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Število uporabnikov socialnih omrežij se je v zadnjih nekaj letih povečevalo z 
nepričakovano hitrostjo. Na primer, spletna stran Facebook, ki je bila prvič vzpostavljena leta 
2004, je marca 2016 zabeležila 1.09 milijarde hkrati aktivnih uporabnikov [1]. Število tako 
predstavlja vsakega sedmega prebivalca našega planeta kot aktivnega uporabnika spletne 
storitve enega od ponudnikov socialnega omrežja. Če pa upoštevamo, da je mnogo 
ponudnikov spletnih storitev socialnih omrežij, njihovi uporabniki pa se nahajajo v različnih 
časovnih pasovih, je ocenjeno število dejanskih uporabnikov svetovnega spleta še mnogo 
večje. 
V prihodnosti lahko pričakujemo vzpostavitev spletnih strani povezanih naprav. 
Število povezanih naprav bo raslo po vzorcu rasti uporabnikov spletnih strani socialnih 
omrežij, najverjetneje pa še mnogo hitreje. Naprave, kot so senzorji, pametna stikala in 
nepredstavljiva množica drugih naprav, že sedaj in bodo tudi v bodoče v prvi vrsti 
komunicirale med sabo - komunikacija M2M. Kasneje bodo te naprave s pomočjo različnih 
prehodov v Internet komunicirale z upravljalsko strežniško infrastrukturo, kar danes poznamo 
pod pojmom Internet stvari (IoT).   
Ocenjeno število povezanih naprav bo nekajkrat večje, kot je današnje število v 
omrežje povezanih tako imenovanih pametnih naprav, kot so pametni telefoni, tablični 
računalniki in računalniki. Pričakovati je, da bodo povezane naprave cenene in omejene v 
računski moči oziroma da ne bodo imele zmogljive strojne opreme, kot jo imajo današnje 
pametne naprave. To pomeni, da ne bodo imele zmogljivost klasične povezljivosti od izvora 
do ponora na nivoju internetnega protokola IP.    
Internetni protokol predvideva, da so vse naprave med seboj omrežni sovrstniki 
oziroma da predstavljajo omrežje med seboj enakovrednih partnerjev. Pristop, ki ga bom 
obravnaval v tem magistrskem delu, bo drugačen. Tradicionalni omrežni protokoli so 
načrtovani robustno z namenom zanesljivosti za uporabo v mnogo ponovitvenih ciklih in za 
velike podatkovne tokove. Navedene lastnosti so zaželene tudi v omrežjih IoT, vendar kot je 
bilo že prej navedeno, standardni Internetni omrežni protokoli niso najustreznejši, saj za svoje 
delovanje potrebujejo veliko režijskih podatkov. Razmerje količine potrebnih režijskih 
podatkov standardiziranega Internetnega protokola v primerjavi z majhnimi sklopi podatkov, 
ki jih pošilja tipična naprava v IoT, je preveliko. Zato je smiselno uvajanje nove rešitve, ki 
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omogoča soobstoj naprav s podporo za IP skupaj z napravami, ki nimajo podpore za IP 
oziroma je ne zmorejo. Smiselnost uvajanja nove rešitve je v tem, da bi obremenjevanje sicer 
enostavnih naprav, kot so senzorji, stikala, ipd., z omrežnim Internetnim protokolnim skladom 
močno povečalo končne stroške in kompleksnost številnih preprostih naprav.  
Tradicionalni omrežni protokoli in aplikacije so v glavnem načrtovane tako, da je na 
eni strani komunikacije človek in da so posledično načrtovane za optimalno uporabniško 
izkušnjo. Ta tradicionalni pristop zahteva veliko režijskih podatkov, ki pa so v primeru 
komunikacije stroj-stroj nepotrebni. Razvoj arhitekture naj vodi nove rešitve za prihajajoče 
povezane naprave v IoT v minimiziranje količine potrebnih režijskih podatkov. 
Prihodnost Interneta stvari je v povezovanju naprav v omrežje, ki še nikoli niso 
komunicirale med seboj ali bile povezane v Internet. Takšne naprave niso »pametne« v 
današnjem pomenu besede, vendar so zelo primerne za izvedbo svoje primarne specializirane 
vloge in bodo predstavljale končne oziroma robne naprave v IoT. Končne naprave lahko 
imajo naslov, ki je unikaten v lokalni skupnosti naprav, vendar ni nujno unikaten globalno. 
Slednje bodo uspešno reševale inteligentne omrežne naprave z globalno unikatnim naslovom 
IP in tako predstavljajo prehod v Internet za lokalno skupnost naprav. Takšen pristop bo 
omogočal hitrejšo rast števila povezanih naprav in ogromno zmanjšanje stroškov za vpeljavo 
funkcionalnosti povezljivosti ob upoštevanju predvidenega števila povezanih naprav.  
Večji del komunikacije v IoT bo komunikacija tipa M2M. Posledično bi hitro izbrali 
način komunikacije vsak z vsakim (angl. Peer-to-peer) za najprimernejši. Vendar mnoge 
končne naprave v IoT medsebojno ne bodo komunicirale, saj ni nobene potrebe po izmenjavi 
informacij med njimi. 
Kot je bilo že omenjeno, je obremenjevanje vseh končnih naprav z Internetnim 
protokolnim skladom, dodajanje računske moči in pomnilnika za zagotavljanje popolne 
komunikacije vsakega z vsakim nepotrebno. Ustvarjalo bi več tveganj za napake, možnost 
napak pri nastavitvah in upravljanju ter dovzetnost za omrežne napade in okužbe s škodljivo 
programsko opremo.  
Vključevanje končnih naprav v IoT se izvede tako, da te sporočajo ali sprejemajo le zanje 
relevantne podatke. Univerzalni pristop za izgradnjo IoT povečuje stopnjo inteligence in 
sposobnost mreženja naprav v smeri, v kateri končne naprave pošiljajo informacije. Tak 
koncept omogoča transport podatkov skozi različne točke v omrežju tako, da ne 
obremenjujemo vsake naprave, vključene v IoT, z enako zmogljivostjo povezovanja. V 
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primeru, ko končne naprave ne zmorejo funkcionalnosti inteligentne komunikacije, morajo 
določene ostale naprave v omrežju zagotoviti učinkovit prenos podatkov. Najrealnejši 
koncept nastajajoče arhitekture Interneta stvari je delitev omrežja v tri funkcijske sklope, kar 
omogoča vpeljavo različne kompleksnosti omrežne funkcionalnosti v posameznem delu 
omrežja, glede na potrebe. Trije funkcijski sklopi so naslednji:  
- sklop končnih naprav, 
- sklop naprav s funkcionalnostjo mreženja in propagiranja sporočil, 
- sklop izvajanja integralnih funkcij za analizo, nadzor in uporabniški vmesnik za IoT. 
 
V sklopu magistrskega dela nameravam predstaviti in implementirati praktičen primer 
koncepta arhitekture prihajajočega Interneta stvari z izgradnjo tipičnega predstavnika 
posameznega funkcijskega sklopa.  
Končna naprava, ki jo odlikuje cenenost, majhna poraba in omejena komunikacija s 
sosednjimi napravami, bo sestavljena iz radijskega vmesnika proizvajalca Nordic 
Seminconductor, model nRF24l01+, priključenega na mikrokrmilnik proizvajalca Arduino.  
Naprava s funkcionalnostjo mreženja in propagiranja sporočil bo sestavljena iz 
radijskega vmesnika proizvajalca Nordic Seminconductor, model nRF24l01+, priključenega 
na mikrokrmilnik proizvajalca Arduino. Mikrokrmilnik bo imel priključen tudi Internetni 
omrežni vmesnik. Z uporabo omrežnega vmesnika z zmožnostjo povezljivosti od izvora do 
ponora na nivoju Internetnega protokola IP bo posredoval sporočila Integralnemu sklopu z 
uporabo telemetrijskega protokola MQTT.  
Izvajanje integralnih funkcij za analizo, za nadzor in za uporabniški vmesnik za IoT 
bom realiziral z uporabo minimalističnega računalnika Raspberry Pi. Sporočila, posredovana 
iz sklopa za funkcionalnost mreženja, in posredovanje sporočil v IoT bo sprejemal in pošiljal 
ob uporabi transportnega sporočilnega protokola MQTT. Za integralne funkcije, za nadzor in 
za uporabniški vmesnik pa bo uporabljena odprtokodna programska oprema OpenHAB.  
 
Ključne besede:  
povezane naprave, senzorji, stroj-stroj, M2M, Internet stvari, IoT, inteligenca naprav, 








The number of social network users in the last few years has increased at an unexpected rate. 
For example, the Facebook web site, which was first established in 2004, recorded 1.09 billion 
simultaneous active users in March 2016. This number represents every seventh inhabitant of 
the planet as an active user of online services of one of the providers of social networks. But 
considering that there are many online social network service providers, and that their users 
are located in different time zones, the estimated number is much bigger. 
In the future, we can expect the creation of social networks of connected devices. The number 
of connected devices will grow at the growth rate of users of social networks, or probably 
much faster. Devices such as sensors, smart sensors and other unimaginable devices already 
do, and will in the future primarily communicate with each other (Machine-to-machine 
communication - M2M). Later, these devices will be connected to Internet through gateways 
to communicate with management server infrastructure, which is a term used today known as 
Internet of Things (IoT). 
The estimated number of connected devices will be several times greater than today's present 
number of smart devices such as smart phones, tablets and computers on network. It is 
expected that the connected devices will be cheap and limited in computing power. And that 
they will not have as powerful hardware as today's smart devices. This means that they will 
not have the capacity of traditional Internet Protocol connectivity. 
Internet Protocol assumes that all devices are alike on the network and as such represent a 
network of equal partners. Approach that will be discussed in this thesis will be different. The 
traditional network protocols such as TCP / IP are robustly designed with reliability, for use 
in many repetitive cycles and in large data streams. These features are also desirable in IoT 
networks, but as previously mentioned standard Internet network protocols are not the most 
appropriate as they require a lot of overhead data to function. 
The ratio of the amount of overhead data needed in standardized Internet protocol compared 
to small sets of data sent by a typical device in the IoT is too high. Therefore, it makes sense 
to introduce new solutions that enable co-existence with devices that do not support IP or with 
those that cannot. The idea behind introducing a new solution lies in the fact that the burden 
on otherwise simple devices such as sensors, switches, etc., with a full network Internet 
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protocol stack also significantly increases the final cost and complexity of a number of simple 
devices. 
Traditional network protocols and applications are mainly designed in such a way that on one 
end is human and communications are consequently designed to optimize the user experience. 
This traditional approach requires a lot of overhead data, which is unnecessary in the case of 
M2M communication. The development of new architectural solutions for the forthcoming 
connection devices in the IoT should lead to the minimization of necessary overhead data. 
The future of IoT is in connecting devices to the network, which have never communicated 
with each other before or were never connected to the Internet. Such systems or devices are 
not "smart" in the modern sense of the word, but they are very suitable for carrying out their 
primary role of specialized tasks and they will represent the end or edge devices in the IoT. 
The end devices may have an address that is unique in the local community, but is not 
necessarily globally unique. This issue will solve intelligent network edge devices with 
globally unique IP address. Intelligent network edge devices will constitute a communication 
path to the Internet for local connected community of devices. Such an approach would allow 
for rapid growth in the number of connected devices and greatly reduce the cost of introducing 
functionality of connections taking into account the anticipated number of connected devices. 
M2M is the major part of communication in the IoT. As a result, we could quickly select the 
most appropriate mode of communication type as peer-to-peer. However, many end devices 
in the IoT will not be communicating with each other, since there is no need to exchange 
information between them. 
As already mentioned, to burden of all end devices with Internet Protocol stack, adding 
computing power and memory to provide a complete communication peer is unnecessary. 
This would create more risk for errors, the possibility of errors in the configuration and 
management, and vulnerability to network attacks and infections with malware. 
Adding end devices to the IoT is carried out in such a way that they would send or receive 
information only relevant to them. The universal approach for building the architecture of IoT 
increases the level of intelligence and capability of networking of devices in the direction 
which the end device is sending information. This concept allows for the transport of data 
through various points in the network without burdening each device included in IoT, with 
the same capacity of connectivity.  In situations where endpoint devices are not capable of 
intelligent communication functionality, other devices must be set in the network to ensure 
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the efficient transfer of data. The most realistic concept of the emerging architecture of the 
IoT is in the division of the network into three functional sections/units, which enables the 
employment of a variety of complex network functions in a particular part of the network, 
according to needs. Three functional units are: 
- the end devices, 
- the propagator nodes providing transport and gateways to the traditional Internet, 
- the integrator functions offering analysis, control, and human interfaces to the IoT. 
In this master thesis I intend to present and implement a practical example of the concept of 
the architecture for the forthcoming IoT with the construction of a typical representative of 
each functional unit. 
The end device, which features easy to use, low power consumption and limited 
communication with the neighboring devices consists of a radio interface manufacturer 
Nordic Seminconductor model nRF24l01+ connected to a microcontroller made by 
manufacturer Arduino. 
The propagator device with the functionality of networking and propagation of messages 
consists of a radio interface manufacturer Nordic Seminconductor model nRF24l01+ and 
Internet network interface connected to an Arduino microcontroller. By using the network 
interface capable of providing connectivity from source to sink at the level of Internet Protocol 
IP, it will send messages to the integral unit using a telemetry protocol MQTT. 
A minimalist computer, Raspberry Pi, is used for the implementation of integrator functions 
for analysis, control and user interface for IoT. Messages transmitted from the propagator 
device are received and sent using a transport protocol MQTT. For integrator functions is 
used open source software OpenHAB. 
Key words:  
connected devices, sensors, machine-to-machine, M2M, Internet of Things, IoT, intelligence 
devices, nRF24l01+, Arduino, Raspberry Pi, messaging Protocol, MQTT, OpenHAB,  







V nekaj letih bo število povezanih naprav nekajkrat večje kot število ljudi. Povezane naprave 
bodo tvorile ogromna omrežja, kakršnih do danes nismo poznali. Omrežja povezanih naprav 
poznamo pod pojmom Interneta stvari (angl. Internet of Things - IoT).  
Za naslavljanje v IoT je bilo predvideno, da bo urejeno z vpeljavo Internetnega protokola 
verzije 6 (angl. Internet protokol v6 - IPv6). Internetni protokol verzije 6 omogoča 
naslavljanje z 128-bitnim naslovom, kar je približno 3.4×1038 naslovov. Število predstavlja 
več kot dovolj naslovov, potrebnih za naslavljanje povezanih naprav.  
Današnje pametne naprave, kot so telefoni, tablični računalniki in osebni računalniki, 
vsebujejo procesor, pomnilnik, uporabniški vmesnik in omrežni vmesnik, ki vključuje 
Internetni protokolni sklad. Internetni protokolni sklad omogoča Internetno protokolno 
naslavljanje posamezne naprave. Na ta način je omogočena povezljivost naprave z 
Internetnim omrežjem, kar omogoča komunikacijo med napravami po Internetu. 
Ocenjeno pričakovano število v IoT povezanih naprav do leta 2020 je 30 milijard. 
Individualno in unikatno naslavljanje takšnega števila naprav bo težavno že zaradi samega 
števila naprav. Ob predpostavki, da bo zmožnost povezljivosti posamezne naprave 
predstavljala cenovno zanemarljivo vrednost, bo to tudi z vidika zmogljivosti posamezne 
naprave težko izvedljivo. 
Dandanes tipičen prenos informacij po Internetu prestavlja prenos informacij med človekom-
uporabnikom in med strojem-strežnikom. Aplikacije, kot so e-pošta, spletno brskanje in 
pretakanje videa, uporabljajo relativno velike podatkovne okvire za prenos informacij do 
uporabnika. Vsak tak prenos informacij predstavlja tok podatkov. Tako generiran tok 
podatkov je nesimetričen in nekonstanten. Količina izmenjanih podatkov v posamezni seji je 
relativno velika. 
Tipičen prenos informacij v IoT bo v približku diametralno nasprotje, kot je danes tipičen 
model prenosa informacij med uporabnikom in strežnikom po Internetu. Tako imenovana 
komunikacija stroj-stroj (angl. Machine-Machine - M2M) potrebuje minimalen okvir za 
prenos informacij in tudi minimalno velikost samega vzglavja podatkov. Tako na primer 
senzor temperature pošilja vrednost ene same spremenljivke. Potreben prenos informacij 
predstavlja znakovni ali številčni niz dolžine največ nekaj znakov, če vključimo še 
informacijo o  lokaciji oziroma oznako pošiljatelja. Čez dan se bo vrednost le nekajkrat 
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občasno spremenila, posledično pa bo potrebna majhna pogostost pošiljanja podatkov. 
Podobno obliko komunikacije lahko pričakujemo za milijone naprav, vključenih v IoT.  Za 
naveden primer zadostuje zmožnost naprave za enosmerno komunikacijo (angl. simplex). Če 
je potreba, da naprava tudi sprejema podatke, na primer za sprejem potrditve sprejema 
poslanih podatkov, je že zadostna podpora naprave za tako imenovan način komunikacije 
polovični dupleks (angl. half duplex). Polovični dupleks predstavlja način komunikacije, ki 
onemogoča sprejemanje podatkov v času oddajanja in obratno onemogoča oddajanje v času 
sprejemanja podatkov. 
Za komunikacijo med napravami je, kot smo ugotovili na primeru, zadostna že občasna 
komunikacija z majhno pasovno širino. Implementacija in uporaba takšne komunikacije 
omogoča nižanje stroškov cene naprave in podaljšanje časa delovanja naprave v primeru 
zunanjega akumulatorskega napajanja ter vpliva na ostale parametre, ki se lahko upoštevajo 
pri načrtovanju naprav. Prav tako komunikacija med vsemi končnimi napravami ni smiselna. 






Slika 1: Primer nepotrebne komunikacije stroj-stroj med končnimi napravami [2] 
 
2.1 Komunikacijska protokola za komunikacijo med sistemi 
Protokol za krmiljenje prenosa (angl. Transmission Control Protocol - TCP) je povezano 
orientiran protokol transportne plasti, ki višje ležečim plastem zagotavlja zanesljiv in 
transparenten prenos podatkov. Pri uporabi protokola TCP moramo pred prenosom paketov 
vzpostaviti povezavo. V sistemu se običajno nahaja strežnik TCP, ki na določenem naslovu 
IP in vratih (angl. port) posluša oziroma čaka prihajajoče zahteve za vzpostavitev povezave. 
11 
 
Klienti ali odjemalci TCP, ki poznajo ta naslov in vrata strežnika, nato pošljejo zahtevo za 
vzpostavitev povezave, strežnik TCP pa to zahtevo sprejme ali zavrne. Ob sprejemu povezave 
prebere odjemalčev naslov in vrata, preko katerih bo potekala izmenjava paketov. Pri uporabi 
protokola TCP je prenos podatkov zagotovljen, saj se preverja točnost prenosa, paketi se 
prenašajo v pravilnem zaporedju, vsak sprejem paketa se potrdi, v primeru napak se prenos 
paketa ponovi.  
Uporabniški datagramski protokol (angl. User Datagram Protocol - UDP) je nepovezavni 
protokol transportne plasti v protokolnem skladu TCP/IP. Z razliko od protokola TCP tu ni 
treba predhodno vzpostaviti povezave. Podatke, ki jih želimo poslati, zgolj pošljemo na 
določen naslov. Vendar brez zagotovila, da so bili paketi uspešno dostavljeni in sprejeti. Z 
razliko od TCP ta protokol nima vgrajenega potrjevanja prejetih paketov, pravilnega vrstnega 
reda paketov in točnosti prenosa. Lahko pa zato po istem omrežnem kanalu prenesemo 
bistveno več podatkov v enakem času kot z uporabo TCP protokola.  
Obstajajo tri različice UDP protokola: 
- UDP unicast, ki pakete posreduje na natančno en naslov, 
- UDP broadcast, ki pakete z enim pošiljanjem posreduje na vse naprave v določenem 
podomrežju, 
- UDP multicast, ki pakete posreduje vsem napravam, ki so trenutno včlanjene v 
določeno multicast skupino. 
Ker je za posredovanju stanj končnih naprav potreben zanesljiv prenos sporočil in indikacija 
v primeru napak ali izpada povezave, je za komunikacijo med napravami z omrežno 
funkcionalnostjo in sklopom naprav, ki izvajajo integralne funkcije, izbran protokol TCP. 
2.1.1 Protokol za krmiljenje prenosa 
Družino protokolov TCP/IP sestavljajo štirje funkcijski nivoji, ki so prikazani na spodnji sliki, 
kjer so navedeni tudi najpogosteje uporabljeni protokoli posameznih nivojev modela TCP/IP.  
 
APLIKACIJSKI NIVO (Telnet, FTP, HTTP, DNS, SMTP, NFS, MQTT) 
TRANSPORTNI NIVO (TCP, UDP) 
MEDMREŽNI NIVO (IP, ARP, ICMP) 
POVEZOVALNI NIVO (Ethernet) 
 
Slika 2: Funkcijski nivoji modela TCP/IP [3] 
TCP je protokol transportnega nivoja, v katerem se nahajajo protokoli, ki pripravljajo 
sporočila za prenos po mreži. Je zanesljiv povezavno orientiran protokol, ki uporablja storitve 
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nezanesljivega datagramskega protokola IP v sloju pod seboj. Protokol uporabljamo v 
transportnem sloju protokolnega sklada TCP/IP, torej v omrežju oziroma medmrežju Internet. 
V tej vlogi ponuja storitev zanesljivega prenosa uporabniških sporočil nekaterim protokolom 
aplikacijskega sloja protokolnega sklada TCP/IP (na primer Telnet, FTP – angl. File Transfer 
Protocol, SMTP – angl. Simple Mail Transfer Protocol, POP3 – angl. Post Office Protocol 
version 3, HTTP – angl. Hypertext Transfer Protocol, MQTT – angl. Message Queue 
Telemetry Transport, itd). Gre za komunikacijo tipa točka–točka. Uporabniki, torej protokoli 
aplikacijskega sloja, najpogosteje delujejo po načelu odjemalec–strežnik (angl. client–server), 
pri čemer je pobudnik storitve vzpostavitve navidezne povezave običajno odjemalec. 
Protokol TCP je v osnovi specificiran v standardu RFC 793, nekaj kasnejših standardov pa 
definira dodatne metode in možnosti. Nastal je za zagotavljanje zanesljivega prenosa sporočil 
aplikacijskega sloja skozi nezanesljivo omrežje Internet. Poleg tega TCP nadzoruje pretok 
podatkov, saj praktično ni zagotovila, da bi imeli vsi uporabniki internetnih storitev enake 
sposobnosti oziroma hitrosti. TCP se prilagaja hierarhičnemu modelu protokolov, ki jih 
uporabljamo v internetnem okolju, in je v tej hierarhiji postavljen nad osnovni internetni 
protokol ter pod aplikacijski sloj. Uporabniške informacije ali sporočila, ki jih TCP dobi od 
aplikacijskega sloja, posreduje internetnemu protokolu, ta pa poskrbi za njihovo pot skozi 
omrežje. 
Poglavitna naloga TCP protokola je torej zanesljiv prenos sporočil aplikacijskega sloja. Le-
tem TCP doda svojo glavo in tako dobi protokolna sporočila, ki jih v TCP/IP terminologiji 
imenujemo segmenti. TCP za prenos segmentov uporablja storitev protokola IP v nižjem 
sloju, to je storitev datagramskega prenosa paketov. Med obema TCP protokolnima 
entitetama je torej nezanesljiv navidezni kanal, ki ne zagotavlja prenosa TCP segmentov brez 
izgub in ne sprejema segmentov vedno v enakem vrstnem redu, kot so bili oddani. 
 
TCP protokol mora biti sposoben komunicirati z aplikacijskim in slojem IP, saj od 
aplikacijskega sloja prejema uporabniške informacije in zahteve po vzpostavitvi ali prekinitvi 
povezave, sloj IP pa skuša prenesti TCP segmente od uporabnika do uporabnika. 
Komunikacija med protokoli internetnega omrežja poteka s pomočjo klicev (angl. calls) ali 
ukazov, ki povzročijo spremembo stanja, v katerem se je nahajal določen internetni protokol. 
Tako aplikacijski sloj z ukazom OPEN spodbudi TCP protokol, da začne vzpostavljati TCP 
povezavo, z ukazom CLOSE pa preko TCP protokola prekine povezavo med dvema 
uporabnikoma. Kadar uporabnik želi oddati ali sprejeti podatke, to sporoči TCP protokolu z 
ukazoma za oddajo ali sprejem podatkov (SEND–RECEIVE data). Med TCP in aplikacijskim 
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slojem poteka tudi izmenjava podatkov o stanju in vrsti povezave. Ko je povezava 
vzpostavljena, se za preverjanje stanja uporablja posebna enota za hrambo podatkov o TCP 
povezavi (na primer prednostni nivo, velikost vmesnikov za hrambo podatkov, širina 
sprejemnega in oddajnega okna itd.), ki jo imenujemo enota za kontrolo prenosa (angl. 
Transmission Control Block - TCB). [3] 
Izmenjava ukazov in podatkov med TCP in IP slojema pomeni oddajo ali sprejem podatkov 
iz omrežja ali podatkov o dovoljeni dolžini TCP segmenta v IP sloju (odvisna od omrežja). V 
primeru, da ima TCP protokol pripravljene podatke za oddajo, to sporoči IP slo ju z ukazom 
SEND, ki specificira naslednje podatke o segmentih: 
- naslov prejemnika sporočila, 
- vrsto storitve, ki vsebuje tudi prednostni in varnostni nivo segmenta (angl. Type of 
Service - TOS), 
- življenjsko dobo segmenta (angl. Time to Live - TTL), 
- kazalec na vmesnik (angl. buffer pointer - buffPTR), 
- velikost vmesnika (angl. Length of buffer), 
- identifikator (angl. Identifier - Id), 
- možnost fragmentiranja segmenta, 
- opcije (angl. options data), 
- napako v omrežju ali parametrih TCP. 
Ko pride do sprejema segmenta iz omrežja, dobi TCP od IP sloja ukaz RECEIVE, kjer so 
podatki o: 
- kazalcu na vmesnik, 
- napaki v omrežju ali parametrih TCP segmenta, 
- naslovu oddajnika segmenta, 
- protokolu (angl. protocol), 
- vrsti storitve, 
- opcijah, 
- velikosti vmesnika. 
IP sloj prebere podatke o segmentu, ki jih dobi v SEND in RECEIVE ukazih. Ko podatki 
ustrezajo pogojem na nivoju IP in omrežja, omogoči prenos TCP segmenta ali posreduje 
segment TCP protokolu. [3] 
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2.1.2 Naslavljanje v TCP 
Naslov aplikacije, ki komunicira po TCP/IP protokolu, je sestavljen iz naslova računalnika, 
na katerem teče aplikacija - številka računalnika IP, in iz naslova aplikacije (oziroma 
aplikacijske protokolne entitete) na tem računalniku ter številko vrat (angl. port number). 
Medtem ko je IP naslov 32-biten, je številka vrat 16-bitna. Dvojico IP številka/številka vrat 
imenujemo vtičnica (angl. socket). Številka vrat torej igra vlogo naslova točke dostopa do 
TCP storitve, IP številka pa vlogo naslova točke dostopa do IP storitve. [3] 
 
Strežniki običajno uporabljajo številke vrat, ki imajo vrednosti med 1 in 1023 (decimalno) in 
so splošno znane za vsak aplikacijski protokol posebej. Tako ima na primer strežnik Telnet 
vedno številko vrat 23, strežnik FTP 21, strežnik SMTP 25, imenski strežnik 53. Strežnik 
MQTT uporablja v osnovi številko vrat 1883, v primeru MQTT strežnika, ki uporablja 
dodatno šifriranje komunikacije z uporabo sloja varnih vtičnic (angl. Secure Sockets Layer - 
SSL), pa uporablja številko vrat 8883. Odjemalci uporabljajo začasne številke vrat, ki so večje 
od 1023, večinoma med 1024 in 5000. Razlog za takšno razdelitev številk vrat je prvič v tem, 
da TCP povezave večinoma vzpostavljajo odjemalci, ki morajo poznati naslove strežnikov, 
drugič pa v tem, da strežnik načeloma deluje ves čas, medtem ko odjemalec obstaja večinoma 
le toliko časa, dokler ga aplikacija potrebuje. Ker omogoča TCP protokol le komunikacijo 
med dvema točkama, se med vsakim parom aplikacij, ki med seboj komunicirata, vzpostavi 
posebna TCP povezava. Tako je vsaka TCP povezava določena z dvema vtičnicama (torej z 
dvema paroma IP številka/številka vrat). [3] 
 
2.2 Predstavniki posameznih funkcijskih sklopov arhitekture 
Interneta stvari in komunikacija 
Uporaba protokola za krmiljenje prenosa in protokola internet - TCP/IP za komunikacijo med 
napravami zahteva določeno minimalno računsko moč,  pomnilnik in s protokolom zahtevano 
dodajanje vzglavja h koristnim podatkom, ki se prenašajo. Čeprav je slednje dandanes že 
standard v komunikaciji med vsemi napravami, ki komunicirajo na omrežju Internet, je 
dodajanje takšne kompleksne operacije preprostim napravam IoT nepotrebno, pogosto pa tudi 
nemogoče zaradi tehničnih karakteristik same naprave.  Vztrajanje, da ima vsaka naprava IoT 
podprt celotni omrežni TCP/IP sklad, bi se posledično odražalo v drastičnem povečanju cene 
in kompleksnosti posamezne naprave. Četudi je tradicionalni omrežni sklad lahko združen v 
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enem samem čipu, se kompleksnost, dodatna poraba energije in dodatna potrebna računska 
moč odražajo kot nepotreben strošek. [2]  
V okviru magistrske naloge bom najprej predstavil in preizkusil prototip naprave za uporabo 
v Internetu stvari. Naprava bo sestavljena iz radijskega vmesnika proizvajalca Nordic 
Seminconductor, model nRF24l01+, priključenega na mikrokrmilnik proizvajalca Arduino 
oziroma na napravo, sestavljeno iz radijskega vmesnika, priključenega preko vhodno-
izhodnih fizičnih priključkov na manj zmogljiv računalnik v velikosti kreditne kartice, 
imenovan Raspberry Pi, na katerem teče odprtokodni operacijski sistem.  
Radijski vmesnik proizvajalca Nordic Seminconductor, model nRF24l01+, je čip, ki skupaj z 
nekaj pasivnimi elektronskimi komponentami tvori oddajno-sprejemni radijski vmesnik. Za 
svoje delovanje potrebuje zelo malo električnega toka in posledično malo moči. Deluje na 
globalnem mednarodnem 2.4 Ghz frekvenčnem področju, ki je namenjen industriji, medicini 
in znanosti. Podpira podatkovne hitrosti 250 kbit/s, 1 Mbit/s in 2 Mbit/s. Za preverjanje 
lastnega delovanja ima vgrajeno kontrolno logiko. Zaradi neznatne porabe električne moči je 
primeren za uporabo v napravah IoT. Prav tako je primeren za uporabo na napravah IoT, ki 
niso priključene na omrežno napajanje, ampak imajo lastno akumulatorsko napajanje. 
Radijski vmesnik uporabljamo tako, da ga priključimo na mikrokrmilno enoto in upravljamo 
z uporabo serijskega perifernega vodila (angl. Serial Peripheral Interface - SPI). V 
nadaljevanju si bomo zato najprej v poglavju Osnovne značilnosti nRF24l01+ podrobneje 
ogledali lastnosti radijskega vmesnika in njegove značilnosti. Nato bomo v poglavju 
Priključitev radijskega vmesnika na mikrokrmilno enoto preverili ustreznost priključitve na 
enoto Arduino in delovanje odprtokodnih gonilnikov radijskega vmesnika.   
Platforma Arduino predstavlja odprto in javnosti dostopno strojno in programsko rešitev za 
zaznavo ali za spreminjanje določenih vrednosti fizičnega sveta in bazira na različnih 
mikrokrmilnih čipih proizvajalca Atmel. Platformo predstavlja več razvojnih plošč z 
možnostjo priključitve različnih razširitev preko vhodno-izhodnih vmesnikov. Platforma 
vključuje tudi Integrirano razvojno okolje, ki podpira standardne programske jezike C, C++ 
in Java. Platforma je izredno primerna za gradnjo prototipov naprav IoT, saj je zelo modularna 
in omogoča priklop najrazličnejših senzorjev in vmesnikov za interakcijo s fizičnim svetom.  
Na mikrokrmilnik priključen radijski vmesnik še ne omogoča povezljivosti naprave, saj 
slednja nima s kom komunicirati. Odprtokodni gonilniki radijskega vmesnika so tudi 
kompatibilni z manj zmogljivim računalnikom v velikosti kreditne kartice, imenovanim 
16 
 
Raspberry Pi, na katerem teče odprtokodni operacijski sistem linux. V nadaljevanju 
preverimo modularnost uporabe radijskega vmesnika z arhitekturo ARM (angl. Advanced 
reduced instruction set computing Machine - ARM) tako, da ga z uporabo vhodno-izhodnih 
priključnih pinov priključimo na Rasberry Pi in preverimo delovanje odprtokodnih 
gonilnikov. Takšna naprava izvaja poleg komuniciranja s končno napravo hkrati sklop 
integralnih funkcij za potrebe analize podatkov, upravljanje in uporabniški vmesnik za 
vključene naprave v skupnost IoT. V slednjem primeru je v eni napravi združena 
funkcionalnost mreženja in propagiranja sporočil ter izvajanje integralnih funkcij za analizo, 
nadzor in uporabniški vmesnik za IoT.  
V konceptu Interneta povezanih naprav želimo funkcionalnosti ločiti na posamezne 
funkcijske sklope naprav. Zato v nadaljevanju Raspberry Pi zaradi zmogljivosti uporabimo 
samo za izvajanje integralnih funkcij za analizo, upravljanje in uporabniški vmesnik za IoT. 
Dodatno pa vpeljemo napravo s funkcionalnostjo mreženja in propagiranja sporočil z uporabo 
transportnega sporočilnega protokola MQTT. Za izvajanje integralnih funkcij, za upravljanje 
in za uporabniški vmesnik bo uporabljena odprtokodna programska oprema OpenHAB. 
Takšen pristop omogoča, da je lokacija integralnega vozlišča lahko poljubna in da se 
programska oprema vozlišča lahko namesti tudi na virtualni strežnik. Programsko opremo 
OpenHab si podrobneje pogledamo v poglavju Integralno vozlišče OpenHAB. 
Naprava s funkcionalnostjo mreženja in propagiranja sporočil bo posrednik med končnimi 
napravami in med sklopom za izvajaje integralnih funkcij. Zato bo sestavljena iz radijskega 
vmesnika proizvajalca Nordic Seminconductor, model nRF24l01+, priključenega na 
mikrokrmilnik proizvajalca Arduino. Mikrokrmilnik bo imel priključen tudi Internetni 
omrežni vmesnik. Z uporabo omrežnega vmesnika z zmožnostjo povezljivosti od izvora do 
ponora na nivoju Internetnega protokola IP bo naprava posredovala sporočila Integralnemu 
sklopu z uporabo telemetrijskega protokola MQTT, ki si ga podrobneje ogledamo v poglavju 
Mehanizem objave in naročanja na sprejem sporočil. 
V poglavju Implementacija odprtokodne platforme Interneta stvari nato implementiramo 
prototip naprave za vsak funkcijski sklop in na praktičnem primeru preverimo funkcionalnost 
posameznega sklopa ter ovrednotimo navedeno hipotezo, da bodo lahko obstajali subjekti v 
prihajajočem Internetu stvari, ki ne zmorejo oziroma ne potrebujejo podpore za omrežni 




2. Osnovne značilnosti nRF24l01+ 
Radijski vmesnik proizvajalca Nordic Semiconductor, model nRF24L01+, je samostojen čip 
z vgrajeno kontrolno logiko (angl. Enhanced ShockBurst).  Deluje v frekvenčnem pasu  
2.4 Ghz, natančneje 2.400 - 2.525 GHz. Za uporabo čipa v oddajno-sprejemni enoti je 
potreben mikrokrmilnik in nekaj pasivnih elektronskih komponent. 
Vmesnik nRF24L01+ se nastavlja in upravlja preko serijskega perifernega vodila SPI z 
uporabo registrov. Vgrajena kontrolna logika vključuje tudi medpomnilnik za zvezen pretok 
podatkov med radijskim vmesnikom in mikrokrmilnikom. Podprta je dinamična dolžina 
koristne vsebine, ki se prenaša med radijskimi vmesniki od 1 do 32 oktetov (angl. byte). Prav 
tako omogoča sprejem podatkov šestih oddajnikov, to pa omogoča izvedbo zvezdne (angl. 
star) ali drevesne (angl. tree) topologije omrežja. 
 
Slika 3: Topologija omrežja 
Radijski del uporablja modulacijo s frekvenčnim pomikom z Gaussovim filtriranjem (angl. 
Gaussian frequency-shift keying - GFSK) in ima podporo za uporabniško nastavljive 
parametre, kot so frekvenca kanala, na katerem obratuje, izhodno moč in hitrost prenosa 
podatkov. Podprte hitrosti prenosa podatkov so 250 kbit/s, 1 Mbit/s in 2 Mbit/s z možnostjo 
izbire delovanja na enem izmed 126 radio-frekvenčnih kanalov. Slika 4 predstavlja blokovno 




Slika 4: Blokovna shema radijskega vmesnika nRF24l01+ [4] 
2.1 Fizični vmesnik nRF24l01+ 
Sam čip vsebuje več priključnih pinov. Za uporabo čipa proizvajalec predlaga vezje, ki 
vključuje dodatne pasivne električne elemente. Sam fizični vmesnik je sestavljen iz osmih 
priključnih pinov. Pini so naslednji: 
 Vcc, priključek za nazivno delovne napetosti, 
 GND, priključek za ozemljitev oziroma maso, 
 IRQ, priključek za strojne prekinitve, 
 CE, izbira načina delovanja čipa, 
Štirje pini pa služijo za upravljanje z radijem ob uporabi vodila SPI: 
 CSN , SCK, MISO, MOSI. 
Vsi pini razen Vcc so tolerantni na vhodno napetost petih voltov. Delovna napetost Vcc je 
med 1.9 V in 3.6 V. Vodilo SPI uporablja pine CSN, SCK, MISO in MOSI za oddajo in 
sprejem podatkov. Preklop v aktivno stanje čipa se izvede s pinom CSN, ki je aktiven, kadar 
je na nizki napetosti.   
Pin CE se uporablja za preklop med načinom oddajanja (način delovanja TX) in prejemanja 
(način delovanja RX) podatkov. Če se radio uporablja kot sprejemnik, je pin CE na visoki 
napetosti. Takrat spremlja prenosni medij in sprejema pakete. Nizka napetost na pinu CE 
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postavi čip v način pripravljenosti (angl. Standby-I) in ne spremlja prenosnega medija. Če 
radio oddaja, je CE razen v času oddaje podatkov na nizki napetosti. Oddaja podatkov se 
izvede z napolnitvijo oddajnega medpomnilnika (TX FIFO) s podatki in nato s spremembo 
stanja pina CE z nizke napetosti na visoko napetost. V takšnem stanju ostane najmanj deset 
mikrosekund, nato pa je potrebna sprememba nazaj v stanje nizke napetosti. [4] 
2.2 Upravljanje radijskega vmesnika nRF24l01+ 
Radijski vmesnik ima vgrajen avtomat stanj, ki omogoča upravljanje s prehodi v različna 
stanja, v katerih lahko obratuje. Deluje lahko v stanju izklopa, pripravljenosti, sprejemanja in 
oddajanja, kot to prikazuje diagram stanj na sliki 5. 
 
Slika 5: Diagram stanj radijskega vmesnika nRF24l01+ [4] 
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2.2.1 Stanje izklopa 
V stanju izklopa je čip nRF24l01+ onemogočen in porablja minimalno količino moči. Vodilo 
SPI je aktivno in je preko upravljalskih registrov možen vnos spremembe stanja. Stanje 
izklopa dosežemo s spremembo bita PWR_UP v registru "CONFIG" na vrednost "0". 
2.2.2 Stanje pripravljenosti 
Čip nRF24l01+ preklopi v stanje pripravljenosti s spremembo bita PWR_UP v registru 
"CONFIG" na vrednost "1". Namen tega stanja je zmanjšana povprečna poraba moči z 
možnostjo hitrega prehoda v stanje oddajanja oziroma sprejemanja. Prehod v aktivno stanje 
se izvede ob spremembi napetosti pina CE na visoko napetost oziroma se vrne v stanje 
pripravljenosti ob nizki napetosti na navedenem pinu. Potreben čas za prehod iz stanja izklopa 
v stanje pripravljenosti je 150 mikrosekund. Nastavitev bita PRIM_RX v registru "CONFIG" 
določa naslednja aktivna stanja. 
2.2.3 Stanje sprejemanja  
Da radijski vmesnik preide v aktivno stanje sprejemanja (angl. Receive mode - RX) oziroma 
da je mikrokrmilnik s priključenim radijskim vmesnikom sprejemna enota, je potrebna 
nastavitev bitov PWR_UP in PRIM_RX na vrednost logične "1" in hkrati sprememba pina 
CE na visoko napetost.   
V načinu sprejemanja radijski vmesnik izvaja inverzno operacijo moduliranja signala, 
sprejetega v radio-frekvenčnem kanalu. Rezultat inverzne operacije preda vgrajeni kontrolni 
logiki. Kontrolna logika nato preveri veljavnost paketa prejetih podatkov. S preverjanjem 
naslova oddajnega vmesnika in z vgrajenim mehanizmom cikličnega preverjanja redundance 
(angl. Cyclic Redundancy Check - CRC). Po preverjanju veljavnosti se koristna vsebina 
paketa preda v prosto enoto sprejemnega medpomnilnika (angl. receive first-in, first-out, RX 
FIFO). V primeru zasedenosti sprejemnega medpomnilnika se paket zavrže. Radijski vmesnik 
se nahaja v načinu RX, dokler mikrokrmilnik ne zahteva spremembe stanja. 
 2.2.4 Stanje oddajanja   
Za aktivno stanje načina oddajanja (angl. Transmitter mode - TX) oziroma da postane 
mikrokrmilna enota, na katero je priključen radijski vmesnik, oddajna enota, je potrebna 
nastavitev bitov PWR_UP na vrednost logične "1",  PRIM_RX pa na vrednost logične "0". 
Koristna vsebina se mora nahajati v oddajnem medpomnilniku (angl. transmission first-in, 
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first-out - TX FIFO), hkrati pa je potrebna sprememba pina CE na visoko napetost v obliki 
impulza. Čas trajanja impulza mora biti daljši od 10 mikrosekund.   
Radijski vmesnik se v načinu TX nahaja, dokler ne zaključi z oddajo paketa. Po zaključku 
oddaje napetost pina CE določa naslednje stanje: Če je na pinu CE nizka napetost, se vrne v 
stanje pripravljenosti. Če je napetost na pinu CE visoka in se v oddajnem medpomnilniku 
nahajajo podatki, nadaljuje s pošiljanjem naslednjega paketa podatkov. V načinu TX se čip 
nRF24l01+ kontinuirano ne sme nahajati dlje časa od štirih milisekund.  
2.3 Kontrolna logika 
Kontrolna logika skrbi za podatkovni povezovalni sloj, ki bazira na paketni osnovi. 
Funkcionalnosti kontrolne logike so avtomatsko sestavljanje in razstavljanje paketov, 
upravljanje s potrebnimi časovnimi zakasnitvami, avtomatsko potrjevanje in ponovno 
pošiljanje paketov. Funkcionalnost kontrolne logike omogoča zmogljivo komunikacijo z 
uporabo cenenih mikrokrmilnikov in izboljšavo glede porabe električne energije v dvosmerni 
ali enosmerni komunikaciji med napravami.  
2.3.1 Pregled funkcionalnosti kontrolne logike 
Kontrolna logika skrbi za avtomatsko manipuliranje s paketi in s časovnimi zakasnitvami. V 
času oddaje avtomatizem sestavi paket in nastavi kontrolne bite v podatkovnem paketu. Med 
sprejemanjem avtomatizem spremlja in zaznava veljaven naslov v de-moduliranem signalu. 
Ob potrditvi veljavnega naslova nadalje procesira preostalo vsebino paketa in potrdi 
ustreznost paketa z ugotavljanjem celovitosti. Pri tej  uporabi funkcije cikličnega preverjanja 
redundance. Če je paket veljaven, se koristna vsebina naloži v medpomnilnik sprejemnika. 
Kontrolna logika je vgrajena v samem čipu in ne potrebuje zunanje podpore.  
Avtomatsko manipuliranje s paketi omogoča enostavno implementacijo zanesljivih 
dvosmernih podatkovnih povezav. V nadaljevanju si bomo podrobneje pogledali transakcijo 
posameznih paketov, ki predstavlja izmenjavo paketov med dvema oddajno-sprejemnima 
enotama. Sprejemna enota predstavlja primarni sprejemnik (angl. Primary Receiver - PRX) 
oddajna enota pa predstavlja primarni oddajnik (angl. Primary Transmitter - PTX). 
Posamezna transakcija se začne z oddajo paketa na strani oddajne enote PTX in se zaključi, 
ko oddajna enota prejme potrditveni paket (angl. Acknowledgment - ACK) od sprejemne 
enote RTX. Sprejemna enota PRX lahko vključi uporabniške podatke v potrditveni paket, kar 
omogoča dvosmerno podatkovno povezavo.   
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Avtomatsko manipuliranje paketov je predstavljeno v naslednjih korakih: 
 Transakcija podatkov se prične z oddajo podatkovnega paketa od PTX do PRX.  
Avtomatizem postavi PTX v stanje sprejemanja, da sprejme potrditveni paket ACK. 
 Če je paket sprejet s strani sprejemne enota PRX, avtomatizem sestavi potrditveni 
paket ACK in ga pošlje oddajni enoti PTX.  
 Če oddajna enota PTX ne sprejme potrditvenega paketa v prednastavljenem časovnem 
intervalu, ta ponovno pošlje paket izvornih podatkov in se ponovno postavi v stanje 
sprejemanja in sprejme potrditveni paket ACK. 
Kontrolna logika omogoča nastavitev parametrov, kot so največje število ponovnih pošiljanj  
in zakasnitve med ponovnim pošiljanjem podatkov. Sam proces avtomatskega manipuliranja 
paketov se odvija brez sodelovanja z mikrokrmilnikom.[4] 
2.3.2 Struktura podatkovnega paketa 
Podatkovni paket sestavljajo preambula, naslov, kontrolni podatki, koristna vsebina in 
kontrolna vsota. Strukturo paketa skupaj z dolžino posameznih polj prikazuje slika 6. 
Preambula 
1 oktet




Slika 6: Struktura podatkovnega paketa [4] 
2.3.2.1 Preambula  
Preambula sestoji iz sekvence bitov, dolžine enega okteta. Namen preambule je sinhronizacija 
de-modulatorja radijskega signala sprejemne enote na prihajajoči bitni tok podatkov. 
Preambula sestoji iz niza »01010101« ali »10101010«. Izbira preambule je odvisna od prvega 
bita naslovnega polja. Če je prvi bit naslova »1«, se preambula konča z »0«, in obratno, če je 
prvi bit naslova »0«, se preambula konča z »1«. Namen dodajanja različne preambule je 
zagotovitev dovolj prehodov vrednosti za zanesljivejšo zaznavo podatkovnega paketa na 
sprejemni enoti.  Dodajanje preambule izvaja kontrolna logika samodejno.   
2.3.2.2 Naslovno polje 
Sprejemna enota prepozna podatke, za katere ima prednastavljen naslov. Naslovno polje 
vsebuje naslov, ki ga pozna sprejemna enota.  Naslov v naslovnem polju zagotavlja, da se 
podatkovni paket pošlje dotičnemu sprejemniku in z radijskimi vmesniki nRF24L01+ 
preprečuje naključno navzkrižno komunikacijo med oddajno-sprejemnimi enotami.  
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Naslovno polje je dolgo 3,4 oziroma 5 oktetov. Nastavitev dolžine naslova v naslovnem polju 
se ureja z nastavitvijo v registru "AW".  
Pri izbiri naslovov je treba upoštevati naslednje: 
 naslovi podobne oblike, kot je preambula, so lahko napačno interpretirani in 
povečujejo delež napačnih paketov, 
 delež napačnih paketov se poveča ob izbiri naslovov s samo enim prehodom, 
na primer »000FFFFFFF«.  
2.3.2.3 Kontrolno polje  
Kontrolno polje paketa je dolgo 9 bitov. Bit z najvišjo vrednostjo je na levi strani. Kontrolno 
polje sestavljajo trije sklopi, kot to prikazuje slika 7.   
Dolžina koristne vsebine 6 bitov Identiteta paketa 2 bit Ne-potrditev 1 bit
  
Slika 7: Kontrolno polje, vsebovano v podatkovnem paketu [4] 
Prvi sklop je dolžine šestih bitov in pomeni dolžino koristne vsebine. Drugi sklop je dolžine 
dveh bitov in predstavlja identiteto paketa. Zadnji sklop dolžine enega bita pa predstavlja 
zahtevo potrditve sprejema. 
2.3.2.3.1 Dolžina koristne vsebine 
Polje dolžina koristne vsebine določa velikost koristne vsebine v oktetih, ki se prenaša v 
paketu. To polje se uporablja v primeru, ko je vključena funkcionalnost za možnost dinamične 
dolžine koristne vsebine. Dolžina je lahko v razponu od 0 do 32 oktetov. Vrednost polja 
»000000« predstavlja dolžino 0 oktetov in se uporablja za pošiljanje potrditve sprejema 
paketov. Vrednost polja »100000« predstavlja dolžino 32 oktetov. Zapis »100001« dopušča 
možnost katerekoli izmed možnih dolžin.   
2.3.2.3.2 Identiteta paketa 
Polje identiteta paketa (angl. Packet Identification - PID) je dolžine dveh bitov in določa, ali 
je bil paket, ki smo ga sprejeli, poslan prvič ali pa je bil pošiljan že večkrat.  Podatek v tem 
polju preprečuje, da bi sprejemni radijski vmesnik enako koristno vsebino posredoval 
mikrokrmilniku več kot enkrat. Oddajnik vrednost v polju PID poveča za 1 za vsak paket, ki 
ga sprejme v oddajni medpomnilnik preko vodila SPI. Sprejemna enota določi, ali je paket 
nov ali ponovno poslan tako, da v vsakem prejetem paketu preveri vrednost v poljih PID in 
CRC. Če se med komunikacijo nekaj zaporednih paketov izgubi, je lahko vrednost v polju 
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PID enaka zadnjemu sprejetemu paketu. V tem primeru sprejemni radijski vmesnik  
nRF24L01+ primerja polja CRC obeh paketov. Če sta vrednosti polja CRC enaki, se zadnji 
sprejeti paket zavrže, saj predstavlja kopijo že prejetih podatkov.   
 
2.3.2.3.3 Potrditev sprejema paketa 
Kontrolna logika vključuje funkcionalnost samodejnega potrjevanja uspešnosti prenosa 
posameznega paketa. Izbira samodejnega potrjevanja je nastavljena z ustrezno nastavitvijo 
bita »NO_ACK«. Izbiro z ustrezno nastavitvijo enega bita lahko v literaturi zasledimo pod 
pojmom nastavitev zastavice. Nastavitev zastavice se upošteva v primeru, ko je omogočena 
funkcionalnost samodejnega potrjevanja. Kot že ime bita pove, je nastavitev vrednosti bita 
reverzna. Vrednost »1« določa, da sprejemnik potrditve sprejema paketa ne pošilja 
samodejno. Nastavitev zastavice v kontrolnem polju oddajnega radijskega vmesnika 
izvedemo z ukazom: »W_TX_PAYLOAD_NOACK«. Seveda je treba predhodno omogočiti 
funcionalnost samodejnega potrjevanja. Slednjo izvedemo z nastavitvijo bita 
»EN_DYN_ACK« v registru »FEATURE«. Opisana nastavitev določa, da oddajnik po oddaji 
paketa preide v stanje pripravljenosti in sprejemnik po uspešnem sprejemu ne pošlje potrditve 
sprejema podatkov. 
2.3.3 Koristna vsebina 
Polje koristne vsebine vsebuje uporabniške podatke v posameznem paketu. Kot je bilo že 
omenjeno, je lahko velikost polja spremenljive dolžine in prenaša od 0 do 32 oktetov 
podatkov. Kontrolna logika omogoča statičen ali dinamičen način določanja dolžine koristne 
vsebine, ki se prenaša.  Prednastavljena vrednost je statična dolžina. Statična dolžina koristne 
vsebine določa enako dolžino vseh paketov, ki se prenašajo med oddajnikom in 
sprejemnikom.    
Statična dolžina koristne vsebine je določena z nastavitvijo registra »RX_PW_Px« na 
sprejemni strani. Na strani oddajnika se dolžina koristne vsebine določi s količino vnesenih 
oktetov v oddajni medpomnilnik »TX_FIFO«. Dolžina koristne vsebine, oddane na oddajni 
strani, se mora ujemati z nastavitvijo registra na sprejemni strani. 
Dinamično določanje dolžine koristne vsebine (angl. Dynamic Payload Length - DPL) je 
alternativa statičnemu načinu. V tem načinu lahko oddajnik pošilja pakete sprejemniku, 
katerih dolžina koristne vsebine se lahko spreminja. Prav tako pa ob pošiljanju paketov med 
napravami z različno nastavljeno dolžino koristne vsebine ni treba skrbeti za zapolnitev 
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podatkov do maksimalne možne dolžine koristne vsebine, ki jo lahko sprejme sprejemnik. 
Funkcionalnost DPL radijskega vmesnika nRF24L01+ omogoča avtomatsko dekodiranje 
dolžine koristne vsebine v sprejetem paketu. Mikrokrmilna enota preveri dolžino koristne 
vsebine v sprejetem paketu z uporabo ukaza »R_RX_PL_WID«. Uporaba ukaza za 
preverjanje dolžine koristne vsebine mora vrniti dolžino 32 oktetov ali manj. Če je javljena 
dolžina koristne vsebine večja od 32 oktetov, paket vsebuje napake in ga je treba zavreči. To 
dosežemo z ukazom »Flush_RX«.  
Funkcionalnost DPL vključimo z nastavitvijo bita »EN_DPL« v registru »FEATURE«. Za 
uspešen sprejem podatkov mora biti pravilno nastavljen bit »DPL_Px« v registru »DYNPD«.  
2.3.4 Ciklično preverjanje redundance 
Polje CRC v podatkovnem paketu predstavlja rezultat mehanizma cikličnega preverjanja 
redundance in je obvezen mehanizem odkrivanja prisotnosti napak v paketu. Lahko je dolžine 
enega ali dveh oktetov in se izračunava z upoštevanjem vrednosti v poljih naslova,  
kontrolnega polja in polja koristne vsebine. Polinom za izračun CRC dolžine en oktet je X8 
+ X2 + X + 1. Začetna vrednost je predstavljena na vrednost 0xFF. Polinom za izračun CRC 
dolžine dveh oktetov je X16 + X12 + X5 + 1. Začetna vrednost je prenadstavljena na vrednost 
0xFFFF. Dolžina oktetov CRC se nastavlja z bitom »CRCO« v  registru »CONFIG«. 
Sprejemnik za vsak paket ob sprejemu izračuna kontrolno vrednost z uporabo  mehanizma 
cikličnega preverjanja redundance in jo primerja z vrednostjo v polju CRC sprejetega paketa. 
Če se izračunana in sprejeta vrednost v polju CRC ne ujemata, se paket samodejno zavrže. 
[4] 
2.4. Potek samodejne sestave paketa 
Samodejna sestava paketa vključuje sestavo preambule, naslova, kontrolnega polja, koristne 
vsebine in polja cikličnega preverjanja redundance v celovit paket, ki je nato primeren za 





PID[7:3]= #bytes in TX_FIFO
Add preamble 0xAA
















Calculate and add 2 Byte 
CRC based on Address, 
PID and Payload
Calculate and add 1 Byte 




Slika 8: Mehanizem za samodejno sestavo paketa [4] 
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2.5 Potek samodejnega razstavljanja paketa 
Po potrditvi ustreznosti paketa na strani sprejemnika kontrolna logika samodejno razstavi 
paket in naloži koristno vsebino paketa v sprejemni medpomnilnik. Slika 9 prikazuje potek 
samodejnega razstavljanja paketa.  
Start:
Monitor SETUP_AW wide 
window of received bit 
stream
EN_DPL=1
Read Address width from 
SETUP_AW
Received window = 
RX_ADDR_Px
PID = 1 byte from 
received bit stream
Payload = PID[7:3] bytes 
from received bit stream
Payload = RX_PW_Px 
bytes from received bit 
stream
CRCO = 1
TX_CRC = 2 Bytes from 
received bit stream









New packet received Duplicate received
Stop
RX_CRC = 2 Byte CRC 
calculated from received 
Address, PID and Payload
RX_CRC = 1 Byte CRC 
calculated from received 
Address, PID and Payload
 
Slika 9: Mehanizem za samodejno razstavljanje paketa [4] 
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2.6 Samodejna transakcija paketov 
Kontrolna logika vključuje dve funkciji za samodejno upravljanje s transakcijami posameznih 
paketov. Ta sta funkcija samodejnega potrjevanja sprejema paketa in funkcija samodejnega 
ponovnega pošiljanja paketa. 
2.6.1 Funkcija samodejnega potrjevanja sprejema paketa 
Funkcija samodejnega potrjevanja sprejema paketa po sprejemu in preveritvi ustreznosti 
posameznega paketa samodejno pošlje potrditveni paket ACK. Potrditveni paket pošlje na 
naslov oddajne enote. Na ta način se zmanjša obremenjenost mikrokrmilnega sistema in zato 
ni treba dodatno vgrajevati namensko strojno opremo na vodilo SPI. To zmanjša strošek in 
povprečno porabo energije za zagotavljanje uspešnega prenosa podatkov. Opisano 
funkcionalnost lahko vključimo oziroma izključimo z ustrezno nastavitvijo registra EN_AA. 
Če ima sprejeti paket nastavljeno zastavico »NO_ACK«, se funkcija samodejnega potrjevanja 
ne izvaja. 
Potrditveni paket ACK lahko opcijsko poleg informacije o potrditvi sprejema paketa vsebuje 
tudi uporabniške podatke. Za uporabo te funkcionalnosti mora biti predhodno omogočena 
funkcionalnost prenosa spremenljive količine koristne vsebine. Prenos uporabniških 
podatkov v sklopu paketa ACK se izvede tako, da mikrokrmilnik sprejemne enote predhodno 
odloži vsebino koristnih podatkov v oddajni medpomnilnik z uporabo ukaza 
»W_ACK_PAYLOAD«. Naloženi podatki so tako pripravljeni in čakajo na oddajo, dokler 
sprejemna enota ne sprejme novega paketa. Medpomnilnik čipa nRF24L01+ omogoča 
hranjenje do treh zaporednih enot koristne vsebine hkrati. Slika 10 prikazuje delovanje 
oddajnega medpomnilnika s prednaloženimi uporabniškimi podatki, ki čakajo na oddajo v 
sklopu potrditve sprejema. [4] 












Slika 10: Oddajni medpomnilnik sprejemne enote [4] 
Iz slike 10 je razvidno, da krmilnik medpomnilnika in dekodirnik naslova zagotavljata, da se 
uporabniški podatki shranijo v ustrezni prosti reži oddajnega medpomnilnika. Ob sprejemu 
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paketa se krmilnik medpomnilnika in dekodirnik naslova seznani ta z naslovom pošiljatelja. 
Tak mehanizem zagotavlja, da se v sklop samodejne sestave potrditvenega paketa vključijo 
pravilni uporabniški podatki. Če se v oddajnem medpomnilniku nahaja več enot koristne 
vsebine hkrati, se obravnavajo po principu prvi notri – prvi ven (angl. first in–first out - FIFO). 
V primeru, da ni več povezave do pošiljatelja sprejetega paketa in da je hkrati ves oddajni 
medpomnilnik sprejemne enote zaseden s pripravljenimi podatki za oddajo temu pošiljatelju, 
je oddajni medpomnilnik blokiran za delovanje. V tem primeru lahko mikrokrmilnik z 
uporabo ukaza »FLUSH_TX« sprosti oddajni medpomnilnik. Vključitev funkcionalnosti 
samodejnega potrjevanja sprejema z vključeno koristno vsebino se izvede z nastavitvijo bita 
»EN_ACK_PAY« v registru »FEATURE«. 
2.6.2 Funkcija samodejnega ponovnega pošiljanja 
Funkcija samodejnega ponovnega pošiljanja je funkcionalnost oddajne enote in zagotavlja 
ponovno pošiljanje paketa, če oddajna enota ne prejme potrditve o sprejemu poslanih 
podatkov s strani sprejemne enote. To je paket ACK, ki ga pošlje v prejšnjem poglavju 
predstavljena funkcija samodejnega potrjevanja prejema paketa. Kadar ne sprejmemo 
potrditve poslanega paketa, lahko določimo število ponovnih pošiljanj istega paketa. To 
izvedemo z nastavitvijo bitov »ARC« v registru »SETUP_RETR«. Primarna oddajna enota - 
PTX za kratek čas po vsakem poslanem paketu samodejno preide v stanje sprejemanja. V tem 
stanju pričakuje sprejem potrditvenega paketa ACK. Časovna perioda enote PTX je v načinu 
sprejemanja odvisna od naslednjih pogojev: 
 določljiva zakasnitev pred ponovnim pošiljanjem (angl. Auto Retransmit Delay - 
ARD), 
 250 µs, kadar ni ujemajočega se naslova (500 µs v načinu hitrosti prenosa 
podatkov 250 kbit/s ), 
 po sprejetju paketa za ciklično preverjanje redundance. 
Čip nRF24L01+ preide v stanje pripravljenosti, če v oddajnem medpomnilniku »TX FIFO« 
ni več podatkov in je pin »CE« hkrati na nizki napetosti. Če ne sprejme paketa ACK po izteku 
zakasnitve za ponovno pošiljanje, paket ponovno pošlje . Ponovno pošiljanje izvaja toliko 
časa, dokler ne prejme potrditvenega paketa ACK oziroma dokler ni doseženo maksimalno 
število ponovnih pošiljanj.  
Vgrajena sta dva števca, ki se povečata ob vsakem ponovnem pošiljanju paketa. Prvi je 
»ARC_CNT«,  drugi pa »PLOS_CNT«. Oba se nahajata v registru »OBSERVE_TX«. Prvi 
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šteje število ponovnih pošiljanj za posamezno transakcijo in se ponastavi s pričetkom vsake 
nove transakcije. Drugi šteje število ponovnih pošiljanj od zadnje spremembe kanala, na 
katerem deluje radijski vmesnik, in se ponastavi z nastavitvijo vrednosti »PLOS_CNT« v 
registru »RF_CH«. Smisel štetja ponovnih pošiljanj na določenem kanalu je  v določitvi ocene 
kvalitete posameznega kanala. 
Določljiva zakasnitev pred ponovnim pošiljanjem – ARD določa čas med zaključkom 
pošiljanja posameznega paketa in med ponovnim pošiljanjem. Zakasnitev se določi z 
nastavitvijo v registru »SETUP_RETR« s korakom, ki je večkratnik 250 µs. Ponovno 
pošiljanje se izvede, če paketa ACK ne sprejmemo.  
Obstaja pa omejitev zakasnitve ARD, ko se uporablja funkcionalnost prenosa koristne vsebine 
v potrditvenem paketu ACK. Sicer ARD za takšen paket ACK ne sme biti krajši od skupne 
vrednosti potrebnega začetnega časa in  od časa pošiljanja po mediju – zraku: 
 pri hitrosti prenosa podatkov 2 Mbit/s in pri uporabi naslova dolžine 5 oktetov je 
največja dovoljena dolžina koristne vsebine 15 oktetov v paketu ACK pri zakasnitvi 
ARD = 250 µs, 
 pri hitrosti prenosa podatkov 1 Mbit/s in pri uporabi naslova dolžine 5 oktetov je 
največja dovoljena dolžina koristne vsebine 5 oktetov v paketu ACK pri zakasnitvi 
ARD = 250 µs. 
Za hitrost prenosa 1 Mbit/s in 2 Mbit/s je možno z uporabo vrednosti zakasnitve ARD = 500 
µs prenašati uporabniške podatke v potrditvenem paketu ACK z največjo možno dolžino 
koristne vsebine v posameznem paketu. Tabela 1 povzema omejitve vrednosti zakasnitve 
ARD za hitrosti prenosa podatkov 250 kbit/s in za uporabo naslova dolžine 5 oktetov. 
ARD Velikost paketa ACK v oktetih 
1500 µs Vse velikosti potrditvenih paketov ACK 
1250 µs ≤ 24 
1000 µs ≤ 16 
750 µs ≤ 8 
500 µs Prazen paket ACK brez koristne vsebine 
 
Tabela 1 Odvisnost ARD od velikosti koristne vsebine [4] 
Alternativa samodejnemu ponovnemu pošiljanju  je ročna nastavitev števila ponovnih 
pošiljanj posameznega paketa ob uporabi ukaza »REUSE_TX_PL«. Za uporabo tega ukaza 
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mora mikrokrmilnik začeti vsako pošiljanje paketa s prehodom oziroma z impulzom napetosti 
na pinu »CE«. [4] 
2.7 Avtomatizem kontrolne logike primarne oddajne enote  
Diagram poteka predstavlja slika 11, ki kaže možne prehode skozi različne faze čipa 
nRF24L01+ v primeru, ko deluje po načinu primarne oddajne enote – PTX. Z nastavitvijo 
visoke napetosti na pinu »CE« preide iz začetnega stanja pripravljenosti v način delovanja 
PTX. Če je v oddajnem medpomnilniku prisotna koristna vsebina, kontrolna logika sestavi 
paket, preide v stanje oddajanja in pošlje paket. Vključena funkcionalnost ponovnega 
pošiljanja preveri stanje zastavice »NO_ACK«. Če ni nastavljena, samodejno preklopi način 
delovanja v stanje za sprejem potrditvenega paketa ACK. Če sprejeti potrditveni paket ACK 
vsebuje uporabniške podatke, se prestavi koristna vsebina sprejetega paketa v sprejemni 
medpomnilnik, hkrati pa se uveljavita vrednosti »TX_DS« in »RX_DR« v registru za IRQ, 
oziroma samo vrednost »TX_DS«, če potrditveni paket ne vključuje uporabniških podatkov. 
Nato se vrne v stanje začetne pripravljenosti. 
Če potrditveni paket ACK ni sprejet v določenem času, preide v stanje pripravljenosti-II. V 
tem stanju ostane do izteka časa zakasnitve ARD. Po izteku zakasnitve ARD logika preveri, 
ali je že doseženo nastavljeno število ponovnih pošiljanj. Če še ni doseženo, preide v stanje 
oddajanja in ponovno pošlje zadnji paket. Število ponovnih pošiljanj paketov je določeno z 
»ARC«. Ko je število ponovnih pošiljanj doseženo, se uveljavi »MAX_RT« v IRQ in se vrne 
v začetno stanje pripravljenosti.  
V način delovanja stanje pripravljenosti-II se postavi tudi v primeru, ko je na pinu »CE« 
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 Slika 11: Avtomatizem kontrolne logike PTX [4] 
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2.8 Avtomatizem kontrolne logike primarne sprejemne enote  
Diagram poteka predstavlja slika 12. Ki kaže možne prehode skozi različne faze čipa 
nRF24L01+ v primeru, ko deluje po načinu primarne sprejemne enote – PRX. Z nastavitvijo 
visoke napetosti na pinu »CE« preide iz začetnega stanja pripravljenosti v način delovanja 
PRX, v katerem prične z aktivnim poslušanjem na kanalu. Če sprejme paket in je omogočeno 
samodejno potrjevanje, najprej določi, ali je sprejeti paket nov ali je kopija že predhodno 
sprejetega paketa. Če je paket nov, se koristna vsebina paketa prestavi v sprejemni 
medpomnilnik in uveljavi se nastavitev »RX_DR« v IRQ. Če je treba za zadnji sprejeti paket 
poslati potrditveni paket ACK, se ta lahko pošlje brez uporabniške koristne vsebine ali z njo. 
Poslan potrditveni paket ACK, ki vsebuje koristno vsebino, uveljavi nastavitev »TX_DS« v 
IRQ. Če ni nastavljene zastavice »NO_ACK« v sprejetem paketu, preide sprejemna enota 
PRX v stanje oddaje. Če je v oddajnem medpomnilniku koristna vsebina, se ta vključi v 
potrditveni paket ACK, v nasprotnem primeru pa se pošlje samo potrditveni paket ACK. Po 
oddaji potrditvenega paketa ACK se vrne v začetno stanje primarne sprejemne enote – PRX. 
V primeru, da se potrditveni paket ACK izgubi, lahko ponovno sprejme kopijo že prejetih 
podatkov, ki jo zavrže in potem odda potrditveni paket ACK, še preden preide nazaj v začetno 
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Slika 12: Avtomatizem kontrolne logike PRX [4] 
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2.9 Funkcionalnost komuniciranja z več sosedi 
Funkcionalnost komuniciranja z več sosedi je lastnost, ki v stanju sprejemanja po načinu RX 
omogoča sprejemanje podatkov po šestih vzporednih navideznih podatkovnih ceveh z 
unikatnimi naslovi. Navidezna podatkovna cev predstavlja v izbranem fizičnem radio-
frekvenčnem kanalu logični kanal. Vsaka podatkovna cev ima svoj unikatni naslov, ki ga zna 
dekodirati čip nRF24L01+.  
Delovanje čipa po načinu primarne sprejemne enote – PRX omogoča sprejem podatkov, 
naslovljenih na šest različnih podatkovnih cevi (angl. data pipe) v sklopu enega frekvenčnega 









Slika 13: Koncept komunikacijskih podatkovnih cevi [4] 
Največ šest oddajnih enot nRF24L01+, ki delujejo po načinu primarnih oddajnih enot, lahko 
komunicira z eno sprejemno enoto nRF24L01+, ki deluje po načinu PRX. Vsi poznani naslovi 
podatkovnih cevi so zaznani simultano, vendar sočasen sprejem več paketov iz različnih 




Naslednje nastavitve so skupne in se odražajo na vseh podatkovnih ceveh: 
 vključeno/izključeno ciklično preverjanje redundance in kodirna shema CRC,  
 uporabljena dolžina naslovov RX, 
 hitrost prenosa, uporabljen radio-frekvenčni kanal in sprejemni dobitek. 
Funkcionalnost več podatkovnih cevi se omogoči z nastavitvijo bitov registra 
»EN_RXADDR«. V osnovi sta omogočeni podatkovni cevi 0 in 1. Nastavitev naslova 
posamezne podatkovne cevi je možno ob uporabi registra »RX_ADDR_Px«. Podatkovne cevi 
ne smejo imeti istega naslova. Naslov posamezne podatkovne cevi je lahko določen z dolžino 
največ 5 oktetov. Podatkovna cev 0 ima unikaten naslov dolžine 5 oktetov. Podatkovne cevi 
od 1 do 5 pa si delijo prve štiri najpomembnejše oktete naslova. Najmanj pomemben oktet, to 
je peti oktet naslovov posameznih preostalih cevi, mora biti unikaten. Primer naslavljanja 
podatkovnih cevi prikazuje slika 14.  
Oktet 4 Oktet 3 Oktet 2 Oktet 1 Oktet 0
0xE7 0xD3 0xF0 0x35 0x77
0xC2 0xC2 0xC2 0xC2 0xC2
0xC2 0xC2 0xC2 0xC2 0xC6
0xC2 0xC2 0xC2 0xC2 0xC3
0xC2 0xC2 0xC2 0xC2 0xC5
0xC2 0xC2 0xC2 0xC2 0xC4
Podatkovna cev 5 (RX_ADDR_P5)
Podatkovna cev 4 (RX_ADDR_P4)
Podatkovna cev 0 (RX_ADDR_P0)
Podatkovna cev 1 (RX_ADDR_P1)
Podatkovna cev 2 (RX_ADDR_P2)
Podatkovna cev 3 (RX_ADDR_P3)
 
Slika 14: Primer naslavljanja podatkovnih cevi [4] 
Delovanje v načinu PRX z vključeno funkcionalnostjo komuniciranja z več sosedi in z 
vključeno kontrolno logiko omogoča sprejem s strani več radijev, ki delujejo v načinu PTX. 
PRX ob sprejemu podatkovnega paketa pošlje nazaj potrditveni paket ACK. Da potrditveni 
paket ACK pošlje ustreznemu pošiljatelju PTX,  vzame naslov podatkovne cevi, na kateri je 
bil sprejet paket, in ga uporabi kot oddajni naslov za oddajo potrditvenega paketa ACK. 
Primer naslavljanja ob uporabi več podatkovnih cevi prikazuje slika 15. PRX ima definirane 
naslove podatkovnih cevi v obliki »RX_ADDR_Pn«, pri čemer je n od 0 do 5. Naslov 
»RX_ADDR_P0« ima unikatnih vseh 5 oktetov. V naslovih od  »RX_ADDR_P1« do 
»RX_ADDR_P5« je unikaten samo zadnji oktet naslova. Posamezen PTXn mora imeti naslov 
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»TX_ADDR« enak, kot je nastavljeni naslon »RX_ADDR_Pn« na sprejemniku PRX za 
posamezno podatkovno cev. Kadar PRX sprejema paket na posamezni podatkovni cevi, 
sprejem na ostalih podatkovnih ceveh ni možen. Ko je sprejem paketa zaključen, je možen 
sprejem paketa na drugih podatkovnih ceveh. Kadar imamo več PTX naprav, ki pošiljajo 
pakete eni PRX napravi, lahko z ustrezno nastavitvijo zakasnitve ponovnega pošiljanja – 
ARD zagotovimo, da se ob ponovnem pošiljanju paketa s strani naprav PTX te med seboj ne 
blokirajo več kot enkrat. [4] 
Radio-frekvečni kanal F
Addr Data Pipe  0  (RX_ADDR_P0) :  0x7878787878
Addr Data Pipe  1  (RX_ADDR_P1) :  0xB3B4B5B6F1
Addr Data Pipe  2  (RX_ADDR_P2) :  0xB3B4B5B6CD
Addr Data Pipe  3  (RX_ADDR_P3) :  0xB3B4B5B6A3
Addr Data Pipe  4  (RX_ADDR_P4) :  0xB3B4B5B60F















3. Priključitev radijskega vmesnika na mikrokrmilno enoto 
Radijski vmesnik nRF24l01+ potrebuje za svoje delovanje stabilno delovno napetost, 
priključeno na pin VCC, in napetost 3,3 V. Običajno imajo mikrokrmilniki priključek s 3,3 V 
izhodne napetosti, vendar ta napetost pogosto ni stabilna oziroma je v njej prisoten šum. 
Posledično radijski vmesnik, katerega napajanje je priključeno direktno na priključek 
mikrokrmilnika z izhodno napetostjo, ne deluje zanesljivo. Možna rešitev je v priključitvi 
kondenzatorja ustrezne kapacitete med pin VCC in pin GND, lahko pa uporabimo namenski 
napetostni regulator za napajanje radijskega vmesnika. Ostali priključni pini so tolerantni na 
napetost 5 V. Tako ostale pine lahko priključimo neposredno na mikrokrmilnik, ki za svoje 




 Slika 16: Fizični radijski vmesnik nRF24L01+ in oznaka priključnih pinov. 
3.1 Platforma Arduino 
Platforma Arduino je odprtokodna platforma in je iz dveh glavnih komponent. Prva je 
Arduino modularna plošča, ki predstavlja fizični oziroma strojni del, na katerega 
priključujemo dodatne elektronske elemente za izgradnjo lastnih projektov in prototipov. 
Druga komponenta je Arduino razvojno okolje (angl. integrated development environment - 
IDE), ki predstavlja programski del. Arduino IDE je razvojno okolje, nameščeno na osebnem 
računalniku, s katerim spišemo programsko kodo, ki se nato naloži na Arduino ploščo. Plošča 
nato v ponavljajoči se zanki izvaja operacije, ki so definirane v predhodno naloženi 
programski kodi. [5] 
3.1.1 Platforma Arduino – strojni del 
Glavni del Arduino plošče predstavlja mikrokrmilnik. Plošča vsebuje poleg mikrokrmilnika 
ostale potrebne komponente za pravilno delovanje mikrokrmilnika, priključne pine ter 
običajno tudi vezje in priključek za komunikacijo z osebnim računalnikom. Obstaja več 
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različnih verzij plošč.  Ker je tudi strojni del odprtokoden, omogoča tudi izgradnjo lastne 
plošče. Za uporabo v Arduino okolju mora mikrokrmilnik imeti predhodno naložen Arduino 
zaganjalnik. Arduino zaganjalnik (angl. bootloader) je drobec kode, ki je predhodno naložena 
na mikrokrmilnik, kar omogoča kompatibilnost z Arduino IDE. Najpogostjšega prestavnika 
arduino plošče Arduino UNO prikazuje slika 17. [5] 
 
Slika 17: Arduino Uno [5]  
3.1.2 Platforma Arduino – programski del 
Arduino IDE je programski del in predstavlja integrirano razvojno okolje, ki temelji na 
»Processing« razvojnem okolju. IDE je nameščen na osebnem računalniku. Razvojno okolje 
omogoča pisanje in urejanje lastne programske kode na dokaj enostaven način. Izvorna 
programska koda se nato prevede za dotični mikrokrmilnik in se naloži na mikrokrmilno 
ploščo preko vmesnika USB. Nadaljnje obnašanje oziroma delovanje Arduino plošče je 
določeno z naloženo programsko kodo.  
Skupek odprte programske in strojne opreme skupaj z več skupnostmi uporabnikov 
svetovnega spleta, kot so razni forumi in spletne strani, namenjene Arduinu, blog strani, in 
portali za objavo in urejanje izvorne kode, tvorijo svojevrsten ekosistem. Ta pooseblja 
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filozofijo odprtosti arhitekture in tako omogoča dostopnost programske kot strojne opreme 
širši zainteresirani javnosti.  
Večina programske kode v obliki izvornih datotek je tako prosto na voljo za prenos, urejanje, 
predelavo in tudi za prodajo. Posledično je tudi programska oprema, uporabljena v tej 
magistrski nalogi, povzeta s portalov za objavo, za možnost urejanja in  za razvoj izvorne 
kode s pomočjo skupnosti oziroma uporabnikov teh spletnih mest. [5] 
3.2 Priključitev radijskega vmesnika nRF24L01+ na ploščo Arduino 
Če hočemo uporabljati radijski vmesnik nRF24L01+, ga je treba predhodno ustrezno 
priključiti na mikrokrmilnik oziroma  na Arduino  ploščo. V našem primeru bomo radijski 
vmesnik priključili na Ardunino ploščo model Nano, kot to prikazuje slika 18. 
  
 
SIGNAL nRF24l01+ Nano 
GND 1 GND 
VCC 2 VCC 
CE 3 D9 
CSN 4 D10 
SCK 5 D13 
MOSI 6 D11 
MISO 7 D12 
IRQ 8   
Slika 18: Priključitev nRF24L01+ na ploščo Arduino 
3.3 Raspberry Pi in priključitev radijskega vmesnika nRF24L01+ 
Raspberry Pi je manj zmogljiv računalnik v velikosti kreditne kartice. Njegov osnovni namen 
je bil promocija učenja računalništva v šolah in v državah v razvoju. Izdanih je bilo že več 
serij z različno zmogljivostjo. Vključuje procesor serije ARMv6 ali novejši ARMv7. 
Obstajajo različne kapacitete pomnilnika 256 MB, 512 MB ali 1024 MB. Za zagon in 
pomnilniški medij uporablja pomnilniško kartico SD. Podprtih je več odprtokodnih 
operacijskih sistemov Linux in okrnjena verzija Windows 10.  Računalnik je zaradi 
dostopnega vhodno-izhodnega vmesnika  (angl. General purpose input/output - GPIO) 
primeren za uporabo v kombinaciji z radijskim vmesnikom nRF24L01+. Vmesnik GPIO ima 
več priključnih vhodno-izhodnih pinov za interakcijo s fizičnim svetom in za priklop različnih 
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zunanjih naprav. Radijski vmesnik nRF24L01+ priključimo na SPI in na preostale potrebne 
pine dela vmesnika GPIO, kot prikazuje slika 19.  
Programska knjižnica za radijski vmesnik nRF24L01+ je podprta v operacijskem sistemu 
Raspbian. Operacijski sistem Raspbian je priporočen operacijski sistem za računalnik 
Raspberry Pi ter za optimalno uporabo strojne opreme in vmesnikov, ki jih vključuje. Prav 
tako kot platforma Arduino ima tudi Raspberry Pi zelo veliko uporabnikov. Posledično 
obstaja ogromna skupnost uporabnikov na različnih forumih, blogih in na portalih izvorne 
kode.  Ima tudi omrežni vmesnik s popolno podporo Internetnemu skladu TCP/IP za 
povezljivost v Internet. Ker omogoča priklop različnih naprav in senzorjev preko vhodno-
izhodnih pinov, je izredno primeren za implementacijo različnih rešitev za uporabo v 
Internetu stvari.  Zmožnost komuniciranja preko radijskega vmesnika nRF24L01+ omogoča 
komunikacijo z ostalimi oddajno-sprejemnimi enotami, ki prav tako vključujejo naveden 
radijski vmesnik. Oddajno-sprejemne enote z radijskim vmesnikom nRF24L01+ nimajo 
možnosti neposredne komunikacije z Internetom. Lahko pa Rasperry Pi, ki ima priključen 
radijski vmesnik nRF24L01+ in je preko omrežnega vmesnika povezan v Internet, 




SIGNAL nRF24l0+ RPI - gpio RPI - P1 
GND 1 GND  25 
VCC 2 3.3V  17 
CE 3 gpio22  15 
CSN 4 gpio8  24 
SCK 5 sckl  23 
MOSI 6 mosi  19 
MISO 7 miso  21 
IRQ 8     
. 
Slika 19: Priključitev radijskega vmesnika nRF24L01+ na Raspberry Pi 
3.4 Programska knjižnica za nRF24L01+ 
Za uporabo radijskega vmesnika nRF24L01+ in kasneje za možnost izmenjave informacij 
med posameznimi oddajno-sprejemnimi enotami potrebujemo gonilnik oziroma programsko 
knjižnico. Smiselna je uporaba čimbolj univerzalne knjižnice, ki podpira poleg platforme 
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Arduino tudi platformo Linux za lažjo integracijo radijskega vmesnika v različne že obstoječe 
komunikacijske rešitve. Programskih rešitev oziroma gonilnikov je več. Ena najbolj 
dovršenih, zanesljivih, z največ posodobitvami, ki hkrati zajema tudi vse v specifikacijah 
radijskega vmesnika predstavljene funkcionalnosti, se nahaja na portalu izvorne kode na 
spletnem naslovu »https://github.com/TMRh20/RF24«[10] 
Omogoča naslavljanje s 24, 32 in s 40 bitnim naslovom, z matriko oktetov in z matriko števil. 
Primeri različnih oblik naslavljanja:  
- uint64_t myAddresses[] = { 0x68524d5431LL, 0x68524d5432LL}; 
- byte myAddress[] = "1TMRh"; 
- byte myAddress[] = {'1','T','M','R','h'}; 
- byte myAddresses[][6] = {"1TMRh","2TMRh"}; 
Knjižnica gonilnika sprejme vse predstavljene oblike naslovov. V sklopu knjižnice je več 
primerov uporabe v Arduino in tudi v Linux okolju. 
3.5 Uporaba programske knjižnice v Arduino okolju 
Če želimo uporabljati knjižnico v Arduino okolju, jo je treba namestiti v ustrezno pot 
datotečnega sistema, kjer Arduino IDE hrani svoje knjižnice za delovanje. To lahko storimo 
ročno ali pa uporabimo funkcionalnost upravnika knjižnic v Arduino IDE verzija 1.6.2 za 
namestitev novih knjižnic. Funkcionalnost upravnika knjižnic omogoča iskanje, izbiro in 
prenos izvorne kode. Knjižnica, s katero bomo uporabljali radijski vmesnik nRF24L01+, se 
imenuje RF24 avtorja TMRh20, ki jo kasneje namestimo. Knjižnica predstavlja skupek 
programske kode v več datotekah s končnicami *.h, *.cpp, keywords.txt in *.ino. Knjižnica 
je razdeljena v več datotek zaradi modularnosti programske kode, kar imenujemo v 
programskem jeziku C++ razred programske kode. Ta razred programske kode v našem 
programu kasneje uporabimo kot objekt, s katerim nato upravljamo radijski vmesnik 
nRF24L01+. Za začetek preverimo, ali smo pravilno priključili radijski vmesnik in možnost 
upravljanja tako, da najprej nastavimo in nato preberemo vrednosti posameznih registrov. 
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Izvleček kode 1 predstavlja primer nastavitve naslova in klic metode za izpis nastavitev 
priključenega radijskega vmesnika.  
 
Izvleček kode 1: Definiranje naslova podatkovne cevi in izpis vrednosti registrov 
Izvleček kode je treba seveda predhodno sestaviti glede na tip priključene plošče Arduino in 
jo nato naložiti preko ustreznega komunikacijskega priključka COM (angl. Communication 
port - COM). Odziv radijskega vmesnika na naloženo kodo povzema izpis 1. 
 






//definiranje naslova podatkovne cevi; 
const uint64_t addresses[2] = { 0x65646f4e31LL, 0x0x736e655332LL };  
 
// inicializacija objekta RF24(cePin, csnPin) - določitev pina CE in CSN; 




  Serial.begin(57600); // potreben za možnost izpisa na serijski vmesnik; 
  printf_begin();  // izpis na serijski vmesnik spremenljivk tipa long long;   
  radio.begin(); // metoda begin objekta RF24 postavi radio stanje pripravljenosti;  
  radio.openWritingPipe(addresses[1]); 
  radio.openReadingPipe(1,addresses[0]); 
  delay(1000); // zakasnitev 1s; 






STATUS   = 0x0e RX_DR=0 TX_DS=0 MAX_RT=0 RX_P_NO=7 TX_FULL=0 
RX_ADDR_P0-1  = 0x65646f4e31 0x736e655332 
RX_ADDR_P2-5  = 0x33 0x34 0xc5 0xc6 
TX_ADDR  = 0x65646f4e31 
RX_PW_P0-6  = 0x20 0x20 0x20 0x20 0x00 0x00 
EN_AA   = 0x3f 
EN_RXADDR  = 0x0e 
RF_CH   = 0x4c 
RF_SETUP = 0x03 
CONFIG   = 0x0e 
DYNPD/FEATURE  = 0x3f 0x06 
Data Rate  = 1MBPS 
Model   = nRF24L01+ 
CRC Length  = 16 bits 




3.6 Uporaba programske knjižnice nRF24L01+ na Raspberry Pi 
Za uporaba programske knjižnice na računalniku Raspberry Pi je treba najprej preveriti 
oziroma vključiti vodilo SPI. Slednje izvedemo z ukazom »sudo raspi-config«, kjer pod 
rubriko »Advanced« izberemo »enable the SPI kernel module«. Knjižnico namestimo v 
direktorij ~/rf24lib tako, da jo najprej prenesemo s portala izvorne kode z ukazom »git clone 
https://github.com/tmrh20/RF24.git RF24«, nato pa jo sestavimo in namestimo z ukazom 
»sudo make install« v ustrezno pot v datotečnem sistemu za tip računalnika Raspberry Pi, ki 
ga uporabljamo. Tako je gonilnik pripravljen in lahko pričnemo z uporabo radijskega 
vmesnika. Radijski vmesnik nato uporabimo za posamezen primer, ki ga določimo v kodi. Za 
začetek preverimo, ali smo pravilno priključili radijski vmesnik in možnost upravljanja tako, 
da najprej nastavimo in nato preberemo vrednosti posameznih registrov. Izvleček kode 2 
predstavlja primer nastavitve naslova in klic metode za izpis nastavitev priključenega 
radijskega vmesnika. Izvleček kode je treba seveda predhodno sestaviti za tip računalnika 
Raspberry Pi, ki ga uporabljamo. Odziv radijskega vmesnika na naloženo kodo kaže  
izpis  2. 
 









using namespace std; 
 
// nastavitve strojnega vmesnika 
// z določitvijo uporabljenih priključnih pinov 
 
/****************** Raspberry Pi ***********************/ 
 
// Radio CE Pin, CSN Pin, SPI Speed 
// NEW: Setup for RPi B+ 
//RF24 radio(RPI_BPLUS_GPIO_J8_15,RPI_BPLUS_GPIO_J8_24, BCM2835_SPI_SPEED_8MHZ); 
 
// Setup for GPIO 15 CE and CE0 CSN with SPI Speed @ 8Mhz 
RF24 radio(RPI_V2_GPIO_P1_15, RPI_V2_GPIO_P1_24, BCM2835_SPI_SPEED_8MHZ); 
 
// nastavitev naslova podatkovne cevi, da lahko 2 enoti komuniciratjo. 
const uint8_t addresses[][6] = { "1Node","2Sens" }; 
 
int main(int argc, char** argv) { 
 printf("RF24/examples/Izpis_registrov/\n"); 
 
 // inicializacija radija 
 radio.begin(); 
 radio.openWritingPipe(addresses[0]); 
       radio.openReadingPipe(1,addresses[1]); 






Izpis 2: Nastavitev radijskega vmesnika nRF24L01+ na Raspberry Pi 
  
RPi/RF24/examples/test_rf24 
================ SPI Configuration ================ 
CSN Pin           = CE0 (PI Hardware Driven) 
CE Pin            = Custom GPIO22 
Clock Speed       = 8 Mhz 
================ NRF Configuration ================ 
STATUS            = 0x0e RX_DR=0 TX_DS=0 MAX_RT=0 RX_P_NO=7 TX_FULL=0 
RX_ADDR_P0-1        = 0x736e655332 0x65646f4e31 
RX_ADDR_P2-5        = 0xc3 0xc4 0xc5 0xc6 
TX_ADDR                  = 0x736e655332 
RX_PW_P0-6            = 0x20 0x20 0x00 0x00 0x00 0x00 
EN_AA                       = 0x3f 
EN_RXADDR             = 0x03 
RF_CH                       = 0x4c 
RF_SETUP                 = 0x07 
CONFIG                      = 0x0e 
DYNPD/FEATURE    = 0x3f 0x06 
Data Rate                 = 1MBPS 
Model                       = nRF24L01+ 
CRC Length              = 16 bits 
PA Power                 = PA_MAX 
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4. Mehanizem objave in naročanja na sprejem sporočil 
Mehanizem za objavo in naročanje za sprejem sporočil (angl. Publish/Subscribe - Pub/Sub) 
je alternativni način tradicionalnega modela komunikacije, kot je komunikacija klient-
strežnik, kjer klient vzpostavi komunikacijo neposredno s končno točko oziroma s 
strežnikom.  
V modelu komunikacije Pub/Sub so klienti tisti gradniki, ki objavljajo določeno informacijo, 
in tudi tisti, ki jo sprejemajo oziroma ki so na informacije naročeni. Vendar informacij nikoli 
ne sprejemajo neposredno, ampak so med seboj ločene. Posledično klienti, ki pošiljajo 
informacijo, ne vedo za obstoj klientov, ki sprejemajo informacijo, in obratno. Mehanizem 
omogoča dostavo ene informacije več klientom.   
Ker so klienti med seboj ločeni in zato ne morejo neposredno komunicirati, posledično obstaja 
še tretja komponenta, ki se imenuje posrednik (angl. broker) in jo poznajo klienti, ki objavljajo 
informacije, in klienti, ki so naročeni na informacije, za katere imajo interes. Posrednik 
sprejema informacije in jih na podlagi filtriranja oziroma selekcije ustrezno distribuira 









Klient Tema za objavo: hiša/senzor/temperatura
Tema za naročanje: hiša/senzor/temperatura
 
Slika 20: Sporočilni model objave in naročanja. 
Ločevanje oziroma nepovezanost klientov za objavo informacij in za naročanje na 
informacije se odraža v več dimenzijah: 
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- prostorska – omrežna ločitev: klient, ki objavlja informacijo, ne pozna klienta, ki je 
nanjo naročen, tako klienta ne poznata medsebojnega števila IP in uporabljenih vrat, 
- časovna ločitev:  klientu, ki je naročen na informacije, ni treba delovati sočasno s 
klientom, ki informacijo objavlja, 
- sinhronizacijska ločitev: procesi se na klientu, ki objavlja informacijo, izvajajo 
neodvisno od klienta, ki je naročen za sprejem objavljene informacije. 
Med deležniki Pub/Sub se informacije izmenjuje s pošiljanjem sporočil. Mehanizem Pub/Sub 
torej loči klienta, ki objavlja sporočila, od klienta, ki jih sprejema. Sporočilo se ne pošilja 
neposredno odjemalcu-naročniku, ki mu je namenjeno, temveč se pošlje preko posrednika. 
Posrednik lahko filtrira sporočila tako, da določena prejemajo samo določeni klienti. 
Ob uporabi mehanizma Pub/Sub se je treba zavedati, da je za uspešno izmenjavo sporočil 
potrebno predhodno zavedanje o strukturi sporočil na strani klientov, ki so naročeni na 
sporočila. V primeru filtriranja sporočil na podlagi teme oziroma zadeve sporočila, morata 
oba, pošiljatelj sporočila in prejemnik, predhodno poznati tematiko sporočil.  Zavedati se je 
treba tudi, da pride lahko do situacije, ko pošiljatelj sporočilo uspešno posreduje posredniku, 
vendar na posrednika ni naročenih zainteresiranih klientov. Zato se lahko zgodi, da sicer 
uspešno poslanega sporočila ne prejme nobeden od klientov.    
4.1 Filtriranje sporočil 
Posrednik potrebuje mehanizem, na podlagi katerega lahko selektivno posreduje sporočila le 
tistim klientom, ki jih neka informacija zanima, in ne vsem, na informacije naročenim 
klientom. Posrednik za selektivno posredovanje sporočil  uporablja mehanizem filtriranja 
sporočil. 
Posrednik lahko izvaja filtriranje sporočil na podlagi parametrov, kot so: 
- Filtriranje na osnovi zadeve oziroma teme sporočila: 
Del vsakega sporočila je tudi zadeva oziroma tema. Zadeva oziroma tema ima v sporočilu 
običajno hierarhično strukturo. Filtriranje je nato možno na osnovi določenega dela teme. 
Zainteresirani klienti se lahko pri posredniku naročijo na dotično zadevo ali temo oziroma 
samo na določen del teme. Na ta način bodo prejemali vsa sporočila, ki vsebujejo 




- Filtriranje na osnovi vsebine sporočila: 
Določeni sporočilni sistemi omogočajo, da posrednik filtrira sporočila na podlagi vsebine 
sporočila. Zainteresirani klienti se pri posredniku naročijo tako, da pošljejo poizvedbo, ki 
jo nato posrednik uporabi za filtriranje sporočil. Slabost takšnega pristopa je, da morajo 
biti sporočila v vnaprej znani obliki in da vsebina sporočila ne sme biti kodirana ali 
šifrirana. 
- Filtriranje na osnovi tipa sporočila : 
V objektno orientiranih programskih jezikih je običajno, da je selekcija možna na podlagi 
tipa oziroma razreda. Tako je podprt vmesnik za filtriranje na podlagi tipa oziroma razreda 
posameznega sporočila oziroma dogodka. Na ta način se lahko klient pri posredniku 
naroči na sporočila, ki pripadajo določenemu razredu oziroma podrazredu. 
4.2 Protokol MQTT 
Protokol MQTT uporablja vse dimenzije ločevanja klientov, ki so bile predstavljene v 
poglavju Mehanizem objave in naročanja na sprejem sporočil.  
Omogoča prostorsko–omrežno ločitev klienta, ki pošilja sporočilo, od klienta, ki sprejema 
sporočilo. Dva klienta potrebujeta o posredniku le informacijo, o naslovu IP in vratih, na 
katerih ponuja storitev posredovanja za medsebojno izmenjavo sporočil.   
Časovna ločitev omogoča zadržanje sporočila s strani posrednika za tiste kliente, ki niso 
dosegljivi, vendar ima posrednik  o njih informacijo, da so zainteresirani za sprejem sporočil.  
Sporočilo klient nato prevzame, ko se prvič ponovno javi posredniku. Vendar je običajno 
delovanje posrednika distribuiranje sporočil zainteresiranim in dosegljivim klientom v skoraj 
realnem času.   
Sinhronizacijsko ločitev običajno omogoča programska knjižnica klienta, ki je izvedena tako, 
da izvajanje opravil bazira na tako imenovanem modelu povratnega klica (angl. callback). 
Zato klienti običajno delujejo v asinhronem načinu, kar omogoča, da pošiljanje ali čakanje na 
sprejem sporočila ne blokira izvajanja drugih opravil. Določene programske knjižnice 
omogočajo tudi sinhronizacijski način delovanja, če se izkaže potreba po takšnem načinu 
delovanja. V sinhronizacijskem načinu delovanja se zadržijo ostala opravila za čas čakanja 
oziroma manipuliranja z določenim sporočilom. 
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Protokol MQTT je enostaven za uporabo ob uporabi programske knjižnice na strani klienta. 
Knjižnica - programska koda za izvajanje ne potrebuje veliko strojnih virov. Protokol določa 
dodajanje malo režijskih podatkov h koristni vsebini, ki se prenaša. Je učinkovit z vidika 
razmerja med koristnimi in režijskimi podatki, ki so potrebni za samo delovanje protokola. 
Zato je primeren za uporabo v napravah z omejeno zmogljivostjo. 
V protokolu MQTT vsebuje vsako sporočilo temo oziroma zadevo (angl. Topic). Posrednik 
nato uporablja filtriranje sporočil na osnovi te zadeve oziroma teme, vključene v sporočilo za 
distribucijo sporočil ustreznemu klientu.  
4.2.1 Struktura protokola MQTT 
Komunikacijski protokol določa, kako naj prejemnik obravnava sprejeta sporočila. Sprejeta 
sporočila vsebujejo uporabno koristno vsebino in tudi dodatne s protokolom določene 
kontrolne podatke. H koristni vsebini dodane podatke imenujemo vzglavje sporočila (angl. 
Header). Vzglavje protokola MQTT ima dva dela. Prvi, fiksni del je zahtevan v vseh 
sporočilih MQTT in se uporablja za opis splošnih lastnosti sporočila. Tabela 2  prikazuje 
primer fiksnega dela vzglavja MQTT. 
BIT 7 6 5 4 3 2 1 0 
Oktet 1 Tip sporočila DUP QoS Retain 
Oktet 2 Preostala dolžina sporočila 
Tabela 2: Fiksni del vzglavja protokola MQTT [7] 
Prvi oktet fiksnega dela glave določa štiri polja z različnimi vrednostmi. Prvo polje predstavlja 
tip sporočila (angl. Message Type), ki ga določajo zadnji štirje najpomembnejši biti. Preostali 
biti predstavljajo tri dodatna polja in določajo nabor dodatnih možnosti v primeru tipa 
sporočila PUBLISH. Dodatna polja imajo v takem primeru oznake DUP, QoS in RETAIN.  
Čeprav protokol MQTT uporablja v vzglavju relativno malo podatkov, omogoča prenos 
koristne vsebine v posameznem sporočilu skupaj z variabilnimi kontrolnimi podatki do 
velikosti 256MB. Slednje omogoča polje preostala dolžina (angl. Remaining Lenth), ki je 
dinamično in se lahko podaljša od enega do največ štirih oktetov.  
Drugi del vzglavja je variabilni del in se uporablja samo v določenih tipih sporočil MQTT. 
Kot že ime pove, ta del vzglavja nima konstantne strukture. Struktura variabilnega dela 
vzglavja se spreminja in je odvisna od tipa sporočila, ki se pošilja. Na primer: V sporočilo za 
poskus vzpostavitve povezave s posrednikom MQTT je treba vključiti informacijo o 
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uporabljeni verziji protokola MQTT. Ta se pošlje kot osembitna nepredznačena vrednost v 
variabilnem delu vzglavja. Variabilni del je vključen med fiksni del in koristno vsebino.[7] 
4.2.3 Tipi kontrolnih sporočil MQTT 
Protokol MQTT definira štirinajst različnih kontrolnih tipov sporočil. Tip poslanega sporočila 
je odvisen od predhodnega opravila klienta ali posrednika. Na primer: Če programska 
knjižnica klienta želi vzpostaviti povezavo s posrednikom, pošlje najprej sporočilo tip 
CONNECT in počaka na odgovor, v katerem pričakuje od posrednika poslano sporočilo tip 
CONNACK. Šele nato lahko nadaljuje s postopkom objave ali naročanja na sporočila. Tabela 
3 povzema različne tipe sporočil, uporabljenih v MQTT. 
TIP SPOROČILA ŠTEVILČNA VREDNOST OPIS 
Rezervirano 0 Rezervirano 
CONNECT 1 Sporočilo z zahtevo za povezavo 
CONNACK 2 Potrditev zahteve za povezavo 
PUBLISH 3 Objava sporočila 
PUBACK 4 Potrditev sprejema objave sporočila 
PUBREC 5 Objava sprejeta – kakovost storitve   
PUBREL 6 Izbris objavljenega sporočila - QoS 
PUBCOMP 7 Objava končana – kakovost storitve 
SUBSCRIBE 8 Sporočilo za naročanje na temo 
SUBACK 9 Potrditev naročanja na temo 
UNSUBSCRIBE 10 Zahteva za prekinitev naročene teme 
UNSUBACK 11 Potrditev zahteve za prekinitev  
PINGREQ 12 Sporočilo PING 
PINGRESP 13 Odgovor na sprejeti PING 
DISCONNECT 14 Klient prekinja povezavo 
Rezervirano 15 Rezervirano 
 
Tabela 3: Specifikacija kontrolnih sporočil v MQTT, verzija 3.11 [7] 
4.2.4. Zagotavljanje kakovosti storitve v MQTT 
Protokol MQTT omogoča več nivojev zagotavljanja kakovosti storitve pošiljanja sporočil 
(angl. Quality of Service - QoS).   
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Protokol definira tri različne nivoje kakovosti storitve: 
- Najmanjša kakovost storitve: sistem sporočilo pošlje enkrat in ne preverja, ali je 
uspešno prispelo do naslovnika. Vrednost polja za ta nivo storitve je QoS = »0« in se 
imenuje največ enkrat (angl. at most once).  
- Srednja kakovost storitve: sitem zagotavlja, da se sporočilo dostavi vsaj enkrat. To 
zagotavlja z zahtevo po potrditvi od prejemnika, da je sporočilo sprejel. Pošiljatelj 
pošilja isto sporočilo, dokler ne prejme od prejemnikov potrditve, da so sporočilo 
sprejeli. Vrednost polja za ta nivo storitve je QoS = »1« in se imenuje vsaj enkrat 
(angl. at least once). V primeru težav na omrežju se ob uporabi tega nivoja kakovosti 
storitve lahko zgodi, da se sporočilo z isto vsebino dostavi večkrat. 
- Visoka kakovost storitve: sistem z uporabo protokolnega mehanizma zagotavlja, da 
se sporočilo dostavi natanko enkrat. Vrednost polja za ta nivo storitve je QoS = »2« 
in se imenuje natanko enkrat (angl. exactly once). 
Naročanje na sporočila prav tako bazira na mehanizmu QoS. Če se klient naroči na srednji 
nivo kakovosti storitve, bo prejemal sporočila samo tega ali nižjega nivoja. Sporočila nad 
naročenim nivojem bodo znižana na zahtevani nivo, na katerega se je klient naročil. Slednje 
pomeni, da bo klient v vsakem primeru prejel vsa sporočila z naročeno tematiko, ne glede na 
to, kateri nivo kakovosti vključujejo sporočila. Posrednik lahko objavljenemu sporočilu zniža 
nivo storitve, ne more pa z objavo zvišati nivoja kakovosti storitve. [7] 
4.2.5 Podvojena objava 
Podvojeno objavo določa polje DUP v fiksnem delu vzglavja. Za vsa objavljena sporočila z 
nastavljeno vrednostjo QoS=0 mora biti vrednost polja DUP v fiksnem delu vzglavja 
nastavljena na vrednost »0«.  
Za višje nivoje kakovosti storitve naj se sporočilo, ki je bilo že vsaj enkrat poslano in se pošilja 
ponovno, označi z vrednostjo »1« v polju DUP v fiksnem delu vzglavja. Na ta način se 
označijo sporočila zato, da sprejemnik ve, da se določeno sporočilo dostavlja ponovno. [7] 
4.2.6 Hramba sporočil 
Klient ima možnost označiti poslano sporočilo tako, da naj ga posrednik shrani. To izvede z 
nastavitvijo zastavice v polju RETAIN v fiksnem delu vzglavja na vrednosti »1«. Posrednik 
potem glede na temo sporočila shrani zadnje sprejeto sporočilo. Na posredniku se tako hrani 
zadnje sporočilo za določeno temo, vse dokler ne prejme novega sporočila z isto temo oziroma 
zadevo. Ko posrednik sprejme novo sporočilo z zastavico RETAIN, pobriše predhodno 
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sporočilo in začasno shrani novo zadnje prejeto sporočilo. Funkcionalnost hranjenja je 
uporabna za kliente, ki sporočil ne pošiljajo pogosto. Klienti, ki pa se nanovo povezujejo, 
prejmejo zadnje poslano sporočilo oziroma vrednost, ki jo je nazadnje objavil določen klient.   
4.2.7 Preostala dolžina sporočila 
V fiksnem del vzglavja je tudi polje preostala dolžina sporočila. Vrednost v tem polju določa 
dolžino oziroma velikost variabilnega dela vzglavja skupaj s koristno vsebino posameznega 
sporočila. Vrednost v polju preostala dolžina sporočila ne vključuje oktetov, ki določajo 
preostalo dolžino sporočila. Polje preostala dolžina sporočila je spremenljive dolžine od enega 
do štirih oktetov, je del fiksnega dela vzglavja in lahko določa velikost sporočila do največ 
256 MB.     
Mehanizem uporablja prvih sedem bitov prvega okteta za določanje preostale dolžine 
sporočila do velikosti 127 oktetov. Vrednost osmega bita 1 določa, da je dolžina določena z 
dvema oktetoma. Dalje pa določa vrednost v drugem in tretjem oktetu vse do dolžine polja 
največ štirih oktetov. Vrednost polja za določeno preostalo dolžino sporočila in hkrati 
potrebno število oktetov povzema tabela 4:   
Oktet Od Do 
1 0 (0x00) 127 (0x7F) 
2 128 (0x80, 0x01) 16 383 (0xFF, 0x7F) 
3 16384 2 097 151 (0xFF, 0xFF, 0x7F) 
4 2 097 152 (0x80, 0x80, 0x80,0x01) 268 335 455 (0xFF, 0xFF, 0xFF, 0x7F) 
 
Tabela 4: Polje preostala dolžina sporočila [7] 
4.3 Kontrolna sporočila MQTT 
Protokol MQTT uporablja za svoje delovanje protokolni sklad TCP/IP, kar pomeni, da morata 
imeti klient in posrednik predhodno omogočeno omrežno povezavo na osnovi Internetnega 
protokolnega sklada IP. Povezava MQTT se nato vzpostavi med klientom in posrednikom. 
Klient se nikoli ne povezuje na drugega klienta neposredno, temveč vedno posreduje 
sporočila preko posrednika. Inicializacija povezave se prične tako, da klient pošlje posredniku 








Slika 21: Kontrolno sporočilo CONNECT 
4.3.1 Kontrolno sporočilo z zahtevo za povezavo do strežnika 
Običajno se klienti MQTT nahajajo za usmerjevalniki, ki so namenjeni za domačo uporabo 
in praviloma poleg usmerjanja izvajajo še translacijo naslovov IP iz privatnega naslovnega 
prostora v javni naslov IP. Slednje bi predstavljalo oviro pri komuniciranju posrednika s 
klientom MQTT, ki bi se nahajal za takšnim usmerjevalnikom. Vendar inicializacijo 
povezave vedno začne klient MQTT tako, da pošlje posredniku sporočilo CONNECT. 
Posrednik mu nato v odgovor pošlje sporočilo CONNACK. Na ta način se vzpostavi 
dvosmerna komunikacija s posrednikom. 
Primer variabilne strukture sporočila CONNECT prikazuje slika 22. Sporočilo vključuje del 
podatkov, določenih s strani uporabnika, in tudi ostale, s protokolom določene podatke. Oktet 
8 vsebuje v sporočilu informacijo o uporabniških nastavitvah, vendar ne vsebuje dejanskih 
podatkov. Dejanski podatki so del koristne vsebine sporočila.   
 Opis 7 6 5 4 3 2 1 0 
Ime protokola 
Oktet 1 Dolžina MSB (0) 0  0  0  0  0  0  0  0  
Oktet 2 Dolžina LSB (4) 0  0  0  0  0  1  0  0  
Oktet 3 'M' 0  1  0  0  1  1  0  1  
Oktet 4 'Q' 0  1  0  1  0  0  0  1  
Oktet 5 'T' 0  1  0  1  0  1  0  0  
Oktet 6 'T' 0  1  0  1  0  1  0  0  
Verzija protokola ( Vrednost 4 pomeni verzijo 3.1.1) 
Oktet 7 Level (4) 0  0  0  0  0  1  0  0  
Zastavice  
Oktet 8 Uporabniško ime (bit 7) 











































Shrani sporočilo (bit 5) 
Kvaliteta storitve (bit 4 in 3) 
Izguba povezave (bit 2) 
Obstojna seja (bit 1) 
Rezervirano (bit 0) 
1 1 0  0 1  1 1  0  
Preverjanje aktivnosti povezave (V sekundah) 
Oktet 9 Interval MSB (0) 0 0 0 0 0 0 0 0 
Oktet 10 Interval LSB (10) 0  0  0  0  1  0  1  0  
Slika 22 : Variabilna struktura sporočila CONNECT [7] 
4.3.1.1  identifikator klienta 
Med podatki, ki jih pošlje posamezni klient, je tudi identifikator klienta (angl. Client Id). 
Predstavlja ime, s katerim se klient predstavlja posredniku in bi naj bil unikatno prepoznaven 
na posredniku, na katerega se klient povezuje.  Posrednik uporablja to ime za identifikacijo 
klienta in hkrati za beleženje trenutnega stanja klienta. Identifikator klienta mora biti v 
sporočilu CONNECT prva vrednost v koristni vsebini tega sporočila. Če ni potrebe, da 
posrednik beleži kakršnokoli informacijo oziroma stanje posameznega klienta, lahko klient 
pošlje sporočilo CONNECT brez vrednosti  identifikatorja klienta. V takem primeru je pogoj, 
da je vrednost zastavice obstojna seja v sporočilu, nastavljena na vrednost 1.     
4.3.1.2 Zastavica obstojna seja 
Zastavica obstojna seja (angl. Clean Session) je na poziciji bita 1 v osmem oktetu v sporočilu 
CONNECT, na podlagi katere klient sporoči posredniku, ali naj bo določena seja obstojna ali 
ne. Da naj bo seja obstojna, se določi z vrednostjo zastavice je enaka 0.  Obstojna seja pomeni, 
da posrednik za določenega klienta shrani vsa sporočila za vse teme, na katere je naročen, 
vendar jih ni uspel sprejeti. Če je vrednost zastavice obstojna seja v sporočilu nastavljena na 
vrednost 1, posrednik ne bo shranjeval nobenih vrednosti in bo pobrisal vse informacije iz 
predhodnih obstojnih sej.  
4.3.1.3 Overjanje klienta 
MQTT omogoča pošiljanje uporabniškega imena in gesla v sporočilu CONNECT za potrebe 
overjanje klienta. Podatki za overitev se pošljejo v nešifrirani obliki. Priporočena je uporaba 
protokola za varnost transportnega sloja.  
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4.3.1.4 Zastavica za objavo izgube povezave 
Pozicija zastavice je bit 2 v osmem oktetu sporočila CONNECT. Namen  zastavice izguba 
povezave (angl. Will Message) je, da posrednik v imenu klienta obvešča ostale kliente, če 
nenadoma izgubi povezavo, na primer če se ne javlja v vnaprej določenih časovnih intervalih, 
oziroma če ne sporoči, da je še vedno v aktivnem stanju. 
4.3.1.5 Mehanizem poročanja o stanju aktivnosti 
Klienti poročajo o stanju aktivnosti v vnaprej določenem časovnem intervalu (angl. keep alive 
time interval.). Interval določata deveti in deseti oktet sporočila CONNECT in je izražen v 
sekundah. Po izteku intervala klient pošlje posredniku sporočilo tipa PINGREQ. Posrednik 
odgovori s sporočilom tipa PINGRESP. Na ta način je implementiran mehanizem, ki omogoča 
gradnikoma protokola MQTT, da preverjata medsebojno aktivnost in dosegljivost.   
4.3.2 Kontrolno sporočilo za potrditev zahteve za povezavo  
Posrednik po sprejemu sporočila CONNECT najprej preveri ustreznost sporočila. Če vsebuje 
s protokolom določene podatke, pošlje v odgovor sporočilo potrditev zahteve za povezavo, 
krajše sporočilo CONNACK. Variabilni del sporočilo CONNACK vsebuje dve polji dolžine 
en oktet, kot prikazuje slika 23. V prvem polju bit na mestu 0 predstavlja zastavico, katere 
vrednost 1 pomeni, da se ponovno vzpostavlja seja, ki je posredniku že znana (angl. Session 
Present Flag). Vrednost zastavice 0 pomeni, da gre za novo vzpostavljeno sejo. 
 7 6 5 4 3 2 1 0 
Fiksni del vzglavja 
Oktet 1  Kontrolni paket MQTT tip ( vrednost 2 ) Rezervirano  
 0 0 1 0 0 0 0 0 
Oktet 2 Preostala dolžina v oktetih ( vrednost 2 ) 
 0 0 0 0 0 0 1 0 
Spremenljivi del vzglavja 
Zastavice v potrditvi 
 Rezervirano SP 
Oktet 1 0 0 0 0 0 0 0 X 
Povratna koda 
Oktet 2 x x x x x x x x 




Drugo polje vsebuje povratno kodo (angl. Connect Return code ), s katero posrednik sporoči, 
da je zahteva za vzpostavitev povezave sprejeta. Če pa ni sprejeta, vrednost polja določa, 
kakšen je razlog zavrnitve. Tabela 5 prikazuje nabor povratnih kod. Kontrolno sporočilo 
CONNACK ne vsebuje koristne vsebine.  
Povratna koda Pomen  
0 Povezava sprejeta 
1 Povezava zavrnjena, nesprejemljiva verzija 
2 Povezava zavrnjena, zavrnjen identifikator 
3 Povezava zavrnjena, strežnik na voljo 
4 Povezava zavrnjena, zavrnjeno uporabniško ime ali geslo 
5 Povezava zavrnjena, klient nima avtorizacije za povezavo 
6-255 Rezervirano za prihodnjo uporabo 
Tabela 5: Nabor povratnih kod v sporočilu CONNACK [7] 
4.3.3 Kontrolno sporočilo za objavo 
Po uspešno vzpostavljeni povezavi med klientom in posrednikom lahko klient prične z objavo 
sporočil. Posamezno sporočilo objavi tako, da pošlje kontrolno sporočilo za objavo, krajše 
sporočilo PUBLISH. Protokol MQTT ima mehanizem filtriranja in distribucije sporočil glede 
na temo, vsebovano v sporočilu. Posamezno sporočilo mora vsebovati temo (angl. Topic). 
Sporočilo PUBLISH vsebuje tudi koristno vsebino. Koristna vsebina se pošilja v obliki enega 
ali več oktetov in je neodvisna od protokola MQTT. Koristna vsebina lahko vključuje nabor 
zelo različnih podatkov, od binarnih in tekstovnih do vse kompleksnejših oblik. Aplikacija, 
ki uporablja protokol MQTT za prenos podatkov, v celoti določa koristno vsebino. 
Kot je bilo že omenjeno, sporočilo PUBLISH vsebuje temo. Temo predstavlja preprost 
znakovni niz (angl. String), ki je hierarhično urejen. Posamezne sklope ločuje med seboj 
poševnica. Primer teme v sporočilu PUBLISH je npr. 'stanovanje/kopalnica/temperatura'. 
Poleg teme sporočila sporočilo lahko vsebuje še dodatne atribute. 
4.3.3.1 Dodatni atributi kontrolnega sporočila za objavo 
Dodatni atributi lahko določajo kvaliteto storitve. Vendar je ne glede na nastavljen  nivo 
kvalitete storitve za določeno temo predvideno, da vsi klienti prejmejo vsa sporočila za 
tematiko, na katero so naročeni.  
Poleg kvalitete storitve sporočilo PUBLISH vsebuje tudi vrednost označba paketa. Označba 
paketa, krajše packetID, je število dolžine dveh oktetov, s katerim je določen tok izmenjanih 
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sporočil med klientom in posrednikom. Sporočilo PUBLISH lahko vsebuje tudi zastavico za 
ponovno pošiljanje določenega sporočila, krajše zastavica DUP. Zastavica določa, da klient 
določeno sporočilo pošilja ponovno, saj od posrednika ni prejel potrditve o sprejemu 
predhodnega sporočila z enako vsebino. Označba paketa in zastavica DUP se uporabljata za 
nivoja kvalitete storitve 1 ali 2.  
Dodatno lahko sporočilo PUBLISH vsebuje zastavico RETAIN, s katero obvesti posrednika, 
da naj shrani vrednost zadnjega sprejetega sporočila do prejema novega sporočila. Na ta način 
klienti, ki se nanovo naročijo na določeno temo, prejmejo od posrednika zadnjo shranjeno 
vrednost za določeno temo. 
4.3.4 Kontrolno sporočilo za potrditev prejema objave 
Sporočilo PUBLISH ima lahko določen nivo kakovosti storitve. V primeru uporabe nivoja 
kakovosti storitve ena ali dva, mora posrednik klientu, ki je objavil sporočilo, poslati potrdilo 
o sprejemu sporočila, krajše PUBACK. Sporočilo PUBACK vsebuje v prejšnjem odstavku 
omenjeno označbo paketa, za katerega posrednik pošilja klientu potrdilo, da je sporočilo 
sprejel. Nivo kakovosti storitve ena določa, da klient pošilja sporočilo, dokler ne prejme od 
posrednika sporočila PUBACK. V primeru uporabe nivoja kakovosti storitve dva, klient in 
posrednik izvedeta mehanizem rokovanja z izmenjavo več sporočil. Mehanizem rokovanja 
zagotavlja, da je bilo določeno sporočilo poslano in sprejeto natanko enkrat. 
4.3.5 Kontrolno sporočilo za naročanje na sporočila 
Ko klient pošlje sporočilo posredniku MQTT, se ta seznani s sprejetim sporočilom in potrdi 
uspešnost sprejema, če ima objavljeno sporočilo določen ustrezen nivo kvalitete storitve. 
Posrednik sporočilo procesira tako, da določi vse kliente, ki so naročeni na temo v pravkar 
sprejetem sporočilu, in jim nato posreduje sporočilo. Klient, ki je objavil sporočilo, je 
zadolžen samo za to, da pošlje sporočilo posredniku, ne prejme pa povratne informacije o 
tem, ali so zainteresirani klienti prejeli sporočilo, niti o tem, ali je kateri klient sploh naročen 
na temo v pravkar objavljenem sporočilu. 
Da lahko posrednik posreduje sporočila zainteresiranim klientom, se morajo ti predhodno 
naročiti na temo, ki jo vključujejo objavljena sporočila. Naročanje na temo izvedejo tako, da 
pošljejo posredniku kontrolno sporočilo za naročanje na sporočila, krajše SUBSCRIBE. 
Sporočilo SUBSCRIBE je precej preprosto. Vsebuje vrednost označba paketa, krajše packetID 
in, seznam tem, na katere se naroča. Slika 24 povzema s protokolom določeno sosledje 











Slika 24: Transakcija kontrolnih sporočil ob naročanju  
Označbo paketa uporabljata klient in posrednik za prepoznavanje paketov v sporočilnem toku 
ob uporabi nivoja kakovosti storitve ena ali dva. Implementacija mehanizma je prepuščena 
programski knjižnici klienta oziroma strežniku. 
Seznam tem v sporočilu SUBSCRIBE določa, na katere teme se želi klient naročiti.  Klient se 
lahko naroči na poljubno število tem. Klient se mora s poslanim sporočilom SUBSCRIBE 
naročiti na najmanj eno temo. Vsako naročilo na temo omogoča svoj nivo kvalitete storitve. 
Klient se lahko naroči na temo tudi z uporabo nadomestnih znakov, kar omogoča naročanje 
in prejemanje vseh sporočil določenega hierarhičnega nivoja teme. Če se klient naroča na več 
hierarhičnih nivojev določene teme tako, da se med sabo prekrivajo, in če se hkrati naroča na 
temo z različnimi nivoji zagotavljanja kakovosti storitve, bo posrednik za to naročeno temo 
posredoval vsa sporočila z najvišjim naročenim nivojem zagotavljanja kakovosti storitve. [7] 
4.3.6 Kontrolno sporočilo za potrditev naročanja na sporočila 
Posrednik pošlje klientu, ki se naroča na določeno temo, potrditveno sporočilo, krajše 
sporočilo SUBACK. Potrditveno sporočilo vključuje označbo paketa in seznam povratnih kod. 
Vrednost označbe paketa je enaka kot v sporočilu SUBSCRIBE za naročanje na temo. Seznam 
povratnih kod vsebuje eno ali več povratnih kod, kar je odvisno od števila naročenih tem v 
sporočilu SUBSCRIBE. S povratno kodo posrednik potrdi naročilo na posamezno temo in 
hkrati vrne vrednost odobrenega nivoja kvalitete storitve. Če naročanje na določeno temo ni 
odobreno oziroma je zavrnjeno zaradi pravic ali pa je poledica okvarjene teme, posrednik 
vrne povratno kodo za neuspeh.   
Nabor povratnih kod prikazuje tabela 6. Klient bo po uspešno poslanem sporočilu 
SUBSCRIBE in po prejetju sporočila SUBACK prejemal od vseh klientov objavljena 




Povratna koda Pomen  
0 (0x00) Uspešno naročen, Najvišji nivo kvalitete storitve je 0 
1 (0x01) Uspešno naročen, Najvišji nivo kvalitete storitve je 1 
2 (0x02) Uspešno naročen, Najvišji nivo kvalitete storitve je 2 
128 (0x80) Napaka 
Tabela 6: Nabor povratnih kod v kontrolnem sporočilu SUBACK [7] 
 
4.3.7 Kontrolno sporočilo za odjavo in potrditev odjave 
Klient se lahko odjavi od predhodno naročene teme. Za to obstaja kontrolno sporočilo za 
odjavo, krajše sporočilo UNSUBSCRIBE. Klient pošlje sporočilo UNSUBSCRIBE 
posredniku. Tako mu sporoči, da zanj pobriše predhodno naročilo na temo, na katero je 
naročen. Sporočilo UNSUBSCRIBE je po vsebini podobno sporočilu SUBSCRIBE. Vsebuje 
označba paketa, krajše packetID, in seznam tem, od katere se želi odjaviti. Seznam tem za 
odjavo ne vključuje nivoja kakovosti storitve. Posrednik izvede odjavo od teme ne glede na 
to, s katerim nivojem kakovosti storitve je bil klient na določena temo naročen.   
Posrednik ob prejemu kontrolnega sporočila za odjavo pošlje v odgovor potrditev odjave, 
krajše sporočilo UNSUBACK. Sporočilo vsebuje le označbo paketa, ki je enaka poslani 
vrednosti v sporočilu UNSUBSCRIBE. Po prejetju potrditve odjave, klient ne bo prejemal več 
sporočil za temo, za katero je izvedel odjavo. [7] 
4.4 Uporaba tem v protokolu MQTT 
Temo v protokolu MQTT predstavlja niz znakov. Posamezen znak je kodiran s tehniko 
kodiranja znakov z oznako UTF-8 (angl. Variable-length character encoding), ki je pogosto 
uporabljena tehnika za kodiranje teksta na svetovnem spletu. Temo uporablja posrednik za 
selekcijo oziroma za filtriranje sporočil. Tema je hierarhične oblike in ima lahko več nivojev. 
Posamezen nivo ločuje znak poševnice »/«. Primer teme je naslednji niz:  
»stanovanje/terasa/senzor/gibanje«. Posrednik sprejme vsa sporočila z veljavno temo. Že 
prvo objavljeno sporočilo z določeno temo lahko vsebuje vsebino in predhodna inicializacija 
posamezne teme ni potrebna. Standard določa, da mora tema vsebovati najmanj en znak ter 
prepoznavanje in razlikovanje med velikimi in malimi črkami. Posledično sta temi 
»Stanovanje/Soba« in »stanovanje/soba« dve različni temi. 
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4.3.1 Uporaba univerzalnih znakov 
Klient se lahko naroči na enako temo, kot je navedena v objavljenem sporočilu. Lahko pa se 
z uporabo univerzalnih znakov naroči na več tem hkrati. Univerzalni znaki se lahko 
uporabljajo samo za naročanje na sporočila in niso dovoljeni za objavljanje.  Obstajata dva 
načina uporabe univerzalnih znakov.  
Prvi način je enonivojski, za katerega se uporablja univerzalni znak »+«.  V primeru uporabe 
teme »stanovanje/+/senzor/gibanje« bo znak »+« nadomestil katerikoli znakovni niz na 
nivoju med »stanovanje/« in ostalimi nivoji »/senzor/gibanja«. Na ta način lahko na primer 
hkrati spremljamo stanje senzorja gibanja v vseh prostorih stanovanja. 
Drugi način je večnivojski. Zanj se uporablja univerzalni znak »#«, ki lahko zamenja poljubno 
število nivojev teme. Da posrednik lahko določi ujemajoče se teme, univerzalni znak sledi 
znaku »/«, ki ločuje različne nivoje, hkrati pa mora biti vedno zadnji znak v temi, na katero 
se klient naroča. Klient, ki se naroči na primer na temo »stanovanje/#«, bo prejemal vsa 




5. Integralno vozlišče OpenHAB 
Dandanes obstaja mnogo rešitev, ki spadajo v področje Interneta stvari.  Vsaka od rešitev je 
običajno namenjena eni funkcionalnosti in ima lasten sistem upravljanja. Za upravljanje ene 
ali več luči se na primer uporablja namenska aplikacija proizvajalca luči, za upravljanje 
televizijskega sprejemnika se uporablja namenska aplikacija proizvajalca televizorja, za 
upravljanje žaluzij pa se uporablja namenska aplikacija proizvajalca žaluzij. Če želimo gledati 
film, je treba uporabiti do tri različne aplikacije: za izklop oziroma zatemnitev luči, za priprtje 
žaluzij in za vklop televizijskega sprejemnika.  
Ker pa je takšnih rešitev za različne funkcionalnosti mnogo, se pojavi težava z upravljanjem 
vseh teh rešitev, saj imamo lahko ogromno upravljavskih vmesnikov. Poleg tega je smiselno 
različne rešitve med seboj povezovati, saj lahko na podlagi zaznave ali stanja določene 
naprave v okviru ene rešitve uporabimo kot vhodni podatek za spremembo stanja naprave v 
drugi namenski rešitvi. Prav tako je težko upravljati generično napravo, prototip naprave ali 
napravo z odprtokodnim vmesnikom, ki še nima razvitega uporabniškega vmesnika. 
Ena od možnosti enotnega upravljanja mnogih različnih rešitev je uporaba odprtokodne 
programske rešitve OpenHAB, ki temelji na tehnologiji Java in podpira okoli sto različnih 
komunikacijskih protokolov posameznih proizvajalcev. Ker je projekt OpenHAB 
odprtokoden in je dostopen zainteresirani javnost za uporabo kot in spreminjanje oziroma za 
dodajanje novih funkcionalnosti, se mu precej pogosto dodajajo novi komunikacijski 
protokoli oziroma podpora za rešitve posameznih proizvajalcev.  
Podpora za določeno napravo oziroma rešitev za posameznega proizvajalca ali za protokol je 
v obliki datoteke, ki se imenuje protokolne vezi (angl. Protocol bindings - Bindings). 
Protokolne vezi omogočajo povezave oziroma so prevajalni mehanizem med abstraktnimi 
dogodki in specifičnimi protokoli posameznih naprav.  
Vključitev komunikacijske rešitve določenega proizvajalca oziroma dodajanje za delovanje 
potrebnega protokola se izvede z vključitvijo ustrezne datoteke, ki vključuje vse potrebne 
parametre za komunikacijo med OpenHAB in že obstoječo rešitvijo. Ta je lahko naprava, 
protokol itd. Vključitev ustrezne datoteke se izvede tako, da se prestavi iz nabora vseh možnih 
protokolnih vezi v za to določeno mapo /addons, ki določa, katere funkcionalnosti oziroma 
protokolne vezi naj OpenHAB vključi v svoje delovanje. Na ta način se ne vključujejo vse 
funkcionalnosti in se po nepotrebnem ne obremenjujejo viri naprave, na kateri teče aplikacija 
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OpenHAB, temveč se vključijo samo tiste funkcionalnosti, ki jih potrebujemo v konkretnem 
primeru. Aplikacija OpenHAB deluje na vseh napravah, na katerih je podprta Java in so lahko 
računsko omejene naprave, kot je npr. mini računalnik Raspberry Pi. Aplikacija za svoje 
delovanje potrebuje ustrezno nastavljene konfiguracijske datoteke, ki so v sklopu 
aplikacije.[8] 
5.1 Gradniki OpenHAB 
Osnovni gradnik je asinhrono dogodkovno vodilo (angl. Event bus). Ker je asinhrono, ga 
uporabljajo tiste protokolne vezi, ki ne potrebujejo vrednotenja z upoštevanjem vseh stanj 
(angl. Stateful). Dogodkovno vodilo nato medsebojno obvešča protokolne vezi o dogodkih, 
ki so se zgodili, in o tem, katere naprave potrebujejo posodobitev stanja.   
Dogodki na vodilu se v glavnem ločijo na dva tipa: 
- ukazi, ki sprožijo ukrepanje določene naprave ali spremembo stanja določene 
naprave, 
- informacije o spremembi stanja naprave. 
5.1.1 Protokolne vezi 
Protokolne vezi preko translacij zagotavljajo povezavo do realnih strojnih naprav in morajo 
komunicirati preko dogodkovnega vodila. Ta zagotavlja majhno povezanost med 
posameznimi protokolnimi vezmi, kar omogoča dinamično naravnanost rešitve OpenHAB.  
Rešitev OpenHAB ne potrebuje klienta ali kakšnega drugega načina namestitve na napravi, 
ki jo upravlja, temveč je neke vrste integracijsko vozlišče med napravami, ki se upravljajo in 
deluje kot posrednik med različnimi protokoli, ki jih uporabljajo naprave za medsebojno 
komunikacijo. Običajno je nameščen v obliki enojne namestitve na osrednjem strežniku, do 
katerega imajo naprave žični ali brezžični dostop. Modularnost administratorske storitve 
omogoča povezavo več distribuiranih enot OpenHAB  na dogodkovno vodilo. 
5.1.2 Repozitorij postavk openHAB 
OpenHAB vključuje tudi mehanizem vrednotenja ob upoštevanju vseh stanj, imenovan 
repozitorij postavk (angl. Item Repository). Mehanizem je povezan in sinhroniziran z 
dogodkovnim vodilom, beleži pa trenutno stanje vseh naprav in vključuje zmožnost 
spreminjanja vrednosti za posamezno napravo. Mehanizem se uporablja, ko se potrebuje 
informacija o trenutnem stanju naprav. Tako na primer uporabniški vmesnik lahko kadarkoli 
potrebuje informacije za prikaz trenutnih vrednosti in stanj vseh  naprav. Prav tako pa tudi 
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mehanizem za samodejno izvedbo nalog potrebuje v času izvedbe naloge informacijo o 
dejanskem trenutnem stanju naprav. Mehanizem Item Repository poenostavlja kompleksnost 
protokolnih vezi, saj te ne potrebujejo funkcionalnosti zavedanja in beleženja o stanju 
posamezne naprave, za katero izvajajo protokolno transformacijo. Omogoča tudi 
funkcionalnost beleženja stanj v sistemsko datoteko ali v podatkovno bazo za ohranitev stanj 
v primeru ponovnega zagona sistema ali za kasnejše statistične obdelave podatkov. Slika 25 
povzema interno komunikacijo v OpenHAB.  
 
Slika 25:Struktura OpenHAB [8] 
OpenHAB uporablja koncept modeliranja funkcionalnosti naprave in ne dejanske naprave. 
Takšen pristop omogoča interoperabilnost z več napravami in poenostavi vključitev novih 
oziroma zamenjavo obstoječih naprav v bodoče. Osnovni model funkcionalnosti naprave je 
objekt, ki pozna dva tipa dogodkov; ukaze in posodobitev statusa. Ukaz pomeni, da se mora 
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določeno stanje spremeniti , na primer menjava radijske postaje na radiu. Posodobitev statusa 
pa pomeni, da se je spremenila na primer vrednost senzorja temperature ali da je na primer 
odprt magnetni kontakt in se posledično element naprave posodobi s posodobitvijo statusa. 
5.2 Konfiguracija OpenHAB 
Konfiguracija se izvaja tako, da se urejajo tekstovne konfiguracijske datoteke. Urejanje 
datotek se lahko izvaja z urejevalnikom besedil oziroma z uporabo namenskega integriranega 
razvojnega okolja openHAB designer, ki je na voljo v sklopu z rešitvijo openHAB in 
omogoča napredno urejanje vseh relevantnih konfiguracijskih datotek. Razvojno orodje ima 
vgrajen mehanizem preverjanja sintakse, samodejnega dokončanje besed in vnos sintakse na 
podlagi predlog. Po zaključenem urejanju in shranjevanju narejenih sprememb se spremembe 
samodejno uveljavijo.  
5.2.1 Konfiguracijske datoteke 
Da lahko uporabimo openHAB rešitev za interakcijo z določeno napravo, je potrebna ustrezna 
nastavitev naslednjih konfiguracijskih datotek: items, sitemap, rules in transform.  
Konfiguracijskih datotek za isti namen je lahko več, tudi z različnimi imeni, pomembna pa je 
končnica in lokacija, kjer se nahaja konfiguracijska  datoteka. V nadaljevanju si bomo 
ogledali konfiguracijske datoteke, ki jih je treba za vzpostavitev aplikacije OpenHAB 
ustrezno nastaviti.  
5.2.1.1 Konfiguracijske datoteke za opis objektov  
V datoteke .items se vpišejo vsi objekti, katere želimo manipulirati tako, da se v njih določena 
vrednost zapiše oziroma da se iz njih določena vrednost prebere in da so v njej povzeti vsi 
elementi, katere bomo upravljali ali bomo od njih samo pridobivali informacije. Elementi se 
lahko povežejo s protokolnimi vezmi in jih je možno združevati v skupine (angl. Group). 
Element je lahko v eni ali v več skupinah. Lokacija datotek v sistemu je v poti 
/openhab/configurations/items/. Sintaksa zapisa je naslednja:[9] 
- itemtype itemname ["labeltext"] [<iconname>] [(group1, group2, ...)] 
[{bindingconfig}]. 
Deli v oglatih oklepajih so opcijski in niso obvezni. Primer realnega zapisa je naslednji: 




V primeru realnega zapisa smo definirali naslednje: 
- Item Type je tip variable, ki je število (angl. Number). 
- Temperatura je ime spremenljivke. 
- "Temperatura [%.1f °C]" pomeni ime prikazane ikone, ki prikazuje vrednost v 
obliki xx.y °C. 
- (Solarne_Naprave), ki pripada skupini solarne naprave. 
- {mqtt="<[mqtt:house/solar_lamp/temperatura:state:default]"} je povezana s 
protokolno vezjo mqtt in sprejema vrednost iz teme 
house/solar_lamp/temperatura. 
5.2.1.2 Konfiguracijske datoteke za prikaz elementov v uporabniškem vmesniku 
Konfiguracijska datoteka .sitemap se uporabi za kreiranje elementov, ki so vidni v 
uporabniškem vmesniku. Na ta način se omogoči dostop do elementov v datoteki .items 
različnim čelnim aplikacijam (angl. Frontends).  Datoteka omogoča definiranje elementov 
uporabniškega vmesnika v tekstovni obliki. Strukturo in vsebino je mogoče definirati v nekaj 
vrsticah.  
Lokacija datotek .sitemap v sistemu je v poti /openhab/configurations/sitemaps /. Sintaksa 
zapisa za ime spletne strani je naslednja: 
- sitemap [sitemapime] [label="<naslov glavnega zaslona>"], 
s katerim določimo ime spletne strani, na kateri bo uporabniški vmesnika dostopen, npr: 
- http://localhost:8080/openhab.app?sitemap=sitemapime 
Posamezen element ima nato variabilno sintakso glede na element, ki se dodaja.  
Element, ki prikazuje tekst, ima na primer sintakso: 
- Text item=<itemname> [label="<labelname>"][icon="<iconname>"],  
kjer se polje <itemname> navezuje na ime spremenljivke v datoteki .items. 
Primer realnega zapisa, ki izpisuje temperaturo, je nato: 
- Frame label="MQTT"  {  
Text item=Temperatura } 
5.2.1.3 Konfiguracijske datoteke za transformacijo 
V datoteki . items je bilo v sintaksi posameznega elementa na razpolago opcijsko polje 
["labeltext"], ki omogoča možnost dodajanja posameznemu elementu človeku prijazen zapis 
oziroma ime. V okviru tega zapisa je možno izvesti transformacijo vrednosti.  Imamo na 
primer senzor za vrata. Kadar so zaprta, pošlje vrednost »0«, kadar so odprta pa pošlje 
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vrednost »1«. Te številčne vrednosti lahko pretvorimo v človeku prijaznejšo obliko z 





Na lokacijo/openhab/configurations/transform  jo shranimo z imenom vrata.map. Nato ob 
definiciji elementa v datoteki .items uporabimo transformacijo na naslednji način: 
- Number vrata  "Vrata so [MAP(vrata.map):%s]" { someBinding:somevalue } 
Tako dosežemo, da se izpiše vrednost »Vrata so zaprta« v primeru, ko je vrednost senzorja 
enaka »0«. Mehanizem transformacije se uporablja za pretvarjanje sistemske ali senzorske 
običajno človeku neprijazne vrednosti v človeku razumljive smiselne vrednosti.  
5.2.1.4 Konfiguracijske datoteke za avtomatizirano izvajanje opravil 
OpenHAB poleg poenotenja upravljavskega vmesnika za najrazličnejše naprave omogoča 
tudi avtomatizirano izvajanje opravil. Avtomatizirano izvajanje je možno z uporabo 
vgrajenega naprednega mehanizma pravil. Pravila so zapisana v datotekah s končnico .rules 
in se nahajajo na lokaciji /openhab/configurations/rules.  
Datoteka s pravili lahko vsebuje več pravil. Pravila imajo skupen kontekst izvršitve, kar 
pomeni, da lahko medsebojno dostopajo in izmenjujejo spremenljivke. Posledično so lahko v 
različnih datotekah glede na primer uporabe oziroma na skupino naprav ali na kategorijo.  
Pravila temeljijo na Xbase, katerih sintaksa je posledično podobna Xtendu, ki ima za osnovo 
prav tako Xbase. Xtend je statičen tip programskega jezika in je produkt izvorne kode Java. 
Pravila so zapisana v tekstovnih datotekah in imajo naslednjo strukturo:  
rule "ime pravila" 
     when 
         <POGOJ_PROZENJA1> or  
         < POGOJ_PROZENJA2> or  
         < POGOJ_PROZENJA3> 
             then 
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         <IZVRSILNI_BLOK> 
     End 
Pravilo lahko vsebuje poljubno število pogojev proženja, mora pa vsebovati najmanj enega. 
Izvršilni blok je del kode, ki se izvede, če je predhodni pogoj proženja izpolnjen. 
Pogoje proženja lahko razdelimo v tri različne kategorije: 
- bazirajo na dogodku, ki se je zgodil na dogodkovnem vodilu. Ti dogodki so ukazi 
ali posodobitve statusa objektov, 
- bazirajo na času in se sprožijo ob določenem času, npr. vsako uro itd., 
- bazirajo na sistemu in se sprožijo ob določenem sistemskem dogodku. 
Ko je pogoj proženja izpolnjen, se izvede izvršilni blok kode, ki lahko predstavlja različne 
akcije. Lahko so predhodne, pogojene s programskimi pogojnimi stavki.  
Nekaj primerov akcij: 
- Pošlje ukaz specifičnemu objektu na dogodkovno vodilo:  
o Sintaksa: sendCommand(String itemName, String commandString) 
 Primer: sendCommand(stikalo, ON) 
- Pošlje posodobitev stanja specifičnega objekta na dogodkovno vodilo. Uporaba je 
smiselna, če objekt ni povezan s protokolno vezjo in je predvidena posodobitev 
preko pravil: 
o Sintaksa:  postUpdate(String itemName, String stateString) 
 Primer: postUpdate(presence, PIR.state) 
- Pošlje sporočilo elektronske pošte, kadar  je pogoj proženja izpolnjen: 
o Sintaksa: sendMail(String to, String subject, String message) 
 Primer: sendMail("test@email.net", "Test", "This is the message.") 
- Objavi Tweet sporočilo: 
o Sintaksa: sendTweet(String message) 
Naštetih je samo nekaj pogosteje uporabljenih akcij. Obstaja pa še mnogo enostavnih in 




5.3 Uporabniški vmesnik 
Uporabniški vmesnik je vmesnik, preko katerega ima uporabnik pregled nad stanjem 
posameznih naprav in možnost njihovega upravljanja. Jedro uporabniškega vmesnika je v 
rešitvi OpenHAB vgrajen spletni strežnik Jetty, ki streže informacije na podlagi nastavitev 
konfiguracijske datoteke s končnico sitemap. Dostop do uporabniškega vmesnika je možen s 
klientom, ki lahko interpretira informacije s spletnega strežnika. Dostop je  možen ob uporabi 
spletnega brskalnika. Prav tako je na voljo aplikacija za mobilne naprave z operacijskim 
sistem Android ali iOs, ki omogoča interpretacijo informacij, ki jih ponuja spletni strežnik. 
Primer dostopa do uporabniškega upravljavskega vmesnika z uporabo spletnega brskalnika 
prikazuje slika 26.  
 







6. Implementacija odprtokodne platforme Interneta stvari 
V praktičnem delu magistrskega dela bom vzpostavil konceptni model Interneta stvari v 
prihodnosti, ko bodo imele enostavne namenske robne naprave vgrajeno funkcionalnost 
povezljivosti z namenom upravljanja ali sporočanja lastnega stanja in možnost modularnega 
dodajanja dodatnih funkcionalnosti. Robne naprave bodo komunicirale neposredno s sklopom 
naprav s funkcionalnostjo mreženja ali propagiranja sporočil prehodom oziroma neposredno 
s prehodom v Internet, ki bo informacije nato posredoval integralnemu vozlišču. Koncept 
implementacije odprtokodne platforme Interneta stvari povzema slika 27. 
6.1 Cilji implementacije odprtokodne platforme Interneta stvari  
Cilj je vzpostavitev pilotnega koncepta arhitekture IoT, ki ga odlikuje brezžična 
komunikacija, nizka poraba energije in cenovna upravičenost dodajanja povezljivosti 
enostavnim končnim napravam ter uporaba odprtokodne programske opreme. V nadaljevanju 
bomo preizkusili, ali takšen koncept omogoča, da povezane končne naprave samodejno 
izvajajo opravila brez interakcije človeka. Vzpostavitev pilotnega koncepta se izvede v več 
korakih: 
- implementacija predstavnika končne naprave, 
- implementacija predstavnika s funkcionalnostjo mreženja in propagiranja sporočil, 
- implementacija predstavnika sloja za izvajanje integralnih funkcij, 
- ustrezna nastavitev predstavnikov posameznih slojev in vzpostavitev povezljivosti med 
njimi, 
- preverjanje, ali se sprememba stanja posameznega dela končne naprave odraža v 
posodobitvi stanja elementa, ki posamezno funkcijo končne naprave abstraktno predstavlja v 
uporabniškem vmesniku, 
- preizkus ročnega upravljanja končne naprave z uporabo uporabniškega vmesnika 
integralnega vozlišča, 
- končno pa vzpostavitev mehanizma za samodejno upravljanje povezanih enostavnih 
končnih naprav, ki omogoča, da naprave ali samo del naprave samodejno upravlja integralno 






Slika 27: Koncept Interneta povezanih naprav 
Z uporabo uporabniškega vmesnika integralnega vozlišča bo možno spremljanje stanja in 
posredovanje ukazov končnim napravam. Posredovanje ukazov za potrebe upravljanja 
končnih naprav bo lahko izvedeno ročno s človeško interakcijo ali samodejno na podlagi 
prejetih informacij z uporabo pravil oziroma na predhodni podlagi analitične obdelave 




6.2. Predstavnik končne naprave 
Primer enostavne končne naprave je vrtna akumulatorska solarna luč z vgrajenim senzorjem 
detekcije človeka. Svetilni mehanizem je zgrajen iz svetlečih se diod, ki svetijo razmeroma 
svetlo glede na porabljeno energijo (angl. Light-emitting diode - LED). Funkcija takšne 
solarne luči je, da solarna celica čez dan polni baterijo, zvečer ko se stemni, pa se prižgejo 
luči LED z majhno svetilnostjo. Ob prisotnosti človeka se začasno vključi večja svetilnost 
luči, čez nekaj časa pa se ob neprisotnosti osebe visoka svetilnost izključi in se ponovno 
vzpostavi prejšnji nivo svetlosti. Ko se zdani, se luč LED popolnoma izklopi in preide nazaj 
v stanje polnjenja. Takšna luč sama po sebi služi svojemu namenu, vendar o njej še ne 
poznamo veliko podatkov. Na primer: kakšno je stanje baterije, če je nekaj dni oblačno vreme, 
kolikokrat je senzor gibanja zaznal prisotnost oseb itd.  
Če bi takšni solarni luči omogočili povezljivost, bi lahko vse te parametre nadzirali in hkrati 
enostavno dodajali nove funkcionalnosti, kot je na primer merjenje temperature in vlage. Po 
potrebi bi lahko vključili oziroma izključili luč z uporabo uporabniškega vmesnika, povezali 
bi več takšnih luči v mrežo, da se ob zaznavi gibanja na eni prižge sijalka LED na vseh. Lahko 
bi jo uporabili kot del alarmnega sistema oziroma bi jo nadgradili z magnetnim stikalom, 
spremembo stanja slednjega lahko poroča integracijskemu vozlišču. Kot lahko vidimo, se z 
dodajanjem funkcionalnosti povezljivosti enostavni napravi in z vključitvijo naprave v 
Internet stvari lahko omogočijo dodatne napredne možnosti uporabe. 
Ker je takšna solarna luč običajno cenena, je dodajanje funkcionalnosti povezovanja smiselno 
le v primeru, da strošek dodajanja takšne funkcionalnosti predstavlja le majhen sorazmerni 
del. Izvedba prototipa dodatne funkcionalnosti povezljivosti cenene naprave je možno 
praktično z uporabo dveh namenskih čipov in nekaj dodatnih pasivnih elektronskih 
komponent. Primer ene od možnih rešitev je uporaba mikrokrmilnika proizvajalca Atmel, 





6.1 Uporaba radijskega vmesnika nRF24L01+  
V praktičnem primeru uporabe radijskih vmesnikov bomo poslali podatke od oddajne enote,  
sestavljene iz Raspberry Pi s priključenim nRF24L01+ do sprejemne enote, sestavljene iz 
mikrokrmilnika Arduino s priključenim nRF24L01+. Kot smo navedli v poglavju 2.6.1, je 
osnovna funkcionalnost radijskega vmesnika nRF24L01+ tudi potrditev sprejema s paketom 
ACK, ki ga pošlje sprejemna stran takoj po sprejemu podatkov. V potrditveni paket ACK 
bomo vključili tudi uporabniške podatke, kar je še ena od funkcionalnosti radijskega 
vmesnika. Na ta način bomo poslali podatke od sprejemne enote brez predhodnega preklopa 
v stanje oddajanja. Primer naložene kode za pošiljanje podatkov v potrditvenem paketu ACK 
je predstavljen v Izvlečku kode št. 3. Koda se nato sestavi in naloži na Arduino ploščo preko 




Izvleček kode 3: Koda naložena na Arduino model Nano v 3.0  
Prav tako je treba ustrezno kodo za pošiljanje podatkov sestaviti in nato zagnati na 
računalniku Raspbery Pi. Primer kode za pošiljanje paketov s potrjevanjem in s sprejemom 
informacij v potrditvenem paketu ACK prikazuje Izvleček kode 4. Koda, v kateri smo 






RF24 radio(9, 10); // inicializacija razreda RF24 v nov objekt radio(pin CE , pin CSN) 
 
// Naslovi za naslavljanje podatkovnih cev 
byte naslov[][6] = { "1Node","2Sens","3Sens","4Sens" };               
            
  
byte podatki = 10; //vrednost, ki se jo doda prejetim podatkom in pošlje nazaj v ACK 
uint8_t pipeNo, gotByte=0; // deklariacija spremenljivk za podatkovno cev in prejete podatke 
 




 printf_begin();  // izpis na serijski vmesnik spremenljivk tipa long long; 
 radio.begin();                    // inicializacija radija za začetne nastavitve 
 radio.enableAckPayload();         // vključitev prenosa podatkov v paketu ACK 
 radio.enableDynamicPayloads();    // določitev spremenljive dolžine okvira podatkov 
 radio.openWritingPipe(naslov[0]);    //dodelitev naslova podatkovni cevi 0 za oddajo 
 radio.openReadingPipe(1, naslov[1]); //dodelitev naslova podatkovni cevi 1 za sprejem 
 radio.openReadingPipe(2, naslov[2]); //dodelitev naslova podatkovni cevi 2 za sprejem 
 radio.openReadingPipe(3, naslov[3]); //dodelitev naslova podatkovni cevi 3 za sprejem 
 delay(500); // zakasnitev 0,5s; 
 radio.printDetails(); // izpis stanja in vrednosti registrov priključenega radija 
 
 radio.startListening();               // enota je v načinu sprejemanja   
 
 Serial.print(F("Nalozeni podatki v medpomnilnik za paket ACK:  ")); 
 Serial.println(podatki); 
  
       // naloženi podatki v medpomnilnik – za podatkovno cev 1 
       radio.writeAckPayload(1, &podatki, 1);       
 } 
 
void loop(void) { 
  
 while (radio.available(&pipeNo)) {  // če so podatki na voljo na podatkovni cevi 
  radio.read(&gotByte, 1);     // jih preberi in odloži v spremenljivko gotByte 
              
              // potrditveni paket ACK pošlje nemudoma brez menjave stanja  
   
  gotByte += podatki; // pripravimo podatke za pošiljaje v naslednjem paketu ACK  
   
// pripravljene podatke zapišemo v TX medpomnilnik. 
radio.writeAckPayload(1, &gotByte, sizeof(stevec));   
  Serial.print(F("pripravljeni podatki za naslednji paket ACK ")); 
  Serial.println(gotByte); 
  Serial.print(F("za podatkovno cev ")); 







Izvleček kode 4: Naložena in sestavljena koda na Raspberry Pi 
Nato smo na računalniku Raspberrry Pi zagnali predhodno sestavljeno aplikacijo, ki vsako 
sekundo pošlje podatkovni paket in v odgovor pričakuje potrditveni paket. Če smo vse 
ustrezno nastavili, bi morali na sprejemni strani pričeti vsako sekundo že pridobivati 
informacije, na katere odgovorimo s potrditvenim paketom ACK. V potrditveni paket 
vključimo tudi podatke. V našem primeru smo za test v prvem potrditvenem paketu poslali 
vrednost 10. V vsakem naslednjem potrditvenem paketu smo predhodno sprejeti vrednosti 
dodali 10 in dobljeno vrednost poslali v potrditvenem paketu ACK. Izpis na strani sprejemne 








using namespace std; 
 
// Ustrezna astavitev pinov in vodila SPI 
/****************** Raspberry Pi ***********************/ 
// Setup for GPIO 15 CE and CE0 CSN with SPI Speed @ 8Mhz 
RF24 radio(RPI_V2_GPIO_P1_15, RPI_V2_GPIO_P1_24, BCM2835_SPI_SPEED_8MHZ); 
 
const uint8_t naslov[][6] = {"1Node","2Sens","3Sens", "4Sens"}; 
uint8_t counter = 1;    // štetje poslanih sporočil                                                     
  
int main(int argc, char** argv){ 
 
 
  cout << "RPi/RF24/examples/ack_payload\n"; 
  radio.begin(); 
  radio.enableAckPayload();                
  radio.enableDynamicPayloads(); 
  radio.printDetails();                    
  radio.openWritingPipe(naslov[1]);  //dodelimo naslov podatkovni cevi za pošiljanje 
  radio.openReadingPipe(1,naslov[0]);// dodelimo naslov podatkovni cevi za branje 
  radio.startListening();            //pričnemo najprej s sprejemanjem podatkov 
// forever loop 
while (1){ 
/****************** oddajna enota ***************************/ 
   uint8_t gotByte;                              // variabla za sprejete podatke 
   radio.stopListening();                        // prenehamo s poslušanjem 
   printf("Posiljam informacijo %d.",counter); // poslani podatki - zaporedno število sporočila     
   unsigned long time = millis();                // shranimo trenuten čas v milisekundah 
   if ( radio.write(&counter,1) ){               // pošljemo vrednost na radijski kanal 
       if(!radio.available()){                   // če ni podatkov v medpomnilniu je samo ACK 
   printf("Dobil prazen odgovor.Cas obhoda: %lu ms\n\r",millis()-time); 
       }else{ 
        while(radio.available() ){               // če smo dobil ACK z podatki 
          radio.read( &gotByte, 1 ); // preberemo podatke in jih izpišemo skupaj s časom obhoda    
printf("Dobil odgovor: %d, Cas obhoda: %lu ms\n\r",gotByte,millis()-time); 
                counter++;                   // Povečamo zaporedno število poslanega sporočila 
           } 
       } 
   }else{ printf("Pošiljanje ni uspelo.\n\r"); }// Če ne sprejmemo ACK, pošiljanje ni uspelo 
   sleep(1);  // Ponoven poskus čez pošiljanja čez eno sekundo 





Izpis 3: Izpis na strani sprejemne enote Arduino in poslani podatki v paketu ACK. 
Kot je razvidno iz izpisa 3, smo v potrditvenem paketu ACK večkrat zaporedno uspešno 
pripravili in oddali tako pripravljene podatke. Da se oddani podatki nanašajo na zaporedno  
sprejeto sporočilo, je razvidno iz pripravljene vrednosti za oddajo, ki se poveča točno za 
vrednost sprejetega števila. Sprejeto število hkrati predstavlja zaporedno število poslanega 
sporočila od oddajne enote, kar je razvidno iz izpisa 4. Prav tako je iz izpisa 4 razvidno, katero 
vrednost smo pošiljali in katero smo prejeli v potrditvenem paketu ACK. Uspešno smo poslali 
in sprejeli deset potrditvenih paketov ACK. Merili smo tudi čas obhoda v milisekundah. Čas 
obhoda je razlika med časom v trenutku sprejema potrditvenega paketa ACK in časom oddaje 
paketa na strani oddajne enote. Čas merimo v milisekundah zato, ker že obstaja priročna 
funkcija millis(), ki čas od zagona aplikacije meri prav v milisekundah. Samo pošiljanje in 




STATUS   = 0x0e RX_DR=0 TX_DS=0 MAX_RT=0 RX_P_NO=7 TX_FULL=0 
RX_ADDR_P0-1  = 0x65646f4e31 0x736e655332 
RX_ADDR_P2-5  = 0x33 0x34 0xc5 0xc6 
TX_ADDR  = 0x65646f4e31 
RX_PW_P0-6  = 0x20 0x20 0x20 0x20 0x00 0x00 
EN_AA   = 0x3f 
EN_RXADDR  = 0x0e 
RF_CH   = 0x4c 
RF_SETUP = 0x03 
CONFIG   = 0x0e 
DYNPD/FEATURE  = 0x3f 0x06 
Data Rate  = 1MBPS 
Model   = nRF24L01+ 
CRC Length  = 16 bits 
PA Power  = PA_LOW 
Nalozeni podatki v medpomnilnik za paket ACK:  10 
Pripravljeni in nalozeni podatki za naslednji paket ACK: 11 za podatkovno cev 1 
Pripravljeni in nalozeni podatki za naslednji paket ACK: 12 za podatkovno cev 1 
Pripravljeni in nalozeni podatki za naslednji paket ACK: 13 za podatkovno cev 1 
Pripravljeni in nalozeni podatki za naslednji paket ACK: 14 za podatkovno cev 1 
Pripravljeni in nalozeni podatki za naslednji paket ACK: 15 za podatkovno cev 1 
Pripravljeni in nalozeni podatki za naslednji paket ACK: 16 za podatkovno cev 1 
Pripravljeni in nalozeni podatki za naslednji paket ACK: 17 za podatkovno cev 1 
Pripravljeni in nalozeni podatki za naslednji paket ACK: 18 za podatkovno cev 1 
Pripravljeni in nalozeni podatki za naslednji paket ACK: 19 za podatkovno cev 1 




Izpis 4: Izpis oddajne enote - Raspberry Pi prejeti podatki v paketu ACK 
Za podrobnejšo oceno potrebnega časa za en obhod bi potrebovali dodatno knjižnico za 
merjene časa v mikrosekundah. Informacija obhodnega časa v mikrosekundah, bi nazorneje 
prikazovala, koliko je dejansko potrebnega časa za pošiljanje in sprejem podatkv med dvema 
enotama s priključenima radijskima vmesnikoma nRF24L01+. 
6.2 Oprtokodna programska koda Mysensors 
Poleg odprtokodnih gonilnikov, ki smo jih uporabili v predhodnem podpoglavju za izvedbo 
komunikacije z uporabo radijskih vmesnikov nRF24L01+, je treba s programsko kodo 
definirati podatkovne okvire za prenos informacij od končnih naprav do naprav s 
funkcionalnostjo mreženja. Prav tako je treba vzpostaviti mehanizem na napravah s 
funkcionalnostjo mreženja, ki relevantne informacije iz teh podatkovnih okvirov predajajo v 
primeren komunikacijski protokol, ki omogoča prenos informacij do integralnega vozlišča.   
Za v predhodnem odstavku opisane potrebne funkcionalnosti obstaja rešitev v obliki napredne 
odprtokodne programske knjižnice Mysensors, za katero zainteresirana skupnost dnevno 
RPi/RF24/examples/ack_payload 
================ SPI Configuration ================ 
CSN Pin           = CE0 (PI Hardware Driven) 
CE Pin            = Custom GPIO22 
Clock Speed       = 8 Mhz 
================ NRF Configuration ================ 
STATUS            = 0x0e RX_DR=0 TX_DS=0 MAX_RT=0 RX_P_NO=7 TX_FULL=0 
RX_ADDR_P0-1        = 0x736e655332 0x65646f4e31 
RX_ADDR_P2-5        = 0xc3 0xc4 0xc5 0xc6 
TX_ADDR             = 0x736e655332 
RX_PW_P0-6             = 0x20 0x20 0x00 0x00 0x00 0x00 
EN_AA               = 0x3f 
EN_RXADDR           = 0x03 
RF_CH              = 0x4c 
RF_SETUP            = 0x07 
CONFIG              = 0x0e 
DYNPD/FEATURE      = 0x3f 0x06 
Data Rate           = 1MBPS 
Model               = nRF24L01+ 
CRC Length          = 16 bits 
PA Power            = PA_MAX 
Posiljam informacijo 1. Dobil odgovor: 10, Cas obhoda (posiljanja in sprejema): 1 ms 
Posiljam informacijo 2. Dobil odgovor: 11, Cas obhoda (posiljanja in sprejema): 1 ms 
Posiljam informacijo 3. Dobil odgovor: 12, Cas obhoda (posiljanja in sprejema): 1 ms 
Posiljam informacijo 4. Dobil odgovor: 13, Cas obhoda (posiljanja in sprejema): 1 ms 
Posiljam informacijo 5. Dobil odgovor: 14, Cas obhoda (posiljanja in sprejema): 1 ms 
Posiljam informacijo 6. Dobil odgovor: 15, Cas obhoda (posiljanja in sprejema): 1 ms 
Posiljam informacijo 7. Dobil odgovor: 16, Cas obhoda (posiljanja in sprejema): 0 ms 
Posiljam informacijo 8. Dobil odgovor: 17, Cas obhoda (posiljanja in sprejema): 0 ms 
Posiljam informacijo 9. Dobil odgovor: 18, Cas obhoda (posiljanja in sprejema): 0 ms 
Posiljam informacijo 10. Dobil odgovor: 19, Cas obhoda (posiljanja in sprejema): 0 ms 
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razvija dodatne podatkovne okvire za prenos informacij iz najrazličnejših senzorjev oziroma 
iz končnih naprav. Skupnost prav tako razvija vmesnike za lažjo integracijo naprav, ki 
uporabljajo to programsko knjižnico, v različna integralna vozlišča oziroma v modularne 
krmilnike. Knjižnico mysensors podpira že več kot dvajset modularnih krmilnikov. [11] 
Integralna vozlišča običajno podpirajo komunikacijo z napravo s funkcionalnostjo mreženja 
preko serijskega vmesnika, kar pomeni, da ju ni mogoče medsebojno krajevno ločiti. Zato so 
integracijska vozlišča pogosto hkrati naprave s funkcionalnostjo mreženja, katerim končne 
naprave pošiljajo informacije neposredno. 
V našem praktičnem primeru bomo uporabili integralno vozlišče OpenHAB, ki z uporabo 
protokolne vezi podpira komunikacijo s protokolom MQTT. Slednje omogoča, da je lokacija 
integralnega vozlišča lahko poljubna in da se programska oprema vozlišča lahko namesti tudi 
na virtualni strežnik. 
Programska knjižnica mysensors je modularna in poleg osnovnih funkcionalnosti omogoča 
vključitev dodatnih funkcionalnosti. Če želimo, da naprava s funkcionalnostjo mreženja 
vključuje funkcionalnost pošiljanja informacij, ki jih prejme od končnih naprav, strežniku 
MQTT, je treba takšno funkcionalnost vključiti. Takšna funkcionalnost je implementirana v 
knjižnico mysensors tako, da v ozadju uporablja odprtokodno knjižnico s funkcionalnostjo 
klienta MQTT. [12]  
Vgrajen klient MQTT omogoča vzpostavljanje povezave s strežnikom MQTT. Knjižnica 
mysensors nato samodejno generira sporočila MQTT s prednastavljeno tematiko in z 
dinamičnim dodajanjem ostalih nivojev teme glede na tip končne naprave. Podatke 
posameznega senzorja oziroma končne naprave pa vključi v koristno vsebino posameznega 
sporočila MQTT. Naprava s funkcionalnostjo mreženja z uporabo klienta MQTT lahko 
strežniku MQTT informacije posreduje z objavo in od strežnika informacije tudi sprejema 
tako, da se na sporočila z ustrezno tematiko naroči in prejeta sporočila nato posreduje 





6.3 Strežnik MQTT 
Da lahko naprava s funkcionalnostjo mreženja posreduje prejete podatke končnih naprav 
naprej integracijskemu vozlišču z uporabo protokola MQTT, je treba predhodno vzpostaviti 
strežnik MQTT ali uporabiti katerega od javno dostopnih. V našem primeru bomo namestili 
odprtokoden strežnik MQTT Mosquitto, verzija 1.4.8, na računalnik Raspberry PI, ki se 
nahaja v našem omrežju. Namestitev izvedemo v nekaj korakih, in sicer dodamo najprej 
proizvajalca programske opreme v namestitveno zbirko, ki jo uporablja operacijski sistem, 
nato namestimo aplikacijo. Slednje izvedemo z naslednjim zaporedjem ukazov: 
   
Za potrebe preizkusa delovanja strežnika MQTT smo namestili tudi klienta »mosquitto-
clients«, ki delujeta v terminalskem oknu operacijskega sistema in sta kompatibilna z 
nameščeno strežniško različico MQTT. Preizkus delovanja izvedemo tako, da strežnik najprej 
zaženemo z ukazom »sudo /etc/init.d/mosquitto start« in potem z ukazom »sudo 
/etc/init.d/mosquitto status« preverimo status strežnika. Nato zaženemo klienta z ukazom 
»mosquitto_sub -d -t IoT/sensors«, s katerim se naročimo na sporočila s temo »IoT/sensors«. 
Nato iz drugega terminalskega okna zaženo klienta, s katerim objavimo sporočilo z 
naslednjim ukazom »mosquitto_pub -d -h 192.168.100.187 -t IoT/sensors -m "Testni 
sensor"«.Število IP 192.168.100.187 je v našem primeru naslov strežnika v lokalnem 
omrežju. Če je komunikacija uspešna, bo izpis v terminalskem oknu klienta, ki je naročen na 
sporočila, naslednji: 
sudo wget http://repo.mosquitto.org/debian/mosquitto-repo.gpg.key 
sudo apt-key add mosquitto-repo.gpg.key 
cd /etc/apt/sources.list.d/ 
sudo wget http://repo.mosquitto.org/debian/mosquitto-wheezy.list 
sudo apt-get update 






Iz izpisa so razvidna sporočila, ki jih za svoje delovanje pošilja protokol MQTT, in sporočilo, 
ki smo ga objavili. Sedaj imamo delujoč strežnik MQTT, na katerega lahko naprava s 
funkcionalnostjo mreženja objavlja oziroma posreduje sporočila končnih naprav.[14] 
6.4 Naprava s funkcionalnostjo mreženja 
Napravo s funkcionalnostjo mreženja bomo sestavili tako, da bomo na mikrokrmilnik  
Arduino priključili žični Internetni omrežni vmesnik (angl. Ethernet Shield - W5100) in 
radijski vmesnik nRF24L01+. Sestavljeno napravo prikazuje slika 28. Napravo s 
funkcionalnostjo mreženja bomo nastavili tako, da se bo povezala na strežnik MQTT in nanj 
s prednastavljeno temo objavljala sporočila in bo hkrati naročena na temo, na katero bo 
integralno vozlišče objavljalo sporočila in jih po prejetju posredovalo končnim napravam.  
V urejevalniku kode za Arduino bomo najprej s pomočjo upravnika knjižnic namestili 
knjižnico »mysensors«. Nato bomo odprli kodo »GatewayW5100MQTTClient.ino«. V kodi 
bomo ustrezno nastavili parametre glede na našo sestavljeno napravo in glede na naš koncept 
postavitve, kot to povzema izvleček kode 5.  
pi@raspberrypi:/etc/apt/sources.list.d $ mosquitto_sub -d -t IoT/sensors 
Client mosqsub/10843-raspberry sending CONNECT 
Client mosqsub/10843-raspberry received CONNACK 
Client mosqsub/10843-raspberry sending SUBSCRIBE (Mid: 1, Topic: IoT/sensors, QoS: 0) 
Client mosqsub/10843-raspberry received SUBACK 
Subscribed (mid: 1): 0 
Client mosqsub/10843-raspberry sending PINGREQ 
Client mosqsub/10843-raspberry received PINGRESP 









Izvleček kode 5: Koda naložena na napravo s funkcionalnostjo mreženja 
#include <SPI.h> 
// Enable debug prints to serial monitor 
#define MY_DEBUG  
// Enables and select radio type (if attached) 
#define MY_RADIO_NRF24 
#define MY_GATEWAY_MQTT_CLIENT 
// Set this nodes subscripe and publish topic prefix 
#define MY_MQTT_PUBLISH_TOPIC_PREFIX "gateway-out" 
#define MY_MQTT_SUBSCRIBE_TOPIC_PREFIX "gateway-in" 
// Set MQTT client id 
#define MY_MQTT_CLIENT_ID "sensors-gw" 
// Enable Soft SPI for NRF radio (note different radio wiring is required) 
// The W5100 ethernet module seems to have a hard time co-operate with radio on the same spi bus. 
#if !defined(MY_W5100_SPI_EN) && !defined(ARDUINO_ARCH_SAMD) 
#define MY_SOFTSPI 
#define MY_SOFT_SPI_SCK_PIN A0 
#define MY_SOFT_SPI_MISO_PIN A1 
#define MY_SOFT_SPI_MOSI_PIN A 
#endif   
// When W5100 is connected we have to move CE/CSN pins for NRF radio 
#define MY_RF24_CE_PIN 5 
#define MY_RF24_CS_PIN 6 
// Enable these if your MQTT broker requires usenrame/password 
//#define MY_MQTT_USER "username" 
//#define MY_MQTT_PASSWORD "password" 
// Enable MY_IP_ADDRESS here if you want a static ip address (no DHCP) 
#define MY_IP_ADDRESS 192,168,100,87 
// If using static ip you need to define Gateway and Subnet address as well 
#define MY_IP_GATEWAY_ADDRESS 192,168,100,1 
#define MY_IP_SUBNET_ADDRESS 255,255,255,0 
// MQTT broker ip address or url. Define one or the other.  
#define MY_CONTROLLER_IP_ADDRESS 192, 168, 1, 115 
 
// The MQTT broker port to to open  





Potreben je vnos parametrov statičnega dela teme, za katero bomo sporočila MQTT 
sprejemali in pošiljali. Definirati je treba še: 
- naslov IP omrežnega vmesnika, osnovni prehod in ime klienta MQTT,   
- naslov IP in vrata, na katerih se izvaja storitev strežnika MQTT, 
- priključni mesti »CE« in »CSN«, na kateri je priključen radijski vmesnik. 
Po ustrezno izvedenih popravkih kode v urejevalniku kodo sestavimo in naložimo na napravo, 
ki jo je treba predhodno priključiti preko vmesnika »COM«.  Nato z odprtjem terminalnega 
okna na vmesniku »COM« preverimo, ali se je uspešno izvedla inicializacija radijskega in 
omrežnega vmesnika, kot to povzema terminalski izpis 5. 
 
Izpis 5: Terminalski izpis inicializacije naprave s funkcionalnostjo mreženja  
6.5 Solarna luč kot končna naprava  
Kot smo v uvodu praktičnega dela omenili, bomo za primer končne naprave v našem konceptu 
Interneta stvari v prihodnosti uporabili vrtno akumulatorsko solarno luč, prikazano na  
sliki 29. Na elektronsko vezje luči bomo priključili mikrokrmilnik skupaj s priključenim 
radijskim vmesnikom nRF24l01+. Mikrokrmilnik bomo priključili na vezje luči tako, da bo 
možno vse osnovne funkcionalnosti solarne luči krmiliti preko integralnega vozlišča. Dodali 
bomo tudi merilnik stanja baterije, za katerega bomo predhodno z uporovnim delilnikom 
napetost baterije znižali na največjo vrednost 1,1 V, kolikor je interna referenčna vrednost 
napetosti mikrokrmilnika. Z v krmilnik vgrajenim analogno digitalnim konverterjem, ki ima 
preciznost 1023 nivojev, bomo odčitali sorazmerno vrednost baterije in jo posredovali 
integralnemu vozlišču v procentualni vrednosti. Osnovne funkcije solarne luči so: 
- sveti medlo, kadar je tema, in ne sveti, kadar sije sonce, 
- zaznava prisotnost človeka s senzorjem (angl. Passive infrared sensor - PIR), 
- kadar je prisoten človek, luč za določen čas sveti z večjo svetilnostjo. 
 
0;255;3;0;9;Starting gateway (RNNGA-, 2.0.0-beta) 
0;255;3;0;9;Radio init successful. 
0;255;3;0;9;Init complete, id=0, parent=0, distance=0 





Slika 29: Končna naprava - vrtna solarna luč 
Prisotnost sonca bomo detektirali z dodatnim tranzistorjem, katerega funkcionalnost bo 
logično stikalo, in sicer bo izhodna vrednost logična »0«, kadar bo prisotna napetost iz solarne 
celice, in vrednost »1« kadar napetost iz solarne celice ne bo prisotna.  
Vezje solarne luči v ta namen nima pripravljenega vmesnika za priključitev mikrokrmilnika, 
zato je treba vezju določene elektronske komponente odstraniti in določene dodati, da lahko 
utrezno priključimo priključne pine mikrokrmilnika, s katerimi bomo nato lahko upravljali 
solarno luč z uporabo vhodno-izhodnimih signalov.  Shemo priključitve mikrokrmilnika na 
elektronsko vezje solarne luči prikazuje slika 30. 
 
Slika 30: Shema priključitve mikrokrmilnika 
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Poleg mehanske priključitve mikrokrmilnika je treba nanj naložiti ustrezno programsko kodo 
z uporabo knjižnice »mysensors«. Funkcionalnost kode bo, da integralnemu vozlišču pošilja 
vrednosti senzorjev, ki so priključeni na priključne pine mikrokrmilnika : 
- prisotnost sonca - digitalni pin 5,  
- senzor prisotnosti človeka - digitalni pin 2, 
- sorazmerna analogna vrednost napetosti akumulatorja - analogni pin A0. 
Dodatno bo koda poleg posredovanja vrednost posameznih senzorjev omogočala tudi 
vzpostavitev stanja stikala za vključitev luči in jakosti svetlosti, in sicer: 
- vklop in izklop medle svetlosti - digitalni pin 3, 
- vklop in izklop visoke svetlosti - digitalni pin 4. 
Mikrokrmilnik, ki ga priključimo na solarno luč, mora vsebovati čimmanj aktivnih 
elektronskih komponent, ki za svoje delovanje potrebujejo električno energijo. Zato izberemo 
krmilnik Arduino, model »Pro Mini«, katerega delovni takt je 8 Mhz in delovna napetost  
3,3 V. Krmilnik ne vsebuje aktivnega vmesnika za neposreden priklop na računalnik. Da 
krmilnik lahko priključimo na računalnik, uporabimo vmesnik tranzistorske logike (angl. 
Transistor–transistor logic - TTL), ki na eni strani omogoča priklop na računalnik z uporabo 
vmesnika univerzalno serijsko vodilo (angl. Universal Serial Bus - USB), na drugi strani pa 
neposreden priklop na priključke mikrokrmilnika, da lahko nanj naložimo predhodno 
sestavljeno kodo. Vmesnik USB-TTL se v operacijskem sistemu uveljavi kot vmesnik 
»COM«, preko katerega nato na mikrokrmilnik naložimo predhodno sestavljeno kodo z 
ustrezno nastavljenimi parametri. Koda, naložena na mikrokrmilnik, ki izvaja interakcijo s 
solarno lučjo, je v prilogi 1 tega dela. 
Takšno dodajanje povezljivosti enostavnim končnim napravam omogoča, da lahko nato 
modularno dodajamo dodatne funkcionalnosti, ki so kompatibilne s priključenim 
mikrokrmilnikom. Primer takšne dodatne funkcionalnosti je dodajanje senzorja za merjenje 
temperature in vlage z industrijsko točnostjo, model »Si7021«. Senzor priključimo na 
priključni vmesnik dvo-žični protokol (angl. two wire interface – TWI) mikrokrmilnika, in 
sicer pina »A4« in »A5«. Ker uporabljamo knjižnico »mysensors«, ki že vključuje 
podatkovne okvire za prenos vrednosti pogosto uporabljenih senzorjev, lahko osnovni kodi 
končne naprave dokaj enostavno dodamo dodatni blok kode za merjenje in pošiljanje 
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vrednosti temperature in vlage. Zaradi preglednosti je dodatna funkcionalnost samostojna 
naprava. Na napravo naložena koda je v prilogi 2 tega dela.  
Tako kot smo enostavni napravi dodali funkcionalnost merjenja temperature in vlage, ji lahko 
dodamo še poljubne željene funkcionalnosti z ozirom na kapaciteto akumulatorja in na 
vhodno-izhodne vmesnike mikrokrmilnika. Takšna modularnost omogoča izvedbo 
najrazličnejših primerov uporabe. 
V tem poglavju smo si ogledali, kako lahko enostavni, ceneni in samostojni končni napravi 
dodamo funkcionalnost povezljivosti. Povezana enostavna naprava bo podatke o zaznavanju 
fizičnega sveta pošiljala napravi s funkcionalnostjo mreženja in od nje sprejemala informacije 
o posodobitvi oziroma o spremembi stanja na priključenih vmesnikih. V našem primeru bo to 
vklop in izklop LED luči ter vklop in izklop visoke svetilnosti LED luči. Končna naprava tako 
ne bo več sprejemala lastnih odločitev, ampak bo preko posrednika informacije posredovala 
integralnemu vozlišču oziroma bo od vozlišča preko posrednika sprejemala informacije o 
posodobitvi ali spremembi stanja.  
6.6 Izvajanje integralnih funkcij 
Integralno vozlišče je tisti glavni del koncepta Interneta stvari, ki povezuje informacije iz 
različnih virov, ki so v danem trenutku na razpolago. Te informacije so integralnemu vozlišču 
lahko posredovane: 
- od končnih naprav, ki posredujejo zaznavo fizičnega sveta z uporabo senzorjev, 
- iz različnih virov Interneta, kot je na primer vremenska napoved, 
- sistemsko, kot je na primer čas in dnevi, 
- tako da jih posreduje človek z izbiro opravil  z uporabo uporabniškega vmesnika.  
Integralno vozlišče nato na podlagi informacij tvori odločitveno funkcionalnost, ki ob  
izpolnjenih pogojih izvede različna opravila. Tako na primer pošlje ukaz za spremembo stanja 
določene naprave, kot je vklop stikala za luč, ali izvede določeno posamezno akcijo, na primer 
pošlje elektronsko sporočilo. Lahko pa izvede kompleksnejše opravilo, na primer ob zaznavi 
gibanja, ob prekinitvi sklenjenega tokokroga z magnetnim stikalom pa vklopi več solarnih 
luči in video kamero. Hkrati pa pošlje elektronsko sporočilo in vključi sireno. Nivo 
samodejnosti izvajanja opravil oziroma inteligenca integralnega vozlišča je odvisna od 
modularnosti vozliča. Večje kot je število različnih virov, ki jih lahko spremlja, in večje kot 
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je število končnih naprav, s katerimi lahko komunicira, večja je modularnost in zmožnost 
samodejnega izvajanja odločitev in opravil. Primer takšnega modularnega integralnega 
vozlišča je OpenHAB.  
6.6.1 Namestitev in nastavitev integralnega vozlišča OpenHAB 
OpenHab bomo namestili na virtualnem strežniku z nameščenim operacijskim sistemom 
Linux. Virtualni strežnik smo si izbrali zato, ker je možno enostavno izvesti njegovo 
migracijo na drugo strežniško strojno opremo ali celo k ponudniku storitev gostovanja 
virtualne strežniške infrastrukture. Tako je vzdrževanje strojnega dela strežnika dolžnost 
ponudnika storitve gostovanja.  OpenHAB za svoje delovanje potrebuje najprej nameščeno 
Javo. Verzijo Jave preverimo z ukazom »java -version«. V našem primeru je verzija Jave 
»1.8.0_65«. 
Namestitev OpenHAB lahko izvedemo iz namestitvene zbirke operacijskega sistema. Če  
želimo namestiti zadnjo verzijo, jo prenesemo s spletnega naslova razvijalca aplikacije, 
dodatno pa prenesemo še protokolne vezi z ukazoma: 
 
Aplikacijo OpenHAB iz datoteke .zip razširimo v priporočeno mapo »/opt/openhab«. Za 
aplikacijo OpenHAB želimo, da komunicira s strežnikom MQTT. Zato iz datoteke, ki 
vključuje vse protokolne vezi, razširimo in prekopiramo v mapo /opt/openhab/addons le 
datoteki org.openhab.action.mqtt-1.8.2.jar in org.openhab.binding.mqtt-1.8.2.jar. Vsebujeta 
namreč protokolno vez, ki omogoča interakcijo med OpenHAB in protokolom MQTT.   
V poglavju o integralnem vozlišču OpenHAB smo spoznali, da se nastavlja z nastavitvijo 
ustreznih konfiguracijskih datotek. Najprej uredimo datoteko »/opt/openhab/configurations/ 
openhab.cfg«, tako da v odseku, ki omogoča nastavitev transportnega protokola MQTT, 
nastavimo naslov IP in vrata strežnika MQTT z zapisom »mqtt:rpi.url=tcp:// 
192.168.100.187:1883« in dodamo še ime klienta z zapisom »mqtt:kali.clientId=kali«. 
Če želimo, da bo aplikacija OpenHAB lahko sprejemala informacije od naše zgrajene solarne 
končne naprave in jo tudi upravljala, je treba ustrezno definirat elemente v datoteki .items. 
Vsak posamezen element bo logično povzemal posamezno funkcionalnost solarne luči. 
Elemente v datoteki .items bomo definirali tako, da se bo  posamezna funkcionalnost odražala 
sudo wget https://bintray.com/artifact/download/openhab/bin/distribution-1.8.2-runtime.zip 
sudo wget https://bintray.com/artifact/download/openhab/bin/distribution-1.8.2-addons.zip 
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v obliki teme in vrednosti sporočila MQTT za posamezno stanje elementa. V datoteki .items 
torej določimo medsebojno povezanost med funkcionalnostjo posameznega elementa in tej 
funkcionalnosti pripadajočim sporočilom MQTT. Medsebojna povezanost med elementom in 
sporočilom MQTT določa tudi, ali bo za določeno funkcionalnost sporočilo MQTT poslano 
oziroma ali se pričakuje, da bo sporočilo za določeno temo tudi sprejeto. Definiranje 
elementov na takšen način omogoča protokolna vez MQTT, ki smo jo predhodno dodali. 
Datoteko z imenom default.items uredimo tako, kot prikazuje izvleček kode 6: 
 
Izvleček kode 6: Opis elementov v skladu s sintakso OpenHAB 
Ker smo v datoteki default.items uporabili sintakso MAP, je treba urediti tudi 
transformacijske parametre za posamezne vrednosti. V našem primeru je transformacijski 
parameter človeku prijaznejši zapis. Tako vrednost stanja senzorja z oznako Sonce pomeni 
»1=Dan« in »0=Noč«, vrednost senzorja z oznako Motion pa pomeni »0=Gibanja ni« in 
»1=Gibanje zaznano«. 
Da bodo v uporabniškem vmesniku vidni elementi, ki so predhodno definirani v datoteki 
dafault.items omogoča nastavitev datoteke .sitemap. Datoteko poimenujemo default.sitemap 
in jo uredimo tako, kot prikazuje izvleček kode 7: 
Group All 
Number battery "Stanje baterije [%d %%]" <chart> {mqtt="<[rpi:gateway-
out/11/255/3/0/0:state:default]"} 
 
Switch mqttsw1 "Switch 1" (all) {mqtt=">[rpi:gateway-in/11/1/1/0/2:command:ON:1],>[rpi:gateway-
in/11/1/1/0/2:command:OFF:0],<[rpi:mygateway1-in/11/1/1/0/2/state:state:default]"} 
 
Switch mqttsw2 "Switch 2" (all) {mqtt=">[rpi:gateway-in/11/2/1/0/2:command:ON:0],>[rpi:gateway-
in/11/2/1/0/2:command:OFF:1]"} 
 
Number Sonce "Sonce [MAP(door.map):%s]" <solarplant> {mqtt="<[rpi:gateway-
out/11/5/1/0/16:state:default]"} 
 
Number Motion "Motion [MAP(motion.map):%s]" <shield> {mqtt="<[rpi:gateway-
out/11/12/1/0/16:state:default]"} 
 
Number Temperatura "Temperatura [%.1f °C]" <temperature> {mqtt="<[rpi:gateway-
out/3/1/1/0/0:state:default]"} 
 





Izvleček kode 7: Definiranje elementov v uporabniškem vmesniku 
Urejene datoteke shranimo in nato zaženo aplikacijo v mapi /opt/openhab# z vpisom ukaza 
»sudo ./start.sh«. Izpis 6 povzema uspešen zagon aplikacije in uspešno uveljavljene 
konfiguracijske datoteke.   
 
Izpis 6: Zagon aplikacije OpenHAB 
Končno lahko z uporabo spletnega brskalnika vzpostavimo povezavo na spletni naslov 
»http://192.168.100.117:8080/openhab.app?sitemap=default«, na katerem aplikacija 
OpenHAB streže podatke uporabniškega vmesnika s prikazom stanja senzorjev končne 
naprave. Uporabniški vmesnik omogoča tudi upravljanje s stikalom za vklop in izklop sijalk 
LED in s stikalom za vklop ter izklop visoke svetilnosti sijalk LED (slika 31).  
 
sitemap default label="Solarna naprava IoT" 
{ 
   Frame label="MQTT Naprava 1" { 
 Text item=Sonce 
 Switch item=mqttsw2 label="MQTT solarna luc" 
 Text item=Motion //label="Gibanje" 
 Switch item=mqttsw1 label="MQTT solarni alarm" 
 Text item=battery 
  
 } 
    Frame label="MQTT Naprava 2" { 
  Text item=Temperatura 
  Text item=Vlaga 
 } 
} 
Launching the openHAB runtime... 
osgi> 2016-05-03 22:11:19.670 [INFO ] [.o.core.internal.CoreActivator] - openHAB runtime has been started 
(v1.8.2). 
2016-05-03 22:11:21.135 [INFO ] [o.o.i.s.i.DiscoveryServiceImpl] - mDNS service has been started 
2016-05-03 22:11:21.394 [INFO ] [o.o.i.s.i.DiscoveryServiceImpl] - Service Discovery initialization completed. 
2016-05-03 22:11:21.410 [INFO ] [.io.transport.mqtt.MqttService] - MQTT Service initialization completed. 
2016-05-03 22:11:21.410 [INFO ] [o.i.t.m.i.MqttBrokerConnection] - Starting MQTT broker connection 'rpi' 
2016-05-03 22:11:23.326 [INFO ] [penhab.io.rest.RESTApplication] - Started REST API at /rest 
2016-05-03 22:11:30.599 [INFO ] [c.internal.ModelRepositoryImpl] - Loading model 'default.sitemap' 
2016-05-03 22:11:30.712 [INFO ] [c.internal.ModelRepositoryImpl] - Loading model 'default.items' 
2016-05-03 22:11:31.783 [INFO ] [.o.u.w.i.servlet.WebAppServlet] - Started Classic UI at /classicui/openhab.app 




Slika 31: Pregled funkcionalnosti naprave v uporabniškem vmesniku 
Vsaka sprememba stanja elementa se odraža na uporabniškem vmesniku in na dogodkovnem 
vodilu, kjer poteka medsebojna izmenjava informacij z vsemi definiranimi elementi. Z 
zdajšnjimi nastavitvami imamo možnost spremljanja statusov senzorjev za zaznavo fizičnega 
sveta na končni napravi in možnost ročnega upravljanje le-te.  
Dodana vrednost povezovanja naprav je v samodejnem izvajanju opravil na podlagi 
informacij, ki so na razpolago integralnemu vozlišču. Aplikacija OpenHAB ima vgrajen 
napredni mehanizem pravil, ki omogoča samodejno izvajanje opravil na podlagi odločitvenih 
pogojev. Za samodejno izvajanje opravil enega ali več odločitvenih pogojev ves čas spremlja 
informacije iz različnih virov. Če so pogoji izpolnjeni, se izvede eno ali več opravil. 
Odločitvene pogoje in samodejno izvajanje opravil določimo v datoteki s končnico .rules. Če 
želimo na primer vzpostaviti osnovno funkcionalnost naše solarne luči, jo lahko sedaj, ko 
92 
 
imamo povezano končno napravo, samodejno upravljamo s pravili, ki jih določimo v datoteki 
.rules. Datoteko z imenom demo.rules uredimo tako, kot prikazuje izvleček kode 8 in jo 
shranimo. 
 
Izvleček kode 8: Samodejnost izvajanja opravil 
Ko shranimo spremembe v datoteko, se pravila takoj samodejno uveljavijo. Sedaj se solarna 
luč, kadar ni sonca, ponovno samodejno vključi in ob zaznanem gibanju sveti z večjo  
svetlostjo. Vsa samodejno izvedena opravila so vidna kot dogodki na dogodkovnem vodilu. 
To pa povzema terminalski izpis 7.  
 
Izpis 7: Dogodkovno vodilo 
rule solarna_luc 
when 
 Item Sonce changed 
then 
 if(Sonce.state == 0){ 
 sendCommand(mqttsw2, ON) 
 } 
 else { 






 Item Motion changed  
then 
  
 if(Motion.state == 1 && Sonce.state == 0){ 
 sendCommand(mqttsw1, ON) 
 } 
 else { 
 sendCommand(mqttsw1, OFF) 
 } 
end 
2016-05-04 17:00:13.958 [INFO ] [runtime.busevents             ] - Sonce state updated to 0 
2016-05-04 17:00:13.962 [INFO ] [runtime.busevents             ] - mqttsw2 received command ON 
2016-05-04 17:00:44.277 [INFO ] [runtime.busevents             ] - Motion state updated to 0 
2016-05-04 17:00:44.284 [INFO ] [runtime.busevents             ] - mqttsw1 received command OFF 
2016-05-04 17:00:50.325 [INFO ] [runtime.busevents             ] - Motion state updated to 1 
2016-05-04 17:00:50.356 [INFO ] [runtime.busevents             ] - mqttsw1 received command ON 
2016-05-04 17:01:16.778 [INFO ] [runtime.busevents             ] - Motion state updated to 0 
2016-05-04 17:01:16.785 [INFO ] [runtime.busevents             ] - mqttsw1 received command OFF 
2016-05-04 17:01:20.334 [INFO ] [runtime.busevents             ] - Motion state updated to 1 
2016-05-04 17:01:20.354 [INFO ] [runtime.busevents             ] - mqttsw1 received command ON 
2016-05-04 17:01:22.782 [INFO ] [runtime.busevents             ] - Sonce state updated to 1 
2016-05-04 17:01:22.788 [INFO ] [runtime.busevents             ] - mqttsw2 received command OFF 
2016-05-04 17:01:28.296 [INFO ] [runtime.busevents             ] - battery state updated to 78 
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Če se s klientom MQTT prijavimo na teme, na katerih končne naprave oziroma senzorji  
sporočila objavljajo ali so nanje naročeni, lahko spremljamo izmenjana sporočila med 
končnimi napravami in integralnim vozliščem. Slednje povzemata terminalska izpisa 
naročenega klienta na temo za objavo, kot je razvidno iz izpisa 8, in na temo za sprejemanje 
sporočil, kot je razvidno iz izpisa 9. 
 
Izpis 8: Objavljena sporočila 
 
Izpis 9: Prejeta sporočila 
Sedaj lahko poleg osnovnih funkcionalnosti solarne luči izvajamo prilagojena opravila, kot je 
na primer določitev zamika, koliko časa naj luč sveti ob zaznavi gibanja. Na podlagi stanja 
baterije se lahko odločimo, ali naj se sploh vklaplja ali naj samo zaznava gibanje. Lahko ob 
zaznavanju gibanja na eni luči prižgemo več luči hkrati in pošljemo elektronsko sporočilo, 
beležimo statistiko prižiganja itd. Ko končno napravo enostavno povežemo, se pojavijo nove 
možnosti načina uporabe, ki jih prej ni bilo možno izvajati, saj je naprava izvajala samo svoje 
osnovno delovanje. Prav različne dodatne možnosti uporabe in možnost modularnega 
dodajanja novih funkcionalnosti s programsko kodo ali z enostavnimi kompatibilnimi 
strojnimi nadgradnjami dajejo enostavnim napravam dodano vrednost. 
Client mosqsub/4472-kali received PUBLISH (d0, q0, r0, m0, 'gateway-out/11/5/1/0/16', ... (1 bytes)) 
0 
Client mosqsub/4472-kali received PUBLISH (d0, q0, r0, m0, 'gateway-out/11/12/1/0/16', ... (1 bytes)) 
0 
Client mosqsub/4472-kali received PUBLISH (d0, q0, r0, m0, 'gateway-out/11/12/1/0/16', ... (1 bytes)) 
1 
Client mosqsub/4472-kali received PUBLISH (d0, q0, r0, m0, 'gateway-out/11/12/1/0/16', ... (1 bytes)) 
0 
Client mosqsub/4472-kali received PUBLISH (d0, q0, r0, m0, 'gateway-out/11/12/1/0/16', ... (1 bytes)) 
1 
Client mosqsub/4472-kali received PUBLISH (d0, q0, r0, m0, 'gateway-out/11/5/1/0/16', ... (1 bytes)) 
1 
Client mosqsub/4472-kali received PUBLISH (d0, q0, r0, m0, 'gateway-out/11/255/3/0/0', ... (2 bytes)) 
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Client mosqsub/4473-kali received PUBLISH (d0, q0, r0, m0, 'gateway-in/11/1/1/0/2', ... (1 bytes)) 
0 
Client mosqsub/4473-kali received PUBLISH (d0, q0, r0, m0, 'gateway-in/11/1/1/0/2', ... (1 bytes)) 
1 




Ena od odlik rešitve OpenHAB je tudi v modularnosti dostopa do uporabniškega vmesnika. 
Rešitev vključuje privzeto aplikacijo za mobilne naprave z operacijskim sistemom Android 
in za mobilni operacijski sistem proizvajalca Apple (angl. Apple's mobile operating system - 
iOS). Tako je možno praktično od kjerkoli, kjer imamo povezavo s svetovnim spletom, z 
mobilno napravo spremljati status končnih naprav in jih tudi upravljati. Prikaz dostopa do 
uporabniškega vmesnika z uporabo privzete aplikacije na mobilni napravi z operacijskim 
sistemom iOS povzema slika 32. 
 





V tem magistrskem delu sem v uvodu postavil tezo, da bodo obstajale skupine naprav, 
vključene v Internet stvari, ki ne bodo dovolj zmogljive oziroma ki iz različnih razlogov ne 
bodo imele možnosti popolne omrežne povezljivosti na nivoju Internetnega protokolnega 
sklada. Rešitev za vključitev takšnih naprav v Internet stvari je, da bodo imele implementirano 
možnost enostavne komunikacije z napravo, ki bo imela možnost posredovanja sporočil v 
Internet neposredno ali preko posrednikov. Enega od možnih načinov izvedbe takšne 
enostavne komunikacije lahko realiziramo z uporabo radijskega vmesnika proizvajalca 
Nordic Seminconductor, model nRF24l01+.  
V drugem poglavju so pregledane značilnosti, funkcionalnosti in mehanizmi delovanja 
radijskega vmesnika. Povzamemo lahko, da je vanj vključenih veliko željenih karakteristik in 
zadosten nivo funkcionalnosti. Posledično je primeren za implementacijo enostavne 
komunikacije med napravami. 
Delovanje radijskega vmesnika sem preizkusil tako, da sem ga priključil na mikrokrmilnik 
Arduino in na manjši računalnik Raspberry Pi. Nato sem nanju naložil ustrezne odprtokodne 
gonilnike in nastavil potrebne parametre. Najprej sem preveril ustreznost nastavitev tako, da 
sem prebral vrednosti določenih registrov radijskega vmesnika. Preizkusil sem delovanje 
dvosmerne komunikacije s pošiljanjem uporabniških informacij v paketih za potrditev 
uspešnega sprejema, kar je ena od funkcionalnosti radijskega vmesnika. Uspešno sem večkrat 
oddal in hkrati v potrditvi o sprejemu paketa od sprejemne enote sprejel poleg potrditve še 
uporabniške informacije. Takšen način komunikacije omogoča hitro izmenjevanje informacij 
med dvema napravama. Izkazalo se je, da je obravnavani radijski vmesnik primeren za 
pošiljanje kratkih informacij med napravami.  
V nadaljevanju sem za posredovanje od končnih naprav prejetih informacij v Internet preučil 
protokol MQTT, ki je zaradi svojih lastnosti primeren za posredovanje informacij do 
integralnega vozlišča. Za posredovanje informacij, prejetih od končnih naprav, sem 
implementiral napravo z omrežno funkcionalnostjo. 
Za integralno vozlišče sem uporabil odprtokodno rešitev OpenHAB, ki omogoča abstraktno 
definiranje posamezne naprave tako, da je vsaka funkcija naprave svoj element. Skupek 
elementov nato definira posamezno napravo. Stanje posameznih elementov odraža stanje 
končne naprave. Pregled stanja naprave in njeno upravljaje je nato možno z uporabo 
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uporabniškega vmesnika. Dodajanje funkcionalnosti povezljivosti enostavnim napravam 
omogoča v prvi fazi upravljanje le-teh z uporabo enotnega spletnega uporabniškega 
vmesnika. Do njega pa lahko dostopamo od kjerkoli, kjer imamo dostop do Interneta, z 
uporabo spletnega brskalnika ali z uporabo privzete aplikacije na mobilni napravi.  
V praktičnem delu sem vzpostavil koncept Interneta stvari, ki povezuje enostavne naprave. 
Za enostavno napravo sem izbral preprosto vrtno akumulatorsko solarno luč s senzorjem 
gibanja. Na elektronsko vezje solarne luči sem priključil mikrokrmilnik skupaj z radijskim 
vmesnikom. Priključitev krmilnika sem izvedel tako, da sem z njim prestregel vse funkcije 
solarne luči in ji dodal funkcionalnost povezljivosti in dodatno merjenje stanja akumulatorja. 
Nato sem preveril uspešnost komunikacije med končno napravo in integralnim vozliščem. 
Komunikacija je bila uspešna, zato so se posodobila stanja posameznih senzorjev naprave v 
uporabniškem vmesniku. Po vzpostavitvi komunikacije je možno tudi upravljanje naprave s 
poljubne lokacije s pomočjo spletnega brskalnika ali privzete aplikacije nameščene na 
mobilni napravi. Dodana vrednost povezanih enostavnih končnih naprav je v tem, da lahko 
naprave ali samo del naprave samodejno upravlja integralno vozlišče na podlagi vnaprej 
določenih pravil ali interaktivno na podlagi odločitvene inteligence. Zato sem v nadaljevanju 
s pravili določil, da se vzpostavi osnovna funkcionalnost končne naprave, kar se je izkazalo 
za uspešno.     
Tako povezane enostavne končne naprave omogočajo velik nabor različnih možnosti 
uporabe, saj lahko vplivamo na delovanje končnih naprav s pravili, ki jih lahko nadgradimo 
v odločitvene algoritme. Odločitvene algoritme lahko v prihodnosti posodabljamo. 
Posledično se bo sčasom dvigal nivo samodejnosti opravil, ki jih bodo izvajale končne 
naprave. Posledično interakcija človeka za izvedbo določenih opravil ne bo več potrebna.   
Izkazalo se je, da je možno naprave s priključenim mikrokrmilnikom skupaj z radijskim 
vmesnikom nRF24l01+ skoraj enakovredno vključiti v Internet stvari kot tiste naprave, ki 
imajo popolno podporo za Internetni protokolni sklad. Prednost takšne rešitve je vsekakor v 
cenenosti in v nizki porabi energije. Seveda je na račun cenenosti treba narediti določene 
kompromise, kot je kratek domet brezžičnega signala in nezmožnost uporabe standardnih 
varnostnih mehanizmov. Obe slabosti pa je možno z optimizacijo implementiranih prototipov 
naprav izboljšati. Z vidika uspešne implementacije prototipa in cenenosti takšne rešitve lahko 
pričakujem, da bo del Interneta stvari v bližnji prihodnosti povezoval končne naprave s 
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1. Koda naložena na končno napravo 1 
// Enable debug prints 
#define MY_DEBUG 
#define MY_NODE_ID 11  









//------------start battery sense part---------------------------- 
#define R1 1e6 
#define R2 330e3 
#define VMIN 2.8 
#define VMAX 4.2 
#define ADC_PRECISION 1023 
#define VREF 1.1 
 
int BATTERY_SENSE_PIN = 0; 
unsigned long SLEEP_TIME = 50000;  // sleep time between reads (seconds * 1000 
milliseconds) 
int oldBatteryPcnt = 0; 
 
int batteryVoltage = 0; //po potrebi 
int val = 0;  //po potrebi 
 
long previousMillis = 0; //interval meritve 
long interval = 10000; 
 
 
//--------------------end battery sense part------------------------ 
 
//unsigned long SLEEP_TIME = 10000; // Sleep time between reports (in milliseconds) 
#define DIGITAL_INPUT_SENSOR 2   // The digital input you attached your motion 
sensor.  (Only 2 and 3 generates interrupt!) 
//#define INTERRUPT DIGITAL_INPUT_SENSOR-2 // Usually the interrupt = pin -2 (on 
uno/nano anyway) 
#define CHILD_ID 12   // Id of the sensor child 
 
boolean lastMotion = false; 
 
// Initialize motion message - start 
MyMessage msg(CHILD_ID, V_TRIPPED); 
 
//trigger solar power day on/off -start 
#define CHILD_ID_SW 5 
#define BUTTON_PIN  5  // Arduino Digital I/O pin for button/reed switch 
Bounce debouncer = Bounce(); 
int oldValue = -1; 
 
// Change to V_LIGHT if you use S_LIGHT in presentation below 
MyMessage SolarMsg(CHILD_ID_SW, V_TRIPPED); 




#define RELAY_1  3  // Arduino Digital I/O pin number for first relay (second on 
pin+1 etc) 
#define NUMBER_OF_RELAYS 2 // Total number of attached relays 
#define RELAY_ON 1  // GPIO value to write to turn on attached relay 




     
    //--------------------start battery sense part----------------- 
   // use the 1.1 V internal reference 
   #if defined(__AVR_ATmega2560__) 
   analogReference(INTERNAL1V1); 
   #else 
   analogReference(INTERNAL); 
   #endif 
    //--------------------end battery sense part-------------------- 
     
    //trigger solar power day on/off - start 
    // Setup the button 
    pinMode(BUTTON_PIN, INPUT); 
    // Activate internal pull-up 
    digitalWrite(BUTTON_PIN, HIGH); 
 
    // After setting up the button, setup debouncer 
    debouncer.attach(BUTTON_PIN); 
    debouncer.interval(5); 
    //trigger solar - end 
 
 
    pinMode(DIGITAL_INPUT_SENSOR, INPUT);      // sets the motion sensor digital pin 
as input 
 
    for (int sensor = 1, pin = RELAY_1; sensor <= NUMBER_OF_RELAYS; sensor++, pin++) 
{ 
        // Then set relay pins in output mode 
        pinMode(pin, OUTPUT); 
        // Set relay to last known state (using eeprom storage)  
        digitalWrite(pin, loadState(sensor) ? RELAY_ON : RELAY_OFF); 
    } 
} 
 
void presentation() { 
 
    //-----------------start battery sense part----------------- 
   // Send the sketch version information to the gateway and Controller 
   sendSketchInfo("Battery Meter", "1.0"); 
    //-----------------end battery sense part------------------- 
     
    // Send the sketch version information to the gateway and Controller 
    sendSketchInfo("Motion Sensor and light", "1.0"); 
 
    // Register all sensors to gw (they will be created as child devices) 
    present(CHILD_ID, S_MOTION); 
    for (int sensor = 1, pin = RELAY_1; sensor <= NUMBER_OF_RELAYS; sensor++, pin++) 
{ 
        // Register all sensors to gw (they will be created as child devices) 
        present(sensor, S_LIGHT); 
 
        // Register binary input sensor to gw (they will be created as child devices) 
        // You can use S_DOOR, S_MOTION or S_LIGHT here depending on your usage.  
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        // If S_LIGHT is used, remember to update variable type you send in. See 
"msg" above. 
        present(CHILD_ID_SW, S_DOOR); 






   
  //float batteryPcnt = getBatteryPercentage(); 
 
  //val = analogRead(BATTERY_SENSE_PIN); 
  //Serial.println(batteryVoltage); 
unsigned long currentMillis = millis(); 
if(currentMillis - previousMillis > interval) { 
previousMillis = currentMillis; 
  
 float batteryVoltage = getBatteryPercentage(); 
 float batteryV= batteryVoltage; 
 float batteryVmap = fabs(fmap(batteryV, 2.5, 4.2, 0.0, 1000.0)); 
  int batteryPcnt = batteryVmap / 10; 
  if (batteryPcnt >= 100) { 
    batteryPcnt = 99; 
  } 
    
   #ifdef MY_DEBUG 
   
   Serial.print("Napestost akumulatorja je: "); 
   Serial.print(batteryVoltage); 
   Serial.println(" V"); 
 
   Serial.print("Procentualna vrednost stanja alumulatorja: "); 
   Serial.print(batteryPcnt); 
   Serial.println(" %"); 
   #endif  
  
  //sendBatteryLevel(batteryPcnt); 
  
   if (oldBatteryPcnt != batteryPcnt) { 
     // Power up radio after sleep 
     sendBatteryLevel(batteryPcnt); 
     oldBatteryPcnt = batteryPcnt; 
   } 
   //sleep(SLEEP_TIME); 
    
} 
    
    //----------end battery sense part----------- 
     
 
 
     
    // Read digital motion value 
    boolean tripped = digitalRead(DIGITAL_INPUT_SENSOR) == HIGH; 
 
    if (lastMotion != tripped) { 
        Serial.println(tripped); 
        lastMotion = tripped; 
        send(msg.set(tripped ? "1" : "0"));  // Send tripped value to gw  
    } 
    // Sleep until interrupt comes in on motion sensor. Send update every two minute.  
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    //sleep(INTERRUPT,CHANGE, SLEEP_TIME); 
 
    //trigger solar power day on/off - start 
    debouncer.update(); 
    // Get the update value 
    int value = debouncer.read(); 
 
    if (value != oldValue) { 
        // Send in the new value 
        send(SolarMsg.set(value == HIGH ? 1 : 0)); 
        oldValue = value; 
    //trigger solar power day on/off - stop 
    } 
} 
 
void receive(const MyMessage &message) { 
    // We only expect one type of message from controller. But we better check 
anyway. 
    if (message.type == V_LIGHT) { 
        // Change relay state 
        digitalWrite(message.sensor - 1 + RELAY_1, message.getBool() ? RELAY_ON : 
RELAY_OFF); 
        // Store state in eeprom 
        saveState(message.sensor, message.getBool()); 
        // Write some debug info 
        Serial.print("Incoming change for sensor:"); 
        Serial.print(message.sensor); 
        Serial.print(", New status: "); 
        Serial.println(message.getBool()); 
    } 
} 
 
float getBatteryPercentage() { 
 
  // read analog pin value 
  int inputValue = analogRead(BATTERY_SENSE_PIN); 
  #ifdef MY_DEBUG 
  Serial.print("Odcitana analogna vrednost je : "); 
  Serial.println(inputValue); 
  #endif 
   
  // calculate the max possible value and therefore the range and steps 
  float voltageDividerFactor = (R1 + R2) / R2; 
  float maxValue = voltageDividerFactor * VREF; 
  float voltsPerBit = maxValue / ADC_PRECISION; 
 
  float batteryVoltage = voltsPerBit * inputValue; 
  float batteryPercentage = ((batteryVoltage-VMIN)/(VMAX-VMIN))*100; 
  //int batteryPercentage = map(batteryVoltage, 0, maxValue, 0, 100); 
 
  //return batteryPercentage; 
  return batteryVoltage; 
} 
float fmap(float x, float in_min, float in_max, float out_min, float out_max) { 





2. Koda naložena na končno napravo 2 
// Enable debug prints to serial monitor 
#define MY_DEBUG  
 
// Define a static node address, remove if you want auto address assignment 
#define MY_NODE_ID 3 
 
















#define RELEASE "1" 
 
#define AVERAGES 2 
 
// Child sensor ID's 
#define CHILD_ID_TEMP  1 
#define CHILD_ID_HUM   2 
 
// How many milli seconds between each measurement 
#define MEASURE_INTERVAL 6000 
 
// FORCE_TRANSMIT_INTERVAL, this number of times of wakeup, the sensor is forced to 
report all values to the controller 
#define FORCE_TRANSMIT_INTERVAL 3  
 
// When MEASURE_INTERVAL is 60000 and FORCE_TRANSMIT_INTERVAL is 30, we force a 
transmission every 30 minutes. 
// Between the forced transmissions a tranmission will only occur if the measured 
value differs from the previous measurement 
 
// HUMI_TRANSMIT_THRESHOLD tells how much the humidity should have changed since last 
time it was transmitted. Likewise with 
// TEMP_TRANSMIT_THRESHOLD for temperature threshold. 
#define HUMI_TRANSMIT_THRESHOLD 0.5 




// Sensor messages 
MyMessage msgHum(CHILD_ID_HUM, V_HUM); 
MyMessage msgTemp(CHILD_ID_TEMP, V_TEMP); 
 
 
// Global settings 
int measureCount = 0; 
int sendBattery = 0; 
boolean isMetric = true; 
boolean highfreq = true; 
104 
 
boolean transmission_occured = false; 
 
// Storage of old measurements 
float lastTemperature = -100; 
int lastHumidity = -100; 






 * Setup code  
 * 
 ****************************************************/ 
void setup() { 
  Serial.begin(115200); 
  Serial.print(F("sensor temperature in vlage")); 
  Serial.print(RELEASE); 
  Serial.flush(); 
  humiditySensor.begin(); 
  Serial.flush(); 
  Serial.println(F(" - Online!")); 
   
  isMetric = getConfig().isMetric; 
  Serial.print(F("isMetric: ")); Serial.println(isMetric); 
  raHum.clear(); 
  sendTempHumidityMeasurements(false);  
} 
 
void presentation()  { 
  sendSketchInfo("sensor temperature in vlage ", RELEASE); 
 
  present(CHILD_ID_TEMP,S_TEMP); 
  present(CHILD_ID_HUM,S_HUM); 




 *  Main loop function 
 * 
 ***********************************************/ 
void loop() { 
   
  measureCount ++; 
  sendBattery ++; 
  bool forceTransmit = false; 
  transmission_occured = false; 
 
  if (measureCount > FORCE_TRANSMIT_INTERVAL) { // force a transmission 
    forceTransmit = true;  
    measureCount = 0; 
  } 
   sendTempHumidityMeasurements(forceTransmit); 
 
  sleep(MEASURE_INTERVAL);   
} 
 
  void sendTempHumidityMeasurements(bool force){ 
  bool tx = force; 
 
  si7021_env data = humiditySensor.getHumidityAndTemperature(); 
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  raHum.addValue(data.humidityPercent); 
   
  float diffTemp = abs(lastTemperature - (isMetric ? data.celsiusHundredths : 
data.fahrenheitHundredths)/100.0); 
  float diffHum = abs(lastHumidity - raHum.getAverage()); 
 
  Serial.print(F("TempDiff :"));Serial.println(diffTemp); 
  Serial.print(F("HumDiff  :"));Serial.println(diffHum);  
 
  if (isnan(diffHum)) tx = true;  
  if (diffTemp > TEMP_TRANSMIT_THRESHOLD) tx = true; 
  if (diffHum > HUMI_TRANSMIT_THRESHOLD) tx = true; 
 
  if (tx) { 
    measureCount = 0; 
    float temperature = (isMetric ? data.celsiusHundredths : 
data.fahrenheitHundredths) / 100.0; 
      
    int humidity = data.humidityPercent; 
    Serial.print("T: ");Serial.println(temperature); 
    Serial.print("H: ");Serial.println(humidity); 
     
    send(msgTemp.set(temperature,1)); 
    send(msgHum.set(humidity)); 
    lastTemperature = temperature; 
    lastHumidity = humidity; 
    transmission_occured = true; 
     








Seznam uporabljenih kratic 
KRATICA POMEN PREVOD / RAZLAGA 
ACK angl. Acknowledgment potrditveni paket 
ARD angl. Auto Retransmit Delay zakasnitev pred ponovnim pošiljanjem 
ARM 
angl. Advanced reduced instruction 
set computing Machine 
ARM arhitektura je 32-bitna procesna 
arhitektura razvijalca ARM Limited, 
ki se pogosto uporablja v vgrajenih 
sistemih 
Bindings angl. Protocol bindings protokolne vezi 
COM angl. Communication port komunikacijski priključek 
CRC angl. Cyclic Redundancy Check ciklično preverjanje redundance 
DPL angl. Dynamic Payload Length dinamična dolžina koristne vsebine 
GFSK angl. Gaussian frequency-shift keying 
modulacija s frekvenčnim pomikom z 
Gaussovim filtriranjem 
GPIO angl. General-purpose input/output vhodno-izhoden vmesnik 
IDE 




angl. Apple's mobile operating 
system 
mobilni operacijski sistem 
proizvajalca Apple 
IoT angl. Internet of Things Internet stvari 
LED angl. Light-emitting diode svetleča se dioda 
M2M angl. Machine-to-machine komunikacija stroj-stroj 
MQTT 
angl. Message Queue Telemetry 
Transport 
telemetrijski  protokol 
OpenHAB 
angl. Open source automation 
software 
odprtokodna programska oprema 
integralnega vozlišča 
PID angl. Packet Identification identiteta paketa 
Pipe angl. Data Pipe podatkovna cev 
PIR angl. Passive infrared sensor senzor, ki zaznava prisotnost človeka  
PRX angl. Primary Receiver primarni sprejemnik 
PTX angl. Primary Transmitter primarni oddajnik 
Pub/Sub angl. Publish/Subscribe 
mehanizem za objavo in naročanje za 
sprejem sporočil 
QoS angl. Quality of Service nivo zagotavljanja kakovosti storitve 
RX angl. Receive mode sprejemni način 
RX FIFO angl. Receive first-in, first-out sprejemni medpomnilnik 
SPI angl. Serial Peripheral Interface serijsko periferno vodilo 
SSL angl.  Secure Sockets Layer sloj varnih vtičnic 
TCP angl. Transmission Control Protocol protokol za krmiljenje prenosa 
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TTL angl. Transistor–transistor logic tranzistorska logika 
TX angl. Transmitter mode način oddajanja 
TX FIFO angl. Transmission first-in, first-out oddajni medpomnilnik 
TWI angl. Two wire interface dvo-žični protokol  
UDP angl. User Datagram Protocol uporabniški datagramski protokol 
USB angl. Universal Serial Bus univerzalno serijsko vodilo 
UTF-8 
angl. Variable-length character 
encoding  
tehnika kodiranja znakov 







Izjavljam, da sem magistrsko delo izdelal samostojno pod vodstvom mentorja prof. dr. 
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