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Povzetek
Naslov: Identifikacija glasbe v videoposnetkih s pomocˇjo zvocˇnih prstnih
odtisov
Avtor: Bine Repsˇe
Diplomsko delo opisuje postopek izdelave aplikacije, ki analizira videopo-
snetke ter s pomocˇjo zvocˇnih prstnih odtisov prikazˇe vse pesmi, ki jih je v
posnetku mocˇ sliˇsati, poleg tega pa prikazˇe, kdaj se posamezna pesem v po-
snetku pricˇne in kdaj se koncˇa. Aplikacija uporabniku omogocˇa tudi uporabo
zunanje spletne storitve za odkrivanje pesmi, katerih zvocˇnih prstnih odti-
sov uporabnik nima shranjenih v podatkovni bazi. Na to storitev se mora
uporabnik narocˇiti. V primeru, ko pa skladbe niso prepoznane, aplikacija
uporabniku nudi mozˇnost vnosa podatkov o teh neprepoznanih skladbah ter
shranjevanju le teh v podatkovno bazo za zmozˇnost prepoznavanja v priho-
dnosti.
V nalogi opiˇsem obstojecˇe resˇitve za prepoznavanje glasbe ter podrobneje
opiˇsem delovanje knjizˇnice, ki sem jo za ta namen izbral. Opiˇsem tudi celo-
ten postopek implementacije, za zakljucˇek pa prikazˇem sˇe rezultate testiranja
aplikacije ter predlagam mozˇne izboljˇsave za prihodnost.
Kljucˇne besede: zvocˇni prstni odtisi, videoposnetki, prepoznavanje.

Abstract
Title: Audio fingerprinting for music identification in videos
Author: Bine Repsˇe
The thesis describes the development process of making an application,
the purpose of which is to analyze video files and to recognize the songs that
appear in the videos, using audio fingerprints. The application delivers the
information about where within the duration of a video a certain song begins
and where it ends. The application also enables its user the use of an online
service used to recognize songs which could not have been recognized using
the original, free library. The user has to subscribe to this online service and
pay for its use. In case the application is not able to recognize the songs
within the recording it allows the user to write the information about the
unrecognized songs and to fingerprint them and save them into the database.
The thesis describes the solutions for recognizing music and provides a de-
tailed description of getting from an audio file to a set of audio fingerprints
using the library of my choice. It also describes the process of making the
application and finally, presents some testing results and proposes some pos-
sible improvements.




Prepoznavanje glasbe s pomocˇjo zvocˇnih prstnih odtisov je dandanes zˇe pre-
cej razvito podrocˇje. Uporablja se na vecˇ razlicˇnih nacˇinov ter z razlicˇnimi
nameni. Najbolj pogost in vsesplosˇno znan nacˇin uporabe te tehnologije je
mobilna aplikacija Shazam, ki uporabniku omogocˇa, da preko vgrajenega mi-
krofona zajame nek del skladbe, za katerega mu nato Shazam (v kolikor je
skladba prepoznana) tudi vrne podatke o tej skladbi. Drug dober primer
je uporaba z namenom preprecˇevanja krsˇitev avtorskih pravic. Tako pre-
verjanje izvajajo pri podjetju Youtube in s tem preprecˇujejo neavtorizirano
uporabo glasbe v videoposnetkih uporabnikov. Tretji primer pa je uporaba
z namenom evidentiranja predvajanih skladb v bodisi radijskih bodisi tele-
vizijskih posnetkih raznih oddaj. To pa je tudi namen te diplomske naloge,
in sicer zasnovati aplikacijo, ki kot vhod prejme videoposnetek, vrne pa evi-
denco skladb, ki so se v videoposnetku pojavile.
Obstojecˇih resˇitev za ta namen je vecˇ, razvijajo pa jih razlicˇni ponudniki.
Med najbolj znanimi in najpogosteje uporabljanimi so Echo Nest, ACR-
Cloud ter BMAT. Echo Nest uporabljajo najbolj znana podjetja na tem po-
drocˇju, kot so Spotify, Vevo, BBC in mnogi drugi, vse resˇitve pa imajo tudi
veliko manj znanih strank. Echo Nest nudi vecˇ storitev, kot so prepoznava-
nje glasbe, avtomatsko kreiranje seznamov predvajanja, priporocˇanje glasbe
glede na okus poslusˇatelja, prikaz novih informacij o umetnikih, njihovih soci-
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alnih interakcijah, fotografijah v stilu socialnih omrezˇij, pridobivanje zvocˇnih
prstnih odtisov ter avtomatsko preurejanje skladb in vizualizacijo glasbe.
ACRCloud prav tako nudi prepoznavanje glasbe, poleg tega pa omogocˇa sˇe
nadzorovanje radijskih in televizijskih prenosov, v katerih prepoznava glasbo
ter oglase, prepoznavanje televizijskih kanalov, prepoznavanje televizijskih
vsebin, preprecˇevanje krsˇenja avtorskih pravic, prepoznavanje glasbe brez
spletne povezave ter sˇtetje sˇtevila gledalcev oziroma poslusˇalcev televizijskih
oziroma radijskih oddaj. BMAT omogocˇa nadzorovanje radijskih in televi-
zijskih prenosov v realnem cˇasu, inteligentno avtomatsko kreiranje seznamov
predvajanja ter avtomatsko ocenjevanje vokalistov za namene spletnih avdi-
cij.
Cilj te diplomske naloge je razviti aplikacijo, ki omogocˇa prepoznavanje
glasbe v videoposnetkih in nam poleg podatkov o skladbah, ki se v njih
nahajajo, pove tudi, kje v posnetku se posamezna skladba zacˇne in kje koncˇa.
Cˇe skladbe ni mogocˇe odkriti, se uporabniku omogocˇi, da vnese podatke o
skladbah, ki jih program ni prepoznal. Na ta nacˇin je te skladbe v prihodnosti
mogocˇe prepoznati.
V delu bom predstavil obstojecˇe resˇitve za prepoznavanje glasbe ter se za eno
izmed njih odlocˇil, nato pa bom izbrano knjizˇnico tudi podrobneje opisal.
Nato bom opisal postopek implementacije same aplikacije, zakljucˇil pa bom
s prikazom rezultatov ter mozˇnimi izboljˇsavami za prihodnost.
Poglavje 2
Izbira knjizˇnice za pridobivanje
zvocˇnih prstnih odtisov
Prvi korak pred zacˇetkom razvoja aplikacije je izbira knjizˇnice, s pomocˇjo
katere bom pridobival zvocˇne prstne odtise skladb ter jih skupaj z metapo-
datki shranjeval v lokalno podatkovno bazo.
Ta izbira je bila kljucˇnega pomena, saj je bil od nje odvisen ves nadaljnji ra-
zvoj aplikacije. Od te odlocˇitve je bila odvisna tudi izbira tehnologije. Sam
sem se najbolj nagibal k izbiri neke knjizˇnice, ki bi bila napisana v Pythonu,
saj imam z njim najvecˇ izkusˇenj in se pri delu z njim dobro znajdem. Spodaj
so nasˇtete in opisane resˇitve, ki so mi bile na razpolago in med katerimi sem
izbiral.
2.1 Echoprint
Echoprint[17] je odprtokodna resˇitev za pridobivanje prstnih odtisov ter pre-
poznavanje glasbe, ki so jo razvili v podjetju The Echo Nest, ki pa se je pred
kratkim oziroma v cˇasu izdelave mojega diplomskega dela pridruzˇilo podjetju
Spotify.
Echoprint zvocˇne prstne odtise pridobiva tako, da signal najprej pretvori v
11kHz mono signal, nato se na njem izracˇuna filter, s katerim se poudari vi-
3
4 Bine Repsˇe
soke ter zadusˇi nizke frekvence, nato pa se izvede dekompozicija signala na 8
frekvencˇnih podpasov, kjer se poiˇscˇejo vsi lokalni maksimumi amplitude. Ti
se nato podajo zgosˇcˇevalni funkciji skupaj s cˇasom pojavitve. Vsaka izmed
zgosˇcˇenih vrednosti zasede 20 bitov, te pa se indeksirajo v podatkovno bazo
skupaj z metapodatki o skladbi. Pri iskanju se nato presˇteje sˇtevilo ujemanj
zgosˇcˇenih vrednosti originalnega posnetka in posnetka, ki ga analiziramo.
Knjizˇnica ni delovala, saj je ne razvijajo vecˇ. Resˇitev potrebuje najmanj 20
sekund avdio signala za prepoznavanje pesmi[17], kar je za namene moje apli-
kacije veliko prevecˇ. Prav tako bi bila vzpostavitev lokalne baze, po kateri bi
ujemajocˇe zvocˇne prstne odtise lahko iskal, prevecˇ zapletena, saj je echoprint
v prvi vrsti namenjen uporabi v obliki spletne storitve. Iz teh razlogov ta
resˇitev za potrebe diplomske naloge ni bila ustrezna.
2.2 OpenFP
OpenFP[10] je knjizˇnica, napisana v jeziku C, ki nam omogocˇa izdelavo da-
totek, ki vsebujejo zvocˇne prstne odtise, ki jih je nato potrebno shraniti v
nek direktorij. Za iskanje je potrebno pognati OpenFP server ter s funkcijo
openfpmatch() poiskati ujemanje z zvocˇnim prstnim odtisom, ki smo ga pri-
dobili.
Na sliki 2.1 je prikazan postopek pridobivanja zvocˇnih prstnih odtisov z
OpenFP in iz nje je razvidno, da se iz vhodnega zvocˇnega signala s pomocˇjo
hitre Fourierove transformacije pridobi spektrogram, na katerem se nato
opravi dekompozicija signala na frekvencˇne podpasove, na njih pa se nato
s pomocˇjo filtrov poudarijo ustrezni deli zvoka, ti pa se nato v obliki 32 bi-
tnih vrednosti shranijo v datoteke, ki predstavljajo zbirke zvocˇnih prstnih
odtisov za posamezne skladbe. Omeniti je potrebno tudi to, da se tri od
sˇtirih vrednosti zavrzˇejo z namenom prihranka prostora.
OpenFP bi bil za potrebe diplomske naloge ustrezen, saj je za uporabo zelo
preprost in omogocˇa lokalno shranjevanje zvocˇnih prstnih odtisov.
Diplomska naloga 5
Slika 2.1: Shema pridobivanja zvocˇnih prstnih odtisov z OpenFP[10]
2.3 dejavu
Dejavu[18] je Pythonova knjizˇnica, ki nam prav tako omogocˇa pridobivanje
zvocˇnih prstnih odtisov, shranjevanje odtisov v lokalno podatkovno bazo ter
prepoznavanje glasbe.
Zvocˇne prstne odtise pridobiva tako, da s pomocˇjo hitre Fourierove trans-
formacije pridobi spektrogram, ki ga nato obravnava kot sliko in s pomocˇjo
filtrov na njej izlusˇcˇi lokalne maksimume amplitude, katere nato kot par (fre-
kvenca, cˇas) poda zgosˇcˇevalni funkciji, od zgosˇcˇene vrednosti pa nato ohrani
le zadnjih 80 bitov, da s tem skrajˇsa dolzˇino zgosˇcˇene vrednosti s 160 bitov
na 80 bitov. S tem se seveda zgubi nekaj informacije, a ne toliko, da iskanje
s pomocˇjo teh zgosˇcˇenih vrednosti ne bi bilo uspesˇno.
Je v prvi vrsti namenjena za uporabo z lokalno podatkovno bazo in nima
omejitve za dolzˇino trajanja posnetka, ki ga prepoznavamo. Je preprosta
za vkljucˇitev v projekte, napisane v Pythonu in zaradi tega je bila od vseh
najbolj primerna, saj z vzpostavljanjem njenega delovanja nisem imel no-
benih tezˇav. Po testiranjih ostalih resˇitev sem se odlocˇil za dejavu, zaradi
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preprostosti uporabe in odlicˇne dokumentacije ter dobrega opisa delovanja.
2.4 ACRCloud
ACRCloud[12] je placˇljiva spletna storitev, ki uporabnikom poleg pridobiva-
nja zvocˇnih prstnih odtisov ter prepoznavanja glasbe nudi sˇe prepoznavanje
TV-kanalov ter razlicˇne vrste nadzorovanja bodisi televizijskih bodisi radij-
skih prenosov. Ker je placˇljiva, se zanjo nisem odlocˇil, sem jo pa uporabil kot
rezervo, v primeru, ko dejavu skladb ne prepozna. Uporabnik mora zanjo
placˇati narocˇnino.
Podatkov o postopku pridobivanja zvocˇnih prstnih odtisov nisem zasledil.
Namestitev je bila preprosta, storitev sem testiral v zastonjskem testnem
obdobju in deluje zelo dobro. Skladbe prepoznava s priblizˇno dvakrat viˇsjo
hitrostjo kot to pocˇne dejavu. Njen namen v moji aplikaciji je prepozna-
vanje tujih pesmi, ki se nahajajo v videoposnetkih, saj je za lokalno bazo
predvideno predvsem prepoznavanje in shranjevanje zvocˇnih prstnih odtisov
slovenskih pesmi.
2.5 AcoustID
AcoustID[4] je brezplacˇna spletna storitev za prepoznavanje glasbe, v koli-
kor je aplikacija, v kateri jo uporabljamo, nekomercialna. Pred uporabo je
treba aplikacijo oziroma projekt, v katerega jo imamo namen vkljucˇiti, samo
registrirati.
Podatkov o postopku pridobivanja zvocˇnih prstnih odtisov nisem zasledil.
Podprta je uporaba v jeziku C, mozˇna pa je tudi uporaba preko Pythona.
Skladbe se iˇscˇe po bazi, sestavljeni iz zvocˇnih prstnih odtisov, ki so jih pri-
spevali uporabniki. V bazo lahko tudi mi shranjujemo zvocˇne prstne odtise
skupaj z metapodatki o skladbah, ki se shranijo v spletno enciklopedijo glasbe
MusicBrainz. Problem pri tej resˇitvi je v tem, da je sposobna prepoznavati






Spodaj so na kratko opisane vse tehnologije in knjizˇnice, ki sem jih pri ra-
zvoju aplikacije uporabljal. Python je bil glavni programski jezik, v katerem
sem pisal aplikacijo. Knjizˇnici dejavu in ACRCloud sem uporabil za prepo-
znavanje glasbe, pydub sem uporabil za manipulacijo z avdio posnetki, pyA-
udioAnalysis pa za izlusˇcˇevanje odsekov, kjer se v posnetku nahaja glasba.
Za oblikovanje uporabniˇskega vmesnika sem uporabil Pythonovo knjizˇnico
tkinter. Pretvorbo med razlicˇnimi formati avdia ter pridobivanje avdia iz
videa sem izvajal s pomocˇjo pretvornika ffmpeg, podatkovno bazo skladb in
njihovih zvocˇnih prstnih odtisov pa s pomocˇjo MySQL. Kot razvojno okolje
sem uporabljal odprtokodni urejevalnik kode Atom, za poganjanje kode pa
ukazno vrstico Terminal. Vse skupaj je teklo na operacijskem sistemu OS X
Yosemite.
3.1 Python
Python je razsˇirjen visokonivojski splosˇno namenski dinamicˇen program-
ski jezik. Poudarjena je berljivost kode, njegova sintaksa pa programerjem
omogocˇa, da za pisanje kode porabijo manj vrstic, kot je to potrebno pri




Dejavu je Pythonova knjizˇnica, ki jo je leta 2013 napisal Will Drevo in nam
omogocˇa izracˇunavanje zvocˇnih prstnih odtisov za poljubne zvocˇne posnetke
ter shranjevanje le teh v podatkovno bazo MySQL. Knjizˇnjica nam omogocˇa
tudi prepoznavanje glasbe iz zvocˇnih datotek s pomocˇjo primerjanja zvocˇnih
prstnih odtisov neznane datoteke s tistimi, ki so shranjeni v podatkovni bazi.
3.3 ACRCloud
ACRCloud je placˇljiva spletna storitev, ki nam omogocˇa prepoznavanje glasbe,
nadzorovanje radijskih oziroma televizijskih prenosov, zaznavanje TV-kanalov
ter zaznavanje predvajanih TV-vsebin.
3.4 pydub
Pydub je Pythonova knjizˇnica, ki jo je leta 2011 razvil James Robert, nam
olajˇsa delo z zvocˇnimi datotekami, saj nam omogocˇa, da ffmpeg uporabljamo
na bolj intuitiven nacˇin in da njegove funkcije uporabljamo v Pythonovi
kodi in ne v obliki bash ukazov. Z njeno pomocˇjo lahko zvocˇne datoteke
nalozˇimo v pomnilnik in z njimi manipuliramo na razlicˇne nacˇine, lahko
jih na primer razrezˇemo na vecˇ kosov, jih obrnemo, stiˇsamo ter izvozimo s
poljubnimi lastnostmi in v poljubnem formatu, ki ga podpira ffmpeg.
3.5 pyAudioAnalysis
PyAudioAnalysis je Pythonova knjizˇnica, ki jo je leta 2014 razvil Theodoros
Giannakopoulos in omogocˇa razlicˇne nacˇine analize avdio datotek, kot so:




Tkinter je najpogosteje uporabljana Pythonova knjizˇnica za implementacijo
graficˇnih uporabniˇskih vmesnikov. Omogocˇa intuitivno in hitro implementa-
cijo preprostih graficˇnih vmesnikov.
3.7 ffmpeg
Ffmpeg je pretvornik avdia in videa, ki nam omogocˇa, da pretvarjamo med
poljubnimi formati datotek. Z njegovo pomocˇjo lahko iz videa dobimo zvok v
kakrsˇnem koli formatu, ki ga ffmpeg podpira. Z njim lahko tudi spreminjamo
mnoge parametre avdio in video datotek, kot so sˇtevilo okvirjev na sekundo,
frekvenco vzorcˇenja in podobno.
3.8 MySQL
MySQL je eden izmed najbolj popularnih odprtokodnih sistemov za kreira-
nje in upravljanje z relacijskimi podatkovnimi bazami. Je popularna izbira
pri razvoju spletnih aplikacij. Uporabljajo ga tudi vecˇja podjetja, kot so:
Facebook, Google, Twitter, Youtube in mnogi drugi.
3.9 Atom
Atom je moderen in dostopen odprtokodni urejevalnik kode. Omogocˇa pre-
prosto instalacijo vticˇnikov znotraj same aplikacije in s tem razsˇiri njegovo







V tem poglavju bom podrobneje opisal vse korake, ki jih dejavu opravi na
poti do zvocˇnih prstnih odtisov, primernih za uporabo, in opisal shranjevanje
ter iskanje ujemajocˇih zvocˇnih prstnih odtisov.
4.1 Spektrogrami
Dejavu v prvem koraku pridobivanja zvocˇnih prstnih odtisov za vsak zvocˇni
posnetek pridobi spektrogram. Primer spektrograma se nahaja na sliki 4.1.
Spektrogram predstavlja dvodimenzionalno polje z amplitudo kot funkcijo
cˇasa in frekvence. S pomocˇjo hitre Fourierjeve transformacije (FFT) se si-
gnal pretvori iz cˇasovnega v frekvencˇni prostor. Pridobi se amplitudo signala
na vsaki izmed frekvenc skozi celoten cˇas trajanja posnetka. Cˇas in frekvenca
sta izrazˇena diskretno, medtem ko ima amplituda realno vrednost. Na spek-
trogramu na sliki 4.1 je ta vrednost izrazˇena z barvo, in sicer zelena pomeni
najnizˇjo, rdecˇa pa najviˇsjo amplitudo.








4.5 Iskanje ujemanj zvocˇnih prstnih odtisov
Ko so enkrat zvocˇni prstni odtisi skladb shranjeni v podatkovni bazi skupaj
s podatki o skladbah, lahko pricˇnemo z ujemanjem zvocˇnih prstnih odtisov
nekega avdio posnetka s tistimi, shranjenimi v podatkovni bazi.
Ko se za skladbe pred shranjevanjem v bazo pridobijo vsi zvocˇni prstni odtisi,
imajo vrednost offset absolutno, odtisi, pridobljeni s posnetka, ki ga prepo-
znavamo, pa imajo odmik odvisen od zacˇetka posnetka. Zato se ti odmiki
med sabo ne bodo nikoli ujemali, razen v primeru, ko bi se posnetek, katerega
prepoznavamo, zacˇel na istem mestu, kot se zacˇne skladba, ki se nahaja v
njem. Vemo pa, da so vsi zvocˇni prstni odtisi posnetka med sabo enako od-
daljeni, kot so to v originalnem posnetku, pod predpostavko, da se skladba
predvaja z enako hitrostjo kot studijska verzija, katere zvocˇne prstne od-
tise imamo shranjene v podatkovni bazi. Zato za vsakega izmed ujemajocˇih
zvocˇnih prstnih odtisov izracˇunamo razliko med odmikom tega odtisa v ori-
ginalni skladbi ter relativnim odmikom posnetka, katerega skladbe zˇelimo
prepoznati. Vsa prava ujemanja bodo v tem primeru imela enako razliko.
Po tem je potrebno sˇe vsa ta ujemanja presˇteti in skladbo napovedati tako,




Diplomska naloga od nas zahteva, da razvijemo aplikacijo, ki prepozna glasbo,
ki se nahaja v videoposnetku ter poleg tega prikazˇe sˇe podatke o tem, kje
se posamezna skladba zacˇne in kje koncˇa. Poleg tega je potrebno izbrati
neko zunanjo spletno storitev, ki uporabniku sluzˇi kot rezervna resˇitev za
prepoznavanje glasbe. V primeru, ko tudi ta resˇitev odpove, je potrebno
uporabniku omogocˇiti, da vnese podatke o neprepoznanih pesmih zato, da
se ti lahko shranijo v podatkovno bazo za prihodnjo uporabo.
Za dosego tega cilja je potrebno najprej pridobiti zvok iz videoposnetka, ki ga
dobimo na vhod programa. Ko enkrat imamo ta zvok, je potrebno oziroma
zazˇeljeno na njem opraviti segmentacijo govora in glasbe, saj s tem izvemo,
kje v posnetku se nahaja glasba in lahko nato iskanje glasbe pozˇenemo zgolj
na odsekih, kjer je glasbo mocˇ najti. S tem prihranimo na cˇasu, ne da bi
vplivali na natancˇnost iskanja. Na nek nacˇin je potrebno manipulirati z zvo-
kom, in sicer ga razrezati na kratke odseke in nato na vsakem od teh odsekov
pognati prepoznavanje glasbe. S tem dobimo priblizˇno natancˇne ocene cˇasov,
kjer se posamezne pesmi pojavijo in kje zakljucˇijo. Za prepoznavanje glasbe
je treba uporabiti dve resˇitvi za preventivo, v primeru, ko ena izmed njih
glasbe ne prepozna. Cˇe nobena od resˇitev glasbe ne prepozna, se uporab-
niku omogocˇi vnos podatkov o pesmih, ki se nato shranijo v podatkovno




S pomocˇjo tega ukaza lahko aplikacija pridobi wav format avdia iz kakrsˇnega
koli formata video posnetka. Za izhodni format sem izbral format wav zgolj
zaradi naslednjega koraka implementacije, in sicer segmentacije govor/glasba,
saj knjizˇnjica pyAudioAnalysis kot vhodni format avdia zahteva format wav.
5.2 Segmentacija glasbe in ostalih delov av-
dia
Z namenom, da glasbe ne bi iskali tam, kjer je ni mocˇ najti in da bi skrajˇsali
cˇas izvajanja programa, je potrebno iz originalnega avdio posnetka izrezati
dele, kjer se nahaja glasba. To sem naredil s pomocˇjo knjizˇnice pyAudioA-
nalysis. Avdio se razdeli na segmente, dolge po eno sekundo, nato pa se na
vsakega izmed njih aplicira prednaucˇeni nadzorovani klasifikator, da se klasi-
ficira pripadnost segmenta enemu izmed dveh vnaprej dolocˇenih razredov; v
tem primeru sta to govor ter glasba. To se dosezˇe z uporabo funkcije mtFi-
leClassification(), ki vrne seznam nicˇel in enic, s pomocˇjo katerih lahko nato
avdio posnetek razdelimo na dva dela: tistega, ki vsebuje glasbo in tistega,
ki je ne.
5.3 Izlocˇanje glasbe iz avdia
S pomocˇjo knjizˇnice pydub glede na podatke, pridobljene iz prejˇsnjega koraka
implementacije, iz originalnega avdia izrezˇem odseke, kjer se v avdiu nahaja
glasba. Te odseke izvozim v mp3 formatu in si zraven shranim sˇe podatke o
tem, kje se posamezen odsek zacˇne in kako dolgo traja.
5.4 Prepoznavanje glasbe
Ko iz originalnega avdia izrezˇem vse odseke, kjer se nahaja glasba, je po-
trebno na vsakem izmed teh pognati prepoznavanje glasbe. Najprej si po-
samezen odsek shranim v pomnilnik s pomocˇjo knjizˇnice pydub. Nato ta
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odsek razdelim na fragmente dolzˇine 5 sekund in nato na vsakem izmed teh
klicˇem funkcijo recognize(). Ta funkcija za vsakega izmed klicev vrne na-
slov pesmi, ki jo je prepoznala, ter vrednost confidence, ki mi sporocˇa, kako
dobro je ujemanje. Sam sem na podlagi izkusˇenj ob testiranju odkril, da v
vecˇini primerov, ko je vrednost confidence nizˇja od 12, naslov pesmi, ki ga
funkcija recognize() vrne, ni pravi oziroma bi lahko rekli, da je nakljucˇen.
Zato takrat v polje rezultatov shranim niz “unknown”. Ko pa je vrednost
confidence vecˇja ali enaka 12, predpostavim, da je vrnjen rezultat pravi, zato
takrat v polje rezultatov tudi shranim vrednost, ki jo dobim s klicem funk-
cije recognize(). Vrednost confidence predstavlja sˇtevilo ujemanj v odseku,
na katerem klicˇemo funkcijo recognize(). Po koncu izvajanja te funkcije se
vrne polje rezultatov, kjer je za vsak pregledani odsek dolzˇine 5 sekund za-
belezˇen ali naslov pesmi ali pa niz “unknown” v primeru, ko je confidence bil
nizˇji od 12.
Rezultate nato obdelam tako, da si zabelezˇim, od kdaj do kdaj traja posa-
mezen odsek, nato pa jih shranim v dve novi polji, in sicer polje prepoznanih
in polje neprepoznanih skladb. S tem dobim primerno obliko podatkov za
prikaz rezultatov.
5.5 Integracija zunanje spletne storitve
Za primere, ko je nasˇa podatkovna baza zvocˇnih prstnih odtisov pesmi pre-
majhna, da bi nam lahko bila v veliko korist, je dobro imeti nek plan B. Za ta
primer je bilo potrebno implementirati mozˇnost uporabe neke zunanje sple-
tne storitve z namenom odkritja cˇimvecˇih skladb. Tu sem se po priporocˇilu
mentorja odlocˇil za storitev ACRCloud. ACRCloud je placˇljiva storitev, ki
svoje storitve prepoznavanja opravlja za veliko sˇtevilo podjetij. Za vkljucˇitev
njihove storitve in za testiranje sem se narocˇil na brezplacˇno preizkusno upo-
rabo storitve. Ob tem sem na njihovi strani registriral svoj projekt in pridobil
privatni kljucˇ in ostale podatke, ki so potrebni za omogocˇanje dostopa do nji-
hove storitve. Te podatke sem nato v kodi shranil v objekt config, ki ga je
Diplomska naloga 25
nato za uporabo metod razreda ACRCloudRecognizer potrebno podati ob
inicializaciji. Nato sem definiral funkcijo, ki klicˇe funkcijo razreda ACRClou-
dRecognizer recognizebyfile() ter podatke, ki jih s pomocˇjo tega klica pridobi,
obdelal s pomocˇjo knjizˇnice simplejson, ki mi je omogocˇala, da iz mnozˇice
podatkov o prepoznani pesmi v obliki stringa pretvorim v Pythonov slovar
ter tako pridobim podatek o naslovu pesmi.
5.6 Uporabniˇski vnos podatkov o neprepo-
znanih pesmih
V primeru, ko program ne prepozna vseh pesmi, se uporabniku na upo-
rabniˇskem vmesniku izpiˇsejo cˇasi pojavitev teh neprepoznanih odsekov, po-
leg njih pa sem z namenom vnosa podatkov o teh odsekih dodal dve vnosni
polji. Ti vnosni polji omogocˇata, da uporabnik vanju vpiˇse podatke o izva-
jalcu ter naslovu pesmi, v kolikor so ti podatki njemu znani. Ko uporabnik
vnese podatke, ima mozˇnost, da te shrani v lokalno podatkovno bazo zvocˇnih
prstnih odtisov. S klikom na gumb “Fingerprint”, ki se nahaja ob vnosnih
poljih, v katere je uporabnik vnesel podatke, se shranijo pripadajocˇi podatki
o izvajalcu in naslovu, hkrati pa se shranijo podatki o zacˇetku in koncu tega
odseka. S temi podatki in s pomocˇjo knjizˇnice pydub nato iz originalnega
avdio posnetka izrezˇem odsek, za katerega je uporabnik vnesel podatke ter
ga izvozim v obliki mp3 datoteke z metapodatki iz pripadajocˇih vnosnih polj.
Na tej mp3 datoteki se nato klicˇe funkcija fingerprint() knjizˇnice dejavu, s
katero se za to datoteko izracˇunajo zvocˇni prstni odtisi, ki se nato skupaj z
metapodatki shranijo v lokalno podatkovno bazo, kjer hranimo zvocˇne prstne
odtise skladb, ki jih lahko prepoznamo.
5.7 Uporabniˇski vmesnik
Ko se aplikacija pozˇene, se najprej prikazˇeta dva gumba. Prvi za izbiro vide-





Natancˇnost prepoznavanja skladb z uporabo obeh resˇitev, torej dejavu in
ACRCloud, je v primeru, ko videoposnetek vsebuje studijske posnetke skladb,
brez kakrsˇne koli spremembe v kvaliteti ali spremembe trajanja stoodstotna,
saj obe resˇitvi vedno vrneta pravilne rezultate, v kolikor njuni podatkovni
bazi vsebujeta zvocˇne prstne odtise teh skladb.
Ker je bilo ob zacˇetku dela predvideno, da se bo aplikacija uporabljala zgolj za
prepoznavanje skladb, ki ustrezajo zgornjemu opisu, testiranja na posnetkih




Aplikacija, ki sem jo razvil, zadosˇcˇa vsem zahtevam, ki so bile specificirane
na zacˇetku, ko sem nalogo prevzel. Je pa, kot vedno, ostalo sˇe nekaj prostora
za izboljˇsave.
6.1.1 Hitrost izvajanja
Sedaj v posnetkih preverjam cˇisto vsak del posnetka in to, sploh s knjizˇnico
dejavu, traja precej dolgo; na primer: od zacˇetka pa do konca izvajanja pro-
grama na enajst minut dolgem videoposnetku traja dve minuti. Verjetno bi
se trajanje kar obcˇutno skrajˇsalo, cˇe bi namesto knjizˇnice dejavu uporabil
storitev OpenFP ali pa Echoprint, cˇe bi mi ga uspelo vzpostaviti. Druga
mozˇnost za pohitritev algoritma pa je ta, da za potrebe dolocˇanja skladbe,
ki se predvaja, in njenega trajanja ne bi preverjal cˇisto vsakega dela avdio
posnetka. To sem poskusil zˇe med razvojem, in sicer tako, da sem namesto
tega, da posnetek razrezˇem na pet sekundne odseke in preverim cˇisto vsa-
kega, iz posnetka vzel po pet sekund dolg odsek vsakih deset ali 15 sekund. S
tem se je izvajanje algoritma skrajˇsalo za priblizˇno dve tretjini cˇasa. Problem
mojega nacˇina pohitritve pa je v tem, da na tak nacˇin ne bi bilo mogocˇe do-
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volj natancˇno zaznati zacˇetka in konca skladbe, ki jo prepoznavamo. Mogocˇe
bi bila dobra ideja meje med posameznimi skladbami iskati z bisekcijo, saj
na ta nacˇin prav tako ne bi bilo treba preverjati vsake sekunde posnetka.
Bisekcija bi delovala tako, da bi najprej preverila prvih pet sekund posnetka
in nato zadnjih pet sekund. Cˇe bi se rezultata prepoznavanja obeh odsekov
med seboj ujemala oziroma bi se v obeh odsekih predvajala ista skladba, bi
lahko z gotovostjo trdili, da je v celem odseku samo ena skladba in to tista,
ki smo jo zaznali na zacˇetku in na koncu. V primeru, ko na koncu rezultat ne
bi bil enak, bi enak algoritem pognali na zacˇetku in na odseku, ki se nahaja
na polovici posnetka.
6.1.2 Klasifikacija originalnega avdio posnetka
Druga mozˇna izboljˇsava bi bila izboljˇsava algoritma za segmentacijo. Sedaj
segmentacija dobro deluje na videoposnetkih, ki imajo raznoliko vsebino, kot
so na primer posnetki TV-oddaj, saj vsebujejo nekaj govora in nekaj glasbe.
Problem nastane, ko bi aplikaciji na primer kot vhod podali videospot za
neko skladbo, kjer ni nicˇ govora, ampak samo glasba, saj ta segmentacija, ki
sem jo uporabil s pomocˇjo pyAudioAnalyisis kljub temu, da v posnetku ni
govora, na nekaterih delih govor napacˇno zazna. Rezultat tega je, da apli-
kacija vrne podatke, ki kazˇejo, da je, na primer na sˇtirih razlicˇnih mestih
v posnetku zaznala isto pesem, medtem ko je pravzaprav v videoposnetku
zgolj ena. Izboljˇsani algoritem bi moral na nek drugacˇen nacˇin opravljati
klasifikacijo govora in glasbe.
6.1.3 Uporabniˇski vmesnik
Tretja mozˇna izboljˇsava pa bi bila na podrocˇju prijaznosti do uporabnika
in estetike. Pri izdelavi aplikacije se na to nisem toliko osredotocˇal, saj
mi je bil glavni cilj, da aplikacija prikazˇe podatke, ki jih uporabnik od nje
Diplomska naloga 31
pricˇakuje. Za neprepoznane skladb znotraj aplikacije bi na primer lahko
omogocˇil predvajanje teh odsekov, tako da uporabniku ne bi bilo potrebno
odpirati originalnega posnetka, se premakniti na cˇas zacˇetka neprepoznane
skladbe in sˇele takrat pricˇeti s poslusˇanjem.
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