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CGI
HTTP: CGI
• Nate per aggiungere un modello di interazione tra client e 
server
• la computazione sul server può essere specializzata
• Il codice risiede interamente sulla macchina server 
• L’invocazione può essere eseguita a seguito di una 
invocazione da parte di un cliente web
• Questa possibilità viene per la prima volta consentito dal 
protocollo CGI
• Common Gateway Interface
CGI: il protocollo
• I clients richiedono l’esecuzione di un programma
• I server invocano il programma chiamato nell’URL 
• e utilizzano il protocollo CGI per interpretare il metodo (GET, 
POST) con cui passare i  parametri al programma invocato (via 
stdin)
• Il programma viene eseguito
• Una volta eseguito, ritorna la risposta in formato HTML (via 
stdout) al server Web
• o meglio il programmatore ritorna in HTML via stout, e c’è ridirezione (più o 
meno) automatica
• Il server Web rigira la risposta al client
CGI: lo stato
• Tramite CGI viene stato introdotto il concetto di stato legato 
all’HTTP
• Lo stato viene mantenuto attraverso l’invio di variabili che 
vengono mantenute in memoria dal client (cookies) 
CGI: how to
• per aggiungere passaggio di parametri tra una 
connessione e l’altra anche HTML è stato modificato
• aggiunta di
• Form
• <form action=”...” method=”...”>
• Form Elements
• <input type=”...”>
• http://www.w3c.org
CGI: How To
• Possono essere scritte in qualsiasi linguaggio che possa venire 
interpretato dalla macchina server
• Quelli più usati sono
• C/C++ 
• Fortran 
• PERL 
• Python
• TCL 
• any Unix shell language
• Visual Basic 
• AppleScript 
• Java
CGI: passaggio dei dati
• GET
• viene riscritto a run time l’URL della risorsa a cui si vuole accedere 
aggiungendo i campi che si vogliono passare all’URL stesso
• Es: 
<chiamata a: http://www.unSito.com/
unoScriptCgi.exe> 
con parametri: param1=10 , param2= ciao
• La request line diventa
• GET www.unSito.com/unoScriptCgi.exe?param1=10&param2=ciao HTTP/1.0
CGI: il passaggio dei dati
• POST
• Tutti i parametri vengono passati dentro al campo Entity Body e viene 
modificato il method del Request Line
• Es:  
<chiamata a: http://www.unSito.com/
unoScriptCgi.exe> 
con parametri: param1=10 , param2= ciao
• POST www.unSito.com/unoScriptCgi.exe HTTP/1.0
…
param1=10
param2=ciao
CGI: pro e contro dei 
metodi
• GET 
• Pro
• i parametri rimangono visibili all’utente 
• l’output della pagina dinamica può essere bookmarcato
• Contro
• si deve essere sicuri che lo script CGI reso disponibile non possa eseguire azioni 
dannose a fronte di parametri sbagliati
• hacking
• nella stesura dello script occorre fare parsing sull’URL per avere i parametri
CGI: pro e contro dei 
metodi
• POST
• Pro
• non occorre dividere URL dai parametri 
• è già nel metodo
• Contro
• nel caso di pacchetti incompleti non si può eseguire nulla
• le pagine non possono essere “bookmarked”
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main(int argc, char *argv[]) {
    entry entries[MAX_ENTRIES]];
    register int x,m=0;
    int cl;
    printf("Content-type: text/html%c%c",10,10);
// CHECK SUL CONTENT TYPE 
if(strcmp(getenv("CONTENT_TYPE"),"application/x-www-form-urlencoded")) {
        printf("This script can only be used to decode form results. \n");
        exit(1);
    }
    cl = atoi(getenv("CONTENT_LENGTH"));
// ACQUISIZIONE DATI DA STDIN
    for(x=0;cl && (!feof(stdin));x++) {
        m=x;
        entries[x].val = fmakeword(stdin,'&',&cl);
entries[x].name = makeword(entries[x].val,'=');
    }
// PREPARAZIONE DATI DI OUTPUT
    printf("<H1>Query Results</H1>");
    printf("You submitted the following name/value pairs:<p>%c",10);
    printf("<ul>%c",10);
    for(x=0; x <= m; x++)
        printf("<li> <code>%s = %s</code>%c",entries[x].name,
               entries[x].val,10);
    printf("</ul>%c",10);
}
Example: C code
CGI: problemi
• Il protocollo CGI prevede l’istanziamento di un nuovo 
processo ogni qual volta si invochi una CGI
• a ogni request parte un processo
• non scalabile
• Le soluzioni sono platform-specific
• spesso anche server-specific
CGI: evoluzione
• col tempo l’evoluzione delle CGI ha portato ad una 
serie di
• linguaggi di elaborazione server-side
• PHP
• JSP
• ASP
• ognuno dei quali ha propri meccanismi per abilitare e gestire 
l’interazione e la comunicazione
• beans
• sessioni
• oggetti server
PHP
Cos’è PHP
• PHP letteralmente è un acronimo ricorsivo per PHP 
HyperText Preprocessor
• PHP è un linguaggio di scripting general-purpose 
espressamente costruito per lo sviluppo di applicazioni 
server-side.
• È un linguaggio che permette di scrivere codice 
incastonato dentro HTML che interagisce con uno script 
CGI esterno in maniera dinamica (PHP_interpreter) 
Inizialmente, 
call to CGI program 
Web
Server
PHP
Interpreter
PHP:Origini e tipologie del linguaggio
• Nasce nel 1994
• come progetto "personale“ di Rasmus Lerdorf 
• la prima versione pubblicamente utilizzabile risale al 1995 con il nome di 
"Personal Home Page". 
• Il resto, è storia
• il linguaggio si sviluppa come progetto open-source
•  nel 1996, già circa 15.000 siti web lo utilizzano
• alla release 3 (metà del 1999) il numero di server che utilizzano PHP si è 
decuplicato
• nel 2002 release 4 si stimava intorno ai 25 milioni
• nel 2004 release 5... non si riescono a contare 
CGI vs. PHP: fondamentali 
differenze 
• PHP è un linguaggio embedded nel codice HTML delle 
pagine, 
• ...le cgi no
• uno script PHP, di fatto, non ha bisogno di installazione 
come invece avviene per uno script CGI: 
• ogni script deve essere caricato sul server in determinate 
directory con determinati permessi, e via dicendo.
• con PHP non si ha più bisogno di particolari 
configurazioni del web server
• non si abilitano directory cgi-bin 
• non si abilitano l'esecuzione di determinati file con determinate 
estensioni
• Ogni script – o meglio, ogni pagina contenente il codice 
dello script – può essere eseguito in qualsivoglia directory 
esso si trovi.
Configurare l’ambiente di lavoro
• Per poter utilizzare un linguaggio occorre predisporre un 
ambiente di lavoro
• nel caso di PHP occorre abilitare il web server a ridirigere la 
request all’interprete e catturarne il risultato
• occorre insegnare al web server quale sia il tipo di file giusto
• un unica estensione
• Anche se può sembrare complicato, in realtà per 
configurare (per esempio) Apache basta
• caricare il modulo relativo al PHP nel file di configurazione (httpd.conf) 
• definire un'appropriata estensione per le pagine PHP
• il tutto in due righe di configurazione
Struttura del Linguaggio
1. Sintassi Fondamentale 
2. Tipi
3. Variabili
4. Costanti 
5. Espressioni 
6. Operatori 
7. Strutture di controllo 
8. Funzioni 
9. Classi e Oggetti
1) Sintassi fondamentale
1.1  Come fare eseguire codice al’interprete PHP
1.2  Separazione delle istruzioni
1.3  Commenti
1.1 Come fare eseguire codice a PHP
<?php ?> 
<? ?>
<? echo ("questa è l’istruzione più semplice, ovvero una istruzione SGML\n"); ?> 
<?= espressione ?> Questa è un'abbreviazione per "<? echo espressione ?>“ 
<?php echo("se si vogliono produrre documenti XHTML o XML, si utilizzi questo modo\n"); ?> 
<script language="php"> 
	 echo ("alcuni editor (tipo FrontPage) non amano le istruzioni di elaborazione"); 
</script>
<% echo ("Opzionalmente puoi utilizzare tag nello stile ASP"); %> 
<%= $variable; # Questo è una abbreviazione per "<%echo .." %> 
Come co-esistono PHP e 
HTML ?
//          In blu il codice PHP,             in rosso il codice HTML
<?php 
if (boolean-expression) { 
?> <strong>This is true.</strong> 
<?php 
} else 
{ 
?> <strong>This is false.</strong> 
<?php } ?>
 questo funziona perché PHP interpreta tutto ciò che trova tra ?> e <? 
come un instruzione di echo ();
1.2) Separazione delle 
istruzioni
• Le istruzioni sono separate da “;”  
• … ovviamente il “;” può essere usato anche da terminatore…
• Il tag di chiusura (?>) implica anche la fine di un'istruzione, perciò le 
seguenti sono equivalenti:
<?php echo "Questo è un test"; ?> 
<?php echo "Questo è un test" ?> 
1.3)   Commenti
• Il PHP (nativo) supporta tre tipi di commenti:
/* */        -> come nel linguaggio C;
//               -> come nel linguaggio C++;
#               -> come nello scripting di shell e nel Perl.
• Queste “similitudini” derivano dal fatto che originariamente il PHP (quando 
era Personal Home Page) era una procedura che permetteva di richiamare 
codice C da una pagina  web con tag speciali 
2)  Tipi
• PHP supporta otto diversi tipi primitivi:
1. Boolean
2. Integer
3. Floating-point-number (float)
4. String
5. Array
6. Object
7. Resource
8. NULL
In PHP non è necessario attribuire un tipo ad ogni variabile, è 
il PHP stesso che tempo d’esecuzione decide il tipo di 
ogni variabile in funzione del contesto
scalari
composti
speciali
Boolean
• Il tipo boolean esprime la verità/falsità, può assumere due 
soli valori: TRUE | FALSE
• Sono considerati falsi i valori:
– FALSE
– L’integer 0
– Il float 0.0
– La stringa “” e la stringa “0”
– Un array con 0 elementi
– Un oggetto con 0 elementi
– Il tipo speciale NULL 
• Tutti gli altri sono considerati veri (compreso -1!)
Integer
• Un integer è un numero appartenente all’insieme di numeri interi 
Z={…, -2, -1, 0, 1, 2, …}
• Un integer può essere specificato in base decimale, ottale o 
esadecimale
$a = 1234; # integer in base decimale
$a = -123; # integer negativo in base decimale 
$a = 0123; # integer in base ottale (equivalente all’83 decimale) 
$a = 0x1A; # integer esadecimale (equivalente a 26 decimale) 
• PHP non supporta unsigned integer
• La dimensione di un integer è platform-dependent (usually 32 bit)
• Se si specifica un integer fuori dai limiti di rappresentazione, questo 
viene convertito automaticamente in un float
Floating Point Number (float)
• Un float può essere definito con tre diverse sintassi:
– $a = 1.234; 
– $a = 1.2e3;  // (equivalente a 1,2 * 10^3  = 1200)
– $a = 7E-10; // (equivalente a 1,2 * 10^-3 =0.0012)
• La dimensione di un float è platform-dependent (solitamente 64 bit con 14 digit di 
precisione [IEEE standard float])
String
• Una stringa in PHP è una serie di caratteri 
• un carattere ha le dimensioni di un byte  
• ci sono 256 configurazioni possibili di caratteri. 
• Non c’è supporto nativo per Unicode
• PHP 6? Speriamo…
• Esistono tre differenti modi di specificare una stringa:
– Single quoted
– Double quoted
– Heredoc sintax
String (single quoted)
• echo ‘questa è una stringa single quoted'; 
• echo ‘Questa è una stringa single quoted con
Terminazione in nuova riga'; 
• Gli unici caratteri “di escape” che PHP interpreta in una single quoted sono \’ e \\
• echo 'Are you sure you want to delete C:\\*.*?'; //produce : Are you sure you want to delete 
C:\*.*?
String (double quoted)
Double quoted string risolvono molti più caratteri di escape
String (heredoc sintax)
• Heredoc sintax è un formato stringa introdotto recentemente per salvaguardare la 
compatibilità con sistemi operativi eterogenei
• Sono interpretate come le double quoted ma non presentano il \r\n finale tipico 
dei sistemi Microsoft
<?php 
$str = <<<EOD Example of string spanning 
multiple lines 
using heredoc 
syntax. 
EOD;
?>
String as array of chars
• È consentito (ma sconsigliato) utilizzare la stringa come una array di 
caratteri 
• È possibile quindi utilizzare una stringa come un vettore indicizzato 
di caratteri utilizzando l’indice di array tra { }
/* Get the first character of a string */ 
$str = 'This is a test.'; $first = $str{0}; 
/* Get the last character of a string. */
 $str = 'This is still a test.'; 
$last = $str{strlen($str-1)}; 
Array
• Viene mappato sempre come un array di object
• L’indicizzazione è libera, 
• di default utilizza integer, 
• … ma la mappatura degli indici utilizza stringhe
• La sintassi per l’utilizzo è nome_array[‘stringa_indice’]
• è indifferente scrivere:
• $colore[0]=“red”;       oppure          $colore[‘red’]=“red”;     
• $colore[1]=“blue”;      oppure          $colore[‘blue’]=“blue”;
Object
• ...diamo per scontato cosa sia ...
• Un oggetto si definisce prima come classe e si istanzia con il 
costruttore new
class triangolo {

 function area (){
  …
 }
}
…
//Instanziamone uno
$triagolo1 = new triangolo;
//Accediamo ad un metodo (l’unico in realtà)
Triangolo1 -->area();
Resource
• È un tipo che referenzia una risorsa esterna
• Di tipo resource ad esempio sono
•  le connessioni con i data base
• il supporto per:
• la connessione ftp o telnet 
• per la creazione di pdf, 
• per la chiamata a classi java, 
• per le socket, 
• per i file 
• …
NULL
• Introdotta da poco tempo (PHP 4.0) 
• referenzia il tipo di una variabile nulla 
• o di una variabile che referenzia un oggetto distrutto 
• o di una costante al valore NULL
• Q:perchè?
• per assurdo, definendo il nulla riusciamo a sapere cosa esiste e 
cosa no – p.e., cosa è stato inizializzato e cosa no
3) Variabili
• Generiche
• Predefinite
• Scope delle variabili
• Variabili … variabili
• Variabili  dall’esterno (from outside PHP)
Generiche
• Una variabile è definita in PHP dal $ seguito dal nome della variabile
• Il nome è case sensitive
• I nomi delle variabili possono cominciare con un carattere o con underscore _ 
ma non con un numero
• Una variabile punta al suo valore, è possibile copiare il riferimento es:
$uno=‘uno’;
$due=$uno; //viene copiato il valore della variabile
$tre=&$uno; //viene copiato solo il riferimento, un cambiamento alla 
variabile $uno si propaga anche su $tre
Predefinite
• tipica la funzione phpinfo();
• ok, fate da soli :)
Variable scope
• Una variabile definita globale è visibile in tutte le funzioni, 
• Una variabile definita internamente a una funzione ha tempo di vita pari alla vita  
della funzione stessa,
$a = 1; /* global scope */ 
function Test() { 
echo $a; /* reference to local scope variable */ 
} 
Test(); 
Questo script non produce output in quanto $a utilizzata dentro Test non è 
definita 
Per utilizzare variabili globali dal corpo di funzioni occorre utilizzare lo 
statement global prima della dichiarazione
$a = 1;
$b = 2; 
function Sum() { 
global $a, $b; 
$b = $a + $b; 
} 
Sum(); 
echo $b;
Variable Variables
• È comodo avere nomi di variabili dinamici, per utilizzarli occorre qualche 
accorgimento:
$a = "hello";
$$a = "world"; 
echo "$a ${$a}";  // Cosa produce in output ?
ATTENZIONE:
$$a[1] // Array style - produce ambiguità , e non viene interpretato
Il parser non saprebbe distinguere tra ${$a[1]}  e ${$a}[1] 
Variables from outside PHP
• Sono le più utilizzate nel mondo PHP
• PHP permette:
– Di recuperare valori da form html
– Di settare cookies 
– Di recuperare valori di dimensione (altezza e larghezza) da immagini 
– Di interagire con variabili esterne (da oggetti Java o com)
Variables from HTML
• ...Vi ricordate all’inizio ... recuperare valori da stdin e scriverli su 
stout...
Nel momento in cui una form HTML viene spedita, 
PHP rende disponibile tutti i valori dei campi della form in automatico, 
creando variabili globali con il nome del campo form e con il valore a 
cui sono state settate.
Variables from HTML (es)
<html>
<head>
</head>
<body>
<form name=“form1” action=“provaAcquisizione.php” 
method=“GET”>
<input type=“text” name=“campoNome”>
<input type=“radio” name=“radio1” value=“true”>
</form>
</body>
</html>
Variables from HTML (es) 
provaAcquisizione.php
...in php recuperiamo il tutto semplicemente ...
<?php 
echo $_GET["campoNome"];
?><br /><?php
echo $_GET["radio1"];
?>
4) Costanti
• Le costanti non richiedono il simbolo di dollaro ($) anteposto al nome; 
• Le costanti si possono definire e utilizzare in qualsiasi contesto indipendentemente 
dalle regole dello spazio dei nomi; 
• Le costanti non si possono ridefinire o eliminare una volta che siano state definite; 
• Le costanti possono contenere solo valori scalari. 
Costanti (es)
define("COSTANTE", "Ciao mondo."); 
echo COSTANTE; // stampa "Ciao mondo." 
echo Costante; // stampa "Costante" e può generare 
una notice. 
P.S. una notice è un tipo di errore (tra i più lievi) generato dall’interprete 
PHP, in questo caso viene generato in quanto l’interprete si accorge 
che si cerca di stampare la stringa Costante in presenza di una 
costante di nome COSTANTE
Costanti predefinite
• Molto utili per il debug, sono :
• __FILE__ 
• __LINE__ 
• PHP_VERSION 
• PHP_OS 
• TRUE 
• FALSE 
• NULL 
• E_ERROR 
• E_WARNING 
• E_PARSE 
• E_NOTICE 
• E_ALL 
Costanti predefinite
function comunica_errore($file, $linea, $messaggio) {
 echo "È avvenuto un errore in $file alla linea $linea: $messaggio."; 
} 
comunica_errore(__FILE__, __LINE__, "Qualcosa è andato storto!"); 
5) Espressioni
Estratto da “PHP Applicazioni WEB” di Tobias Ratschiller e Till Gerken: 
“ The simplest yet most accurate way to define an expression is 
"anything that has a value". “
$a = 5 
è un espressione e rifacendosi al concetto sopra l’utente non è chiamato 
a tenere traccia del tipo
Da qui la classificazione di PHP tra i linguaggi non tipati
N.d.r. Tobias Ratschiller è insieme a Rasmus Lerdorf il creatore di PHP, 
nonché fondatore di Zend Tecnologies 
6) Operatori – precedenza
La seguente tabella fornisce una lista della precedenza degli operatori con gli operatori a più bassa precedenza listati 
prima. 
Operatori Aritmetici
Operatori di assegnamento
• L'operatore di base dell'assegnazione è “=“  (assegna il valore a)
$a = ($b = 4) + 5; // $a è uguale a 9 ora, e $b è stato impostato a 4. 
$a = 3; 
$a += 5; 
$b = "Ciao "; 
$b .= “tutti"; 
echo $b  // produce Ciao tutti
Operatori Bitwise
Es: 
echo 12 ^ 9; // L'output è '5' 
Operatori di Confronto
Un altro operatore condizionale è l'operatore "?:" (o ternario), che 
opera come in C e molti altri linguaggi. 
(espressione1) ? (espressione2) : (espressione3); 
Operatore di controllo di 
errore
• PHP supporta un operatore di controllo dell'errore: il carattere at (@). 
Quando prefisso ad una espressione in PHP, qualunque messaggio di errore 
che potesse essere generato da quella espressione sarà ignorato. 
$value = @$array[$indice]; // se $indice non esiste si procederà ugualmente 
nell’esecuzione
$my_file = @file ('file_inesistente') or die ("Apertura del file fallita: 
l'errore è '$php_errormsg'"); 
// in questo caso l’esecuzione verrà interrotta ma solo in quanto è stata 
imposta col comando die()
!!! Attenzione all’uso poiché questo inibisce anche i messaggi d’errore 
dell’interprete PHP!!!
Operatori di esecuzione
• PHP supporta un operatore di esecuzione: backticks (``). (Notare che 
quelli non sono apostrofi!) PHP cercherà di eseguire il contenuto dei 
backticks come comando di shell; sarà restituito l'output 
$output = `ls -al`; 
echo "<pre>$output</pre>";
Questo predicato può però essere inibito a livello globale nelle 
impostazioni dell’interprete PHP
Operatori di incremento/decremento 
Operatori logici 
Operatori di stringa 
• Ci sono due operatori di stringa:
– Concatenazione
– .
– Assegnazione concatenata
– .=
$a = "Ciao "; 
$b = $a . "Mondo!"; // ora $b contiene "Ciao Mondo!" 
$a = "Ciao "; 
$a .= "Mondo!"; // ora $a contiene "Ciao Mondo!“
7)  Strutture di controllo
• Le stesse del C, di Java, e qualcuna di PERL
– Esecuzione condizionata (If , else , elseif)
– Esecuzione ciclica condizionata (while, do … while, for, foreach, …)
– Terminazione di esecuzione (break, continue, return)
– Controllo alternativo (switch)
– Controllo presenza file di specifiche (require, include, require_once, 
include_once)
8) Funzioni
• Una funzione può essere definita usando la seguente sintassi: 
function esempio ($arg_1, $arg_2, ..., $arg_n) { 
 echo "Funzione di esempio.\n"; 
 …
 return $retval; 
}
• All'interno di una funzione può apparire qualunque codice PHP valido:
•  persino altre funzioni e definizioni di classe.
Funzioni – passaggio argomenti
• Il passaggio degli argomenti può avvenire in due modi:
– Per valore
– Per riferimento
function prende_array($input) {  //per valore
echo "$input[0] + $input[1] = ", $input[0]+$input[1]; 
} 
function aggiungi_qualcosa(&$string) { //per riferimento
$string .= 'e qualche altra cosa.'; 
} 
Funzioni – passaggio 
argomenti
• È inoltre possibile e utile specificare valori di default per gli 
argomenti nel caso non siano stati inizializzati
• È possibile usare meno parametri di quelli richiesti
function fare_lo_yogurt ($gusto, $tipo = "yogurt") {
 return "Fare una vaschetta di $tipo a $gusto.\n";
 } 
echo fare_lo_yogurt ("fragola"); 
• ATTENZIONE
function fare_lo_yogurt ($tipo = "yogurt", $gusto) { 
return "Fare una vaschetta di $tipo a $gusto.\n"; 
} 
echo fare_lo_yogurt ("fragola"); 
Valori restituiti
• I valori vengono restituiti usando l'istruzione opzionale return. 
• Può essere restituito qualsiasi tipo, incluse liste ed oggetti. 
function return_Array() { 
return array (0, 1, 2); 
} 
list ($zero, $uno, $due) = return_Array(); 
function &restituisce_riferimento() {
 return $un_riferimento; } 
$nuovo_riferimento =& restituisce_riferimento();
Funzioni variabili
• PHP supporta il concetto di funzioni variabili. 
• Ciò significa che se un nome di variabile ha le parentesi accodate ad esso, PHP 
cercherà una funzione con lo stesso nome del valore della variabile, e cercherà di 
eseguirla. 
function uno() { 
echo "In uno()<br>\n"; 
} 
function due($arg = '') { 
echo "In due(); l'argomento era '$arg'.<br>\n"; 
} 
$func = ‘uno'; 
$func(); 
$func = ‘due'; 
$func('test');
9) Classi e oggetti
• Fino a PHP release 4.0
• In ambito PHP non si parla di OOP
• Una classe in PHP è una collezione di variabili e funzioni che utilizzano 
queste variabili
• Risultano comode per organizzare meglio il codice e per renderlo 
intelligibile a terzi 
• Ogni variabile di rappresentazione interna della classe, si dichiara 
preceduta dal costrutto var
• Perché una classe possa accedere alle sue variabili di rappresentazione 
interna, si deve utilizzare $this come riferimento a se stessa
Classi - sintassi
<?
class  ragazzo {
var $nome;
var $cognome;
 function set_nome($name){
  $this-->nome=$name;
 }
 function set_cognome($surname){
  $this-->nome=$surname;
 }
}
?>
Classi e costruttori
• In PHP 4 e 5, una funzione diventa un costruttore quando ha lo 
stesso nome di una classe ed è definita all'interno della classe stessa 
• In PHP 3, una funzione si trasformava in un costruttore quando aveva 
lo stesso nome di una classe.
 <?
//riferita alla classe di prima
 function ragazzo (){
 $this-->nome=NULL;
 $this-->cognome=NULL;
 }
?>
Classi - estensione
• PHP fornisce supporto per l’ereditarietà ma esclusivamente in forma 
semplice, 
• PHP 4.0 non supporta l’ereditarietà multipla
<?
 class studente extends ragazzo{
 var $studio;
 function setCorso($corso){
  $this-->studio=$corso
 }
}
?>
Ridefinizioni di metodi
• È possibile ritrovarsi a scrivere classi con codice che si riferisce a variabili e 
funzioni di classi base. Si utilizza il comando parent per accedere ai metodi della 
classe base, 
class A { 
function example() { 
echo "Sono A::example() e fornisco una funzionalità di base.<br>\n"; } 
} 
class B extends A { 
function example() {
 echo "Sono B::example() e fornisco una funzionalità aggiuntiva.<br>\n";
 parent::example(); } 
} 
$b = new B; 
Classi - staticità
• Può tornare comodo eseguire un metodo di una classe senza doverla 
istanziare.
• Ciò si può eseguire tramite l’operatore ::
class A { 
function example() { echo "Sono la funzione originale A::example().<br>\n"; } 
} 
class B extends A { 
function example() { echo "Sono la funzione ridefinita B::example().<br>\n"; 
A::example(); } 
} 
A::example(); 
$b = new B; 
$b->example(); 
!!! $this non può essere usato !!!
Perché PHP
• Perché è comodo
• Perché è intuitivo
• Poco lavoro di configurazione
• Orientato al web
• Linguaggio di scripting
• Ha una grossa base perché si trova molto codice / API / framework 
già sviluppati
• Fornisce supporto per la maggioranza dei database
• Ha meccanismi di gestione non banali e.g., le sessioni
• Ha ora una base OOi
• Funziona sulla grande maggioranza dei server web
PHP handling session
• In PHP le sessioni sono meccanismi per la sincronizzazione e il 
mantenimento dello stato passando da una pagina all’altra
• Servono per mantenere dati tra un accesso e l’altro
• Una sessione rappresenta l’unità di uso continuato da parte di un 
utente
• è una nozione convenzionale
• la si può tipicamente gestire con login e logout, più timeout e 
meccanismi di gestione dell’interazione
• Tecnicamente, la sessione PHP è rappresentata da un file 
memorizzato sul server dove vengono memorizzate gli stati di tutte le 
variabili che sono attive nel contesto di una connessione
• Cambiando pagina le variabili rimangono così attive e possono 
esservene aggiunte altre
PHP - sessioni
• Essendo un meccanismo server-side deve essere configurato 
l’interprete per abilitarne il supporto
• Occorre però gestirle per evitare garbage sulla macchina server
• Vengono tipicamente utilizzate per gestire ambiti in cui è richiesta 
sicurezza e dove non si voglia ricorrere all’emissione di Cookies (che 
ricordiamo essere immagazzinati client side)
PHP - Sessioni
Generazione dell’ID di sessione
Esistono vari modi, il più utilizzato è:
srand( (double)microtime() * 1000000 );
$sessionId = md5(uniqid(rand()));
La prima riga genera un numero random utilizzando l’orologio di 
sistema con una precisione di un double 
La seconda assume il numero random generato come ID di sessione 
codificandolo in chiave md5
PHP - Sessioni
• Una volta creato l’ID di sessione, nel momento in cui si voglia 
proteggere dati sotto sessione occorre segnalarlo all’interprete 
utilizzando la funzione session_start();
• Per inserire una nuova variabile si usa session_register();
• Per distruggere la sessione (operazione consigliata alla fine per 
eliminare garbage sul server) si usa session_destroy();
PHP - Sessioni
• Nel caso si utilizzino oggetti, questi possono essere reinterpretati 
dalla sessione solo se l’oggetto è stato serializzato (serialize();)
• Per serializzare un oggetto occorre che la definizione di classe sia 
presente sia nella pagina di partenza che in quella di arrivo
• In PHP 4 la serializzazione degli oggetti passati in sessione avviene 
in automatico, ma è sempre buona norma includere lo stesso i file 
con le definizioni di classe
PHP esempi
function connectMy (){
//----------------------
$dbUsername = "root";
$dbPassword = "preferita";
$dbHostname = "localhost";
$dbDataName = “DatabaseName";
$msg1 = "<b>ERRORE</b>. Ci sono problemi sul server.<br>\n";
$msg2 = "<b>ERRORE</b>. Ci sono problemi nel database.<br>\n";
mysql_connect($dbHostname, $dbUsername, $dbPassword) or die ($msg1);
mysql_select_db($dbDataName) or die ($msg2);
}
$connessione=connectMy();   // Cosa ritorna questa funzione ? Come posso riutilizzarla ?
Php Esempi:
function generate_session_id (){
//--------------------------------
srand( (double)microtime() * 1000000 );
$sessionId = md5(uniqid(rand()));
session_id($sessionId);
}
//una volta chiamata questa funzione posso far partire le sessioni direttamente con
session_start();
HTML – PHP esempi
<html><head><title>Prova PHP – HTML</title></head>
<body>
<form method=“POST” action=“filephp.php”>
<table width="80%" align="center" border=“1”>
    <tr> 
      <td>Login</td>
<td><input type="text" name="login"></td>
      <td>Password</td>
      <td><input type="password" name="pw"></td>
      <td><input type="submit" name="Submit" value="Invia"></td>
    </tr>
</table>
</form>
</body>
</html>
HTML – PHP esempi
srand( (double)microtime() * 1000000 );
$sessionId = md5(uniqid(rand()));
session_id($sessionId);
session_start();
require ("./funzioni.php");
$sql="SELECT utenti.* FROM utenti where (utenti.username='";
$sql.=$login;
$sql.="')";
$connessione=connectMy ();
$result = mysql_query ($sql) or die ("Invalid query");
$arrayResult=mysql_fetch_array($result);
if ($arrayResult["pw"]==$pw){//accesso assicurato abilito l’utente alle funzioni }
else {session_destroy();}
mysql_close($connessione);
Java Server-Side:
Servlet
Java Server Side
Storia in breve
• fine anni ‘90 - Sun Microsystem 
• oberati da richieste di comunita di sviluppatori web che chiedevano
• di poter portare le proprie stand-alone application sul web
• di avere mezzi più agili delle CGI per avere web dinamico
• per tutta risposta la Sun rilasciò:
• 1997 - Servlet API
• 1998 - JSP API
• entrambe contenute all’interno del pacchetto J2EE
Java Server Side
• Java Servlet API
• si occupano di definire gli oggetti che rendono possibile modellare in 
Java l’interazione sul web
• obiettivo delle API è quello di
• estendere le funzionalità dei server web
• fornire l’insieme funzionale di oggetti per manipolare il mondo web
• riutilizzare tutti gli applicativi già realizzati in J2SE
• riuscire a fornire strumenti agili per scrivere elementi web
• estendere la dinamicità introdotta con le CGI
Java Server Side
• l’idea di base è quella di creare un servlet engine che si potesse 
innestare in un server web
• creare un ambiente che a run-time potesse caricare e scaricare 
bundle di codice Java che producessero dinamicamente pagine html 
a fronte di ogni richiesta
Java Server Side
• con la loro introduzione si poterono superare i limiti delle vecchie 
tecnologie:
• prestazioni
• le CGI ormai non bastavano più
• semplicità
• Java allora veniva eseguito nei plug-in dei browser e non c’erano garanzie 
di buon funzionamento
• e introdurre nuovi modelli applicativi
• grazie al concetto di “sessione”
• grazie all’interazione con Java 
•
Java Servlet
• Cosa sono?
• fisicamente delle classi Java di J2EE
• come si fanno?
• come delle normali classi Java
• come ragionano 
• siamo sul web, quindi le servlet HTTP devono sottostare al modello 
request-response
• e anche rispondere a seconda dei GET o POST di HTML
• dove stanno 
• sono server-side, quindi…
gerarchia delle classi
• fisicamente sono suddivise in 2 package:
• javax.servlet
• servlet indipendenti dal protocollo usato
• javax.servlet.http
• servlet basate su http
gerarchia delle classi
javax.servlet
Servlet ServletConfig ServletContext ServletRequest ServletResponse
GenericServlet ServletRequestWrapper
ServletResponseWrapper
SingleThreadModel
ServletContextEvent
ServletContextAttributeEvent
ServletInputStream ServletOutputStream
FilterFilterChainFilterConfigRequestDispatcher
gerarchia delle classi
javax.servlet.http
HttpSession HttpServletRequest HttpServletResponse
HttpServlet HttpServletRequestWrapper
HttpServletResponseWrapper
Cookie
HttpSessionBindingEvent HttpSessionEvent HttpUtils
HttpSessionContext HttpSessionListener HttpSessionActivationListener
HttpSessionAttributeListenerHttpSessionBindingListener
gerarchia delle
classi
• fondamentalmente per creare una servlet basta estendere 
• javax.servlet.http.HttpServlet
• ...che di suo estende già GenericServlet
• l’engine all’invocazione della servlet gli passerà i riferimenti a due 
oggetti:
• HttpServletRequest
• che contiene tutti gli oggetti della request http fatta dall’utente
• HttpServletResponse
• che è ciò che verrà spedito all’utente (la response http)
il ciclo di vita
• ogni servlet viene eseguita da un engine 
• per poter essere messa in esecuzione i servlet mettono a disposizione 
dei metodi 
• questi vengono chiamati dall’engine secondo un schema predefinito
• tali metodi sono quelli dell’interfaccia di javax.servlet.Servlet:
• init()
• chiamata subito dopo averla caricata in memoria
• service()
• chiamata al momento della messa in esecuzione del servlet
• destroy()
• chiamata prima di eliminarla dalla memoria
• il ciclo di vita della servlet viene deciso dall’engine ed ha il seguente 
flusso
il ciclo di vita
web
engine
servlet
Traduce
URL
Chiama
init()
esegue
init()
Chiama
service()
esegue
service()
Chiama
URL
Chiama
destroy()
esegue
destroy()
il ciclo di vita
• init()
• consente di controllare se la servlet sia già stata caricata
• in caso NON sia già in memoria 
• la carica 
• chiama un metodo interno di inizializzazione
• in caso sia già in memoria
• chiama un metodo interno di inizializzazione
• tale metodo ha il seguente prototipo:
• public void init(ServletConfig config) throws ServletException
• serve per permettere al servlet che sta per entrare in esecuzione di 
accedere al contesto presente sull’engine
• dopodiché si possono eseguire tutte le operazioni utente che possono 
servire per la corretta esecuzione del servlet
• per esempio, aprire connessioni con i DB
il ciclo di vita
• service() 
• ogni richiesta viene instradata verso questo metodo
• ogni richiesta viene servita in un thread differente
• qui dentro vengono instradate sia le richieste giunte da accessi con 
Method POST sia con Method GET
• qui si scrive il codice che va a servire la richiesta 
• per esempio, le interrogazioni al DB di cui parlavamo prima
il ciclo di vita
• public void destroy()
• prepara il tutto allo scaricamento del servlet dalla memoria
• per esempio, chiudere la connessione con il db che abbiamo utilizzato
modello di gestione 
dei thread
• le release delle Servlet API sono mutate nel tempo
• un grande cambiamento è stato introdotto introducendo il modello per 
la gestione dei thread
modello di gestione 
dei thread
• il modello “ordinario” dice che ogni servlet viene caricata come 
unica istanza
• il che implica diversi rischi 
• ogni thread passa per lo stesso codice
• vede le stesse variabili d’ambiente
• ... potrebbe cambiarle avendo side-effect
• per tale motivo è stata introdotta un’interfaccia chiamata 
SingleThreadModel
• è un interfaccia senza metodi 
• tutti la possono implementare
• indica al Servlet Engine che ad ogni chiamata deve corrispondere una 
nuova istanza su cui gira un singolo thread
modello di gestione 
dei thread
• ATTENZIONE!
• nonostante il modello “affascini” ricordiamoci che siamo sul web
• un ambiente dove i numeri possono scalare rapidamente
• il che richiederebbe una macchina molto performante e che per numeri 
grandi sarebbe stressata in poco tempo
• e soprattutto ... il modello SingleThreadModel fa la stessa cosa che 
facevano le CGI
• ... motivo che ne ha decretato l’insuccesso
modello di gestione 
dei thread
• Q: quindi quando lo usiamo?
• pensate a una operazione critica che richiesta tempo di esecuzione
• ... pensate a un upload di un file sul file system
• i passi sono:
• invocare la servlet 
• agganciare lo stream di dati in upload 
• scriverlo su di un file nel file system
• ... e in caso di upload concorrenti ??
• nel modello standard scattano problemi 
• in quanto potremmo rischiare di scrivere dati di stream diversi sullo stesso file 
• ... usano lo stesso codice
• nel modello SingleThreads manterremmo i flussi di dati separati
• pagando lo scotto di rallentare il sistema!
organizzazione del 
contesto
• Q: ok, ora so come scrivere una servlet ... mi basta per realizzare un 
sistema complesso?
• riformulo
• Q: come interagiscono le servlet tra di loro?
• R: mediate dall’engine
spazi di scope
• Con l’introduzione delle servlet Java ha cercato di risolvere il 
problema del web senza stato 
• Per questo, ha introdotto quattro spazi di scope che coincidono con 
quattro differenti spazi di interazione:
• request
• page
• session
• application
spazi di scope
• ogni spazio è comunque un oggetto 
• ogni spazio ha però un suo ciclo di vita e un suo momento di 
validità
request
• ne viene istanziato uno per ogni request che viene servita 
• non permane 
• la sua vita termina quando inizia la response
• è comodo quando
• si fanno applicazioni web avanzate
• si “passa” su più servlet prima di dare una response
Page 
• spazio di default
• ogni volta che iniziamo una response ne abbiamo uno a disposizione
• finita la response decade
• (quando abbiamo una pagina a video questo è già stato distrutto dal 
garbage collector)
Session
• ne viene istanziato uno per ogni browser che si connette al nostro 
server
• ha un tempo di default (30 minuti dall’ultima interazione)
• tutto ciò che è li dentro permane ed è legato all’utente connesso
• permette di mantenere lo stato della connessione
contesto
• page
• è lo scope predefinito di tutte gli oggetti/variabili
• quando ne creiamo uno  ... questo è qui
• coincide con la pagina che stiamo generando
• ergo è un oggetto sempre disponibile
• ogni variabile viene istanziata e deallocata durante una response
• ci permette di realizzare pagine parametriche
contesto
• session
• l’introduzione di engine Java ha permesso di avere una spazio di scope 
associato ad ogni utente connesso
• per ogni user-agent che si connette al server web può essere istanziato 
un’oggetto session (uno solo) su cui possiamo manipolare variabili e 
oggetti generati dall’utente
• ci permette di mantenere lo stato dell’interazione
• ha una durata definita allo start up e volendo modificabile run-time
• Tipico esempio: il carrello della spesa
contesto
servlet
session
write to 
session
seleziona
articolo1
cambia
pagina
articolo1
seleziona
articolo2
articolo2
chiede
articoli
read from 
session
contesto
• application
• nel caso in cui oggetti utente debbano interagire tra di loro abbiamo 
questo livello
• in realtà tutti i processi Java che girano sulla macchina virtuale vedono 
questi oggetti
• è lo spazio di memoria della stessa virtual machine
• questo ci permette livelli di interazione con oggetti legacy e con la 
logica business che ci serve 
Application
• ne esiste uno unico sul server
• serve per condividere “oggetti” tra le varie web application presenti sul 
server
contesto
• oltre agli spazi di scope il contesto ci mette a disposizione una serie 
di costanti 
• per comodità il descrittore della configurazione del contesto che 
contiene tali costanti viene scritto fisicamente in un file 
• web.xml
• tale file deve poter essere letto dall’engine alla partenza
• e una configurazione dell’ambiente
• anch’esso espresso in un file
• context.xml
• anch’esso deve essere letto alla partenza
• il che implica che l’ambiente dell’engine sia struttura secondo regole
contesto / ontologia
• l’ambiente è così organizzato:
• ogni web application ...
• l’insieme delle servlet e delle pagine di elaborazione/presentazione che 
compongono l’applicazione 
• ... ha un suo file descrittore della configurazione (web.xml) posto 
all’interno di una cartella chiamata WEB-INF
• ... ha un suo file descrittore del contesto (context.xml) posto all’interno 
di una cartella chiamata META-INF
• mantiene le servlet dentro ad una cartella “classes” dentro a WEB-INF
• mantiene i jar (quindi qualsiasi applicazione Java stand-alone) dentro 
ad una cartella “lib” dentro WEB-INF
contesto / ontologia
• WEB-INF
• è strutturato secondo un XML schema
<?xml version="1.0" encoding="UTF-8"?>
<web-app version="2.4" xmlns="http://java.sun.com/xml/ns/j2ee" xmlns:xsi="http://www.w3.org/2001/XMLSchema-
instance" xsi:schemaLocation="http://java.sun.com/xml/ns/j2ee http://java.sun.com/xml/ns/j2ee/web-app_2_4.xsd">
  <display-name>Prima web application</display-name>
<context-param>
    <param-name>NOME_PARAMETRO</param-name>
    <param-value>VALORE_PARAMETRO</param-value>
    <description>DESCRIZIONE DEL PARAMETRO</description>
  </context-param>
<servlet>
    <servlet-name>pdfDownload</servlet-name>
    <servlet-class>webUtil.pdfDownload</servlet-class>
  </servlet>
<servlet-mapping>
    <servlet-name>pdfDownload</servlet-name>
    <url-pattern>/pdfDownload</url-pattern>
  </servlet-mapping>
 <taglib>
    <taglib-uri>http://java.sun.com/jstl/core</taglib-uri>
    <taglib-location>/WEB-INF/tlds/c.tld</taglib-location>
  </taglib>
<error-page>
    <error-code>404</error-code>
    <location>/errors/error-404.jsp</location>
  </error-page>
</web-app>
contesto / ontologia
• context.xml
• è strutturato secondo un schema xml
• normalmente se ne preoccupa l’engine di configurarlo e gestirlo
• salvo particolari necessità utente è bene lasciare che sia l’engine a 
maneggiarlo
<?xml version="1.0" encoding="UTF-8"?>
<Context path="/AIXIA">
  <Logger className="org.apache.catalina.logger.FileLogger" prefix="AIXIA." suffix=".log" 
timestamp="true"/>
</Context>
• nell’esempio ho detto al contesto di utilizzare codesta classe per effettuare 
il log
 contestoweb-application
WEB-INF
META-INF
/
cartella1
cartella1
index.html
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lib
servlet1.class
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Esempio
primaServlet
import java.io.*;
import java.net.*;
import javax.servlet.*;
import javax.servlet.http.*;
public class primaServlet extends HttpServlet {
    
    public void init(ServletConfig config) throws ServletException {
        super.init(config)
    }
    public void destroy() {   
    }
protected void processRequest(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {
        response.setContentType("text/html");
        PrintWriter out = response.getWriter();
        out.println("<html>");
        out.println("<head>");
        out.println("<title>Servlet</title>");
        out.println("</head>");
        out.println("<body>");
        out.println("<h2>Hello World</h2>");
        out.println("</body>");
        out.println("</html>");
        out.close();
    }
Esempio
primaServlet
    protected void doGet(HttpServletRequest request, HttpServletResponse response)
    throws ServletException, IOException {
        processRequest(request, response);
    }
    protected void doPost(HttpServletRequest request, HttpServletResponse response)
    throws ServletException, IOException {
        processRequest(request, response);
    }
    public String getServletInfo() {
        return "Scrivo Hello World";
    }
    
}
esempio
html - tre parametri
<html><head><title>prova tre parametri</title></head>
<body>
<form action=”/recuperoParametri” method=”post/get”>
<input type=”text” name=”param1”>
<inpu type=”hidden” name=”param2” value=”0”>
<input type=”checkbox” name=”param3”>
<input type=”submit” value=”submit”>
</form>
</body></html>
Esempio
recuperoParametri
...
protected void processRequest(HttpServletRequest request, HttpServletResponse response) throws 
ServletException, IOException {
        response.setContentType("text/html");
        PrintWriter out = response.getWriter();
        out.println("<html>");
        out.println("<head>");
        out.println("<title>Servlet</title>");
        out.println("</head>");
        out.println("<body>");
out.println("<ul>");
out.println("<li>"+request.getParameter(”param1”));
out.println("<li>"+request.getParameter(”param2”));
out.println("<li>"+request.getParameter(”param3”));
 out.println("</ul>");
 out.println("</body>");
 out.println("</html>");
 out.close();
  }
---
esempio
recuperoTutto
...
protected void processRequest(HttpServletRequest request, HttpServletResponse response) throws ServletException, 
IOException { response.setContentType("text/html"); PrintWriter out = response.getWriter();
        out.println("<html>");out.println("<head>");out.println("<title>Servlet</title>"); out.println("</head>");
        out.println("<body>");
Enumeration paramNames = request.getParameterNames();
    while(paramNames.hasMoreElements()) {
      String paramName = (String)paramNames.nextElement();
      out.println("<br>” + paramName + "&nbsp;");
      String[] paramValues = request.getParameterValues(paramName);
      if (paramValues.length == 1) {
        String paramValue = paramValues[0];
        if (paramValue.length() == 0)
          out.print("<I>No Value</I>");
        else
          out.print(paramValue);
      } else {
        out.println("<UL>");
        for(int i=0; i<paramValues.length; i++) {
          out.println("<LI>" + paramValues[i]);
        }
        out.println("</UL>"); }}
 out.println("</body>");
 out.println("</html>");
 out.close();
  }
headers
...
protected void processRequest(HttpServletRequest request, HttpServletResponse response) throws 
ServletException, IOException { response.setContentType("text/html"); PrintWriter out = 
response.getWriter();
        out.println("<html>");out.println("<head>");out.println("<title>Servlet</title>"); out.println("</head>");
        out.println("<body>");
Enumeration headerNames = request.getHeaderNames();
    while(headerNames.hasMoreElements()) {
      String headerName = (String)headerNames.nextElement();
      out.println("<TR><TD>" + headerName);
      out.println("    <TD>" + request.getHeader(headerName));
    }
out.println("</body>");
 out.println("</html>");
 out.close();
  }
...
headers
redirect e gestione 
errori
<FORM ACTION="/SearchEngines">
  <CENTER>
    Search String: 
    <INPUT TYPE="TEXT" NAME="searchString"><BR>
    Results to Show Per Page:
    <INPUT TYPE="TEXT" NAME="numResults" 
                       VALUE=10 SIZE=3><BR>
    <INPUT TYPE="RADIO" NAME="searchEngine"
                        VALUE="google">
    Google |
    <INPUT TYPE="RADIO" NAME="searchEngine"
                        VALUE="infoseek">
    Infoseek |
    <INPUT TYPE="RADIO" NAME="searchEngine"
                        VALUE="lycos">
    Lycos |
    <INPUT TYPE="RADIO" NAME="searchEngine"
                        VALUE="hotbot">
    HotBot
    <BR>
    <INPUT TYPE="SUBMIT" VALUE="Search">
  </CENTER>
</FORM>
SearchEngines• public class SearchSpec {  private String name, baseURL, numResultsSuffix;
  private static SearchSpec[] commonSpecs =
    { new SearchSpec("google",
                     "http://www.google.com/search?q=",
                     "&num="),
      new SearchSpec("infoseek",
                     "http://infoseek.go.com/Titles?qt=",
                     "&nh="),
      new SearchSpec("lycos",
                     "http://lycospro.lycos.com/cgi-bin/pursuit?query=",
                     "&maxhits="),
      new SearchSpec("hotbot",
                     "http://www.hotbot.com/?MT=",
                     "&DC=")
    };
  public SearchSpec(String name,
                    String baseURL,
                    String numResultsSuffix) {
    this.name = name;
    this.baseURL = baseURL;
    this.numResultsSuffix = numResultsSuffix;
  }
  public String makeURL(String searchString, String numResults) {
    return(baseURL + searchString + numResultsSuffix + numResults);
  }
  public String getName() {
    return(name);
  }
  public static SearchSpec[] getCommonSpecs() {
    return(commonSpecs);
  }
}
SearchEngines
...
String searchString = URLEncoder.encode(request.getParameter("searchString"));
    String numResults = request.getParameter("numResults");
    String searchEngine = request.getParameter("searchEngine");
    SearchSpec[] commonSpecs = SearchSpec.getCommonSpecs();
    for(int i=0; i<commonSpecs.length; i++) {
      SearchSpec searchSpec = commonSpecs[i];
      if (searchSpec.getName().equals(searchEngine)) {
String url =  response.encodeURL(searchSpec.makeURL(searchString, numResults));
        response.sendRedirect(url);
        return;
      }
    }
    response.sendError(404); 
//oppure meglio response.sendError(response.SC_NOT_FOUND,  "non ho capito che engine usare");
  }
...
sessioni
<table>
<tr><td><a href=”/WriteObj2Session?artId=1”>aggiungi oggetto 1</a></td></tr>
 <tr><td><a href=”/WriteObj2Session?artId=2”>aggiungi oggetto 2</a></td></tr>
<tr><td><a href=”/WriteObj2Session?artId=3”>aggiungi oggetto 3</a></td></tr>
</table>
sessioni
...
protected void processRequest(HttpServletRequest request, HttpServletResponse response) throws 
ServletException, IOException { response.setContentType("text/html"); PrintWriter out = 
response.getWriter();
        out.println("<html>");out.println("<head>");out.println("<title>Servlet</title>"); out.println("</head>");
        out.println("<body>");
String id = request.getParameter(”artId”);
String nome=”id”&Integer.parseInt(id);
request.getSession().setAttribute(”nome”,id);
 out.println("<b>"&”Articolo aggiunto”&”</b>”);
 out.println("</body>");
 out.println("</html>");
 out.close();
  }
...
sessioni
...
protected void processRequest(HttpServletRequest request, HttpServletResponse response) throws 
ServletException, IOException { response.setContentType("text/html"); PrintWriter out = 
response.getWriter();
        out.println("<html>");out.println("<head>");out.println("<title>Servlet</title>"); out.println("</head>");
        out.println("<body>");
Enumeration e = request.getSession().getAttributeNames();
while (e.hasMoreElements() ){
String x = request.getSession().getAttribute(e.next().toString());
out.println(”nel carrello hai”+ x + “<br>”);
}
 out.println("</body>");
 out.println("</html>");
 out.close();
  }
...
JDBC
• Java Database Connectivity è il package SUN che si occupa di 
gestire l’accesso alle basi di dati
• il package contiene:
• interfacce 
• classi astratte
• Q: Perché ?
• perché l’implementazione di tali classi dipende dal data base relazionale 
che stiamo utilizzando
• Q: quindi quante ne esistono ?
• almeno una per ogni versione di database
JDBC
java.sql
ResultSet
PreparedStatement
Statement
Connection
DriverManager
Connection
Statement
ResultSet
ResultSet
ODBC
• è uno standard per l’accesso ai db relazionali
• che non appartiene al mondo java
• è stato creato per il mondo windows
• può incapsulare il DBMS per gestire le connessioni ai DB
DRIVER di accesso ai DB
• in questo ambito si definisce DRIVER l’insieme di 
connessioni basate su standard diversi che permettono 
di gestire l’accesso ai DB
DB
tipi di driver
TIPO 4 TIPO 3
TIPO 1 TIPO 2
JDBC
• le API JDBC permettono la creazione di 4 tipi di “driver”
• Tipo 1: JDBC + ODBC Bridge + Driver OBDC + proprietary DBMS access 
protocol
• Tipo 2: JDBC + proprietary DBMS access protocol
• Tipo 3: Driver Client + Driver Server + DBMS access protocol
• Tipo 4: JDBC only
• in blu quelli “stand alone oriented”
• in rosso quelli “Network Oriented”
• solitamente ...nel distribuito ... si usano quelli di tipo 4
JDBC
• quindi?
• per connettersi a un qualsiasi db tramite Java il modo più rapido 
è utilizzare i driver di tipo 4
• come ?
• basta scaricare le classi JDBC relative al db che abbiamo 
installato
• ... probabilmente sul sito dei creatori del db
esempio in servlet: 
web.xml
• ...
•   <context-param>
    <param-name>DB_URL</param-name>
    <param-value>jdbc:mysql://127.0.0.1/aixia</param-value>
    <description>Url del db</description>
  </context-param>
  <context-param>
    <param-name>DB_DRIVER</param-name>
    <param-value>org.gjt.mm.mysql.Driver</param-value>
    <description>Driver del db</description>
  </context-param>
  <context-param>
    <param-name>DB_USER</param-name>
    <param-value>utente</param-value>
    <description>Utente del db</description>
  </context-param>
  <context-param>
    <param-name>DB_PASSWORD</param-name>
    <param-value>password</param-value>
    <description>Password del db</description>
  </context-param>
  <context-param>
<context-param>
    <param-name>DB</param-name>
    <param-value>nomeDelDatabase</param-value>
    <description>Database</description>
  </context-param>
JDBC
String URL   = config.getServletContext().getInitParameter("DB_URL");
String database = config.getServletContext().getInitParameter("DB");
String myusername = config.getServletContext().getInitParameter("DB_USER");
String mypassword = config.getServletContext().getInitParameter("DB_PASSWORD");  
String driver = config.getServletContext().getInitParameter("DB_DRIVER");
String nome=””;
String password=””;
Class.forName("org.gjt.mm.mysql.Driver").newInstance();
conn = java.sql.DriverManager.getConnection(URL+database, myusername, mypassword);
 conn = java.sql.DriverManager.getConnection(URL+database, myusername, mypassword);
      conn.setAutoCommit(false);
      ps = conn.prepareStatement("select * from utenti where username=?");
      ps.setString(1, request.getParameter(”username”)); 
      rs =ps.executeQuery();
       while (rs.next()){       id=rs.getString("id");      nome= rs.getString("nome")     password = 
rs.getString("password");
       }
  conn.commit();
  conn.setAutoCommit(true);
  conn.close();
Java Server Side:
JSP
Prima di JSP
• con le servlet la sfida fu di abilitare “automi sofware” per la scrittura di 
html
• con JSP la sfida cambiò focus, si cercava di scrivere codice HTML (tag) 
a cui fosse associato codice Java da eseguire.
JSP: evoluzione
• per riuscire, JSP prese qualche anno
• si sono realizzati “container” conformi alle API JSP
• Apache Jakarta Tomcat, Resin servlet / JSP container, WebSphere 
Application Server, GNUJSP, Jetty, …
• ... e le stesse specifiche JSP sono cambiate
• dalla 1.0 alla 2.0, poi 2.4, etc.
JSP in breve
• JSP opera server-side
• associa codice Java a tag HTML
• interagisce con Java in ogni sua forma
• ha bisogno di un ambiente consono alla sua vita
JSP: contenitore
• le pagine JSP abbisognano di un contenitore adatto
• perchè ? 
• ... se c’è del codice qualcuno lo deve compilare e visto che è Java pure 
interpretarlo
• chi lo fa?
• (retorica) il container o engine che dir si voglia
JSP: container
• guardiamo il container:
• deve stare sul web, 
• rispondere a richieste http           (sicuramente un server web)
• compilare e interpretare Java       (sicuramente avrà un JVM)
• un esempio per tutti:
• Jakarta Tomcat
JSP: Tomcat
• Tomcat
• nasce come progetto Open Source
• nasce come una falange di apache ... poi diviene un server web a se stante
• http://jakarta.apache.org 
• è più lento di apache nella risposta http normale, ma risponde anche 
all’elaborazione di jsp e pare sia meglio degli altri
• prevede una struttura pubblica delle pagine organizzate in directory
• come apache
• compila le pagine alla prima loro invocazione
• le interpreta ogni volta che vengono chiamate
Java Server Pages
• sono organizzate in pagine
• ogni pagina è rappresentata da un file .jsp
• se differenti utenti chiamano la stessa pagina nello stesso momento c’è 
un’unica istanza della pagina condivisa da più utenti
• dentro ogni pagina ci può essere 
• HTML
• XML
• Java
JSP: la sintassi
• Java dentro HTML significa che ci sono dei tag di marcatura
• <%  (apro il tag)
• %>  (chiudo il tag)
• <%--  questo è un esempio di un commento     --%>
JSP: la sintassi
<html>
<head><title>Prima pagina JSP </title></head>
<body><table><tr>
<% for (int i= 0; i<=3; i++){
%> <td> 
<%=“&nbsp;” + java.util.date() + “&nbsp;”;%> 
</td> <%
} %>
</tr></table></body></html>
JSP: la sintassi
• l’esempio di prima fa pensare...
• uso un package ... di solito in Java li importo ... cosa devo fare qui?
• lo stesso 
• esiste una direttiva di import dei packages
• che nell’esempio di prima non c’era!
• <%@ page import=”java.util.*”   %>
• ha validità solo per la pagina così come in Java ha validità per la classe 
in cui la si usa
• dicansi ... direttive di pagina
JSP: la sintassi
• Le direttive di pagina sono ciò che ci permettono di specificare il 
dominio e l’ontologia della pagina jsp
• <%@ page language=”italian”%>
• buffer=”dimensione del buffer dell’output”
• pageEncoding = “codifica dei caratteri della pagina”
• <%@page pageEncoding="UTF-8"%>
• errorPage=”URL pagina di risposta in errore”
• contentType=”tipo MIME (Multipurpose Internet Mail Estension)” %>
• es: <%@page contentType="text/html"%>
JSP: la sintassi
• oltre alle direttive di pagina esistono altri due marker molto comodi
• <%@ taglib
• per l’inclusione di librerie di tag
• ... di cui parliamo dopo
• <%@ include 
• per l’inclusione di “pagine” esterne a quella di definizione
• ... tra un po’ vediamo esempi
JSP: la sintassi
• ... e le dichiarazioni di carattere globale?
• <%! String stringa=”Hello World” %>
• questa viene vista in tutto ciò che viene a “contatto” con la pagina in 
cui è inserita
• sia le possibili classi importate a priori
• sia quello incluse a posteriori
JSP: la sintassi
• la slide precedente è valida anche per le funzioni
<%!     int somma(int a, int b){
return a+b;
} %>
• e anche in questo caso la funzione è vista da tutto ciò che viene a 
contatto con la pagina
JSP: la sintassi
• ... per la modularità possiamo includere file esterni
• a compile-time
• <%@ include file=”URL”%>
• l’URL può essere assoluto o relativo alla pagina che lo invoca
• a request-time
• <jsp:include page=”URL” flush=”true”/>
• ...che non è più una direttiva di pagina ma un tag a tutti gli effetti, 
• posso specificare anche i parametri da passare alla pagina (per coerenza con il 
protocollo CGI)
• <jsp:include page=”URL” flush=”true”>
• <jsp:param name=”first” value=”Hello” />
• <jsp:param name=”second” value=”World” />
JSP: la sintassi
• la direttiva <jsp:include page=””>
• è in realtà un tag personalizzato rilasciato dalla SUN
• alla sua invocazione viene invocato del codice che esegue una 
determinata funzione
• ... l’inclusione appunto
• a differenza della direttiva di pagina <%@page include file=””>, il tag 
include l’output della pagina specificata e non il sorgente
JSP: la sintassi
• in realtà di tag che iniziano con <jsp:
• che hanno quel nameSpace
• ne esiste una serie:
• <jsp:attribute
<jsp:body
<jsp:element
<jsp:fallback
<jsp:forward
<jsp:getProperty
<jsp:plugin
<jsp:setProperty
<jsp:useBean
• ad ognuno di questi è associato codice Java per realizzare 
determinate funzioni
• ... quali lo scoprite in rete
JSP: la sintassi
...
<form name=”form1” method=”GET | POST” action=”Azione.jsp”>
<input type=”text” name=”user”>
<input type=”password” name=”pw”>
<input type=”submit” name=”invia dati”>
</form>
...
JSP: la sintassi
<%@ taglib uri=”WEB-INF/tlds/html.tld” prefix=”html%>”
...
<td> <%=request.getParameter(”user”)%></td>
<td> <%=request.getParameter(”pw”)%></td>
...
• e qui ho già recuperato i valori passato dalle form ... operazione che in CGI avrebbe richiesto molta 
più fatica
JSP e Java
• JSP presenta inoltre tag che eseguono codice,
• come è possibile?
JSP e Java
Inizio
Determinare il nome
della classe
La classe esiste?
Traduzione del codice 
JSP nel sorgente
servlet Java
Compilazione del 
codice sorgente in 
una classe Java
Caricare la classe
e creare l’istanza
Inviare la request
all’istanza
L’istanza è in 
esecuzione?
La classe è
più recente 
del codice JSP?
FINE
SINO
NO
SI
SI
NO
JSP e Java 
• quindi? io scrivo JSP o java?
• in realtà io scrivo JSP, che viene tradotto in java/servlet dal container in 
cui le piazzo
• Tomcat non fa altro che creare servlet senza che l’utente se ne accorga
JSP e Java
• ... quindi scrivo servlet?
• si ... ma in maniera trasparente
• ... me ne astraggo!
• no! scrivo html con Java dentro ... che viene trasformato in servlet
• entrambe le risposte sono accettabili 
• posso scrivere servlet e farle interagire con classi e JSP 
• così riutilizzo codice
• ... ma prima devo capire bene cosa fa JSP e cosa fa una servlet
• o cosa posso fare con JSP e con una servlet
JSP e Beans
• “Any Java class that adheres to certain property and event interface conventions can be a 
Bean.”    (SUN - 1997 - JavaBeans Technology Survey)
• Dato il nome i beans 
• (la tecnologia si chiama Enterprise Java Beans)
• fanno parte di J2EE
• e sono quindi applicazioni server side
• è pero vero che la definizione fa si che qualsiasi cosa possa diventare 
un bean
• ma nel contesto della mobilità di oggetti a cui appartengono i beans 
vanno classificati nel mondo enterprise
JSP e Beans
• posso utilizzarli
• sempre sulla macchina server
• per sincronia
• a mo’ di contenitore di flag si segnalazione
• per disciplinare attività
• se associamo un bean ad un utente quando questi fa login ...
• per comunicazione 
• lo creiamo e lo poniamo a livello application 
• per interagire con i client
• se hanno una JVM attiva
• o almeno un plugin con una JVM
JSP e Beans
• sull’uso dei Beans in rete trovate chilogrammi di letteratura che 
• vi guida
• vi abilita
• vi disciplina all’uso
• sono semplici e incredibilmente potenti
JSP e Beans
• o distribuirli tramite container
• a livello di modello non sono diversi dagli altri
• basta pensare alle funzionalità che hanno i beans e paragonarle nel 
contesto web
• la differenza la fa il tipo di bean che utilizziamo
• session
• ogni session bean contiene i dati relativi alla sessione corrente sul dato server
• entity
• il bean più semplice che può essere serializzato
• message
• i web services ne usano parecchi
JSP e LEGACY
• abbiamo già detto che si può riutilizzare qualsiasi classe dentro ad 
una pagina JSP  
• basta dichiararla globale
• <%!     ............ %>
JSP e LEGACY
<%! 
public class quadrato{
double lato;
public quadrato (double L){ lato = L;}
public double area() {return lato*lato;}
}
%>
....HTML....
<%  quadrato quad1 = new quadrato(request.getParameter(”LatoQuadrato”) ) ;   
double AreaQuad1 = quad1.area(); 
%>
JSP e LEGACY
• ... quindi posso utilizzare qualsiasi cosa 
• primo fra tutti le socket
JSP e SOCKET
• Le socket (con tutti i pro e contro) rappresentano una possibilità di 
aumentare la granularità di distribuzione del nostro sistema
• nel mondo JSP possiamo utilizzare le socket per comunicare con 
processi remoti e non.
• nessuno mi vieta di aprire dinamicamente 
• socket
• serverSocket
• attenzione all’uso, leggere attentamente le istruzioni del caso !!!!
• e di recuperare informazioni da queste
JSP e SOCKET
• Socket...
• import java.net.*;
import java.io.*;
public class Client {
 public static void main (String args[]){
/**vuole ip porta arg*/
 try {Socket s = new Socket (args[0] , Integer.parseInt(args[1]));
 System.out.println("connesso"); 
 /**ci costruiamo l'acquisizione s Ë la Socket*/
 InputStreamReader is = new InputStreamReader(s.getInputStream());
 BufferedReader q = new BufferedReader(is);
 
 
 OutputStreamWriter os = new OutputStreamWriter(s.getOutputStream());
 BufferedWriter oq = new BufferedWriter (os);
 /**il write vuole argomento e lunghezza*/
 oq.write(args[2],0,args[2].length());
 oq.newLine();
 oq.flush();
 System.out.println(q.readLine());
 s.close();
 System.out.println("disconnesso");
 }catch (IOException e){
 System.out.println(""+e);}
 }
}
JSP e SOCKET
• ServerSocket
• import java.net.*;
import java.io.*;
public class Server {
 public static void main (String args[]){
 ServerSocket ss = null;
 try { ss= new ServerSocket(6969);}
 catch (IOException e){
 System.out.println(""+e);}
 while (true){
 try {Socket s = ss.accept();
 InputStreamReader is = new InputStreamReader(s.getInputStream());
 BufferedReader q = new BufferedReader(is);
  
 OutputStreamWriter os = new OutputStreamWriter(s.getOutputStream());
 BufferedWriter oq = new BufferedWriter (os);
 
 oq.write(q.readLine()+" ok");
 oq.newLine();
 oq.flush();
 s.close();
 }catch (IOException e){
 System.out.println(""+e);}
 }
 }//main
}
Java Server Side
JSTL
JSTL
• come si fa quindi a creare dei tag personalizzati?
• ... se è codice Java associato a tag ... occorre scrivere sicuramente una 
classe
• le classi per la creazione dei tag personalizzati sono due:
• javax.servlet.jsp.tagext.SimpleTagSupport
• javax.servlet.jsp.tagext.BodyTagSupport
• o meglio basta estendere una di queste due classi per creare una tag 
personalizzato
JSTL
• javax.servlet.jsp.tagext.SimpleTagSupport
• è il caso più semplice 
• si tratta di un TAG che non presenta un corpo (body)
• es <myTag:faQualcosa />
• che può presentare differenti attributi
• es <myTag:faQualcosa attributo1=”hello”  attributo2=”world”/>
• o meglio che vincola i parametri necessari alla sua esecuzione 
nell’invocazione del tag e non nel suo corpo
• è valida anche la notazione 
• <myTag:faQualcosa attributo1=”hello”  attributo2=”world”>
• ...
• </myTag:faQualcosa>
JSTL
• questi sono i tag più semplici
• dobbiamo programmare la loro azione
• all’apertura del tag 
• eventualmente alla chiusura del tag
JSTL
• javax.servlet.jsp.tagext.BodyTagSupport
• al contrario del precedente permette di poter specificare alcuni 
parametri nel corpo del tag stesso
• <myTag:faQualcosa2>
• Hello World
• </myTag:faQualcosa2>
JSTL
• in questa famiglia di tag dobbiamo invece programmare 
• cosa avviene all’apertura
• cosa fare del corpo del tag
• cosa fare alla chiusura del tag
JSTL
• in entrambi i casi occorre fare qualche considerazione
• <myTag:
• rappresenta il namespace del tag 
• vale a dire che si associa a questo prefisso l’invocazione di una 
determinata famiglia di tag
• faQualcosa 
• rappresenta una determinata classe della famiglia del mio tag  
• con questo si sceglie quale classe caricare in memoria
• attributo1
• rappresenta un parametro necessario o meno all’esecuzione del tag
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• Q: ... e se mi trovo a voler utilizzare una classe già scaricata di cui 
non ho i sorgenti come faccio a sapere nameSpace e attributi?
• col tempo è diventata prerogativa di ogni container JSP quella di 
poter parametrizzare i nameSpaces delle classi dei tag
• Q: dove e come?
• il meccanismo scelto è stato quello di creare dei file che descrivano 
il tag “ai morsetti”
• questi file vengono letti dal container in fase di startup e vengono visti 
a mo’ di interfaccia (fino al riavvio del container) d’uso delle classi dei 
tag
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• vista la loro natura questi file sono stati chiamati descrittori della 
libreria di tag
• Tag Library Descriptor
• sono puramente dei file XML 
• aderiscono ad un determinato schema
• siccome specificano dei parametri di esecuzione della web-
application devono essere visti all’interno del file descrittore della 
configurazione 
• web.xml
• devo anche specificare in ogni singola pagina di importare quella 
determinata libreria di tag
• con una direttiva di pagina
• <%@taglib prefix="sql"  uri="http://jakarta.apache.org/taglibs/dbtags" %>
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tagLibDescriptor.tld
• <taglib xmlns="http://java.sun.com/xml/ns/j2ee" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
xsi:schemaLocation="http://java.sun.com/xml/ns/j2ee web-jsptaglibrary_2_0.xsd" version="2.0">
• <tlib-version>1.0</tlib-version>
  <short-name>myTag</short-name>
  <uri>/WEB-INF/pathTo/myself</uri>
•  <tag>
    <name>faQualcosa</name>
    <tag-class>myPackage.myClass.class</tag-class>
    <body-content>scriptless</body-content>
    <attribute>
      <name>attributo1</name>
      <required>false</required>
      <rtexprvalue>false</rtexprvalue>
      <type>java.lang.String</type>
      <name> attributo1 </name>
      <required>false</required>
      <rtexprvalue>false</rtexprvalue>
      <type>java.lang.String</type>
    </attribute>
  </tag>
• <tag>
    <name>faQualcosa2</name>
    <tag-class>myPackage.myClass.class</tag-class>
    <body-content>jsp</body-content>
</tag>
è il prefisso con cui
li chiameremo nella
pagina
JSTL
WEB.XML
• ...
• <taglib>
• <taglib-uri>/WEB-INF/pathTo/myself</taglib-uri>
• <taglib-location>/WEB-INF/tld/tagLibDescriptor.tld</taglib-location>
• </taglib>
• ...
JSLT
• import javax.servlet.jsp.tagext.*;
• import javax.servlet.jsp.JspWriter;
• import javax.servlet.jsp.JspException;
• public class miaClasseFaQualcosa extends SimpleTagSupport{
• private String attributo1;
• private String attributo2;
• public void doTag() throws JspException{
• JspWriter out = getJspContext().getOut();
• out.println(”<b>”+attributo1 + ” ” + attributo2);
• }
• public void setAttributo1(String value){
• attributo1 = value;
• }
• public void setAttributo2(String value){
• attributo2 = value;
• }
• }
JSLT
• un po’ più complesso è il caso dei tag in cui occorre analizzare il 
corpo
• parsing o no?
• cosa fare all’apertura ... 
• alla chiusura ... 
• ...e se dovessi iterare sul valore del corpo del tag ??
• tutte domande valide che devono avere risposta ...
• un passo per volta
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• public class faQualcosa2 extends BodyTagSupport{
• public faQualcosa2(){  super();}
• public int doStartTag(){}
• public int doAfterBody(){}
• public int doEndTag(){}
• //  per gli eventuali attributi il meccanismo è lo stesso del simpleTag
• }
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• Q: perchè i metodi critici ritornano degli int ?
• ... perchè non sempre il tag si apre e chiude e basta ...
• ... alle volte c’è bisogno di aprirsi e chiudersi n volte ...
• es: pensate all’esempio del carrello della spesa ...
• contesto:
• una serie di oggetti contenuti in sessione
• necessità di visualizzarli a video in forma tabellare
• primo passo recuperiamo gli oggetti
• servlet
• l’abbiamo già visto
• JSP
• ora lo vediamo
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• .... //HTML ...
• <% java.util.Vector v = 
pageContext.getSession().getAttribute(”oggettiCarrello”);
• pageContext.setAttribute(”oggetti”, v);
• %>
• <!-- supponiamo di voler fare una cosa simile a questa -->
• <c:forEach var=”k” begin=”0” end=”<%=oggetti.size%>” step=”1” >
• <tr><td><%= oggetti.elementAt(k).toString()%></td></tr>
• </c:forEach>
JSTL
• il tag forEach deve iterare n volte per poter permetterci di stampare a 
video tutti gli oggetti che sono nel vector in sessione
• per fare questo dobbiamo avere il modo di dire al tag che alla chiusura 
del tag ... questo venga riaperto
• per permetterci questo grado di libertà i progettisti SUN hanno pensato 
di inserire una serie di costanti intere 
• ... e lo hanno fatto per ogni metodo !
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• public int doStartTag(){}
• può ritornare due valori:
• EVAL_BODY_BUFFERED
• nel caso in cui si debba valutare il corpo del tag dopo l’apertura
• SKIP_BODY
• nel caso si debba passare direttamente alla chiusura del tag
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• public int doAfterBody(){}
• può ritornare due valori:
• EVAL_BODY_AGAIN
• per far valutare nuovamente il corpo del tag
• SKIP_BODY
• per saltare alla chiusura
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• public int doEndTag(){}
• può ritornare due valori:
• EVAL_PAGE
• per continuare nella interpretazione della pagina JSP
• SKIP_PAGE
• per interrompere la generazione della pagina JSP
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• nel caso del nostro for each ...
• il do start tag 
• acquisirà il vector ... si preparerà all’elaborazione e ritornerà 
EVAL_BODY_BUFFERED 
• in caso di errore potremmo far ritornare SKIP_BODY
• il doAfterBody 
• ciclerà sul Vector con il passo impostato e ritornerò EVAL_BODY_AGAIN 
fino a che ci sono oggetti nel Vector
• al termine dello scorrimento ritornerà SKIP_BODY
• il do end tag 
• ritornerà EVAL_PAGE a meno di operazioni critiche che ci potrebbero 
imporre di far ritornare SKIP_PAGE
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JSTL
• ora abbiamo quasi tutto 
• Q: ma i tag possono interagire tra di loro?
• certo!
• il che aumenta l’entropia del codice ...
• pensiamo al caso della interrogazione ad un DataBase 
• i passi fondamentali sono:
• connettersi
• interrogare 
• scorrere il risultato 
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• potremmo pensare alla creazione di una famiglia di tag che si 
occupi di gestire le connessioni con i db
• <sql:createConnection>
• <sql:query>select * from tabella1 </sql_query>
• <sql:resultSet getColumn=”1”>
• </sql:createConnection>
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• e magari di utilizzare il nostro forEach per scorrere il risultato
• <sql:createConnection>
• <sql:query>select * from tabella1 </sql_query>
• <myTag:forEach var=”x” begin=”1” end=”10” step=”1”>
• <sql:resultSet getColumn=”x”>
• </myTag:forEach>
• </sql:createConnection>
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• il tag createConnection deve
• verificare che il db sia raggiungibile
• autenticarsi
• chiedere una connessione attiva 
• rendere la connessione disponibile alla pagina fino alla chiusura del 
tag
• per permettere ad altri tag di utilizzarla
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• createConnection
• estenderà SimpleTagSupport
• in doTag() farà tutto ciò che abbiamo detto prima
JSTL
• query
• estenderà BodyTagSupport
• acquisirà la stringa corrispondente all’interrogazione SQL che vogliamo 
effettuare al DB
• eventualmente potrebbe effettuare test semantici sulla stringa stessa
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• resultSet
• estenderà SimpleTagSupport
• dovrà interrogare il db
• farsi dare il risultato
• stamparlo a video
• Problema ... resultSet deve vedere il contenuto di 
• query
• per  sapere quale interrogazione deve fare al db
• createConnection
• per sapere su che connessione effettuare l’interrogazione
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• per fare ciò le interfacce delle classi dei tag si sono arricchite con i 
metodi per la ricerca dei tag padri
• getParent()
• ci permette di avere a disposizione tutti i campi della classe “padre” 
del tag 
• della classe il cui tag racchiude il corrente
• con questo meccanismo possiamo propagare le informazioni/oggetti 
necessari al corretto funzionamento del sistema
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• abbiamo visto che esiste una famiglia di tag che inizia con <jsp: 
inclusi già nel linguaggio
• ... col tempo ne sono nati altri
• o meglio ... visto che alla progettazione del sistema c’era il requisito 
di potersi creare Tag da soli, diciamo che alcuni di quelli di utilità 
più comune sono stati sviluppati sotto forma di progetti open source
• col tempo il progetto per lo sviluppo di queste famiglie di tag è 
diventato Java Standard TAG Library
• Repository dei vari progetti open source è la stessa fondazione che ha 
portato avanti lo sviluppo di Tomcat
• http://jakarta.apache.org/taglibs/index.html
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• all’interno del progetto Jakarta troviamo quindi una serie di famiglie 
di tag per le utilità più comuni
• DB
• Sessione
• String
• Mail
• DateTime
• Random
• ne sono alcuni esempi
JSTL
• la famiglia dei tag l’interazione con i db si articola sul prefisso <sql:
• i tag che possiamo utilizzare sono relativi a:
• connessioni
• statement
• result set
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• Connection Tags 
connection
 Get a java.sql.Connection object from the DriverManager or a DataSource.
url
 Sets the database URL of the enclosing connection tag.
jndiName
 Sets the JNDI named JDBC DataSource of the enclosing connection tag.
driver
 Sets the driver class name for the connection tag.
userId
Sets the user id for the connection tag.
password
 Sets the password for the connection tag.
closeConnection
 Close the specified connection. The "conn" attribute is the name of a  connection object in the page context.
 
JSTL
Statement Only Tags 
statement
 Create and execute a database query.
escapeSql
 Replaces each single quote in the tag body  with a pair of single quotes.
 
Statement/PreparedStatement Tags 
query
 Set a query for a statement or preparedStatement tag
execute
 Executes an insert, update or delete for a statement or preparedStatement tag
 
PreparedStatement Only Tags 
preparedStatement
 Create and execute a tokenized database query
setColumn
 Set a field in a preparedStatement. Set the value as a  String inside the tag body.
 
ResultSet Tags 
resultSet
 JSP tag resulset, executes the query and loops through the results for the enclosing statement or preparedstatement tag. The body of this tag is executed once per row in the 
resultset. The optional "loop" attribute, which default to true, specifies whether to execute the tag body once per row "true", or to simply assign the ResultSet to the page attribute 
specified by "id".
wasNull
 Executes its body if the last getColumn tag received a null value from the database. You must be inside a resultset tag and there must be a previous getColumn tag, or an error will 
be generated.
wasNotNull
 Executes its body if the last getColumn tag did not encounter a null value from the database.
getColumn
 Gets the value, as a String, of a coulmn in the enclosing resultset. The column number is set via the "position" attribute. You can optionally set the value, as a String, to a serlvet 
attribute instead of the tag body with the "to" attribute. The scope of the servlet attribute is specified by the "scope" XML attribute (default = page).
getNumber
 Similar to getColumn, but provides more precise control over  number formatting. The "format" attribute can be either a pattern as  accepted by the DecimalFormat constructor or a 
style: "CURRENCY", "PERCENT" or "NUMBER". The "locale" attribute can have one to three components as accepted by the Locale constructor: language,  country and variant. 
They are separated by "_".  If neither the format nor locale attribute is set, output should be  identical to getColumn.
getTime
 Similar to getColumn, but provides more precise control over  java.sql.Time formatting. The "format" attribute can be either a pattern as  accepted by SimpleDateFormat or a style: 
"FULL",  "LONG", "MEDIUM" or "SHORT". The "locale" attribute can have one to three components as accepted by the Locale constructor: language,  country and variant. They 
are separated by "_".  If neither the format nor locale attribute is set, output should be  identical to getColumn.
getTimestamp
 Similar to getColumn, but provides more precise control over  java.sql.Timestamp formatting. The "format" attribute can be either a pattern as  accepted by SimpleDateFormat or a 
style: "FULL",  "LONG", "MEDIUM" or "SHORT". The "locale" attribute can have one to three components as accepted by the Locale constructor: language,  country and variant. 
They are separated by "_".  If neither the format nor locale attribute is set, output should be  identical to getColumn.
getDate
 Similar to getColumn, but provides more precise control over  java.sql.Date formatting. The "format" attribute can be either a pattern as  accepted by SimpleDateFormat or a style: 
"FULL",  "LONG", "MEDIUM" or "SHORT". It is required. The "locale" attribute can have one to three components as accepted by the Locale constructor: language,  country and 
variant. They are separated by "_".
wasEmpty
 Executes its body if the last ResultSet tag received 0 rows  from the database. You must be after a ResultSet tag, or an error will be generated.
wasNotEmpty
 Executes its body if the last ResultSet tag received more than 0 rows  from the database. You must be after a ResultSet tag, or an error will be generated.
rowCount
 Prints out the number of rows retrieved from the database. It can be used inside a ResultSet tag to provide a running count of rows retreived, or after the ResultSet tag to display the 
total number. Using the tag before the ResultSet will produce an error.
• <sql:connection id="conn1">
  <%-- required --%>
  <sql:url>jdbc:mysql://localhost/test</sql:url>  
  <%-- optional --%>
  <sql:driver>org.gjt.mm.mysql.Driver</sql:driver>  
  <%-- optional --%> 
  <sql:userId>root</sql:userId>  
  <%-- optional --%>
  <sql:password>notVerySecure</sql:password>
</sql:connection>
• <%-- showing the contents of the table --%>
<table>
<tr><th>id</th><th>name</th><th>description</th></tr>
<sql:preparedStatement id="stmt6" conn="conn1"> 
  <sql:query>
    select * from tabella1
  </sql:query>
  <sql:resultSet id="rset4">
    <tr>
      <td><sql:getColumn position="1"/></td>
      <td><sql:getColumn position="2"/></td>
      <td><sql:getColumn position="3" to="description"/></td>
    </tr>
  </sql:resultSet>
  <tr>
    <td colspan="3">
    <%-- show different text, depending on whether or not
    any rows were retrieved --%>
    <sql:wasEmpty>No rows retrieved.</sql:wasEmpty>
    <sql:wasNotEmpty><sql:rowCount/> rows retrieved.</sql:wasNotEmpty>
    </td>
  </tr>
</sql:preparedStatement>
• <sql:closeConnection conn="conn1"/>
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• Q: ... e se cambio il db devo riscrivere il codice delle pagine ?
• assolutamente no!
• al massimo cambio il parametro che mi specifica il driver JDBC
• se sono stato furbo l’ho messo come parametro dentro al web.xml
• in quanto i tag sono stati pensati proprio per aver qualcosa che 
funzionasse con una logica comune a tutti i db
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• per la sessione troviamo tag che permettono di leggere, scrivere e 
modificare gli oggetti in sessione
• Session Tags 
session
Access general information about session.
isNew
Determine if a session is new.
invalidate
Invalidate a user session and remove it.
maxInactiveInterval
 Set the maximum inactive interval before a session times out.
 
Session Attribute Tags 
attribute
Get the value of a single session attribute.
attributes
Loop through all session attributes.
equalsAttribute
 See if a session attribute equals some value.
existsAttribute
 See if a session attribute exists.
removeAttribute
Removes an attribute from a session.
setAttribute
Sets the value of a session attribute.
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• <sess:setAttribute name="nome">Valore</
sess:setAttribute>
• ...
• <sess:existsAttribute name="test1">
 The session attribute with name test1 exists.
</sess:existsAttribute>
<sess:existsAttribute name="test1" value="false">
 The session attribute with name test1 does not 
exist.
</sess:existsAttribute>
• ...
JSTL
• alla stessa maniera possiamo avere tutte le informazioni che ci 
servono sugli altri tag su:
• http://jakarta.apache.org/taglibs/index.html
• di cui alcuni:
• alcuni stabili
• altri in development
• altri deprecated 
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• c’è poi una famiglia di tag che appare in ogni distribuzione di un 
container
• i tag di controllo o di “core”
• <c:
• forEach
• choose
• if
• ...e altri comodi per controllare le iterazioni e via dicendo
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• ok, ora in JSP riesco a fare qualcosa ... 
• Q:ma per recuperare un parametro deve sempre passare per java?
• <%=request.getParameter(”nomeParametro”)%>
• <%=pageContext.getSession().getAttribute(”nomeAttributo”)%>
• Q:ma per effettuare una valutazione logica deve sempre passare per 
java?
• <c:if test=”<%=StringA.equals(StringB)%>”%>...
• Q: non riesco a fare in modo di non usare mai Java e restare sempre a 
livello di tag?
JSTL
• per rispondere a questa domanda la SUN a rilasciato a partire dalla 
release 2.3 delle API JSP l’Espression language
• l’obiettivo era quello di 
• completare il compito iniziato con JSTL e le taglib  
• di creare mezzi per non far trasparire Java a chi programma in JSP
• l’espression language è un linguaggio vero e proprio che permette la 
rapida valutazione di espressioni da JSP
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• l’Espression Language (EL) si invoca con un marker
• ${}
• tutto ciò che sta dentro alle parentesi graffe viene valutato come EL
• ovviamente deve essere abilitato sulla pagina su cui lo utilizziamo
• per abilitarlo in realtà basta abilitare i tag di controllo (core)
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• l’espressione più semplice del linguaggio è quella di stampare il 
valore di una variabile
• si ottiene con
• ${nomeVariabile}
• con questo statement riusciamo a recuperare sia le variabili in page sia 
le variabili in session
• per recuperare le variabili in request occorre aggiungere “param” 
davanti al nome
• ${param.nomeVariabile}
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• abbiamo detto che è un linguaggio per realizzare espressioni
• ergo deve avere degli operatori di confronto
• eq , ne , gt , lt , ge ,le  
• e permettere le operazioni elementari
• + - * /
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• così il controllo che prima facevamo così:
• <c:if test=”<%=StringA.equals(StringB)%>”%>...
• diventa
• <c:if test=”${StringA eq StringB}”%>
• il recupero di parametri diventa 
• ${param.nomeParametro}
• le operazioni tra due variabili diventano
• ${a + b}
• ${(a+c) *B}
Java Server Side
Interaction Model
JSP e Java
• JSP mi serve principalmente per:
• presentare il risultato di un elaborazione 
• interagire con classi
• interagire con servlet 
• interagire con i beans
• dove sta il vantaggio
• Model 1
• JSP, Beans
• Model 2 (MVC)
• JSP, Servlet, Beans
JSP e Java
Browser JSP bean Business
Object
1 - Request
2 - Access
3 - Access/Modify
4 - Response
MODEL 1
JSP e Java
• PRO:
• si riducono le dipendenze tra le pagine JSP e gli oggetti business
• si possono sviluppare pagine in parallelo
• CONTRO:
• non è sempre separata la parte View dal Model
• gli “sviluppatori JSP” non sono svincolati da quelli java
JSP e Java
MODEL 2
Browser JSPbeanBusiness
Object
1 - Request
2 - Access / 
Modify 
3 - Create / Modify
5 - Response
Servlet
4 - Access
JSP e Java
• PRO:
• giusto livello di astrazione
• ... che permette un largo riutilizzo del codice
• possibilità di “spezzare” la realizzazione
• CONTRO:
• ... bisogna progettare bene il sistema prima di partire 
JSP e Servlet
• quindi potrei fare a meno di scrivere codice JSP?
• ... spesso dimezzo i tempi se scrivo JSP invece che Servlet
• ... ed ottengo la stessa cosa 
• ma in alcuni casi mi conviene utilizzarle 
• ovunque ci sia bisogno di un MODEL 2
• ovunque io voglia fare MVC
JSP e Application 
Container
• tiriamo un po’ di somme: 
• dalla rete ci si è sempre aspettato grandi applicativi scalabili
• ... questa è storia
• grandi quantità di software “legacy” già pronto
• tutta la parte Java fatta “stand alone“
• dalle ditte vengono poche energie per ri-ingegnerizzare i servizi
• finché la barca va ... lasciamola andare
JSP e Application 
Container
• grazie al Model 2 di JSP possiamo riuscire a recuperare tutto ma ...
• chi scrive le Servlet?
• Ognuno la sua?
• o Standardizziamo anche quelle?
JSP e Application 
Container
sulla stessa scia di Tomcat e degli altri Servlet Engine
sono nati diversi “Application Container”
uno per tutti: JBoss
• JBoss ha standardizzato il Model 2 dando:
• una piattaforma server-side per il legacy Java
• uno standard per riutilizzare la “classi già fatte”
• uno standard per presentare l’Output sul web
JSP e Application 
Container
• Attorno a JBoss ora ruotano progetti consistenti:
• Content Management System 
• Nukes
• ... lo stesso Tomcat ... leggermente esteso
• JBossIDE on Eclipse
• un tool di sviluppo per JBoss stesso
• JBossCache
• piattaforma per il GRID Computing
JSP and beyond
• in più dovremmo parlare di:
• sicurezza
• integrazioni con altri linguaggi
• JSP Vs PHP
• JSP Vs ASP
• JSP Vs Zope
• ...
• e altre “cose” della J2EE per vedere modelli di interazione avanzati
