Abstract-Different indexes have been proposed to evaluate software quality and technical debt. Usually these indexes take into account different code level issues and several metrics, well known software metrics or new ones defined ad hoc for a specific purpose. In this paper we propose and define a new index, more oriented to the evaluation of architectural violations. We describe in detail the index, called Architectural Debt Index, that we integrated in a tool developed for architectural smell detection. The index is based on the detection of architectural smells, their criticality and their history. Currently only dependency architectural smells have been considered, but other architectural debt indicators can be considered and integrated in the index computation.
I. INTRODUCTION
Many works have been done in the literature on managing technical debt ( [1] , [2] , [3] ) which consider different forms of technical debt at different levels, e.g., architecture, design, code, test, social, documentation and technological. As outlined and evaluated by Ernst et al. [4] architectural issues are the greatest source of technical debt. Hence, it is important to understand how to identify and manage architectural problems to avoid and reduce technical debt accumulation.
In this paper, we focus our attention on architectural debt [1] , [5] , [2] , [6] and its possible evaluation. Different tools for software analysis, in particular commercial ones, provide a large number of evaluation measures through the computation of several metrics and technical debt indexes. In a previous paper [7] , we briefly described five tools (SonarGraph, Structure101, Cast, InFusion, SonarQube) able to provide a Technical Debt Index, sometimes called in a different way, but with the same or similar purpose. We found that often architectural issues are not taken into account and when they are considered the main focus is on the detection of cyclic dependencies [8] . Many other architectural problems such as architectural smells ( [9] , [10] ) are not considered. Moreover, different architectural smells/problems can be identified only by analyzing the development history of a project( [5] ) and Technical Debt (TD) indexes usually do not take into account this kind of information too.
In this work we focus our attention on the debt that can be caused by the presence of architectural smells. Architectural smells are often introduced through the violation of some design principles or decisions [11] and may accumulate high maintenance and evolution costs, representing a source of architectural debt. For this reason, we started working on the definition of a new index, that we call Architectural Debt Index, with a focus on architectural smells (AS) and we integrated it in our tool for architectural smell detection, called Arcan [12] .
The aim of our index is to evaluate the internal quality of a project in terms of: 1) the detected architectural smells, 2) their history, 3) their severity (the most critical ones) and 4) architecture design metrics. The index value of a project with a large number of smells and also critical smells (high severity) will be higher with respect to a project with less smells and low severity.
Hence in this work, we aim to answer the following research questions: RQ1 How should a new index be formulated to more exhaustively evaluate architectural debt? RQ2 How can we estimate the severity of an architectural smell? RQ3 Is the new index based on architectural smell detection independent from another existing index based on code level issues? The answer to research question RQ1 gives and motivates the definition of a new Architectural Debt Index (ADI) based only on the detection of different architectural smells (AS), their severity and history. A high value of the index provides hints on the low architectural quality of a project. Hence, developers/maintainers can get hints on specific problems causing the debt and identify the most critical ones. Moreover, if the Architectural Debt Index during a project evolution tends to increase, this means that developers/maintainers did not focus their attention on the sources of this debt. This could be probably due also to the lack of many available tools able to easily identify architectural smells and/or to the high cost to remove them.
The answer to research question RQ2 provides a severity estimation of the detected architectural smells. The severity is evaluated according to the violation degree of the metrics values used in the detection of the smell and the relevance of the part of the project affected by the smell, where the relevance is evaluated through a PageRank index (see Section IV-A2). The severity estimation allows to identify the most critical smells in terms of negative impact on a project, that can be prioritized to identify those to be removed first.
The answer to research question RQ3 allows to evaluate if an index such as the ADI based on the detection of architectural issues is independent by an index focused on code level issues. For this analysis we considered the index provided by SonarQube, since this tool is probably the most known and used tool for software quality assessment and provides a technical debt index whose computation is essentially based on code level issues. The answer to this research question is important since, if the two indexes effectively are able to measure code and architectural debt and they are independent, this means that there is no relation or not a strong relation between the occurrence of issues at code and architectural level. Hence, developers/maintainers have to take care of both the two types of debt: removing code debt could not necessarily imply the reduction/removal of architectural debt and vice versa.
We compute the Architectural Debt Index on 109 open source projects of the Qualitas Corpus [13] , where the projects have been classified in different categories. We evaluated the ADI also according to these categories and the size of the projects in terms of number of packages. Moreover, we analyzed the evolution of our index and the one of SonarQube in different major releases of 10 projects.
The paper is organized through the following sections: in Section II we outline some related works on tools which provide the computation of different kinds of technical debt indexes; in Section III the architectural smells detected through the Arcan tool; in Section IV the new Architectural Debt Index and in Section V its computation and its evaluation on a large dataset of projects; in Section VI the possible correlations among the Architectural Debt Index and the index of SonarQube. in Section VII the threats to validity and finally in Section VIII, we provide the answers to the Research Questions and discuss some future developments.
II. RELATED WORK
Different quality or technical debt indexes have been defined in the literature to evaluate a project, as the old Maintainability Index of Coleman [14] . We briefly cite below the indexes provided by some tools, while a more extended description of some of them can be found in [7] .
Sonargraph [17] . With respect to the previous indexes, our index is focused only on architectural issues (e.g., AS) and takes into account different features not considered, according to our knowledge, in the previous indexes.
III. ARCHITECTURAL SMELLS DETECTED
We developed a tool to detect AS in Java projects, called Arcan [12] . We currently focused our attention on AS based on dependency issues, since components highly coupled and with a high number of dependencies cost more to maintain and hence can be considered more critical. Obviously dependencies are not the only indicator of AD, hence other AS or debt indicators will be considered in the upcoming future work. Arcan detects:
• Unstable Dependency (UD): describes a subsystem (component) that depends on other subsystems that are less stable than itself. This may cause a ripple effect of changes in the system [18] . Detected on packages.
• Hub-Like Dependency (HL): this smell arises when an abstraction has (outgoing and ingoing) dependencies with a large number of other abstractions [19] . Detected on classes and packages.
• Cyclic Dependency (CD): refers to a subsystem (component) that is involved in a chain of relations that break the desirable acyclic nature of a subsystem's dependency structure. The subsystems involved in a dependency cycle can be hardly released, maintained or reused in isolation [18] . Detected on classes and packages and according to different shapes [12] .
• Implicit Cross Package Dependency (ICPD): captures hidden dependencies among files belonging to different packages [20] , [21] . For hidden dependencies, we mean co-change relations that we can find only in the history of the project and not in the code. Files changed frequently together with hidden dependencies lead to a lack of modularity. Detected on files. All computations are based on the dependency graph built from reading the project compiled files through a specialized Java library named BCEL. The graph represents the static structure of the code and illustrates the relationships among different software elements at different abstraction levels, such as composition, inheritance, package afference etc. The detailed description of the detection algorithms of CD, HL, UD smells and the building of the dependency graph can be found in [22] . For what concerns the Implicit Cross Package Dependency, the detection is done through the analysis of the dependency graph's evolution from the version history of the project development. Some of the above AS are detected also by other tools prototypes, but with Arcan we exploit a different approach: the project-under-analysis is represented through a dependency graph which contains all the information regarding the project static structure and the results of the detection.
IV. AN ARCHITECTURAL DEBT INDEX
This section is focused on the definition of a new index based only on the detection of the AS currently identified through Arcan. Obviously other AS can be considered in the future by considering other issues impacting architectural debt.
The index computation, integrated in the Arcan tool, takes into account:
• the Number of AS in a project;
• the Severity of an AS: assuming that some instances of AS are more critical than others, the Index takes into account a Severity measure defined according to each architectural smell type; • the History of AS: the presence of an AS in the history of a project can have a different impact on the index (for example if an AS involves an increasing number of classes and packages in its evolution, it is considered more critical than other AS).
• the Dependency metrics of Martin [17] (Instability, Fan
In, Fan Out, Efferent and Afferent Coupling) used for the AS detection. By considering these factors, the Architectural Debt Index (ADI) of a project P is defined as follows:
where:
• n: number of AS instances in a project P ;
• AS k : k-instance of an architectural smell;
• W : the total number of dependencies involved in at least one AS for all the AS in the project; • ASIS(AS k ): the Architectural Smell Impact Score (defined below in IV-A); • w(AS k ): the Architectural Smell Weight, i.e., the number of dependencies associated to the AS k ; • History(AS k ): the score associated to the trend evolution of the AS k (defined below in IV-B). The dependencies are considered according to the dependency graph of a project, on which all the AS found in a project are mapped on. The dependencies are the number of unique vertices (classes or packages) of the subgraph directly affected by an architectural smell.
A. Architectural Smell Impact Score
The Architectural Smell Impact Score, ASIS, is based on both the estimation of the severity of an AS and the importance of the subsystem where the AS is found. It is defined as the product of the SeverityScore associated to the AS k smell and the PageRank value of the AS k , which estimates the importance of the project subsystem affected by the AS k smell (defined below).
It is not possible to define a general formula for the Severity Score and the PageRank computation suitable for all types of architectural smells. In addition, since we are combining the two values linearly, we need to mitigate potential nonlinearities in their distribution, avoiding masking effects due to extremely large or small values.
The SeverityScore and PageRank, defined below, will both assume values in the range [0, ∞) mapped to integer values in the range [0, 1] (low to high respectively), through the quantile(x) function which is the quantile associated to x in the reference dataset.
Hence, we decided to compute the quantiles of the two values (Severity Score and PageRank) on a large dataset of 109 projects (see Table II ) of the Qualitas Corpus [13] and use them to assign values to some thresholds such as: low, medium low, medium, medium high and high.
The ASIS is defined as follows:
.
Since both SeverityScore() and P ageRank() return values between 0 and 1, ASIS represents a SeverityScore weighted by the "importance" (P ageRank) of the subsystem where the AS appears.
1) Severity Score:
The SeverityScore(AS k ) is a value defined for each instance of AS according to each type of AS. The SeverityScore for the AS detected by Arcan (Unstable Dependency (UD), Hub-like Dependency (HL), Cyclic Dependency (CD)) is defined as follows:
is defined as: quantile(N umberOf elementsInCD * min(n occ(e))) where the n occ(e) is the number of times the same type of edge among two vertices (e.g., class or package) occurs.
quantile(T otalN umberOf Dependencies). The SeverityScore of the ICPD smell computed considering the history of a project is evaluated through the last factor of the ADI computation, the History(AS k ) (see Section IV-B).
2) PageRank: The P ageRank(AS k ) estimates whether the AS is located in an important part of the project, where the importance is defined by the value of the P ageRank algorithm executed on the dependency graph of the project (to evaluate if many parts (subsystems) depend on the part where the AS is involved). The PageRank, P R is modeled starting from the one implemented by Brin and Page [23] , as explained below:
• the vertex v is a node of the dependency graph associated to a project;
• P R(v) is the value of PageRank of the vertex v;
• N is the total number of AS in the project;
• P k is a vertex with at least a link directed to v;
• n is the number of the p k vertexes;
• C(p k ) is the number of links of vertex p k ;
• d (damping factor) is a custom factor fixed at 0.85, a default value defined by Brin and Page [23] . It can be changed according to the P ageRank value needed for every vertex and its minimum associated level of P ageRank. The P R value is computed only on vertices of the dependency graph of both class and package types. P ageRank value P R is used for all the types of AS detected by Arcan, but the P ageRank of an AS which involves multiple classes and packages is considered differently, e.g, a CD smell that involves two or more classes or packages. To compute the P ageRank when an AS involves more than one vertex, it is necessary to aggregate the data; a method to aggregate multiple values could be to take the maximum P R value of the group.
The P R of all the AS and the max of P R of AS involving multiple classes or packages is computed as follows:
If AS k is an AS of a class or a package:
where v is the vertex (class or package) affected by AS k , n is the number of classes v j involved in an AS (among classes) or the number of packages v j involved in an AS (among packages).
B. History
The presence of an AS in the history of a project can have a different impact on the index. Figure 1 shows an example of project evolution through a graphical annotation. Version 1 (V1) is one version of a project, followed by Version 2 (V2). V1 has two architectural smells, such as: AS1 and AS2. AS1 has been deleted from the V2 of the project. AS2 is equal to the AS3 smell detected in V2. The comparison is made by extracting the subgraphs (SG) affected by the AS and checking whether the SGs in V2 contain, extend or are equal to any of the subgraphs of the precedent version V1. In the case of deletion of AS, a SG in V1 would not be in relation with any SG in V2.
Hence, the factor of the ADI index related to the history of a project, History(AS k ), is defined as the weight assigned to the trend of each type of smell as follows:
If AS k has a Stable Trend (4) where the trends are evaluated as:
• Decreasing Trend: when the number of classes, files or packages involved in an AS is decreasing. 
V. ARCHITECTURAL DEBT INDEX EVALUATION
In this section we evaluate the ADI index with and without considering the History component in the index computation.
1) The ADI evaluation without History: In the ASIS computation we have to consider the SeverityScore and P ageRank. We analyzed their values on a dataset of 109 projects of the Qualitas Corpus [24] : the quantile values of the dataset distribution are reported in Table I , where the SeverityScore(AS k ) and P ageRank(AS k ) assume values between 0 and 1. In this evaluation we have considered only UD, HL and CD smells, while ICPD has been excluded since ICPD is based on the history of a project (see next subsection). Table I reports also the metrics used to compute the SeverityScore (SS) described above: the number of unstable dependencies (NUD) for UD; the number of total dependencies (NoTD) for HL; the number of vertices (NoV) i.e., number of classes or packages according to the granularity level and the number of involved cycle (NoC) for CD. Table II reports the values of the (ADI) index in the referenced dataset (without considering the factor related to the History of the projects) and its quantification as a score value in a range among 1 and 5 through the following function q(ADI(P )): where quantile(ADI(P )) is the quantile associated to the ADI computed for the project P of the reference dataset, e.g, given a project with q(ADI(P )) of 5, its ADI is worse than a project with a q(ADI(P )) of 2. Moreover, Table II shows every single factor involved in the computation of the ADI: ΣASIS, ΣASIS * w, W and the number of the AS found in the projects for UD, CD and HL smells, both at package (PgK) and class (Cl) level.
From the data of Table II we can observe that projects with a high number of architectural smells have a higher q(ADI(P )), in fact Eclipse project has q(ADI(P )) of 5 and 20915 architectural smells; Cayenne has 8 architectural smells and has q(ADI(P )) of 1. Moreover, we can see that two projects with similar W (the number of dependency of the project) got different q(ADI(P )
The JHotDraw and Tapestry projects have 389 and 398 architectural smells respectively, but they have q(ADI(P )) value of 1 and 2 respectively. Moreover, these values are lower than for projects with less architectural smells (e.g., JParse got the value 3 for q(ADI(P ))), since the high number of architectural smells is mitigated mainly by the higher W . Figure 2 shows the distribution of the q(ADI(P )) for all the projects of Table II according to the categories to which the projects belong (Figure 2a ) and the number of packages per project (Figure 2b ). All the projects in the Qualitas Corpus repository are classified in the following categories [13] : a) parsers/generators/make, b) 3D/graphics/media, c) diagram generator/data visualization, d) programming language, e) database, f) middleware, g) IDE, h) testing, i) tool, l) SDK and m) games. As shown in Figure 2a , all the projects in the programming language category got q(ADI(P )) of 5, it is the worst category of projects together with the games and IDE categories. The testing, generators and middleware projects are the best ones with box of boxplot starting from 1 and not bigger than 4. Moreover, the worst categories have big projects in terms of the number of packages and high ΣASIS * w (if compared to the better ones). As shown in Figure 2b , the highest q(ADI(P )) is related to projects having packages between 200 and 300, but the highest values belong to projects with more than 300 packages.
2) The ADI evaluation with History: For this computation we have to consider the project evolution. Hence, we evaluated ADI on more than 100 versions of 10 projects shown in Table  III chosen in 7 different categories of the Qualitas Corpus repository. Figure 3a shows the evolution of the Architectural Debt Index in several versions (i.e., major releases) per project. The majority of the projects have an increasing trend (i.e. the projects are getting worse) of the ADI index, i.e., the ADI in the last version is higher than in the first version. Although, Checkstyle shows a decreasing trend of ADI before a major release publication and after that an opposite trend.
We have considered also the evolution of the ADI in the projects according to the Lines of Code (LOC) of the projects. Figure 3b shows the evolution of the LOC metric. We can see that the LOC value in most of the projects is stable, with the exception of two projects (Hibernate and Ant). In Nekohtml, Emma and PicoContainer projects, we can observe that even if developers introduce few new LOC, the ADI increases (see Figure 3a) . If we look at both Figures 3a and Figure 3b , we can observe that the ADI values increase also if the LOC values remain stable. In fact ADI does not consider LOC in its computation, but the number of AS.
For what concerns an initial validation of our index, we looked for consistency between an existing architectural eval- uation of a project and our index. As we can see in Table II , the Eclipse project has a high value(5) of ADI indicating its poor quality. This is consistent with the evaluation of architectural erosion previously conducted by other authors on the same version(3.X) of the Eclipse project [25] .
VI. ADI AND SONARQUBE TDI
In order to answer RQ3 we have analyzed the possible correlations existing between the Technical Debt Index (TDI) of SonarQube (see Section II) and ADI. Figure 4 shows the comparison of the two indexes for each project: the y-left-axis is referred to Technical Debt index and the y-right-axis is referred to ADI, but the attention is focused on the trends of the indexes since their values have different scales: TDI and ADI improve (less debt) when they have a decreasing trend. As shown in Figure 4 , the trend of TDI is stable in 4 projects on 10, i.e., TDI has the same value in the first and last version; while, ADI has increasing trends for all projects. TDI is not improved in Ant, Junit and PicoContainer, and also ADI is worse. Moreover, ADI and TDI have the same trend in Antrl and Emma projects, while ADI is getting slightly worse and TDI increases in Ant projects. In conclusion, we can assert that the majority of the projects analyzed by using our proposed implementation of ADI has increasing trends for ADI (a worse overall software In bold are reported P-value lower (or equal) than 0.05 and Tau grater (or equal) than 0.8 architecture quality), while in contrast to ADI, the TDI has a stable or improved trend. This trend difference discovered among ADI and TDI is probably related to their computation: ADI is focused on the evaluation of the AS of the project and AS evolution; TDI is focused essentially on the detection of code and object-oriented violations. Hence, both the two indexes have to be considered in order to identify code and architectural debt. Moreover, we performed three different tests to better analyze the possible correlation/independence between ADI and TDI index of SonarQube: Kendall [26] correlation test, Cohen Kappa [27] and Krippendorff Alpha [28] . We tested also ADI with some metrics used in the TDI computation of SonarQube: we considered LOC and Bugs.
Kendall correlation results reported in Table IV among ADI and TDI indexes show that there is no correlation among them, since only Ant project has good values of Tau and P-value in ADI -LOC tests.
Krippendorff Alpha results between ADI and TDI indexes, shown in Table IV, outline that there is independence between ADI and TDI, since all the tests had values lower than 0.4 in the ADI -TDI tests: this value is much lower than 0.8, considered as the minimum value for inter-rater reliability. This is confirmed for the other two tests case, i.e., the ADIBugs and ADI -LOC.
As last test, we conducted the Cohen's Kappa tests and Given the results of the tests on the ADI and TDI indexes and their evolution shown in Figure 4 , we can observe that ADI and TDI are behaving in different way, since they seem to not have any correlation or inter-related dependence.
VII. THREATS TO VALIDITY
In this Section, we introduce the threats to validity, following the structure suggested by Yin [29] and we debate the different tactics adopted to mitigate them. Threats toConstruct Validity concerns the identification of the measures adopted for the concepts studied in this work. Regarding this threat, the first issue is related to the detection accuracy of the adopted tools. For this purpose, we relied on an existing detection tool In bold are reported P-value lower (or equal) than 0.05 and Kappa grater (or equal) than 0.8 already used in previous research work [12] , [22] , where the authors report a precision of 100%, since Arcan found only correct instances of architectural smells. The second issue is related to the completeness of the measures we use to characterize architectural debt, i.e. Architectural Smells (AS).
We have considered only four AS, while many others have been defined in the literature, hence we have to extend this study and analyze the severity and the index computation and evolution according to a larger set of smells related to different architectural debt indicators. As for numerical issues deriving from the scale of the adopted measures, the ADI formula is defined using the quantile of distribution on a large dataset of projects. This allows mapping unbounded values (most of the times distributed exponentially or as a power law) to values in the range of [0, 1]. This kind of normalization has been designed to make the combination of the scores originated by different AS representative of all its parts. Threats to Internal Validity concern factors that could have influenced the obtained results. We cannot claim that our results fully represent every Java project. In order to mitigate this issue, we considered a large set of 109 projects and we analyzed 10 versions of 10 open source projects. This dataset includes projects from different domains, different sizes and with different software architectures. In this way, we mitigate the possibility that one of these factors could influence our results.
Threats to External Validity concern the possibility of generalizing our results. To make our results as generalizable as possible, we analyzed a large dataset of projects. More case studies are needed in order to establish whether our observations concerning the evolution of ADI and the independence between ADI and the TDI of SonarQube are applicable also considering other projects, and in particular industrial projects.
Threats to Reliability refer to the correctness of the conclusion reached in the study. We applied non-parametric tests and rank-based correlation methods since software metrics often do not have normal distributions. We used a standard R package to perform all statistical analyses since it allows simple replications of them and gives good confidence on the quality of the results.
VIII. CONCLUSION AND FUTURE DEVELOPMENTS
In this paper a new index oriented to the evaluation of architectural issues as AS has been proposed and integrated in the Arcan tool. Severity for all the architectural smells detected by Arcan are given and explained. An evaluation of the index has been performed on a dataset of 109 open source projects. The evolution of the ADI and a comparison with the SonarQube TDI index has been performed on 10 projects considering more than 100 versions in total. In the following, we provide the answers to our research questions.
With respect to RQ1 How should a new index be formulated to more exhaustively evaluate the architectural debt? According to our proposal, the index should take in consideration the architectural smells of the project and their development history. Hence the defined index is computed through the values of ASIS (Architectural Smell Impact Score) and History. The first element estimates the criticality of the AS in terms of the negative impact that they could have on the project. The second element measures the variation of the number of AS in a project during the development history, as explained in Section IV-B. This index can be used to identify and prioritize the most critical classes or packages in the projects; in this way the developers/maintainers can easily identify and focus their attention on them. Moreover, the index can be used to monitor and check the architectural debt during a project evolution. We assessed that our index reflects the architectural debt of the projects by comparing an evaluation done on Eclipse [25] and the value of ADI, both stating the poor architectural quality of the project.
With respect to RQ2 How can we estimate the severity of an Architectural Smell? It is possible to estimate the severity for each architectural smell. We considered both SeverityScore and P ageRank indexes, described in Section IV-A. The severity evaluation could be also used to estimate the costsolving of architectural smells. The P ageRank has been identified in Section IV-A as a smell-agnostic way to weight the severity of an AS, since it indicates the most important and popular place in the dependency graph (i.e., the elements of the dependency graph that are the hardest to refactor). With agnostic, we mean that the P R uses the dependency graph and it is independent from the AS type.
With respect to RQ3 Is the new index based on architectural smell detection independent from another existing index based on code level issues? The indexes seem not to have correlation and inter-dependence according to the three tests we conducted in Section V. Moreover, there is no correlation of ADI with both LOC and Bugs used for the computation of the TDI of SonarQube. TDI showed different trends with respect to ADI highlighting its weakness on architectural quality evaluation, since TDI cannot evaluate any aspect of the architecture of a project which is computed by ADI. In fact we observed that ADI got worst and TDI was stable or getting better in the majority of the projects. This highlights the independence between issues at code level (detected by TDI) and at architectural level (detected by ADI), making our index a valid support for developers to assess architectural quality.
According to future developments, we aim to evaluate the index on a large dataset of both open source and industrial projects to get the feedback of the developers [30] . Hence, the weights assigned for example to the History could be changed according to new validations. We focused our effort on the detection of the AS described in Section III, obviously in the future other AS can be considered in the index and detected by Arcan. For example we could consider AS related to Interface design and evolution, such as the AS Ambiguous Interface, Redundant Interface, Overused Interface and Unstable Interface [10] . We would like also to detect different categories of AS which could impact different quality attributes, such as performance and security; in this direction, we could identify and compute different ADI index profiles according to the impact of the AS on specific quality attributes.
Moreover, we aim to extend the index or define a new one to consider also the cost to remove the architectural smells ( costsolving). This could allow developers/maintainers to make a business case (costs vs benefits) and help them to set the order in which they want to remove the AS. Towards the definition of this index oriented to the evaluation of the cost-solving , we are also interested to work on the development of some kind of automatic/semiautomatic refactoring support by studying the different refactoring opportunities of each AS. The index now is focused only on the evaluation of the architectural debt derived by AS. Other factors could be considered, e.g. FOSS/COTS obsolescence, legacy monolithic applications and lack of information architecture hardening.
