ABSTRACT This paper presents a simulation of the growth process of leaves for computer graphics, visualization, and virtual reality applications. The following two-stage simulation is presented in this paper. First, a reference image is used to guide the early stage growth of the leaf; second, a growth function was created based on several vector fields controlled by a generalized logistic function. This growth function allows the leaf growth to continue beyond the information provided by the reference image. The core of both stages is the use of the level set method to extract and evolve the leaf shape. The proposed method facilitates the creation of frequently needed objects in an easy and flexible way that releases the user, usually an animator, from the burden of animating a leaf, which is usually a background object in a scene. We present several results from our experiments using various growth parameters and different leaves to showcase the advantages of using our method.
I. INTRODUCTION
For visually demanding applications, such as computer graphics, visualization, and virtual reality (VR), modeling and animating numerous objects within the virtual world need to be carefully executed. Among the myriad of possible objects, the leaf is undoubtedly one of the most common. Sometimes, a leaf is the main object of a scene, but more often, it is used as a background object to complement a storyline. Leaves are actually very important objects in creating scenes, since they help set the environment and mood. However, the manual modeling and posterior animation of leaves might quickly become cumbersome for an animator. For this reason, several techniques have been proposed in the past to automate the animation process, thereby releasing the animator from the burden. The animator can then be free to focus on animating foreground characters. For this reason, a technique to facilitate such activities is proposed in this paper.
Previous work on this topic fall into three broad categories. First, explicit techniques represent the geometry of the leaf using a triangle mesh and keyframing for animation; this may well be the most widely used technique. Second, procedural techniques create a set of rules that, when executed, create a branching structure that is typical of plants. Third, botanically inspired methods include information like growth rates and growth hormones in the simulation. Further detail is found in Section II wherein the related works are discussed.
In contrast with the previously mentioned techniques, we propose to model the leaf using an implicit function instead of the triangle mesh that is frequently used. This implicit function is a signed distance function, where the function gives the distance of any point in space to the closest point in the interface, and the sign indicates if a given point is inside or outside the object. In this case, the object is the leaf. This representation is used to propose a two-stage simulation of leaf growth. In the first stage of the simulation, a reference image is used to simulate the early stage of the leaf; this means that a simulation of the growth process from the leaf primordium to its adult-like state is completed. The second stage uses an evolution equation known as the level set equation. With the help of user-defined vector fields that are used in combination with a generalized logistic equation, we control and create several effects in the leaf beyond the information provided in the reference image. The core of both stages is the application of the level set method. Here, the thickness of the leaf is assumed to be so small that it can be ignored. Therefore, the results are presented in two dimensions.
After discussing the details of the proposed method, we present examples of our experiments. The evolution of the distance function for the different leaves and growing parameters are shown. Then, raytracing and texture mapping are used to obtain the final results. The last sections of this paper focus on points of discussion, improvements that should be addressed in future works, and conclusions drawn from the results.
II. RELATED WORK
Since the advent of computer graphics, the beauty of leafrelated phenomena has caught the attention of researchers. This section briefly summarizes the main techniques that have been used so far.
The most traditional method is the use of pure geometrical modifications in key-frame animations. This method places the entire burden on the animator but is perhaps a more artistic approach. The animator specifies the shape of the leaf at several points in time and the remaining frames are interpolated. This is arguably the most basic and widespread kind of animation, not only for leaves, but for any kind of object.
The early work on leaf simulation is based on L-systems [15] , a rule-based approach where growing rules need to be defined by the user. Even though the method is simple, it might be difficult to come out with new rules for different kinds of plants and leaves. Some systems like XFrog [6] have created vast libraries to ease this hurdle and help create high-quality animations. Another limitation of L-systems is their discrete nature. DL-systems [14] deal with some of these limitations by combining L-systems with the solutions of partial differential equations. Most of the previously mentioned methods focus on simulations of the plant as a whole, which might differ from simulations of just the leaf, which is the focus of this paper.
Recently, the well-known Navier-Stokes equations, originally developed to study fluids, have been used to simulate a wide range of materials including clouds, sand, and gelatin. Following this approach, Wang et al. [19] proposed a simulation of leaf growth using the Navier-Stokes equations. They used the solution of the Navier-Stokes equations to guide the evolution of the leaf. Wang et al. also used a signed distance function to represent the leaf and the level set method to evolve it. However, these equations are based on the principles of the conservation of mass and momentum. Growth by itself means there will be an increase in the mass of the leaf. Therefore, the underlying equations need to be specially treated to bypass the conservation-ofmass requirement by adding an inhomogeneous source term. To accomplish this, the method requires experimental data for the leaf expansion, which is not always feasible because that kind of data is scarce. The numerical solution of the NavierStokes equations is computationally expensive, which should also be considered. So, even though the method and the idea are interesting, there are not enough available biological observations to create new experiments.
There are also techniques based on biological interactions. For example, Alsweis et al. [1] reported a leaf growth simulation that used adapted venation patterns. They presented this technique as a biologically based growth function based on the Auxin hormone.
Jeong et al. [7] simulated the internal flow of the leaf and obtained the drying-leaf effect with sound results.
Another approach to model plants and leaves is the use of database-stored information that is retrieved and combined according to user input. For example, Chen et al. [5] used a user-drawn sketch to combine the elements from a database and create trees.
III. LEAF MODELING
The most popular representation of geometry in computer graphics is the triangle mesh. It is an explicit representation because the dynamics of every point in the mesh need to be explicitly calculated. It is quite a useful representation and is compatible with many techniques and software utilities. However, in this paper, we propose to represent the shape of the leaf using a signed distance function. The signed distance function is a special kind of implicit function that indicates the distance to the interface from every point in the computational domain, and the sign indicates whether a given point is inside or outside the interface. In this work, the interface is the boundary of the leaf and is defined as follows:
where is the computational domain. Every point in the boundary of the leaf is identified by a zero distance from the interface.
When the distance function of the proposed method is computed, as is shown in later sections, the calculation is independent of the actual leaf. For experimentation and validation, four different kinds of leaves were selected, and these will be referenced in the results section. The selected leaves are orange, oak, eucalyptus, and maple, as shown in Fig. 1 .
These leaves provide a range of different structural and morphological characteristics. The orange tree leaf has a simple structure with a smooth boundary; this one will be used as the initial example. The oak tree leaf has a very irregular boundary with several curved sections. The eucalyptus leaf is elongated and thin, providing a nice variation to the previously mentioned leaves. The most complex is the maple leaf with its semi-star shape and irregular contour.
The next section discusses how function φ evolves over time and how it tracks the leaf during its growth process.
IV. LEAF GROWTH SIMULATION
The implicit signed distance function φ evolves over time with the use of the level set method [11] . The level set method refers to a family of related techniques that provide a tool to track moving interfaces for which the numerical solutions of partial differential equations are used. Two variations of the level set method are used, one in each of the two stages of the simulation described in this section. The two-stage simulation produces sound results with an improved control flexibility that allows several effects to be created. Fig. 2 shows the schematic representation of the two stages. During the first stage of the simulation, the leaf goes from the primordium to a grown-up state and the reference image determines the final shape. In the second stage, a vector field guides the evolution of the leaf growth while the incorporation of a growth-rate function helps control the expansion of the leaf area. Typically, the initial condition φ 0 is a simple and small geometric object, like a square or a circle, which is used exclusively for the initialization. This object goes through the first stage and becomes φ 1 , which is the interface at the switch point between the two stages. The final shape is given by φ 3 , which is generated by executing the second stage. The simulation has a tSwitch parameter that indicates the moment at which the stage change should occur. Fig. 3 shows a state diagram that displays the discrete nature of the stage switching. In this figure, it is possible to see how the two stages complement each other in a sequential way. It is also possible to see the role of the tSwitch parameter. Depending on the chosen value of tSwitch, each stage may be shorter or longer.
A. FIRST STAGE
During the first stage of the leaf simulation, the behavior of the leaf from the primordium until it matches the reference image of an adult leaf is replicated. The use of a reference image is a powerful technique that allows the user to simulate the growth of several kinds of leaves with a unified model. Using a reference image, an initially small curve inside the leaf is evolved until it matches the shape in the image. The image has been preprocessed and only the leaf remains without a background. Here, we avoid the hurdles of segmentation.
The ideas described in this section come from the work on active contours and snakes by Chan and Vese [4] and additional information presented by Whitaker [20] . Chan and Vese [4] introduced an image segmentation algorithm that is not based on the gradient of the images, allowing for segmentation of complicated cases. In this section, these ideas are adopted and applied to track the evolution of the leaf in its early stage. In the original work, only the final step is used as the the segmentation output; however, in this study, every step is meaningful, since every step represents the leaf at a given moment. The detail of the process is as follows.
Virtually all modern cameras provide color images, so the beginning involves the transformation of the input image into a grayscale image. For this, a simple and fairly standard weighted sum of the R, G, and B channels is taken from the input image (assuming the image is in the RGB color space). This resulting image is called u 0 in the remainder of this paper.
In the present case, only the shape of the leaf is of interest, and because u o contains only the leaf, the gradient of this image will be very high at the boundary between the leaf and the background.
First, an edge detector that allows the algorithm to identify the boundary of the leaf is defined, as follows: (2) where the detector depends on the gradient of the image.
The implicit function φ represents the boundary of a leaf at any given moment in time. To do this, the user-defined function, φ 0 , is required to be very small, with the only condition being that its location is inside the leaf depicted in the image, u 0 . For more realistic results, it is recommended that the location of this initial curve be close to the base, where the leaf touches the petiole. The function φ 0 is visualized in Fig. 2 .
Also, the respective Heaviside function is defined as follows:
Its derivative, the Dirac Delta function, is defined as follows:
Chan and Vese [4] proposed the following functional equation: (5) where the first and second terms are regularization terms that stand for the length and area of the curve, respectively. These are easy to express due to the fact that an implicit signed distance function is used to represent the curve. The pixel averages are calculated as:
for the interior, and as:
for the exterior region of the leaf. The values of the parameters µ, ν, λ 1 , and λ 2 define the degree of influence of each term in the functional. The µ parameter relates to the influence of the length of the boundary. The ν parameter relates to the influence of the area inside the boundary of the leaf. Lastly, the λ 1 , and λ 2 parameters control the influence of the pixel averages of the inside and outside regions, respectively.
Solving the minimization problem
with a Euler-Lagrange equation, it is possible to obtain a new φ curve that evolves in the normal direction and closer to the leaf boundary in every step. The evolution is tracked on certain intervals of time to capture the current shape of the leaf.
The output of this procedure yields a region that resembles the region covered by the leaf. This is the approximation of the leaf surface at the end of the first stage. The function at this time is called φ 1 and is visualized in Fig. 2 .
A variation on the method presented in this section is to perform the initialization of φ 0 differently, for example, with the shape of a young leaf or the down-scaling of the original image. However, we found that this does not provide a significant difference in the output, so all our experiments use the initialization based on a simple geometric object as mentioned earlier.
Further details regarding the solution of the optimization problem can be found in [4] and [10] .
B. SECOND STAGE
The last step of stage one is used as the starting point of the second stage. Reinitialization might also be necessary at this point before the simulation continues.
From this point onward, the simulation provides the user with a way to track the leaf beyond the information provided by the reference image, u o . Furthermore, this technique allows the user to obtain a wide variety of effects over the original leaf while maintaining a degree of realism and ease of control.
The level set method is used to track the evolution of the curve using an externally generated vector field.
1) LEAF-BOUNDARY EVOLUTION
The leaf boundary evolves through the solving of the modified level set equation, as follows:
where φ is the signed distance function representing the shape of the leaf, the vector field V defines the evolution of the leaf, and ξ is a regularization term that controls the growth rate of the leaf. The vector field and the regularization term are discussed in more detail in the following subsections.
To keep φ as a distance function, reinitialization must be applied. Therefore, the algorithm uses the following reinitialization equation:
where S(φ o ) is a smeared out sign function defined as
More information on the level set method can be found in the original work of Osher and Sethian [12] and in more updated survey documents [11] , [17] .
2) VECTOR FIELDS
The evolution of the distance function φ is defined by Eq. (9) . In this equation, the vector field V determines the direction and the rate of growth. The proposed simulation works in two dimensions, so the vector field is fully defined by two VOLUME 5, 2017 components so that V (u, v). The level set method accepts the passing of any vector field to the level set equation. To see how different vector fields can yield different effects in the leaf, several configurations were attempted. The proposed algorithm supports any arbitrary vector field. However, some are more appealing than others. In this section, some of those fields that were considered useful are described to generate visually plausible results; Fig. 4 shows the collection of vector fields used for the experiments. The selection of these vector fields comes from the similarity of the pattern described by the fields, with respect to the pattern that the leaves follow during their growth process. We now describe each vector field in more detail.
The first vector field is depicted in Fig. 4(a) . It provokes the leaf to grow outward with a magnitude that increases as the leaf becomes farther away from its origin. This means that the leaf boundary grows faster than the inside section of the leaf. The vector field is defined by
where lx and ly represent the coordinates of the vortex point of the field. Usually, it is useful to match this point with the section of the leaf where the lamina meets the petiole. The second vector field is shown in Fig. 4(b) . This vector field helps create the effect of bending toward the upperleft side of the leaf. Changing the magnitude of the field allows the simulation to create the effect of the application of external forces to the leaf. For example, it is useful for recreating the effect of wind or gravity on the leaf. The vector field is defined by
The third vector field, shown in Fig. 4(c) , shrinks in one direction while stretching in the other direction. These two directions are perpendicular to each other. Shrinking happens between the upper-left and the lower-right corners of the computational domain. As mentioned before, stretching is perpendicular, so it happens between the upper-right and bottom-left corners. Depending on the initial location of the leaf, several effects can be achieved. The vector field is defined as follows:
Finally, the fourth vector field, presented in Fig. 4(d) , has a vortex point in the center, and the magnitude depends on the distance from that point. By using this configuration, it is possible to create a twist. Therefore, the leaf is twisted while growing. This vector field is defined as follows:
All of the vector fields that are mentioned in this subsection can be found in previous works. Borisenko and Tarapov [3] as well as Matthews [9] provide good reviews of the necessary calculus techniques to create and understand these vector fields.
A number of the vector field examples that provide a sound approximation of the growth of the leaf are provided here. While a more extensive collection of vector fields would be interesting and beneficial, our experiments are performed with the previously mentioned examples.
3) GENERALIZED LOGISTIC FUNCTION
For the level set method, the distance function evolves according to the solution of a differential equation. One way to manipulate the behavior of such an evolution is to use an externally generated vector field. The vector field by itself does not include any information regarding the growth of a leaf, so a regularization term that controls the growth rate is proposed in this paper. In this way, the growth more accurately resembles the natural growth of the leaf.
Many natural phenomena, including plant and population development, follow an S-shape growth pattern. These growth phenomena are formalized with a growth model. Richards [16] proposed a growth model known as the Richards' curve or the generalized logistic function. It is a modification of the logistic function with more flexibility.
The proposed method uses the generalized logistic function [16] to create a regularization term for the level set equation. This regularization term is called ξ and it multiplies the vector field V in Eq. (9) . The growth rate of any leaf is a time-dependent magnitude, so ξ will also be a function of the current time ξ (t). Therefore, the generalized logistic function that we used is
where A is the lower asymptote, K is the upper asymptote, B is the growth rate, ν > 0 affects where the maximum occurs, Q is related to the value ξ (0), M determines at which time the maximum rate of growth occurs, and the constant C usually assumes the value of one. The proposed algorithm uses two generalized logistic functions, one for the x-direction and one for the y-direction. Fig. 5 shows an example of how a given simulation can be configured using this technique. In this case, the x-direction grows faster at the beginning of the simulation, the maximum rate of growth is reached at t = 0.15, and after that time, the growth rate starts to decrease. Alternatively, the y-direction starts with a very slow growth rate but catches up toward the end of the simulation, and the maximum rate of growth happens at t = 0.35.
The selection of the parameters for the generalized logistic function ensures the proper behavior of the simulation. We chose the lower asymptote A to be zero for all our experiments because we assumed this to be the initial area of the leaf. The region inside the function φ 0 actually has an area bigger than zero, but we try to make it as small as possible so this assumption is valid. The upper asymptote K represents the maximum area of the leaf. Our method is able to deal with several kinds of leaves; therefore, to be fully independent of the leaf, we need to normalize the area. K = 1 represents the maximum area of any leaf. We used Q = 0.5 in our experiments because it is related to the value at the beginning of the simulation, which we want to be small; it also partially affects the point of inflection of the curve and this value provides a smooth result. The parameter v helps to define near which asymptote the maximum growth occurs; we set this value to 0.5 so that the maximum occurs at the center of the two asymptotes. This means that the leaf grows faster when its area is close to half of the maximum. The parameter C = 1 preserves the S-shape; otherwise, the growth tends to flatten out. We experimented with a variety of values for B and M because they directly affect the rate of growth of the leaf and the point with the maximum growth rate, respectively. Fig. 5 shows several examples.
C. DISCRETIZATION
The level set method is highly susceptible to a discretization scheme. Therefore, this scheme must be carefully selected to achieve accurate results.
The algorithm needs to account for the discretization of both stages, as well as the reinitialization when it is appropriate. The proposed algorithm uses the finite difference to implement the level set evolution described by Eqs. (9) and (10) . A third-order Runge-Kuta TVD scheme [18] is used for the time discretization and a fifth-order HJ-WENO scheme [8] For more effective results, the Courant-FriedreichsLewy (CFL) condition prevents any abrupt movement of the interface during one single time step. Our CFL condition is
where the CLF number is usually set to α = 0.5.
D. VARIATIONS
A two-stage algorithm is the core of the proposed method. It is possible to have variations that allow for more sophisticated control and variability in the results. One of these variations is the use of multiple stages to generate different results. Each of these stages can be used to represent changes in the environment. The use of several stages requires some considerations. First, the length of each stage is important because it can help make the desired effect more visible. Second, the selection of the vector field for each stage allows for the creation of several effects, one after another. Any combination of vector fields is possible. Section VI shows the results of the twostage approach as well as the multi-stage approach described in this subsection.
V. POST-PROCESSING
Using the method described in the previous sections, the proposed simulation can generate the distance function, φ, for each time step. However, some additional information regarding the post-processing of this function needs to be explained before presenting the final results. The extraction of the leaf boundary through the evaluation of φ = 0, which yields the zero isocontour of the function, is performed. Once the appropriate contour is extracted, the Delaunay triangulation is used to obtain a two-dimensional triangle mesh that represents the leaf; Persson and Strang [13] presented a simple implementation of this algorithm. Then, texture mapping is performed using the reference image, u o . After the mapping has been settled, the final image of the leaf is created using raytracing rendering.
The simulation is completely independent of the following additional steps: triangulation, texture mapping, and raytracing rendering. Nevertheless, the attainment of the final results is described for the sake of completeness.
Also, only basic and standard texture mapping techniques were used for rendering in the present study, which greatly affected the final results. Our method does not facilitate or complicate either the texture mapping or the rendering. Specialized techniques for leaf rendering, like the ones presented by Baranoski and Rokne [2] , could improve the results.
Section VI includes the output of the different experiments, including the final rendered images that were generated by the techniques described in this section.
VI. RESULTS
This section presents and discusses the results of the experiments in this study, in which the techniques that have been described so far were used. The experiments were carried out with several combinations of leaves and parameters to obtain different effects and to measure the impacts of these variables on the final results.
First, the role of the vector field in the output of a simulation of the orange leaf is demonstrated. Both stages of the simulation were configured as follows. The first stage was configured with µ = 65, ν = 0.1, λ 1 = 1, and λ 2 = 1. The second stage was configured with the growth rate parameters as A = 0, K = 1, Q = 0.5, B = 16, M = 0.35, v = 0.5, and C = 1 for both directions; the selection of these growth parameters is explained in Section IV-B.3. The switch time between both stages was defined as tSwitch = 0.02. Using this configuration but changing the vector field for each execution, it is possible to appreciate some different effects that the algorithm produces. Each callout in Fig. 6 shows the final time of the simulation using its respective vector field from Fig. 4 . Fig. 6 shows that the final shape of the leaf is different for each selected vector field. Not only is the shape different but so is the area, the perimeter, and even the location of the center of the leaf. Different vector fields move the interface in different directions and at different rates, which creates the variations in the results.
FIGURE 7.
The area evolution depends on the selected vector field. This plot shows how the area evolves over time when the simulation is executed using each of the vector fields presented in Fig. 4 . Fig. 6 shows the final state of the leaf after executing the simulation using different vector fields. Here, we point out that the whole evolution of the area is different and not only limited to the last step. This area evolution over time is presented in Fig. 7 for each of the different vector fields. It shows that that at the beginning of the simulation, the areas are similar, but they diverge toward the end. The area evolution for the simulations using vector fields (b) and (d) are also shown to be almost identical. However, the shapes are quite different from each other, as Fig. 6 shows. The results using vector fields (a), (b), and (d) replicate the desired S-shape growth pattern, while the result using vector field (c) is flattened out, which means there is virtually no growth during the second stage. In the same way that the area was analyzed, we will proceed with the analysis of the perimeter of the leaf and how it changed over time; Fig. 8 presents these results. It is of a particular interest that the growth rate is not linear for the second stage. It is closer to the S-shaped curve characteristic of the general logistic function. The result of the simulation using vector field (c) has the smallest perimeter, with little variation, which is consistent with the small area evolution presented before.
The next experiment sought to analyze the effect of changing the switching time between the two stages. This value also affects the growth rate. Using a similar configuration as before, we executed our simulation several times, keeping all the parameters constant except for tSwitch and tracked the area evolution for each instance. Fig. 9 shows the different experiments for which different tSwitch values were used in combination with several vector fields. The area during stage one is the same, independent from the vector field, which has no influence at this point. During the second stage, the vector field influences the evolution of the interface. Thus, the longer the duration of the second stage, the more pronounced the difference becomes. The duration of the first and second stage is directly controlled by the tSwitch parameter, thus, its importance. Another important consideration is that if tSwitch is bigger than the time that the interface takes to arrive at the boundary of the leaf, the growth of the leaf will be stagnated until stage two starts. Fig. 9(a), Fig. 9(b) , and Fig. 9(d) show that different areas are obtained when changing tSwitch. Fig. 9(c) , however, shows that no change occurs when the simulation uses vector field (c). Each plot represents the area evolution using the corresponding vector field from Fig. 4 . Every curve in the plot corresponds to an experiment with the corresponding tSwitch value specified in the legend.
Next, the sequences of the different leaves that were created using the proposed method are shown. The boundary and the result after post-processing are shown at different times. In the second stage, we used the vector field from Fig. 4(a) .
The parameters of the sequences that follow are similar to the previous experiments, we explicitly mention when a parameter value was changed. The post-processing techniques are those presented in Section V.
First, the results of the simulation of the orange leaf are shown. Here, the vector field in Fig. 4(d) was used, and the growth rate was controlled by the generalized growth function as presented in Fig. 5 . The stage switch was set to tSwitch = 0.1. Fig. 10 shows the results of this experiment. In this example, it is possible to see that toward the end of the simulation, the leaf is twisted by the effect of the vector field in the second stage of the simulation. Another observation is that the boundary of the leaf does not match exactly the shape in the reference image. This is because of the selected value for the tSwitch parameter. If tSwitch is bigger, stage one lasts longer and therefore produces a better match for the shape in the reference image. Because stage one lasts longer, the interface has enough time to completely reach the target boundary. Fig. 11 shows the results of the oak leaf simulation. This kind of boundary is particularly well suited for the level set method due to its irregularities and elongations. Here, the same growth rate was used for the x and y directions, in combination with the vector field shown in Fig. 4(a) . This experiment used tSwitch = 0.05. This combination provides realistic results for the oak leaf. The shape is well preserved and the development of the leaf is smooth.
Next, the result of the simulation of the eucalyptus leaf is shown. This leaf is particularly difficult to simulate due to its elongated shape. This experiment used the vector field from Fig. 4(b) , and tSwitch = 0.06. This kind of leaf has clearly visible imperfections, especially during the first stage. In this case, the growth in the y direction is considerably greater than that in the x direction. This means that the interface starts to evolve outwards from φ 0 , but it touches the left and right side of the leaf too soon. After that, it follows the boundary of the leaf, but it is not a realistic growth. Even with a larger y rate of change, a number of intermediate steps with a square-like leaf remain. See Fig. 12 for the results.
Alternatively, the more sophisticated maple leaf, which might initially seem more difficult to simulate than the eucalyptus leaf, is associated with sound results regarding the use of the proposed method; see Fig. 13 . The best result for this kind of leaf was obtained using the vector field presented in Fig. 4(a) and tSwitch = 0.04. The level of detail in In the second stage, we used the vector field from Fig. 4(a) .
the boundary of this leaf is well preserved by the implicit representation.
Until now, we presented the results of the two-stage simulation. The variation discussed in Section IV-D also exhibits promising results. Fig. 14 shows several time points of an experiment executed using a four-stage simulation. The first stage uses the method described in Section IV-A. After that, three more stages were created using the vector fields (a), (c), and (d) from Fig. 4 , respectively. This kind of simulation allows for more sophisticated control and effects. It is difficult to encapsulate the desired effect in a single vector field; however, the use of a combination of vector fields over different stages helps to alleviate this problem.
All results in this paper were obtained using an in-house level set method code base and an open-source raytracing engine. The experiments were carried out using an Intel(R) Core(TM) i3-3220 CPU @ 3.30 GHz processor with 14 GB of RAM and a system running Fedora Linux.
VII. DISCUSSION
Leaf growth is a complex natural phenomenon that involves sophisticated chemical and botanical processes. In this first attempt to model this phenomenon, considerable assumptions and simplifications were made and some of the remaining problems will be addressed in future work. Some observations regarding the strengths and limitations of this work and the analysis of the results are presented in this section.
First, the strengths of the proposed method are mentioned. The main advantage of the proposed method is that it allows the user to easily simulate the growth process of a leaf. It releases the user from the burden of keyframing while maintaining a suitable degree of control over the simulation. The parameters of the simulation control the different effects that can be achieved. The parameters include those from the level set method and those from the generalized logistic function. The proposed method also incorporates a great deal of generalization thanks to the use of a reference image that fosters the independence of the actual leaf.
Also, we stress the difference of our method with previous work. Our method uses an implicit representation. Therefore, no triangle mesh is needed as is usually the case in most of the literature. The technique described in this paper is not a rulebased approach, such as with L-systems [14] , and it does not use Navier-Stokes equations as Wang et al. [19] did in their study. These differences are important simplifications that improve and facilitate the simulation of leaves. For example, the method of Wang et al. [19] only allows the simulation of the leaf for which they have the growth rate measurements. In the case of the proposed method, there is the freedom to simulate any desired leaf, with the only requirement being the reference image, which is much easier to obtain than growth rates. Another advantage of the proposed method over the method of Wang et al. [19] is that their simulation is restricted to three days in real life, while our method replicates the whole development process. The trade-off is realism. The proposed method creates a good representation of the leaf but is not an exact reproduction of the natural process. [19] . Wang et al. [19] did not present information about the area of the leaf, so we measured the area of the golden pothos leaf from their experiment. Fig. 15(a) shows the area of the eight frames presented in that study. Fig. 15(b) shows an example of the evolution of the area obtained using the proposed method. Fig. 15(a) corresponds to three days in the life of the leaf; for that reason, there is little area variation and it is difficult to visually detect the changes in their result. Our method simulates a longer period of leaf development. However, the most important difference is the S-shape growth pattern that our method replicates in contrast to the linear growth presented by Wang et al. [19] .
There are also limitations to our method. First, the eucalyptus leaf simulation has a visible problem. The problem arises because the width of the leaf is considerably smaller than its height. Thus, the interface touches the boundary in the x-direction far too early compared with the y-direction producing a shape similar to a square. This does not resemble the natural evolution of the leaf. Fig. 12(c) shows this problem. A workaround technique to this issue is to use the reference image to recreate the proper shape even after the first stage has finished. We would like to further investigate how to create a more appealing simulation for this kind of elongated leaf.
Our method also lacked botanical information, such as the growth rate that Wang et al. [19] incorporated into the NavierStokes equations. Another limitation is that the experiments were performed in two dimensions. The focus of this work is on tracking the evolution of the edge of the leaf, but it lacks the evolution of internal organs of the leaf, such as the venation patterns included in the work of Alsweis et al. [1] . For further detail on these issues, see Section VIII.
We believe that computer graphics applications and users can greatly benefit from the technique presented in this paper.
VIII. FUTURE WORK
The design, implementation, and evaluation of the proposed method provided important insight regarding its strengths and limitations. We would like to address these limitations in future work, since the following problems still require attention:
• Inclusion of botanical information. The field of botany has formalized a large amount of information regarding plant growth. The inclusion of this information to control, configure, and expand the proposed simulation would establish the foundation of an interesting case study. Some clear examples are: growth based on the Auxin hormone, gene-based growth, leaf coloration and decoloration, and internal fluid flow. There are many processes that would be worth investigating.
• Leaf curling. A real leaf is a three-dimensional body that undergoes complicated deformations like bending and twisting, which occur in seemingly arbitrary directions. This produces complex but beautiful morphological changes. These deformations occur for several reasons, including external forces like wind or rain, curling due to drying, and interactions with other objects. A three-dimensional version of the proposed simulation could help recreate such phenomena. The use of the level set method in higher dimensions would be appropriate. Therefore, it is easy to envision a three-dimensional simulation that produces results similar to those presented by Jeong et. al [7] .
• Full life cycle. The full life cycle of the leaf, loosely stated, includes primordium, development, and senescence. In this paper, the development of the leaf has been the sole focus, and the other stages have been ignored. A study that could incorporate all the different stages would be of great value.
• Integrated single-phase algorithm. Our two-stage algorithm provides a nice approximation of the growth process. However, there are several parameters that need to be configured for each stage. We would like to integrate all the functionality in a single-phase algorithm, so it is more elegant and more user friendly.
IX. CONCLUSIONS
This paper presented a simulation that allows for recreation of the growth process of generic leaves. In computer graphics applications, objects such as leaves are often required. In these cases, keyframing animation is the most common approach to generate the output. The proposed work releases the animator from the burden of background-object animations, so that his or her focus can be on the main characters and the storyline. A two-stage technique is proposed to extract the boundary of a leaf in the form of an implicit distance function, and then this function is evolved using the level set method to simulate the growth process. The first stage of the proposed technique uses an active contour algorithm as its core, while the second stage uses the level set equation that is propelled by the motion in externally generated vector fields and a generalized growth function that is used to control the growth rate.
A series of results were presented. The simulations for orange, oak, eucalyptus, and maple leaves are shown using different configurations. The results include the evolution of the boundary, relevant measures such as the area and perimeter growth over time, and the final rendered sequences of the selected leaves. These results were analyzed and discussed.
Lastly and notably, the present work is unlike the work of Wang et al. [19] . Wang et al. used the level set method in conjunction with Navier-Stokes set of equations; we did not use the Navier-Stokes equations, which simplifies the process considerably. In addition, external data for the growth rates is not required because a generalized logistic function was applied. This logistic function can be easily configured by the user. The proposed method also differs from the work of Alsweis et al. [1] , as they did not use the level set method and instead relied on meshes to represent the leaf geometry.
