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Open-source, low-cost sensor for custom water level monitoring in observation wells and piezometers
Al Mowbray, Masters student in Geology, Portland State University, P. O. Box 751, Portland, OR 97207. mowbray@pdx.edu.  Project advisors: Michael Cummings & Kenneth Cruikshank
Methods and assembly
Operation
Parts list
Local resources:
Surplus Gizmos, HIllsboro, OR
Oregon Electronics, Beaverton, OR
URS Electronics, Portland, OR
PSU IEEE Student Store, Portland, OR
Future improvements
Improvements made to the Arduino coding for better power 
management, along with a larger solar panel, could extend 
operation time indefinitely by fully recharging the battery each 
day.  
Addition of a wireless communication device with a range of 
100m will allow multiple piezometer sensors to communicate 
with a single control hub, and allow simplification of each 
piezometer sensor by eliminating the LCD display and SD 
card.  Each individual sensor will store data for a short 
period, and only draw power for wireless communication at 
set intervals when it broadcasts its readings for that period to 
the control hub.  Currently, to obtain the data aquired by the 
sensor it must be plugged into a computer, or the SD card 
removed.  Either process interrupts operation of the sensor.  
A wirelessly communicating control hub will enable "drive-by" 
data aquisition, by relaying the information on command from 
a laptop or tablet brought into the field.  
Component Cost Available at:
Arduino Uno R3 $30 arduino.cc
HC‐SR04 Ultrasonic sensor (5V) $6 amazon.com
DHT11 Temperature/Humidity sensor (5V) $2 amazon.com
5v, 450mA fan $4 surplusgizmos.com
LC Studio SD card reader (3.3V) $3 amazon.com
SanDisk 8 GB Class 4 SDHC Flash Memory Card $8 frys.com
Sparkfun 16x2 LCD display (5V) $14 sparkfun.com
6V, 5Ah closed‐cell lead‐acid battery $20 batteriesplus.com
Leo Sales Ltd 200mA 7.2V Monocrystalline Solar Cell $16 frys.com
5 cm electrical conduit junction box and weatherproof outlet panel $15 homedepot.com
Miscelaneous wires and connectors $10 amazon.com
TOTAL COST $128
The idea for this sensor sprang from fieldwork in 
the Winema National Forest where pumice from 
Crater Lake has blanketed the landscape and 
created a unique groundwater hydrology.  Spring 
snowmelt percolates down through the pumice 
and migrates horizontally through a low-relief 
landscape.  Over one-hundred piezometers have 
been placed in the study area, and many are 
visited monthly during the summer to monitor 
groundwater levels by physical measurement.  
The process is time consuming and does not have 
the resolution to detect discrete climate events.  
Further, daily fluctuations of water level in 
wetlands from increased daytime heat and 
evapotranspiration are unaccounted for in the 
monthly record, with an hypothesized scale of a 
few centimeters but no quantitative value to adjust 
monthly reading to time of day.  
The sensor described here was developed to 
provide a means to record centimeter-scale 
fluctuations in a water table up to 3m in depth by 
monitoring a 2 inch piezometer over the course of 
a few days with minute-scale time resolution, for 
under $150 per sensor package.  The device was 
to be installed on and supported by the piezometer 
itself, with no down-hole components.  The 
versatility of the sensor produced could prove 
useful for other applications such as:
● Longer-term monitoring of piezometers to record 
seasonal changes, with resolution and power 
consumption adjusted to the desired time-interval
● Monitor surface flow  or piezometer water-levels 
for flood events and compare data to rainfall 
intensity for stream or groundwater response-time
● Record recharge rates in wells after draw-down 
or to monitor a slug test
● Regulate water level in a trough for cattle, 
automatically turning on a pump to refill the trough
An Arduino board was used for this project for its versatility and low cost.  An 
extensive, open-source library exists within the Arduino community for plug-
and-play use of many sensors and accessories.  The Arduino language 
(essentially C++) makes it relatively easy for an inexperienced user to create 
and modify code and re-purpose libraries, creating unique combinations of 
hardware and software for a wide variety of purposes.  The basic setup for this 
build uses event-driven code to execute commands at specified time intervals, 
instead of going through a set list of commands in an infinite loop.  
An ultrasonic distance sensor is used because it is a lightweight, affordable 
technology that can be mounted entirely above the water surface.  It works by 
emitting a short ultrasonic burst (ping) and then listens for the echo of that ping.  
The sound travels down the piezometer until bouncing off the water or ground 
surface, then returns to the sensor.  Distance can be inferred by two-way travel 
time of the ping.  Manufacturer specifications indicate a maximum range of 5m 
for the HC-SR04 used here.  Signals traveling further than 5m are too 
dispersed on return to be detected.  
A temperature sensor is used to monitor the temperature for calibrating 
distance.  This build uses a DHT11 temperature and humidity sensor.  Humidity 
became important during the build, as condensation during times of high 
humidity caused the ultrasonic sensor to malfunction.  The humidity is 
monitored by this sensor and used as a trigger to turn a fan on when humidity 
exceeds 40%, which was observed to be the initiation point for malfunction of 
the ultrasonic sensor.  The fan used is rated for 450mA at 5V, but operates at 
around 100mA in this build as limited by the electrical current output of the 
Arduino board.  
Ultrasonic distance 
sensor, temperature 
sensor and fan as 
mounted on the bottom 
of the piezometer sensor.  
This is placed inside the 
2" piezometer, and is 
designed to hang the 
distance sensor along 
the smooth walls of the 
piezometer to minimize 
echo noise from the 
union of the piezometer 
and sensor housing.
Temperature correction
The speed of sound in air is a function of temperature according to equation 1, so travel time cannot be 
directly correlated with distance.  
Equation 1
Equation 2
Where c is the speed of sound in m/s, and T is the temperature in Celsius.  
For this sensor, which must account for two-way travel time, the equation used is:
Where c is the speed of sound in μs/mm of two-way travel and T is the temperature in Celsius.  
Five temperature readings are taken per recording interval, and the average and standard deviation of 
each interval are recorded.  The data in the graph below was collected by placing the sensor on top of 
a PVC pipe clamped into a bucket of water.  The depth to water was recorded to the nearest milimeter.  
A 30-unit moving average filter is applied here to smooth the data, and equation 2 applied to correct for 
temperature, which gives a corrected distance within +/- 1 mm of the measured value.  The corrected 
distance was able to resolve a drop in water level from 887 to 889 mm, which corresponds to the 
measured evaporation from the water surface over the 24 hour testing period.  
Many commercial sensors exist for monitoring 
water levels in piezometers and wells.  However, 
these sensors tend to be expensive and contain 
proprietary hardware and software that make 
customization by users difficult.  Recently, the vast 
open-source Arduino programming community has 
enabled the development of highly customizable, 
low cost sensors with the precision and accuracy 
needed for scientific research.  Here, an ultrasonic 
distance sensor is developed to monitor the water 
level in a 5 cm piezometer with sub-centimeter 
resolution, powered by a lead-acid battery and 
solar cell to record sub-minute time increments for 
duration of days to weeks.  This sensor was 
developed specifically to identify centimeter-scale, 
daily fluctuations of the water table due to 
increased daytime evapotranspiration in fens and 
wetlands in central Oregon.  Initially, condensation 
of water vapor caused the sensor to malfunction, 
but addition of a fan and humidity sensor was able 
to circulate air during times of high humidity and 
prevent condensation, mitigating the problem at 
the cost of higher power consumption.  The open-
source programming of the sensor is easily 
customizable by the user to optimize power 
management and time resolution to fit a wide 
variety of other specific tasks at a total package 
cost far below that of commercially available 
products.  
Abstract
32
The sensor was field-tested in a piezometer installed in a residential neighborhood in 
Beaverton, OR.  Water levels were monitored for a period of three days, from April 8 to 
11th.  The battery died after approximately 70 hours of operation.  Weather during this 
period was mostly sunny, but humidity climbed above the 40% fan-trigger for greater than 
50% of the trial, and the solar-panel was not able to provide enough recharge to the 
battery during daylight hours to counter the high power consumption and maintain 
operation through the third night.  The results of the trial are displayed (right) with the raw 
distance data (1 recording every minute) shown in pink, and overlain by a 100 unit 
moving-average filter (red line) for smoothing the data, and finally with the applied 
temperature correction formula from equation 2 (blue line).  
Fanno Creek is approximately 1 km from the field-test site, and gaging station data (USGS 
Site ID 14206950) was obtained to compare stream stage to groundwater elevation.  Rain 
gage data was obtained from the USGS station at Connestoga Aquatic Center (Site ID 
452657122481700).  Less than 1cm of rain fell the night of April 8th, and this small rainfall 
is seen to correspond with an increase in gage height of over 15 cm in Fanno Creek.  
However, stream height in Fanno Creek appears to have little correlation to water level in 
the piezometer.  
The nearest well-data found in the same time period of the field-test was 
approximately 40 km away at the town of Eagle Creek (USGS Site ID 
452033122195901).  This location is on the other side of the Willamette River 
from the sensor field-test location, so cannot be considered hydraulically 
connected, but is used here to compare variability.  Both water leves varied on 
the order of approximately 10 cm during the trial period, indicating that the 
variability seen in the field-test data is plausible groundwater behavior.
All data obtained from:
United States Geologic Survey, 2014, National Water Information System: 
http://maps.waterdata.usgs.gov (accessed April 12, 2014)
Solar panel for 
recharging internal 
battery
Weatherproof outdoor 
junction box used for 
housing of Arduino and 
battery
Weatherproof panel for 
access to power switch 
and pushbutton for 
turning on LCD display
2" pvc receiver for 
mounting on 
piezometer
A 90  PVC elbow was 
used to house the USB 
plug for uploading 
Arduino code and 
downloading recorded 
text files, as well as the 
DC jack for the solar 
panel.  This area is also 
vented for circulating air 
when the fan is 
operating. 
Weatherproof access 
panel open to view on/off 
switch, Pushbutton for 
activating LCD display 
and initiating readings, 
potentiometer for 
adjusting display 
brightness, and warning 
lights for indicating when 
the sensor writes to file 
successfully (green) or 
an error occured (red).
View of the interior and 
final wiring before 
inserting the 5v battery.  
Wiring for the sensors 
and fan pass behind the 
battery to the Arduino 
board.  The cover has a 
rubberized seal to 
prevent moisture from 
entering the housing.
Background
Comparison datasets of 
cumulative rainfall, 
Fanno Creek stream 
level, and Eagle Creek 
groundwater level.
Wiring diagram used for assembling the wire harnesses.  A breadboard was used to 
join wires and house the SD card reader.  The arduino board has both 5 and 3.3 volt 
constant outputs, as well as six analogue and 14 digital input/output pins.  Each pin 
can be designated as an input or output, or change back and fourth, as instructed by 
the uploaded code.  
Data is recorded as a text file onto a Sandisk 8 GB SD card using an LC Studio SD Card Reader 
Module.   A filename is designated in the code loaded onto the Arduino, and each time the sensor is 
switched on a header is printed to the file, followed by a row of text for each reading.  
Checking readings is important to ensure proper sensor operation and to receive initial results.  For 
this reason a Sparkfun 16x2 LCD display and warning LED lights have been included.  The LCD waits 
for user input to start readings, then gives the user an opportunity to check readings before beginning 
a periodic operation of recording and storing data.  If the data records successfully, a green light 
flashes.  A red warning light indicates there is an error in reading or writing to the SD card.  During 
normal operation, users can observe the last recorded data and operation time at the press of a 
button. 
The internal clock of the Arduino board uses an unsigned long (4 byte) variable to store the number of 
milliseconds since beginning operation.  The count will loop back to 0 and continue as long as the 
board is operational.  Four bytes can store numbers up to 2   , or about 50 days worth of milliseconds.  
Longer durations than this could be recorded by getting timing from a GPS, or through more complex 
coding.  The timing of the board has been observed to be accurate to within +/- one second / day.  It 
has not been determined if this drift is temperature or power-supply dependent.  A recording time of 
50 days would have a timing uncertainty of +/- approximately one minute.
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Results of field-test 
displayed with 
temperature correction 
and a 100 unit moving-
average filter applied to 
the raw data.
