Simulação 3D de cenários de Vídeo Games modelados por redes de Petri Coloridas no software SIMIO by Silva, Estela Ferreira
UNIVERSIDADE FEDERAL DE UBERLÂNDIA
Estela Ferreira Silva
Simulação 3D de cenários de Vídeo Games




UNIVERSIDADE FEDERAL DE UBERLÂNDIA
Estela Ferreira Silva
Simulação 3D de cenários de Vídeo Games modelados
por redes de Petri Coloridas no software SIMIO
Trabalho de conclusão de curso apresentado
à Faculdade de Computação da Universidade
Federal de Uberlândia, como parte dos requi-
sitos exigidos para a obtenção título de Ba-
charel em Ciência da Computação.
Orientador: Stéphane Julia
Universidade Federal de Uberlândia Ű UFU
Faculdade de Ciência da Computação




Trabalho de conclusão de curso apresentado
à Faculdade de Computação da Universidade
Federal de Uberlândia, como parte dos requi-
sitos exigidos para a obtenção título de Ba-
charel em Ciência da Computação.




Paulo Henrique Ribeiro Gabriel
Uberlândia, Brasil
2021
Aos meus pais, Marcelo Donizete da Silva e Maria de Lourdes Ferreira Silva
Agradecimentos
Agradeço aos meus pais, Lourdes e Marcelo, pelo apoio e amor incondicionais. Aos
meus amigos, por serem essa inesgotável fonte de suporte e carinho. Ao meu orientador,
Professor Doutor Stéphane Julia, por toda a paciência, conĄança, auxílio e bons conselhos
durante o desenvolvimento deste trabalho.
Resumo
Este trabalho apresenta uma abordagem para expressar a representação formal de ce-
nários de video games modelados por redes de Petri Coloridas no ambiente gráĄco 3D
do software de simulação SIMIO. A importância da construção de protótipos na fase de
pré-produção de video games se dá pelas vantagens em identiĄcar falhas antes que o jogo
seja implementado, garantindo deste modo que ele seja atrativo e não apresente erros em
termos de jogabilidade. A Ąm de contribuir com essa fase de importância estratégica, o
objetivo deste trabalho é apresentar uma plataforma mais intuitiva de prototipação que
não se baseia puramente em notações matemáticas, através do uso da interface gráĄca
de simulação do software SIMIO para auxiliar nos desaĄos do desenvolvimento de jogos,
tornando a etapa de modelagem dos cenários de video games mais clara pelo meio de
uma representação visual e 3D. Os cenários de jogos baseados em redes de Petri Colo-
ridas na ferramenta CPN Tool são modelados, analisados e simulados eĄcientemente na
ferramenta CPN Tool graças ao formalismo matemático das redes de Petri; todavia isto
requer um conhecimento da teoria e das notações formais empregadas. Com a possibili-
dade de migração destes modelos para o SIMIO, não se faz mais necessária a compreensão
das abordagens formais usadas de forma que a simulação gráĄca interativa do protótipo
3D no ambiente do SIMIO possa ser acompanhada e avaliada até mesmo pelos não es-
pecialistas da área. O primeiro nível do jogo Silent Hill II é utilizado para ilustrar a
abordagem. Para representar o jogo é construído um Modelo Global Temporizado. Este
modelo pode ser dividido em: um Modelo Lógico Temporizado (modelo das atividades
do nível), um Modelo Topológico Temporizado (modelo do mapa topológico do nível) e
um mecanismo de comunicação desenvolvido para estabelecer a relação entre esses dois
modelos. Os modelos são simulados tanto no CPN Tools, para a versão baseada em re-
des de Petri Coloridas, quanto no SIMIO para a versão 3D. Regras de transformação do
modelo de redes de Petri em modelos de simulação SIMIO são deĄnidos e um estudo
comparativo entre as duas abordagens mostra as vantagens e limitações de cada modelo.
Com o propósito de estimar as durações mínimas, máximas e médias que o jogador gasta
para completar as atividades do nível, os modelos são também submetidos à simulação
automática por replicações tanto no CPN Tools quanto no SIMIO. Os resultados dessas
simulações revelam que os tempos mínimos, máximos e médios de duração da execução
dos modelos obtidos em ambas as ferramentas possuem valores semelhantes e valida os
mecanismos de transformação apresentados para passar do modelo formal ao modelo 3D.
Palavras-chave: redes de Petri Coloridas, video games, simulação, CPN Tools, SIMIO.
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1 Introdução
De modo geral, pode-se dizer que um video game é um tipo especial de aplicação
multimídia que se trata de um produto de entretenimento que requer participação ativa do
usuário (CALLELE; NEUFELD; SCHNEIDER, 2005). O principal aspecto de um jogo,
que parece separá-lo do desenvolvimento de um software tradicional, é a exigência para
que ele seja divertido (LEWIS; WHITEHEAD, 2011). Segundo Kanode e Haddad (2009),
no entanto, as aplicações de jogos diferem de softwares tradicionais não apenas pelo uso e
integração de recursos multimídias, como também pela sua fase de pré-produção. A fase
de pré-produção é um tipo de coleta de requisitos e criação de protótipos do jogo.
Do ponto de vista clássico da indústria de video games, o desenvolvimento de jogos
é composto por duas etapas principais denominadas de game design e level design. Na
etapa de game design são deĄnidos os aspectos principais do universo do jogo e cada
detalhe de como ele irá funcionar. É na etapa de level design que todos os diferentes
componentes do jogo se unem. Nessa fase, deĄne-se a descrição de como o jogador irá
interagir com os objetos (itens) do jogo, a descrição das missões que o jogador irá executar,
bem como o nível de diĄculdade para a execução dessas atividades (GAL et al., 2002).
Um jogo possui um ou mais níveis (levels) e uma narrativa que move o jogador.
Um nível de jogo consiste de uma topologia (espaço virtual), enigmas, ações principais e
de um conjunto de itens/objetos que irão interagir para o objetivo ser alcançado. Cada
nível tem que ser signiĄcativo e tem de manter a coerência com o tema e a meta central do
jogo. Dessa forma, é preciso levar em consideração a lógica de sequenciamento das ações
relativas aos objetos, o posicionamento desses objetos no universo do jogo, bem como as
limitações do espaço virtual. Já uma narrativa (ou cenário) é uma sequência ordenada de
eventos, onde um evento é um elemento atômico da história ou alguma coisa signiĄcativa
que acontece (COLLÉ; CHAMPAGNAT; PRIGENT, 2005).
Em termos de game design, um cenário corresponde à descrição clássica de uma
sequência de ações das principais fases do jogo e de como ocorre a navegação entre essas
fases. Já no level design, os cenários correspondem ao posicionamento dos objetos em
relação às missões do jogo. Isso induz uma sequência de ações parcialmente ordenadas
que o jogador deve executar para chegar ao Ąnal de um determinado nível do jogo (GAL
et al., 2002).
A ludologia (o estudo dos jogos em geral, particularmente dos video games) aponta
a necessidade de criar modelos para especiĄcar os mecanismos dos jogos, pois a falta
deste conhecimento tem sido um dos grandes problemas do tradicional projeto de jo-
gos (REYNO; CUBEL, 2009). Em particular, as maiores falhas de desenvolvimento de
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jogos se encontram geralmente na etapa de levantamento de requisitos (LEWIS; WHI-
TEHEAD, 2011). Portanto, é necessário encontrar novos conceitos e ferramentas para
suprir os desaĄos do desenvolvimento de jogos (HORROCKS, 1999).
No contexto de video games, alguns trabalhos têm apresentado o uso de métodos
formais para especiĄcar o conjunto de requisitos de um jogo. Os modelos formais são
rigorosamente deĄnidos e não contém especiĄcações ambíguas (LEWIS; WHITEHEAD,
2011). Dentro deste contexto, alguns trabalhos já consideram as redes de Petri como uma
ferramenta eĄciente para modelagem e análise de sistemas de jogos. As redes de Petri
são consideradas como uma ferramenta gráĄca e matemática de representação formal que
permite modelagem, análise e controle de sistemas a eventos discretos que comportam
atividades paralelas, concorrentes e assíncronas (MURATA, 1989).
Como apresentado em (MOTA et al., 2017), a forma de integração das redes de
Petri com ambientes de modelagem e simulação tem sido recentemente estudada. Por um
lado, ambientes de modelagem e simulação não têm sido bons o suĄciente para auxiliar o
analista a entender as relações de causa e efeito em sistemas que envolvem mecanismos de
sincronização complexos. Por outro, o formalismo das redes de Petri é muito abstrato para
ser apresentado aos tomadores de decisão que não necessariamente têm conhecimento das
notações formais usadas nas linguagens de programação.
Com a presente pesquisa, é apresentada uma representação visual de cenários de
video games que aborda os aspectos presentes na maioria dos jogos atuais. Para tanto,
é considerada a teoria das redes de Petri, bem como ferramentas de modelagem e si-
mulação que não requerem conhecimento de linguagens de programação particular para
implementar as funcionalidades dos modelo simulados.
1.1 Objetivos
Inspirando-se nos modelos de cenários de video games utilizados em (BARRETO;
JULIA, 2017; BARRETO; FREITAS; JULIA, 2018; BARRETO, 2020), a presente pes-
quisa consiste em uma abordagem baseada em redes de Petri Coloridas para modelar e
simular cenários de jogos em um ambiente gráĄco visual 3D, validando-os através de uma
análise qualitativa e quantitativa aplicada ao conceito de jogabilidade em video games. O
objetivo deste trabalho é, portanto, auxiliar projetistas no processo de criação de video
games tornando a fase de pré-produção de jogos (game design e level design) mais clara,
em particular através da modelagem dos cenários de jogos.
O desempenho e corretude dos modelos de jogos em redes de Petri Coloridas são
analisados utilizando-se a técnica de simulação automática da ferramenta CPN Tools.
Finalmente, baseando-se na abordagem apresentada em (MOTA et al., 2017), realizou-
se a migração dos modelos de jogos em redes de Petri Coloridas para o ambiente de
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simulação 3D SIMIO, para a produção de protótipos de cenários de jogos, que poderão
ser visualizados e avaliados até mesmo pelos não especialistas das abordagens formais
usadas em Engenharia de Software.
1.1.1 Objetivos Específicos
EspeciĄcamente, objetiva-se com este trabalho:
1. selecionar um estudo de caso baseado nos modelos de cenários de video games
apresentados em (BARRETO; JULIA, 2017; BARRETO; FREITAS; JULIA, 2018;
BARRETO, 2020), os quais empregam a ferramenta CPN Tools para analisar a
performance e corretude do modelo de jogo;
2. realizar a migração do modelo de jogo baseado em redes de Petri Coloridas para o
ambiente de simulação 3D do software SIMIO;
3. baseado no ambiente de simulação 3D do SIMIO, produzir um protótipo do modelo
de jogo para a validação das etapas de game design e level design.
1.2 JustiĄcativa
A fase de pré-produção de jogos possui uma importância estratégica, pois é nela
onde ocorre a deĄnição dos aspectos que vão caracterizar o jogo. É nessa etapa que temos
uma visão geral de como o jogo se desenvolverá, onde ocorre a prevenção de erros de joga-
bilidade e se garante que a experiência do jogo se desenrolará em uma sucessão de metas
dentro de um prazo razoável. E como já aĄrmou Kanode e Haddad (2009), a Engenharia
de Software se torna indispensável para ajudar a suprir os desaĄos de desenvolvimento
de jogos, melhorando a gerência dos projetos, diminuindo os riscos e garantindo o sucesso
futuro da indústria de jogos.
Porém, esse ponto crítico no projeto do jogo envolve a modelagem dos possíveis
cenários que o compõe para os analisar e validar. Esse procedimento requer uma escolha
de metodologias consistentes e ferramentas que a suportem, algo que pode tornar o pro-
cesso de veriĄcação desaĄante para aqueles que não estão familiarizados com técnicas de
modelagem e métodos formais utilizados em Engenharia de Software.
O formalismo das redes de Petri Coloridas tem sido amplamente utilizado pela
comunidade cientíĄca para realizar não apenas análise do comportamento de modelos,
mas também como ferramenta de simulação para realizar tipos de análises quantitativas
de sistemas. Em particular, suas características permitem uma melhor compreensão das
relações causais presentes em Sistemas a Eventos Discretos (JENSEN; KRISTENSEN,
2009).
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Por outro lado, a Ąm de reduzir os esforços necessários em projetos de simulação,
os projetistas de sistemas propuseram novos paradigmas de desenvolvimento baseados em
interfaces gráĄcas e em ferramentas automáticas de análise. Infelizmente, ao lidar com
grandes projetos, os paradigmas de simulação baseados puramente em notações matemá-
ticas diĄcultam o entendimento das relações causais dos sistemas (MOTA et al., 2017).
Por esse motivo, o presente trabalho propõe integrar o formalismo de modelagem
das redes de Petri Coloridas com o software de simulação 3D SIMIO. Com isso, será
estabelecida uma plataforma mais intuitiva de prototipação para os projetistas de video
games nas fases iniciais de levantamento de requisitos de jogos (game design e level design),
deixando a etapa de modelagem dos cenários de video games mais clara através de uma
representação visual. O que torna isso possível é a ferramenta permitir que o projetista
acompanhe a simulação em um ambiente gráĄco visual 3D prático e de fácil entendimento,
possibilitando que projetistas mais inexperientes ou pessoas com pouca familiarização
com modelagem e simulação tenham uma melhor compreensão da evolução de cenários




Este capítulo apresenta os conceitos necessários para o entendimento desta pes-
quisa. Sendo assim, as seções 2.1, 2.2, 2.3, 2.4, 2.5 e 2.6 trazem os conceitos sobre as redes
de Petri e suas propriedades, WorkFlow nets, grafos de estado, redes de Petri Coloridas,
a ferramenta CPN Tools e o software SIMIO, respectivamente.
2.1 Redes de Petri
A teoria das redes de Petri foi proposta por Carl Adam Petri na tese (PETRI,
1962). Apesar de ser considerada uma teoria relativamente jovem, ela se adapta bem a
um grande número de aplicações em que as noções de eventos e de evoluções simultâneas
são importantes (CARDOSO; VALETTE, 1997).
As redes de Petri são consideradas uma ferramenta gráĄca e matemática de re-
presentação formal que permite a modelagem, análise e controle de sistemas a eventos
discretos que comportam atividades paralelas, concorrentes e assíncronas. Uma rede de
Petri pode ser vista como um tipo particular de grafo bipartido e direcionado com dois
tipos de nós chamados de lugares e transições, onde os nós são conectados por meio de
arcos direcionados que conectam lugares a transições ou transições a lugares. Conexões
entre dois nós do mesmo tipo não são permitidas (MURATA, 1989).
De acordo com David e Alla (2010), os elementos básicos que permitem a deĄnição
das redes de Petri são:
• Lugar: um lugar é representado graĄcamente por um círculo. Esse elemento pode
ser interpretado como uma condição, um estado de espera, um procedimento, a
existência de um recurso, etc.;
• Transição: uma transição é representada graĄcamente por uma barra ou retângulo.
Esse elemento é associado a um evento que ocorre no sistema;
• Ficha (token): a Ącha é representada graĄcamente por um ponto preto em um lugar.
É um indicador signiĄcando que a condição associada ao lugar é veriĄcada, como
por exemplo, um recurso disponível em um certo processo.
Formalmente, as redes de Petri são deĄnidas em (MURATA, 1989; CARDOSO;
VALETTE, 1997) da seguinte forma:
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de disparo de transições que conduza a ela a partir da marcação inicial. Essa pro-
priedade garante que certos estados serão alcançados ou não;
• Limitabilidade: uma rede de Petri é dita limitada se o número de Ąchas em cada
lugar da rede não exceder um inteiro positivo k. Neste caso, a rede é dita k-limitada.
Se a rede for limitada ao inteiro 1, então diz-se que ela é binária;
• Vivacidade: uma rede de Petri é dita viva se todas as suas transições são vivas.
Uma transição t é dita viva se para cada marcação alcançável da rede, existe uma
sequência de disparo s que sensibiliza, ou habilita, t. Dessa forma, uma rede de Petri
viva é uma rede onde todas as suas transições são disparadas. Essa propriedade
garante que o sistema é livre de deadlock;
• Reiniciabilidade: uma rede de Petri é dita reiniciável se é sempre possível vol-
tar para a marcação inicial através de uma sequência de disparos, seja qual for a
marcação considerada.
2.2 WorkFlow nets
De acordo com Aalst (1998), uma rede de Petri que modela um processo de negócio
é chamada de WorkFlow net (WF-net) e satisfaz as seguintes propriedades:
1. uma WF-net tem apenas um lugar de início (i) e apenas um lugar de Ąm (o). Esses
dois lugares são tratados como lugares especiais. O lugar i tem apenas arcos de
saída e o lugar o tem apenas arcos de entrada;
2. uma Ącha no lugar i representa um caso que precisa ser tratado. Uma Ącha no lugar
o representa um caso que já foi tratado;
3. em uma WF-net, cada tarefa (transição) e condição (lugar) deve estar em um ca-
minho que se encontra entre o lugar de início (i) e o lugar de término (o)
Um processo de negócio especiĄca quais tarefas precisam ser executadas e em qual
ordem executá-las. Além disso, de acordo com Aalst (1998), processos de workflow são
baseados em casos, isto é, cada parte do trabalho é executada para um caso especíĄco.
Modelar um processo de negócio em termos de uma WF-net é bem direto: as tarefas são
modeladas por transições, condições são modeladas por lugares e os casos são modelados
pelas Ąchas (AALST, 1998).
A ordem em que as tarefas são executadas varia de caso para caso. Por meio do
roteiro de um caso ao longo de uma série de tarefas é possível determinar qual a ordem
das tarefas que precisam ser executadas (AALST; HEE, 2004). Segundo Aalst e Hee
(2004), quatro construções básicas são consideradas para o roteamento de tarefas: (1) a
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sequencial, quando as tarefas precisam ser executadas uma após a outra; (2) a paralela,
quando mais de uma tarefa pode ser executada simultaneamente ou em qualquer ordem;
(3) a condicional, quando pode existir uma escolha entre duas ou mais tarefas; (4) a
iterativa, quando é necessário repetir uma mesma tarefa ou uma sequência de tarefas
várias vezes.
2.2.1 Propriedade Soundness
Soundness é um critério de corretude deĄnido para as WorkFlow nets. Uma Work-
Flow net é dita sound se, e somente se, os seguintes requisitos forem satisfeitos (AALST;
HEE, 2004; AALST, 1998):
1. para cada Ącha colocada no lugar de início i, uma e apenas uma Ącha deve aparecer
no lugar de término o;
2. quando uma Ącha aparece no lugar o, todos os outros lugares estão vazios para o
caso em questão;
3. para cada transição (tarefa), é possível evoluir da marcação inicial para uma mar-
cação onde essa transição é sensibilizada, ou seja, em uma WorkFlow net não deve
haver transição morta.
A propriedade soundness está relacionada com a dinâmica das WorkFlow nets. O
primeiro requisito signiĄca que todo caso será completado após um período de tempo. O
segundo requisito signiĄca que uma vez que um caso é completado, nenhuma referência a
ele permanecerá no processo. Já o terceiro requisito aĄrma que todas as tarefas em uma
WF-net podem ser, a princípio, executadas.
A propriedade soundness é um critério importante a ser satisfeito quando são
considerados processos de negócios. No contexto das WF-nets, a prova desse critério está
relacionada com um problema de análise qualitativa de um modelo. Em Aalst (1998), Aalst
e Hofstede (2000) um método foi proposto para a veriĄcação da propriedade soundness
de uma WorkFlow net. Este método traduz a propriedade soundness através de duas
propriedades bem conhecidas: vivacidade e limitabilidade (AALST; HEE, 2004).
Dado uma WorkFlow net PN = (P,T,F) deve-se decidir se PN é sound. Para tanto,
deĄne-se uma rede estendida PN = (P,T,F). PN é uma rede de Petri obtida adicionando-
se uma transição extra t*. A transição t* conecta o lugar de término (o) ao lugar de início
(i). A Figura 3 ilustra a relação entre PN e PN.
Para uma WorkFlow-net PN arbitrária e sua correspondente rede de Petri esten-
dida PN, o seguinte teorema (AALST, 1997) pode ser provado:
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Como aĄrma Aalst e Stahl (2011), para a modelagem de sistemas complexos ou
com um comportamento temporal, o modelo clássico das redes de Petri é insuĄciente.
Nesse sentido, muitas extensões do modelo básico da rede de Petri surgiram da necessidade
de representar com precisão os sistemas complexos. Uma dessas extensões foi a rede de
Petri Colorida (Colored Petri Net Ů CP-net).
A ideia por trás das redes de Petri Coloridas é reunir a capacidade de representação
da sincronização e do paralelismo das redes de Petri com o poder expressivo das linguagens
de programação com seus tipos de dados e o conceito de tempo. As CP-nets pertencem à
classe das redes de Petri de alto nível e são caracterizadas pela combinação das redes de
Petri e da linguagem de programação funcional CPN ML (MILNER et al., 1997).
Dessa forma, o formalismo das redes de Petri é adequado para descrever ações
concorrentes e síncronas, enquanto que a linguagem de programação funcional pode ser
usada para deĄnir tipos de dados especíĄcos e manipulá-los (JENSEN; KRISTENSEN,
2009).
Formalmente, as redes de Petri Coloridas são deĄnidas em Jensen e Kristensen
(2009) da seguinte forma:
Definição 2 (Rede de Petri Colorida). Uma rede de Petri Colorida não hierárquica
(CPN) é uma tupla CPN = (P, T, A, Σ, V, C, G, E, I) onde:
• P é o conjunto finito de lugares;
• T é o conjunto finito de transições T tal que P ∩ T = ∅;
• A ⊆ P × T ∪ T × P é o conjunto de arcos direcionados;
• Σ é um conjunto finito de conjunto de cores (color sets) não vazios;
• V é um conjunto finito de variáveis tipadas tal que Tipo[v] ∈ Σ para toda variável
v ∈ V;
• C: P −→ Σ é a função do conjunto de cores que associa a cada lugar um conjunto
de cor;
• G: T −→ EXPRv é uma função de guarda (expressão booleana) que associa uma
guarda a cada transição t tal que Tipo[G(t)] = Bool;
• E: A −→ EXPRv é uma função de expressão de arco que associa uma expressão a
cada arco tal que Tipo[E(a)] = C(p)MS, onde p é o lugar conectado ao arco a;
• I: P −→ EXPR é uma função de inicialização que atribui uma expressão de inici-
alização a cada lugar p tal que Type[I(p)] = C(p)MS;
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Os estados de uma CP-net são representados pela marcação dos lugares. Cada
lugar tem um tipo associado que determina o tipo de dado que o lugar pode conter, ao
mesmo tempo que os arcos de saída terão uma variável do mesmo tipo associada. Cada
lugar conterá um número variado de Ąchas e durante o disparo de uma transição no
modelo as variáveis dos arcos de entrada serão substituídas pelo valor da Ącha. O número
exato de Ąchas e seus valores de dados são indicados pela expressão do arco, localizada
ao lado do arco.
Por sua vez, cada Ącha tem um valor, denominado de cor no contexto das CP-nets,
que pertence ao tipo de dado associado com o lugar (AALST; STAHL, 2011). Essas cores
não representam apenas cores ou padrões, elas podem representar desde dados primitivos
(número inteiros, por exemplo) até tipos de dados complexos (produto cartesiano de
valores, por exemplo) (JENSEN; KRISTENSEN, 2009).
Em uma CP-net, as Ąchas geralmente representam objetos ou recursos em um
sistema modelado (AALST, 1992). Esses objetos podem ter atributos, os quais não são
facilmente representados por uma Ącha simples de uma rede de Petri que não identiĄca
as Ąchas de um mesmo lugar.
As redes de Petri Coloridas também permitem adicionar informações de tempo nos
modelos a Ąm de investigar propriedades relativas a performance do sistema. Para isso,
foi introduzido um relógio global que representa o tempo do modelo. Os valores do relógio
podem ser discretos ou contínuos (KRISTENSEN; CHRISTENSEN; JENSEN, 1998).
Em um modelo CP-net temporizado, um valor de tempo é associado a Ącha, co-
nhecido como timestamp (JENSEN; KRISTENSEN, 2009). Para calcular o timestamp
associado a uma Ącha, é necessário usar uma inscrição de atraso associada à transição ou
aos arcos de saída das transições. Quando uma inscrição/função de tempo é associada a
uma transição, um tempo é adicionado em todas as Ąchas produzidas por essa transição.
Por outro lado, quando uma inscrição/função de tempo é associada aos arcos de saída de
uma transição, um tempo é adicionado apenas nas Ąchas criadas nesse arco (JENSEN;
KRISTENSEN, 2009).
A hierarquia das redes de Petri Coloridas oferece um conceito conhecido como
fusion places (lugares de fusão). Esse conceito permite especiĄcar um conjunto de lugares
que são considerados idênticos (KRISTENSEN; CHRISTENSEN; JENSEN, 1998). Isto
signiĄca que todos esses lugares representam um único lugar conceitual, ainda que sejam
desenhados como vários lugares individuais. Esses lugares são chamados individualmente
de fusion places e um conjunto de fusion places é chamado de fusion set (conjunto de
fusão). Qualquer ação que acontecer a um lugar do conjunto de fusão, também acontece
aos outros lugares do mesmo conjunto. Assim, se uma Ącha for adicionada/consumida de
um dos lugares, uma Ącha idêntica também será adicionada/consumida em todos os outros
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fusion set. Quando T1 é disparada e uma Ącha é produzida em P2, automaticamente uma
Ącha também aparecerá no lugar P3, habilitando dessa forma T2.
Quando todos os membros de um fusion set pertencem a mesma parte ou página
(no contexto de CPN Tools) da CP-net e tem apenas uma instância, os fusion places
são nada mais que um mecanismo conveniente para evitar vários cruzamentos de arcos
(JENSEN; KRISTENSEN, 2009).
2.6 SIMIO
O SIMIO é um software de modelagem e simulação para resolver problemas lo-
gísticos, empregado em diferentes áreas que vão desde gestão de negócios e operações
até pesquisa operacional. É utilizado por empresas presentes em vários setores da indús-
tria como, por exemplo, na saúde, manufatura, mineração, cadeias de abastecimento e
transporte.
Figura 9 Ű Tela inicial do SIMIO Ů Facility view ou área de trabalho.
É um software jovem, que usa abordagens de modelagem avançadas indisponíveis
em softwares tradicionais. Ele não requer um conhecimento prévio de uma linguagem
de programação especíĄca para deĄnir as funcionalidades do modelo sendo desenvolvido,
com processos e objetos sendo deĄnidos graĄcamente. O SIMIO fornece um ambiente de
modelagem 2D ou 3D multi-paradigma, combinando orientação a objetos e orientação a
processos. Ou seja, todos os objetos utilizados no SIMIO são, na sua essência, objetos,
mas toda a lógica inerente a eles é controlada através da utilização de processos que regem
o seu comportamento. Estes processos são encapsulados nos objetos, mas novos processos
podem ser utilizados para ampliar a lógica do seu comportamento (MOTA et al., 2017).
A interface gráĄca, onde podem ser desenvolvidas os modelos, simulações e análise
de dados, do SIMIO é amigável e composta por seis seções:
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(a) Área de processos. (b) Área de definições.
(c) Área de dados. (d) Painel de controle.
(e) Área de resultados.
Figura 10 Ű Demais seções do SIMIO.
1. facility view ou área de trabalho (Figura 9): onde são desenvolvidos os modelos;
2. a área de processos (Figura 10a): utilizada para estender as funcionalidades dos
objetos;
3. a área de deĄnições (Figura 10b): onde são adicionadas variáveis, propriedades e
outros elementos;
4. a área de dados (Figura 10c): usada para deĄnir propriedades, como também para
agendar, listar ou organizar informações através da utilização de tabelas;
5. o painel de controle (Figura 10d): serve para monitorar a evolução dos objetos no
SIMIO;
6. e a área de resultados (Figura 10e): onde os resultados podem ser analisados.
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2.6.2 Migração das redes de Petri Coloridas para o software SIMIO
Na abordagem proposta em Mota et al. (2017), os seguintes elementos são apon-
tados como os mais importante para se construir no SIMIO um modelo de simulação
baseado em uma rede de Petri:
• Fixed Objects (objetos fixos): um fixed object possui uma localização estática
na área de trabalho (facility view). Os objetos têm nós ou portas associadas através
das quais as entidades entram/saem de um objeto Ąxo. Entre eles podemos citar os
objetos Source, Server e Sink;
• Links (ligações): os links deĄnem um caminho para as entidades e transporte
entre dois nós, podendo ser unidirecionais ou bidirecionais. Estas conexões podem
ser utilizadas para construir redes. Os links têm um peso que pode ser usado para
selecionar um caminho, ou uma condição pode ser associada a cada link;
• Nodes (nós): os nós deĄnem o ponto inicial e Ąnal para um ou mais links. Eles
também são utilizados para modelar a interseção de vários links de entrada/saída.
Os nós podem deĄnir os pontos de entrada e saída de um objeto Ąxo associado;
• Entities (entidades): as entidades são os objetos que Ćuem através dos links,
entrando e saindo dos objetos. Elas também podem pertencer a uma rede particular
(determinada por nós e links) e seguir uma sequência de rotas especíĄca. Dado que
as entidades são objetos no SIMIO, pode ser atribuída a elas uma lógica que controla
especiĄcamente o seu comportamento. Geralmente, as entidades são geradas pelo
objeto Source, mas também podem ser geradas por meio do uso de um processo
interno ao objeto e sob condições especíĄcas;
• Stations (estações): as estações são elementos que se encontram na área de de-
Ąnições. O conceito de estação no SIMIO signiĄca um local onde as entidades que
Ćuem podem ser localizadas dentro do objeto. Nesse sentido (e por fazerem parte
da anatomia de um objeto no SIMIO) podem ser usados para estender as funciona-
lidades de um objeto através da herança, a Ąm de desenvolver um novo objeto e ser
usado de forma independente no modelo para armazenar entidades;
• Attributes (atributos): o conceito de atributos é implementado no SIMIO por
meio dos chamados states ou states variables. Estas variáveis no SIMIO correspon-
dem a atributos já associados ao modelo global, como o objeto pai ou aos objetos
que fazem parte do modelo global, que conceitualmente podem ser associados como
variáveis locais em qualquer linguagem de programação. Sua principal característica
é que os valores que adquirem mudam conforme a simulação prossegue;
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• Properties (propriedades): o conceito de propriedades é apresentado no SIMIO
por meio das chamadas propriedades do objeto. Tais propriedades são parâmetros
que deĄnem a morfologia do objeto. O objetivo principal é que esses parâmetros
sejam deĄnidos durante o processo de desenvolvimento do modelo. Como essas pro-
priedades são parâmetros que deĄnem o comportamento do objeto, elas podem ser
adicionadas a seu próprio critério, para que deste modo seja obtido um modelo mais
adequado. Sua principal característica é que seus valores são deĄnidos no início da
simulação e não serão alterados durante a execução da simulação;
• Tokens (fichas): o conceito de token é inerente ao SIMIO, mas tem diferente
signiĄcado de seu uso na semântica das redes de Petri. No SIMIO um token serve
para gerir as etapas dentro da área de processos (a execução lógica das etapas).
GraĄcamente não é possível visualizar esses tokens, mas os diferentes processos que
deĄnem a função lógica de um objeto são executados através do Ćuxo virtual dos
tokens nas etapas que compõem um processo.
Não há uma equivalência direta entre as redes de Petri comuns ou Coloridas e
o SIMIO. Porém, com os principais componentes do ambiente SIMIO já apresentados,
mostraremos agora como Mota et al. (2017) sugere que eles sejam utilizados na imple-
mentação dos elementos e características básicas de uma rede de Petri, de forma que o
comportamento dinâmico originalmente estabelecido no modelo em rede de Petri Colorida
seja mantido na construção do protótipo no SIMIO:
• Tokens (fichas): as entidades que Ćuem pela rede no SIMIO são usadas para
se conseguir uma correspondência com as Ąchas das redes de Petri. Elas podem
não possuir atributos, equiparando-se a Ąchas simples de uma rede de Petri, mas
ao deĄnirmos atributos através do uso de states para essas entidades elas passam
a corresponder a uma Ącha de rede de Petri Colorida com atributos (cores). Os
atributos podem ter diferentes tipos de valores tais como inteiros, boolean e string
por exemplo;
• Lugares: os lugares correspondem às estações (stations) do SIMIO. A funcionali-
dade das estações no SIMIO é armazenar as entidades, que podem ser visualizadas
através das Ąlas na facility view. Elas fazem parte de quase todos objetos da biblio-
teca padrão do SIMIO (como em um objeto Server, por exemplo). Se necessário as
estações também podem existir como objetos independentes;
• Transições: graças à arquitetura do SIMIO eventos e transições de uma CP-net po-
dem ser implementados na lógica dos objetos. Tendo em vista que cada objeto possui
por padrão um determinado número disponível de eventos, como o Run Initialized,
Entered, After Processing, Exited, Run Ending entre outros, cabe ao modelador de-
terminar quais processos devem ser executados (os quais podem ser criados pelo
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próprio usuário com as etapas na área de processos) e quais condições devem ser
conferidas em determinados eventos, de forma a seguir a lógica da CP-net original.
Esses ajustes podem ser inseridos e conĄgurados no submenu de propriedades que os
objetos possuem. Assim, no momento em que uma entidade (representando uma Ą-
cha de uma rede de Petri) entrar em um objeto, ser processada ou tiver saindo de um
objeto, por exemplo, esses eventos escolhidos irão gerenciar o seu comportamento
guiando-se pela semântica da CP-net implementada;
• Eventos condicionais: nas redes de Petri Coloridas, eventos condicionados são
modelados adequadamente através do uso de restrições que são implementadas
utilizando-se os pesos de arcos, guardas associadas à transições e expressões de arco.
No SIMIO tais condições podem ser modeladas utilizando-se as estações (stations) e
a área de processos. As estações podem ser usadas como um elemento independente
ou como estações pré-localizadas nos objetos do SIMIO, presentes na biblioteca pa-
drão do SIMIO. Neste último caso, pode-se utilizar as funcionalidades dos objetos,
tais como um processo de seize ou delay. Estas funcionalidades podem ser atribuídas
a um objeto Server, por exemplo.
Na área de processos, adicionamos às estações um ou mais Ćuxos de processos ló-
gicos, deĄnidos por um Ćuxograma composto de etapas (steps), as quais são exe-
cutadas pelos tokens padrões do SIMIO. Conforme a restrição desejada, cabe ao
modelador escolher as etapas apropriadas para serem adicionadas ao Ćuxograma.
Por exemplo, para avaliação e decisão de restrições impostas por expressões de ar-
cos em uma CP-net, pode se utilizar a etapa Decide. Esta etapa é equivalente a
um IF.THEN.ELSE de qualquer linguagem de programação e em seu submenu de
propriedades pode-se conĄgurar os tipos de condições e as expressões que devem ser
satisfeitas. Outro exemplo é a etapa Search, a qual realiza uma busca pelas entida-
des presentes na estação e, assim, pode ser é usada para veriĄcar a existência de
entidades que satisfaçam certas condições;
• Sincronização: há várias maneiras de se implementar no SIMIO a sincronização
de diferentes processos que comportam atividades paralelas ou não, com dinâmicas
diferentes. Pode-se usar objetos da biblioteca padrão do SIMIO, os quais possuem
a dispor propriedades que especiĄcam que o processo só poderá ser iniciado quando
todos os recursos especiĄcados estejam disponíveis, como em um objeto Combiner.
Uma outra forma de se obter a sincronização é utilizando também as estações e
a área de processos. Novamente as estações podem ser usadas como um elemento
independente ou como objetos da biblioteca do SIMIO criados na facility view. A
implementação do sincronismo consegue ser realizada através da área de processos,
estabelecendo-se processos de condições com as já mencionadas etapas. A etapa







Para mostrar como os diferentes objetos em um jogo irão interagir de acordo com
algumas ações que serão executadas pelo jogador, trabalhos como Rucker (2003) e Ang e
Rao (2004) têm apresentado o uso de diagramas UML. Porém, de acordo com Oliveira,
Julia e Passos (2011), diagramas UML não apresentam em uma maneira explícita os
possíveis cenário que existem em uma missão ou nível de jogo.
Na abordagem de modelagem apresentada em Natkin, Vega e Grünvogel (2004),
os autores abordam modelos para representar a lógica do jogo (sequência de ações) e o
espaço virtual, utilizando para modelar a lógica do jogo o formalismo das redes de Petri.
Nesta abordagem, uma rede de Petri denominada Rede de Transações determina o início
e o Ąm de cada ação do jogador. Dessa forma, cada modelo representa um conjunto de
atividades que podem ser executadas pelo jogador em determinado momento do jogo. Para
modelar o espaço virtual, os autores utilizaram hipergrafos. Para unir as duas estruturas
e representar o jogo num contexto global, Natkin, Vega e Grünvogel (2004) utilizaram
um mecanismo denominado de conexões que tratam de substituir uma hiperaresta do
hipergrafo pela árvore de alcançabilidade de uma rede de Petri, deste modo a cada vez que
uma tarefa é realizada um lugar do mapa topológico é liberado e a hiperaresta substituída
no modelo. No entanto, o uso de dois formalismos diferentes (redes de Petri e hipergrafos)
torna o estudo global do modelo de jogo inviável. Dessa forma, para veriĄcar a corretude
do jogo, é necessário analisar os modelos separadamente de acordo com seus formalismos.
No trabalho de Araújo e Roque (2009), é ilustrado com um estudo de caso como as
redes de Petri podem ser utilizadas com certas vantagens em relação a outras linguagens
de modelagem. Os autores usaram diagramas baseados em redes de Petri para representar
as possíveis ações dos jogadores em relação à objetivos de jogo. Assim, o Ćuxo do jogo
pode ser mapeado e simulado pelas redes de Petri. Em Araújo e Roque (2009) é também
apresentada uma modelagem baseada em uma abordagem hierárquica onde cada nível da
hierarquia é composto por um conjunto especíĄco de ações relacionadas.
Em Oliveira, Julia e Passos (2011) e Oliveira (2012) é apresentada uma nova
abordagem baseada em um tipo particular de rede de Petri, denominado WorkFlow net,
para especiĄcar cenários existentes em um jogo. Nesta abordagem, os autores utilizaram
uma WorkFlow net para representar o Ćuxo de atividades que deve ser executado pelo
jogador a Ąm de alcançar um objetivo especíĄco no jogo. Esse Ćuxo de atividades é
associado à noção de quest, ou seja, uma missão que o jogador deve executar. De acordo
com Oliveira, Julia e Passos (2011), em termos de modelo, cada quest é um subprocesso
de uma WorkFlow net maior e a integração de diversas quests formam então uma rede de
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quests e é por meio dela que o resultado global da análise do modelo do jogo é estabelecido.
Como cada quest é um subprocesso, caso aconteça alguma mudança em uma quest já
estudada, um novo estudo das boas propriedades será feito apenas para a quest que sofreu
alteração. Além disso os autores realizaram uma análise qualitativa por meio de árvores
de prova da lógica linear. De acordo com os autores, a tradução dos modelos em redes
de Petri para árvores da lógica linear tem o objetivo de provar a propriedade soundness
da rede que corresponde à consistência do cenário modelado do ponto de vista do jogo.
Entretanto, nas abordagens apresentadas em Oliveira, Julia e Passos (2011) e Oliveira
(2012) não foi apresentado um modelo para representar o mapa do mundo virtual do
jogo onde as ações do jogador são executadas. Além disso, foi apresentada uma análise
qualitativa usando um formalismo diferente das redes de Petri, sendo necessário realizar
a tradução da rede de Petri para o formalismo da lógica linear.
Na abordagem apresentada por Lewis e Whitehead (2011), a lógica linear também
foi utilizada para análise de jogos. Os autores explicam que o interesse de usar a lógica
linear para análise de um cenário é a possibilidade de expressar ações e recursos do jogo
sem reter informações inúteis. Na lógica linear, os personagens e recursos são representados
por átomos, enquanto que as relações implicativas são usadas para projetar eventos. Esse
método proporciona a veriĄcação de propriedades de cenários de jogos que podem ser
validadas antes da execução/implementação do jogo. Após expressar os cenários utilizando
fragmentos da lógica linear, o modelo é traduzido numa rede de Petri. O modelo Ąnal
obtido permite gerar então as possíveis narrativas para um dado cenário.
Em Lee e Cho (2012) é apresentado um mecanismo para gerar enredo de quest
consistindo na representação de eventos baseados em redes de Petri. De acordo com os
autores, um enredo de quest é uma sequência de eventos para alcançar um objetivo es-
pecíĄco. Um evento consiste de ações que devem ser executadas. As rede de Petri são
então utilizadas para representar um evento do jogo. Na rede, um lugar representa uma
pré-condição para uma ação ou o armazenamento do resultado de uma ação, os arcos
representam relacionamentos casuais entre uma ação e sua pré-condição, as transições
representam as ações do jogador e as Ąchas representam o estado de uma ação em um
evento. O gerador de enredo baseado em redes de Petri, proposto por Lee e Cho (2012),
foi então experimentado em uma plataforma de jogo comercial. De acordo com os auto-
res, além de ser aplicável, o método proposto proporciona um método baseado em roteiro
mais formal. Além disso, as redes de Petri ajudaram a identiĄcar elementos passivos (tais
como as condições) e elementos ativos (tais como as ações) da história, o que facilitou a
representação de eventos independentes, restrições e a sincronização de eventos.
No estudo realizado por Barreto e Julia (2017), é apresentada uma abordagem
onde os cenários de video games são representados pela combinação de WorkFlow nets
para representar as atividades que existem em um jogo e por redes de Petri do tipo Grafos
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de Estado, representando as áreas do mundo virtual onde o jogador pode executar as ati-
vidades. A comunicação entre os dois modelos é dada por um mecanismo de comunicação
síncrona baseado em redes de Petri Coloridas. Para veriĄcar a corretude do modelo glo-
bal obtido (modelo das atividades junto com o modelo do mapa), os autores usaram um
algoritmo baseado na análise do espaço de estados (state space). Tal algoritmo pôde ser
executado automaticamente por algumas funcionalidades existentes na ferramenta CPN
Tools. Porém, a abordagem de Barreto e Julia (2017) considera apenas modelos não tem-
porizados e, consequentemente, não pode ser usada para estimar o tempo de duração de
um video game.
É também apresentado em Barreto, Freitas e Julia (2018) e em Barreto (2020)
uma abordagem onde os cenários de video games são representados pela combinação de
WorkFlow nets e por redes de Petri do tipo Grafos de Estado. Novamente a WorkFlow
net é utilizada para representar as atividades que existem em um jogo e a noção de mapa
que representa as áreas do mundo virtual onde o jogador pode executar as atividades é
representada por um Grafo de Estado. Além disso, uma versão temporizada da Work-
Flow net e uma versão temporizada do GráĄco de Estado é apresentada para produzir
uma estimativa de tempo que corresponda à duração efetiva que um jogador precisará
para completar um nível especíĄco de um jogo. Ambos modelos são denominados, res-
pectivamente, de Modelo Lógico Temporizado e de Modelo Topológico Temporizado. No
Modelo Lógico Temporizado um tempo de duração é atribuído a cada atividade do mo-
delo por meio de distribuições de tempo aleatórias exponenciais. Tal duração representa
o tempo de execução que um jogador precisará para realizar uma atividade especíĄca. Na
versão temporizada do Modelo Topológico a passagem de uma área do mapa para outra
também possui uma duração de tempo, associada a cada transição do modelo através do
uso de distribuições de tempo aleatórias uniformes, as quais representam o tempo que um
jogador levará para se mover de uma área para outra.
Em Barreto, Freitas e Julia (2018) e Barreto (2020) a ferramenta CPN Tools é
utilizada para representar graĄcamente os modelos propostos. Para tanto, os modelos de
jogo foram convertidos, praticamente sem perdas semânticas, em redes de Petri Coloridas.
É levado em consideração que em um jogo o jogador só pode realizar uma tarefa se estiver
na área apropriada, enquanto algumas áreas só podem ser acessadas após a realização de
uma tarefa especíĄca. Dessa forma o Modelo Lógico Temporizado e o Modelo Topológico
Temporizado estão interligados e, juntos, formam o Modelo Global Temporizado do ní-
vel. Para representar a relação entre os dois modelos é implementado um mecanismo de
comunicação síncrona usando o conceito de fusion places. A corretude do modelo global
obtido é veriĄcada utilizando algumas das funcionalidades automáticas existentes na fer-
ramenta. O CPN Tools também é utilizado para mostrar, por meio de uma espécie de
análise quantitativa, a inĆuência de um modelo sobre o outro.
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O CPN Tools, empregado nos trabalhos Barreto e Julia (2017), Barreto, Freitas
e Julia (2018) e Barreto (2020), apesar de fornecer as ferramentas necessárias para a
representação gráĄca e hierárquica dos modelos, para a implementação das versões tem-
porizadas e para realizar as análises e simulações, o software lida diretamente com uma
combinação do modelo matemático das redes de Petri e com linguagens de programação
funcional. Sendo assim, os autores destes trabalhos apresentam abordagens teóricas que
requerem conhecimentos prévios dos formalismos empregados, até mesmo para a ferra-
menta de simulação utilizada.
Com o propósito de permitir que projetistas mais inexperientes ou pessoas com
pouca familiarização com Engenharia de Software tenham uma melhor compreensão da
evolução de simulações, sem exigir um conhecimento prévio do formalismo das redes
de Petri ou de linguagens de programação, é apresentada em Mota et al. (2017) uma
abordagem baseada em como realizar a migração de projetos modelados em redes de
Petri para o software de simulação SIMIO. No entanto, os autores abordam apenas a
modelagem de sistemas de análise de manufatura e cursos de modelagem e simulação
que, apesar de abranger diferentes áreas que vão desde gestão de negócios e operações
até pesquisa operacional, não chega a ser aplicado ao desenvolvimento de video games.
Dessa forma e considerando a literatura correlata aqui apresentada, este trabalho propõe
integrar a modelagem de cenários de jogos em redes de Petri Coloridas e a abordagem de
mapeamento de equivalência entre os modelos em redes de Petri e o software SIMIO.
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4 Modelagem de cenários de Video Games
baseado em redes de Petri Coloridas
A primeira etapa do trabalho consistiu em um estudo da literatura, através da lei-
tura das partes mais relevantes de livros como (CARDOSO; VALETTE, 1997; AALST;
STAHL, 2011; JENSEN; KRISTENSEN, 2009), que proveram uma base para o enten-
dimento dos conceitos básicos necessários para o desenvolvimento do trabalho, como a
deĄnição das redes de Petri Coloridas e trabalhos relacionados à modelagem de processos
de negócios formalmente modelados usando redes de Petri Coloridas. Em particular, o
livro (MOTA et al., 2017) apresentou os principais conceitos da integração do formalismo
das redes de Petri Coloridas com o software de simulação 3D SIMIO. Após a compreen-
são desses tópicos e da familiarização com o funcionamento das ferramentas CPN Tools
e SIMIO, necessárias para o desenvolvimento do projeto, tornou-se realizável o processo
de modelagem, análise e simulação do estudo de caso de modelos de jogo selecionado.
Com o estudo de caso deĄnido, este foi utilizado para a migração dos modelos do
nível de jogo, implementados e analisados no CPN Tools com o formalismo das redes de
Petri Coloridas, para a interface gráĄca da ferramenta SIMIO, onde foi possível construir
e simular protótipos de jogo representados visualmente em 2D e 3D. Logo após, foi feita
a comparação dos resultados das duas abordagens utilizando, para a análise quantitativa,
os valores mínimos, máximos e médios dos tempos de execução de cada modelo e avalia-
ção das vantagens e limitações do uso de cada uma das ferramentas empregadas para a
modelagem e simulação de cenários de video games baseados em CP-nets.
Este capítulo apresenta o processo de transição da lógica dos modelos de nível
de jogo, construídos com o formalismo das redes de Petri Coloridas, para o software de
simulação SIMIO. Tais modelos pertencem à abordagem apresentada em (BARRETO;
FREITAS; JULIA, 2018; BARRETO, 2020) para modelagem de cenários de video games,
empregando o formalismo das redes de Petri Coloridas com adição de tipos temporizados,
onde é utilizado especiĄcamente o primeiro nível do video game Silent Hill II para ilustrar
a abordagem. Para este nível é construído um Modelo Lógico Temporizado, apresentado
na seção 4.1, para representar a sequência e duração das atividades do nível de jogo, um
Modelo Topológico Temporizado, apresentado na seção 4.2, para descrever as áreas do
mundo virtual e os tempos de deslocamentos do jogador entre essas áreas, e um Modelo
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compõem a maquete construída para o modelo poder ganhar ares de um cenário de jogo.
O software SIMIO possui uma série de símbolos, recursos de desenho e texturas que Ącam
à disposição do usuário, além de permitir novos símbolos serem desenhados, importados
de arquivos SketchUp ou baixados da 3D Warehouse. Novas texturas para a superfície de
objetos podem também ser criadas a partir de imagens.
A Figura 22 traz o Modelo Lógico Temporizado 3D para o SIMIO, com o screenshot
da maquete dividido em duas partes. Os cenários construídos neste projeto são meramente
representativos e não buscam assemelhar-se com a aparência do nível correspondente
presente no jogo Silent Hill II.
Para entender como a lógica da rede de Petri Colorida foi incorporada ao modelo
do SIMIO, basta saber como foi feita a conĄguração dos objetos visíveis na Figura 21.
Nela temos a entidade chamada de ŞJogadorŤ representando a Ącha da rede de Petri, um
objeto Ąxo Source (ŞSource1Ť) para gerar somente uma entidade deste tipo dentro do
modelo no momento de executá-lo e, no Ąnal, um objeto Ąxo Sink (ŞSink1Ť) para destruir
essa entidade e registrar as estatísticas.
Entre ŞSource1Ť e ŞSink1Ť existe para cada atividade, que deve ser realizada pelo
jogador no nível, um objeto Server nomeado de acordo com a transição correspondente
na CP-net equivalente e paths, para conectar os objetos e indicar a direção do Ćuxo das
tarefas (através das setas azuis que podem ser vistas na Figura 21) que a entidade deve
realizar pelo modelo. Em especial, para a transição Fork, que inicia as atividades paralelas
e o roteiro iterativo do modelo, foi utilizado um objeto Ąxo Separator que recebeu o mesmo
nome. Este objeto recebe a entidade ŞJogadorŤ e cria uma cópia dela. Logo a seguir envia
uma dessas entidades para cada um de seus Servers de saída, ŞP2Ť e ŞP3Ť. Também
em especial, para a transição Join, que encerra a dinâmica de evolução das atividades
paralelas, foi usado o objeto Ąxo Combiner, que devolve uma só entidade após receber
uma de cada um de seus dois nós de entrada. Uma vez que uma entidade entra em um
desses objetos, o seu comportamento é controlado pela semântica da CP-net incorporada
a esses objetos, bem como a deĄnição da próxima ação que especiĄca em que ponto do
modelo SIMIO essa entidade deve então entrar.
Note que o modelo de rede de Petri Colorida para o CPN Tools da Figura 20
também possui lugares nomeados de P2 e P3, porém na versão do SIMIO os Servers
representando esses lugares são meramente ilustrativos, uma vez que a lógica associada
à CP-net é adicionada ao protótipo do SIMIO após ser construída na área de processos,
não dependendo necessariamente de ŞP2Ť e ŞP3Ť. Os processos que constroem e imitam o
comportamento das transições da CP-net poderiam ser, por exemplo, ativados no objeto
Separator ou dentro dos nodes existentes antes que as entidades entrassem nos Servers que
representam a execução das atividades. Da mesma forma, o Server ŞFalhouŤ que possui
um signiĄcado puramente representativo é utilizado para indicar que o jogador falhou no
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roteiro iterativo e terá que reiniciá-lo, voltando para a entrada do objeto ŞForkŤ.
A Figura 23 traz os eventos criados na área de processos para realizar a lógica
das transições da CP-net no modelo do SIMIO. Para o caso das atividades Matar cria-
tura e Pegar radio, que formam uma rota paralela e podem ser executadas em qualquer
sequência, as quatro possíveis opções de desenrolamento apresentadas por (BARRETO;
FREITAS; JULIA, 2018) são: (1) o jogador primeiro executa Pegar radio, em seguida
Matar criatura com sucesso e segue para a próxima atividade do nível; (2) o jogador exe-
cuta Matar criatura com sucesso, logo após executa Pegar radio e segue para a próxima
atividade do nível; (3) o jogador executa Matar criatura e fracassa, consequentemente o
jogo reinicia voltando para o início da rotina iterativa; (4) o jogador primeiro executa
Pegar radio, mas fracassa em Matar criatura e consequentemente o jogo reinicia voltando
para o início da rotina iterativa.
Figura 23 Ű Conteúdo da área de processo do Modelo Lógico Temporizado no SIMIO.
Estas opções são executadas na CP-net utilizando tanto as transições Matar cri-
atura e Pegar radio como também as transições L1, L2 e L3. No modelo do SIMIO o
processo ŞSortearCasoŤ, chamado para ser executado no objeto ŞForkŤ, realiza a escolha
estocástica de qual acontecimento, representando as transições, será selecionado através
de um sorteio entre essas opções, que são listadas em tabelas na área de dados. Feito isso,
os processos ŞProcess_L1L3_P4Ť, ŞProcess_L2_P2Ť e ŞProcess_P3Ť são associados aos
objetos Servers ŞPegar_radioŤ, ŞP2Ť e ŞP3Ť, respectivamente.
O ŞProcess_P3Ť em ŞP3Ť trata da entidade responsável por conseguir ou não
executar com sucesso a atividade Matar criatura. As etapas Decide presentes no processo
foram coloridas em verde para os sucessos em realizar a tarefa e em vermelho para os
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fracassos, no caso de um sucesso as etapas Transfer são responsáveis por encaminhar
ŞJogadorŤ para o Server ŞMatar_criaturaŤ e no caso de fracasso para o Server ŞFalhouŤ.
As etapas Wait existentes são para as situações que a atividade Pegar radio deve ser
realizada primeiro, logo a entidade em ŞP3Ť deve aguardar a segunda entidade Ąnalizar o
seu processamento no Server ŞPegar_radioŤ antes de prosseguir.
O ŞProcess_L2_P2Ť em ŞP2Ť é responsável por cuidar da entidade presente no
Server ŞP2Ť em que o caso sorteado é o de executar a atividade Matar criatura primeiro
e o jogador fracassa. Enquanto a entidade que está em ŞP3Ť é utilizada para representar o
fracasso e continua no modelo retornando para a entrada do ŞForkŤ, a entidade em ŞP2Ť
é destruída com a etapa Destroy, sumindo do modelo.
Já o ŞProcess_L1L3_P4Ť no Server ŞPegar_radioŤ lida com a entidade após con-
cluído seu processamento no servidor na eventualidade da atividade Pegar radio ser a
primeira a ser realizada, mas o jogador fracassar na tarefa Matar criatura. Novamente a
etapa Destroy é utilizada para eliminar a entidade do modelo.
Por Ąm, o processo ŞProcess_TempoŤ é responsável por retornar o tempo de execu-
ção de cada atividade, usando a função Random.Exponential(mean) disponibilizada pelo
SIMIO e ir somando tais valores para retornar no Ąnal o tempo total. A função expo-
nencial(e) produz um valor baseado na distribuição exponencial com média 1/e, como já
apresentado a variável e representa o nível de experiência do jogador.
Todos os Servers responsáveis por representar a realização de uma tarefa do
Modelo Lógico (ŞEncontrar_mapa_de_Silent_HillŤ, ŞPegar_radioŤ, ŞMatar_criaturaŤ,
ŞFalhouŤ, ŞEncontrar_bilheteŤ, ŞEncontrar_mapa_no_barŤ, ŞEncontrar_chaveŤ e ŞIr_ao
_apartamentoŤ) disparam ŞProcess_TempoŤ no momento em que a entidade entra no ob-
jeto em questão, o que corresponde à ocorrência do evento Entered do objeto. O processo
além de atualizar o tempo global gasto nas atividades atualiza a variável (ou state, criado
na área de deĄnições) ŞVar_DelayŤ, que será utilizada como tempo de processamento des-
ses objetos. Dessa forma, a entidade ŞJogadorŤ permanece no Server apenas pelo tempo
retornado pela função exponencial. Os demais objetos do protótipo que não requerem um
intervalo de duração associado, mas que por serem objetos da biblioteca padrão do SIMIO
possuem obrigatoriamente um tempo de delay (ŞSource1Ť, ŞForkŤ, ŞP2Ť, ŞP3Ť e ŞJoinŤ)
tiveram seus tempos de processamento zerados.
4.2 Modelo Topológico Temporizado
As áreas que compõem o mundo virtual do nível de jogo são representadas em
(BARRETO; FREITAS; JULIA, 2018) através de um Grafo de Estado, onde cada área é
um lugar no grafo e as transições representam as fronteiras existentes entre áreas que se
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a diferentes listas, que contém os lugares alcançáveis e já desbloqueados por ações do
jogador no protótipo, ao decorrer da execução do modelo. Cada Server possui uma List
Reference exclusiva, bem como um conjunto de listas de nós com as possíveis combinações
de destinos para ele. Sempre que uma atividade é realizada, todas as List Reference de
lugares afetados por desbloquearem uma nova passagem são também alteradas.
Nas áreas nas quais há atividades a serem realizadas, foram adicionados aos Ser-
vers que as representam os procedimentos necessários, tanto para representar a lógica
associada à execução da tarefa, quanto para a possibilidade do jogador somente atraves-
sar o lugar. Dessa forma, caso a entidade ŞJogadorŤ entre em uma área que possua uma
atividade ainda não cumprida, uma escolha aleatória designada à variável de condição
dessa atividade na propriedade State Assignments, localizada no submenu de proprieda-
des do Server, irá selecionar se a entidade irá apenas passar pela área e seguir para a
próxima (e, assim, apenas o tempo de deslocamento será calculado com o processo ŞPro-
cess_Tempo_TopologicoŤ) ou se ela irá permanecer na área e realizar a atividade, com
o processo ŞProcess_Tempo_LogicoŤ retornando o tempo gasto para executá-la. Ocorre
nesta última opção também a alteração da condição associada à atividade, que passa a
ser assinalada como cumprida, consequente a atualização dos List Reference de lugares
que desbloqueiam caminhos para novas áreas acessíveis.
Em particular, há dois casos nos quais os servidores não foram programados se-
guindo o raciocínio apresentado acima: (1) no Server ŞApartamentoŤ, uma vez que a
entidade entre no servidor só há a opção de se realizar a atividade Ir ao apartamento e
encerrar a execução do modelo; (2) para melhor seguir e adaptar a lógica da CP-net, o
Server ŞTunelŤ também foi conĄgurado de forma diferente das demais áreas.
Na Figura 33 é exibido os processos implementados na área de processos do mo-
delo, note que o processo ŞSortearCasoŤ também existe no Modelo Lógico Temporizado
para o SIMIO, apresentado na seção 4.1. A versão presente no Modelo Global Tempo-
rizado do SIMIO do processo ŞSortearCasoŤ segue, inicialmente, a mesma conĄguração
do apresentado anteriormente: utiliza-se tabelas para listar as opções disponíveis para o
jogador executar (cada uma representando um possível disparo de transição da CP-net
equivalente) e o SIMIO escolhe aleatoriamente uma delas. Mas como neste modelo todo
o processo de atividades da área Tunel é realizado no mesmo objeto servidor, foi incorpo-
rado ao ŞSortearCasoŤ a lógica para lidar com todas as possíveis sequências de eventos.
Dentro do processo, states variables da área de deĄnição foram utilizadas para se criar
atributos de controle que são checados nos momentos necessários dentro dos steps Decide
e até mesmo antes de declarações nos steps Assign. Os steps Execute são responsáveis
por iniciarem a execução de outros processos, uma vez que a realização de cada atividade
possível dentro do Tunel recebe um processo a parte. Em especial, o processo ŞJoinŤ não
representa uma atividade do jogador e sim a transição de mesmo nome na CP-net, onde
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Figura 33 Ű Conteúdo da área de processo do Modelo Global Temporizado no SIMIO.
a condição Radio e criatura é dada como cumprida.
Os steps Execute que encerram os processos ŞMatarCriatura_FracassoŤ, ŞMatar-
Criatura_SucessoŤ e ŞPegarRadioŤ tornam a chamar o processo ŞSortearCasoŤ, para que
um novo sorteio sobre o que será executado em seguida ocorra. É importante ressaltar que
a cada nova chamada de ŞSortearCasoŤ as possíveis ações que entram no sorteio realizado
pelo SIMIO mudam, da mesma forma como o disparo de uma transição na CP-net pode
alterar as transições sensibilizadas. Neste momento, os atributos de controle e os recursos
condicionais do SIMIO são empregados, dessa forma o processo ŞJoinŤ só será executado
caso as atividades Matar criatura e Pegar radio já tenham sido realizadas com sucesso.
Deste mesmo modo, o processo ŞVoltar_L2_L3Ť, chamado no nó de saída do servidor
ŞTunelŤ é responsável por direcionar a entidade ŞJogadorŤ para o nó de entrada do servi-
dor em questão, só é executado caso o jogador falhe ao tentar realizar a atividade Matar
criatura e esteja pronto para reiniciar o roteiro iterativo de atividades da área Tunel.
O processo ŞSortearCasoŤ é chamado em ŞTunelŤ na ocorrência do evento Ente-
red, correspondente a uma entidade entrar no servidor. Após esse processo encerrar sua
execução, o ŞProcess_Tempo_TunelŤ é chamado no evento seguinte, Before Processing.
Assim, quando o servidor entrar em sua fase de processamento o tempo de delay corres-
pondente a ela será dado pela variável ŞVar_Delay_TunelŤ, estabelecida previamente em
ŞProcess_Tempo_TunelŤ, que será a duração total do tempo gasto com a(s) atividade(s)
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realizada(s) pelo jogador em ŞSortearCasoŤ, o que garante que, ao Ąnal da simulação, o
tempo global da execução do modelo (tempo gasto para realizar atividades somado ao




Na fase de pré-produção de jogos, busca-se garantir que o jogo seja atrativo e
não apresente erros de jogabilidade. A abordagem presente em (BARRETO; FREITAS;
JULIA, 2018; BARRETO, 2020) apesar de validar os modelos apresentados através de
uma análise aplicada ao conceito de jogabilidade em video games, pouco pode garantir a
respeito de seu apelo atrativo para os jogadores com os modelos baseados na teoria das
redes de Petri exibidos na ferramenta CPN Tools.
Entretanto através da interface gráĄca 3D do SIMIO, os modelos de cenários de jo-
gos construídos neste ambiente ganham um novo ângulo sobre o qual a análise qualitativa
pode ser realizada: durante uma execução interativa do modelo 3D é possível acompanhar
a evolução visual do cenário conforme o jogador avança pelo protótipo do nível. Com essa
representação gráĄca passo a passo torna-se mais simples não somente a identiĄcação de
falhas e problemas nos protótipos de jogos, como também a percepção do quão atraente o
jogo pode ser para futuros jogadores. Por meio dessa avaliação ainda nas etapas de game
design e level design, veriĄca-se o bom funcionamento do jogo em termos de jogabilidade
tanto ao garantir que o curso do jogo está correto, quanto ao conferir a relevância do
cenário proposto ao analisar se ele é interessante.
A execução de tal simulação interativa no SIMIO ocorre conforme a entidade
percorre os objetos e estações do modelo. Ao entrar em um objeto, os processos invocados
nele e que regem o seu comportamento podem modiĄcar não somente dados relacionados
à lógica do modelo, como também a sua animação ao alterar o símbolo associado àquele
objeto e/ou o símbolo associado à entidade em processamento.
Outro fator que contribui na análise de jogabilidade é o tempo médio de duração
do jogo, uma vez que as atividades propostas no cenário devem ser interessantes para
prender a atenção do jogador, mas não podem ser complexas demais a ponto de prendê-lo
por muito tempo em determinada parte do jogo e, assim, comprometendo o seu entrete-
nimento. Isto posto, o objetivo da análise quantitativa está relacionado com os tempos
de execução dos modelos para o caso apresentado. Os tempos da execução do modelo
global podem ser usados para estimar as durações mínima, máxima e média de um nível
de jogo. Os modelos lógico e topológico podem ser simulados separadamente, gerando os
tempos mínimo, máximo e médio estimados para executar todas as tarefas do nível e para
percorrer todas as áreas do mapa.
Para garantir a consistência das atividades do nível de jogo e do mapa topológico
construído, em (BARRETO; FREITAS; JULIA, 2018; BARRETO, 2020) é criado um
modelo de análise através do Modelo Global estendido do jogo MG, baseado no método
Capítulo 5. Simulação 57
de veriĄcação da propriedade soundness. Com as ferramentas de análise disponíveis no
CPN Tools essa avaliação é feita através do cálculo do espaço de estado (state space) do
modelo.
Com a corretude do modelo assegurada, para obter os tempos da simulação dos
modelos da abordagem para a modelagem de cenários de video games usando o forma-
lismo das redes de Petri Coloridas com adição de tipos temporizados, é utilizada uma outra
funcionalidade de análise da ferramenta CPN Tools: a simulação automática por replica-
ção. O relatório gerado por esta ferramenta fornece, além de outros dados, os tempos de
execução de cada replicação do modelo em simulação. Todos os modelos são simulados
automaticamente com 10 replicações e com 100 replicações.
Com a migração dos modelos de jogo baseados em redes de Petri Coloridas Tempo-
rizadas para os modelos do SIMIO apresentados anteriormente, a realização da simulação
automática por replicações neste último software é executada através da adição de um
Experiment ao modelo do projeto SIMIO.
As execuções feitas através de Experiments são realizadas automaticamente, sem
animação e através de um conjunto de cenários, com cada cenário possuindo um número
de replicações associado. Ao Ąnal da simulação, é fornecido pelo SIMIO uma série de
informações que podem ser vistas e analisadas em diferentes conĄgurações como, por
exemplo, por meio de gráĄcos, tabelas, relatórios com detalhes das replicações ou relatórios
com comparações entre cenários.
Para realizar a simulação dos modelos no SIMIO são criados um Experiment de dois
cenários em cada modelo, um cenário com 10 replicações e um outro com 100 replicações.
Uma Response é adicionada a cada Experiment para registrar no Ąnal de cada replicação
de cada cenário o valor da variável ŞTempoŤ, responsável por registrar o tempo total gasto
pelo jogador no modelo, bem como fornecer os valores mínimo, médio e máximo dessa
variável ao Ąnal da execução do Experiment.
As seções a seguir apresentam os resultados das simulações presentes em (BAR-
RETO; FREITAS; JULIA, 2018; BARRETO, 2020) e realizadas no CPN Tools para
os modelos da abordagem apresentada, das simulações dos modelos convertidos para o
SIMIO e uma comparação entre as execuções em cada ferramenta.
5.1 Simulação: Modelo Lógico Temporizado
Como já apresentado, no SIMIO um modelo pode ser executado através de um
Experiment ou interativamente. O Modelo Lógico Temporizado 3D para o SIMIO da
Figura 22 apresenta a maquete em que as atividades irão ocorrer, porém somente durante
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especial destaque para a área do Tunel, o símbolo da entidade ŞJogadorŤ é alterado a
cada novo ingresso no local para representar qual atividade ele executará ou permanece
o mesmo, caso ele esteja apenas passando pela área.
Na Figura 38 é apresentado screenshots de diferentes momentos da área Tunel
durante a simulação do Modelo Global 3D. A Figura 38a traz a execução da atividade
Pegar radio, a Figura 38b o sucesso na atividade Matar Criatura e a Figura 38c exibe o
cenário que é apresentado caso o jogador fracasse em Matar Criatura.
A Tabela 3 apresenta os resultados da simulação do Modelo Global Temporizado
no CPN Tools realizada em (BARRETO; FREITAS; JULIA, 2018; BARRETO, 2020)
e da simulação realizada no SIMIO com o modelo convertido equivalente. Percebe-se
que a duração média do primeiro nível de Silent Hill II tem valores próximos em ambas
as ferramentas, enquanto os tempos mínimos e máximos só se aproximam conforme o
número de replicações aumenta. Com 100 replicações os tempos mínimos caem e os tempos
máximos aumentam tanto no CPN Tools, quanto no SIMIO.
Tabela 3 Ű Comparação dos Resultados da Simulação do Modelo Global Temporizado.
10 Replicações 100 Replicações
CPN Tools SIMIO CPN Tools SIMIO
Tempo máximo 210,44 160,26 231,68 219,76
Tempo mínimo 59,13 28,35 29,8 20,97
Tempo médio 87,16 89,78 86,68 77,94
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6 Conclusão
Neste trabalho foi apresentada uma abordagem para integrar protótipos de ce-
nários de video games modelados com o formalismo das redes de Petri Coloridas com a
interface gráĄca 3D do software de simulação SIMIO. Para tal são selecionados cenários de
jogos construídos em redes de Petri Coloridas com adição de tipos temporizados presentes
em (BARRETO; FREITAS; JULIA, 2018; BARRETO, 2020), onde o primeiro nível do
jogo Silent Hill II é utilizado para ilustrar o proposto.
Um nível de jogo é formado por um conjunto de atividades, as quais devem ser
realizadas dentro de um espaço virtual, onde cada ação e movimentação do jogador possui
uma duração não nula associada. Isto posto, foi construído um Modelo Lógico Tempori-
zado para retratar a sequência de atividades e um Modelo Topológico Temporizado para
representar as áreas do mapa virtual. Por meio de um mecanismo de comunicação desen-
volvido para estabelecer a inĆuência que um modelo tem sobre o outro é gerado o Modelo
Global Temporizado. Na ferramenta CPN Tools os três modelos são construídos através
do formalismo das redes de Petri.
Com o auxílio das abordagens de análise automática fornecidas pelo CPN Tools, a
análise do espaço de estados (state space) é utilizada para realizar a análise qualitativa do
protótipo e examinar a consistência do cenário implementado em termos de jogabilidade
através da veriĄcação da propriedade soundness. A outra abordagem de análise disponí-
vel é a de simulação, a qual pode ser realizada de forma interativa ou automática. Na
simulação interativa é possível acompanhar a evolução do cenário e investigar diferentes
detalhes do nível, o que requer um conhecimento da teoria das redes de Petri. Já a si-
mulação automática pode ser realizada por replicações, onde um relatório com os dados
de cada replicação é gerado ao Ąnal. A simulação automática por replicações é realizada
com 10 replicações e 100 replicações sendo empregada como um método para a análise
quantitativa, a Ąm de estabelecer os tempos mínimos, máximos e médios para realizar
todas as atividades do nível, para o jogador acessar as diversas áreas do mapa virtual e
para o jogador concluir o cenário.
Entretanto, apesar das redes de Petri Coloridas serem consideradas um recurso
gráĄco e matemático de representação formal eĄciente para modelagem e análise de sis-
temas de jogos, o seu formalismo é muito abstrato para ser apresentado a quem não é
especialista das abordagens usadas em Engenharia de Software.
A forma de integração das redes de Petri com ambientes de modelagem e simulação
têm sido recentemente estudada pela comunidade cientíĄca, o que foi apresentado neste
trabalho se baseia na abordagem apresentada em (MOTA et al., 2017) para migração da
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lógica dos modelos em rede de Petri para o ambiente de modelagem 2D ou 3D multi-
paradigma do SIMIO, o qual combina orientação a objetos e orientação a processos.
Embora não haja uma equivalência direta entre as redes de Petri comuns ou Coloridas
com o SIMIO, a implementação dos elementos e características básicas das redes de Petri
nos componentes do modelo SIMIO é efetuada de forma que o comportamento dinâmico
originalmente estabelecido no modelo em rede de Petri seja mantido no protótipo no
SIMIO.
O SIMIO é um software de modelagem e simulação que têm sido adotado em di-
ferentes áreas da indústria, sendo utilizado para resolver problemas logísticos como, por
exemplo, pesquisa operacional ou cadeias de abastecimento. Com a migração dos modelos
de cenários de jogos em rede de Petri Colorida para os protótipos equivalentes construí-
dos no ambiente de simulação do SIMIO, a representação visual 3D desta ferramenta se
mostrou uma plataforma intuitiva de prototipação.
Um modelo pode ser executado interativamente ou através de um Experiment no
SIMIO. Por meio de uma execução interativa, a interface gráĄca 3D do software permite
acompanhar passo a passo a evolução visual do cenário, conforme o jogador avança pelo
protótipo do nível de jogo. Com símbolos, formas geográĄcas, texturas e animações sendo
utilizadas para criar a maquete que retrata o cenário de nível de jogo, para representar o
jogador, cada ação realizada por ele e a sua passagem pelo modelo, a análise qualitativa
do cenário em termos de jogabilidade torna-se muito mais simples. Além da identiĄca-
ção de falhas e problemas nos protótipos ainda na fase de pré-produção é mais fácil se
certiĄcar dos atrativos que o jogo deve ter para entreter os jogadores. Com tudo isso
sendo realizado em um ambiente gráĄco 3D, não se faz necessário nenhum conhecimento
prévio do formalismo das redes de Petri, das notações formais presentes nas linguagens
de programação ou demais abordagens formais.
Dessa maneira, a vantagem do que foi proposto neste trabalho é permitir que
tanto projetistas, quanto os não especialistas em abordagens formais possam acompanhar
e avaliar protótipos de jogos através de uma simulação gráĄca interativa, auxiliando dessa
forma na fase de pré-produção de jogos (game design e level design).
Com o uso de Experiments, o projeto no SIMIO pode ser submetido a simulação
automática por replicações. Para realizar a análise quantitativa dos protótipos de cenários
de jogos construídos no SIMIO, os três modelos são submetidos a simulação automática
com 10 replicações e com 100 replicações. O relatório Ąnal gerado pelo software traz entre
diversas informações os dados referentes à variável ŞTempoŤ, presente em todos os modelos
e responsável por armazenar o tempo gasto pela entidade ŞJogadorŤ em cada replicação.
Desta forma os tempos mínimos, máximos e médios estimados para executar as atividades
do nível, para o jogador percorrer as áreas do mapa virtual e para ele concluir o modelo
global nos protótipos do SIMIO são registrados.
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Os tempos obtidos com as simulações dos modelos em redes de Petri Coloridas no
CPN Tools e com as simulações dos modelos equivalentes no SIMIO são comparados e se
mostram nos três casos bem próximos, até mesmo conforme o número de replicações au-
menta. Certas diferenças são esperadas devido ao uso de funções de distribuição de tempo
aleatório e números pseudoaleatórios para representar os intervalos de tempo consumi-
dos pelo jogador. Em especial, os tempos médios dos três modelos apresentarem valores
próximos em ambas as ferramentas é um indício da equivalência entre os protótipos.
A abordagem apresentada neste trabalho trata apenas de cenários de jogos com um
jogador (singleplayer). Um trabalho futuro seria estender o proposto para cenários de jogos
com mais de um jogador presente (multiplayer). Poderia ser interessante acompanhar
através de uma simulação 3D no ambiente visual do SIMIO a orientação a objetos e
a processos do software lidar com as inĆuências diretas ou indiretas que a ação de um
jogador tem sobre os demais jogadores e sobre o ambiente virtual do jogo.
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