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Conclusões e trabalho futuro
Introdução














aplicação ou website 








Web Analytics - Problema
Browser do Cliente Servidor website
GET
files
Nenhuma informação de 
interação e do utilizador
Introdução / Contextualização
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Web Analytics - Google Analytics
CLIENTE











JavaScript Analytics - Problema
CLIENTE
JavaScript executado 
pelo browser do 
cliente
ANALYTICS
Nenhuma informação de 
execução do código






NENHUM FEEDBACK DE 
EXECUÇÃO POUCO EXPLORADA 
Introdução / Caracterização do problema 6/35
Proposta de solução: JStrace
Programador JStrace




Ofuscado e com 
funcionalidades de 
tracking
Introdução / Caracterização do problema 7/35






















Fluxo de execução 
do código JavaScript
Introdução / Objetivos 9/35
AUTOMÁTICO




As técnicas de tracking 
inseridas não devem 
prejudicar em demasia 




Uso de ofuscação de 
modo a que o código de 
tracking não possa ser 
retirado
Introdução / Objetivos 10/35
● Grandes quantidades de dados
● Escalável
● Gestão e processamento de dados
● Interface web analytics
Objetivos Requisitos
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Estado da arte - Analytics
JStrace JavaScript Analytics Application Analytics Web Analytics
 Visitas / Execuções
 Perfil dos utilizadores
 Tracking de erros
 Tracking de eventos
 Performance de funções
 Fluxo de execução
 Proteção
 Framework exemplo - Raygun Localytics Google Analytics
Automático Manual Inexistente
Trabalho realizado e implementação / Estado da arte 12/35
Código protegido
(function() {
    function add1(element, index, array) {
        array[index]=element+1;
    }
    function apply(functions, integers) {
        if(!Array.isArray(functions)) {
             integers.forEach(functions);
        } else {
            for(var i=0; i<functions.length; i++)
                integers.forEach(functions[i]);
        } return integers;
    } return apply([add1,add1], [1,2,-4,9]);
})();
/*...*/ ff)<<W);s=this[a](s,B);s=((s&0x1ff` = A)|
(s>>>Q` <)f);P^=s;P=((P&0x7` H\"y)|(P>>>h);P=(P*z+
((129.,0x187)<(91,0x1E0)?(0x72,0xe6546b64):(120.7
E1,0x35)))|R8H.j3H;}s=` ##switch (t%x){case X:s=(J
[I](H+v)&0xff)<<c;` 8 v:s|` 5$R8H.t3H` ;$e` >!` 0\"
` ?&` ;\";s=this[a](s,B);s=((s&0x1ff` [ A)|(s>>>Q` 
<)f);P^=s;}P^=t;P^=P>>>c;P` :$P,0x85ebca6b` G 





Estado da arte - JScrambler












BASE DE DADOSTrabalho realizado e implementação / Implementação 15/35
Técnicas de tracking
Execuções & Perfil do utilizador
POST id_aplicaçãoCada vez que a aplicação 
JavaScript é executada
Dados incluídos no 
cabeçalho do pedido 
processados e
guardados
Apenas uma vez por execução
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Técnicas de tracking
Performance & Fluxo de execução
function funcao1() {
    // código do programador
    funcao2();
}
function funcao2() {
    // código do programador
}
function funcao1() {
    jstrace.start_function(“funcao1”, 1);
    // código do programador
    funcao2();
    jstrace.end_function(4);
}
function funcao2() {
    jstrace.start_function(“funcao2”, 5);
    // código do programador
    jstrace.end_function(7);
}
Código instrumentadoCódigo original
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Técnicas de tracking
Performance & Fluxo de execução
{
    id: “5217a543dd99a6d9e0f74702”,
    report: {
        "funcao1":{
            "count": 1,
            "time": 3,
            "order": 0
        },
        "funcao1.funcao2":{
            "count": 1,
            "time": 1,
            "order": 0
        }
    }
}
Relatório de fluxo e performance
POST relatorio
Gerado periodicamente durante a execução da aplicação




    type: 1,
    msg: error,
    fun: “funcao1.funcao2”,
    time: timeSpent,
    line: 5
}
Relatório enviado para o servidor
Erros previstos
try{
   // código do programador
}
catch(err) {
    jstrace.handled_error(err); // tracking
}
Erros não expectáveis 
Apanhados por um evento 
window.onerror
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Trabalho realizado e implementação / Implementação




















Trabalho realizado e implementação / Implementação

































Gerar árvore de exec.
Base de dados
MongoDB - noSQL
   Árvore Exec.web service





















Trabalho realizado e implementação / Implementação
Interface Web Analytics
Onde o programador pode registar e analisar aplicações
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Testes e resultados - performance
Descrição Frame Rate (100 peixes) Frame Rate (1000 peixes)
Código Original 60 57
Código com técnicas de tracking 59 43
Comparação Performance -1,67% -24,56%
27/35Testes e conclusões / Testes e resultados
Testes e resultados - performance
Executada 1677 vezes em média.
Executada 1677*39 =  65403 vezes em 
média.
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Testes e resultados - performance
Descrição Frame Rate (100 peixes) Frame Rate (1000 peixes)
Código Original 60 57
Código com técnicas de tracking
(alterado manualmente) 60 56
Comparação Performance ~ 0% -1,75%






















Testes e resultados - caso de uso
30/35Testes e conclusões / Testes e resultados
Código obfuscado
Código minificado
Testes e resultados - caso de uso




Testes e resultados - caso de uso










Comprovado analytics para JavaScript
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Sistema de analytics completo




Técnicas de tracking inline
Transferir processamento do cliente       
para o servidor
Stress test ao sistema
Lançar versão beta
Funcionalidade de remover o código 
de tracking em determinadas funções 
através da interface web




JScrambler is the fastest, 
strongest and more reliable 
solution to protect your 
JavaScript!
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