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Formal Specification and Software Development. By Dines Bjarner and Cliff B. 
Jones. Prentice-Hall International Inc., London, 1982. x + 501 pp. 
As stated in its preface, “the aim of this book is to provide a source document 
for both industrial application of, and for post-graduate courses on, VDM”. The 
acronym VDM stands for Vienna Development Method; this well-known program 
specification and construction method is based on two main ‘components’: first, a 
certain mathematical notation (the formal language META-IV) used to write 
program specifications; second, a certain development process (the method of data 
refinement) used to transform (implement) program specifications while retaining 
their meaning. 
The mathematical notation is surveyed in Part I of the book, whereas Part III 
covers the development method through a series of sophisticated examples including 
a tree searching algorithm, a disk file handler, and the formalization and realization 
of data base management systems. 
However, originally the main purpose of VDM was to serve as a tool for defining 
the semantics of programming languages. Consequently, this aspect of the work 
had also to be included in such a ‘source document’. This is the purpose of Part 
II which contains a definition of ALGOL 60, a definition of PASCAL as well as 
material dealing with the design and development of compilers and interpreters. 
Finally, the book includes two ‘foundation’ chapters, one (the last of Part I) on 
the mathematical foundation of denotational semantics, and the other (the first of 
Part II) on the modelling of programming language concepts. 
As one can see, the number of topics covered by this book (and hence by VDM) 
is quite impressive. But this should not come as a surprise in view of the fact that 
VDM is based on mathematical notation; this only means that all topics and 
examples studied in the book are subjected to a mathematical treatment. Now, the 
question that ‘naturally’ arises is the following: Are the mathematical treatments 
included in this book convincing? In other words, do they convey some insights 
on the problems at hand? Are the corresponding proofs (if any) sufficiently well 
structured so as to carry along the reader’s conviction? Are the given solutions of 
a general enough nature so that the reader be able to use similar approaches to 
solve similar problems? 
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Of course, possible answers to such broad questions are highly subjective, and 
moreover depend heavily on one’s background. For instance this reviewer feels 
unqualified to answer such questions when applied to the formal treatment of 
denotational semantics as described in Chapter 3, or when applied to the formal 
definition of ALGOL 60 or that of PASCAL as given in Chapters 6 and 7; in fact, 
this reviewer must confess that he still prefers to refer to Reports such as Naur’s 
or Wirth’s when confronted to some delicate points of the mentioned programming 
languages, 
Here are some (very) partial answers to the above questions and concerning 
other parts of the book. Chapter 4 on the modelling of programming language 
concepts is a very well written introduction to a mathematical description of some 
conventional sequential programming features such as assignment, loop, recursive 
procedure call, scope rules, and the like, and to less conventional ones such as 
exception (that is, goto). Do these descriptions help to relate our intuitive view 
(and practice) of these features to the corresponding ‘programming laws’? 
Chapter 8 on the rigorous development of compilers and interpreters contains 
a three-page (pp. 3 16-3 18) proof of correctness for a small compiler. 
Are we totally convinced by this proof? 
Have we learned something from it about compiler proof techniques? 
Chapter 10 on the design of a tree searching program will certainly become a 
classic of its kind. It illustrates quite well the ‘rigorous method’ and the technique 
of ‘data-refinement’. 
One could only regret that the first program development is not pursued a bit 
further so as to include the effective construction of the proposed PASCAL program 
(p. 335). This would have constituted a nice link with the formal definition of this 
language. However, is it easy, as implied in the text, to fill in this gap? 
Chapter 11 shows a certain style of software architecture construction. It describes 
in a very neat fashion the stepwise development of a file handler. However, no 
proofs are given; it is only conjectured (p, 363) that part of the development could 
have been done automatically thus making the need for proofs obsolete. In fact, 
in the absence of proofs, one might wonder what is the difference between the 
proposed description and a runnable implementation written in a high level pro- 
gramming language allowing for data abstraction? The same question applies for 
the material covered by the last two chapters of the book devoted to data base 
models and realizations. 
This reviewer is quite aware of the fact that rather than answering the above 
questions, he has raised other questions instead. Perhaps the authors of this excellent 




Selected Writings on Computing: A Personal Perspective. By Edsger W. Dijkstra, 
Springer-Verlag, New York, Heidelberg, Berlin, 1982. xvii + 362 pages. 
The present review has been written in response to a personal appeal from the 
editor-in-chief and from a sense of professional duty. Indeed, the character of the 
book under review is such that without a special prompting this reviewer might 
have preferred to pass it by in silence. 
The special character of the book, its being at least partially a personal testimonial, 
is clear already from the title and is confirmed by the contents. It contains 66 
separate, mostly fairly independent sections of between 2 and 16 pages each, written 
between 1968 and 1981. The sections can be grouped into four categories: 
(1) In-depth discussions of particular computer programming problems, total 
195 pages; 
(2) General comments and speeches related to computing, total 70 pages; 
(3) Trip reports, total 75 pages; 
(4) Satirical fiction, total 22 pages. 
With these proportions, and in view of the fact that a substantial part of the 
categories (2) and (3) consists of candid, critical comments on the work of named 
colleagues and on computer activities of various kinds, it should be clear that the 
book must be regarded, not only as a discussion of problems related to computing 
as such, but also as a professional self-portrait. 
Considered as a portrait of the author the book gives some hints already in its 
preface and the manner of editing. The preface says that “The decision to publish 
a selection from the EWD series in book form was at first highly embarrassing 
[. . .] A major obstacle to publication was my insistence that selected trip reports 
be included. Having decided that the selection should be representative, I had no 
choice [. . .I”. Thus a major feature of the book is explained in terms of self-imposed 
compulsion, a self-contradictory notion. As to the general appearance of the text 
one may wonder about some editing that has not been done; in fact at the end of 
most of the 66 sections one will find personal greetings and even the author’s 
blessing (literally, on page 330!), in addition to the author’s name and title in 
prominent type. 
The sections of the book placed above in category (2) reproduce the author’s 
writings on certain general aspects of computing, most conspicuously university 
computer science curricula, the importance of scientific thinking in relation to 
computing, the proper education and mental tools for programmers, including 
written expression, and large scale applications of computing. 
The sections placed in category (3) reproduce the author’s reports on his atten- 
dance at professional conferences and his professional visits in many parts of the 
world. The most prominent themes are the audience reactions on the author’s 
presentations, the author’s impressions of the presentations of others, and hazards 
of modern travel by train or air. 
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The manner of expression employed by the author in his general presentations 
and his trip reports is dominated by his peculiar mental constitution to such an 
extent that it is practically impossible to separate the substance of the issues being 
discussed from the features of the portrait of the author that the texts display. One 
prominent such feature is his excessive sensitivity to external stimuli. This sensitivity 
is such that, by his own admission on pages xvi and 148, he simply is incapable of 
reading other author’s writings when their approach disagrees with his, even where 
purely technical questions are being treated. As an important consequence of this, 
his discussions of other people’s work and activities are based mostly on superficial, 
general impressions. Another prominent feature of the author’s portrait is his 
tendency to use emotionally loaded strong words and drastic phrases, particularly 
in giving vent to his negative feelings. 
The peculiar, personal manners of the author dominate &he presentations to such 
an extent that in many cases the treatment of a problem, if viewed as a whole 
throughout the book, is inconsistent and self-contradictory. Some examples of this 
will be discussed in the following paragraphs. 
The author repeatedly asserts his view that precise verbal expression is of vital 
importance to scientific discussion. Characteristically he will describe other people’s 
verbal presentation in phrases such as “barbarian slipshod haberdashery” (p. 256). 
Even so he allows himself, as a regular feature of his writing, to use phrases that 
are purely emotional outpourings, as for example when on page 66 he describes 
certain computer science curricula as “dismal failures”, and on page 206 talks of 
OS/360 as a “disaster”. 
A high point of this kind of verbal devaluation is found on pages 129 to 131. 
In this section the author, with Galileo Galilei at his side, sets out on a crusade 
for the promulgation of “unpleasant truths”. The author’s pet aversions are set 
forth in phrases such as “The use of COBOL cripples the mind; its teaching should, 
therefore, be regarded as a criminal offence”. It sounds grand, of course, but what 
is meant by “cripples the mind”? It is also puzzling to find the statement: “The 
use of anthropormorphic terminology when dealing with computing systems is a 
symptom of professional immaturity”, when two pages later, on page 133, one 
finds the author discussing the logic of communicating processes in terms of phrases 
such as ” ‘my’ behaviour versus ‘the others’ ” and “the (sleeping) others are known 
to ‘me’ “, and the section from page 188 expressed in terms of a “friendly daemon”, 
“after-you-after-you blocking”, and dangers that are “exorcized”. 
In many other places of the book one will find passages that upon attentive 
reading prove to be misleading, logically improper, or obviously false. Often one 
will find the form of expression that in some literature on sociology is designated 
ideology, namely value judgements dressed up as facts. To take just one example, 
on page 271 we find the following passage: “To quote C. A. R. Hoare-from 
memory-‘In no engineering discipline does the successful pursuit of academic 
ideals pay more material dividends than in software engineering’. I could not agree 
more”. Here the quotation looks at first sight like a statement of empirical fact, 
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such as could have been established by a study of actual engineering activities. But 
with this understanding the author’s reaction “I could not agree more” is logically 
improper, since what one can agree with is opinion, not fact. The form of the 
reaction therefore reveals that the form of the quotation is misleading; it is not a 
statement of fact, but one of opinion. On a second reading of the quotation one 
may then notice that since “successful pursuit” can be defined so as to suit any 
desired purpose, the whole phrase is void of meaning. 
As another example of the author’s inconsistent and unscientific manner of 
arguing, consider the use of examples as a guide in problem solving or program 
development. The question is explicitly brought up by the author on page 30, where 
as the final concluding remark on the previous description of a program development 
we find: “Finally we draw attention to the fact that we did not need a single example 
to explain what we were talking about or (even worse!) to discover what the program 
should do. And this, of course, is as it should have been.” So here we have, 
introduced without any justification, just as a dogma, the rule that examples must 
be shunned in solving problems. This does not prevent the author from using 
examples extensively throughout the rest of the book, thus on pages 206 to 211 
and 218, and even as the whole justification of pages 174 to 183, a collection of 
mathematical proofs “that may enable us to come to grips with the main qualities 
that together constitute ‘mathematical elegance’ “. The matter becomes still more 
remarkable when we note that the author on pages 107 and 163 refers approvingly 
to Polya’s book on “Mathematics and Plausible Reasoning”, a presentation that 
makes induction from special cases the first and most important guide for discovering 
mathematical truths. How does the author react to Polya’s discussion? He merely 
makes a few superficial remarks about how the mathematical community has reacted 
to Polya’s work, while of a normal, scientific discussion of the actual methodological 
issues there is none. 
Similarly, in many places the author expresses the view stated for example on 
page 275: “To forget that program texts can also be interpreted as executable code 
[. . .] to define programming semantics independently of any underlying computa- 
tional model [. . .] is one of the most vital abstractions, if any significant progress 
is to be made at all”. Yet, in spite of these strong words the author in his own 
program development continues happily to talk in terms of computations, thus the 
whole section from page 292 is concerned with reducing so-called “grains of action” 
and talks about repeated assignments, numbers of steps, and introduces “angle 
brackets: they enclose ‘atomic actions’, which can be implemented by ensuring 
mutual exclusion in time”. 
It should be clear from the preceding remarks that since inconsistencies abound 
the sections of the book dealing with matters external to the author can have no 
interest in discussing these matters as such, but only as contributions to the portrait 
of the author. Section category (l), in-depth discussions of particular computer 
programming problems, is a different case. In these sections the author treats about 
20 different problems taken from several different areas, including control of 
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communicating processes, numbers, permutations, graphs, and paging. The prob- 
lems seem to have been chosen by the author to be primarily such that they could 
serve as vehicles for demonstrating his ideas of programming methodology, and 
the discussions give details of the phases of the solution process and comments on 
the lessons the author draws from the activity. The reports thus give a clear picture 
of the author’s manner of attacking certain kinds of problems, in particular his 
mathematically-flavoured argumentation with frequent use of invariants and his 
use of the notation of guarded commands, introduced by him. Considering the 
relative infancy of the field of programming and the great theoretical and practical 
interest attached to it, demonstrations such as these certainly have a great claim 
on our attention, as empirical data, and can be recommended as such to all students 
of programming methodology. 
The general significance of the author’s demonstrations is not clarified in the 
book, however. Thus it is unclear to which extent the approach employed by the 
author would carry over to problems not chosen with this approach in mind. Also 
the author largely ignores the normal scientific discussion of the merit of his 
approach as compared with those of other workers. 
In summary, as the positive values of this book, the detailed discussions of certain 
programming problems, treated in the highly personal manner of the author, are 
illuminating and may repay careful study. As for the remaining contents they offer 
a portrait of a rather unusual personality and may also, depending on the reader’s 
taste, have some entertainment value. However, as contributions to a discussion 
of the problems of computing and its educational and social ramifications they are 
too incoherent, too inconsistent, too emotionally expressed, and too slightly related 
to the actual world, to be worth taking seriously. 
P. NAUR 
Gentofte, Denmark 
Programming Embedded Systems with ADA. By V. A. Downes and S. J. Goldsack. 
Prentice-Hall International Inc., London, 1982. xv + 377 pp. 
This book is an excellent introduction to ADA for programmers and system 
designers with experience in some other programming languages. It can be divided 
into three parts: 
(1) the development of ADA as a language for large software systems, particularly 
embedded systems-Chapters 1-3; 
(2) the ADA solution for a well chosen case study, a monitoring system for 
hospital patients-Chapters 4, 15, 16; 
(3) a clear presentation of the language ADA-Chapters 5-14. 
This presentation of ADA covers all the important features of the language, and 
the presentation of the low level and real time features in Chapter 13, with its even 
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segment data display example, is particularly good. Possible criticisms are minor: 
occasional errors (e.g. p. 241 last line), access types should be illustrated, the 
prejudice against exceptions (e.g. against “end of file” on p. 247), the unimaginative 
use of large letters (e.g. DATA-FOR-CURRENT-PATIENT is less readable than 
DataForCurrentPatient). 
The case study in the book is of a monitoring system in an intensive care unit 
with a VDU and sensors at each patient bed and a central VDU for the hospital 
staff. The study consists of an informal description ( # 4. l), a more formal “COntrol- 
led REquirement” specification (# 4.2-4.4), a structured design ( # 15.1-15.4), and 
a large ADA program as end product (Chapter 16). The ADA program does not 
use private data types, so it is less robust (also less readable but more efficient) 
than it might have been. Nevertheless the case study is impressive, and possible 
complaints-unnecessary complication, no pictures, little cross-referencing-are 
more than balanced by the clear separation between specification and design, also 
by the important sections (15.5, 15.6) on validation and testing of programs on 
which human lives depend. The ADA criticism in Hoare’s Turing lecture ‘&The 
Emperor’s old clothes” has been taken to heart, and it concludes the authors’ 
discussion of the role of ADA in the engineering of large scale software. 
This book is a good ADA tutorial in spite of the fact that some readers will not 
be sufficiently motivated to work through the intricate details of the case study 
program. One reason for this is that the exercises are imaginative (e.g. Rubik’s 
cube) and their solutions are also given. Another reason is the occasional gem like 
the generic package to make any enumeration type cyclic (p. 144). However the 
book is more than a good tutorial because its case study is convincingly realistic, 
and the authors are sensitive to the strong and weak points of ADA. 
B. MAYOH 
Aarhus, Denmark 
System Development. By Michael Jackson. Prentice-Hall International Inc., London, 
1983. xiv+418 pp. 
Michael Jackson is well known for his program design method known as “JSP”. 
This was based on his earlier book [3] and is one of the most widely promulgated 
approaches to systematic program design. The main idea was to derive program 
structure from that of the data which is to be processed. The current book describes 
“Jackson System Design” (JSD). JSD is not simply a pre-phase to JSP-it is an 
enlargement of the earlier technique. As such, this book can be read without prior 
knowledge of [3]. There are, however, some areas where this reviewer found 
acquaintance with the earlier work illuminating. 
Systems’ are taken to have a strong time dimension. Examples are lift control 
and banking system. The book is organised in three parts. The first part presents 
274 Books 
the overall concepts of JSD in less than sixty pages. Detail of the steps in JSD are 
given in the second part which contains the bulk of the text. A small final part 
addresses some related topics. The method described in part two is extremely 
interesting. The notion of specification is not that most often described in this 
journal. Roughly the aim is to build a model of the world with which the system 
is involved. To this model ‘system functions’ can be attached-these are forms of 
communicating sequential processes. 
The idea of working design around such a model is that the computer programs 
created will be easier to modify to meet any task relevant to the world whose model 
is used. The main part of the method (Chapters 6-10) is concerned with the creation 
of the specification. Chapter 11 on implementation is rather heavy going. The steps 
of the method are well illustrated by three non-trivial examples. The reader might 
encounter some difficulty in remembering these examples but this problem is eased 
considerably by the appendices. 
Overall, this is an excellent book. It is well written and witty. The method is 
practical and has clearly been used on real applications. The new book is not as 
easy to follow as [3] and the lack of exercises is to be regretted. The task being 
tackled is, however, significantly more difficult than in JSP and effort by the reader 
is repaid. One bonus is that the new book is much better laid out than [3]. The 
obvious audience for this book is the practitioner. I recommend that even the more 
theoretical readers of this journal read at least the first part of the book. There 
are some useful insights and interesting research challenges. How, for example, 
could one combine JSD with the conventional pre/post-condition and abstract 
datatype approach (cf. [l] on JSP)? What of the relation to CSP as described in [2]? 
C. B. JONES 
Manchester, United Kingdom 
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