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第1章 はじめに
近年，情報システムが社会や企業とって不可欠なものとなり，ソフトウェアの
品質が社会や企業活動に与える影響は益々大きくなっている．したがって，高品
質のソフトウェアを開発することが重要である．本研究は，高品質なソフトウェ
ア開発を実現するために必要な，ソフトウェア開発の成果物である設計書の品
質向上をテーマとする．
ソフトウェア開発の途中段階やリリース後に検出される欠陥の中に，特に設計
書の設計項目間の不整合が多く含まれていることに着目する．そこで本稿では，
設計書の品質を向上するために，設計書を構成している設計項目間の不整合を
検出する手法を提案する．
本章では，1.1節で研究の背景，1.2節でソフトウエア開発における設計書の欠
陥に関する問題と課題を述べた後，1.3節で研究の目的を示す.
1.1 背景
はじめに，本稿におけるソフトウェアの品質を定義する．次に，ソフトウェア
の品質を評価するための活動であるV&V（Verication and Validation：検証と妥
当性確認）活動としての，研究対象の範囲を示す．検証（Verication）とは，ある
機能が正しく実装されているかを確かめる作業である．妥当性確認（Validation）
とは，ソフトウェアが顧客の要求と合致することを確かめる作業を指す．V&V活
動とは，ソフトウェアの品質向上するために，検証と妥当性確認を実施する活動
である．続いて，ソフトウェア開発プロセスの設計工程に着目し，設計工程にお
ける成果物である設計書の品質を高める方法を論ずる. 最後に，設計工程での
V&V活動の検証の手段の一つである設計書のレビューの位置づけを示す．
1.1.1 ソフトウェアの品質
ソフトウェアの品質は，以下のような定義がある．
1
 機能および性能に関する明示的な要求事項，明確に文書化された開発基
準，および職業的に開発が行われたすべてのソフトウェアに期待される暗
黙の特性に対する適合 [45]
 指定された特定の条件で利用する場合の，明示的または暗示的なニーズを
満たすソフトウェア製品の能力 [23]
 システム，コンポーネントまたはプロセスが顧客またはユーザのニーズま
たは期待を満たしている度合い [58]
このようにソフトウェアの品質はソフトウェアの利用者の要求を満たすことであ
る．しかし，利用者の要求を満たしていても，欠陥を多く含んだソフトウェア
は，社会や企業活動に大きな支障をきたすこともある．そこで，本稿ではソフト
ウェアの品質を向上させるために，ソフトウェアに残存している欠陥を検出する
方法について論ずる．
また，本稿ではソフトウェアの欠陥をソフトウェア開発で作成された成果物に
含まれる誤りと定義する．欠陥は，障害 [58]または故障 [58]にも適用できる一般
的な用語である.
1.1.2 ソフトウェア品質の評価プロセス
ソフトウェア開発での成果物の誤りを発見することは，ソフトウェア品質を向
上させるプロセスの一部である．ソフトウェアの品質を向上させるためには，ソ
フトウェア開発プロセスの各工程で，各工程の成果物である文書やデータの誤
りを発見し修正する必要がある．以下に IEEE Std 1012-2004 [1]による検証と妥当
性確認の定義を示す．
 検証
ソフトウェア開発プロセスの所定の工程の成果物が，前の工程の成果物の
条件を満たしているかを評価する．
 妥当性確認
妥当性確認は，要求仕様への準拠を保証するために，ソフトウェア開発プ
ロセスの最後にソフトウェアを評価する．
2
図 1.1: V&V活動
ソフトウェア品質を向上させるプロセスは，ソフトウェア開発のプロセスで実施
される．ソフトウェア開発のプロセスは，要求定義，設計，製造（コーディン
グ），テストの工程で構成される．
ソフトウェア開発のプロセス全体を通して，ソフトウェア品質を評価するため
のV&V活動 [7]が必要である．V&V活動をBoehmのVチャート [6]に我々が加筆し
たものを図 1.1に示す． この図では，ソフトウェア開発プロセスをV字状に表現
している．左側の端がソフトウェア開発プロセスの始点であるコンセプト探求
から，コーディング工程を経て，右側の単体テストと続き，利用とサポートで開
発プロセスが終る．設計工程は，図 1.1の基本設計と詳細設計である．ソフト
ウェアの開発現場では，要求のベースラインとして固まったものに対して開発し
たソフトウェアの品質に，3章で後述するような問題が多く発生している．V&V
活動は，検証（Verication）と妥当性確認（Validation）である．図 1.1中の点線の
矢印は，始点の作業の成果物が終点の作業の成果物へ，合致することが検証さ
れることを示している．
検証は，ソフトウェア開発の開発依頼先である ITベンダの責任で実施され，妥
当性確認は，ソフトウェア開発の開発依頼元である顧客の責任で実施されることが
多い．ITベンダは，顧客または顧客と共に定義した要求仕様に基づき，ソフト
ウェアを開発する．ITベンダが請負契約として開発を担当する場合，設計，製造
およびテストの工程の作業の成果物が顧客が求める品質を満足させることは，
ITベンダの責任である．ITベンダが担当するV&V活動 [66]には，レビュー [75]，
3
モデル検査（Model Checking） [13]，シミュレーション [76]，テスト [68]がある．
本研究ではソフトウェア開発プロセスの設計工程の検証活動に焦点をあてる．
1.1.3 ソフトウェアの設計工程
設計書は，要求仕様を反映したソフトウェアの設計仕様を記述した文書であ
る．設計書は，基本設計書と詳細設計書で構成され，設計者によって作成され
る．基本設計書には，要求仕様に基づき，利用者の要求を満たすために必要なソ
フトウェアの機能の実現方法が定義される．詳細設計書には，基本設計を詳細化
することで定義され，ソフトウェアの内部構造と各部品の仕様が定義される．設
計仕様として記述されたものが設計項目であり，1つの設計書は複数の設計項目
によって構成される．
設計工程の成果物である設計書の品質を高めることは，最終成果物であるソ
フトウェアの品質を向上させるために重要である．なぜならば，設計工程は IT
ベンダの担当するプロセス全体に影響する工程となっているためである．もし，
設計工程の成果物の品質が高くなければ，テスト工程やリリース後のソフト
ウェアに多くの欠陥が発見され，それらの修正に，より多くのコストを掛けなけ
ればならなくなるからである．
設計書の誤りを発見する方法に，設計書のレビューがある．レビューとは，ま
だプログラムが動作していない段階でソフトウェアの潜在的な欠陥を発見する
静的解析の1つである．レビューを実施する人をレビューアという．多くのソフ
トウェア開発において，レビューの重要性はソフトウェア開発者によって認識さ
れ，レビューが実践されている．
1.1.4 設計書の品質向上
本稿では，基本設計書と詳細設計書の欠陥を解消する手法について論ずる．
設計書を作成するプロセスは，以下の通りとなっている．
1. 設計仕様の文書化
設計者が，要求仕様を満たすソフトウェアを設計し，その成果を設計書にする．
2. 設計書の欠陥検出
レビューアが，設計書をレビューし欠陥を検出する．
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3. 欠陥の修正
設計者が，検出された設計書の欠陥を修正する．
設計書のレビューは，プログラミングやテストよりも早い段階で，設計書の誤り
や矛盾の検出を目的としている．設計書のレビューは，設計工程での検証の一つ
である．しかし，設計書のレビューには課題がある．
1.2 課題
設計書のレビューによって，設計項目間の不整合を検出するためには，レ
ビューアが複数の設計書を比較し，対応する項目間に矛盾がないことを一つ一
つ確かめる必要がある [72] [62] [73]．このとき，レビューアはレビュー対象となる
複数の設計書を選択し，対応する設計項目を洗い出さなくてはならない．
設計書の欠陥検出の問題の例をあげる．基本設計書には，ソフトウェアの画面
上のボタンとその動作を記述する．その動作は，詳細設計書のクラスのメソッド
として設計しなければならない．レビューアは，ボタンの動作がメソッドに詳細
化され，実装されているかを確認しなければならない．さらにレビューアは，ボ
タンの動作とその動作の制約となる業務ルールを理解していることも期待され
ている．この業務ルールは，基本設計書の中に定義されている．
このように，レビューアが詳細設計書を完全にレビューするためには，全ての
設計書の設計項目間の対応関係を，正確に把握している必要がある．
設計項目の対応関係を把握するために，設計項目の対応関係の可視化が必要で
ある．図 1.2に設計書と設計項目間の対応関係の例を示す．図 1.2には，基本設計
書（External specications）の例として，画面一覧（List of screens），画面定義書
（Screen specications）およびデータ定義書（Data specications）を示してある．
また，詳細設計書（Internal specications）の例として，メソッド定義書（Method
specications）を示した．それぞれの設計書は複数の設計項目（Item）で構成され
ている．実線の矢印はこれらの設計書間の対応関係を表し，破線の矢印は設計項目
間の対応関係を表している．レビューアが設計書をレビューするときに把握すべ
きなのは，図中の実線の矢印に相当する設計書間の対応関係である．更に，レ
ビューアは図中の破線の矢印に示す設計書の設計項目間の対応関係を把握しなく
てはならない．しかし，設計項目間の対応関係は，設計書に明示されていない．
それ故，レビューアがそれらの全ての対応関係を把握するのは困難なのである．
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図 1.2: 設計書と設計項目間の対応関係の例
これが，レビューアが設計項目間の不整合を，度々見落とす原因と考えられる．
レビューチェックリストに基づくレビューは，設計書の欠陥を検出する効果的
な方法である [75]．レビューチェックリストとは，ソフトウェア開発の成果物を作
成者ではない人がレビューを行う場合に，レビューすべき箇所とレビューで確認
する内容がリストアップされたものである．このようなレビューチェックリスト
には，これまでの開発経験に基づいて得られた知見から，誤りの再発防止を目
的として随時新たな項目が追加されている [8]．ソフトウェアの開発組織の中に
は，レビューチェクリストに基づくレビューを行っているところもある．また，
誤りの再発を防止するために，レビューチェックリストを更新するための再発防
止委員会が設置されているところもある [9] [17]．
しかし，レビューチェックリストを用いたレビューが行われているにも関わらず，
基本設計書や詳細設計書の欠陥がテスト工程で発見されることも少なくない [42]．
このような欠陥を防止するために，今後も再発防止委員会のような組織が，継続的
にレビューチェックリストを更新させていくことも1つの方法であろう．しかし，よ
り系統立てたレビューチェックリストの作成方法を開発することができれば，こ
れまで発見できなかった欠陥をレビュー時に発見することが可能となる．我々は，
テスト工程まで発見できなかった設計書の欠陥にどのようなものがあるかを調
査した．その結果，複数の設計書の設計項目間の不一致や，基本設計書の内容が
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正しく詳細設計書の内容と対応していないといった設計項目間の不整合が多い
ことが明らかとなった [71]．これらの 不整合は，開発対象のソフトウェア規模の
大小に関わらず発生し，スケジュール遅延や品質の低下の原因となっていた．
調査結果は基本設計書や詳細設計書のレビューアが，設計項目間の対応関係を
完全には把握しきれていなかったことを示していると考えられる．もし，レ
ビューアが，設計項目間の対応関係を完全に把握していたならば，レビューのと
きに，項目間に矛盾があることや，正しく詳細化がなされていないことに気
づいていたはずだからである．
設計者が設計項目間の対応関係を正しく把握できるようにするためには，ど
の設計書のどのような項目が，他のどの設計書のどの項目に対応するかを明ら
かにする必要がある．
レビューチェックリストを調べてみると，それらには具体的なチェック内容は
記述されていた [8]．しかし，これらの記述は，レビューアに設計項目間にどのよ
うな対応関係があるかを，十分伝えてはいなかった．設計項目間の対応関係を
チェックリストに記述するためには，具体的に設計項目間の対応関係を把握する
ための仕組みが必要である．
加えて，設計項目間の対応関係に基づいて，設計項目間の不整合を自動的に
検出する仕組みが必要である．手動で設計項目の整合を検証するのでは，不整
合を検出しきれない．
1.3 目的
本研究の目的は，設計項目間の不整合を検出することにより設計書の品質を
向上させ，高品質なソフトウェア開発を実現することである．そのために，前節
に記述した課題に対する解決策として，設計書の欠陥検出手法を提案する．提
案する手法は以下の 3つから構成される．
 設計書の構造モデル
設計書の構造モデルとは，設計書に記述されるべきことを定義し，その構
造を表すモデルである．ソフトウェア開発を行う企業内で行われる設計活
動では，設計書の標準化が進められ，これらの文書を作成するためのテン
プレートが開発されることもある．このような場合，設計者はこのテンプ
レートに基づいて設計書を作成する．したがって，このテンプレートに，構
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造モデルを開発する鍵が定義されているはずである．そこで本研究では，
設計書を作成するために参照されているテンプレートを分析して，設計書
に記述されるべき内容の構造を，設計書の構造モデルとして可視化する．
可視化の手段としてUML [40]のクラス図を用いる．この構造モデルにより，
設計者が設計書の各項目間の対応関係を把握することができるようになる．
 設計項目間の不整合の検出手法（レビューチェックリストの開発手法と適用
プロセス）
これは，レビューチェックリストの開発手法とその適用プロセスからなる．こ
れまで行われていたレビューで見落としていた内容を，レビューチェックリス
トのレビュー項目として追加することができるようになれば，設計書のレ
ビューの精度を向上させることができるであろう．同時に，設計書の項目の
対応関係を記述するためのレビューチェックリストの構成も検討する必要
がある．そこで，本稿では設計項目間の不整合の検出手法として，設計書
の構造モデルに基づき，設計項目間の整合を検証するためのレビューチェッ
クリストの構成と開発方法を提案する．加えて，レビューチェックリストの
適用プロセスも提案する．更に，本手法を適用せずに作成されたレビュー
チェックリストと，本手法を適用して作成したレビューチェックリストとを比
較し，手法の設計項目間の対応関係を把握するための有効性を評価する．
 不整合検出システム
不整合検出システムは，設計書のレビューでの設計項目間の不整合の検出
の精度を向上させるために，設計項目間の不整合を自動的に検出する支援
システムである．不整合検出システムは，設計書の設計項目間の対応関係
を定義した設計書のテンプレートと，設計項目間の内容を自動的に比較す
るツールで構成する．まず設計者が，設計書のテンプレートに基づいて設
計書を作成する．次に，レビューアが設計書のレビュー時に，ツールを適用
して設計項目間の対応関係と辿り，設計項目間の不整合の検出を行う．不
整合検出システムを適用した設計書のレビューにより，不整合の検出の正
確性を向上できると考える．本研究では，提案する不整合検出システムの
有効性を評価する. この評価には，複数のソフトウェア開発プロジェクトで
の設計書のレビューに不整合検出システムを適用する．
8

	



 !"#
$%&'()*


+,-


	

./0

1'2

!"#$%&'3
./
4567
89*





:;*
#<=*
図 1.3: 設計書の欠陥検出手法の位置づけ
設計書の欠陥検出の課題に対する，設計書の欠陥検出手法の位置づけを図 1.3に
まとめる．
1.4 本稿の構成
本稿は，次の構成になっている．
2章では，設計書の構造モデル，設計項目間の不整合の検出手法，不整合検出
システムに関する関連研究を示す．これまでどのような視点で関連研究が行わ
れてきたかを概観して，本研究の立場を明確にする．
3章では，本研究で取り組む設計書の設計項目間の不整合を発見する試みの重
要性を示すため，あるプロジェクトで発見された欠陥に関する調査の結果を示
す．このプロジェクトで検出した欠陥の原因を分類した結果，設計書における設
計項目間の不整合が多くの割合を占めていることがわかった．
4章では，設計項目間の不整合の検出手法として，設計書の構造モデルに基づ
き，設計項目間の不整合を検出するレビューチェックリストを開発する手法を提
案する．設計書の構造モデル，設計項目間の不整合の検出手法の構成要素と詳
細なプロセスを示す．
5章では，設計書のテンプレートに基づいて開発した，基本設計書と詳細設計
書の構造モデル，および基本設計書と詳細設計書との間の詳細化関係をモデル
化した関連モデルを示す．本稿で提案した設計項目間の不整合の検出手法に用
いるレビューチェックリストの開発手法を評価するために，従来から行われてい
るレビューチェックリスト開発手法との比較実験の結果を示し，実験結果に基づ
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いて開発手法の有効性を考察した結果を示す．比較実験の結果，本手法を適用し
た方が，設計項目の対応関係を検証するためのレビュー項目を，多く抽出するこ
とができた．
6章では，不整合検出システムを構成する設計書のテンプレートと，それに基
づき設計項目間の不整合を検出するために開発したツールを示す．不整合検出
システムの適用実験の方法とその結果を示し評価する．さらに，設計書のレ
ビューにおける不整合検出システムの有効性を考察する．不整合の検出の自動
化への有効性については，不整合検出システムにより，各プロジェクで設計工程
での設計項目間の不整合を検出することができ，設計書のレビューで見逃した
設計項目間の不整合の検出に有効であることが明らかとなった．
7章では，本研究の成果をまとめると共に，今後の課題について述べる．
10
第2章 関連研究
本章では，本研究で提案する手法の関連研究を示す．2.2節に，設計項目の構
造モデルの研究を示す．2.3節に，設計項目間の不整合の検出手法の関連研究を
示す．2.4節に，不整合検出システムの関連研究を示す．各節の最後に纏めとし
て，関連研究の立場を整理し，本研究の新規性を示す．
2.1 全体概要
本章で扱う研究項目と関連する研究分野との対応関係を図 2.1に示す．設計項
目の構造モデルに関連する研究分野では，設計項目の対応関係と対応関係のモ
デル化ついての研究を示す．設計項目間の不整合の検出手法に関連する研究分
野では，設計書のレビュー方法，レビューで使用するレビューチェックリスト，お
よび不整合の検出方法についての研究を示す．不整合検出システムに関連する
研究分野では，設計項目を対応関係を管理するためのシステムと設計書のレ
ビューを支援するシステムの研究を示す．
2.2 設計書の構造モデル
本研究では，設計書の構造をモデル化し，設計書の設計項目の対応関係を可
視化する．設計項目に記述されている設計情報の対応関係は，トレーサビリティ
の対象となる成果物間の関連（以下，トレーサビリティ関連とする）として捉え
ることができる．設計書の構造モデルにより，設計者が設計書の各項目間の対応
関係を把握することができるようになる．
2.2.1 トレーサビリティの定義
トレーサビリティは，IEEE Standard Glossary of Software Engineering Terminology [58]
で以下のように定義されている．
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図 2.1: 研究項目と関連する研究分野との対応関係
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 前後関係や主従関係がある2つ以上のソフトウェア開発の成果物の間で，関
係が確立される可能性の程度
 ソフトウェア開発の成果物における各々の要素が存在の理由を確立する程度
Spanoudakisらは，トレーサビリティを，成果物のステークホルダーと成果物の
関係の正当性として定義した [56]．トレーサビリティは，ソフトウエア開発と保
守の各工程において重要な要素であり，最終的な品質に貢献するとされている．
Dick [18]は，トレーサビリティとは要求仕様と設計仕様のような各情報層の間の
関連であると定義し，設計情報間の関連を理解することにより設計の理解を促
進できることを利点としている．本稿では，ソフトウェア開発の成果物間のト
レーサビリティにおいて，設計書の設計項目間に対応関係があることは，トレー
サビリティがあることに含まれる関係にあるものとする．
成果物間のトレーサビリティ関連を明らかにすれば，成果物間の対応関係を把
握できることとなる．
2.2.2 対応関係の種類
設計項目の対応関係の種類は，トレーサビリティ関連の型の種類として分類さ
れている．Rameshら [46]やLetelierら [31]は，要求仕様書の構成要素の間で，依存
関係を構成する要素の型，およびこれらの要素間に存在する関係の型をトレー
サビリティ関連の型として表現した．表 2.1に，Rameshら [46]の分類を示す．
Dependency関連は，実体としての文書および論理的な実体（例：機能，タスク）
の間の依存関係を表す．異なる要求および要求と設計項目間の依存関係が該当
する．Generalisation/Renement関連は， システム要素をコンポーネントにどの
ように分割できるか，またどのように要素を組み合わせることができるか，要
素を別の要素によって細分化できるかを表す．Evolution関連は，Replace関連と
も呼ばれ，要求や設計項目が変化したり，不必要になったことを示すときに使用
される．Satisability関連は，要求とシステムのコンポーネントの間の関連を示
す．要求への制限となり，制約条件や事前条件を表す．Overlap関連は，表現関係
とも呼ばれ，同じ論理的な実体を表す文書間の関連が該当する．Conict関連は，
要求とコンポーネントおよび設計項目の不一致を表す．要素が関連する問題を定義
し，解消するための情報を提供する．Rationalisation関連は，例として設計書と，
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表 2.1: トレーサビリティがある成果物間の関連の型の分類
トレーサビリティがある成果物
間の関連の型
説明
Dependency関連 要素 e1は要素 e2に依存して存在し，要素
e2の変化は要素 e1に反映される．
Generalisation /Renement関連 追跡する要求間の抽象的概念であり，抽象化
の異なった段階での論理的な実体間の関係
Evolution関連 成果物の展開を示し，開発や保守等で，
要素 e1は要素 e2によって置き換えられる．
Satisability関連 要素 e1が要素 e2の期待，ニーズおよび要
望に合致する際に要素 e1は e2を満たす．
Overlap関連 要素 e1と e2がシステムまたはその領域の
共通の特徴を指す場合，要素 e1は要素 e2
でオーバーラップする．
Conict関連 ２つの要素 e1と e2の間の不一致（例えば
２つの要求が互いに不一致）を示す．
Rationalisation関連 要素の生成と派生の背後にある論理的根
拠を示す．
Contribution関連 要求の生成に寄与した要求成果物とス
テークホルダーの関連性を表す．
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設計書に含まれる設計仕様の仮説や代替案との関連が該当する．Contribution関
連は，設計仕様に寄与したステークホルダーと要求の関連付けを表す．
以上のトレーサビリティ関連の型の種類は，設計項目間の整合の検証に活用が可
能なものである．しかし，トレーサビリティ関連の型に基づいて，関連での不整合
である設計項目間の不整合を検証する方法は提示されていない．本研究では，設計
項目間の不整合の検出に使用が可能な設計項目間の対応関係の種類を提案する．
2.2.3 対応関係の構築対象
提案されているトレーサビリティ関連の構築方法は，ソフトウェア開発におけ
る，要求仕様書，設計書，ソースコード等の様々な成果物間の対応関係を構築対
象としている．Dick [18]は，レビューの効果を高めるために，要求仕様書から設
計書間の対応関係をトレーサビリティ関連の構築対象とし，トレーサビリティの
理論的根拠を確認した．大橋ら [39]は，モデルを利用したトレーサビリティ関連
を構築するために，業務アプリケーション開発における要求仕様書と基本設計
書間の対応関係を対象とした．Eaddyら [20]は，要求仕様書とソースコードの対
応関係をトレーサビリティ関連の構築対象とし，トレーサビリティ関連の構築方
法を示した．
以上の研究は，要求仕様書，設計書，ソースコードの対応関係をトレーサビリ
ティ関連の構築対象としている．しかし．本研究で着目する設計工程における，
要求仕様に基づいて記述された設計書間のトレーサビリティ関連を構築するた
めに，設計書間の対応関係を対象にしていない．本研究では，設計工程の成果物
である基本設計書と詳細設計書間の対応関係をトレーサビリティ関連の構築対
象とし，基本設計書と詳細設計書の設計項目間の対応関係を明らかにした設計
書のモデルを定義する．
2.2.4 対応関係の構築方法
トレーサビリティ関連を構築する方法は，情報検索アプローチ，ルールに基づ
くアプローチ，イベントに基づくアプローチ，ハイパーテキストアプローチ，
フィーチャーモデルアプローチ，価値アプローチ，シナリオアプローチ，要求駆動
アプローチ，モデリングアプローチに分類できる [24] [49]．
情報検索アプローチは，2つのタイプの成果物の間での類似性の比較によって
トレーサビリティ関連を自動生成する [3] [64] [63] [70]．Cleland-Huangらは，ト
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レーサビリティ関連の更新と維持のための，イベントに基づくアプ ローチを提
案している [14]．Maleticsらの方法は，XMLを使用してモデルとリンクを表現し
ているハイパーテキストに基づく方法である [33]．ReibischとPashovらは，ト
レーサビリティをフィーチャーモデルで表現した [48] [41]．HeindlとBiらは価値
とコストのモデル基づく方法を提案している [27]．シナリオに基づくアプローチ
は，テストシナリオの実行を用いて，その結果から新しいトレーサビリティとト
レーサビリティの矛盾を導き出す方法である [21]．要求駆動アプローチは，ト
レーサビリティを構築するための抽象概念として要求モデルを使用するもので
ある．トレーサビリティ関連をクロステーブルで使用して，要求とクラス図との
関係を表現する方法 [2]，成果物が変更されたイベントを検知してトレーサビリ
ティを構築する方法 [14]，Softgoal Interdependency Graph (SIG)を用いる方法 [16]
などがある．Rameshら [46]やLetelierら [31]は，要求仕様書の構成要素の間に存
在する関係の型をトレーサビリティ関連の型として表現するために，要求モデ
ルにハイエンドとローエンドのユーザ向け要求モデルを用意し，それをリファ
レンスモデルとして使用することを提案している．モデルリングアプローチは，
対象要素と目標要素の関係の情報をモデルに表現する方法である．テストシナ
リオの実行を用いて，その結果から新しいトレーサビリティとトレーサビリティ
の矛盾を導き出す方法 [21]，Transformation traceability metamodelとUML proleの
マッピングをとる方法 [65]などがある．
以上の方法により，トレーサビリティ関連を構築することが可能となり，設計
項目間の対応関係が明らかとなる．ただし，以上の方法は，トレーサビリティ関
連を構築方法は示しているが，トレーサビリティ関連である設計項目間の対応
関係の種類は，それぞれの構築方法に限定したものとなっている．したがって，
それぞれの方法は設計項目間の不整合の検出が限定された範囲に留まり，漏れ
が発生する可能性がある．設計項目間の対応関係の種類の視点での整理が必要
である． 本研究では，トレーサビリティ関連である設計項目間の対応関係の種
類を定義し，それが表現可能なモデルの構築方法と，構築方法に基づいて定義
したモデルを提案する．
2.2.5 対応関係のモデル化
大橋ら [39]は，要求定義工程と基本設計工程を対象に，モデルを利用したトレー
サビリティ関連の構築と，それを利用した完全性検証をおこなうための取り組みを
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示した．我妻ら [77]は，設計書のメタデータ構造をメタモデルとして，設計書間
のトレーサビリティをトレーサビリティメタモデルとして規定した．ソフトウェ
ア開発における成果物の品質を確保し，開発を効率化させるための方法を提案
している．Sakaki [51]は，トレーサビリティを管理するシステムを提案し，要求
仕様書の構造モデルを示した．Cleland-Huangら [15]は，成果物の関連のモデル
化，実装方法 (XML，レイア) ，トレーサビリティに基づいた検索方法を示した．
これらの研究は，トレーサビリティ関連を管理するためのモデルを定義したも
のである．しかし，設計書の構造を示す具体的なモデルは提示されていない．し
たがって，これらの研究を設計項目間の不整合を検出するための設計項目間の
対応関係を把握するために適用することはできない．本研究では，設計書の構
造を示す具体的なモデルを構築し，設計項目間の不整合を検出するために必要
な設計項目間の対応関係を可視化する．
2.2.6 まとめ
設計書の構造モデルを定義するために，設計項目間の対応関係をトレーサビ
リティ関連と捉え，関連研究を示した．これまでの研究だけでは，ソフトウェア
開発プロセスの設計工程での成果物である設計書として記述されるべき事項が，
設計項目に反映され，設計項目間で整合が確保されているかを確認するために
は不十分であった．本研究では，設計書の設計項目間の整合を検証するために活
用が可能な設計書の構造モデルを構築する．
設計書の構造モデルについての関連研究と本研究との視点を表2.2に纏める．
設計項目の対応関係の種類の分野において，関連研究と本研究共にトレーサビ
リティ関連の型の種類を示している．しかし，関連研究では，トレーサビリティ
関連の型に基づいて，関連での不整合である設計項目間の不整合を検証する方
法は提示されていない．本研究では，設計項目間の不整合の検出に設計項目間
の対応関係の種類を提案する．
設計項目の対応関係の構築対象の分野において，関連研究は要求仕様書間，要求
仕様書と基本設計書や要求仕様書とソースコード間の対応関係をトレーサビリ
ティ関連の構築対象としている．しかし，本研究で着目する設計書間のトレーサ
ビリティ関連を構築対象にしていない．本研究では，基本設計書間や基本設計書
と詳細設計書間のトレーサビリティ関連を構築対象とし，基本設計書と詳細設
計 書の設計項目間の対応関係を明らかにした設計書のモデルを定義する.
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表 2.2: 関連研究のまとめ（設計書の構造モデル）
分野 視点 関連研究 本研究
設計項目の トレーサビリティ関連の種類 ○ ○
対応関係の種類 設計項目間の不整合の検出に適用 - ○
設計項目間の 要求仕様書間 ○ -
対応関係の対象 要求仕様書と基本設計書/要求
仕様書とプログラム
○ -
基本設計書と詳細設計書 - ○
設計項目間の 対応関係の構築方法 ○ ○
構築方法 設計項目間の不整合の検出が可
能な対応関係の構築方法
- ○
対応関係のモデ
ル化
トレーサビリティ関連を管理す
るモデル
○ -
設計項目間の対応関係を可視化
するモデル
- ○
設計項目間の構築方法の分野において，関連研究と本研究はトレーサビリティ
関連の構築方法を示しているが，関連研究では設計項目間の不整合の検出が可
能なトレーサビリティ関連は示していない．本研究では，トレーサビリティ関連
である設計項目間の対応関係の種類を定義し，それが表現可能なモデルの構築
方法と構築方法に基づいて定義したモデルを提案する．
対応関係のモデル化の分野において，関連研究ではトレーサビリティ関連を管理
するためのモデルは定義されているが，設計書の構造を示す具体的なモデルは提
示されていない．本研究では，設計書の構造を示す具体的なモデルを構築し，設計
項目間の不整合を検出するために必要な設計項目間の対応関係を可視化する．
2.3 設計項目間の不整合の検出手法
2.3.1 設計書のレビュー方法
Nuseibehらは，不整合を2つの記述の間に保たれるべき関係が不成立であるこ
とと定義した [37] [36]．設計項目間の不整合は，設計書のレビューを通して検出
されるべきである．設計書のレビューは，系統立てた方法を適用するのが効果的
である．レビューには，様々な方法が提案されている [74] [75] [67]．レビュー方法
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表 2.3: レビューの進め方
レビューの種類 インスペクション テクニカルレビュー ウォークスルー
目的 欠陥の発見，修正
の検証，品質の検
証
仕様，計画との一
致の評価，変更の
一貫性の判断
欠陥の発見，代替
案の検討，製品の
改善，学習のため
の議論
意思決定 事前に定義された
対処方法を選択す
る．発見された欠
陥は修正すること
が前提
参加メンバの提案
に基づいて管理者
や技術リーダが判
断
作成者の判断を参
加メンバが同意す
る．
推奨のグルー
プサイズ
3～6名 3名以上 2～7名
グループの主
導者
訓練を受けたファ
シリテータ
技術リーダー ファシリテータま
たは作成者
成果物 欠陥リスト，欠陥
結果，インスペク
ション文書
レビュー結果書 欠陥リスト，対応
予定，決定事項，
フォロー提案
データの収集 必須 公式なプロジェク
ト要求ではないが，
おそらく実施
推奨
チェックリスト
使用
あり なし なし
管理者の参加 なし 必要なとき なし
は，レビューの進め方と，設計書を調べる手法（リーディング手法）の2つの側面
で分類できる．
まず，レビューの進め方によって分類したレビューの定義を，表2.3に示す．こ
の表は，IEEE 1028 Software Reviews and Audits 1997 [28]での分類と定義を一部抜
粋している．表2.3から分かるように，インスペクションがレビューを実施する形
式を最も厳密に規定しており，テクニカルレビュー，ウォークスルーの順にその
形式が緩やかになる．インスペクションの意思決定では事前に定義された対処
方法を選択肢から選択する．検出した欠陥は修正することが前提である．テク
ニカルレビューでは，技術リーダーが参加メンバの提案に基づいて意思決定す
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る．ウォークスルーでは参加メンバと調整して意思決定する．インスペクション
は，レビュー対象の欠陥の検出が目的である．これに加えて，テクニカルレ
ビューは，仕様や計画がレビュー対象と一致しているかを評価することも目的と
なっている．ウォークスルーは，代替案の検討，製品の改善，学習のための議論
も目的となっている．
本研究で提案する手法は，設計項目間の不整合を検出し，修正することを目
的としている．さらにレビューチェックリストの使用を前提としているため，イ
ンスペクションを適用する．
次に，設計書のレビューで使用される設計書を調べる手法（リーディング手
法）の種類を，以下に示す．
 Ad Hoc Reading(AHR)
特に読み方を指定しない手法である．レビューアの個人的なスキルや経験
に基づいて，設計仕様の欠陥を見つける．そのため，その成果は人の技術
や経験に依存し，技術が低い場合は欠陥の検出漏れが生じやすい．
 Checklist-Based Reading(CBR) [11]
チェックリストに記載された質問を順番に参照してインスペクションを行
う方法である．実証的研究における基本的な方法として使用されている．
この手法の利点は，設計仕様の欠陥の検出漏れを，チェックリストに挙げ
たチェック項目の範囲内で，防ぐことができることである．欠点は，チェッ
クリストのチェック項目が多くなる傾向があることと，チェックリストの作
成意図が理解されないままレビューが実施されることが挙げられる．
 Scenario-Based Reading(SBR) / Usage-Based Reading(UBR) [61]
ユースケース記述など利用者とシステムとの対話の流れをシナリオとして
表現し，それを時系列で追いながら，設計仕様を確認する手法である．こ
の手法の利点は，具体的なシナリオに基づいてレビューができることであ
る．したがって，レビューアがシステムの利用イメージを持ち易く，欠陥を
検出し易い．ただし，シナリオを列挙する時間がかかることや，シナリオ
の完全性を評価できないことといった欠点がある．
 Defect-Based Reading(DBR) [44]
発見済みの欠陥の特徴に注目して，それと同様の欠陥を検出する方法であ
る．レビュー時に，シナリオと発見済みの欠陥の特徴を合わせて，欠陥を
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表 2.4: 観点に基づいて実施するリーディング手法 (PBR)の有効性の比較
文献 目的 比較環境 比較件数 有効性の有無
Basiliら [5] PBR vs AHR 産業 12+13 有り
Ciolkowski
ら [12]
PBR vs AHR 大学 25+26 有り
Shullら [53] PBR vs AHR 大学 66 有り
Lanubile
ら [29]
PBR vs AHR と
CBR
大学 114+109 無し
Hallingら [26] PBR vs CBR 大学 177 無し
検出する．この手法の利点は，チェックリストと比較してチェック項目を，
より具体的なシナリオとすることができることである．ただし，全ての欠
陥を網羅できないといった欠点がある．
 Perspective-Based Reading(PBR) [54]
アクター（利用者，設計者など）の観点（perspective）や品質特性の観点でレ
ビューする方法である．要求仕様，設計インスペクション，コードインスペク
ション，ユーザビリティインスペクションに適用され，実証的に評価されて
いる．この手法の利点は，限定された観点に絞ることで焦点を明確にでき
ることである．ただし，レビュー担当者が一人の場合，観点を分担するこ
とが出来ないため，多くのレビュー時間を費やすことといった欠点がある．
 Value-Based Reading(VBR) [30] PBRの一種であり，優先度と重要度を観点と
して定め，2次元のマトリックスのチェックリストで，対象物をレビューす
る順番を決定する方法である．例えば，システム特性によって優先度を決
め，課題を重要度によって分類する．この手法の利点は，レビューアがレ
ビュー目的を理解しやすく，レビューの対象の優先順位を付けやすいことで
ある．この手法の課題は，CBRと比較して，チェックリストのチェック項目
が同じならば，欠陥を検出する効率は上がるが，欠陥の検出数を多くでき
るわけではないことである．
Thelinら [60]は，PBRとAHRやPBRとCHRとで，有効性を評価した研究成果の
比較を行っている．表2.4にThelinの調査結果を抜粋して示す． PBRはAHRと比
較して有効であることが示されているが，CBRとの比較では有効性は明らかに
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されていない．
 Traceability-Based Reading (TBR) [62]
Travassosらは，オブジェクト設計での要求定義書と設計書の関連，及び異
なる種類の設計書の関連に基づくレビュー方法（Traceability-Based Reading
(TBR)）を提案した. ただし，要求仕様書や設計書を構成する要素や，その
要素間の関連には着目していない.
リーディング手法の違いにより，欠陥を検出する効果に統計的な有意差があるこ
とは，多くの研究によって示されている．しかし，いずれの手法も一長一短であ
る [60] [59]．
ここまでに示したレビュー方法では，設計書の設計項目間の整合を検証するた
めのレビュー観点が示されていない．設計書の単位で対応関係を把握したレ
ビューでは，設計項目間の不整合を検出する手法としては不十分である．設計項
目間の対応関係を把握できないため，不整合をチェックする箇所がレビューアの
能力に依存する．本研究では，設計項目の対応関係を可視化することにより，設
計項目間の不整合を検出するためのレビュー観点を定める．
2.3.2 レビューチェックリスト
本研究では，設計書のレビューで使用する，設計項目間の不整合を検出するレ
ビューチェックリストを提案する．レビューチェックリストは，一貫性，正確性，
完全性を分析するためのチェック項目によって構成される．レビューチェックリス
トのチェック項目は，一般的で曖昧な表現となっている傾向がある [8]．チェック
項目の例を以下に示す．
 システムへのすべての入力が，それらの発生元，値の範囲，頻度を含めて，
記述されているか [34]
 全ての前提，限界，制約が記述されているか，それらは受容可能か [19]
 全ての状況やケースが考慮されているか
本稿では，設計項目間の不整合を検出するレビューチェックリストとして，
チェック項目の曖昧さを排除したレビューチェックリストの構成と内容を提案す
る．レビューチェックリストを使えば，レビューはレビューアの技術力への依存度
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を下げることができる．しかし，レビューチェックリストの作成方法が確立され
ているとは言い難く，作成者の経験や方法に依存している．既存のチェックリス
トの改善方法も提案されている [11]．また，企業の中には，誤りの再発を防止す
るために，レビューチェックリストを更新するための再発防止委員会が設置され
ているところもある [9] [17]．本稿では，設計項目間の不整合を検出するための
レビューチェックリストの開発方法を提案し，その有効性を検証する．
2.3.3 不整合の検出
本研究では，設計書の設計項目間の不整合を検出する．Nuseibehらは，一貫性
を調べるための伝達手段と不整合の管理方法として，Viewpointsという枠組みと
InterViewPointコミュニケーションに関する概念を論じ，観点の相互作用と統合
に対して一般的なモデルを提案した [38]．さらに，不整合を管理することの重要
性を説き [36]，不整合の管理システムのフレームワークも提案している [37]．
Egyedら [22]やReder[47]は，UMLで表記された設計モデル間での不整合を検出
して，修正する方法を提案している．ただし，その方法はUMLで表記された成
果物のみを対象としている．設計書には，UMLでなく自然言語で記述されたも
のも存在する．よって，設計書の設計項目を網羅的に検証することは困難であ
る．本研究では，UMLや自然言語で記述された設計書全般の設計項目間の不整
合を検出する手法を提案する．
2.3.4 まとめ
設計項目間の不整合を検出する手法として，設計書のレビュー方法とレビュー
チェックリストについて，関連研究を示した．設計書のレビュー方法の違いによ
り欠陥を検出する効果に統計的に有意な差があることは，多くの研究によって示さ
れている．しかし，設計書の不整合を検出するためのレビューチェックリストの
チェック項目の形式や，チェックリストの作成方法は研究されていなかった．
本研究では新たな視点として，設計項目間の不整合の検出手法として，設計
書のレビューで使用するレビューチェックリストとその作成方法を提案する．
設計項目間の不整合の検出手法について関連研究を精査した結果と本研究と
の視点を表 2.5に纏める．
設計書のレビュー方法の分野において，レビューの進め方の関連研究を示した．
本研究ではこの結果を踏まえ，本研究で提案する手法には，インスペクションを
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表 2.5: 関連研究のまとめ（設計項目間の不整合の検出手法）
分野 視点 関連研究 本研究
設計書の レビューの進め方 ○ ○
レビュー方法 リーディング方法 ○ -
設計項目間の不整合の検出する
ためのレビュー観点
- ○
レビュー チェック項目の形式 ○ ○
チェックリスト レビューチェックリストの作成
方法
○ ○
設計項目間の不整合を検出する
ためのチェック項目の形式と
チェックリストの作成方法
- ○
不整合の検出 管理方法 ○ -
設計書全般の設計項目間の不整
合を検出
- ○
適用することとした．リーディング方法の関連研究を調査した結果，設計書の単
位で対応関係を把握したレビューでは，設計項目間の不整合を検出する手法として
は不十分であることが判明した．本研究では，設計項目間の対応関係を可視化
することにより，設計項目間の不整合を検出するためのレビュー観点を定める．
レビューチェックリストの分野において，関連研究と本研究は共に，チェック項
目の形式とレビューチェックリストの作成方法を示している．しかし，関連研究
においては，レビューチェックリストの作成が確立されているとは言い難く，作
成者の経験や方法に依存していることが判明した．本研究では，設計項目間の不整
合を検出するためのチェック項目の形式とチェックリスト作成方法を提案する．
不整合の検出の分野において，関連研究では不整合の管理方法を示している
が，検出方法が示されていない，または不整合の検出の対象が，一部の限定的で
あった．本研究では，UMLや自然言語で記述された設計書全般の設計項目間の
不整 合を検出する手法を提案する．
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2.4 不整合検出システム
本研究では，可視化した設計項目の対応関係に基づく，設計項目間の不整合の
検出手法の一部を自動化する，不整合検出システムを提案する．そこで，不整合
検出システムによる自動化に関して，設計項目間の対応関係の管理と，設計項
目間の不整合の検出に関する関連研究を紹介する．
2.4.1 設計項目の対応関係を管理するためのシステム
ソフトウェア開発の成果物間の対応関係を管理するためのシステムは，様々な
ものが提案されている [56]．DOORS [4] ，TOOR [43] やRequisitePro [57]は，産業
界で著名なシステムである．これらは，成果物の対応関係をデータベースに格
納しており，設計項目間の対応関係の管理も可能である．Sherbaら [52]は，
TraceMという対応関係をメタデータとして定義するシステムのプロトタイプを
提案している．STAR-Track [55]は，マークアップ言語を使用して，成果物間の関
連をタグ識別子によって表示している．成果物の対応関係をリポジトリに格納
するものに，PRO-ART [57]がある．PRO-ARTは，成果物の生成，削除といった
プロセスを記録し，そこから対応関係を生成して記録する．これらのシステム
を用いることで，ある設計項目の内容の変更が発生した場合，対応関係の情報
に基づき影響範囲を検出することができるようになるが，設計項目間の不整合
を自動的に検出することはできない．
2.4.2 設計書のレビューを支援するシステム
設計書のレビューを支援するシステムの研究には，レビューの実施を支援する
ものと，レビューでの欠陥の検出を支援するものがある．
MacDonaldら [32]は，レビューを支援するシステムに必要な機能として，設計
書の参照支援，レビューチェックリストの参照の共有，レビュー会議のサポート，
メトリクスの収集を挙げている．レビューでの欠陥の検出を支援するシステム
として，Chenら [10]は，設計書とソースの構造の不整合を検出するシステムを
提案している．また，石田ら [78]は，組込みシステムにおいて，UMLで記述され
た設計書のレビューを支援するシステムを提案している．
位野木ら [79]は，設計書の記述方法や仕様の検証のノウハウを組み込むこと
で，設計書作成と仕様検証を支援するシステムを開発した．これらのツールは
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表 2.6: 関連研究のまとめ（設計項目間の不整合の不整合検出システム）
分野 視点 関連研究 本研究
設計項目の 設計項目の対応関係の管理 ○ -
対応関係の管理 設計項目間の不整合を検出 - ○
設計書の レビュー全体を支援 ○ -
レビュー支援 レビューにおける欠陥検出を支援 ○ ○
設計項目間の不整合の検出の自
動化
- ○
設計項目間の不整合を検出するためのレビューを支援することは可能であるが，
不整合そのものを検出することはしない．
本研究では，設計項目間の不整合を自動的に検出する不整合検出システムを
提案する．
2.4.3 まとめ
設計項目間の不整合の検出する不整合検出システムとして，設計項目の対応
関係を管理するためのシステムと設計書のレビューを支援するシステムについ
て，関連研究を紹介した．
設計項目間の不整合の不整合検出システムについて関連研究を精査した結果
と本研究の視点を表 2.6に纏める．
設計項目の対応関係を管理するシステムに関する分野においては，関連研究
として設計項目の対応関係の変更管理と，変更の影響範囲の検出は可能となる
システムは存在していた．しかし，設計項目間の不整合を自動的に検出するシ
ステムは存在していなかった．
設計書のレビューを支援するシステムに関する分野においては，関連研究とし
てレビューの実施を支援するシステムと，レビューでの欠陥の検出を支援するシ
ステムがあった．これらは，設計項目間の不整合の検出ためのレビューを支援す
ることは可能であるが，不整合そのものを検出しない．
以上の関連研究を踏まえ，本研究では，設計項目間の不整合の検出手法に基づ
き，不整合の検出を自動化する不整合検出システムを開発する．これにより，不
整合検出システムはレビューにおける欠陥検出の支援を実現することとなる．
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2.5 結論
本研究の3種の課題設定に対し，関連研究を示し，関連研究の課題と課題に対
する本研究の取り組みを示した．本研究の新規性を下記を纏める．
 基本設計書と詳細設計書の構造を明確化，設計項目間の不整合を検出する
ために必要な設計項目間の対応関係を可視化する．
 設計レビューで設計項目間の不整合を検出するためのレビューチェックリス
トの形式と開発方法を確立する．
 設計項目間の不整合を自動的に検出するシステムを開発する．
27
第3章 実プロジェクトにおける設計書の欠
陥に関する実態調査
本研究で取り組む設計項目間の不整合を検出する試みの重要性を示すために，
実プロジェクトにおける設計書の欠陥に関する実態調査を行った．その結果．設
計書に作り込まれる欠陥が設計項目間の不整合に起因する割合が明らかになった．
3.1 調査対象
設計書の欠陥に関する調査を実施した実プロジェクトの概要を以下に示す．
 目的：製造業A社システムの製品マスタメンテナンスシステムの開発
 概要：製造業A社の販売，購買，生産管理等の業務システムに共通して使用
される製品マスタ情報をメンテナンスするシステム
 ソフトウェアの開発言語：Java
 ソフトウェア規模 LOC（Line of Code）：210KStep
 開発期間：8ヶ月（基本設計からシステムテストまで）
 プロジェクト人員：10名
3.2 調査手順
このプロジェクトの開発プロセス中に検出された欠陥のデータを収集し，欠陥
の分析を行った．以下に，調査手順を示す．
1. 欠陥情報の収集
 開発プロセス中の結合テストとシステムテスト，およびソフトウェア
リリースから6ヶ月の間を調査対象とし，その間で検出された欠陥に関
する情報を収集した．
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図 3.1: 設計書の欠陥の分類結果
 調査対象の期間中に発見された欠陥数：140件
2. 欠陥の分析
 プロジェクトの各テスト工程で検出された欠陥のうち，欠陥の原因が，
設計書の誤りに起因しているものを抽出した．この際に，テスト漏れ等
の設計書に欠陥に起因していなかった19件は，分析対象から除外した．
 次に分析対象となった欠陥を，設計書の誤りの内容別に分類した．
3.3 調査結果
調査対象となった121件の欠陥を分類した結果を図3.1に示す．図3.1に示されて
いるように，欠陥の原因として最も多かったのは，設計書における設計項目間の
不整合であった．この不整合には，基本設計書の設計項目間，基本設計書と詳細
設計書の設計項目間，および詳細設計書の設計項目間の不整合が含まれていた．
その他の欠陥の原因は，設計項目間の不整合ではなく，設計項目の内容の誤りで
あった． 設計項目間の不整合を分析した結果，不整合は表3.1に示すように，大
きく4種に分けることができた． 項目の不一致とは，異なる設計書の設計項目
間で，桁数等の記述が不一致となっていたものである．この欠陥を発見すること
は，設計書間で対応する設計項目を突き合わせるだけで可能である．
29
表 3.1: 設計項目間の不整合を原因とする欠陥の内容
欠陥の分類 欠陥の内容
設計項目の属性が不
一致
設計項目は存在しているが，属性（桁
数や型など）が不一致．例：DB項目
と画面項目との桁数不一致
項目が存在していない 対応すべき設計項目が存在していない
内容の不一致 設計項目に記述されている設計仕様
が一致していない
内容の漏れ 設計項目に記述されている設計仕様
に漏れがある
これに対し，桁数以外の内容の不一致や，内容の記述漏れ等の欠陥は，対応す
る設計項目を突き合わせるだけでは検出できない．設計項目の内容の記述漏れ
の一例を以下に示す．
 発生プログラム：マスタメンテナンス（購買取引先申請）
 障害：契約先ドロップダウンリストで「関連情報を設定する」を選択したに
もかかわらず，「購買支払条件コード」，「支払条件区分」などの関連情報を
設定しなくてもエラーにならない．この障害は結合テストで検出された．
 欠陥：契約先ドロップダウンリストの「関連情報を設定する」を選択した時
のチェック処理が画面機能で未実装だった．基本設計書の「関連チェック条
件」が，詳細設計書の「条件分岐と処理内容」へ正しくの引き継がれてい
なかった．これは，設計書のレビューで検出すべき欠陥である．
このような欠陥は単なる内容の不一致ではなく，設計書間の矛盾や設計仕様と
しての引き継ぎ漏れによるものである．これらの欠陥を発見には，設計仕様を
理解したレビューが必要になる．設計項目間の対応関係に基づいて，設計項目を
レビューの観点とすることができれば，対応する設計項目間の内容を突き合わ
せることが可能となる．したがって，レビューチェックリストに，設計項目間の
対応関係に基づいた設計項目を，レビュー観点として提示する必要がある．
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3.4 実態調査のまとめ
当該プロジェクトでの設計項目間の不整合の欠陥に関する実態調査の結果，欠
陥として最も多かったのは，設計書における設計項目間の不整合であった．した
がって，ソフトウェアの品質を効率的に向上させるためには，設計書における設
計項目間の不整合を設計書のレビューで検出することが重要である．
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第4章 設計書の構造モデルと設計項目間の
不整合の検出手法
本研究では，設計書の欠陥検出手法として，設計項目の対応関係を可視化し
た設計書の構造モデル，設計項目間の不整合の検出手法としてのレビューチェッ
クリストの開発手法と適用プロセス，および，不整合検出システムを開発する．
本章では，設計書の構造モデルとレビューチェックリストの開発手法において，
それぞれの構成要素と手法のプロセスを述べる．
4.1 全体概要
図 4.1に，設計書の構造モデルとレビューチェックリストの開発手法の構成要素
と開発手法のプロセスを示す．図 4.1では，実線の四角形で開発手法を構成する
要素を，点線の四角形で開発手法のプロセスを示してある．また，白抜きの矢印
は開発手法のプロセスの流れを，点線の矢印はレビューの視点を示している．
本研究では，設計項目間の不整合を検出するためのレビューチェックリストを作
成するために，設計書の構造に着目する．設計書（Design specications）に記され
た設計項目（Design items）間の対応関係（Link between design items）を明らかに
するためには，設計活動がどのように行われているのかを明らかにする必要が
ある．企業や組織で行われる設計活動では，設計書の標準化が進められており，
設計書を作成するためのテンプレート（Template of design specications）が開発
されて実用されている．設計書のテンプレートとは，基本設計工程と詳細設計工程
で文書化する設計書のひな形である．設計書のテンプレートは，複数の設計項
目で構成される．設計者は，このテンプレートに基づいて設計書を作成する．し
たがって，このテンプレートに，設計書の項目を関連づける鍵が定義されている
と考えられる．そこで本研究では，設計書を作成するために参照されているテンプ
レートを分析し，これによって，設計書の設計項目間の対応関係を可視化する．
設計項目間の対応関係は，設計書の構造モデル（Structure model）と，その
構造モデル間の関連モデル（Relationship model）によって表すことができる
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図 4.1: 設計書の構造モデルとレビューチェックリストの開発手法の全体概要
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（Dene models）．ここでの構造モデルとは，設計書に記述すべきことが持つ意味
の構造を表すモデルである．関連モデルとは，基本設計書の構造モデルと詳細
設計書の構造モデルを構成する設計項目間の対応関係を表すモデルである．
設計項目と構造モデルのクラスとの対応表（Correspondence table）（以下，対
応表と略す）は，対応表は，構造モデルのクラスと設計書の設計項目の対応関係
を第三者が確認できるようにしたものであり，設計書，設計書の設計項目，構造
モデルのクラスによって，構成する．
設計書に対して，レビューア（Reviewer）が設計項目間の整合を検証する前に，
レビューすべき箇所を抽出しなければならない．これをレビュー観点（Review
perspective）という．レビューの視点（Review viewpoint）を定めることによって，
レビュー観点が決定される．設計書の構造モデルと関連モデルの構成要素であ
るクラス，またはクラス間の関連を抽出キー（Extract keys）にして，構造モデル
のクラスと具体的な設計項目の対応表を用いて，レビュー観点となる設計項目
を抽出（Extract review perspective）する．本稿では，設計書の構造モデルと関連
モデルに基づいて作成するレビューチェックリストをModel-Based Checklist（以
下，MBCと略す）と呼ぶ．
MBCは，抽出キー，レビュー対象（Review target）である関係元の設計書と設
計項目，関係先の設計書と設計項目，およびレビュー内容（Review content）で構
成する必要がある．抽出キー，レビュー対象およびレビュー内容を合わせて，
MBCのレビュー項目（Review item）と呼ぶ．レビュー内容は，レビュー観点の種
類に従って記述する．
4.2 レビューチェックリストの開発手法の構成要素
ここでは，レビューチェックリストの開発手法の構成要素として，設計書のテ
ンプレートと設計項目間の対応関係について述べる．
4.2.1 設計書のテンプレート
設計仕様とは，要求仕様をソフトウェアとして実現するための機能，処理内
容，制約の設計項目からなる．複数の設計項目を，設計仕様の種類や目的ごとに
集約したものが設計書である．
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図 4.2: 設計書のテンプレートの例
設計書のテンプレートは，設計書の種類毎に存在する．例えば， 基本設計書
である業務フロー，業務機能階層図，画面定義書等，詳細設計書である画面項目
定義書，システム共通部品一覧等毎にテンプレートがある．
図 4.2に設計書のテンプレートの例を示す．基本設計書である業務機能定義書と
画面定義書のテンプレートとなっている．設計書のテンプレートは，ソフトウェ
アの設計の活動において，開発者の設計書の記述をガイドする．画面定義書は，
業務機能定義書を参照して作成される．画面定義書の設計項目は，業務機能定義書
の設計項目に基づいて作成される．設計書のテンプレートの設計項目間には，
対応関係が存在する．設計項目間の対応関係を明らかにすれば，設計書のテン
プレートから設計書の構造の抽出と，構造モデルを定義することが可能となる．
4.2.2 設計項目間の対応関係
設計書の構造モデルと関連モデルの全ての構成要素は，他の構成要素と関連
を持つ．設計書の設計項目間の対応関係は，以下の5種類となる．図 4.3に設計
項目間の 5種類の対応関係を示す．
1. 同値の対応関係（Equivalent link）：設計項目の内容が同じとなっていること．
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図 4.3: 設計項目間の対応関係
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内容が同じこととは，名称，桁数，型，属性，要素数が一致している意味であ
る．構造モデルでは各設計項目が1つのクラス（Class）として表現される．
2. 集約の対応関係（Aggregation link）：1つの設計項目が複数の設計項目
の内容を集約していることを指す．構造モデルで，2つクラスが集約
（Aggregation）関係で結ばれて表現される．
3. 三項関連の対応関係（Association class link）：設計項目間に規則や制約があ
ることを指す．構造モデルでは，関連クラス（Association class）を使って設
計項目に対応するクラス間の関連が表現される．
4. 継承の対応関係（Inheritance link）：設計項目の内容が抽象化されているこ
と，または特殊化となっていることを指す．構造モデルでは，継承構造
（Generalization/Specialization）を用いて表現される．
5. 詳細化の対応関係（Renement link）：基本設計書の設計項目の内容が，詳細
設計書の設計項目の内容に詳細化されていることを指す．基本設計書の構
造モデルを構成するクラスと，詳細設計書の構造モデルを構成するクラス
の間の集約関連として表現される．
設計項目の対応関係を表現した構造モデルと関連モデルの構成要素であるク
ラス，またはクラス間の関連を抽出キーにして，構造モデルのクラスと具体的
な設計項目の対応表を用いて，レビュー観点となる設計項目は抽出される．レ
ビュー観点は，設計項目の対応関係の種類に基づき，5種類に分類することがで
きる．レビュー内容は，レビュー観点の種類に従って記述する．したがって，レ
ビュー内容はレビュー観点の種類に対応した 5種である．
4.3 設計書の構造モデルの開発とMBC開発手法のプロセス
図 4.1に示した，設計書のテンプレートからの構造モデルおよび関連モデルの
定義から，レビュー観点の抽出，MBCの作成に至る作業が設計書の構造モデル
とMBCの開発手法のプロセスである．このプロセスの詳細を図 4.4に示し，詳細
な解説を以下に示す．図中のSection番号は，解説の節の番号である．また，実線
の四角形にプロセス，矢印でプロセスの流れ，および矢印上にプロセス間の入
出力データを示している．
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図 4.4: 設計書の構造モデルとMBC開発手法のプロセス
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4.3.1 設計書の構造モデルの定義
レビューの対象となる設計書の構造を可視化するために，設計書の構造モデル
を最初に作成する（Dene models of design specications）．ただし，設計書の構造
モデルは，企業や組織などで既に開発されている設計書のテンプレートを用い
て開発することを前提とする．これによって，設計書の構造モデルは1度開発す
れば，テンプレートを用いて開発される個々のソフトウェアのMBCを同じ構造
モデルから作成することが可能となる．設計書の構造モデルには，基本設計書
の構造モデルと詳細設計書の構造モデル（Structure model of external and internal
design specications）を定義する．
1. 企業や組織で定義されている設計書のテンプレートを参照する．
2. 設計項目を抽象化したクラスを定義する．
3. クラス間の関連を分析する．
4. クラス図を用いて構造モデルを定義する．
5. 設計仕様として足りない要素があれば，クラスおよびクラスの関連を補う．
6. 設計項目と構造モデルの構成要素であるクラスとの対応表（Correspondence
table）を作成する．
7. 設計項目と構造モデルの構成要素の間に矛盾がある場合は，構造モデルを
修正する．
8. 作成された構造モデルは企業や組織内でレビューを行うと同時に，設計書の
テンプレートが更新される都度，対応表と共に，構造モデルの見直しを行う．
4.3.2 関連モデルの定義
詳細設計書のレビューでは基本設計書と詳細設計書との間の詳細化関係を参
照する．したがってMBCで，これらの詳細化関係を網羅できるように，基本設
計書の構造モデルと詳細設計書の構造モデルを構成する要素の間の詳細化関係
を表す関連モデル（Relationship model）を定義する．
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4.3.3 MBC開発手法
MBCは，抽出キー，レビュー対象である関係元の設計書と設計項目，関係先の
設計書と設計項目，およびレビュー内容で構成する必要がある．抽出キー，レ
ビュー対象およびレビュー内容を合わせて，MBCのレビュー項目（Review item）
と呼ぶ．レビュー項目は，レビュー観点の種類に従って記述する．レビュー観点
は，設計項目間の種類に従って 5種類に分類できる．
基本設計書のレビューのためのMBCを作成する手順を，レビュー観点毎に以下
に示す．
 同値のレビュー観点
基本設計書に対するレビュー観点である．基本設計書の構造モデルのクラス
の1つ1つを抽出キーとして，対応表から得られる同じクラスのインスタン
スである，設計項目が同値の対応関係を持つ設計項目を抽出する．同値の
レビュー観点では，同値の対応関係にある設計項目をレビュー対象とする．
1. 基本設計書の構造モデルのクラスの1つ1つを抽出キーとして選択する．
2. 対応表を参照して，抽出キーに対応する設計項目を検索する．
3. 検索結果に該当する設計項目を1対1に組み合わせる．これは各設計項
目が同じクラスのインスタンスであることを表している．よって，こ
こで作成した対になった設計項目は同値の対応関係となる．したがっ
て，これをレビュー対象として取り扱う．対になった設計項目一方をレ
ビュー対象の関係元，もう一方をレビュー対象の関係先とする．
4. 構造モデルのクラス全てに対して繰り返す．抽出したレビュー対象全
てをレビュー観点とする (Extract review perspectives）．
5. レビュー対象に対して検証する内容を，レビュー内容として設定する．
レビュー内容は，「同値の対応関係であることを確認する」とする．
6. レビュー観点におけるレビュー対象毎に，抽出キーとレビュー内容を組
み合わせてレビュー項目とし（Make review items），MBCに追加する
（Add review items to MBC）．
 集約のレビュー観点
基本設計書に対するレビュー観点である．基本設計書の構造モデルで集約
関連を持つ2つのクラスを抽出キーとして，対応表から得られる設計項目
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の組みを抽出する．集約のレビュー観点では，集約の対応関係にある設計
項目をレビュー対象とする．
1. 基本設計書の構造モデルのクラス間の集約関連を抽出キーとして選択する．
2. 対応表を参照して，抽出キーに対応する設計項目を検索する．
3. 検索結果に該当する設計項目を1対1に組み合わせる．これは各設計項
目が同じクラスのインスタンスであることを表している．よって，こ
こで作成した対になった設計項目は集約の対応関係となる．したがっ
て，これをレビュー対象として取り扱う．対になった設計項目におい
て，クラス間の集約関連の集約先に対応する設計項目を，レビュー対
象の関係元とする．クラス間の集約関連の集約元に対応する設計項目
を，レビュー対象の関係先とする．
4. 構造モデルの集約の関連全てに対して繰り返す．抽出したレビュー対
象全てをレビュー観点とする．
5. レビュー対象に対して検証する内容を，レビュー内容として設定する．
レビュー内容は，「集約の対応関係であることを確認する」とする．
6. レビュー観点におけるレビュー対象毎に，抽出キーとレビュー内容を組
み合わせてレビュー項目とし，MBCに追加する．
 三項関連のレビュー観点
基本設計書に対するレビュー観点である．基本設計書の構造モデルで三項
関連を持つ2つのクラスを抽出キーとして，対応表から得られる設計項目
の組みを抽出する．三項関連のレビュー観点では，三項関連の対応関係に
ある設計項目をレビュー対象とする．
1. 基本設計書の構造モデルの関連クラスを選択する．関連クラスと関連
元クラス，関連クラスと関連先クラス，関連元クラスと関連先クラス
のそれぞれの関連を抽出キーとして選択する．関連元クラス，関連先
クラスおよび関連クラスには継承クラスを含める．
2. 対応表を参照して，抽出キーに対応する設計項目を検索する．
3. 検索結果に該当する設計項目を1対1に組み合わせる．これは各設計項
目が同じクラスのインスタンスであることを表している．よって，こ
こで作成した対になった設計項目は三項関連の対応関係となる．した
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がって，これをレビュー対象として取り扱う．対になった設計項目におい
て，関連元クラスに対応する設計項目を，レビュー対象の関係元とする．
関連先クラスに対応する設計項目を，レビュー対象の関係先とする．
4. 構造モデルの関連クラスに関する関連全てに対して繰り返す．抽出し
たレビュー対象全てをレビュー観点とする．
5. レビュー対象に対して検証する内容を，レビュー内容として設定する．
レビュー内容は，「関連クラスの対応関係であることを確認する」とする．
6. レビュー観点におけるレビュー対象毎に，抽出キーとレビュー内容を組
み合わせてレビュー項目とし，MBCに追加する．
 継承のレビュー観点
基本設計書に対するレビュー観点である．基本設計書の構造モデルから継
承関係をもつ2つのクラスを抽出キーとして，対応表から得られる設計項
目の組みを抽出する．継承のレビュー観点では，継承の対応関係にある設
計項目をレビュー対象とする．
1. 基本設計書の構造モデルのクラス継承を選択する．次に，継承の親ク
ラスと子クラスの関連を抽出キーとして選択する．
2. 対応表を参照して，抽出キーに対応する設計項目を検索する．
3. 検索結果に該当する設計項目を1対1に組み合わせる．これは各設計項目
が同じクラスのインスタンスであることを表している．よって，ここ
で作成した対になった設計項目は継承の対応関係となる．したがって，
これをレビュー対象として取り扱う．対になった設計項目において，継
承の親クラスに対応する設計項目を，レビュー対象の関係元とする．
継承の子クラスに対応する設計項目を，レビュー対象の関係先とする．
4. 構造モデルのクラス継承に関する関連全てに対して繰り返す．抽出し
たレビュー対象全てをレビュー観点とする．
5. レビュー対象に対して検証する内容を，レビュー内容として設定する．
レビュー内容は，「継承の対応関係であることを確認する」とする．
6. レビュー観点におけるレビュー対象毎に，抽出キーとレビュー内容を組
み合わせてレビュー項目とし，MBCに追加する．
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次に，詳細設計書のレビューのためのMBCを作成する手順を示す．関連モデル
に定義されている，基本設計書と詳細設計書の設計項目間の対応関係を用いて
MBCを作成する．基本設計書から詳細設計書に正しく詳細化されていれば，詳
細設計書の設計項目間に不整合は発生しない．そのため，詳細設計書の設計項
目間の対応関係は，レビュー観点の抽出の対象外とする．
 詳細化のレビュー観点
詳細設計書に対するレビュー観点である．関連モデルで集約関係を持つク
ラスの組みを抽出キーとして，対応表から詳細化の関係を持つ設計項目の
組みを抽出する．詳細化のレビュー観点では，詳細化の対応関係にある設
計項目をレビュー対象とする．
1. 関連モデルにおいて，基本設計書の構造モデルのクラスを関連元クラ
スとし，そのクラスに関連した詳細設計書の構造モデルのクラスを関
連先クラスとした関連を，抽出キーとして選択する．
2. 対応表を参照して，抽出キーに対応する設計項目を検索する．
3. 検索結果に該当する設計項目を1対1に組み合わせる．これは各設計項目
が同じクラスのインスタンスであることを表している．よって，ここで
作成した対になった設計項目は詳細化の対応関係となる．したがって，
これをレビュー対象として取り扱う．対になった設計項目において，関
連元クラスに対応する設計項目を，レビュー対象の関係元とする．関
連先クラスに対応する設計項目を，レビュー対象の関係先とする．
4. 関連モデルの関連の全てに対して繰り返す．抽出したレビュー対象全
てをレビュー観点とする．
5. レビュー対象に対して検証する内容を，レビュー内容として設定する．
レビュー内容は，「詳細化の対応関係であることを確認する」とする．
6. レビュー観点におけるレビュー対象毎に，抽出キーとレビュー内容を組
み合わせてレビュー項目とし，MBCに追加する．
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第5章 設計項目間の不整合の検出手法の
検証
本章では，本稿で提案した設計書の不整合の検出手法を適用し，有効性を検
証した結果を示す．まず5.1節で，MBCを開発する対象としたドメインについて
述べる．5.2節で，対象のドメインでの設計書のテンプレートを分析して定義し
た設計書の構造モデルを示し，続く5.3節で，設計項目間の不整合の検出手法の
有効性を評価するために実施した実験結果を示し，考察を述べる．
5.1 MBCの対象ドメイン
本稿で提案したMBCの開発手法にあたり，10年以上日立製作所で使われてい
る設計書のテンプレートを参照した．このテンプレートは，業務アプリケーショ
ンのドメインのために開発されたものである．業務アプリケーションとは，企業
の業務を情報システム化するためのソフトウェアである．このテンプレートは，
Javaによる開発のためのテンプレートでもあり，日立製作所のソフトウェア開発
手法であるHIPACE [69]を最適化したものである．我々は業務アプリケーション
ドメインに関与した業務に20年間に渡り携わっており，ドメイン知識を有してい
る．また，業務アプリケーションのドメインは，現在でも多くのソフトウェアが
開発されている分野でもある．3章で述べた設計項目間の不整合が発生していた
のも，このドメインのソフトウェアである．
5.2 構造モデルと関連モデルの定義
本節では，日立テンプレートを分析して定義した設計書の構造モデルを示す．
業務アプリケーションの典型的な処理は，データをデータベースに蓄積し，そ
れを利用者インタフェースを介して問い合わせることである．ただし，問い合わ
せを行うためには，利用書に特定の役割や，権限が求められる．よって，業務ア
プリケーションに共通な構成要素として，業務，データ，インタフェース，問い
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合わせ，役割の5種類が必要である．そこで，業務アプリケーションのための構
造モデルを，これらの 5種類で構成することとした．
日立テンプレートは，複数のドキュメントのためのテンプレートから構成され
ている．例えば，基本設計書には，業務機能定義書，画面定義書，テーブル定義
書，業務フロー，データフロー等のテンプレートがある．また，詳細設計書に
は，クラス・メソッド定義書，画面定義書，SQL定義書，共通設計書等のための
テンプレートがある．これらが，開発者に設計書のテンプレートとして提供さ
れている．したがって，日立テンプレートに基づく設計書の構造モデルを開発す
るためには，日立テンプレートの設計項目を，構造モデルを構成する5種類の構
成要素に分類する必要があった．
ただし，構造モデルを開発するにあたり，設計項目間の抽象化を行い可読性を増
すようにした．さらに，構造モデルとテンプレートとの対応を保持するために，
構造モデルの構成要素と設計項目の対応表を作りながら構造モデルを開発した．
5.2.1 基本設計書の構造モデル
日立テンプレートに基づいて作成した基本設計書の構造モデルを図5.1に示す．
この構造モデルは，5種類の構成要素から構成されている．そのうち4種類は，
さらに詳細な構成要素に分解することができた．図 5.1では，4種類の構成
要素は，パッケージとして表されている．すなわち，Process，Data，Role，
Interfaceである．5つめの構成要素である「問い合わせ」は，E DataQueryと
して表わしてある．以下に 5種類の構成要素の詳細な構成要素を説明する．
 Process
Processは，E Purpose，E Work，E BusinessProcess，E Content，E Event，
E Constraintから構成させる．E BusinessElementは，E Workと，E Work
を組み合わせたE BusinessProcessを抽象化した概念を表している．これ
らの構成要素は，ソフトウェアが実現する実世界の業務の実体と活動に対
応をさせることができている．
{ E Purpose：業務が実現する目的
{ E BusinessProcess：業務の流れ
{ E Work：業務の内容
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図 5.1: 基本設計書の構造モデル
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{ E Event：E Workの実行時の出来事であり，間隔を示すE Intervalと，
タイミングを示すE Timingに分類されている．
{ E Content：業務の個別の処理内容である．イベント毎に業務の個別
の処理内容が実行するための，活動であるE Actionがある．
{ E Constraint：業務に与えられた制約であり，E ExternalConstraint
と E InternalConstraintに分類されている．これらの制約は，各々
外部環境と内部組織からくるものである．E ExternalConstraint
は ，法 律 を 示 す E Law と ，規 則 を 示 す E Bylaw に 分 類 で き る ．
E InternalConstraintは，条件を示すE Conditionと，非機能制約を示す
E Non-functionalRestrictionに分類できる．さらに，E Conditionは，
事前条件を示すE PreConditionと，事後条件を示すE PostCondition，
および不変条件を示すE Invariantに分類されている．
 Data
Dataを構成する中心の要素は，E DataElementである．これは，データ操作
の要求に基づいて操作されるデータを表す．E DataElementは，もっとも粒
度の小さいE DataEntityとそれらを組み合わせたE CompositeDataEntity
に分類されている．E DataEntityとE CompositeDataEntityの間には，
コンポジットパターン [25]を適用した．E CompositeDataEntityは，デー
タ辞書を示すE DataDictionary，データの実体を指示するE Substance，
および派生したデータを指示するE DerivationEntityに分類されてい
る．さらに，E DataDictionaryは，用語辞書である E WordDictionary
と業務辞書である E DomainDictionaryに分類できる．E Relationは，
E DataElementとそれらを組み合わせたものが，状態を示すE Stateと，
依存関係を示すE Dependentの 2つの型に分類できることが示されてい
る．さらに，状態遷移E TranstionStateにより，E Stateが変更される．ま
た，E DataEntityは，不変のデータと可変のデータを表すE Invariant，
E Variantの 2個の型に分類することができた．
 Role
E DataQueryは，利用者に対してビジネス上の役割による権限が与えられ
て実行される．役割は，職務を表す E Roleが，物理的な権限を持つ
E Operatorを保持するようにモデルを構成できた．E ActorとE System
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はデータを物理的に操作する主体を表す．メタモデル上ではE Roleが，
E Interfaceを介して，E DataQueryを実行するようにソフトウェアの設
計仕様がモデル化されている．
 Interface
Interfaceには，様々な種類に分類される E Interfaceがある．これらの
インタフェースは，E CUI，E API，E Screen/Reportである．これら
E Interfaceに定義され，E I/OPropertyとして表されている入力または
出力を送信する．E Screen/Reportは，業務アプリケーション分野で主要
なグラフィカルなユーザインタフェースを指示している．したがって，
E Screen/Reportは要素のレイアウトを表すE Layoutと，表示される項
目であるE Item，そして使用性を表すE Usability，次の画面や帳票への
遷移を示すE Transitionを持つ．E Itemを通して，登録や更新のような
データの処理方法を示すE Behaviorにより，E DataElementを入出力す
る．E APIは，引数としてE Argumentを伴い，E Callを集約し，返値
E ReturnValueと関連を持つ．E Callは，呼出し元であるE Callerと，呼
出し先であるE Senderに分類される．
 E DataQuery
E Requirmentsは，業務やソフトウェアへの要求を表す．業務アプリケー
ショでは，要求はデータに対する操作となる．したがって，E DataQuery
は E Requirmentsのサブクラスとしてモデル化するのが妥当である．
ビジネスプロセスを表すE BusinessElementは，E DataQueryによって
E DataElementを操作するものとして，構造モデルにモデル化することが
できた．
基本設計書の構造モデルの定義と改善に約 1人月を要した．
5.2.2 詳細設計書の構造モデル
日立テンプレートを用いて開発した詳細設計書の構造モデルを図 5.2に示す．
詳細設計書の構造モデルは，PresentationとBusinessLogicという構成要素群
と，I DataElement，I Control，I DataQueryElementという構成要素で構成
されている．以下に，その概要を述べる．
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図 5.2: 詳細設計書の構造モデル
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 Presentation
Presentationは，画面や帳票のようなグラフィカルなユーザインタフェー
スを表す．I PresentationElementはプレゼンテーションの代表的な概
念を示し，I Screen/Reportは，I PresentationElementから導出された
ものであり，GUIのオブジェクトを指す．I Screen/Reportは，I Action，
I Screen/ReportObject，I Layoutから構成される．
 BusinessLogic
I BusinessLogicElement は 業 務 ロ ジック の 代 表 的 な 概 念 を 示 す．
I BusinessLogicElementは，3つの概念に分類されている．それらは，
I Contract，I I/ODenition，I CompositeBusinessLogicである．
{ I Contract：I Condition，I ContractContent，I Eventで構成される．
I ContractContentは，業務ロジックの内容が記述される．I Eventは，
関連されているI Contractが満たされたときに発生する．I Contract
は，I Eventの事前条件と事後条件を表す．I Invariantと I Variant
は，不変条件と可変条件を表し，I Contractの I Conditionに含ま
れる．I Variantは 2つに分類される．それらは，事前条件である
I PreConditionと事後条件である I PostConditionである [35]．
{ I I/ODenition：I ReturnValue，
I Argument，I I/OMappingで構成される．
 I DataElement
I DataElementはE DataElementと同じ概念である．ここでは説明を省略
する．
 I Control
I Controlは，Presentation，BusinessLogic，DataElementの構成要素群
の間で情報の管理と変換を行う．
 I DataQueryElement
I DataQueryElementには，データの操作が記述される．
詳細設計書の構造モデルの定義と改善に約 0.5人月を要した．
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5.2.3 関連モデル
レビューアは，詳細設計書から欠陥を検出するために，基本設計書と詳細設計
書の両方を参照する．基本設計書から詳細設計書へ対応する関連モデルは，レ
ビューのための観点を提供するために必要である．図5.3に，基本設計仕様と詳
細設計書の構造モデルの要素間の対応関係を表す関連モデルの一部を示す．こ
の図 5.3には，点線の上部に基本設計書の構造モデルを，点線の下部に詳細設計
書の構造モデルを示してある．点線を跨いでいる集約は，各々の構造モデルのク
ラス間の詳細化関係を意味している．例えば，E BusinessProcessのインスタン
スが詳細化されると，I CompositeBusinessLogicの複数のインスタンスが定義
されることが表されている．また，I CompositeBusinessLogicの各々のインス
タンスは，I BusinessLogicElementの各々のインスタンスで構成されることが
示されている．したがって，点線を跨いだ集約が，基本設計書と詳細設計書のレ
ビューを行うときのレビュー観点を表していることになる．
関連モデルの定義と改善に約 0.5人月を要した．
5.2.4 設計書の構造モデルの改善
構造モデルと関連モデルを改善するために，設計項目と構造モデルの構成要
素の対応表を参照して，対応関係を確認した．そのときに使用した対応表の一
部を，図 5.4に示す．設計項目と構造モデルの構成要素の対応表は，設計書
（Name of design specications），設計書の設計項目（Item），構造モデルの構成要
素（Components of structure model）から構成されている．設計項目（Item）の列
は階層構造を持っている．設計項目に対応する構造モデル内のクラスは，構造モ
デルの構成要素の列に示されている．
5.3 検証
本稿で提案した設計項目間の不整合の検出手法を評価するために，従来から行
われているレビューチェックリストとMBCを開発する，比較実験を行った．ここ
では，実験結果に基づいて，MBC開発手法の有効性を議論し，最後にまとめる．
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図 5.3: 関連モデルの一部
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Name of design
# specifications Item
1 Screen Screen definition Screen layout E_Layout
2 definition Item list E_Item
3 Event definition Event E_Event
4 Contents E_Content
5 Sigle-Item Check Screen Items E_Item
6 Single-Item check Check contents E_DataQuery
7 Scren Items E_Item
8 Check rules E_Precondition
8 Event E_Event
10 Massage E_Content
11 Business function check Event E_Event
12 : : :
Components of
structure model
図 5.4: 設計項目と構造モデルの構成要素の対応表の一部
5.3.1 方法
MBC開発手法の有効性を評価するために，2種類のレビューチェックリストを作
成する実験を行い，両者を比較した．一つ目のレビューチェックリストは，構造
モデルや関連モデルを用いずに，作成者が開発現場で実施されている従来のプ
ロセスに従って，作成したものである．これをConventional Checklist（以下，CC
と略す）と呼ぶことにする．他の一つのレビューチェックリストはMBCである．
MBCとCCの相違点は，設計項目間の対応関係の抽出に，構造モデルと関連モデ
ルを使用するか否かである．いずれのチェックリストも，設計項目間の対応関係
をレビューするためのレビュー項目を抽出したもので，その構造は同一とした．
レビュー項目は，レビュー対象である関係元の設計書と設計項目，関係先の設
計書と設計項目，およびレビュー内容で構成した．ただし，CCのレビュー項目に
は，レビュー観点のための抽出キーがない．レビュー観点毎にMBCとCCのレ
ビュー項目数を比較するために，CCのレビュー項目に該当するレビュー観点を，
MBCから導出する必要した．CCに記入されたレビュー項目と同じレビュー項目
が書かれているMBCのレビュー項目のレビュー観点を，CCのレビュー観点とし
た．以上により，レビュー観点に基づいて，CCとMBCのレビュー項目数の比較
を可能にした．
MBC開発手法の有効性を評価するために，レビュー観点毎のMBCとCCのレ
ビュー項目数を比較した．CCは，試行錯誤により作成され改善される．本研究
では，設計項目間の不整合を検証するためのレビュー項目が多いほど，不整合の
防止に繋がるとみなす．
比較実験のための設計書は，日立テンプレートを用いて作成した．例題とし
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て，手法の評価に伝統的に使用されている\酒屋の倉庫問題"[80]を採用とした．
\酒屋の倉庫問題"の原文を以下に示す．
 
　ある酒類販売会社の倉庫では，毎日数個のコンテナが搬入されてくる．そ
の内容はビン詰めの酒で，1つのコンテナには10銘柄まで混載できる．扱い
銘柄は約200種類ある．倉庫係は，コンテナを受取りそのまま倉庫に保管し
積荷票を受付係へ手渡す．また受付係からの出庫指示によって内蔵品を出庫
することになっている．内蔵品は別のコンテナに詰め替えたり，別の場所に
保管することはない．
　空になったコンテナはすぐに搬出される．
　積荷票：コンテナ番号（5桁），搬入年月，日時，内蔵品名，数量（の繰り返し）
　さて受付係は毎日数十件の出庫依頼を受け，その都度倉庫係へ出庫指示書
を出すことになっている．出庫依頼は出庫依頼票または電話によるものと
し，1件の依頼では，1銘柄のみに限られている．在庫がないか終了が不足の
場合には，その旨を依頼者に電話連絡し同時に在庫不足リストに記入する．
また空になる予定のコンテナを倉庫係に知らせることになっている．倉庫内
のコンテナ数はできる限り最小にしたいと考えているからである．
　出庫依頼：品名，数量，送り先名
　受付係の仕事（在庫なし連絡，出庫指示書作成および在庫不足リスト作
成）のための計算機プログラムを作成せよ．
　出庫指示書：注文番号，送り先名，コンテナ番号，品名，数量，空コンテ
ナ搬出マーク（の繰り返し）
　在庫不足リスト：送り先名，品名，数量 
以上の\酒屋の倉庫問題"は販売管理，在庫管理に関するものであり，本稿のド
メインである業務アプリケーションのドメインに属している．ただし，実験に適
用したのは，在庫管理に関する範囲である．
設計項目間の不整合は，ソフトウェアの開発規模の大小に関わらず発生してい
る．一般に，ソフトウェアの開発規模が小さければ問題が発生しにくくなるが，
小規模開発に適用できない手法は大規模開発に適用できない．さらに昨今，大
規模開発は小規模開発を繰り返すことが多く行われている．よって，\酒屋の倉
庫問題"の特定の範囲に限定した例題を用いて，MBCの開発手法の有効性を評
価することは可能である．
実験では，基本設計書として業務機能定義書，画面定義書，テーブル定義書，
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表 5.1: 実験のスケジュール
# Schedule CC group MBC group
1 General introduction 70 min 70 min
2 Introduction to the MBC de-
velopment method
- 55min
3 Development review check-
lists
Time CC Time MBC
ER図を，詳細設計書として，メソッド定義書を用いた．我々は設計書を作るとき
に予め，設計項目間の対応関係を数え，正当なレビュー項目数を求めておいた．
このレビュー項目数は75件であった．レビュー観点毎の内訳は，表5.2に検証の結
果と合わせて示す．
実験は2つのグループに分けて実施した．第1グループのA，B，Cの3名の技術
者がCCを，第2グループのD，Eの2名の技術者がMBCを作成した．技術者AとE
は初心者であり，開発業務，レビュー作業，および実験で採用した設計テンプ
レートの利用の経験はない．技術者B，CおよびDの開発業務とレビュー作業の
従事年数は15年以上であった．ただし，日立テンプレートの利用経験はない．全
技術者に日立テンプレートの説明を実施し，経験と理解の不足を補った．実験
後，技術者にチェックリストの作成時間を報告してもらった．
表5.1に実験のスケジュールを示す．実験の目的，例題\酒屋の倉庫問題"および
設計テンプレートの説明（General introduction）をCCとMBCのグループに各々に
対して同じ説明をした．CCの作成時間（Time CC）には，作成者の設計書の理
解，設計項目間の対応関係の抽出，およびレビュー項目の作成が含まれている．
MBCの作成時間（Time MBC）も同様である．MBC開発方法の教育（Introduction
to the MBC development method）はMBCグループのみに実施した．MBCチーム
には 5.2.1節から 5.2.3節で事例として示した設計書の構造モデル，関連モデル，
および設計項目と構造モデルの構成要素の対応表を提供し，内容を説明した．
題材とした\酒屋の倉庫問題"は，業務アプリケーションのドメインであるため，
上記モデルと対応表をそのまま使うことができる．
MBC開発手法を評価するにあたり，項目数と内容を比較する．本実験では，
実際にレビューを行って不整合を見つけられるか否かは評価しない．なぜなら
ば，レビューチェックリストを使用したレビューの成果は，レビューアの能力に依
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Review item
Extract key Review target Review content
Origin Subject
Design
specifications
Design item Design
specifications
Design item
1 E_Event Business
function
Stocking
input
- When Screen Stocking
input
Single item
check
Event Contents of items are the
same.
2 E_Layout - E_Item Screen Screen
definition
- Screen
layout
Screen Screen
definition
Item list Item name Contents of the subject item
are aggregated to the origin
item.
3 E_Content -
E_DataQuery
Screen Stocking
input
Business
check
Contents Screen Stocking
input
Single item
check
Check
contents
Contents of the origin item
are transformed to the
subject item.
4 E_Event - E_Timing Business
function
Stocking
input
- When Screen Stocking
input
Single item
check
Timing Contents of the subject item
are generalized/specialized
to the origin item.
5 E_Content
- I_ContractContent
Screen Stocking
input
Business
check
Contents Method
definition
Event detail
Insert
Event detail Method
detail
Contents of the origin item
are refined to the subject
item.
N
o.
図 5.5: MBCの例
存すると考えるからである．実際に設計項目間の不整合を見つけられるかは，
本研究での議論の対象ではない．
5.3.2 結果
作成したMBCの結果として，5種のレビュー観点に基づくレビュー項目の例を
図 5.5に示す．レビュー項目の例を用いて，MBCの内容を説明する．
項番3（No.3）は，構造モデルのクラスE Contentと関連クラスE DataQuery
の関連が，レビュー観点の抽出キー（Extract key）となっている．E Contentクラ
スに対応する，画面定義書（Screen）の設計項目（Design item）\業務チェック内容
（Contents）"がレビュー対象（Review target）の関係元（Origin）となっている．
E ContentクラスのスーパークラスであるE BusinessElementクラスの関連ク
ラスE DataQueryに対応する，画面定義書の設計項目 \単項目チェック内容
（Check contents）"がレビュー対象の関係先（Subject）となっている．レビュー内
容（Review content）列に，レビュー内容を示している．
表 5.2に，各グループの技術者の，レビュー観点（Perspective types）毎のレ
ビュー項目数，および作成時間（Development time）を示した．正当なレビュー項
目数を正当（Correct）と表記した列に示した．
CCを作成した各技術者が用いた方法は次の通りであった．技術者AとBは，レ
ビュー対象の設計書を解析することなく，チェックリストの形式に沿ってレビュー
項目を列挙した．技術者Cは，まずレビュー対象の設計書を解析する時間を取り，
独自に設計書の構造を図式化した．その後にチェックリストを作成した．
表 5.2に示した結果を以下にまとめる．
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表 5.2: レビュー項目数の比較
Perspective CC MBC
# types A B C D E Correct
1 Equivalent 0 3 1 8 14 15
2 Aggregate 0 1 1 6 11 13
3 Association class 2 6 2 7 3 21
4 Inheritance 0 0 2 2 10 10
5 Renement 1 9 4 9 15 16
6 Total 3 19 10 32 53 75
7 Development 40 120 341 140 97 90
time(min)
 MBCのレビュー項目数は，CCのそれより多かった．
 CCのレビュー項目は全てMBCのレビュー項目に含まれていた．
 技術者D，Eが作成したMBCのレビュー項目数は，正当なレビュー項目数よ
り少なかった．しかし，列挙されたレビュー項目は全て正当なレビュー項目
に含まれていた．
技術者DとEが抽出したMBCのレビュー項目は，レビュー観点の分類に誤りは
なかった．
5.3.3 考察
考察を，結果の信頼性 [50]，外部正当性 [50]，内部正当性 [50]および改善提案に
分類して，以下に示す．
結果の信頼性：MBCとCCの比較
MBCのレビュー項目がCCのレビュー項目より多く抽出された結果から，MBC
はCCに比較して，設計項目の対応関係の抽出に有効であることが明らかとなっ
た．以上により，設計書の構造モデルと関連モデルは，レビューで確認すべき設
計項目間の対応関係の欠落を防止するために，少なくともCCの開発者が適用し
た手法によりも有効であることを確認できた．CCよりもMBCの方が設計項目
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の対応関係のレビュー項目を多く抽出できたことから，たとえ今後，構造モデル
や関連モデルの不備が発見されたとしても，本稿で提案したMBC開発手法は
CCより有効であるといえる．
結果の信頼性：MBCを開発する技術者
技術者DとEが作成したMBCには，表5.2の項番3の三項関連のレビュー観点に
関するレビュー項目が，正当なレビュー項目よりも少なかった．関連クラスのレ
ビュー観点に関する正当なレビュー項目のうち，関連元/関連先/関連クラスの継承
クラスをレビュー観点の抽出キーとしたレビュー項目は14件であったが，技術者
DまたはEが抽出できたレビュー項目は，1件のみであった．技術者DとEは，関
連元/関連先/関連クラスの継承クラスまで，構造モデルを解析できなかったと思
われる．三項関連をレビュー観点とするMBCの教育方法には改善が必要である．
三項関連以外のレビュー観点では，技術者Eは初心者であったが，MBC開発手
法の説明で行われた構造モデルおよび関連モデルの読み方の教育で，正当なレ
ビュー項目数の多くを抽出することができた．ただし，技術者Dはエキスパート
であったのに関わらず，正当なレビュー項目数を初心者ほどは抽出できなかった．
このことから，手動でMBC開発手法を実施するのでは，MBCの開発者の技術力
に依存することとなり，抽出するべき設計項目間の対応関係に抜け漏れが発生
することが明らかとなった．MBC開発手法でのレビュー観点の抽出を完全に抽
出するためには，ツールでの自動化が必要である．
レビューチェックリストの作成時間において，表5.2のCCにばらつきが見られ
る．CCは作成者の開発経験年数や方法に依存し，レビュー項目の粒度と作成範
囲が決定されことが，原因であると考えられる．MBCは作成方法が設定された
ため，作成者の開発経験年数に依存しなかった．
内部正当性：設計書のテンプレートの必要性
本稿で提案した手法は，設計書のテンプレートが存在しないソフトウェア開発
プロセスには適用できない．設計書の構造モデル，設計項目間の不整合の検出手法
は，設計書のテンプレートに基づいており，手法の実施プロセスにおいて必須と
なっている．テンプレートがない場合は，最初にテンプレートを作る必要がある．
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内部正当性：設計書の構造モデルのドメインの限定
本稿の開発した設計書の構造モデルと関連モデルのドメインは，業務アプリ
ケーションとした．業務アプリケーションとは異なるドメインである組み込みシ
ステム等において，提案した構造モデルが適用できるかは未検証である．異な
るモデルとなる，または修正が必要になる可能性がある．
外部正当性：MBCの強み
MBCの強みは，構造モデルと関連モデルを開発することで，これまでレ
ビューアが経験に依って抽出していた設計項目間の対応関係を把握し易くしたこ
とである．同一の設計書のテンプレートを使用するソフトェア開発であれば，構
造モデルと関連モデルをそのまま利用することが可能である．
本稿で示した事例とドメインが同一でありテンプレートが異なる場合は，本
稿で示した構造モデルと関連モデルを基にして，設計項目と構造モデルの構成
要素の対応表を再作成し，対応関係を確認することで，テンプレートに整合す
る新たな構造モデルと関連モデルを作成することも可能であろう．構造モデル
と関連モデルの流用可否や新規作成の要否は，ソフトウェア開発プロセスの早
期に，ソフトウェア全体のアーキテクチャを設計する技術者が判断する必要があ
る．必要に応じて，構造モデルと関連モデルの作成または修正を行えばよい．
同一の設計書のテンプレートを使用する場合でも，プロジェクトの状況に合わ
せ，一部の設計書を作成しない場合がある．本稿で示した事例は，設計書のテン
プレートを限定的に適用して設計書を作成したが，MBC開発手法の適用に問題
はなかった．ただし，設計書のテンプレートに対して，設計項目の追加や変更を
する場合がある．このような変更は，構造モデルと関連モデルの再構築が必要
となる．本稿で示したモデルの再利用性の検証は，今後の課題である．
外部正当性：MBCの弱み
MBC開発手法では，5種類の設計項目間の対応関係のみを抽出できる．設計項目
間の整合を検証すべき箇所は特定できるようになるが，設計項目間の整合をどのよ
うにレビューするかは示していない．今後，MBCの使用方法の検討が必要である．
基本設計書の構造モデルの定義と改善に約1人月，詳細設計書の構造モデルと
関連モデルについては，それぞれ約0.5人月を要した．MBCを適用するには，こ
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れらの工数がシステムの開発工数の他に追加で必要となる．ただし，MBCによ
り設計書の品質が向上するため，テスト工程以降の工数が減少すると期待する．
設計書の構造モデルと関連モデルを作成する工数は，テスト工程において回収
できる可能性がある．MBCの適用によるソフトウェア開発効率および品質向上
の評価は，今後の課題である．
外部正当性：設計書のテンプレートの改善
設計書の構造モデルに基づき，設計書のテンプレートを改善する必要がある
ことを，構造モデルの開発で気付くことができた．日立テンプレートの設計項
目と，提案した構造モデルの構成要素の対応関係を，対応表を用いて比較した
結果，日立テンプレートの設計項目に対応しない，構造モデルの構成要素が存
在した．日立テンプレートの開発プロセスを確認したところ，設計書に記述さ
れるべきことを定義せず，設計工程の作業内容に基づいて設計書のテンプレー
トを定義していた．そのため，日立テンプレートの設計項目に定義の漏れが発
生したと考える．設計書の構造モデルに基づき，日立テンプレートの改善を実
施する必要がある．
改善提案：レビューチェックリストの適用プロセス
MBCを適用するソフトウェア開発プロセスの案を示す．ソフトウェア開発プロ
セスにおいて，本案の使用が可能な場面は以下の 3場面を想定できる．
 設計書の作成時
各設計者が設計書を作成する段階でのセルフチェックに使用する．作成し
た設計書の設計項目間の整合を，各設計者が作成したMBCを用いてレ
ビューする．検出した不整合は各設計者が修正する．各設計者が作成した
設計書の設計項目間の不整合を検出することが可能となる．
 設計書のレビュー時
設計書のレビューアが，複数の設計者が作成した設計書をレビューする段
階で使用する．設計書のレビューアが作成したMBCを用いて，複数の設計
者が作成した設計書の設計項目間の整合をレビューする．検出した不整合
を各設計者にフィードバックし，各設計者が修正する．複数の設計書の設計
項目間の不整合を検出することが可能となる．修正が完了した設計書に対
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して，設計書のレビューアが設計項目の内容自体をレビューし，誤りを欠陥
として検出する．ここでは，既存のレビュー方法を適用する．検出した欠
陥を設計者にフィードバックし，各設計者が修正する．
 設計工程の完了時
品質管理者が，設計工程の完了時に実施する最終検証の段階で使用する．
品質管理者が作成したMBCを用いて，複数の設計者が作成した設計書の設
計項目間の整合を検証する．検出した不整合を各設計者にフィードバック
し，各設計者が修正する．複数の設計書の設計項目間の不整合を検出する
ことが可能となる．
本研究では，設計項目間の不整合の検出における有効性の検証をスコープ外
としている．MBCを使用した設計書のレビューは，設計項目間の整合を検証す
ることに限定される．したがって，設計項目の内容のレビューは，従来の方法を
併用する必要がある．
改善提案：MBCの開発手法の自動化
MBCを手順に沿って作成したところ，いくつかの作業は自動化が可能である
ことも明らかとなった．構造モデルや関連モデルの開発は自動化が困難である
が，これらのモデルと設計書のテンプレートの関係を登録すれば，MBCの作成
はツールによる支援が可能である．MBCの作成に要する時間と労力を節約する
ためのツールの開発を次の研究課題とする．
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第6章 不整合検出システム
設計項目間の対応関係に基づいて，設計項目間の不整合を正確に検出する仕
組みが必要である．設計書のレビューで設計項目間の不整合を検出するために
は，レビューアが複数の設計書を比較し，対応する項目の内容に矛盾がないこと
を一つ一つ確かめる必要がある．このとき，レビューアはレビュー対象となる複
数の設計書を選択し，関係する設計項目を洗い出さなくてはならない．
そこで本研究では，設計項目間の不整合を自動的に検出する不整合検出シス
テムを開発する．不整合検出システムは，設計書の設計項目間の対応関係を定
義した設計書のテンプレートと，設計項目間の内容を自動的に比較するツール
で構成された．
本章では，まず6.1節に，不整合検出システムで検出する設計項目間の不整合
の定義する．次に6.2節において，不整合検出システムの全体概要，不整合検出
システムを構成する設計書のテンプレート，それに基づき設計項目間の不整合
を検出するツールの仕組みを紹介する．続いて6.3節では，複数のソフトウェア
開発プロジェクトでの設計書のレビューに不整合検出システムを適用して，不整
合検出システムの有効性を評価する.
6.1 不整合検出システムで検出する設計項目間の不整合の定義
設計項目間の不整合の中で，自動検出が可能なものは，4章に示した同値のレ
ビュー観点で検出可能な不整合である．不整合検出システムで検出する設計項
目間の不整合を，以下のように定義する．
 名称，桁数，型および属性が一致していない．
 ある設計書の設計項目が，対応関係を持つべき他方の要素が設計書に存在
しない．
 設計項目が示す内容の大小関係や，設計項目が示す内容の順序が同等でない．
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図 6.1: 不整合検出システムの全体概要
6.2 不整合検出システムの全体概要
図 6.1に本稿で提案する不整合検出システムの全体概要を示す．図 6.1では，実線
の四角形で不整合検出システムを構成する要素，実線矢印で入出力，点線矢印で参
照，および白抜きの矢印で不整合検出システムの適用プロセスが示されている．不
整合検出システムは，設計書のテンプレートと整合チェックツールで構成する．
設計書のテンプレートは，設計工程で文書化する設計書のひな形であり，複数
の設計項目で構成されている．設計者は，このテンプレートを参照して設計書
を作成する．設計書のテンプレートの設計項目間には関連があり，この関連が設
計項目間の対応関係として定義されている．
整合チェックツールは，設計書のテンプレートに定義されている設計項目間の
対応関係を参照し，設計書の設計項目間の不整合を検出する．整合チェックツー
ルは，設計項目間の不整合の検出を，検出ルールに基づき実施する．設計項目間
が整合しているか，または不整合であるかの検証の結果は，レポートとして出
力される．設計書のレビューアは，設計項目間の不整合以外の設計書の欠陥をレ
ビューで検出する．
検出ルールは，設計項目間の不整合の検出方法の型と，設計項目の内容に対
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する整合の検証手順を定義したものである．検出方法の型が検出ルール，検証
手順が検出アルゴリズムである．
以下に，設計書のテンプレートと整合チェックツールの詳細を説明する．
6.2.1 不整合検出システム向けの設計書のテンプレート
不整合検出システム向けに，新たな設計書のテンプレートを開発した．この
設計書のテンプレートには，設計書に記述すべき設計項目と設計項目間の対応
関係が定義されている．各々の設計項目は識別子が付加されており，設計項目に
記述されている内容が一致すべきものには，同じ識別子が設定されている．整
合チェックツールが，同じ識別子を持った設計項目間を整合を検証し，不整合を
検出する．設計書のテンプレートには，基本設計と詳細設計で使用する各々の設
計書向けのテンプレートがある．
図 6.2は，設計書のテンプレートに定義されている設計項目間の対応関係の例
を示している．図 6.2では，基本設計書である業務機能定義書の「業務機能概
要」が記述してある設計項目を，基本設計書の画面定義書の設計項目「イベント
定義」に対応付けている．さらに前述の設計項目を，詳細設計書のメソッド定義
書の設計項目「イベント詳細」に対応付けている．各設計項目間の対応関係に
は，同一の識別子である「ID」が付与されている．設計書のテンプレートは，マ
イクロソフト社のMS-Excelのファイル形式となっている．各セルに設計項目の内
容が記述されている．
6.2.2 整合チェックツール
整合チェックツールは，設計書のテンプレートに定義されている設計項目の対
応関係を辿り，設計項目の内容が記述されているセルの内容を抽出し，それらの
内容の整合を検証する．設計項目間の不整合の検出結果がレポートとして出力
される．レビューアが，設計項目間の不整合の検出パターンと検出アルゴリズム
を検出ルールとして定義する．整合チェックツールは，検出ルールに基づき，設
計項目間の不整合を検出する．
検出パターンは，設計項目間の不整合の検出方法の型である．設計項目間の
不整合の検出は，1つの設計書と他の1つの設計書の設計項目の整合を1対1に検
証する場合と，複数の設計書の設計項目間の組み合わせの整合を検証する場合
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図 6.2: 設計書のテンプレートに定義されている設計項目間の対応関係の例
がある．設計書は，設計仕様を記述した個別の設計書と，複数の設計仕様を目次
として一覧化した設計書一覧がある．さらに，設計項目間の整合の検証は，ある
設計項目の内容が他の設計項目の内容に対して一方向で実施する場合と，双方
向で実施する場合がある．
検出パターンは，以上の設計項目の整合の検証方法の組み合わせによりに分
類される．検出パターンは，図 6.3に示す 6種類がある．
1. 個別間型：1対1の個別の設計書において，設計項目間の整合を1方向に検
証し不整合を検出する．
2. 一覧間型：1対1の設計書一覧において，設計項目間の整合を1方向に検証
し不整合を検出する．
3. 複数個別間型：複数の個別の設計書間において，設計項目間の整合を双方
向に検証し不整合を検出する．
4. 双方向型：1対1の個別の設計書間において，設計項目間の整合を双方向に
検証し不整合を検出する．
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図 6.3: 検出パターンの分類
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5. 単数一覧・個別間型：単数の設計書一覧の設計項目に対する，個別の設計書
の設計項目との不整合を検出する．
6. 複数一覧・個別間型：複数の設計書一覧に対していづれかの設計書の設計
項目に対する，個別の設計書の設計項目との不整合を検出する．
検出アルゴリズムは，設計項目の内容に対する整合の検証手順を定義したも
のであり，以下に示す 5種類である．
1. 存在型：一方の設計項目の内容が，他方の設計項目の内容に存在するかを
検証する．
2. 一致型：一方の設計項目の内容が，他方の設計項目の内容に一致するかを
検証する．
3. 複合型：一方の設計項目の内容が，他方の設計項目に存在し，かつ一致す
るかを検証する．
4. 大小型：設計項目間の内容での大小関係が同等であるかを検証する．
5. 順序型：設計項目間の内容での記述の順序が同等であるかを検証する．
表 6.1に検出ルールの定義形式を示す．検出ルールはXML形式のファイルと
なっている．
検証ルールは，表 6.1の「ルールの項目」の列に示した，項番1から15までに示し
た15項目を1つの定義体とし，検証対象毎に設定される．定義体は，第1から7項目
の検証対象の比較元の設計書に関する情報，第8から13項目の検証対象の比較先の
設計書に関する情報，および第14から15項目の検証ルールに関する情報で構成さ
れる．各項目の設定における必須または任意の条件は，「必須」列に設定される．
 第 1項目：検証を実施する単位の識別子を指定する．
 第 2項目：検証を実施する比較元の設計書の名称を設定する．
 第3項目：共通で設計する設計書か機能別に設計する設計書かを示す区分
（共通/機能別）を設定する．
 第 4項目：検証を実施する比較元の設計項目名を設定する．
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表 6.1: 検出ルールの定義形式
項 設 計 書 情
報
分類 ルールの項目 必須
1 定義情報 識別子 ○
2 比較元 設計書 設計書名 ○
3 設計書区分 ○
4 設計項目 設計項目名 ○
5 読込方向 ○
6 読込位置 ×
7 読込終了条件 ×
8 比較先 設計書 設計書名 ○
9 設計書区分 ○
10 設計項目 設計項目名 ○
11 読込方向 ○
12 読込位置 ×
13 読込終了条件 ×
14 検出情報 検出パターン ○
15 検出アルゴリズム ○
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図 6.4: 整合チェックツールの検出結果レポートの例
 第5項目：比較を実施する設計項目の内容が記述されている範囲の，起点の
セル位置から値を読込む方向として，縦または横を設定する．
 第6項目：読込みの範囲として，検証を実施する項目名が記述されている範
囲の起点から終点までの項目数を設定する．
 第 7項目：設計項目の内容の読込みを終了する条件を指定（項番/空白/罫
線）を設定する．
 第8～13項目：検証を実施する比較先の情報を設定する．比較元の設計項目と
比較する比較先の設計項目には，設計書のテンプレートにおいて，比較元
の設計項目の識別子と同じ識別子が設定されている設計項目を設定する．
 第 14項目：検出パターンを設定する．
 第 15項目：検出アルゴリズムを設定する．
整合チェックツールでの検出結果レポートの例を図 6.4に示す．図 6.4は，基本
設計書である画面一覧と画面定義書の設計項目間の不整合の検出の結果の例で
ある．画面一覧の設計項目である画面名と，画面定義書の設計項目である画面
名の整合を，検出アルゴリズムの「一致型」で検証したものである．「メッセー
ジ」列に検証結果が示されている．
不整合検出システムの開発には，整合チェックツールに6人月，設計書のテン
プレートに 2人月の工数を要した．開発期間は 3ヶ月であった．
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6.3 適用プロジェクトでの評価
6.3.1 評価方法
設計項目間の不整合の検出における有効性を評価するために，不整合検出シ
ステムを複数のプロジェクトに適用した．設計項目間の不整合の検出の有効性
を，次のように定義した．
1. 不整合の検出の自動化
設計工程で作成された設計書に対して，不整合検出システムにより設計項目間
の不整合を検出できれば，不整合検出システムは不整合の検出に有効である．
2. 不整合の見落としの防止
テスト工程で発見された欠陥において，設計項目間の不整合を原因とした
ものがなければ，不整合検出システムは設計項目間の不整合の見落としの
防止に有効である．
3. 不整合の検出の効率化
設計からテスト工程で要した工数が計画工数より減少すれば，不整合検出
システムは不整合の検出の効率向上に有効である．
上記1.の有効性を評価するために，各プロジェクトで検出した設計項目間の不整
合数とその内容を比較した．2.の有効性を評価するために，設計書のレビューとテ
ストで検出した欠陥の件数の予定と実績を比較した．この予定は，各プロジェク
トで，過去のプロジェクト実績より設定したものである．3.の有効性を評価する
ために，設計からテスト工程で要した実績工数を取得し，計画工数と比較した．
適用した6プロジェクトの概要を適用結果と合わせて，表 6.2に示す．全適用プ
ロジェクトは，Javaを開発言語とし，提案した設計書のテンプレートを用いて，
設計書を作成した．全適用プロジェクトは，業務アプリケーションをドメインと
した．表 6.2での適用した設計工程の列は，整合チェックツールを各プロジェクト
で適用した工程を示している．適用時期の列は，各設計工程での整合チェック
ツールを適用した時期を示している．完了時とは，設計工程の完了時に整合
チェックツールを適用したことである．また，レビュー前とは各設計者が設計書
のレビューの前に，整合チェックツールを適用したことである．
整合チェックツールを適用した設計工程と適用時期における効果を比較した．
適用プロジェクトの目的を下記に示す．
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1. 不整合の検出の自動化における有効性の評価
 基本設計工程と詳細設計工程における不整合の検出数の比較：A，C，
Dプロジェクト
 詳細設計工程の適用時期（レビュー前/完了時）における不整合の検出
数の比較：B（レビュー前），C（レビュー前），E（完了時），F（完了
時）．プロジェクト基本設計書のレビュー前への整合チェックツールの
適用は，プロジェクト都合により実現できなかった．
2. 不整合の見落としの防止の有効性の検証として，テスト工程で検出した欠
陥を比較：BとFプロジェクト
3. 不整合の検出の効率化の検証として，設計からテスト工程で要した工数を
比較：BとFプロジェクト
6.3.2 結果
不整合の検出の自動化
結果を表 6.2に示し，以下にまとめる．
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表
6.
2:
適
用
結
果
項
プ
ロ
ジ
ェ
対
象
業
務
見
積
適
用
し
た
適
用
時
期
対
象
設
計
確
認
対
象
不
整
合
検
出
密
度
検
出
密
度
　
ク
ト
名
規
模
設
計
工
程
書
数
(件
)
の
設
計
項
の
検
出
(件
/K
S)
(件
/設
計
数
)
(K
S)
目
数
(件
)
1
A
商
品
管
理
1,
55
3
基
本
完
了
時
3,
20
5
13
,4
07
90
9
0.
59
0.
28
2
詳
細
完
了
時
66
0
2,
32
7
20
0
0.
13
0.
30
3
B
保
守
サ
ー
ビ
ス
25
9
詳
細
レ
ビ
ュ
ー
前
14
3
2,
66
3
23
8
0.
92
1.
66
4
C
販
売
管
理
58
9
基
本
完
了
時
40
1,
04
8
88
0.
15
2.
20
5
詳
細
レ
ビ
ュ
ー
前
33
8
9，
67
8
1,
93
7
3.
29
5.
73
6
D
受
注
管
理
1,
41
1
基
本
完
了
時
29
6
24
,5
16
1,
76
4
1.
25
5.
96
7
詳
細
完
了
時
49
5
11
5,
27
6
27
,6
84
19
.6
2
55
.9
3
8
E
生
産
管
理
45
0
詳
細
完
了
時
18
1,
19
7
8
0.
02
0.
44
9
F
口
座
管
理
82
詳
細
完
了
時
47
2,
71
3
15
3
1.
87
3.
26
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 基本設計工程の完了時に整合チェックツールを適用したプロジェクトであ
るA，CおよびDにおいて，設計項目間の不整合が検出された．
 詳細設計工程の完了時に整合チェックツールを適用したプロジェクトであ
るA，D，EおよびFにおいて，設計項目間の不整合が検出された．
 詳細設計書のレビュー前に整合チェックツールを適用したプロジェクトであ
るBとCは，詳細設計工程の完了時に適用したプロジェクトAとEに比べ，
設計項目間の不整合の検出密度が高かった．ただし，プロジェクトDとFは，
プロジェクトBとCより，設計項目間の不整合の検出密度が高かった．
 プロジェクトDは，その他のプロジェクトと比較すると設計項目間の不整合
の検出密度が 10倍以上高かった．
不整合の見落としの防止
BとFプロジェクトのテスト工程での欠陥検出の結果を表 6.3に示す．表 6.3中
でのUTとは，プログラムのクラス別の単体テスト，PTとは，複数のクラスを結
合し，1つの機能を持つプログラムのテストのことである．UT，PTの各テスト
のチェックリスト数，プログラム規模1000ステップ（KS）当たりのチェックリスト
を密度，検出した欠陥の件数，プログラム規模KS当りの欠陥の件数を，テスト
計画時に設定した見積との比較を示している．テストの実施量の妥当性を確認
するために，チェックリスト数の見積と実績を比較した．
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表
6.
3:
B
お
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び
F
プ
ロ
ジ
ェ
ク
ト
に
お
け
る
テ
ス
ト
工
程
で
の
欠
陥
検
出
の
結
果
項
プ
ロ
ジ
ェ
工
程
テ
ス
ト
　
チ
ェ
ッ
ク
リ
ス
ト
欠
陥
ク
ト
名
対
象
規
模
件
数
密
度
(件
/K
S)
件
数
密
度
(件
/K
S)
(K
S)
見
積
実
績
差
見
積
実
績
見
積
実
績
差
見
積
実
績
1
B
U
T
84
.6
8,
45
8
9,
27
3
81
5
10
0
11
0
84
6
70
9
-1
37
10
.0
8.
4
2
P
T
94
.8
1,
99
1
2,
22
4
23
3
21
23
19
9
21
6
17
2.
1
2.
3
3
計
94
.8
10
,4
49
11
,4
97
10
48
11
0
12
1
10
45
92
5
-1
20
11
.0
9.
8
4
F
U
T
66
.1
6,
61
0
6,
78
0
31
5
10
0
10
3
19
8
14
0
-5
8
3.
0
2.
1
5
P
T
70
.0
29
1
29
1
0
4
4
16
7
28
-1
39
2.
4
0.
4
6
計
70
.0
6,
90
1
7,
07
1
31
5
99
10
1
36
5
16
8
-1
97
5.
2
2.
4
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図 6.5: Bプロジェクトでの欠陥検出の見積と実績
UTのチェックリストは見積よりBプロジェクトで815件，Fプロジェクトで315
件多くなっていたが，欠陥は見積よりBプロジェクトで137件，Fプロジェクトで
58件減少した結果となった．PTのチェックリストも同じ傾向であるが，Bプロ
ジェクトの欠陥は予定より17件多くなった．両プロジェクトにおいてUTとPTの
合計は，チェックリストと検出した欠陥件数共に，UTと同じ傾向となった．
BおよびFプロジェクトでの設計からテストで検出した欠陥の件数の見積と実
績を比較した結果を，図 6.5および図 6.6に示す．図 6.5および図 6.6のグラフの横
軸の，設計時の見積/実績とは，設計書のレビューでの欠陥検出数の見積と実績，
テストでの見積/実績とは，UTからPTのテストでの欠陥検出の見積/実績を示し
ている．縦軸は，欠陥検出数を示している．両プロジェクトにおいて，設計書の
レビューで検出した欠陥件数は増加したが，テストで検出した件数は減少し，設
計書のレビューとテストでの欠陥検出数の合計は予定よりBプロジェクトで
6.9%，Fプロジェクトで 27.7%減少した．
不整合の検出の効率化
BとFプロジェクトでの設計からテストの開発工数の計画と実績の比較結果を
示す．Bプロジェクトでは，設計からテストまでの計画工数は42.2人月，実績は
38.1人月となり，計画に比較して9.7％減少となった．Fプロジェクトでは，設計
からテストまでの計画工数は53.2人月，実績は52.0人月となり，計画に比較して
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図 6.6: Fプロジェクトでの欠陥検出の見積と実績
2.3％減少となった．
整合チェックツールの適用時に要した工数
BおよびFプロジェクトへの整合チェックツールの適用時に要した工数を表 6.4
に示す．整合チェックツールの適用プロセスは，適用プロジェクトにおける整合
チェックツールの運用設計，整合チェックツールのためのソフトウェア環境の構
築や検出ルールの設計と設定，整合チェックツールの実行確認および適用プロ
ジェクトへの運用の引き継ぎとした．実行確認時には，結果を確認し設定ミスを
修正した．実行確認の範囲は，一部に限定して実施した．合わせて，整合チェッ
クツールの改修の必要有無を判断するために，適応プロジェクトの設計書に対
する整合チェックツールのFit&Gapを整理した．BとFプロジェクトへの適用にお
いては，整合チェックツールの改修の必要はなかった．適用に要した工数の中で，
検出ルールの設定と実行確認の工数は，検証の対象とした設計書の数に比例し
た結果となった．
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表 6.4: 適用に要した工数
項 適用 プロセスの内訳 プロジェクト
プロセス B(人日) F(人日)
1 運用設計 運用プロセスの検
討とプロセス図作
成
2.0 1.5
2 環境構築 前提ソフトウェア
の準備
0.2 0.2
3 整合チェックツー
ルの準備
0.1 0.1
4 検出ルールの設計 4 1
5 整合チェックツー
ルの環境構築
0.3 0.3
6 検出ルールの設定
と実行確認
3 1.5
7 Fit&Gap結果の整
理
0.5 0.3
8 引き継ぎ 整合チェックツー
ルの実行手順書の
作成
0.5 0.5
9 引き継ぎ作業 0.5 0.3
10 合計 - 11.1 5.7
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6.3.3 考察
実験の結果より，結果の信頼性 [50]，外部正当性 [50]および改善提案に分類し
て，不整合検出システムの有効性の評価を以下に示す．
結果の信頼性：不整合の検出の自動化
不整合の検出の自動化への有効性については，不整合検出システムにより，各
プロジェクで設計工程での設計項目間の不整合を検出することができ，設計書
のレビューで見逃した設計項目間の不整合の検出に有効であることが明らかと
なった．また，設計書のレビュー前に整合チェックツールを適用した場合は，設
計書のレビューで検出する設計項目間の不整合を事前に検出できていることが
判明した．これは，不整合検出システムが設計書のレビューの品質の向上に寄与
したと考えられる．
DとFプロジェクトでは，基本設計，詳細設計での支援システムの適用の結果，
欠陥の検出密度が他のプロジェクトに比べて高い．特に詳細設計工程時の検出数が
他のプロジェクトと比較して高い．設計書のレビューでの検証の不足を示してい
る．DとFプロジェクトでは，詳細設計工程にオフショア開発を適用しており，そ
の作業品質に問題があった. 不整合検出システムは，設計書のレビューの不足を
補うことが可能である．BとFプロジェクトにおいての欠陥件数の比較から，設
計からテスト工程において検出する欠陥の全数を減少させることを確認できた．
設計書の作成時に，提案した不整合検出システムにより設計項目間の不整合を取
り除くことができ，設計書への欠陥の作り込みを減少させることを確認できた．
また，設計書のレビュー時には，設計項目間の不整合は取り除かれている．この
理由は，処理ロジックなどの設計仕様の内容のレビューに時間を割くことができ
るようになり，設計工程で欠陥を取り除く割合が従来より増加したためである．
結果の信頼性：不整合の見落としの防止
不整合の見落としの防止への有効性を評価するために，PTで検出された欠陥
の原因の分析し，設計工程での設計項目間の不整合の見落としをどの程度防止
できたかを検証した．分析結果を表 6.5に示す．設計項目間の不整合を原因とし
た欠陥は，表 6.5の項番2に示すように，基本設計書の設計項目に対してはBプロ
ジェクトでは12件，Fプロジェクトでは0件となっていた．詳細設計書の設計項目
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表 6.5: PTで検出された欠陥の原因
項 原因の分類 原因 プロジェクト
B(件) F(件)
1 要求仕様書の誤
り
要求仕様誤り 0 1
2 基本設計書 設計時の検討不足 13 7
3 の誤り 設計書間の整合の確認不足 12 0
4 要求仕様書の理解不足 1 2
5 修正漏れ，修正誤り 1 0
6 誤記・脱字，表現上の問題 1 0
7 その他 1 2
8 詳細設計書 詳細設計時の検討不足 27 3
9 の誤り 設計書間の整合の確認不足 0 0
10 基本設計書の記述見落とし 9 0
11 基本設計書の理解不足 4 0
12 設計基準の不備 2 0
13 設計変更の指示漏れ 1 0
14 設計基準の違反 1 0
15 その他 10 0
16 コーディング 処理ロジックの誤り 79 8
17 の誤り 詳細設計書の記述見落とし 18 0
18 修正漏れ，修正誤り 13 0
19 コーディング時の誤り 5 3
20 言語仕様の理解不足 1 4
21 関連基準の不備 1 0
22 その他 16 0
23 合計 - 216 28
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に対しては，両プロジェクト共に0件であった．この結果は，不整合検出システ
ムにより，詳細設計書の設計項目間の不整合が網羅的に検出できたこと示して
いる．Bプロジェクトについては，基本設計書の設計項目間の不整合が，設計書
のレビューで検出しきれず，詳細設計工程で検出されていた．基本設計書に対し
ても，不整合検出システムの適用が有効であると考える．
ただし，不整合検出システムを用いた設計項目の整合の検証対象は，自動的
に検出可能なものに限定されている．設計項目の内容の詳細化をした対応関係
においては，不整合検出システムは整合を検証する方法を提供していない．依
然，設計書のレビューでそのような整合を確認する必要があり，そのための方法
はレビューアに依存している．設計項目の内容の詳細化をした対応関係におい
て，不整合を検出する新たな方法が必要である．
結果の信頼性：不整合の検出の効率化
不整合の検出の効率への有効性については，不整合検出システムを適用したBと
Fプロジェクトにおいて，設計とテストを合わせた実績工数が，計画工数より減少
したため，効率の向上に有効であることが分かった．BとFプロジェクトにおいて，
設計書のレビューとテストで検出した欠陥の件数の予定と実績を比較した結果，
UTとPTでの欠陥の合計数は，チェックリストは予定より多くなっていたが，欠陥
は予定より減少していた．設計書のレビューで欠陥が検出され，テスト工程まで
検出されない欠陥が減少したため，予定よりテスト量を増やしたにも関わらず，
テスト工程での欠陥が少なくなった．テスト工程での欠陥が少なくなり欠陥の
修正工数が減少したため，開発工数の実績が計画に対して減少したと考える．
外部正当性：評価対象プロジェクトの限定
不整合検出システムの評価結果は，特定の企業のプロジェクトを対象としたも
のである．設計書のテンプレートは，各企業が独自に設定することが多い．設計
項目間の対応関係も独自なものとなり，本稿で提案した設計項目の対応関係と
異なる．そのために，不整合検出システムをそのまま他の企業のプロジェクトに
適用することはできない．ただし，整合チェックツールの検出ルールは，ソフト
ウェア開発で共通的なものである．各企業の設計書のテンプレートでの設計項
目間の対応関係に基づき検出ルールを対応づければ，整合チェックツールの適用
が可能になると考える．本稿で提案した不整合検出システムを，さらに複数の
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プロジェクトに適用し，設計項目間の不整合の検出における有効性，および開発
工数の削減効果の精緻化が必要である．
改善提案：設計項目間の整合を確保した設計書の自動生成
設計項目間の整合を検証する箇所やパターンを，設計書の作成前に，設計書
のテンプレートを参照して設定すれば，設計項目間の整合を確保した設計書の
自動生成が可能になる．設計項目間の不整合を防止し，設計書の作成の作業品
質と効率を向上することができる．設計項目の整合を確保した設計書を自動生
成するシステムは，次の研究課題とする．
改善提案：不整合検出システムの適用プロセス案
表3のDとFプロジェクトでは，設計項目間の不整合の修正に，多くの時間を設
計工程の最後で費やしたことになった．スケジュールに与える影響が大きく，計
画の変更が必要であった．設計書のレビュー前と設計工程の完了時の両方で，不
整合検出システムが使用されることにより，整合の検証，欠陥の修正の精度と効
率の向上に繋がる．不整合検出システムの適用プロセス案を以下に示す．
1. 各設計者が設計書のテンプレートに基づき，設計書を作成する．設計書のテ
ンプレートに基づき，設計項目間の対応関係と整合を意識した設計を行う．
2. 各設計者が，設計項目の対応関係の整合を検証したい対象に，検出パター
ンと検出アルゴリズムを割当て，検出ルールを設定する．
3. 各設計者が整合チェックツールを用いて，各自が作成した設計書の設計項
目間の不整合を検出する．検出した不整合を修正する．
4. レビューアが，複数の設計者が作成した設計書間の設計項目の対応関係に
おいて，整合を検証したい対象に対して，検出パターンと検出アルゴリズ
ムを割当て，検出ルールを設定する．
5. レビューアが整合チェックツールを用いて，設計書の設計項目間の不整合を検
出する．検出した不整合を設計者にフィードバックし，各設計者が修正する．
6. レビューアが，設計項目間の不整合以外の設計書の欠陥を，設計書のレ
ビューで検出する．検出された欠陥を設計者が修正する．
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7. 品質管理者が設計工程完了時に，整合チェックツールを用いて，最終検証を実
施する．検出した不整合を設計者にフィードバックし，各設計者が修正する．
本案の有効性の検証は，今後の課題である．
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第7章 まとめ
7.1 結論
本研究では，設計項目間の不整合を検出することにより設計書の品質を向上
させ，高品質なソフトウェア開発を実現することを目的として，設計書の欠陥検
出手法の提案を行った．設計書の欠陥検出手法は，次に示す 3つから構成した．
 設計書の構造モデル
 設計項目間の不整合の検出手法（Model-Based Checklist（MBC）開発手法と
適用プロセス）
 不整合検出システム
我々は，設計書を作成するために参照されているテンプレートを分析し，設計
書に記述されるべき内容の構造を，設計書の構造モデルと構造モデル間の関連
モデルとして可視化した．可視化された設計項目の対応関係は，同値の対応関
係，集約の対応関係，三項関連の対応関係，継承の対応関係および詳細化の対応
関係の5種類であった．次に，設計項目間の不整合の検出手法として，設計書の
構造モデルと関連モデルに基づき，レビュー観点としての設計項目を抽出した
レビューチェックリストであるMBCの構成と開発方法を提案した．MBCの有効
性を示すため，本検出手法を適用せずに作成されたレビューチェックリストと
MBCを比較した．その結果，本手法を適用した方が，設計項目の対応関係を検
証するためのレビュー項目を，多く抽出することができた．よって本手法は，設
計項目の対応関係の抽出に有効であることが明らかとなった．
また，設計書の設計項目間の不整合を検出するための，設計書のテンプレー
トと整合チェックツールで構成した不整合検出システムを開発した．不整合検出
システム向けに新たに開発した設計書のテンプレートには，設計項目間の対応
関係を予め定義した．このテンプレートを用いて作成した設計書の設計項目間
の不整合を，整合チェックツールは自動的に検出することを可能にした．この不
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整合検出システムをソフトウェア開発プロジェクトでの設計書のレビューに適用
した．その結果，設計項目間の不整合の見落としを防止できた．
以上，本稿で提案した設計書の欠陥検出手法により設計書の品質が向上し，
高品質なソフトウェア開発の実現に寄与することが期待される．
7.2 本研究の制約および考慮事項
本稿の研究における制約および考慮事項を挙げる．前出の考察の章にある内
容を再掲する．
 設計書の構造モデルのドメインの限定
本稿の開発した設計書の構造モデルと関連モデルのドメインは，業務アプ
リケーションとした．業務アプリケーションとは異なるドメインである組
み込みシステム等において，提案した構造モデルが適用できるかは未検証
である．異なるモデルとなる，または修正が必要になる可能性がある．
 評価対象プロジェクトの限定
不整合検出システムの評価結果は，特定の企業のプロジェクトを対象とし
たものである．設計書のテンプレートは，各企業が独自に設定することが
多い．設計項目間の対応関係も独自なものとなり，本稿で提案した設計項
目の対応関係と異なる．そのために，支援システムをそのまま他の企業の
プロジェクトに適用することはできない．ただし，整合チェックツールの検
出ルールは，ソフトウェア開発で共通的なものである．各企業の設計書の
テンプレートでの設計項目間の対応関係に基づき検出ルールを対応づけれ
ば，整合チェックツールの適用が可能になると考える．本稿で提案した不整合
検出システムを，さらに複数のプロジェクトに適用し，設計項目間の不整
合の検出における有効性，および開発工数の削減効果の精緻化が必要である．
 設計書のテンプレートの必要性
本稿で提案した手法は，設計書のテンプレートが存在しないソフトウェア
開発プロセスには適用できない．設計書の構造モデル，設計項目間の不整
合の検出手法は，設計書のテンプレートに基づいており，手法の実施プロ
セスにおいて必須となっている．テンプレートがない場合は，最初にテン
プレートを作る必要がある．
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 MBCの開発手法の自動化
MBCを手順に沿って作成したところ，いくつかの作業は自動化が可能であ
ることも明らかとなった．構造モデルや関連モデルの開発は自動化が困難
であるが，これらのモデルと設計書のテンプレートの関係を登録すれば，
MBCの作成はツールによる支援が可能である．MBCの作成に要する時間
と労力を節約するためのツールの開発を次の研究課題とする．
 設計項目間の整合を確保した設計書の自動生成
設計項目間の整合を検証する箇所やパターンを，設計書の作成前に，設計
書のテンプレートを参照して設定すれば，設計項目間の整合を確保した設
計書の自動生成が可能になる．設計項目間の不整合を防止し，設計書の作
成の作業品質と効率を向上することができる．設計項目の整合を確保した
設計書を自動生成するシステムは，次の研究課題とする．
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付 録A 実験に使用した設計書
A.1 基本設計書
A.1.1 業務機能定義書
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図 A.1: 業務機能定義書
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A.1.2 画面定義書
画面定義
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TT gM{5 Y^jj\Z_|[tZ_j| lmn; 7=> To FG p  e e
Tf gMrs Y^jj\Z_tZt_j| lmn; 7=> z FG p z e e
Tq gMrs5 Y^jj\Z_tZt_|t_j| lmn; 7=> To FG p  e e
Tu gM Y^jj\Z_at1| lmn; 7=> z FG p To e e
Tz gM5 Y^jj\Z_at1|_|t_j| lmn; 7=> z FG p  e e
T} gM Y^jj\Z_j|[ 234 > To FG p  e e
T  Y1^jZj 234 > To FG p  e e
T  1Zj 234 > To FG p  e e
T vw9'x jyt_]1kZ_\1 ? 7=> To FG p To e e
fo vw5 jyt_|[tZ ? 7=> To FG p To e e
fT  Y11 ? 7=> } FG p } e e
ff gM Y^jj\Z_y[|[ ? 7=> z FG p z e e
fq D Y^jj\Z_Y\1 ? 7=> z FG p z e e
fu  Y^jj\Z_j|[ ? 7=> To FG p To e e
fz  k_ay| : e e FG e e e e
f}  \Z_ay| : e e FG e e e e
f   Z|k_ay| : e e FG e e e e
図 A.2: 画面定義書（画面定義）（1）
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!"#$%&'(
)* #$%& +,-. +,/0
1 23 41 56789:8;<=23
> ?@ 4> 56789A?@=BC
4>D41 EFGHIJ
4>D4> KLGHIJ
4>D4! 56MNOGHIJ
4>D4P 56QRNOGHIJ
4>D4S 56TUNOGHIJ
4>D4V WXY8ZNOGHIJ
4>D4[ WX\A]^
4>D4_ `aNOGHIJ
4>D4b ?@+,
! cd 4! 56789Acd=BC
4!D41 EFGHIJ
4!D4> KLGHIJ
4!D4! 56MNOGHIJ
4!D4P 56QRNOGHIJ
4!D4S 56TUNOGHIJ
4!D4V WXY8ZNOGHIJ
4!D4[ WX\A]^
4!D4_ `aNOGHIJ
4!D4b cd+,
P ef 4P 56789Aef=BC
4PD41 ef+,
S gh 4S ij=klm
4SD41 Jn8o+,
V 56Mpc 4V 56M\Aqr
4VD41 56st9A23uvw56M\=xyz{qr
[ 56QRpc 4[ 56QR\Aqr
4[D41 56st9A23uvw56M\=xyz{qr
_ 56TUpc 4_ 56TU\Aqr
4_D41 56st9A23uvw56M\=xyz{qr
図 A.3: 画面定義書（画面定義）（2）
単項目チェック
!"#$%&'()
*+,- .(/01
23 45$%677777777 &'()808 &'()9: ;<=> ?@ AB CD EFGH IJ .(/019:
K LMNO77777777 PQ777777777777 PQ&'() R R S S T3U VWXYYYYK PQMZ[\
] LM^77777777 PQ777777777777 PQ&'() R R S S T3U VWXYYYYK PQMZ[\
_ LM`77777777 PQ777777777777 PQ&'() R R S S T3U VWXYYYYK PQMZ[\
a LMbc77777777 PQ777777777777 PQ&'() R R S S T3U VWXYYYYK PQMZ[\
d LMef77777777 PQ777777777777 PQ&'() R R S S T3U VWXYYYYK PQMZ[\
g hij0k77777777 PQ777777777777 PQ&'() R R S S T3U VWXYYYYK PQMZ[\
l mn77777777 PQ777777777777 PQ&'() R R S S T3U VWXYYYYK PQMZ[\
o LM#p7777777777 qrstuvtwx777777777777 Yyz[{|}~ R R S S T3U VWXYYY]] PQMZ[\
 77777777 qrstuvtwx777777777777 Kyz[{|}~ R R S S T3U VWXYYY]] PQMZ[\
KY 77777777 qrstuvtwx777777777777 Yyz[{|}~ R R S S T3U VWXYYY]] PQMZ[\
KK LM#p77777777 777777777777 [{|}~ R R S S T3U VWXYYYKK MZ
K] 77777777 777777777777 [{|}~ R R S S T3U VWXYYYKK MZ
K_ 77777777 7 [{|}~ R R S S T3U VWXYYYKK MZ
図 A.4: 画面定義書（単項目チェック）
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業務チェック
!"#$%&'(
)*+, -. / 0 1 2 3
40542
40543 6789:67;<=>?%&'(
@6789A7BCDEFG:H I
J"KLMNOP
QR
ST
UV I
WX I
Y"%&'(Z[
6789A67;<\]^_EFG`: I
a"%&'(Z[bcdCeF:H I
]^;<Afghij"
図 A.5: 画面定義書（業務チェック）
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A.1.3 テーブル定義書
!"#$%&'( )*+,-
!"#$% ./01/23
456 78% 9:;% <=>? @ABC D >? EF 4GH4IJJ KL" MNL"
O )*P"Q RSTUVTW OX Y Y
W )*ZC% RSTUVTW [X Y
[ )*% RSTUVTW [X Y
\ )*]^ RSTUVTW O Y
_ `abc 4IdefT g X Y
g hibc 4IdefT g X Y
j akbc 4IdefT g X Y
l m]^ RSTUVTW O Y
n )*^oP"Q RSTUVTW [ Y
OX pqrstu]^ RSTUVTW O
OO pqvw]^ RSTUVTW O
OW hixP"Q RSTUVTW OX Y Y
O[ yz&{ I|}1H~df }SHf Y
O\ yz% I|}1IT RSTUVTW WX Y
図 A.6: テーブル定義書（商品マスタ）
!"#$%&'( )*+",
!"#$% -./0.1234156
789 :;% <=>% ?@AB CDEF G AB HI 7JK7LMM NO" PQO"
R S*T"U VWXYZX[ \ ] ] ]
[ ^_T"U VWXYZX[ R` ] ] ]
a )*bc VWXYZX[ R ] ]
d e)*B 7LfghX R` ` ]
\ ij)*B 7LfghX R` ` ]
k ?lmn& oWKh
p qr&s oWKh ]
t qru% VWXYZX[ [` ]
図 A.7: テーブル定義書（在庫データ）
93
!"#$%&'( )*+,-
!"#$% ./01234516789
:3; <=% >?@% ABCD EFGH I CD JK :LM:NOO PQ" RSQ"
T )*U"V WXYZ[Y\ ] ^ ^
\ )*% WXYZ[Y\ T_ ^
` )*ab WXYZ[Y\ T ^
c defg WXYZ[Y\ h
] ijkl WXYZ[Y\ T_
m nop WXYZ[Y\ ]_
h noq WXYZ[Y\ ]_
r st&u vXMw ^
x sty% WXYZ[Y\ \_ ^
図 A.8: テーブル定義書（倉庫マスタ）
!"#$%&'( )*+,-.
!"#$% /01123/4516789
:;< =>% ?@A% BCDE FGHI J DE KL :MN:OPP QR" STR"
U )*+V"W XYZ[\Z] U^ _ _ _
] )*+% XYZ[\Z] ]^ _
` )*+abc% XYZ[\Z] ]^ _
d )*+Te% XYZ[\Z] ]^ _
f gh&i jYNk _
l ghc% XYZ[\Z] ]^ _
図 A.9: テーブル定義書（仕入先マスタ）
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!"#$%&'( )*+",
!"#$% -.//0123435467
89: ;<% =>?% @ABC DEFG H BC IJ 8KL8MNN OP" QRP"
S )*TU VWXYZX[ [\ ] ] ]
[ )*& ^WL_ ]
` )*ab"c VWXYZX[ S\ ] ]
d )*efgb"c VWXYZX[ S\ ] ]
h Rib"c VWXYZX[ S\ ] ]
j )*klmn 8Mop_X j \ ]
q rstkl 8Mop_X j \ ]
u vw&x ^WL_ ]
y vwg% VWXYZX[ [\ ]
図 A.10: テーブル定義書（仕入先データ）
!"#$%&'( )*+",-.
!"#$% /0112345657831/51769:
;<= >?% @AB% CDEF GHIJ K EF LM ;NO;PQQ RS" TUS"
V )*WX YZ[\][^ ^_ ` ` `
^ )*aWX ;Pbcd[ e _ ` `
e )*afgWX ;Pbcd[ e _ `
h ijk"l YZ[\][^ V_ ` `
m nok"l YZ[\][^ m ` `
p ij% YZ[\][^ e_
q )*rs ;Pbcd[ p _ `
t )*Fu ;Pbcd[ e _ `
v wx&y zZOd `
V_ wx{% YZ[\][^ ^_ `
図 A.11: テーブル定義書（仕入先データ明細）
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A.1.4 ER図
!"#$%!
!"&'(!
!"(!
!"()*!
!"+,!
-./0!
12/0!
.3/0!
4+,!
!",5#$67"#8!
9:;<=>+,!
9:?@+,!
12A#$%$"#%!
BCDE!
BCF(!
G:#$%$"#%!
!"#$%$"#%!
9:+,!
H9:I!
JK9:I!
LMNOD!
BCDE!
BCF(!
G:#$%!
G:(!
G:+,!
PQRS!
TUVW!
XYZ!
XY[!
BCDE!
BCF(!
!"\]^! G:\]^!
9:_$^!
図 A.12: ER図（1）
!"#$%!
!"&'(!
!"(!
!"()*!
!"+,!
-./0!
12/0!
.3/0!
4+,!
!",5#$67"#8!
9:;<=>+,!
9:?@+,!
12A#$%$"#%!
BCDE!
BCF(!
12A#$%$"#%!
12A(!
12A()*!
12AG@F(!
12AHI(!
JJK!
JJK!
12LM!
12D!
12A#$%$"#%!
12G@F#$%$"#%!
HI#$%$"#%!
12NOPQ!
RS4NO!
BCDE!
BCF(!
!"TUV!
12W$V!12ATUV!
12LM$"#%!
12XLM!
12XYZLM!
!"#$%$"#%!
[:#$%$"#%!
!"(!
12/0!
12\]!
BCDE!
BCF(!
12W$V^_!
図 A.13: ER図（2）
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A.2 詳細設計書
A.2.1 メソッド定義書
!"#$%& !"#$'('
)*%& +,--./ )*'( 001223
45"' 6,--./7%89: ;<=>' +/?/@8%89:
ABCDEFGH
IJ KLM=NEO
PQ RS%& TCU VW RSXY 45"' ;<=>' Z[ \] ^_RS ;<=>XVW M=NEO
` a`ba` cdRS b 12efTg12efT
hHicdjkl12
efTimnB12cd
opiqr??
7st6,--./: t/86,,s-suv )*wcdVWw12xyl)
*wcdVWB12z{l)
*wcdVWw12|l)*wc
dVWw12}l)*wcdV
Ww~p'
cd
4F
b b )*wcdVWw12xy
12xyl)*wcdV
WB12z{12z
{l)*wcdVWw12
|l)*wcdVWw12
}l)*wcdVWw~p
'
 5f Pvw`;=f
"FCa
5f;=fiIJj
jRSi
b b b b b b b
 cdRS b cd4F)
*
b b b b b b b






`a
図 A.14: メソッド定義書（参照）
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!"#$%& !"#$'('
)*%& +,--./ )*'( 001223
45"' 6,--./7%89: ;<=>' -?+/.8%89:
@ABCDEFG
HI JKL=MDN
OP QR%& SBT UV QRWX 45"' ;<=>' YZ [\ ]^QR ;<=>WUV L=MDN
_ `ab`_ cdef=4 12ghijk
lmOnoopqr
;=stuvwxAy76z``_{|}
23~A
b b b b b b b
a cdef=4 12gh
77OO
~qr
;=stuvwxA
76z``a{77OO~23
A
b b b b b b b
 cdef=4 12hijk
lmOnoopqr
;=stuvwxAy76z``_{|}
23~A
b b b b b b b
 cdef=4 12hij
klmOnoopq
r
;=stuvwxAy76z``_{|}
23~A
b b b b b b b
 cdef=4 12hij
klmOnoopq
r
;=stuvwxAy76z``_{|}
23~A
b b b b b b b
 cdef=4 12hij
klmOnoopq
r
;=stuvwxAy76z``_{|}
23~A
b b b b b b b
 cdef=4 12t>hij
klmOnoopq
r
;=stuvwxAy76z``_{|}
23~A
b b b b b b b
 cdef=4 hijkl
mOnoopqr
;=stuvwxAy76z``_{|}
23~A
b b b b b b b
 ef=4 12chZ\
~qr
;=stuvwxAy76z``_{|}
23~A
b b b b b b b
_` cdef=4 12ch` ¡
~qr
;=stuvwxAy76z``{` ¡
p\v23A
b b b b b b b
__ ef=4 12Z¢hZ\
~qr
;=stuvwxAy76z``{Z\
v23A
b b b b b b b
_a cdef=4 12Z¢h_ ¡
~qr
;=stuvwxAy76z``{_ ¡
p\v23A
b b b b b b b
_ ef=4 12£¤hZ\
~qr
;=stuvwxAy76z``{Z\
v23A
b b b b b b b
_ cdef=4 12£¤h` ¡
~qr
;=stuvwxAy76z``{` ¡
p\v23A
b b b b b b b
_ `ab`a ¥¦ef=4 b 12h12§¨©
ª«¬­®L"S§¯°ef=4v
±²A
7?³6´+-µ-: -+¶·-+8¸.+? 12¬12 ;=stu¹"
E
b b )*º12»12t>¬
)*º12»12t>
_ ¼5t½x O´º_p;=stu
¹"Ep¾B¿À`
¼5t;=stuvHIÁ§ÂÃ
QRvÄÅ
b b b b b b b
_ `ab` 12¯°ef=412h23
Æªqr
12¯°ef=4ÇvÈÉÊÊ 7?³6,--./: -+¶·-+86,--./12 ;=stu¹"
E
b b )*º12»12t>
_ ¼5t½x O´º_p;=stu
¹"Ep¾B¿À`
¼5t;=stuvHIÁ§ÂÃ
QRvÄÅ
b b b b b b b
_ `ab` 12¯°ef=412h23
Æªqr
12ef=4ÇvÈÉÊÊ 7?³¸/.+´?: -+¶·-+8¸.+? 12 ;=stu¹"
E
b b )*º12»12t>
a` ¼5t½x O´º_p;=stu
¹"Ep¾B¿À`
¼5t;=stuvHIÁ§ÂÃ
QRvÄÅ
b b b b b b b
a_ `ab` 12¯°ef=412h23
Æªqr
12ef=4ÇvÈÉÊÊ 7?³6´+-µ-: -+¶·-+86´+,-µ-12 ;=stu¹"
E
b b )*º12»12t>
aa ¼5t½x O´ºa_p;=stu
¹"Ep¾B¿À`
¼5t;=stuvHIÁ§ÂÃ
QRvÄÅ
b b b b b b b
a `ab` ËÇt>¯°ef=4ËÇt>h23
Æªqr
ËÇt>¯°ef=4ÇvÈÉÊÊ 7?³6,´,-?: -+¶·-+86,,? ËÇt> ;=stu¹"
E
b b )*ºËÇt>»ËÇt>
a ¼5t½x O´ºap;=stu
¹"Ep¾B¿À`
¼5t;=stuvHIÁ§ÂÃ
QRvÄÅ
b b b b b b b
a `ab` ËÇ'pÌÍ b ËÇL"SvÎÏ¬ËÇ'vÐ
ÑAËÇ'ÎÏÇvÒÉÊÊ
7?³6,´,-?: ³/86,,?O9 ËÇt> ËÇ' b b )*ºËÇt>»ËÇt>
a `ab` ¯°ef=4 h23Æ
ªqr
¯°ef=4ÇvÈÉÊÊ 7?³Ó,: -+¶·-+8Ó,  ;=stu¹"
E
b b )*º»t>
a ¼5t½x O´ºap;=stu
¹"Ep¾B¿À`
¼5t;=stuvHIÁ§ÂÃ
QRvÄÅ
b b b b b b b
a `ab` ÔÕQR O´ºa¼5tÖÌ
×Ø
ÔÕQRv±² 6,--./& -?+/.86,--./ 12¬12g¬12
Ù12Ú¬12
¬12£¤ØÛ¬ÜÝ
Þ£¤¬ËÇt>¬
¬ËÇ'¬12c¬1
2Z¢
;=stu¹"
E
b b )*º12»12Ù)*º
12g»12g¬)*º12»
12t>Ù)*º12Ú»
12Út>¬)*º12
»12t>¬)*º12£¤
ØÛ»12£¤ØÛ¬)*ºÜÝ
Þ£¤»ÜÝÞ£¤¬)*ºËÇ
t>»ËÇt>¬)*º»
t>¬)*ºËÇ'»ËÇ'¬
)*º12c»12c¬)*º
12Z¢»12Z¢
a ¼5t½x O´ºap;=stu
¹"Ep¾B¿À`
¼5t;=stuvHIÁ§ÂÃ
QRvÄÅ
b b b b b b b
` `ab_` ß b 12pßv±² 7?³6,´,-?: ³/86,--./Oà9á/.b 12 b b b
_ `ab__ °ÔÕQR O´º`~¼5tÖ
Ì×Ø
°ÔÕQRv±² âÉ-µ´& -?+/.8âÉ-µ´ ¬ËÇt>¬12Z
¢
;=stu¹"
E
b b )*ã»t>¬)*ºËÇ
t>»ËÇt>¬)*º12Z¢
»12Z¢
図 A.15: メソッド定義書（登録）
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!"#$%& !"#$'('
)*%& +,--./ )*'( 001223
45"' 6,--./7%89: ;<=>' ?@AB8/%89:
CDEFGHIJ
KL MNO=PGQ
RS TU%& VEW XY TUZ[ 45"' ;<=>' \] ^_ `aTU ;<=>ZXY O=PGQ
b cdecb fghi=4 12jklmno
pRqrrstu
;=vwxyz{D|76}ccb~
23D
e e e e e e e
 fghi=4 12jk
77RR
tu
;=vwxyz{D
76}cc~77RR
23D
e e e e e e e
d fghi=4 12klmno
pRqrrstu
;=vwxyz{D|76}ccb~
23D
e e e e e e e
 fghi=4 12klmn
opRqrrstu
;=vwxyz{D|76}ccb~
23D
e e e e e e e
 fghi=4 12klmn
opRqrrstu
;=vwxyz{D|76}ccb~
23D
e e e e e e e
 fghi=4 12klmn
opRqrrstu
;=vwxyz{D|76}ccb~
23D
e e e e e e e
 fghi=4 12w>klm
nopRqrrstu
;=vwxyz{D|76}ccb~
23D
e e e e e e e
 fghi=4 klmnop
Rqrrstu
;=vwxyz{D|76}ccb~
23D
e e e e e e e
  ¡hi=4 12f¢k]_
tu
;=vwxyz{D|76}ccb~
23D
e e e e e e e
bc fghi=4 12f¢kc£¤
tu
;=vwxyz{D|76}ccd~c
£¤s_y23D
e e e e e e e
bb  ¡hi=4 12]¥k]_
tu
;=vwxyz{D|76}cc~]
_y23D
e e e e e e e
b fghi=4 12]¥kb£¤
tu
;=vwxyz{D|76}ccd~b
£¤s_y23D
e e e e e e e
bd  ¡hi=4 12¦§k]_
tu
;=vwxyz{D|76}cc~]
_y23D
e e e e e e e
b fghi=4 12¦§kc£¤
tu
;=vwxyz{D|76}ccd~c
£¤s_y23D
e e e e e e e
b cdec ¨©hi=4 e 12k12ª«¬
­®¯°±O"Vª²³
hi=4y´µD
7¶·6¸+-¹-: -+º»-+8¼.+¶ 12¯12 ;=vwx½"
H
e e )*¾12¿12w
>¯)*¾12¿12
w>
b À5wÁ{ R¸¾bs;=vwx
½"HsÂEÃÄc
À5w;=vwxyKLÅª
ÆÇTUyÈÉ
e e e e e e e
b cdecd 12²³hi=412k23Ê
­tu
12²³hi=4ËyÌBÍÍ 7¶·6,--./: -+º»-+86,--./ 12 ;=vwx½"
H
e e )*¾12¿12w>
b À5wÁ{ R¸¾bs;=vwx
½"HsÂEÃÄc
À5w;=vwxyKLÅª
ÆÇTUyÈÉ
e e e e e e e
b cdec 12²³hi=412k23
Ê­tu
12hi=4ËyÌBÍÍ 7¶·¼/.+¸¶:-+º»-+8¼.+¶ 12 ;=vwx½"
H
e e )*¾12¿12w>
c À5wÁ{ R¸¾bs;=vwx
½"HsÂEÃÄc
À5w;=vwxyKLÅª
ÆÇTUyÈÉ
e e e e e e e
b cdec 12²³hi=412k23
Ê­tu
12hi=4ËyÌBÍÍ 7¶·6¸+-¹-: -+º»-+86¸+,-¹-12 ;=vwx½"
H
e e )*¾12¿12w>
 À5wÁ{ R¸¾bs;=vwx
½"HsÂEÃÄc
À5w;=vwxyKLÅª
ÆÇTUyÈÉ
e e e e e e e
d cdec ÎËw>²³hi=4ÎËw>k23
Ê­tu
ÎËw>²³hi=4Ëy
ÌBÍÍ
7¶·6,¸,-¶: -+º»-+86,,¶ ÎËw> ;=vwx½"
H
e e )*¾ÎËw>¿ÎËw>
 À5wÁ{ R¸¾ds;=vwx
½"HsÂEÃÄc
À5w;=vwxyKLÅª
ÆÇTUyÈÉ
e e e e e e e
 cdec ÎË'sÏÐ e ÎËO"VyÑÒ¯ÎË'
yÓÔDÎË'ÑÒËyÕBÍÍ
7¶·6,¸,-¶: ·/86,,¶R9 ÎËw> ÎË' e e )*¾ÎËw>¿ÎËw>
 cdec ²³hi=4 k23Ê
­tu
²³hi=4ËyÌBÍÍ 7¶·Ö,: -+º»-+8Ö,  ;=vwx½"
H
e e )*¾¿w>
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