This paper presents an approach to support Knowledge-Based Engineering template update propagation. Our aim is to provide engineers with a sequence of documents, giving the order in which they have to be processed to update them. To be able to compute a sequence, we need information about templates, Computer-Aided Design models and their relations. We designed an ontology for this purpose that will, after inferring new knowledge, provide a comprehensive knowledge about the templates and assemblies. This information is then used by a ranking algorithm that we have developed, which provides the sequence to follow to be able to update models efficiently without a deep analysis of the dependencies. This will prevent mistakes and save time as the analysis and choices are automatically computed.
INTRODUCTION
Nowadays, high-end industries such as automotive or aerospace industries are designing products that are more and more complex and that integrate various disciplines. The product diversification and the increase of the model range has motivated new IT tools and has impacted the product development process (Katzenbach et al., 2007) . One change during the last years is the democratisation of Knowledge-Based Engineering (KBE) which has become a standard in product development. KBE is a large field at the crossroads of Computer-Aided Design (CAD), artificial intelligence and programming. It facilitates the reuse of knowledge from previous design choices and thus reduces design time and costs. Standardization is also a way to reuse knowledge. Furthermore, Dudenhöffer (2000) said that the standardisation and the use of common parts and platforms is a key factor for efficiency in the automotive industry. One solution to reuse knowledge is the use of KBE templates.
KBE templates are intelligent documents or features that aim at storing know-how and facilitate its reuse. They are designed to adapt themselves to various contexts, which can lead to some maintenance problems. Maintaining a huge number of templates is quite a challenging task because of the many relations created with other documents. Modifications can be made to templates to add new functionalities or fix some bugs. This is why there is a need to propagate these modifications to existing copies of the template, called instances, that are used in a specific context, for instance, an engine assembly.
The work presented in this paper targets the problematic of template update propagation. We use an ontological representation of templates and CAD models to infer new knowledge. This knowledge is then used to compute an update sequence, which can then be used by engineers in charge of propagating changes. With this tool, we remove the task of analysing dependencies between documents and evaluating the impact of the relations on the update propagation.
This paper is structured as follows. In section 2 the problematic is presented. Section 3 presents several research works related to KBE templates. Section 4 describes our approach. In section 5, we present the developed ontology. Section 6 presents how we compute an update sequence for the update propagation. In section 7 an application of the work is presented. Finally, in section 8 some conclusions are given.
TEMPLATE UPDATE PROBLEMATIC

KBE Template Definition
The aim of Knowledge-Based Engineering is to capture and reuse the intent and product design knowledge through parameters, rules, formulas, automation, and also knowledge templates. The reuse of knowledge allows to speed up the design process by reducing design recreation and to save costs. The ultimate goal is to capture information related to best-practices and design know-how in a company. Knowledge-Based Engineering is nowadays used by many companies and has proven its advantages. Examples of enhancements resulting from the use of KBE are presented in (Gay, 2000; Chapman and Pinfold, 2001 ).
Templates are knowledge-based applications that allow the storage and the reuse of know-how and company best practices. Knowledge-based applications include a wide set of elements that contains documents, parametric CAD models, software, KBE, CAE analyses etc. They are designed in order to adapt themselves to a given context regarding some defined inputs given by the context. The process of putting a template into a context and setting the inputs of the template is called "instantiation." For instance, in CATIA V5, a Dassault CAD system, the instantiation process will create a copy of the template, which we call "template instance," then put it into the context and finally link the elements from the context to the template instance's inputs. At the end of the process we have two entities that have separate life cycles: the template definition and its template instance.
In addition to knowledge storage, templates are also used to provide standardized parts and assemblies for design activities, and to integrate proven design solutions into future product design processes (Katzenbach et al., 2007) . Katzenbach et al. (2007) also exposed that the mandatory use of templatebased design processes enhances the design maturity during the complete design phase. Moreover, Kamrani and Vijayan (2006) showed an integrated design approach based on templates technologies that allows to reduce drastically the development time needed for new products. Figure 1 presents the generic structure of an assembly template instance in a context. The context is composed of several entities called the "external specifications," which are other elements present in the context that will provide parameters' value or geometry to the template. The inputs of the template are gathered in the "adapter model," which is composed of basic geometry to guide the "construction." The "output" is used to present some specific elements of the template to the context. References to other documents are based on publications. The aim of using publications is to provide a named reference of an element within the document, that can be easily recognised and referred to. So if the content of a document changes, the links between documents will not be broken as we do not refer directly to the elements inside the document. The figure also presents the link flow (represented by arrows) that represents the hierarchy of the model.
Addressed Problematic
In large and complex assemblies like those present in automotive or aerospace industries, the number of templates and template instances can reach several thousands and even more. This implies a huge effort to maintain them as they become more complex by incorporating new potential variants for future design (Katzenbach et al., 2007) . There is a second challenge regarding template update, that concerns the propagation of the modifications done to templates. Lukibanov (2005) initiated this problematic of template management because Product Data Management systems and CAD software did not address it to a full extent. Once a template has been modified and validated in order to suit new requirements or fix some bugs, changes should be propagated to other templates and their instances to use the same version everywhere.
The complexity of the problem comes from the heterogeneity of the data. There are several types of documents that can be linked together for several rea- sons such as a parameter dependency, parent-child relation etc. All these relations may have an impact on the propagation of updates. The relations have to be analysed and represented in a suitable format in order to allow a computer software to take advantage of the knowledge, to analyse the current state and to create a sequence of updates.
In this paper, we address the template update propagation to instances. Our objective is to provide engineers with a sequence of necessary updates, in order to help them to achieve the template instances updates faster and with less difficulties and errors.
RELATED WORK
KBE templates is a recent technology that has become the purpose of many research works and applications. The ability of templates to adapt themselves to a given context has been used by Siddique and Boddu (2005) to integrate the customer into the design process. They proposed a mass customisation CAD framework that takes into account user parameters to automatically generate a CAD model from predefined templates. The automotive industry has also integrated templates into their development processes. Haasis et al. (2007) and Katzenbach et al. (2007) presented the template-based process at Daimler AG, an automotive enterprise. There will be a need in the future to standardize component concepts between product families to face the complexity of products and processes. The solution they have adopted is to resort to KBE templates in the engineering process. Mbang (2008) proposed the use of KBE templates to integrate together Product, Process and Resource aspects, in order to make it seamless to the designers.
Some research have been made concerning template maintenance. Lukibanov (2005) addressed the problem of template management and distributing the latest versions of templates. The proposed solution involves ontologies that are used as a knowledge representation layer about templates and their interconnections. An ontology allows to represent concepts and relationships between these concepts (Mizuguchi, 2003) . Ontologies also provide a solution to find dependencies and to check the consistency of the ontology thanks to an inference process. One ontology is created from each templates by mapping them to the knowledge model. Each ontology describes the inputs, outputs and links to CAD models of the corresponding template, and uses the visualisation of these information to propagate changes to other templates. However his approach does not handle template instances and focuses on the CATIA V5 CAD system.
APPROACH
To propagate modifications to template instances, we need to take into account the propagation to other templates because templates can be linked together, but they can also be composed of instances of other templates. This is why we propose to adapt and extend the approach presented by Lukibanov (2005) to take into account template instances and to try to abstract the methodology so that it can be applied to various CAD systems. Figure 2 presents the process we have developed to propagate the template modifications. The process is decomposed into two main parts.
In the first part (figure 2.a), we handle an information database about templates and CAD models. We have considered that having one ontology for each template does not scale well as we will also handle data on template instances and other assemblies. The solution we propose is to define one domain ontology based on the analysis of template concepts, CAD systems and existing ontologies. Concepts in our ontology will be instantiated by analysing CAD models and templates to gather relevant information for the template update propagation. Data retrieved from CAD models are raw data. Some information is not visible or incomplete regarding our needs. For this reason, we use an inference engine on the instantiated ontology to enhance the classification and discover information not directly accessible in the CAD models. This ontology is presented in section 5.
The second part is dedicated to the propagation of changes (figure 2.b). We take advantage of inferred knowledge to compute an update sequence to support engineers in their tasks. Locating all relevant template instances incorporated in huge assemblies and estimating the consequences of the necessary changes to be made could easily be a full time job. Furthermore, some relations are not explicitly available and their impact on the update has to be estimated. This is why we propose an algorithm that is in charge of computing an update sequence. This algorithm takes advantage of the knowledge of the domain we have gathered in the ontology and of the enriched information on the templates and models available in the ontology. More details are given in section 6.
ONTOLOGY DESIGN
Aim of the Ontology
To generate an update sequence, the algorithm requires information about the type of the documents and the existing relations between documents. To provide these information in a computer understandable and processable format, we have developed an Ontology represented with the Web Ontology Language 1 (OWL). We have chosen the OWL representation language for several reasons. OWL is based on open standards and is a W3C recommendation since 2004. Right now, we are using OWL-DL, a sublanguage which is named in correspondence with Description Logic on which it is based. It is the largest set of OWL that provides decidable reasoning procedures. Katzenbach et al. (2007) pointed out from their study that relations between documents need an efficient visualisation tool to have an overview on all interdependencies. With this ontology, we want to provide a classification and an efficient overview of all explicit and implicit dependencies in templates and assemblies.
Followed Methodology
To develop our ontology, we decided to use the Ontology Development 101 methodology (Noy and McGuinness, 2001 ) for its simplicity and its lightness. This methodology is composed of seven steps.
The first step is to define the domain of the ontology. The domain of our ontology focuses on our problematic: concepts and relations are related to KBE, templates and CAD models. Such specific ontologies are called "application ontology."
To design our ontology, we had a mixed top-down and bottom-up approach. We started from the concepts and at the same time from a CAD system anal-1 http://www.w3.org/TR/owl-guide/ ysis. Our idea is to make them meet so that the ontology includes details linked with generic concepts.
The second step of the methodology is to reuse existing ontologies. We have found no available or reusable ontology that can be reused for our problematic. However there are standards in the product design field from which we can extract and reuse useful information and concepts. The most famous is the "STandard for the Exchange of Product model data" (STEP, 1994) that is also referenced as the ISO 10303 norm. STEP provides standards for product data representation and covers a broad range of applications from geometric and topological representation to kinematics, passing by product life cycle. STEP can thus provide some elements for the needed abstraction level for a generic document representation in the ontology to ease the integration of other CAD systems. Then we need to enrich it with a detailed analysis of the problematic and concrete systems.
System Analysis
Step three of the methodology is to enumerate the important terms that will appear in the ontology in order to define the concepts and the object properties. For this purpose, we analysed the CATIA V5 CAD system from Dassault Systems, that is used in automotive, aerospace or ship building industries. Our analysis was focused on knowledge elements and relations between documents (Multi-Model links in CATIA V5).
CATIA V5 integrates KBE workbenches that provide KBE template mechanisms to create and instantiate templates. There are three main types of templates available: feature templates, document templates and process templates. We defined process templates as out of the scope of our work because they address CAx processes and we focus on CAD. It is also possible to use standard CAD models as templates without resorting to the specific CATIA KBE workbench. But with this method, there are no explicit template definitions and no support tool for template instantiation.
If we have a look at template instances, we can see that this term does not exist within CATIA V5. Template instances are not handled and are considered as standard documents with no possibility to recognise them.
Regarding the relations between documents, we identified 19 different types of links. Each link involves two documents, one for the source and the other for the target of the link. The links do not all have the same impact on the update propagation. For this reason we need a classification of link types depending on their impact.
From this analysis, we have defined the main terms and also some of their relationships. Concerning templates, we have to take into account the specific CATIA V5 templates as well as models used as templates. Terms related to template instances have also to be taken into account and a solution to track and classify template instances has to be integrated in the ontology. Regarding the relations, we classified them and created the new term of "dependency link" that will gather all links that will influence the update propagation.
Ontology Description
Figure 3 presents a part of the developed ontology. In our mixed approach to design the ontology, we started from the top by defining the upper level of our ontology (blue rectangles) by creating the document definition concepts and relations inspired by the STEP standard. Then we defined the CAD system specific concepts of the ontology (green rounded rectangles) on the basis of the CATIA terminology and the new terms we have identified which are not defined within the CAD system (section 5.3). Those new concepts are defined acording to existing concepts and relations in order to deduce them with an inference engine. For instance, we defined a new concept called "PartAsTemplate," which defines a CATPart document that contains no template definition from CATIA V5 but that is used as a template. Its definition with Description Logics notation is the following: PartAsTemplate ≡ CAT Part ∩ ¬(∃hasDe f intion.DocumentTemplate) ∩ ∃hasID.TemplateID.
Finally, we integrate mid-level concepts such as system independent template concepts like "template" and "template instance" (orange ellipses). All these concepts are linked together with "is-a," equivalence or aggregation relationships.
Concerning the relations between documents, we represented them as object properties. We added the 19 link types present in CATIA V5. To be able to track instances, we created a relation between template definitions and template instances by adding an identifier to the models that will be shared between a template and its instances. We also defined the inverse links, with the inverse property axiom, to be able to navigate easier between documents because in CA-TIA V5, links are unidirectional and a document is not aware of the presence of a link targeting it. All these data constitute the foundation to compute an update sequence for the update propagation.
UPDATE SEQUENCE COMPUTATION
Our goal is to provide engineers in charge of propagating changes in template definitions to its instances and to other templates with a comprehensive sequence they can follow. This sequence will give them an ordered list of documents (with a corresponding rank) that have to be updated or replaced. Following this sequence rank after rank will save time as the engineers do not have to analyse the complex situation with all its interdependencies. This will also prevent redundant or useless updates.
Graph Representation
The data representation we created with the ontology can be seen as a directed graph with documents instances as nodes and their relationships as edges. The specificity of the obtained graph is that nodes and vertices are typed. Their types depend on the concepts and object properties they represent, so one node can have several types. Our algorithm will work on this graph to extract relevant nodes and to assign them a rank.
Approach
We tackled the problem with a ranking approach based on relations between documents defined in the ontology. The objective is to build an ordered sequence by assigning a rank r k (where k is the rank) to each document. The rank represents the order in which documents have to be processed. Several documents can have the same rank, meaning that they can be processed at the same time. Our approach was inspired by research on hierarchical structure visualisation and directed graph drawing (Gansner et al., 1993; North and Woodhull, 2002) . The results of their work, is an efficient algorithm to draw hierarchical graphs. An implementation has been made in graphviz 2 , an open-source graph visualisation tool. The initial version of the algorithm was proposed in (Sugiyama et al., 1981) . It is composed of 4 phases:
1. Place the graph nodes in discrete ranks.
2. Order nodes within rank to avoid crossing edges.
3. Compute the coordinates of nodes.
Compute edges' splines.
We focused our interest on the first phase where nodes are ranked.
This method builds a hierarchy composed of n levels, from a directed and acyclic graph. The hierarchy is denoted G = (V, E, n, σ), where:
• V is a set of vertices such as:
where V i is the set of vertices of rank i and n the height of the hierarchy.
• E is a set of edges, where each edge is unique.
• σ is a set of sequence σ i for each V i . σ i is the sequence of vertices within V i such as
To create the hierarchy, each directed edge e = (source,target) has to obey the following condition:
The result of this phase of the algorithm can be seen in figure 4. It has been applied to a small example composed of six vertices and six edges. The result (b) shows three ranks (n = 3) and validates the condition presented in equation 1.
Figure 4: Acyclic directed graph (a) and its result (b) after the first phase of the (Sugiyama et al., 1981) algorithm.
We adapted and extended this ranking algorithm to make it produce an update sequence for the template update propagation.
Adaptation of the Algorithm
The data from templates and models generate a more complex graph as the relations and links between the documents can have various effects on the update propagation. This is why we use the classification made in the ontology.
In our approach we do not take into account the sequences σ as we are just interested in placing documents in the good rank.
The original modified documents are the inputs of the algorithm and will be placed at the first rank r = 1. Starting from these documents, the algorithm builds the hierarchy. We query the ontology for the types of documents and the links that propagate the update from these documents. Depending on the types of the documents, several actions can be undertaken. The documents linked with an "inverse dependency link" are added at rank r + 1 as they have to be processed after the dependency is satisfied. Then the algorithm continues with the rank r + 1 where the documents were just added. If the current document is a template, the behaviour is different. As templates may be containers, the re-instantiation of a template has to be done after all the included documents have been updated.
To be able to perform a re-instantiation, we need to load the document that contains the template instance before doing the action. So if r ti is the rank of the template instance, its containing assembly parent should be located in a previous rank such as its rank r parent < t ti . The worst case complexity of the resulting algorithm is linear (O(h) with h the total number of nodes).
APPLICATION
Developments
The presented approach has been implemented in a system composed of two parts.
The first part is CAD system dependant. In our case we used CATIA V5 and the C++ CAA API to analyse CAD models and templates. Data extracted are then transferred in an XML format to the second part of our system. The second part is in charge of maintaining the ontology instances and computing the update sequence. We developed a JAVA application using the OWL-API 3 to manipulate the OWL ontology and the inference engine. The presented ontology was cre-ated using Protégé 4 4 that is an open source ontology editor. The implementation of our update sequence computation algorithm was also done in JAVA as it uses the OWL-API to access the ontology data. Concerning the inference engine, we have chosen FACT++ (Tsarkov and Horrocks, 2006) , an efficient OWL-DL reasoner directly usable through the OWL-API.
Scenario
Our scenario uses the CATIA V5 CAD system. The scenario is composed of 92 CAD models of different types (CATParts, CATProducts, CATIA V4 models). Within this set of documents are 9 templates: 8 document templates with some of them containing instances from other templates and 1 "User Defined Feature," which is a feature template like a predefined hole.
Our study case starts with the modification of geometry elements in one document template. We consider that the template has been validated and is ready to be used. We want now to update related documents and all instances to have up-to-date models.
Without any support tool, the persons in charge of propagating the modifications will have to locate all the related template instances and related documents through links and references. Once they have all these information, they can make the necessary changes. Finally, the new modifications may also have some consequences on other templates or their instances. . . all these steps are time consuming and can lead to mistakes or leaving out some documents.
Application and Results
First of all, we need up-to-date information of templates and CAD models. Currently we analyse all models and recreate instances in the defined ontology without instances (in the future we plan to enable incremental updates because the full analysis is rather time consuming). After this step, we have a comprehensive overview of models and their relationships. Then the user has to select the modified templates and launch the update sequence computation.
An example of result for one modified template is presented in figure 5 . The 92 models problem was computed in approximately 300 ms on a Pentium M 1.8Ghz. It shows the documents (boxes) that have to be updated and the order in which they have to be processed. The first documents to be handled are located at rank 1. The dotted arrows represent the "instance location link," which is the link from a template to one 4 http://protege.standfort.edu/ of its instances. The other arrows target a document contained in the link source document. Other types of relations present in the ontology can also be shown.
Engineers are thus provided with means to merely follow the sequence rank after rank, load given documents and apply the changes. This eliminates the unproductive task of searching relations through documents and their documentation and the focus can be put on the updates.
CONCLUSIONS AND PERSPECTIVES
In this paper, we presented a solution to propagate changes made in KBE templates to their instances and related documents. Update propagation is a complex and time consuming task. The complexity comes from the size and the heterogeneity of the network representing documents and their relations. The solution proposed aims at supporting engineers in the task of updating related templates and instances after template definitions were modified. The main benefits of this approach are the speedup of the global task of propagating template updates, as well as to avoid incomplete updates. In a set of several thousand of models, it is hard to have a good overview of all dependencies to find needed information. This is even more complex due to non-explicit relations and links that are not represented within the CAD system such as, for example, the template instances location.
Our approach is based on an OWL ontology that we defined from the analysis of the problematic and CATIA V5 as example. This ontology also includes an abstract level composed of concepts inspired from the STEP standard, to facilitate the integration of other CAD systems. The aim of the ontology is to represent knowledge from KBE templates and CAD models. We also resort to a reasoner on the ontology to infer knowledge that is not provided by the data extraction from KBE templates and CAD models. These information are then used by a ranking algorithm that will provide an update sequence to support engineers.
Further improvements can be made to enhance the global process of changes propagation. The first would be to automate the model update or template instance replacement. It would also be interesting to investigate OWL 2, which has become a W3C recommendation in October 2009, to evaluate its benefits comparing to OWL DL for data representation. Further investigations will include the test of our approach on real industrial cases to evaluate its performance on large assemblies.
