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29 Uvažanje spletne komponente v drug modul. . . . . . . . . . . 24
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Naslov: Razvoj univerzalnih spletnih komponent z uporabo standarda Web
Components
Uporaba spletnih komponent na čelnem delu aplikacij hitro narašča, saj te
omogočajo enkapsulacijo, ponovno uporabo, podporo za delovanje v vseh
moderneǰsih brskalnikih in interoperabilnost. To lahko dosežemo s standar-
dom Web Components, ki ga v magistrskem delu podrobno opǐsemo. Skozi
delo se osredotočimo na primerjavo noveǰse tehnologije spletnih komponent
z dobro uveljavljenim ogrodjem Angular. V nadaljevanju opǐsemo orodja
za enostavneǰso izdelavo spletnih komponent. Z najobetavneǰsim orodjem
izdelamo knjižnico vzorcev spletnih komponent mwcpl in pokažemo njeno
uporabo. V rezultatih postavimo različne konfiguracije projektov, ki so se-
stavljeni iz razvite knjižnice vzorcev in ogrodja Angular, ter ugotovimo, da
tehnologiji dobro sobivata.
Ključne besede




Title: Development of universal web components using the Web Compo-
nents standard
The use of web components in frontend applications is growing rapidly as they
enable the use of encapsulation, reuse, support for all modern browsers, and
interoperability. This can be achieved by using the Web Components stan-
dard, which will be described in more detail in the master’s thesis. Through-
out the thesis, the focus is on comparing the newer web component technol-
ogy with a more established Angular framework. The tools for easier creation
of web components are also described. We used the most promising tool to
create a web component pattern library mwcpl and presented its use. In
the result section, we compared the speed of different configurations of the
developed pattern library and the Angular framework. It was established
that the two technologies coexist well together.
Keywords






Dandanes spletne aplikacije niso več sestavljene iz enega samega dokumenta,
ki vsebuje kodo JavaScript, prekrivne sloge CSS (angl. Cascading Style She-
ets) in značke HTML (angl. Hypertext Markup Language), temveč so gra-
jene na principu enostranskih aplikacij (angl. Single Page Application), ki se
lahko posodabljajo neodvisno od uporabnikovih akcij. Struktura teh aplika-
cij temelji na komponentizaciji, s katero večje projekte razbijemo na manǰse,
obvladljive komponente [1]. Vsaka komponenta je svoja zaključena enkap-
sulirana celota prekrivnih slogov CSS, značk HTML in kode JavaScript, ki,
po svojih najbolǰsih močeh, opravlja točno določeno nalogo. Te komponente
so do nedavnega lahko živele le znotraj uporabljenega ogrodja. Kompo-
nente, ki temeljijo na uporabi standarda in specifikacije spletnih komponent
Web Components (v nadaljevanju: spletne komponente), to mejo prekinejo
in omogočijo, da jih lahko modularno dodajamo in odstranjujemo znotraj
poljubnih ogrodji. Z njihovo uporabo lahko odstranimo ponavljajočo kodo,
zmanǰsamo stroške razvoja, zmanǰsamo možnosti za napake in pospešimo
čas, ki ga aplikacija potrebuje za preboj na trg [2, 3].
S standardom in specifikacijo spletnih komponent lahko ustvarimo sko-
rajda poljubne značke HTML, ki so: (i) grajene za ponovno uporabo, (ii) in-
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teroperabilne ter (iii) popolnoma izolirane od objektnega modela dokumenta
(angl. Document Object Model). Zaradi naštetih lastnostih, implementira
okoli 8 % vseh spletnih strani vsaj eno spletno komponento. S tem so po-
stale ene najhitreǰse rastočih tehnologij spletne platforme v zadnjih petih
letih [4].
1.2 Pregled sorodnih del
Pred spletnimi komponentami na trgu nismo imeli enotnega standarda in spe-
cifikacije za izdelavo, strukturo in prikaz komponent. Prva poskusa razširitve
modela DOM sta bila predlog komponent HTML in standard XBL 2.0, ki
sta bila zaradi njune nerazširjenosti med razvijalci opuščena.
Specifikacijo komponent HTML je predlagalo podjetje Microsoft že leta
1998 [5]. To je bil prvi poizkus poenotenja razvoja enkapsuliranih spletnih
komponent. Komponente so vsebovale tako kodo JavaScipt, prekrivne sloge
CSS, kot tudi značke HTML. Z njimi se je dalo graditi kompleksne aplikacije,
ne, da bi razvijalci morali razumeti, kako posamezne komponente delujejo.
Predlog je omogočil mehanizem za implementacijo elementov po meri v kodi,
kot dinamična vedenja HTML (angl. Dynamic HTML behaviours), zapaki-
rana v datoteko s končnico .htc [6]. V tej datoteki je koda HTML označena s
posebnimi deskriptorji XML (angl. Extensible Markup Language), ki navzven
izpostavijo metode in lastnosti komponente, oziroma, omogočijo razširitev
delovanja že obstoječih elementov HTML [7] (npr. gumba). Kljub temu,
da je struktura komponent specifikacije komponent HTML precej podobna
današnji strukturi standarda in specifikacije spletnih komponent, jo je Micro-
soft, zaradi nerazširjenosti med ostalimi brskalniki, zastaral z izdajo verzije
10 brskalnika Internet Explorer [8, 7].
Drugi poizkus pri poenotenju specifikacije za izdelavo spletnih kompo-
nent je bil jezik XBL 2.0 (angl. Xenogamous Binding Language). Ponujal je
možnost asociacije ali vezave med elementi v dokumentu s kodo, obdelovalci
dogodkov (angl. event handlers), prekrivnimi slogi CSS ali bolj komple-
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ksnimi vsebinskimi modeli, ki so bili lahko shranjeni v drugem dokumentu
[9]. Element, na katerega je vezana vezava, se imenuje vezan element in
pridobi novo vedenje in predstavitev, ki ga določa njegova vezava. Vezave
se na elemente lahko veže preko prekrivnih slogov, modela DOM ali preko
selektorjev z uporabo jezika XBL. Poizkus standardizacije jezika v letu 2007
ni bil uspešen, saj med ponudniki spletnih brskalnikov ni bilo dovolj interesa
za implementacijo jezika XBL [10]. Specifikacija je bila leta 2012 opuščena
[9].
Med specifikacijo komponent HTML in jezikom XBL so se začeli poja-
vljati tudi t.i. spletni pripomočki (angl. web widgets), ki se lahko v sple-
tni dokument dodajo deklarativno ali dinamično. Spletni pripomočki se, za
razliko od preǰsnih dveh specifikacij, razlikujejo po tem, da se nahajajo v
zaledju. Ti se pretvorijo v delčke kode JavaScript, prekrivne sloge CSS in
značke HTML šele ob klicu odjemalca, ter se dodajo v dokument kot elementi
HTML ali kot stran, ovita v element <iframe></iframe> [11]. Slednja la-
stnost je doprinesla k obogateni uporabnǐski izkušnji, saj so se na spletni
strani lahko prikazovali tudi podatki izven dosega domene, npr. podatki o
vremenu in njihov prikaz. Nadgradnja predloga spletnih pripomočkov je bil
predlog pripomočkov, ki lahko delujejo kot samostojne aplikacije. Ta pa je
bil opuščen leta 2018 [12].
1.3 Cilji in prispevki
V magistrskem delu smo podrobno raziskali štiri specifikacije spletnih kom-
ponent, ki skupaj tvorijo standard Web Components. Podrobneje smo opisali
ogrodje Angular, ki smo ga skozi nalogo uporabili za primerjavo s spletnimi
komponentami. Preverili smo tudi hipotezo sobivanja spletnih komponent
v ogrodju Angular. Poleg izdelave spletne komponente z osnovnimi tehno-
logijami, to so koda JavaScript, prekrivni slogi CSS in značke HTML, smo
pregledali orodja za enostavneǰso izdelavo spletnih komponent. Te smo opi-
sali, z vsakim od njih razvili spletno komponento in jih primerjali. Z najbolj
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obetavnim orodjem smo implementirali knjižnico vzorcev spletnih komponent
imenovano mwcpl, ki je tudi glavni prispevek magistrskega dela. Knjižnico
vzorcev smo na koncu ponovno primerjali z ogrodjem Angular in dokazali
njeno uporabnost, predvsem znotraj podjetij.
1.4 Struktura dela
Magistrsko delo smo razdelili na pet poglavij. V poglavju 2 začnemo z opisom
standarda Web Components. Standard je sestavljen iz štirih specifikacij, ki
so: (i) elementi po meri, (ii) predloge HTML, (iii) senčni DOM in (iv) moduli
ES (angl. ECMAScript). Vsako podrobno opǐsemo in sproti gradimo sple-
tno komponento obrazca. V poglavju 3 opǐsemo glavne sestavne dele ogrodja
Angular in izdelamo domorodno (angl. native) komponento obrazca. Sle-
dnjo uporabimo za primerjavo s tehnologijo spletnih komponent. V poglavju
4 zberemo orodja za izdelavo spletnih komponent, ki so Stencil 1, Angular
Elements 2 in LitElement 3. Nadaljujemo z opisom orodij in z vsakim iz-
med njih zgradimo spletno komponento obrazca. Na koncu poglavja, orodja
in izdelane spletne komponente primerjamo. Z najbolj primernim orodjem
v poglavju 5 predstavimo izdelano knjižnico vzorcev spletnih komponent.
Knjižnica sestoji iz enajstih spletnih komponent, ki jih na kratko predsta-
vimo. Na koncu poglavja prikažemo še uporabo knjižnice znotraj navadnega
dokumenta HTML in znotraj ogrodja Angular. Delo zaključimo s poglavjem
6, kjer predstavimo rezultate knjižnice spletnih komponent v primerjavi z
ogrodjem Angular. Poleg tega predstavimo dobre in slabe lastnosti uporabe






Na čelnem delu (angl. frontend) aplikacije je bilo, pred vpeljavo standarda
Web Components, zelo težavno graditi nove elemente po meri. Razvijalci
smo se posluževali podvajanja kode, saj druge standardizirane rešitve pre-
prosto niso obstajale. Spletne komponente rešujejo to težavo tako, da nam
omogočajo grajenje novih elementov po meri ali nadgradnjo obstoječih ele-
mentov HTML z lastnostmi kot so: (i) ponovna uporaba, (ii) podpora za
delovanje v vseh moderneǰsih brskalnikih, (iii) popolna enkapsulacija struk-
ture in prekrivnih slogov elementa in (iv) interoperabilnost – delovanje v
ogrodjih, ki uporabljajo značke HTML, ali v knjižnicah implementiranih v
kodi JavaScript [13]. Standard temelji na štirih glavnih specifikacijah, ki so:
(i) elementi po meri, (ii) predloge HTML, (iii) senčni DOM in moduli ES
[13].
Za lažje razumevanje naštetih specifikacij smo skozi naslednja poglavja
postopoma gradili spletno komponento obrazca. Končno implementacijo
spletne komponente obrazca in njeno uporabo najdemo v dodatku A. Obrazec
je izdelan s ciljem, da vsebuje čim več funkcionalnosti spletnih komponent.
Naloge spletne komponente so: (i) prikaz števila vnesenih znakov, (ii) obar-
vanje obrobe vnosnega polja rdeče, če je število vnesenih znakov manǰse od 6
in (iii) obarvanje obrobe vnosnega polja zeleno, če je število vnesenih znakov
večje ali enako 6.
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2.1 Elementi po meri
S specifikacijo elementov po meri lahko gradimo nove elemente po meri, nad-
gradimo privzete elemente HTML ali razširimo že narejene elemente po meri
z dodatnimi funkcionalnostmi.
2.1.1 Ustvarjanje elementa po meri
Element obrazca moramo najprej ustvariti. Na izseku kode 1 je predsta-
vljena implementacija razreda FormField. Ta mora nujno razširjati razred
HTMLElement, saj lahko le tako podeduje funkcionalnosti aplikacijskega vme-
snika DOM. Specifikacija določa, da moramo v konstruktorju razreda vedno
najprej poklicati funkcijo super(). Šele nato lahko pričnemo z manipu-
lacijo elementa. Podedovana funkcionalnost aplikacijskega vmesnika DOM
nam omogoči, da ključna beseda this, znotraj razreda FormField, deluje
kot referenca na ustvarjen element <form-field></form-field>. Po prido-
bljeni referenci na element, lahko z njim poljubno manipuliramo, npr. pripe-
njamo elemente, odstranjujemo atribute, nastavljamo poslušalce dogodkov
itd. Uspešna registracija novega elementa po meri zahteva, da zadovoljimo
naslednjim pravilom specifikacije:
• Element je potrebno poimenovati z malimi črkami in z vsaj dvema
besedama, ki sta povezani z vezajem. V primeru, da tega ne bi storili,
razčlenjevalnik HTML ne bi znal ločiti med vgrajenimi elementi HTML
in elementi po meri.
• Element lahko registriramo samo enkrat, v nasprotnem primeru dobimo
napako DOMException.
• Vsi elementi po meri morajo v dokumentu HTML vsebovati svojo za-
ključevalno značko, tj. </>.
Registracijo elementa opravimo z uporabo globalne spremenljivke customElements.
Slednja poleg registracije elementov hrani tudi seznam vseh že registriranih
elementov po meri.
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class FormField extends HTMLElement {
constructor() {






Izsek kode 1: Definiranje elementa po meri.
Po uspešnem definiranju elementa po meri, lahko element v dokument HTML
dodamo deklarativno ali dinamično v kodi JavaScript. Primer deklarativne
uporabe ustvarjenega elementa je prikazan na izseku kode 2.
<form-field>...</form-field>
Izsek kode 2: Uporaba elementa po meri.
2.1.2 Razširjanje že narejenih elementov
Že narejen element po meri, npr. obrazec, razširimo tako, da razred no-
vega elementa po meri razširimo z razredom FormField, namesto z razredom
HTMLElement. To storimo v primerih, ko potrebujemo na določenih zaslon-
skih maskah spremenjen obrazec ali obrazec z dodatnimi funkcionalnostmi.
S tem pridobimo vse funkcionalnosti razreda, ki ga razširjamo, kot so npr.
lastnosti, funkcije, atributi itd. Prav tako se izognemo podvajajoči kodi in
vrivanju nepotrebnih funkcionalnosti v vse instance obrazca, kjer te niso po-
trebne. Na izseku kode 3 smo prikazali hipotetični primer razširjanja obrazca,
ki smo mu dodali funkcionalnost CAPTCHA (angl. Completely Automated
Public Turing test to tell Computers and Humans apart).
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class CAPTCHAFormField extends FormField {
constructor() {






Izsek kode 3: Razširanje že narejenega elementa po meri.
Pred definiranjem razširjenega elementa po meri, moramo poskrbeti za pravi-
len vrstni red uvozov znotraj dokumenta. Najprej uvozimo element po meri,
ki ga bomo razširjali, in šele nato razširjeni element po meri.
2.1.3 Razširjanje privzetih elementov
Razširjanje privzetih elementov HTML se od razširjanja že narejenih elemen-
tov razlikuje po tem, da moramo poleg spreminjanja razreda, ki ga razširjamo
znotraj funkcije, ki definira element po meri, podati še objekt z imenom
značke, ki jo želimo razširiti.
Za označevanje besedila v odstavku, lahko implementiramo poseben ele-
ment po meri, ki razširja privzet element razpona (angl. span), tj. <span></span>.
Najprej moramo element po meri razširiti z razredom HTMLSpanElement, ter
definicijski funkciji podati objekt z imenom značke, ki jo razširjamo. Opisan
postopek smo prikazali na izseku kode 4.
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class HighlightSpan extends HTMLSpanElement {
constructor() {






Izsek kode 4: Razširitev privzete značke razpona.
Na novo definirane elemente po meri, ki razširjajo privzete elemente, upo-
rabimo na podoben način kot elemente, ki jih razširjamo. Pri tem moramo
paziti, da uporabimo atribut
”
is“, ki za vrednost dobi ime razširjenega ele-
menta po meri. Uporabo označevalnika besedila smo prikazali na izseku kode
5.
<span is="highlight-span">Oznaceno besedilo</span>
Izsek kode 5: Uporaba razširjene značke razpona.
2.1.4 Preslikava med atributi in lastnostmi
Atributi v svetu HTML podajajo dodatne informacije o elementu, na ka-
terem se nahajajo. Vsebujejo lahko vrednosti, ki so tipa besedilo, število
ali logična vrednost. Lastnosti se nanašajo na navadne lastnosti objektov
v jeziku JavaScript, ki lahko poleg primitivnih vrednosti zavzamejo tudi se-
zname in objekte. Preslikava med atributi in lastnostmi je pomembna, saj
omogoča ohranjanje sinhroniziranega stanja predstavitve elementa. Lastnosti
vozlǐsča DOM, do katerih dostopamo v kodi, se preslikajo na atribute elemen-
tov HTML. Oziroma obratno, deklarativno nastavljeni atributi se preslikajo
v lastnosti vozlǐsča DOM, do katerih lahko dostopamo v kodi.
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Elementu obrazca na izseku kode 6 v zunanjem dokumentu spremenimo
lastnost validator, ki da uporabniku vedeti, ali je vnesel zadostno število
znakov.
const formField = document.querySelector('form-field');
formField.validator = 'pass';
Izsek kode 6: Spreminjanje lastnosti v kodi.
Narejena sprememba se preslika v atribut, ki smo ga prikazali na izseku kode
7.
<form-field validator="pass"></form-field>
Izsek kode 7: Preslikava lastnosti v atribut.
Poleg enostavnega pridobivanja in nastavljanja atributov preko lastnosti, pre-
slikava omogoča enostavne oblikovne spremembe s selektorji prekrivnih slo-
gov. Na izseku kode 8 smo prikazali, da obrobo vnosnega polja obarvamo




outline: red auto 1px;
}
Izsek kode 8: Aktivacija selektorja prekrivnih slogov.
Implementacijo pridobivanja in nastavljanja atributov znotraj kode najlažje
realiziramo z uporabo pridobiteljev (angl. getters) in nastaviteljev (angl. set-
ters). Pridobitelja in nastavitelja za atribut validator elementa obrazca,
smo prikazali na izseku kode 9.











Izsek kode 9: Pridobitelj in nastavitelj atributa validator.
2.1.5 Kavlji življenjskega cilka
Elementi po meri izpostavljajo štiri vrste kavljev življenjskega cikla (angl.
lifecycle hooks), imenovanih tudi reakcije elementov po meri [14]. Ko je
element ustvarjen, se pokliče njegov konstruktor (angl. constructor). Zno-
traj konstruktorja moramo vedno poklicati funkcijo super() ter po želji še:
(i) inicializitati stanje, (ii) nastaviti poslušalce dogodkov in (iii) vzpostaviti
senčni DOM.
Vsakič, ko je element vstavljen v strukturo DOM ali premaknjen zno-
traj nje, se pokliče funkcija connectedCallback. Dobra praksa nas uči, da
vse kompleksneǰse nastavitve, kot so pridobivanje virov, izrisovanje, vzposta-
vljanje povezave na bazo itd., opravljamo znotraj tega kavlja. Ker se kavelj
lahko izvrši večkrat [15], moramo kodo, ki se izvrši samo enkrat, zavarovati
z dodatnim pogojnim stavkom. Ob odstranitvi elementa iz strukture DOM,
se izvrši funkcija disconnectedCallback. Znotraj te funkcije se predvsem
počisti nastavitve, kot npr. odstranjevanje poslušalcev dogodkov, odjava od
morebitnih naročnin, zaprtje dostopa do baze itd.
Elementu po meri velikokrat dodajamo, odstranjujemo in menjavamo vre-
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dnosti atributov. Ob vsaki spremembi atributov se pokliče funkcija attrib c
uteChangedCallback, ki za razliko od ostalih kavljev sprejme tri parametre.
Parametri, ki jih sprejme so: (i) ime atributa, ki se je spremenil, (ii) preǰsnja
vrednost atributa in (iii) nova vrednost atributa. Vedeti moramo, da nam
kavelj javlja spremembe samo za tiste atribute, ki smo jih našteli znotraj
statičnega pridobitelja observedAttributes. Na izseku kode 10 smo prika-
zali nastavitve potrebne za opazovanje vrednosti atributa validator.
static get observedAttributes() {
return ['validator'];
}
Izsek kode 10: Nastavljanje pridobitelja za opazovane atribute.
V primeru, da je element po meri uporabljen v več dokumentnem kontekstu
in ga z ukazom document.adoptNode(element) premaknemo v drug doku-
ment, se izvrši funkcija kavlja adoptedCallback. Primer za več dokumentni
kontekst je dokument, ki vsebuje več dokumentov vstavljenih preko elementa
<iframe></iframe>.
2.2 Predloge HTML
Pred vpeljavo standarda predlog HTML, smo morali na čelnem delu aplika-
cije skupine vsebin podvajati, kar je privedlo do dodatnega dela in nepre-
gledne strukture dokumenta. Specifikacija predlog HTML nam omogoči, da
napǐsemo kodo JavaScript, prekrivne sloge CSS in značke HTML samo en-
krat, znotraj elementa <template></template>. Vsebino predlog vstavimo
v navaden ali senčni DOM. V primeru vstavljanja predloge, ki vsebuje pre-
krivne sloge v navaden DOM, le ti ne bodo delovali, saj se upoštevajo samo
pri vstavljanju v senčni DOM. Dokler predloga ni uporabljena ali aktivirana,
v modelu DOM ostane skrita. Elementi predloge se ne izrǐsejo, prekrivni
slogi se ne prednaložijo in koda ostane nezagnana. To pomeni, da z uporabo
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selektorjev getElementById() in querySelector(), na objektu dokumenta
ne moremo dostopati do posameznih vozlǐsč predloge. Na izseku kode 11 smo






<slot name="input">Brez vnosnega polja</slot>
</div>
</template>
Izsek kode 11: Struktura predloge HTML elementa obrazca.
2.2.1 Aktiviranje predloge
Nastavljanje in aktivacijo predlog opravimo znotraj konstruktorja elementa
po meri. Najprej preko reference pridobimo predlogo, ki jo želimo aktivirati,
nato podvojimo njeno vsebino, nastavimo poljubne vrednosti elementov in
jo na koncu dodamo v senčni DOM elementa. Podvajanje vsebine opravimo
zato, da ostane predloga nedotaknjena in pripravljena za naslednjo uporabo.
Predlogo z izseka kode 11 aktiviramo s kodo na izseku kode 12.
let template =
document.getElementById('form-field-template');↪→
let templateContent = template.content;
let clone = templateContent.cloneNode(true);
this.attachShadow({mode: 'open'}).appendChild(clone);
Izsek kode 12: Aktivacija predloge za obrazec.
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2.2.2 Reže
Če se vrnemo na izsek kode 11 in ga podrobneje pogledamo, opazimo, da
smo na dveh mestih uporabili značko <slot></slot> ali t. i. režo. Ele-
menti navadnega DOM prek rež vstopijo v senčni DOM in s tem dobijo novo
ime. Takim elementom pravimo distribuirana vozlǐsča. Reže delujejo kot
nekakšni portali, ki jih uporabniki zapolnijo s svojimi elementi [16]. Ker ele-
menti pridejo od zunaj, razvijalcem elementov po meri ni potrebno dodajati
podpore za morebitne atribute HTML, kot npr. tip vnosnega polja, ohra-
nitvenik (angl. placeholder) vnosnega polja, vidljivost elementa itd. S tem
imajo razvijalci proste roke pri uporabi tretje razrednih knjižnic (angl. third
party libraries), ki uporabljajo podatkovne (angl. data) atribute HTML po
meri.
Obstajajo privzete nepoimenovane reže in poimenovane reže. Slednje
nudijo večjo specifičnost, a jih moramo referencirati z imenom, če želimo
skoznje poslati elemente. Skozi privzete nepoimenove reže vstopijo vsi ostali
elementi, ki nimajo nastavljene vrednosti imenskega atributa rež. Na pri-
meru obrazca, ki je prikazan na izseku kode 13, imamo dve poimenovani
reži. Na vsak element, ki ga želimo poslati skozi poimenovano režo, moramo
dodati atribut slot z vrednostjo nastavljeno na ime reže, skozi katero ga
želimo poslati. Dobra lastnost rež je, da lahko nenastavljene reže znotraj
predloge poljubno prilagodimo z nadomestnimi elementi. Na izseku kode 11
smo nastavili nadomestni vrednosti za obe poimenovani reži. V primeru, da
uporabnik ne zapolni reže (i) label izpǐsemo
”
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<form-field>
<label slot="label">Ime in priimek</label>
<input slot="input" placeholder="Vnesi ime in priimek">
</form-field>
Izsek kode 13: Prikaz deklerativne uporabe obrazca z režami.
Še enkrat je dobro poudariti, da elementi prek rež samo vstopijo v senčni
DOM in se ne zamenjajo ali ponovno izrǐsejo. To pomeni, da elementi
ob vstopu v senčni DOM s seboj pripeljejo tudi prekrivne sloge navadnega
DOM. Znotraj senčnega DOM tem elementom z uporabo posebnega selek-
torja ::slotted lahko le dodajamo dodatne prekrivne sloge. Z uporabo
omenjenega selektorja na enostaven način targetiramo vse od zunaj pripe-
ljane elemente. Na izseku kode 14 vsem pripeljanim elementom skozi režo




Izsek kode 14: Dodajanje prekrivnega sloga z uporabo selektorja
::slotted.
Dostopanje do teh elementov v kodi se razlikuje od navadnega dostopanja
do elementov v senčnem DOM. Na izseku kode 15 smo pokazali, da moramo
najprej pridobiti referenco na režo, v kateri se nahaja element, ki ga želimo
pridobiti. Nato pokličemo funkcijo assignedElements(), ki vrne seznam ele-
mentov, vstavljenih skozi režo. Ker vemo, da v našem primeru pričakujemo
samo en element, zahtevamo ničti element seznama.
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let slot = shadowRoot.querySelector('slot[name="input"]');
let input = slot.assignedElements()[0];
Izsek kode 15: Dostopanje do elementa reže.
2.3 Senčni DOM
Senčni DOM poskrbi, da so spletne komponente enkapsulirana celota. Koda
JavaScript, prekrivni slogi CSS in značke HTML, postanejo znotraj senčnega
DOM povsem izolirani od ostalih elementov v dokumentu. Z njegovo upo-
rabo se imena selektorjev poenostavijo, saj lahko znotraj senčnega DOM in
izven njega, uporabljamo enake selektorje, ne da bi prihajalo do kolizij [17].
Po principu je senčni DOM zelo podoben navadnemu DOM. Razlikuje se po
tem, kako se ga ustvari, uporabi ter kako se odziva v dokumentu. Senčni
DOM se mora vedno dodati poljubnemu vozlǐsču navadnega DOM. Vozlǐsče,
na katerega dodamo senčni DOM se imenuje senčni gostitelj (angl. shadow
host). Senčnemu gostitelju preko senčnega korena (angl. shadow root) do-
dajamo in odstranjujemo poljubna vozlǐsča na enak način, kot to počnemo
v navadnem DOM. Celotno strukturo vozlǐsč pod senčnim gostiteljem ime-
nujemo senčno drevo (angl. shadow tree). Vozlǐsča znotraj tega drevesa so
od ostalega dokumenta izolirana, zato jih z zunanjimi selektorji prekrivnih
slogov in s kodo ne moremo targetirati. Grafična ponazoritev relacij med
senčnim DOM, navadnim DOM in omenjenimi vozlǐsči, je prikazana na sliki
2.1.
2.3.1 Grajenje in načini delovanja
Senčni DOM lahko dodamo na poljubne elemente. Edina izjema so elementi,
ki že vsebujejo svoj senčni DOM, kot npr. vnosno polje ali elementi, kjer je
gostovanje senčnega DOM brez pomensko. Primer za brez pomensko gosto-
vanje senčnega DOM je element slika [16], tj. značka <img>.













Slika 2.1: Grafični prikaz senčnega DOM v relaciji z navadnim DOM.
Na izseku kode 16 smo v konstruktorju spletne komponente, ki jo gradimo,
vstavili senčni DOM. V senčni DOM smo dodali element <span></span>, ki
je zadolžen za prikazovanje dolžine vnešenega besedila. Sedaj bo senčni DOM
obrazca, poleg uporabnikovih elementov, vstavljenih skozi reži, vseboval tudi
indikator dolžine besedila. Opazimo, da uporabljamo ključno besedo this.
Če se spomnimo iz poglavja 2.1.1, nam ta vrne referenco na element, oziroma
z drugimi besedami, referenco na senčnega gostitelja.
const shadowRoot = this.attachShadow({mode: 'open'});
const span = document.createElement('span');
shadowRoot.appendChild(span);
Izsek kode 16: Ustvarjanje senčnega drevesa DOM.
Na izseku kode 16 smo ustvarili odprt način senčnega DOM. Poznamo tudi
zaprto delovanje. Zaprti način se od odprtega razlikuje po tem, da: (i) v
kodi izven spletne komponente ne moremo dostopati do senčnega korena in
s tem do vozlǐsč senčnega drevesa in da je (ii) manipuliranje s senčnim DOM
izven konstruktorja spletne komponente možno le preko shranjene reference
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na senčni koren. Zaradi navedenih lastnosti je uporaba zaprtega načina od-
svetovana. Kljub temu zaprt način razvijalcem ponuja občutek varnosti [16].
Poudariti je potrebno, da gre le za umeten občutek varnosti, saj obstaja kar
nekaj načinov ugrabitve (angl. hijack) senčnega DOM.
2.3.2 Prekrivni slogi
Pri oblikovanju spletne komponente nismo omejeni samo z notranjimi pre-
krivnimi slogi. Uporabimo lahko tudi zunanje datoteke, oblikujemo spletno
komponento od zunaj ali celo izpostavimo (angl. expose) prekrivne kavlje, ki
dovoljujejo razvijalcem nastavitev vnaprej določenih spremenljivk prekrivnih
slogov.
Notranji in zunanji prekrivni slogi
Prekrivni slogi definirani znotraj spletne komponente so enkapsulirani v senčni
DOM, kar pomeni, da ne uhajajo izven spletne komponente in tudi prekrivni
slogi dokumenta ne prodirajo skozenj. Pri tem obstaja par robnih primerov,
ki smo jih predstavili v podpoglavju 2.3.2 Oblikovanje od zunaj. Notranje
in zunanje prekrivne sloge ločimo glede na to, kje so pozicionirani. Notranje
prekrivne sloge napǐsemo kar znotraj spletne komponente, medtem, ko zu-
nanje dodamo preko datotek prekrivnih slogov ali preko predlog HTML. Na
izseku kode 17 smo definirali prekrivne sloge znotraj spletne komponente.
const style = document.createElement('style');
style.textContent = `
.form-field-wrapper {
display: flex; flex-direction: column;
}`;
shadowRoot.appendChild(style);
Izsek kode 17: Definiranje notranjih prekrivnih slogov.
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V primeru, ko več elementov uporablja enake prekrivne sloge, te enostavno
zapakiramo v datoteko prekrivnih slogov in jo referenciramo, kot smo to
storili na izseku kode 18.




Izsek kode 18: Referenciranje zunanjih prekrivnih slogov.
Pri dodajanju zunanjih prekrivnih slogov je dobro vedeti, da ti s svojim
nalaganjem ne blokirajo izrisovanja vozlǐsč senčnega korena, zato lahko za
trenutek opazimo neoblikovano vsebino [18]. Eden izmed rešitev, je prikazana
na izseku kode 19. Po dodajanju zunanjih prekrivnih slogov v senčni koren, se
prijavimo na dogodek onload prekrivnih slogov. Ko bodo zunanji prekrivni
slogi na voljo, se bo poklicala funkcija puščice (angl. arrow function), kjer
nadaljujemo z manipulacijo nad senčnim DOM.
shadowRoot.appendChild(link);
link.onload = () => { ... };
Izsek kode 19: Popravek za odpravo začetne neoblikovane vsebine.
Oblikovanje od zunaj
Izgled spletne komponente lahko določimo znotraj nje same z uporabo selek-
torja :host. Selektor smo uporabili na izseku kode 20. Vedeti moramo, da
imajo prekrivni slogi nadrejenega dokumenta vǐsjo prioriteto, kot notranje
oblikovanje spletne komponente. Zato izsek kode 21, ki se nahaja v prekriv-
nih slogih nadrejenega dokumenta, prepǐse lastnost dolžine, tj. width.










Izsek kode 21: Zunanje prioritetno delovanje prekrivnih slogov na pri-
kaz spletne komponente.
Obstajajo nekatere lastnosti prekrivnih slogov, ki kljub enkapsulaciji, uspejo
preluknjati mejo senčnega DOM. Takim lastnostim pravimo dedne lastnosti.
To so lastnosti background-color, color, line-height, font-family itd.
Če ne želimo, da spletne komponente podedujejo te lastnosti, moramo znotraj
spletne komponente s selektorjem :host nastaviti lastnost all: initial.




Izsek kode 22: Ponastavitev dednih lastnosti znotraj spletne kompo-
nente.
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Kavlji prekrivnih slogov
Smotrni razvijalci spletnih komponent, omogočijo ostalim razvijalcem doda-
tno urejanje prekrivnih slogov spletne komponente z uporabo kavljev pre-
krivnih slogov in spremenljivk CSS. Vsaka spletna komponenta ima lahko
drugačna imena kavljev in spremenljivk CSS. Ti morajo biti zapisani v do-
kumentaciji spletne komponente, v nasprotnem primeru jih razvijalci ne bodo
znali uporabiti. Kavlje se na spletne komponente doda kot atribute brez vre-
dnosti. S tem spletna komponenta ve, da se mora odzvati na določene spre-
menljivke CSS. Na izseku kode 23 smo našemu obrazcu dodali kavelj color in







Izsek kode 23: Dodajanje kavlja prekrivnih slogov in spremenljivke
CSS.
Na izseku kode 24 smo s selektorji prekrivnih slogov znotraj spletne kom-
ponente ta kavelj ujeli in nastavili ustrezno vrednost barve. V primeru, ko
razvijalec spremenljivke CSS za barvo ni nastavil, a je vseeno dodal atribut
color, se nastavi privzeta vrednost, ki je v našem primeru črna.




Izsek kode 24: Uporaba kavlja in spremenljivke CSS znotraj spletne
komponente.
2.3.3 Dogodki po meri
Večina dogodkov, ki pridejo iz senčnega DOM, se preusmeri tako, da izgleda,
kot da bi ti izhajali iz spletne komponente in ne iz izvora znotraj spletne kom-
ponente. Nekateri dogodki so narejeni tako, da sploh ne zapustijo senčnega
DOM [16]. Primeri dogodkov, ki se preusmerijo, so dogodki: (i) žarǐsča
(angl. focus), (ii) mǐske, (iii) koleščka mǐske, (iv) vnosa, (v) tipkovnice, (vi)
sestave (angl. composition) in (vii) vlečenja (angl. drag) [16]. Iz spletne
komponente lahko tudi oddajamo dogodke po meri. Pri tem moramo vedno
nastaviti zastavico composed na resnično, saj v nasprotnem primeru dogo-
dek ne zapusti senčnega DOM. Na izseku kode 25 v konstruktorju spletne
komponente sprožimo dogodek, ko na vnosno polje dodamo poslušalca do-
godkov. Funkciji, ki skrbi za obdelovanje dogodka, pripnemo (angl. bind)
trenutni kontekst. S pripenjanjem trenutnega konteksta dosežemo, da zno-
traj poslušalca spremenljivka this referencira spletno komponento, s katero




bubbles: true, composed: true }));↪→
Izsek kode 25: Ustvarjanje dogodka po meri.
Izsek kode 26 prikazuje, kako se na ustvarjen dogodek prijavimo v nadreje-
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nem dokumentu. Najprej pridobimo referenco na element spletne kompo-
nente, dodamo nanj ustreznega poslušalca dogodkov in dogodek zabeležimo
v konzolo.
const formField = document.querySelector('form-field');
formField.addEventListener('eventAdded', console.log);
Izsek kode 26: Prijava na dogodek po meri v nadrejenem dokumentu.
2.4 Moduli ECMAScript
Specifikacija modulov omogoči, da razvoj spletnih komponent poteka mo-
dularno. Moduli omogočajo grupiranje spremenljivk in funkcij v zaključene
celote in s tem povečajo produktivnost razvoja in organiziranost kode. Vsaka
spletna komponenta je svoj modul, ki vsebuje poljubno mnogo referenc na
druge module. Brskalniku povemo, da uvažamo modul z dodajanjem atri-
buta type="module", na značko <script>. S tem atributom dobi uvožena
koda novi doseg modula (angl. module scope). Znotraj modulskega dosega
spremenljivka this dobi vrednost undefined, zato je njena uporaba odveč.
Če znotraj modula izvozimo (angl. export) spremenljivko ali funkcijo, je
ta na voljo v vsakem modulu, ki to spremenljivko ali funkcijo uvozi (angl.
import). Iz tega sledi, da nam ni treba uvažati odvečne kode, temveč samo
tiste stvari, ki jih zares potrebujemo. Enak modul lahko uporabimo v več
modulih, ki so med seboj povezani, ne da bi se pri tem podvajalo nalaga-
nje tega modula. Instanca modula se naloži samo enkrat in predpomni v
preslikavi modulov (angl. module map) [19].
Naš obrazec lahko v dokument HTML pripeljemo na dva načina. Na
izseku kode 27 je prikazan prvi način, kjer spletno komponento, kot modul,
direktno uvozimo v dokument HTML.
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<script type="module" src="form-field.js">
Izsek kode 27: Uvažanje spletne komponente direktno v dokument
HTML.
V drugem načinu želimo spletno komponento uporabiti znotraj druge spletne
komponente ali modula, zato moramo razred spletne komponente najprej
izvoziti. Na izseku kode 28 smo prikazali izvažanje razreda s stavčno oznako
export.
class FormField extends HTMLElement { ... }
export { FormField };
Izsek kode 28: Izvažanje spletne komponente.
Dokument JavaScript, ki uvaža izvoženo spletno komponento, mora biti prav
tako označen kot modul, drugače brskalnik ne zna razrešiti uvoza in nam javi
napako. Na izseku kode 29 smo obrazec uvozili znotraj elementa <script> c
</script>, ki ima prav tako nastavljeno vrednost tipa na module.
<script type="module">
import { FormField } from './form-field.js';
</script>
Izsek kode 29: Uvažanje spletne komponente v drug modul.
2.5 Povzetek
Skozi poglavje smo opisali standard Web Components, ki omogoča grajenje
spletnih komponent z lastnostmi kot so: (i) ponovna uporaba, (ii) podpora za
delovanje v vseh moderneǰsih brskalnikih, (iii) popolna enkapsulacija struk-
ture in prekrivnih slogov in (iv) interoperabilnost. Standard je razdeljen na
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štiri specifikacije, ki smo jih predstavili tako, da smo skozi podpoglavja po-
stopoma gradili spletno komponento obrazca in zapisali opažanja. V nadalje-
vanju smo opisali ogrodje Angular in z njim izdelali domorodno komponento
obrazca. Slednjo smo primerjali z izdelano spletno komponento obrazca in
zapisali rezultate.
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Poglavje 3
Ogrodje Angular
Ogrodje Angular je odprtokodno ogrodje in razvijalska platforma za gradnjo
enostranskih spletnih aplikacij z uporabo značk HTML in jezika TypeScript
[20]. Osnovna struktura ogrodja Angular temelji na treh osnovnih konceptih.
Ti koncepti so: (i) moduli NgModule, (ii) komponente in (iii) storitve. Vsa-
kega izmed omenjenih konceptov implementiramo kot razred TypeScript, nad
katerega dodamo ustrezen okrasek (angl. decorator). Povezave med osnov-
nimi koncepti smo prikazali na sliki 3.1 in jih v naslednjih podpoglavjih
podrobneje razložili.
Skozi nalogo nam ogrodje Angular služi kot način za ovrednotenje izde-
lanih spletnih komponent. Izbrali smo ga zato, ker smo tekom študija prido-
bili veliko izkušenj s tem ogrodjem in ugotovili, da odlično izrablja principe
komponentizacije. Prav tako, nas je zanimala možnost vstavitve spletnih
komponent v ogrodje Angular in posledično tudi njihovo sobivanje.
3.1 Moduli
Ogrodje Angular doseže svojo modularnost z moduli imenovanimi NgModule.
Moduli so okrašeni z okraskom @NgModule(). Predstavljamo si jih lahko kot
zabojnike, ki združujejo povezane delce kode in funkcionalnosti [21]. Dekora-
tor @NgModule() je funkcija, ki sprejme objekt metapodatkov. Metapodatki
27




















Slika 3.1: Grafični prikaz relacij med koncepti ogrodja Angular.
vsebujejo: (i) deklaracije komponent, direktiv in cevi (angl. pipe), (ii) izvoze,
ki so na voljo znotraj drugih modulov, (iii) uvoze iz drugih modulov, (iv) po-
nudnike (seznam storitev, ki so na voljo skozi celoten modul) in (v) lastnost
zagona (angl. bootstrap) [21]. Lastnost zagona vsebuje korensko komponento
(angl. root component), ki gosti aplikacijske poglede (angl. views). Korensko
komponento lahko nastavimo samo znotraj korenskega modula (angl. root
module). Aplikacija, zgrajena z ogrodjem Angular, mora vsebovati vsaj en
korenski modul, ki je zadolžen za njen zagon.
3.2 Komponente
Komponente krasi okrasek @Component. Zadolžene so za upravljanje s svo-
jim pogledom. Najpomembneǰsi metapodatki, ki jih vsebuje okrasek kompo-
nente, so: (i) ime selektorja, ki pove ogrodju Angular, kje v predlogi HTML
naj ustvari in doda novo instanco komponente, (ii) pot do predloge HTML,
(iii) pot do prekrivnih slogov in (iv) komponento specifični ponudniki. Name-
sto poti do predloge HTML in poti do prekrivnih slogov, lahko vnesemo tudi
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vrinjeno (angl. inline) predlogo HTML in vrinjene prekrivne sloge. Kompo-
nente lahko v svojem pogledu definirajo poljubno hierarhijo pogledov drugih
komponent iz enakega modula ali iz uvoženih modulov.
3.2.1 Interpolacija, vezava lastnosti in dogodkov
Pogled HTML komponente, poleg navadnih značk HTML, vsebuje tudi po-
gledno sintakso (angl. template syntax ) ogrodja Angular. Slednja spreminja
vsebino predloge HTML, glede na logiko, zapisano znotraj komponente in
glede na stanje aplikacije [22]. Podatke znotraj predloge HTML lahko pred-
stavimo na dva načina. Prvi način se imenuje interpolacija (angl. interpo-
lation). Ta prikaže rezultat logike v predlogi HTML. Na izseku kode 30 je
prikazana interpolacija za lastnost, ki šteje znake vnosnega polja.
<label id="subscript">Število znakov {{count}}</label>
Izsek kode 30: Interpolacija lastnosti za štetje števila znakov.
Za enako delovanje lahko uporabimo tudi vezavo lastnosti. Primer njene
uporabe smo prikazali na izseku kode 31.
<label id="subscript" [innerHTML]="countText"></label>
Izsek kode 31: Vezava lastnosti za štetje števila znakov.
Interpolacija se v ozadju pretvori v vezavo lastnosti. Glavna razlika je v tem,
da lahko z interpolacijo rezultate logike predstavimo samo kot nize znakov
(angl. string), medtem, ko moramo za prikaz ostalih podatkovnih struktur
uporabiti vezavo lastnosti.
Pri izbiranju načina predstavitve podatkov, moramo biti pozorni pred-
vsem pri nastavljanju atributov elementov HTML. Dobra praksa je, da upo-
rabimo vezavo lastnosti kjerkoli je to mogoče. Primer za neželeno delovanje
smo predstavili na izseku kode 32, kjer nastavljamo atribut disabled najprej
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z interpolacijo in nato še z vezavo lastnosti. V primeru interpolacije je vnosno
polje vedno onemogočeno, saj je atribut disabled vedno nastavljen. Z vezavo
lastnosti pa se atribut elementa dinamično spreminja (dodaja/odstranjuje)
glede na vrednost lastnosti.
<input disabled="{{disabled}}" placeholder="Vnesi ime in
priimek">↪→
<input [disabled]="disabled" placeholder="Vnesi ime in
priimek">↪→
Izsek kode 32: Primerjava med interpolacijo in vezavo lastnosti.
Ko povežemo vse lastnosti v predlogi HTML, je velika verjetnost, da se
želimo prijaviti na različne dogodke. To dosežemo z vezavo dogodkov. Vezavo
na določen dogodek DOM zapǐsemo tako, da ime dogodka DOM vstavimo
v oklepaje in mu za vrednost nastavimo predložni stavek (angl. template
statement) v narekovajih [23]. Na izseku kode 33 smo prikazali vezavo na
dogodek vnosa vnosnega polja.
<input (input)="handleInput($event)" placeholder="Vnesi
ime in priimek">↪→
Izsek kode 33: Vezava na dogodek vnosa uporabnika.
Ogrodje Angular, z uporabo direktive ngModel, podpira obojestransko
vezavo (angl. two-way binding), kar doprinese k temu, da se spremembe la-
stnosti logike odražajo na pogledu in, da dogodki na pogledu spreminjajo
lastnosti logike. Obojestransko vezava za vrednost vnosnega polja je prika-
zana na izseku kode 34.
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<input [(ngModel)]="value" placeholder="Vnesi ime in
priimek">↪→
Izsek kode 34: Obojestranska vezava vrednosti vnosnega polja.
3.2.2 Gostitelj
V kolikor želimo manipulirati z gostiteljem oziroma z referenco selektorja
komponente, moramo v konstruktor komponente dodati odvisnost Elemen c
tRef. Dodana odvisnost predstavlja ovojnico okoli selektorja komponente
znotraj pogleda [24]. Na izseku kode 35 smo prikazali dodajanje odvisnosti
in manipulacijo z referenco selektorja komponente.




Izsek kode 35: Dodajanje odvisnosti ElementRef v konstruktor in
nastavljanje atributa komponente obrazca.
Kodo na izseku kode 35 lahko lepše zapǐsemo brez nastavljanja odvisnosti
ElementRef. To storimo tako, da želeno spremenljivko okrasimo z okraskom
@HostBinding. Okrasek sprejme metapodatek o imenu lastnosti, ki jo želimo
vezati na gostitelja. Z njim lahko dinamično spreminjamo atribute, razrede
prekrivnih slogov, identifikatorje, vrednosti prekrivnih slogov itd. Na izseku
kode 36 smo prikazali poenostavljeno verzijo spreminjanja atributa kompo-
nente obrazca.






Izsek kode 36: Uporaba okraska @HostBinding in dinamično nasta-
vljanje atributa komponente obrazca.
Ogrodje Angular poenostavi tudi vezavo na dogodke, ki so bili sproženi zno-
traj komponente. Funkcijo, ki jo izberemo za obdelovanje izbranega dogodka,
okrasimo z okraskom @HostListener. Okrasek sprejme ime dogodka DOM
in seznam argumentov, ki naj jih posreduje funkciji ob vsakem proženju







Izsek kode 37: Uporaba okraska @HostListener.
3.2.3 Direktive
Direktive pripomorejo k še večji dinamičnosti predlog HTML. Razred direk-
tiv ima nadet okrasek @Directive, ki v metapodatkih zahteva ime selektorja
direktive. Obstajata dve vrsti direktiv. To sta strukturna in atributna direk-
tiva. Strukturna direktiva manipulira s strukturo pogleda HTML. Primera
dveh najbolj uporabljenih strukturnih direktiv sta:
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• *ngIf, ki pogojno vključi nastavljeno strukturo DOM
• *ngFor, ki iterira skozi seznam elementov in za vsakega ustvari nasta-
vljeno strukturo DOM.
Atributna direktiva se od strukturne razlikuje po dosegu. Manipulira
lahko samo z elementom, na katerega je dodana. Implementacija atributnih
direktiv podpira obojestransko vezavo. Primera dveh najbolj uporabljenih
atributnih direktiv sta:
• ngModel, ki manipulira z vrednostjo elementa
• ngStyle, ki manipulira s prekrivnimi slogi elementa.
3.2.4 Kavlji življenjskega cikla
Ogrodje Angular znotraj komponent in direktiv izpostavlja razvijalcem veliko
število kavljev življenjskega cikla. Nekateri so podobni kavljem življenjskega
cikla spletnih komponent, drugi pa ponujajo dodatne funkcionalnosti za lažje
upravljanje s komponentami. Prijava komponente ali direktive na dogodke
kavlja poteka tako, da razred komponente ali direktive implementira vmesnik
(angl. interface) želenega kavlja. Vsak vmesnik kavlja implementira funkcijo,
ki se začne s predpono ng in konča z imenom kavlja [25]. Po implementaciji
te funkcije znotraj komponente ali direktive, je ta pripravljena na prejemanje
dogodkov kavlja življenjskega cikla. Primer vzpostavitve kavlja OnInit, ki
se izvrši, ko se komponenta ali direktiva inicializira, smo prikazali na izseku
kode 38.
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export class FormFieldComponent implements OnInit {
ngOnInit() { ... }
}
Izsek kode 38: Vzpostavitev kavlja življenjskega cikla OnInit v Angu-
lar.
Znotraj funkcije omenjenega kavlja opravljamo vse asinhrone klice in pri-
javljanje na morebitne dogodke. Dobra praksa nas uči, da vse prijavljene
dogodke tudi odjavimo. To storimo z implementiranjem kavlja OnDestroy
in čǐsčenja prijav znotraj njegove funkcije, tj. ngOnDestroy.
3.2.5 Cevi
Cevi imajo nad svojim razredom dodan okrasek @Pipe. V vsakem razredu
cevi je definirana funkcija, ki je zadolžena za transformacijo vhoda v željen
izhod. Uporabimo jih lahko v predlogah HTML in v logiki. Ime so dobile po
operatorju cevi, tj. operator
”
|“, s katerim znotraj predlog HTML transfor-
miramo lastnosti. Cevi lahko znotraj predlog HTML poljubno verižimo in
za dvopičjem podajamo argumente cevem, ki te sprejemajo. Ogrodje Angu-
lar ponuja ogromno že vgrajenih cevi, ki jih lahko uporabimo, kot npr. cev
za transformacijo datumov, valut, objektov JSON (angl. JavaScript Object
Notation) itd.
3.3 Storitve
Implementacija komponent mora biti čim bolj vitka in učinkovita. Njihova
glavna naloga je, da poskrbijo za odlično uporabnǐsko izkušnjo. Vso zahtev-
neǰso logiko, ki jo komponente potrebujejo, moramo implementirati znotraj
storitev. S tem dosežemo modularnost in ponovno uporabo kode. Storitve
krasi okrasek @Injectable, saj jih lahko vstavimo (angl. inject) v druge
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razrede. Vstavimo jih lahko v: (i) komponente, (ii) cevi, (iii) direktive, (iv)
druge storitve in (v) module, kot odvisnosti. Ogrodje Angular ob zagonu
vzpostavi mehanizem injektorja (angl. injector), ki je zadolžen za ustvarja-
nje odvisnosti s pomočjo njihovih ponudnikov (angl. providers). Vse ustvar-
jene odvisnosti injektor vzdržuje v zabojniku odvisnosti, kjer so na voljo za
ponovno uporabo [26]. Ponudnik poda ogrodju Angular navodila, kako pri-
dobiti vrednosti za določeno odvisnost. Vsaka storitev mora registrirati vsaj
enega ponudnika. Doseg storitve je odvisen od mesta, kjer registriramo po-
nudnika. Storitev lahko deluje na dosegu: (i) celotne aplikacije z nastavitvijo





Projekcija vsebine ne spada med glavne koncepte ogrodja Angular, vendar jo
vseeno potrebujemo, da izdelamo komponento obrazca. Po funkcionalnosti
se lahko primerja z režami, ki smo jih opisali v poglavju 2.2.2. Projek-
cija vsebine omogoči, da nadrejena komponenta na enostaven način vstavi
elemente HTML v podrejene komponente. Znotraj podrejene komponente
vstavljene elemente HTML prikažemo z elementom <ng-content></ng-c c
ontent>, ki je specifičen za ogrodje Angular. Projekcija vsebine ponuja še
večjo specifičnost kot reže, saj lahko na element ng-content nastavimo po-
seben atribut select, s katerim selektivno izbiramo elemente, ki jih želimo
sprejeti v komponento. Na izseku kode 39 podrejena komponenta sprejme




Izsek kode 39: Selektivno izbiranje vstavljenih elementov.
V primeru, da atributa select ne nastavimo, se v komponento prenesejo vsi
vstavljeni elementi. Najlažji način manipulacije vstavljenih elementov je, da
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na željen element dodamo referenco. Referenca je sestavljena iz ključnika
(angl. hash) in poljubnega imena. Nastavitev reference na element pove
ogrodju Angular, da naj ta element predstavi z razredom ElementRef, saj
ga bomo potrebovali v kodi. Na izseku kode 40 smo, na vnosno polje nastavili
referenco #input.
<input #input id="input" placeholder="Vnesi ime in
priimek">↪→
Izsek kode 40: Nastavitev reference na vnosno polje.
Na izseku kode 41 smo z uporabo okraska @ContentChild pridobili ovojnico





Izsek kode 41: Pridobitev reference na vstavljeni element.
Ovojnica elementa omogoča, da z elementom poljubno manipuliramo, vendar
šele v življenjskem ciklu AfterViewInit. Takrat se elementi predloge HTML
dokončno izrǐsejo in inicializirajo [27].
Zaradi enkapsulacije prekrivni slogi komponente sežejo samo do elemen-
tov predloge HTML. Če želimo spreminjati prekrivne sloge vstavljenih ele-
mentov, moramo dodati poseben selektor prekrivnih slogov ::ng-deep. Pre-
krivni slogi obkroženi s selektorjem ::ng-deep postanejo globalni in s tem
prebadajo enkapsulacijo navzgor in navzdol po drevesu. Ker želimo doseči
samo prebadanje navzdol, moramo selektor ::ng-deep oviti še s selektorjem
:host. Slednji prepreči prebadanje enkapsulacije navzgor. Na izseku kode
42 smo prikazali uporabo prekrivnih slogov na vstavljenem elementu.
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:host[validator="fail"] ::ng-deep #input {
outline: red auto 1px;
}
Izsek kode 42: Dodajanje prekrivnih slogov na vstavljeni element.
Pomanjkljivost projekcije vsebine in hkrati razlika z režami je, da ne mo-
remo nastaviti privzete vrednosti v primeru, ko razvijalec ne vstavi nobenega
elementa. Zato je potrebno v produkciji vedno preveriti, ali je element na
voljo, preden z njim začnemo manipulirati.
3.5 Primerjava s spletnimi komponentami
Preden direktno primerjamo ogrodje Angular s spletnimi komponentami, se
je potrebno zavedati, da je ogrodje Angular razvijalska platforma za gradnjo
enostranskih spletnih aplikacij. Ti dve tehnologiji ne tekmujeta, temveč se
zelo dobro dopolnjujeta. Obrazec, ki smo ga zgradili s standardom sple-
tnih komponent, smo prav tako implementirali v ogrodju Angular. Kodo in
njegovo uporabo najdemo v prilogi B. Podobnosti in razlike s spletno kom-
ponento obrazca smo prikazali v tabeli 3.1.
Kot vidimo v tabeli, je končno število datotek, ki jih moramo naložiti na
strežnik, da lahko prikažemo obrazec, veliko večje v primeru, ko je obrazec
razvit z ogrodjem Angular. To se zgodi zato, ker ogrodje Angular skupaj s
komponento obrazca v snope (angl. bundle) zapakira celotno ogrodje, ki je
zadolženo za zagon aplikacije in tudi morebitne dodatke za stareǰse brskalnike
(angl. polyfills). Z verzijo 8, ogrodje Angular avtomatsko poskrbi za različno
nalaganje datotek (angl. differential loading) glede na zmožnosti odjemalca
[28]. Različno nalaganje datotek sicer poveča število končnih datotek, vendar
zmanǰsa odjemalčevo pasovno širino. Večje število datotek v tem primeru
posledično poveča tudi velikost končne rešitve.
Ogrodje Angular že na začetku razvoja vpelje hierarhično strukturo, kar
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poveča zahtevnost pravilne organizacije projekta pri začetnikih. Pri izdelavi
spletnih komponent, si strukturo projekta organiziramo po svoje. V našem
primeru smo izbrali enostavno ploščato strukturo, saj smo implementirali
zgolj eno spletno komponento.
Obe tehnologiji uporabljata senčni DOM, ki omogoča enkapsulacijo več
skupin elementov znotraj komponent. Enkapsulacijo lahko samo z ogrodjem
Angular v načinu emulirane enkapsulacije z uporabo selektorja ::ng-deep
prebodemo in dodamo prekrivne sloge na nadrejeno komponento, oziroma
na globalno raven. Pri spletnih komponentah lahko z uporabo zunanjih ali
predložnih prekrivnih slogov naletimo na trenutek, ko je vsebina neobliko-
vana. To se zgodi, ker zunanja uporaba prekrivnih slogov ne blokira izrisa
elementov spletne komponente. Ogrodje Angular s tem nima težav, saj za
to poskrbi že pri zagonu aplikacije.
Pri implementaciji spletne komponente smo potrebovali samo en razred,
tj. razred obrazca. Za delovanje aplikacije v ogrodju Angular smo morali
dodati še razred za korenski modul in razred za korensko komponento. Oba
pristopa zelo dobro izrabljata predloge HTML, zato nimata težav pri mani-
pulaciji z atributi elementov HTML. Vitkost spletne komponente pripomore
k njeni interoperabilnosti. Uporabimo jo lahko v kateremkoli ogrodju, ki
uporablja značke HTML. Komponente zgrajene v ogrodju Angular pa lahko
uporabimo le znotraj istega ogrodja z uporabo izvozov in uvozov.
Interpolacija in predložna vezava lastnosti sta dve funkcionalnosti, ki jih
spletne komponente, ki so zgrajene brez orodij, ne podpirajo. To rešujemo
tako, da lastnosti nastavljamo v kodi, kar upočasni implementacijo kom-
ponent. Predložna vezava dogodkov je na voljo pri obeh tehnologijah, saj
izrablja že prej implementirane dogodke DOM elementov HTML. Ogrodje
Angular poleg vezave dogodkov DOM ponuja tudi njihovo filtriranje. Primer
filtriranja vezave dogodkov je vezava (keyup.enter), ki se odzove samo, ko
uporabnik pritisne tipko Enter na vnosnem polju.
Delovanje spletnih komponent, kot tudi ogrodja Angular, je podprto v
vseh moderneǰsih brskalnikih. To so brskalniki Chrome, Firefox, Opera, Sa-
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fari in Edge [29, 30]. Z implementacijo dodatkov za stareǰse brskalnike pa
omogočimo spletnim komponentam in ogrodju Angular delovanje tudi v br-
skalniku Internet Explorer 11 [29, 31].
Nazadnje smo preverili še koliko časa, do prve interaktivnosti, potrebu-
jeta obrazec spletne komponente in obrazec komponente izdelane v ogrodju
Angular. Čas do interaktivnosti se meri od trenutka, ko je spletna stran
prikazala uporabno vsebino in so poslušalci dogodkov registrirani za večino
vidnih elementov HTML, do trenutka, ko se spletna stran odzove v manj
kot 50 milisekundah na uporabnikovo interakcijo [32]. Poskus smo izvedli
z odprtokodnim avtomatiziranim orodjem Lighthouse, ki je namenjeno iz-
bolǰsavam kakovosti spletnih strani [33]. Za vsako od tehnologij smo poskus
izvedli desetkrat in povprečili rezultate. Izmerjen čas nam da vedeti, da
za manǰse projekte ne potrebujemo masovnih ogrodjih, saj s tem izgubimo
veliko dragocenega časa pri vzpostavitvi prikaza.
3.6 Povzetek
V poglavju smo podrobneje spoznali ogrodje Angular in poleg osnovnih kon-
ceptov opisali tudi projekcijo vsebine, ki je po funkcionalnosti zelo podobna
režam spletnih komponent. Osnovne koncepte smo predstavili s postopnim
grajenjem domorodne komponente obrazca, ki smo jo na koncu primerjali
z izdelano spletno komponento obrazca. Med primerjanjem smo prǐsli do
zaključka, da uporaba spletnih komponent zadošča pri razvoju nezahtevnih
spletnih aplikacij. V nadaljevanju razǐsčemo tri orodja za izdelavo spletnih
komponent in vsakega podrobno opǐsemo. Z vsakim orodjem izdelamo sple-
tno komponento obrazca in jih na koncu tudi primerjamo.
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Lastnost Navadna spletna komponenta Ogrodje Angular
število končnih datotek 2 datoteki 10 datotek
struktura projekta ploščata hierarhična
končna velikost datotek 3,38 KB 439 KB
interoperabilnost DA NE
enkapsulacija DA DA
uporaba senčnega DOM DA DA
minimalno število razredov 1 3
čas do interaktivnosti 0,6 sekund 1,7 sekund
začetna neoblikovana vsebina DA NE
uporaba atributov DA DA
interpolacija NE DA
predložna vezava lastnosti NE DA






Tabela 3.1: Primerjava spletne komponente s komponento izdelano v
ogrodju Angular.
Poglavje 4
Pregled in primerjava orodji za
izdelavo spletnih komponent
V poglavju 2 smo pokazali, da lahko spletne komponente brez težav im-
plementiramo z osnovnimi tehnologijami (koda JavaScript, prekrivni slogi
CSS in značke HTML). V poglavju 3.5 smo spletne komponente primerjali
z ogrodjem Angular in ugotovili, da ne podpirajo interpolacije in predložne
vezave lastnosti. Orodja za izdelavo spletnih komponent razširijo funkcional-
nosti spletnih komponent, saj poleg interpolacije in predložne vezave lastno-
sti omogočajo tudi podporo za stareǰse brskalnike, optimizacijo in testiranje
kode, hitro ponovno nalaganje (angl. hot reload) itd.
Skozi poglavje smo predstavili tri orodja za izdelavo spletnih komponent,
ki smo jih na koncu med sabo primerjali in najbolǰsega izbrali za nadalj-
njo izdelavo knjižnice vzorcev (angl. pattern library). Knjižnica vzorcev je
sestavljena iz integracije funkcionalnih komponent in predstavitve njihove
uporabe.
4.1 Stencil
Orodje Stencil je prevajalnik (angl. compiler), ki združuje najbolǰse kon-
cepte najbolj popularnih ogrodij [34]. Orodje je sestavljeno iz konceptov, kot
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so: (i) virtualni DOM, (ii) asinhrono izrisovanje, (iii) reaktivna vezava po-
datkov (angl. reactive data-binding), (iv) koda TypeScript, (v) razširitvena
sintaksa JSX (angl. JavaScript XML) in (vi) vnapreǰsnje izrisovanje (angl.
prerendering). Razvijalcem ponuja razvijanje komponent z dolgo življenjsko
dobo, posodabljanje komponent med razvijanjem v živo (angl. live reload),
njihovo testiranje, leno nalaganje komponent in obširno ter dobro dodelano
dokumentacijo. Orodje Stencil pod pokrovom avtomatsko poskrbi za op-
timizacijo izvedbe komponent, sproti posodablja spremembe aplikacijskega
programskega vmesnika (angl. Application Programming Interface) elemen-
tov po meri in avtomatično poskrbi za dodatke, ki so potrebni za delovanje
komponent na stareǰsih brskalnikih.
4.1.1 Virtualni DOM v primerjavi s senčnim DOM
Virtualni DOM je koncept, kjer se predstavitev uporabnǐskega vmesnika
(angl. User Interface) oziroma pravega DOM shrani direktno v spomin [35].
S primerjanjem sprememb med virtualnim in pravim DOM, izrisovalniki vse-
bine učinkoviteje določijo, katere elemente je potrebno posodobiti. Na ta
način se izognemo posodabljanju celotnega poddrevesa vozlǐsč DOM tako,
da posodobimo samo tiste elemente, ki so se spremenili. Virtualni DOM
izjemno pospeši manipulacijo z DOM, saj je izrisovanje elementov zahteven
proces [36]. Implementiran je s pomočjo knjižnic JavaScript in izrablja apli-
kacijske programske vmesnike brskalnikov, medtem, ko je senčni DOM ena od
glavnih specifikacij spletnih komponent, zadolžena za njihovo enkapsulacijo.
4.1.2 Razširitvena sintaksa JSX
Komponente so v orodju Stencil izrisane s pomočjo razširitvene predložne
sintakse JSX. Vsak razred komponente vsebuje funkcijo render, ki vrne vo-
zlǐsča DOM in jih v izvajalnem času (angl. runtime) izrǐse [37]. Razširitvena
sintaksa JSX nam omogoča vezavo lastnosti, vezavo dogodkov, pridobiva-
nje referenc na elemente HTML in poljubno izvajanje kode JavaScript, zno-
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traj zavitih oklepajev ({}). Ker izrisovalna funkcija vrača navadne elemente
HTML, lahko v predložni sintaksi brez težav uporabimo imenovane ali nei-












Izsek kode 43: Izrisovalna funkcija render komponente obrazca v Sten-
cil.
4.1.3 Kavlji življenjskega cikla
API orodja Stencil lahko strnemo v množico okraskov in kavljev življenjskega
cikla [38]. Orodje sestavlja deset kavljev življenjskega cikla, ki nam povejo,
v kakšnem stanju je komponenta. Namesto, da vse asinhrone operacije opra-
vimo znotraj kavlja connectedCallback, kot smo počeli pri elementih po
meri v poglavju 2.1.1, je v orodju Stencil za takšne operacije vgrajen prav
poseben kavelj življenjskega cikla. To je kavelj componentWillLoad, ki se
pokliče samo v trenutku, ko je komponenta prvič dodana v drevo DOM. Iz
njega lahko vrnemo obljubo (angl. promise) in s tem povemo izrisovalni funk-
ciji, naj počaka z izrisom, dokler se obljuba ne razreši (angl. resolve). Vse
spremembe stanja je priporočljivo opravljati znotraj kavlja componentWill c
Render, saj se ta pokliče pred izvršitvijo izrisovalne funkcije. V nasprotnem
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primeru, če spremembe stanja izvajamo v kavljih componentDidUpdate, co c
mponentDidLoad in componentDidRender, to povzroči dodaten izris ali celo
cikel [38]. Dobra lastnost komponent izdelanih v orodju Stencil je, da kom-
ponente vzamejo v zakup tudi kavlje svojih otrok. Kavelj componentDidLoad
nadrejene komponente se izvrši šele takrat, ko se proži componentDidLoad
vseh podrejenih komponent.
4.1.4 Okraski
Okraski orodja Stencil igrajo pomembno vlogo, saj z njimi prevajalniku po-
damo informacije o komponenti, kot npr.: (i) metapodatke, (ii) lastnosti
in atribute, (iii) notranje stanje, (iv) izpostavljene funkcije, (v) reference
elementov in (vi) poslušanje in oddajanje dogodkov. Prevajalnik med pre-
vajanjem odstrani vse okraske, z namenom pospešitve izvajanja komponente
[38]. Okraska, ki smo ju uporabili pri izdelavi komponente obrazca sta @Prop
in @State. Prvi okrasek omogoči pridobivanje vrednosti atributov po meri.
Vrednosti atributov lahko zavzamejo, poleg besedila, števila in logične vre-
dnosti, tudi objekte in sezname. Privzete nastavitve okraska @Prop one-
mogočijo spreminjanje vrednosti atributa znotraj komponente in njihovega
odražanja (angl. reflect) v drevesu DOM. Na izseku kode 44 privzete nasta-
vitve spremenimo z objektom nastavitev.
@Prop({ mutable: true, reflect: true }) validator: string;
Izsek kode 44: Spreminjanje privzetih nastavitev okraska @Prop.
Spremenljivka, okrašena z okraskom @State, drži notranje stanje kompo-
nente [38]. Njen doseg je komponentno omejen, kar pomeni, da je zunanje
komponente ne morejo spreminjati. Vsaka sprememba spremenljivke pov-
zroči klic izrisovalne funkcije. Okrasek @State smo uporabili za štetje znakov
vnesenega besedila in ga prikazali na izseku kode 45.
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@State() length: number = 0;
Izsek kode 45: Nastavljanje okraska @State z nastavljeno začetno vre-
dnostjo.
4.1.5 Dogodki
Poleg vezave navadnih dogodkov DOM, orodje Stencil poenostavi manipula-
cijo z dogodki, z uporabo okraskov @Event in @Listen. Prvega uporabimo,
ko želimo ustvariti dogodek po meri in ga poslati iz komponente. Na izseku
kode 46 smo prikazali ustvarjanje in razpošiljanje (angl. dispatch) dogodka







Izsek kode 46: Prikaz ustvarjanja in razpošiljanja dogodka po meri v
Stencil.
Z okraskom @Listen lahko poslušamo katerikoli dogodek, ki je bil razposlan
znotraj komponente. Ta okrasek smo v implementaciji obrazca uporabili
za poslušanje dogodka vnosa vnosnega polja. Primer zajema in obdelave
dogodka smo prikazali na izseku kode 47.
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Izsek kode 47: Prikaz poslušanja dogodka vnosa vnosnega polja v
Stencil.
4.1.6 Izdelava komponente obrazca
Celoten potek izdelave komponente obrazca je potekal gladko, saj ima orodje
Stencil dobro dopolnjeno in organizirano dokumentacijo. Za pripravo pro-
jekta in izdelavo komponente obrazca smo potrebovali samo dva ukaza, ki
smo jih prikazali na izseku kode 48.
$ npm init stencil
$ npm run generate form-field
Izsek kode 48: Ukaza za pripravo projekta in izdelavo komponente
obrazca v Stencil.
Pri implementaciji smo uporabili enake prekrivne sloge, kot pri izdelavi
obrazca z osnovnimi tehnologijami (glej priloga A, izsek kode 83). Zasledili
smo, da pri pošiljanju elementov skozi reže, ti ostanejo neoblikovani toliko
časa, dokler se komponenta obrazca ne naloži. Temu se izognemo tako, da
v nadrejeni komponenti ali dokumentu nastavimo motnost (angl. opacity)
na 0 ali skrijemo vidljivost (angl. visibility). V trenutku, ko se komponenta
naloži, s selektorjem ::slotted te vrednosti ponastavimo.
Skripte za grajenje končne verzije komponente so prav tako predpripra-
vljene. Pognati moramo ukaz, prikazan na izseku kode 49 in komponenta je
pripravljena za objavo.
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$ npm run build
Izsek kode 49: Ukaz za grajenje končne verzije komponente v Stencil.
4.2 Angular Elements
Paket (angl. package) Angular Elements zapakira komponente ogrodja An-
gular kot spletne komponente [39]. Pakiranje komponent ogrodja Angular
v spletne komponente omogoči vse funkcionalnosti, ki so nam na voljo med
razvijanjem enostranskih spletnih aplikacij. Zapakirane spletne komponente
imajo vstavljeno minimalno in samostojno verzijo ogrodja Angular kot stori-
tev, ki skrbi za zaznavanje sprememb in vezavo podatkov [39]. Paket Angular
Elements izpostavi posebno funkcijo createCustomElement, ki pretvori kom-
ponento ogrodja Angular, skupaj z vsemi odvisnostmi, v razred elementa po
meri. Vrnjen razred nato registriramo v brskalnik z enakim postopkom, kot
smo to storili v poglavju 2.1.1 na izseku kode 1.
Zaradi strme krivulje učenja, postopek izdelave spletnih komponent z
ogrodjem Angular in dodanim paketom Angular Elements, ni priporočljiv za
začetnike. Kljub pomanjkljivi dokumentaciji paketa Angular Elements, pa
je primeren za vse tiste, ki že poznajo ogrodje Angular in želijo pretvoriti
komponente ogrodja Angular v spletne komponente.
4.2.1 Preslikava lastnosti in dogodkov
Element po meri gosti komponento ogrodja Angular s pomočjo mostu (angl.
bridge), ki zagotavlja povezavo med podatki in logiko, definirano znotraj
komponente z aplikacijskim programskim vmesnikom DOM [39]. Most v
atribute preslika vse vhodne lastnosti, tj. lastnosti okrašene z okraskom
@Input. Ime lastnosti se odraža na imenu atributa, s to razliko, da je ta za-
pisan v vezajni začetnici (angl. kebab case). Primer preslikave smo prikazali
na izseku kode 50.
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@Input()
public propertyName = true;
<form-field property-name></form-field>
Izsek kode 50: Preslikava vhodne lastnosti v atribut.
Za izhode komponente, tj. spremenljivke okrašene z okraskom @Output, ki
držijo oddajalce dogodkov, je prav tako poskrbljeno, saj se preslikajo v do-
godke HTML po meri z imenom, ki je enak imenu spremenljivki izhoda. Na
izseku kode 51 smo prikazali primer uporabe izhoda, ki oddaja informacijo o




public inputChanged = new EventEmitter();
Izsek kode 51: Uporaba izhoda za oddajanje informacije o vnosu.
4.2.2 Načini enkapsulacije
Ogrodje Angular ponuja tri različne načine enkapsulacije predlog in prekriv-
nih slogov komponent. Emulirana (angl. emulated) enkapsulacija je prvi
način delovanja, ki ne uporablja senčnega DOM, temveč ga samo posnema.
To doseže s predpocesiranjem prekrivnih slogov in predlog komponent. V
tem postopku ogrodje Angular doda vsem elementom predlog in selektorjem
prekrivnih slogov posebne atribute, s katerimi zagotovi enolično identifika-
cijo [40]. Procesirane prekrivne sloge nato pripne v glavo dokumenta. Ne-
kateri brskalniki še vedno ne podpirajo senčnega DOM, zato je emulirana
enkapsulacija tudi privzeti način delovanja ogrodja Angular. V primeru, ko
želimo uporabiti vse funkcionalnosti senčnega DOM, moramo v metapodat-
kih okraska komponente spremeniti način delovanja enkapsulacije. Za spletno
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komponento obrazca smo to naredili na izseku kode 52 z dodajanjem polja







Izsek kode 52: Uporaba senčnega DOM za način enkapsulacije kom-
ponente obrazca.
Enkapsulacija s senčim DOM omogoči, da so vsi prekrivni slogi in predloge
skriti znotraj senčnega gostitelja. Prav tako lahko projekcijo vsebine ogrodja
Angular zamenjamo z režami, ki elemente vstavijo v senčni DOM in jih ne
samo preslikajo.
Ogrodje Angular ponuja tudi način brez enkapsulacije. V tem načinu
dobijo vsi prekrivni slogi, ne glede na mesto nahajanja, globalni doseg, ter
se prav tako, kot pri emuliranem načinu, zapǐsejo v glavo dokumenta.
4.2.3 Izdelava komponente obrazca
Pri izdelavi spletne komponente obrazca, smo kot izhodǐsče vzeli kar kompo-
nento obrazca izdelano z ogrodjem Angular. Za začetek smo v projekt dodali
paket Angular Elements. Dodajanje odvisnosti smo opravili z ukazom prika-
zanim na izseku kode 53.
$ ng add @angular/elements
Izsek kode 53: Dodajanje paketa Angular Elements v projekt.
Ker razvijamo spletno komponento, korenske komponente, ki drži vse po-
glede, ne bomo potrebovali in jo lahko izbrǐsemo. Prav tako jo moramo
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odstraniti iz lastnosti zagona okraska korenskega modula. Ogrodju Angular
povemo, katero komponento želimo spremeniti v element po meri tako, da jo
podamo kot vhodno komponento (angl. entry component) v okrasek koren-
skega modula. Končno nastavitev metapodatkov okraska korenskega modula






Izsek kode 54: Okrasek korenskega modula, pripravljen na izdelavo
spletne komponente obrazca.
V naslednjem koraku, smo na izseku kode 55 v konstruktor korenskega mo-
dula vstavili minimalno in samostojno verzijo ogrodja Angular in v življenjskem
kavlju ngDoBootstrap ustvarili element po meri.
constructor(private injector: Injector) { }
ngDoBootstrap() {
const element = createCustomElement(FormFieldComponent,
{ injector: this.injector });↪→
customElements.define('form-field', element);
}
Izsek kode 55: Ustvarjanje elementa po meri z Angular Elements.
Ker smo spremenili način enkapsulacije na enkapsulacijo s senčnim DOM,
smo morali zamenjati prekrivne sloge s prekrivnimi slogi, ki smo jih uporabili
pri izdelavi obrazca z osnovnimi tehnologijami (glej priloga A, izsek kode 83).
Posledično smo zamenjali tudi projekcijo vsebine ogrodja Angular z režami.
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Pred grajenjem končne verzije smo v datoteko polyfills.ts, kjer se
nahajajo dodatki za stareǰse brskalnike, dodali še dva paketa, ki zagotavljata
podporo elementov po meri v stareǰsih brskalnikih. S tem dodatkom lahko
zaženemo skripto za grajenje končne verzije spletne komponente.
Privzeto delovanje ogrodja Angular je, da imenu vsake izhodne datoteke
pripne razpršeno vrednost, kar poslabša berljivost datotek. Na izseku kode
56 se temu izognemo tako, da skripto za grajenje pokličemo z dodatnim ar-
gumentom, tj. --output-hashing none. Argument pove ogrodju Angular,
naj ne dodaja razpršenih vrednosti v imena izhodnih datotek.
$ ng build --prod --output-hashing none
Izsek kode 56: Ukaz za grajenje končne verzije komponente, brez do-
dajanja razpršenih vrednosti, v Angular.
4.3 LitElement
Orodje LitElement je enostaven razred namenjen za izdelavo hitrih in lah-
kih spletnih komponent [41]. Za izrisovanje senčnega DOM in opravljanje
z lastnostmi in atributi, uporablja predložno knjižnico lit-html. Knjižnica
razširja predlogo HTML in omogoča uporabo predložnih literalov (angl. tem-
plate literals), znotraj katerih lahko uporabimo tudi spremenljivke ali iz-
raze. Orodje LitElement avtomatsko poskrbi za morebitne dodatke senčnega
DOM, kjerkoli ta ni na voljo.
4.3.1 Predloga HTML in prekrivni slogi
Predlogo HTML definiramo v izrisovalni funkciji tako, da jo vstavimo v pre-
dložni literal, pred katerega dodamo posebno značko html. Na izseku kode
57 smo prikazali predložni literal predloge HTML obrazca, ki ga vrača izri-
sovalna funkcija.
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Izsek kode 57: Predložni literal predloge HTML obrazca v LitElement.
Spremenljivke in izraze v predložni literal vstavimo preko sintakse, ki se
začne s simbolom $ in ovija kodo v zavitih oklepajih ({}). Primer izrisa
spremenljivke, ki prikazuje število značk, smo prav tako prikazali na izseku
kode 57. Pri grajenju perfomančnih predlog moramo biti pozorni, da: (i)
v izrisovalni funkciji ne spreminjamo stanja komponente, (ii) posodobitve
izvajamo samo znotraj izrisovalne funkcije in (iii) izrisovalna funkcija vrača
vedno enako predlogo HTML za enake vrednosti spremenljivk.
Prekrivne sloge prav tako definiramo v predložnem literalu, s to spre-
membo, da pred njih postavimo posebno značko css. Nastavimo jih v statični
pridobitelj, imenovan styles. Na izseku kode 58 smo prikazali delček pre-
krivnih slogov, ki se nahaja v statičnem pridobitelju.
static get styles() {
return css`:host { display: block; }`;
}
Izsek kode 58: Delček prekrivnih slogov v predložnem literalu v LitE-
lement.
Iz pridobitelja styles lahko vrnemo samo en predložni literal ali pa poljubno
dolg seznam predložnih literalov. To omogoči kombiniranje, dedovanje in
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deljenje prekrivnih slogov. Znotraj predložnega literala imamo možnost re-
ferenciranja zunanjih prekrivnih slogov. To dosežemo z značko <link>. Pri
tem moramo vedeti, da njihova uporaba poslabša performančnost spletne
komponente.
4.3.2 Okraski lastnosti in vezava dogodkov
Orodje LitElement avtomatsko upravlja z okrašenimi lastnostmi in njihovimi
ustreznimi atributi [42]. Lastnosti okrasimo z okraskom @property, ki mu
moramo nujno nastaviti vsebovan tip. Ta pove orodju LitElement, kateri
pretvarjalnik naj uporabi pri pretvarjanju lastnosti v atribute in obratno.
Če želimo, da se lastnost odraža tudi v atributih, moramo v metapodatkih
okraska nastaviti logično vrednost reflect na resnično. Na izseku kode
59 smo prikazali nastavljanje lastnosti in posledično atributa, ki deluje kot
validator vnosa vnosnega polja.
@property({ type: String, reflect: true }) validator:
string | undefined;↪→
Izsek kode 59: Nastavljanje lastnosti in atributa validacije v LitEle-
ment.
V orodju LitElement se na dogodke prijavimo v kodi z navadnim apli-
kacijskim programskim vmesnikom DOM ali v predložnem literalu predloge
HTML. V predložnem literalu predloge HTML moramo pred dogodek DOM
dodati značko @ ter za imenom dogodka nastaviti obdelovalno funkcijo. Na
izseku kode 60 smo prikazali, kako se prijavimo na dogodek vnosa v pre-
dložnem literalu predloge HTML.
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Izsek kode 60: Prijava na dogodek vnosa v predložnem literalu predloge
HTML v LitElement.
Dogodke oddajamo v kodi preko navadnega aplikacijskega programskega
vmesnika DOM.
4.3.3 Kavlji življenjskega cikla
Poleg štirih vrst kavljev življenjskega cikla standardnih spletnih komponent,
orodje LitElement implementira še par dodatnih kavljev in lastnosti [43],
ki razvijalcem olaǰsajo upravljanje s spletnimi komponentami. Vsakič, ko
uporabimo enega izmed kavljev, moramo najprej poklicati njihovo super
funkcijo, preden lahko izvedemo svojo logiko. Eden izmed bolj uporabnih
kavljev, je kavelj firstUpdated, ki se izvrši samo ob prvemu dodajanju ele-
menta spletne komponente v drevo DOM. Kavelj firstUpdated je idealen za
izvajanje vseh asinhronih enkratnih operacij [43]. V primeru, ko nas zanima
koliko časa komponenta potrebuje za ponovno posodobitev, se moramo po
opravljeni spremembi naročiti na obljubo updateComplete. To lahko storimo
tudi izven spletne komponente, saj orodje LitElement izpostavlja nekatere la-
stnosti kavljev tudi navzven.
4.3.4 Izdelava komponente obrazca
Komponente, izdelane z orodjem LitElement, so zelo podobne navadnim sple-
tnim komponentam. Projekt smo ustvarili s prednastavljenimi akcijami pa-
keta Open Web Component Recommendations z ukazom prikazanim na iz-
seku kode 61.
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$ npm init @open-wc
Izsek kode 61: Ustvarjanje projekta za delo z LitElement.
Ukaz odpre čarovnika, ki nas popelje skozi vrsto vprašanj in na koncu ustvari
projekt z ustrezno konfiguracijo. Pri implementaciji spletne komponente smo
uporabili enake prekrivne sloge, kot pri izdelavi obrazca navadne spletne
komponente.
V postopku priprave spletne komponente za grajenje končne verzije je
veliko ročnega dela. Najprej smo morali kodo TypeScript spletne kompo-
nente prevesti (angl. compile) v kodo JavaScript. To storimo z ukazom,
predstavljenim na izseku kode 62.
$ tsc
Izsek kode 62: Ukaz za prevajanje kode TypeScript v kodo JavaScript.
V naslednjem koraku, v projekt pod razvijalske odvisnosti dodamo modulski
prevajalnik rollup.js, prevajalnik kode JavaScript Babel in dodatke za
podporo elemetov po meri za stareǰse brskalnike. Prevajalnik rollup.js
razrešuje odvisnosti in manǰse delce kode združuje v kompleksneǰsi izhod [44].
Prevajalnik Babel pa skrbi za pretvarjanje noveǰsih verzij kode JavaScript
v verzijo, ki je združljiva s trenutnimi in stareǰsimi brskalniki [45]. Za oba
prevajalnika smo dodali tudi ustrezni standardni konfiguracijski datoteki. V
konfiguracijski datoteki za modulski prevajalnik rollup.js, smo spremenili
vhodno datoteko tako, da kaže na prevedeno datoteko iz prvega koraka. Nato
smo zagnali ukaz, prikazan na izseku kode 63, ki poskrbi za grajenje končne
verzije spletne komponente.
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$ rollup -c
Izsek kode 63: Ukaz za grajenje končne verzijo spletne komponente v
LitElement.
Na koncu smo v izhodno mapo kopirali še dodatke za stareǰse brskalnike
za elemente po meri in s tem zagotovili zagon spletne komponente na veliki
večini brskalnikov. Celoten postopek smo optimizirali tako, da smo pripravili
skripte, ki opisani postopek opravijo avtomatsko.
4.4 Primerjava orodji
V vsakem od opisanih orodij smo implementirali spletno komponento obrazca,
jih primerjali po lastnostih in rezultate prikazali v tabeli 4.1. Preko vseh oro-
dij imamo na voljo podporo za jezik TypeScript, ki pospeši razvoj in izbolǰsa
produktivnost. Prav tako vsa orodja ponujajo predpripravljene teste, hie-
rarhično strukturo projekta in posodabljanje sprememb v živo. Orodja ne
varčujejo s številom končnih datotek, saj tako zagotovijo brskalnikom, da
naložijo samo tiste datoteke, ki jih potrebujejo za prikaz spletne komponente
z morebitnimi dodatki. Iz tega sledi, da večja razpršenost datotek pomeni
bolǰso optimizacijo nalaganja kode.
Najbolj optimizirano orodje je orodje Stencil. Razvijalcem ponuja najlažji
začetek z delom in nizko težavnostno stopnjo, saj je na razpolago obsežna
dokumentacija in dobro definirani primeri uporabe. Z orodjem Stencil smo
zgradili spletno komponento obrazca najmanǰse velikosti z najkraǰsim časom
do prve interaktivnosti. Prav tako ni potrebe po ročnem vstavljanju dodat-
kov za stareǰse brskalnike in pisanju skript po meri, saj za to poskrbi orodje
samo. Poleg tega orodje Stencil omogoča globalno vezavo dogodkov in zmo-
gljiv vmesnik ukazne vrstice (angl. command line interface), ki doprinese k
enostavni postavitvi okvirja (angl. scaffolding).
Iz stalǐsča končnega uporabnika smo orodje LitElement postavili na drugo
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Lastnost Stencil.js Angular Elements LitElement
število končnih datotek 15 datotek 6 datotek 7 datotek
struktura projekta hierarhična hierarhična hierarhična
dokumentacija obsežna 1 stran za orodje obsežna
končna velikost datotek 216 KB 476 KB 569 KB
vezava lastnosti enostranska obojestranska enostranska
začetna neoblikovana vsebina DA DA DA
minimalno število razredov 1 2 1
globalna vezava dogodkov DA DA NE
dodelanost skript dodelano dodelano nedodelano
dodatki za stareǰse brskalnike avtomatski delno avtomatski ročni
testiranje omogočeno omogočeno omogočeno
težavnost učenja lahka težka srednja
podpora jezika TypeScript DA DA DA
postavitev okvirja avtomatska avtomatska ročna
posodabljanje sprememb v živo v živo v živo
čas do interaktivnosti 0,7 sekund 1,4 sekund 0,7 sekund
Tabela 4.1: Primerjava orodij za izdelavo spletnih komponent.
mesto. Kljub pomanjkljivostim za razvijalce, kot so ročna postavitev okvir-
jev, nedodelanost skript za grajenje končne spletne komponente in ročna
vstavitev dodatkov za stareǰse brskalnike, ima spletna komponenta zelo hiter
čas do prve interakcije, kar pa je najbolj pomembno v svetu spleta. Razvi-
jalcem ponuja obsežno dokumentacijo z interaktivnimi primeri uporabe.
Orodje Angular Elements z dvakratnim časom do prve interakcije, pre-
prosto ne more tekmovati z ostalima dvema orodjema. Kljub temu vsebuje
eno bolǰsih lastnosti, ki je drugi dve orodji ne podpirata. Ta lastnost je obo-
jestranska vezava lastnosti, ki razvijalcem, predvsem pri izdelavi obrazcev,
olaǰsa delo. Orodje Angular Elements je zelo priročno za razvijalce, ki so
že razvijali z ogrodjem Angular. Kljub skopi dokumentaciji, omogoča dokaj
enostavno preureditev komponent ogrodja Angular v spletne komponente.
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4.5 Povzetek
Skozi poglavje smo spoznali tri orodja, ki nam olaǰsajo razvoj spletnih kom-
ponent. To so orodja: (i) Stencil, (ii) Angular Elements in (iii) LitElement.
Z vsemi tremi orodji smo izdelali spletno komponento obrazca in zapisali
opažanja. Na koncu smo jih med sabo primerjali in ugotovili, da je Stencil
trenutno najbolj optimizirano orodje. V nadaljevanju smo z orodjem Sten-
cil izdelali knjižnico vzorcev spletnih komponent, ki sestoji iz 11 spletnih
komponent. Knjižnica vzorcev razbremeni delo razvijalcev in jim omogoči le
vstavljanje spletnih komponent v dokument HTML.
Poglavje 5
Izdelava knjižnice vzorcev
V poglavju 4.4 smo dokazali, da je orodje Stencil najbolj primerno za gra-
jenje spletnih komponent. Z njegovo pomočjo smo izdelali knjižnico vzorcev
spletnih komponent imenovano mwcpl1 (angl. Master’s Web Components
Pattern Library). V tem poglavju smo predstavili komponente in uporabo
knjižnice v navadnem dokumentu HTML in v ogrodju Angular.
5.1 Komponente
Knjižnica vzorcev vsebuje 11 spletnih komponent, ki so izbrane z namenom,
da razvijalcem pospešijo razvojni čas. Vsaka komponenta ima eno točno
določeno nalogo. Elemente HTML spletnih komponent smo imensko po-
enotili tako, da vsak element HTML poleg svojega funkcionalnega imena
vsebuje predpono
”
mwcpl-“. Omogočili smo enostavno spreminjanje izgleda
nekaterih lastnosti prekrivnih slogov CSS spletnih komponent s kavlji prekriv-
nih slogov CSS. Kavlje prekrivnih slogov najdemo v dokumentaciji knjižnice
vzorcev za vsako spletno komponente posebej. Izdelane komponente smo
predstavili v naslednjih podpoglavjih.
1https://github.com/zanozbot/mwcpl
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5.1.1 Gumb
Gumbi omogočajo uporabnikom enostavno odločanje o svojih naslednjih ak-
cijah. Spletno komponento gumba vstavimo v dokument HTML z izsekom
kode 64, kjer z atributi določamo njen izgled in tekstovno vsebino.
<mwcpl-button label="Navaden"></mwcpl-button>
Izsek kode 64: Vstavljanje spletne komponente gumba v dokument
HTML.
Atribute, ki jih lahko spreminjamo na spletni komponenti gumba in njihove
opise smo prikazali v tabeli 5.1.
Ime atributa Opis
disabled Posivi gumb in onemogoči njegovo interakcijo.
fullwidth Gumb zavzame celotno ponujeno širino.
label Nastavi besedilo gumba.
loading Na vrh gumba doda indikator nalaganja.
outlined Spremeni gumb v obrobljen gumb.
rounded Spremeni robove v zaobljene robove.
uppercase Spremeni črke besedila gumba v velike črke.
Tabela 5.1: Pregled atributov spletne komponente gumba.
Poleg spreminjanja atributov, lahko preko poimenovanih rež dodamo ikono
na mesto: (i) pred besedilom in/ali (ii) za besedilom. Na sliki 5.1 smo
prikazali izgled navadnega in obrobljenega gumba.
Slika 5.1: Prikaz izgleda navadnega in obrobljenega gumba.
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5.1.2 Pogovorno okno
S pogovornimi okni uporabnikom enostavno prikažemo določene naloge in
izjave, ki jih uporabniki sprejmejo ali zavrnejo. Delujejo tudi kot zadnja
prepreka pred izvedbo destruktivnih akcij (npr. izbris repozitorija GitHub).
Spletno komponento pogovornega okna vstavimo v dokument HTML z izse-
kom kode 65. Skozi poimenovani reži dodamo primarno in/ali sekundarno
akcijo. Vsebino pogovornega okna vstavimo skozi privzeto nepoimenovano
režo.





Izsek kode 65: Vstavljanje spletne komponente pogovornega okna v
dokument HTML.
Brez nastavljanja atributov pogovorno okno ostane skrito. Atribute spletne
komponente pogovornega okna in njihove opise smo prikazali v tabeli 5.2.
Ime atributa Opis
dismissable Omogoči, da klik na potemnjeno ozadje zapre pogovorno okno.
heading Nastavi naslov pogovornega okna.
open Nadzoruje vidljivost pogovornega okna.
Tabela 5.2: Pregled atributov spletne komponente pogovornega okna.
Poleg atributov spletne komponente pogovornega okna, smo implementirali
tudi dodatni atribut, tj. closeDialog. Slednjega nastavimo na akcijski ele-
ment pripeljan skozi režo primarne oziroma sekundarne akcije. Ko uporabnik
pritisne na tak element, se pogovorno okno samodejno zapre. Izgled prepro-
stega pogovornega okna z dodano primarno akcijo smo prikazali na sliki 5.2.
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Slika 5.2: Prikaz izgleda preprostega pogovornega okna.
5.1.3 Lebdeči akcijski gumb
Lebdeči akcijski gumb uporabniku predstavlja hiter dostop do glavne akcije
trenutne (pod)strani. Spletno komponento lebdečega akcijskega gumba v
dokument HTML vstavimo z izsekom kode 66 in ga s prekrivnimi slogi CSS
fiksno postavimo na želeno mesto. V večini primerov je lebdeči akcijski gumb
sestavljen le iz ikone, ki jo vstavimo skozi poimenovano režo.
<mwcpl-fab>
<span slot="icon" class="fas fa-shopping-cart"></span>
</mwcpl-fab>
Izsek kode 66: Vstavljanje spletne komponente lebdečega akcijskega
gumba v dokument HTML.
Implementirali smo tudi pomanǰsano in bolj kompaktno različico lebdečega
akcijskega gumba, ki jo nastavimo z dodajanjem ustreznega atributa. Atri-
buta spletne komponente lebdečega akcijskega gumba in njuna opisa smo
prikazali v tabeli 5.3.
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Ime atributa Opis
label Nastavi besedilo lebdečega akcijskega gumba.
mini Pomanǰsa lebdeči akcijski gumb.
Tabela 5.3: Pregled atributov spletne komponente lebdečega akcijskega
gumba.
Izgled spletne komponente lebdečega akcijskega gumba in njeno pomanǰsano
različico smo prikazali na sliki 5.3.
Slika 5.3: Prikaz izgleda navadnega in pomanǰsanega lebdečega akcijskega
gumba.
5.1.4 Seznam in element seznama
S seznamom dosežemo naštevanje elementov s podobnimi lastnostmi. Upo-
rabnikom olaǰsa skeniranje besedila, saj je pri vsakem elementu prostora
dovolj le za najpomembneǰse lastnosti. Predstavitev seznama smo imple-
mentirali z dvema spletnima komponentama, tj. seznam in element seznama.
Prva služi za pravilno postavitev elementov v seznamu, druga pa za prikaz
vrednosti elementov. Vstavitev seznama v dokument HTML smo prikazali
na izseku kode 67.






Izsek kode 67: Vstavljanje spletne komponente seznama in elementa
seznama v dokument HTML.
Preko nepoimenovane reže lahko v spletno komponento seznama vstavimo:
(i) element seznama, (ii) linijski separator in (iii) besedilni separator. Se-
znam se v svojem privzetem delovanju ne odziva na kazalec (angl. cursor)
in njegove pritiske. Uporabnǐsko interakcijo omogočimo z dodajanjem ustre-
znega atributa na spletno komponento seznama. Atribut in njegov opis smo
prikazali v tabeli 5.4.
Ime atributa Opis
clickable Omogoči uporabnǐsko interakcijo z seznamom.
Tabela 5.4: Pregled atributa spletne komponente seznama.
Spletna komponenta elementa seznama nam omogoča le vstavljanje elemen-
tov skozi dve poimenovani reži. Skoznje lahko vstavimo ikono: (i) pred
besedilo in/ali (ii) za besedilo. Izgled seznama z linijskimi separatorji smo
prikazali na sliki 5.4.
5.1.5 Obrazec vnosnega polja
Obrazci vnosnega polja omogočajo uporabnikom vnašanje in popravljanje
besedila za določeno lastnost z morebitnimi namigi. S spletno komponento
obrazca vnosnega polja, smo implementirali ovojnico za elementa HTML
<input> in <textarea></textarea>, ki ju vstavimo skozi poimenovano režo
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Slika 5.4: Prikaz izgleda seznama z linijskimi separatorji.
za vnosno polje. Skozi dodatni dve poimenovani reži lahko vstavimo še ikono
in namig vnosnega polja. Spletno komponento obrazca vnosnega polja vsta-
vimo v dokument HTML z izsekom kode 68.
<mwcpl-form-field label="Vnosno polje">
<input slot="input" type="text" placeholder="Vnesi
besedilo">↪→
</mwcpl-form-field>
Izsek kode 68: Vstavljanje spletne komponente obrazca vnosnega polja
v dokument HTML.
Spletna komponenta obrazca vnosnega polja sprejme dva atributa, ki določata
njen izris. Atributa in njuna opisa smo prikazali v tabeli 5.5.
Ime atributa Opis
fullwidth Obrazec vnosnega polja zavzame celotno ponujeno širino.
label Nastavi besedilo labele obrazca vnosnega polja.
Tabela 5.5: Pregled atributa spletne komponente obrazca vnosnega polja.
Izgled spletne komponente obrazca vnosnega polja smo prikazali na sliki 5.5.
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Slika 5.5: Prikaz izgleda obrazca vnosnega polja z vstavljeno ikono.
5.1.6 Navigacija in element navigacije
Navigacija nudi uporabniku enostavno dostopanje do različnih notranjih po-
vezav spletne aplikacije. Njeno implementacijo smo razdelili na dve spletni
komponenti. Prva skrbi za pravilno postavitev elementov in razširjanje na-
vigacijskega menija, druga pa je zadolžena za predstavitev končne povezave.
Vstavitev navigacije v dokument HTML smo prikazali na izseku kode 69.
<mwcpl-navbar>
<mwcpl-navbar-item label="Element navigacije 1" href="#">
<span slot="icon" class="fas fa-dot-circle"></span>
</mwcpl-navbar-item>
<mwcpl-navbar-item label="Element navigacije 2" href="#">
<span slot="icon" class="fas fa-dot-circle"></span>
</mwcpl-navbar-item>
<mwcpl-navbar-item label="Element navigacije 3" href="#">
<span slot="icon" class="fas fa-dot-circle"></span>
</mwcpl-navbar-item>
</mwcpl-navbar>
Izsek kode 69: Vstavljanje spletne komponente navigacije in elementa
navigacije v dokument HTML.
Na spletno komponento navigacije lahko dodamo atribut, ki spremeni njeno
pozicijo v fiksno. Pri tem je pomembno, da sledimo navodilom zapisanim v
dokumentaciji in ustrezno zamaknemo levi in spodnji rob vsebine dokumenta
HTML. Atribut in njegov opis smo prikazali v tabeli 5.6.
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Ime atributa Opis
fixed Spremeni pozicijo navigacije v fiksno.
Tabela 5.6: Pregled atributa spletne komponente navigacije.
Spletna komponenta elementa navigacije omogoča več prilagoditev. Po-
membno je, da skozi poimenovano režo vstavimo ikono, ki predstavlja končno
povezavo, drugače uporabnik v strnjeni obliki ne bo vedel, za katero povezavo
gre. Atribute in opise spletne komponente elementa navigacije smo prikazali
v tabeli 5.7.
Ime atributa Opis
active Obarva vsebino elementa navigacije in njegovo ozadje.
header Poveča velikost pisave elementa navigacije in jo odebeli.
href Nastavi povezavo elementa navigacije.
iconless Odstrani ikono v primeru, da je dodan header atribut.
label Nastavi besedilo elementa navigacije.
open Razširi element navigacije.
spacer Potisne element navigacije na dno navigacije.
Tabela 5.7: Pregled atributov spletne komponente elementa navigacije.
Izgled strnjene in razširjene nefiksne oblike navigacije smo prikazali na sliki
5.6.
Slika 5.6: Prikaz izgleda strnjene in razširjene oblike navigacije.
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5.1.7 Obvestilo
Obvestila uporabnike na poljubnem mestu obvestijo o procesih, ki se izvajajo




Izsek kode 70: Vstavljanje spletne komponente obvestila v dokument
HTML.
Spletna komponenta obvestila izpostavi dve reži, skozi kateri lahko vstavimo
ikono in akcijski element. Podobno, kot pri spletni komponenti pogovornega
okna, smo tudi pri spletni komponenti obvestila implementirali poseben atri-
but, ki ga dodamo na vstavljeni akcijski element. Omenjen atribut poskrbi,
da se obvestilo ob kliku na tak element samodejno zapre. Obvestilo je v
privzetem načinu skrito. Njegovo vidljivost spreminjamo z nastavljanjem
ustreznega atributa. Atributa in njuna opisa smo prikazali v tabeli 5.8.
Ime atributa Opis
label Nastavi besedilo obvestila.
show Nadzoruje vidljivost obvestila.
Tabela 5.8: Pregled atributov spletne komponente obvestila.
Izgled obvestila z vstavljeno ikono smo prikazali na sliki 5.7.
Slika 5.7: Prikaz izgleda obvestila z ikono.
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5.1.8 Drevesni pogled in element drevesnega pogleda
Drevesni pogled uporabnikom omogoča enostavno navigiranje po hierarhični
strukturi informacij. Vsak element drevesnega pogleda lahko vsebuje n pode-
lementov. S klikom na nadrejeni element preklapljamo vidljivost podelemen-
tov. Implementacijo drevesnega pogleda smo dosegli z razvojem dveh sple-
tnih komponent. Prva skrbi za pravilno postavitev elementov drevesnega
pogleda, druga pa za predstavitev elementa drevesnega pogleda. Spletna
komponenta drevesnega pogleda vsebuje privzeto režo, skozi katero vstavimo
spletne komponente elementa drevesnega pogleda. Vstavitev drevesnega po-
gleda v dokument HTML smo prikazali na izseku kode 71.
<mwcpl-tree-view>
<mwcpl-tree-view-item label="Element nivoja 1">






Izsek kode 71: Vstavljanje spletne komponente drevesnega pogleda in
elementa drevesnega pogleda v dokument HTML.
Atribute lahko nastavljamo samo na spletni komponenti elementa drevesnega
pogleda. Te smo skupaj z opisi predstavili v tabeli 5.9.
Ime atributa Opis
label Nastavi besedilo elementa drevesnega pogleda.
open Nadzoruje vidljivost podelementov elementa drevesnega pogleda.
Tabela 5.9: Pregled atributov spletne komponente elementa drevesnega
pogleda.
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Hierarhičnost drevesnega pogleda gradimo tako, da v spletno komponento
elementa drevesnega pogleda preko privzete reže vstavimo n (n ≥ 0) spletnih
komponent elementa drevesnega pogleda. Izgled tronivojskega drevesnega
pogleda smo prikazali na sliki 5.8.
Slika 5.8: Prikaz izgleda drevesnega pogleda.
5.2 Uporaba v navadnem dokumentu HTML
Razvijalcem smo omogočili čim hitreǰsi in enostavneǰsi razvoj s knjižnico
vzorcev tako, da smo jo naložili v največji odportokodni register programske
opreme [46], ki se imenuje npm.
Pred uporabo knjižnice vzorcev moramo ustvariti novo mapo, se v njo
premakniti in inicializirati nov projekt npm. To storimo z ukazi prikazanimi




Izsek kode 72: Inicializacija projekta npm.
Ko zaključimo vse korake inicializacijskega čarovnika, z ukazom prikazanim
na izseku kode 73 z registra npm prenesemo zadnjo različico knjižnice vzor-
cev.
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$ npm install mwcpl
Izsek kode 73: Prenos knjižnice vzorcev.
V mapi ustvarimo nov dokument HTML. V glavo novo ustvarjenega doku-
menta dodamo: (i) avtomatski zaganjalec (angl. starter) knjižnice vzorcev,
(ii) pisavo Roboto in (iii) pisavo FontAwesome. Zaganjalec knjižnice vzorcev
poskrbi, da se na odjemalca prenesejo samo tiste komponente, ki so upora-
bljene in prikazane na spletni strani [47]. Takemu načinu nalaganja pravimo
leno nalaganje (angl. lazy loading). Njegova ključna lastnost je, da zmanǰsa
pasovno širino odjemalca in s tem pospeši delovanje aplikacije. Pisavo Fon-
tAwesome lahko izpustimo v primeru, ko spletnih komponent ne mislimo
obogatiti z ikonami. Izgled glave dokumenta HTML po vstavitvi opisanih









Izsek kode 74: Priprava glave dokumenta HTML za uporabo knjižnice
vzorcev.
Po vstavitvi omenjenih elementov je knjižnica vzorcev pripravljena za upo-
rabo. Izberemo si eno spletno komponento in jo vstavimo v telo doku-
menta HTML. Na izseku kode 75 smo prikazali vstavitev spletne komponente
gumba.




Izsek kode 75: Vstavitev spletne komponente v navaden dokument
HTML.
Vse implementirane spletne komponente lahko, tako kot navadne elemente
HTML, nadzorujemo z uporabo kode JavaScript. Primer dodajanje po-
slušalca dogodkov na vstavljeno spletno komponento gumba iz izseka kode
75 smo prikazali na izseku kode 76.
const mwcplButton = document.querySelector("mwcpl-button");
mwcplButton.addEventListener("click", () => {...});
Izsek kode 76: Dodajanje poslušalca dogodkov na vstavljeno spletno
komponento.
Spletno stran z vstavljenimi spletnimi komponentami lokalno gostimo s pomočjo
strežnika, ki zna razreševati knjižnice naložene preko registra npm. Eden iz-
med takih strežnikov je strežnik http-server, ki ga naložimo znotraj projekta
in zaženemo z ukazoma prikazanima na izseku kode 77.
$ npm install http-server
$ .\node_modules\.bin\http-server .
Izsek kode 77: Prenos strežnika http-server in gostovanje spletnih kom-
ponent.
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5.3 Uporaba v ogrodju Angular
Postopek uporabe knjižnice vzorcev v ogrodju Angular je precej podoben po-
stopku, ki smo ga opisali v preǰsnjem poglavju. Najprej moramo v projektu
ogrodja Angular preko registra npm naložiti knjižnico vzorcev. To storimo
z ukazom, prikazanim na izseku kode 73. V naslednjem koraku dodamo v
okrasek vsakega modula, kjer uporabljamo spletne komponente, shemo ele-
mentov po meri. Shema elementov po meri prepreči javljanje napak prevajal-
nika HTML ogrodja Angular [48]. Razširitev privzete konfiguracije okraska








Izsek kode 78: Razširitev okraska korenskega modula s shemo elemen-
tov po meri.
Zbirka spletnih komponent zgrajena s pomočjo orodja Stencil vsebuje glavno
funkcijo, ki poskrbi za pravilno nalaganje spletnih komponent iz zbirke [48].
To funkcijo moramo poklicati v procesu zagona aplikacije Angular. Najbolj
priročno mesto za klic te funkcije je na koncu zagonske datoteke main.ts. Na
izseku kode 79 smo uvozili nalagalno funkcijo in njen klic opravili na koncu
zagonske datoteke main.ts.
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import { defineCustomElements } from 'mwcpl/loader';
...
defineCustomElements();
Izsek kode 79: Uvoz in klic nalagalca spletnih komponent orodja Sten-
cil.
V primeru, ko želimo znotraj projekta Angular omogočiti podporo elementov
po meri za stareǰse brskalnike, moramo nalagalno funkcijo oviti v dodatno
funkcijo, ki naloži vse potrebne dodatke za stareǰse brskalnike. Uvoz in upo-
rabo omenjene funkcije smo prikazali na izseku kode 80.






Izsek kode 80: Uvoz in uporaba funkcije orodja Stencil za nalaganje
dodatkov za stareǰse brskalnike.
V zadnjem koraku v glavo datoteke index.html pripǐsemo še povezavi za
pisavi Roboto in FontAwesome. Sedaj imamo pripravljeno vse, kar potrebu-
jemo da spletne komponente knjižnice vzorcev uporabimo v ogrodju Angular.
Dodamo jih na enak način kot ostale elemente HTML. Prav tako lahko na
njih vežemo dogodke in lastnosti, ki jih spletne komponente izpostavljajo
z atributi. Na izseku kode 81 smo prikazali vezavo lastnosti, ki spreminja




Izsek kode 81: Vezava lasnosti in dogodka na spletni komponenti
gumba v Angular.
5.4 Povzetek
V poglavju smo z orodjem Stencil izdelali knjižnico vzorcev spletnih kom-
ponent mwcpl. Knjižnico vzorcev sestavlja 11 spletnih komponent. Vsako
izmed njih smo na kratko opisali, prikazali njeno uporabo in zapisali vse
možne nastavitve atributov. Pokazali smo tudi uporabo knjižnice vzorcev
v navadnem dokumentu HTML in v ogrodju Angular. V nadaljevanju smo
zapisali glavne prednosti in pomanjkljivosti spletnih komponent ter primer-
jali različne konfiguracije izdelane knjižnice vzorcev spletnih komponent in
ogrodja Angular.
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Poglavje 6
Rezultati
V postopku implementacije knjižnice vzorcev in med njeno uporabo smo
ugotovili, da s spletnimi komponentami bistveno pospešimo razvoj večjih
aplikacij in podjetjem ali posameznikom zmanǰsamo stroške razvoja. Ena iz-
med ključnih lastnosti spletnih komponent je njihova interoperabilnost med
ogrodji. To pomeni, da izdelana knjižnica vzorcev spletnih komponent mwcpl
ni vezana na uporabo v določenem ogrodju, temveč jo lahko uporabimo v po-
ljubnem ogrodju, ki za svoje delovanje uporablja kodo JavaScript ali značke
HTML. V trenutku, ko knjižnica vzorcev postane tudi del celostne grafične
podobe — CGP podjetja, delo razvijalcev postane lažje in ceneǰse. Gra-
jenje komponent od začetka ni več potrebno, saj interoperabilnost spletnih
komponent poskrbi, da je naloga razvijalcev le še sestavljanje ponujenih gra-
dnikov. S takim načinom razvijanja ne pridobimo le na hitrosti, temveč tudi
zmanǰsamo število napak, do katerih bi prihajalo pri razvoju rešitev po meri.
Število napak zmanǰsamo tudi na področju vzdrževanja. Knjižnice vzorcev
imajo to dobro lastnost, da je vsaka spletna komponenta svoja zaključena
enkapsulirana celota. To pomeni, da lahko jasno določimo skrbnika spletne
komponente, ki je zadolžen za njen razvoj in posodobitve. Preǰsnje posoda-
bljanje gradnikov v vseh projektih nadomesti enkratna posodobitev spletne
komponente, ki je z novo verzijo na voljo prek vseh projektov, v katerih se
nahaja.
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Spletne komponente, in s tem tudi knjižnica vzorcev spletnih komponent
mwcpl, se od ogrodij razlikuje po tem, da moramo za integracije, kot so navi-
gacija, globalno upravljanje s sejo itd. in za ostale morebitne predpripravljene
vzorce (angl. boiler plate) poskrbeti sami. Razlikujejo se tudi po tem, da je
proces učenja uporabe knjižnic vzorcev spletnih komponent mnogo lažji od
procesa učenja novega ogrodja (npr. ogrodja Angular). Dodelane knjižnice
vzorcev imajo napisano dobro dokumentacijo za vsako spletno komponento
posebej. S tem lahko pri razvijalcih nadomestimo čas, ki ga potrebujejo za
učenje delovanja (novega) ogrodja, z efektivnim časom, ki ga porabijo za
implementacijo izbrane spletne komponente.
Hitrost je eden izmed glavnih faktorjev, po katerem stranke ocenjujejo
uporabnǐsko izkušnjo (angl. user experience) obiskanih spletnih strani. Sple-
tne aplikacije, ki za svoje nalaganje potrebujejo 3 sekunde ali več, izgubijo
do 53 % obiskovalcev [49]. Odstotek izgube pa se povečuje z vsako dodatno
sekundo uporabnikovega čakanja. S tem namenom, smo preverili čase do in-
teraktivnosti z različnimi konfiguraciji knjižnice vzorcev spletnih komponent
mwcpl in ogrodja Angular. Poskus smo izvedli z orodjem Lighthouse. Vsako
konfiguracijo smo v omenjenem orodju zagnali desetkrat ter povprečili rezul-
tate. Rezultate poskusa smo prikazali v tabeli 6.1. Na prvem mestu najdemo
ogrodje Angular z 0,6 sekundami do interaktivnosti. Do te številke smo prǐsli
z zagonom privzete postavitve ogrodja Angular, ki vsebuje samo en korenski
modul in eno korensko komponento. Slednja ima v predlogi HTML dodan
le en odstavek. Za desetinko sekunde počasneǰsa je naša izdelana knjižnica
vzorcev spletnih komponent mwcpl, kar je še vedno zelo hitro glede na to,
da smo jo testirali z njeno popolno postavitvijo. Popolna postavitev pomeni,
da smo v dokument HTML vstavili vse izdelane spletne komponente, dodali
ustrezne pisave in ikone.
Že v samem začetku smo postavili hipotezo, da spletne komponente zelo
dobro sobivajo z modernimi ogrodji. S tabelo 6.1 pa smo to tudi dokazali.
Ugotovili smo, da je čas do interaktivnosti popolne postavitve knjižnice vzor-
cev spletnih komponent mwcpl znotraj ogrodja Angular manǰsi od zagona
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Konfiguracija Čas do interaktivnosti
ogrodje Angular 0,6 sekund
mwcpl 0,7 sekund
ogrodje Angular + mwcpl 1,4 sekunde
ogrodje Angular + privzeta komponenta 1,7 sekund
Tabela 6.1: Pregled časov do interaktivnosti različnih konfiguracij.
ogrodja Angular s komponento izdelano v ogrodju Angular. Za zadnji rezul-
tat smo uporabili komponento obrazca, ki smo jo z ogrodjem Angular izdelali
v poglavju 3.
Naj omenimo še to, da je izbiranje imen spletnih komponent knjižnice
vzorcev zelo pomembno. Register elementov po meri je globalni objekt, ki
lahko hrani le eno ime za vsako spletno komponento. V nasprotnem pri-
meru javi napako, da se spletna komponenta s takšnim imenom že nahaja
v registru. Pri uporabi več knjižnic vzorcev s podobnimi elementi in slabo
izbranimi imeni lahko pride do trka. Zato je generično poimenovanje, kot
npr.
”
form-field“, smiselno samo v primeru, ko dodamo predpono z imenom
knjižnice vzorcev, kot npr.
”
mwcpl-form-field“.
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Poglavje 7
Zaključek
V magistrskem delu smo podrobno pregledali področje spletnih komponent.
Natančno smo opisali standard Web Components in njegove pripadajoče spe-
cifikacije. Pokazali smo, da s spletnimi komponentami pridobimo: (i) popolno
enkapsulacijo strukture in prekrivnih slogov CSS, (ii) ponovno uporabo, (iii)
podporo za delovanje v vseh moderneǰsih brskalnikih in (iv) interoperabil-
nost med ogrodji. Spletne komponente smo primerjali z dobro uveljavljenim
ogrodjem Angular. Opisali smo njegove glavne gradnike in v njem izdelali
domorodno komponento, ki je služila za primerjavo skozi celotno nalogo.
Poiskali smo orodja, ki olaǰsajo izdelavo spletnih komponent. Orodja smo
opisali, z vsakim od njih izdelali spletno komponento in jih med sabo primer-
jali. Najobetavneǰse orodje smo uporabili za razvoj knjižnice vzorcev spletnih
komponent mwcpl. Znotraj knjižnice vzorcev spletnih komponent, smo im-
plementirali 11 spletnih komponent, ki razvijalcem poenostavijo razvoj sple-
tnih rešitev. Uporabo knjižnice vzorcev in vsake spletne komponente posebej
smo zapisali v dokumentaciji. Z namenom, da bomo razvijalcem omogočiti
čim enostavneǰsi začetek uporabe, smo knjižnico vzorcev naložili v register
npm in opisali, kako uporabiti knjižnico vzorcev v navadnem dokumentu
HTML in ogrodju Angular.
Med izdelavo magistrskega dela smo pridobili nova znanja na področju
izdelave spletnih komponent in združevanja spletnih komponent z ostalimi
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ogrodji. Naučili smo se, da zaradi njihovih lastnosti uporaba spletnih kom-
ponent v spletnih aplikacijah hitro narašča. S primerjanjem spletnih kom-
ponent z ogrodjem Angular smo ugotovili, da lahko marsikatero aplikacijo
realiziramo brez uporabe težavnih ogrodij in tako prihranimo čas, ki bi ga
sicer zapravili za učenje. Pokazali smo, da je čas do interaktivnosti izde-
lane knjižnice vzorcev spletnih komponent v navadnem dokumentu HTLM,
kot tudi znotraj ogrodja Angular, manǰsi od časa do interaktivnosti ogrodja
Angular z implementirano domorodno komponento. Iz tega sledi, da četudi
uporabimo ogrodja, ki omogočajo enostavne integracije s tretjerazrednimi
knjižnicami, ne smemo zanemariti uporabe spletnih komponent, kajti te iz-
redno dobro sobivajo znotraj ogrodij.
7.1 Nadaljnje delo
Z namenom izdelave čimbolj dodelane knjižnice vzorcev, bomo spremljali
število prenosov knjižnice vzorcev mwcpl in dodajali spletne komponente,
ki jih bodo razvijalci potrebovali ali zahtevali.
Dodatek A
Spletna komponenta obrazca















// Vedno moramo poklicati super() znotraj konstruktorja
super();
// Pridobivanje predloge HTML
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let template =
document.getElementById('form-field-template');↪→
let templateContent = template.content;
let clone = templateContent.cloneNode(true);
// Dodajanje elementov v kodi
let span = document.createElement('span');
span.setAttribute('id', 'subscript');
span.textContent = 'Stevilo znack: 0';
clone.querySelector('.form-field-wrapper').appendChild(span c
);↪→
// Nastavljanje sencnega DOM
const shadowRoot = this.attachShadow({ mode: 'open' });
shadowRoot.appendChild(clone);
// Pridobivanje reference na vnosno polje
let input = shadowRoot.querySelector('slot[name="input"]'). c
assignedElements()[0];↪→
// V primeru, da je uporabnik dodal vnosno polje nanj
dodamo poslusalca vnosa↪→















attributeChangedCallback(attributeName, oldValue, newValue) {
































outline: red auto 1px;
}
:host([validator="pass"]) ::slotted(:not(label)) {

























<label slot="label">Ime in priimek</label>
<input slot="input" placeholder="Vnesi ime in priimek">
</form-field>
<script>




Izsek kode 83: Predloga spletne komponente in njena uporaba v do-
kumentu HTML.



















Izsek kode 84: Koda komponente obrazca v Angular.
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#subscript, :host ::ng-deep #label {
font-size: 0.75rem;
}
:host[validator="fail"] ::ng-deep #input {
outline: red auto 1px;
}
:host[validator="pass"] ::ng-deep #input {
outline: green auto 1px;
}
:host ::ng-deep #label,











<span id="subscript">Stevilo znack: {{ length }}</span>
</div>
Izsek kode 86: Predloga komponente obrazca v Angular.
<form-field color>
<label id="label">Ime in priimek</label>
<input id="input" placeholder="Vnesi ime in priimek">
</form-field>
Izsek kode 87: Uporaba komponente obrazca v Angular.
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