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Seznam uporabljenih simbolov 
 
Veličina / oznaka Enota 
Ime Simbol Ime Simbol 
Čas t Sekunda s 
Frekvenca f Hertz Hz 
Napetost U Volt V 






Daljinsko vodene naprave, kot so avtomobilčki, ladjice, letala in 
droni, dandanes postajajo vedno bolj priljubljeni tako na zabavnem 
področju kot tudi v profesionalnem okolju. Vsaka naprava nižjega 
cenovnega razreda ima priložen velik in neroden upravljalnik, ki ima le 
omejen spekter funkcionalnosti. 
Pametni mobilni telefoni so zaradi svoje razširjenosti priročen 
nadomestek za upravljanje s tovrstnimi igračami, saj že v svoji osnovi 
ponujajo okolje za razvoj intuitivnega in enostavnega uporabniškega 
vmesnika. 
V magistrskem delu je bil načrtovan in zgrajen avtomobilček, ki je 
preprosto vodljiv z mobilnim telefonom z operacijskim sistemom Android. 
Aplikacija je enostaven uporabniški vmesnik za kontrolo vožnje, ki se 
preko brezžičnega omrežja poveže na priljubljeno platformo Raspberry Pi. 
Ta dokument opisuje postopke načrtovanja, rezultate in dodane 
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Devices controlled remotely, such as cars, boats, planes, and drones 
are becoming increasingly popular in both the professional sector and as 
a hobby. Low-end devices come with remote controllers that are normally 
immense, unwieldy, and only offer basic functions to its end-user. 
Due to their prevalence, smartphones offer simple and convenient 
substitutions for remote controllers and provide a framework for new, 
intuitive user interfaces.  
For the present thesis, a toy car that can be controlled by an 
Android smartphone was built. The Android application that uses a 
wireless network to connect to a Raspberry Pi platform has been 
developed specifically for this purpose. 
The present paper presents the process of planning and designing 
the remote control adaptation, reports the results, and offers suggestions 










1  Uvod 
Otroške igrače na daljinsko vodenje so bile priljubljene že pred 
mnogimi leti in tako je še danes. Tehnologija je v preteklem času 
napredovala in povsem naravno je, da se v sodobnem času uporabijo 
novejše stvari. 
Pred nekaj leti je bil star daljinsko vodeni avtomobilček predelan in 
nadgrajen z novimi tehnologijami. Projekt je zavzemal zamenjavo 
daljinskega upravljalnika z mobilnim telefonom ter dodajanje 
funkcionalnosti prenosa žive slike in drugih drobnih dodatkov. Leta 2013 
je bil v okviru Elektrotehniške in računalniške konference ERK 2013 na to 
temo objavljen tudi članek [1]. Poleg avtorjev članka, Jožeta Košmerla in 
Aleša Celarja, je pri prvotni izdelavi sodeloval tudi Jože Ajdišek. 
Glavni cilj tega magistrskega dela je ponovno sestaviti delujoč 
avtomobilček, ki ohrani vse svoje prvotne funkcije. To pomeni, da mora 
biti v končni obliki uporabnik zmožen igračo krmiliti v vseh osmih 
smereh. Pri tem mora povezava z upravljalnikom ostati brezžična, prav 
tako se mora ohraniti mobilnost vozila. 
V preteklosti se je igrača izkazala za nesigurno v stabilnosti in 
dostopno za optimizacijo. V magistrskem delu se težave odpravijo, 
komponente posodobijo, delovanje optimizira, doda še kakšne funkcije in 
seveda na koncu zadostno dokumentira. 
1.1  Funkcije starega projekta 
V okviru prvotnega projekta je bilo delo v grobem razdeljeno na tri 
področja. To so pisanje aplikacije za mobilni telefon z operacijskim 
sistemom Android, programiranje mikrokrmilnika Raspberry Pi in izdelava 
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potrebnih strojnih komponent, kot sta krmilno vezje in pogon. Tabela 1.1 
opisuje funkcionalnosti avtomobilčka v prvotni izvedbi. 
 
Funkcija Opomba 
Krmiljenje s pametnim 
telefonom 
Možno preko Joysticka ali nagiba 
Prenos slike 
Logitech C270 USB spletna kamera, 3 
fps, resolucija 320 x 240 
Smerniki Štiri luči, ločena leva in desna stran 
Predvajanje zvoka 
Zunanji prenosni zvočnik, priključen na 
standarden 3,5 mm avdio izhod 
Krmiljenje motorjev Preko krmilnega vezja 
PWM Ročno programiran na sprednjih kolesih 
Brezžična povezava 
Z Edimax USB Wi-Fi kartico, povezano 
na Raspberry Pi 
Tabela 1.1: Seznam funkcij pri prvotni izvedbi [1] 
 
Ker stare verzije avtomobilčka ni bilo mogoče razširiti, se je v 
tokratni verziji uporabil le majhen delež obstoječih komponent in 
programske kode. Osnova (ohišje, pogonska motorja, luči, način 
brezžične povezave) in protokol pošiljanja ukazov (UDP povezava) sta 
ostala enaka. Android aplikacija je bila ponovno sestavljena s pomočjo 
prosto dostopnih knjižnic, ki so bile uporabljene že v prvotni zasnovi. 
Krmilno vezje in vse fizične povezave so bile zavržene in nadomeščene z 
novim razširitvenim vezjem, ki omogoča tudi priklop dodatnih senzorjev. 
Programska koda je z izjemo dela, ki se nanaša na prenos UDP (ang. 
User Datagram Protocol) segmentov in koncepta odločitvene logike za 
določanje smeri, napisana povsem na novo. 
Nova verzija obsega funkcije, napisane v poglavju 4. 
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2  Uporabljene komponente 
Za izvedbo magistrskega dela so uporabljene različne komponente, 
ki se bodisi povezujejo v večje elemente bodisi delujejo samostojno. Na 
koncu skupaj predstavljajo delujočo celoto. Opis vsake posamezne 
komponente sledi v nadaljevanju. 
2.1  Daljinsko vodeni avtomobilček - igrača 
Kot osnova je bila uporabljena stara igrača, avtomobilček na 
daljinsko vodenje. Avto je bil v začetnem stanju delujoč in je imel 
možnost krmiljenja na frekvenci 27 MHz s pomočjo priloženega 
upravljalnika. Vseboval je plastično ohišje, štiri kolesa, dva DC krtačna 
motorja, anteno za sprejem ter vezje za obdelavo signala in krmiljenje 
motorjev. Avto se je napajal s šestimi AA baterijami, napetosti 1,5 V. 
Igrača je bila tako stara, da se komponent ni več dalo določiti. 
Avtomobilček je prikazan na sliki 2.1. 
 
Slika 2.1: Stara igrača, avtomobilček na daljinsko vodenje 
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Avtomobilček je bil razstavljen, za magistrsko delo so bili 
uporabljeni ohišje in oba krtačna motorčka. 
2.2  Raspberry Pi 
Raspberry Pi (RPi) je integrirani mikrokrmilnik, razvit za namene 
zagotavljanja cenovno dostopnejše platforme za učenje programiranja. V 
tem magistrskem delu je uporabljena prva različica Raspberry Pi 1, model 
B [2]. Slika 2.2 prikazuje Raspberry Pi ploščo, v tabeli 2.1 pa so zapisane 
njene specifikacije.  
 
Slika 2.2:  Uporabljeni Raspberry Pi 1 Model B z Wi-Fi in SD karticama 
Specifikacija Vrednost, opis 
Datum izdaje April–junij 2012 
Okvirna cena 35 USD 
SoC Broadcom BCM2835 
CPE 700 MHz enojedrni ARM1176JZF-S 
Spomin (SDRAM) 256 MB 
USB 2.0 2 priključka 
Video vhod 15-pinski MIPI kamera priključek 
Video izhod HDMI (verzija 1.3 in 1.4) 
2.3  Brezžični internetni adapter 5 
 
Avdio izhod Digitalni preko HDMI, analogni preko 3,5 
standardnega jack priključka 
Zunanji spomin Priključek za SD spominske kartice 
Mrežna povezljivost 10/100 Mbit/s Ethernet 
Periferna povezljivost Splošni vhodno-izhodni priključki (ang. GPIO), 
vključujejo osem programirljivih pinov, vodila 
UART, I2C, SPI ter 3,3 V napetost, 5V napetost in 
ozemljitev. 
Nazivna moč 5 V, 500 mA, 3,3 W 
Vir napajanja 5V preko microUSB priključka 
Velikost Dolžina 85,60 mm, širina 56,5 mm 
Teža 45 g 
Tabela 2.1:  Specifikacije Raspberry Pi model B ver. 1 platforme [3] 
 
Blok shema na sliki 3.10 prikazuje komponente, ki jih razvijalska 
platforma vsebuje. Z debelo obrobo so označene tiste, ki so uporabljene 
v izvedbi končne naprave. 
2.3  Brezžični internetni adapter 
Vzpostavitev brezžične povezave zagotavlja modul Edimax EW-
7811Un, ki omogoča prenosne hitrosti do 150 Mbps (slika 2.3). Deluje po 
brezžičnem standardu 11n in se na naprave poveže preko USB priklopa.  
 
Slika 2.3:  Brezžična USB Wi-Fi kartica Edimax EW-7811Un 
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2.4  Modul s kamero za Raspberry Pi 
Raspberry Pi Foundation je izdala posebno integrirano kamero, 
posebej namenjeno priklopu na Raspberry Pi platformo. Kamera 
uporablja senzor OmniVision OV5647 CMOS QSXGA s 5 megapiksli in je 
zmožna prenašati sliko v kvaliteti 1080p s 30 slikami v sekundi. 
Uporablja kodek H.264 [4]. Prikazana je na sliki 2.4. 
 
Slika 2.4:  Modul s kamero za Raspberry Pi 
2.5  Spominska kartica 
Kot zunanji pomnilnik je uporabljena standardna SDHC spominska 
kartica velikosti 16 GB, proizvajalca SanDisk (slika 2.5). 
 
Slika 2.5:  Spominska kartica 
2.6  Pretvornik enosmerne napetosti 
Napetostni regulator na principu stikala UBEC (ang. Universal 
Battery Elimination Circuit) je samostojni element, ki pretvarja vhodnih 6 
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V do 23 V na izhodnih 5 V z več kot 80 % izkoristkom. Zmore pretakati 
konstanten tok 3 A in najvišji kratek tok 5 A. Pogosto se uporablja pri 
modelih igrač na daljinsko vodenje, kot so na primer letala, ladje in 
avtomobilčki [5]. Prikazan je na sliki 2.6. 
 
Slika 2.6:  Pretvornik enosmerne napetosti UBEC 
2.7  Piskač 
Modul z aktivnim piskačem (slika 2.7). Samostojno piska ob priklopu 
na visoki logični signal 3,3 V ali 5 V. Deluje na priključni napetosti 3,3 V 
do 5 V. Velikost je 3,2 cm x 1,3 cm. 
 
Slika 2.7:  Modul z aktivnim piskačem 
2.8  Ultrazvočni senzor 
Modul HC-SR04 z ultrazvočnim senzorjem za merjenje razdalje od 2 
cm do 4 m z natančnostjo do 3 mm (slika 2.8). 
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Modul se vzbuja z vhodnim signalom 3,3 V dolžine 10 µs. Po 
vzbujanju se avtomatsko odda osem pulzov s frekvenco 40 kHz in čaka 
na odbiti signal. Dolžina izhodnega signala je sorazmerna oddaljenosti 
ovire od senzorja. Velikost modula je 45 mm x 20 mm x 15 mm. [6] 
 
Slika 2.8:  Ultrazvočni senzor HC-SR04 
2.9  Infrardeči senzor 
Modul z infrardečim senzorjem za merjenje razdalje od 2 cm do 30 
cm (slika 2.9). Ob zaznavi ovire preklopi izhodni signal iz nizkega 
logičnega stanja v visoko logično stanje. Uporablja komparator LM393 in 
je nastavljiv preko vgrajenega potenciometra. Velikost modula je 3,1 cm 
x 1,5 cm. 
 
 
Slika 2.9:  Infrardeči senzor 
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2.10  Senzor za sledenje premikom 
IvenSensov čip MPU-9150 vsebuje senzorje za merjenje pospeškov, 
magnetnega polja in žiroskop, vse v enem čipu. Meritve upravlja na 
devetih oseh (tri osi za vsak senzor), z zunanjimi napravami komunicira 
preko I2C vodila. Prikazan je na sliki 2.10. 
 
Slika 2.10:  Modul s senzorjem za sledenje premikom 
2.11  Polprevodniške komponente 
V magistrskem delu so uporabljeni še H mostički L293NE, LED (ang. 
Light Emitting Diode) luči L-53YD z difuznim premazom, MOSFET 
tranzistorji 2N7002 in upori različnih vrednosti. 
L293NE je štiri kanalni polovični H krmilnik. Podpira tokove 
konstantne velikosti 1 A in največje velikosti 2 A pri vhodnih napetostih 
med 4,5 V in 36 V. Oblikovan je za krmiljenje induktivnih bremen, kot so 
releji, solenoidi, DC (ang. Direct Current) motorji, koračni motorji in 
podobno [7].  
MOSFET 2N7002 je n-kanalni stikalni tranzistor, namenjen 
krmiljenju z logičnim nivojem. Tipično pragovno napetost ima okrog 2 V, 
kar zagotavlja zaznavo preklopa pri 3,3 V logiki, ki jo uporablja Rpi. 
Vhodna napetost lahko sega do 60 V, maksimalen tok pa do 300 mA [8]. 
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3  Sestava avtomobilčka 
Avtomobilček je sestavljen iz komponent, ki so naštete in popisane v 
prejšnjem poglavju. V tem poglavju so opisani načini, kako se posamezni 
deli med seboj povezujejo in kaj je potrebno za njihovo delovanje. 
Enostavna shema na sliki 3.1 prikazuje osnovno povezavo med elementi. 
 
Slika 3.1:  Diagram vezave elementov 
 
Raspberry Pi ima vrsto vhodno-izhodnih priključkov GPIO (ang. 
General Purpose Input and Output), ki poleg programirljivih pinov 
ponujajo tudi možnost priklopa vodil I2C, SPI, UART ter priključke za 
napetosti 3,3 VDC, 5 VDC in ozemljitve GND. Vsi priključki so na plošči 
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izpostavljeni z eno dvovrstično letvico P1, ki vsebuje 26 posameznih 
pinov [9]. 
Med izdelavo magistrskega dela se je pokazalo, da osem 
programirljivih pinov ni dovolj in da se jih potrebuje vsaj 12. S tem 
namenom so se pini, ki so sicer rezervirani za vodilo SPI, izklopili in 
namenili za splošno uporabo. 
Tabela 3.1 ponazarja končno razporeditev in namembnost vseh 26-










3,3 VDC 3,3 VDC 3,3 VDC 1 2 5 VDC 5 VDC 5 VDC 
SDA SDA0 (I2C) GPIO 8 3 4 5 VDC 5 VDC 5 VDC 
SCL SCL0 (I2C) GPIO 9 5 6 GND GND GND 
IR GPIO 7 GPIO 7 7 8 GPIO 15 
TxD 
(UART) UART 
GND GND GND 9 10 GPIO 16 
RxD 
(UART) UART 
LED levi GPIO 0 GPIO 0 11 12 GPIO 1 GPIO 1 Zadnji motor 1 (PWM) 
LED desni GPIO 2 GPIO 2 13 14 GND GND GND 
Piskač GPIO 3 GPIO 3 15 16 GPIO 4 GPIO 4 Zadnji motor Enable 
3,3 VDC 3,3 VDC 3,3 VDC 17 18 GPIO 5 GPIO 5 Zadnji motor 2 
/ MOSI (SPI) GPIO 12 19 20 GND GND GND 
Echo MISO (SPI) GPIO 13 21 22 GPIO 6 GPIO 6 Sprednji motor Enable 
Trigger SCLK (SPI) GPIO 14 23 24 GPIO 10 CE0 (SPI) Sprednji motor 2 
GND GND GND 25 26 GPIO 11 CE1 (SPI) Sprednji motor 1 
Tabela 3.1:  Končna razporeditev namembnosti GPIO pinov 
 
Na Raspberry Pi je preko USB vhoda direktno priključena še Edimax 
Wifi kartica. USB zagotavlja tako prenos podatkov kot tudi napajanje za 
brezžično kartico.  
Modul s kamero se na RPi povezuje preko standardnega MIPI (ang. 
Mobile Industry Processor Interface) CSI (ang. Camera Serial Interface), 
preko katerega prenaša podatke in napajanje. 
Mikrokrmilnik se napaja preko razširitvenega vezja, na katerega se 
priključuje preko micro USB vhoda. Mikrokrmilnik je zaradi dostopnosti in 
prostora montiran v voznikovi kabini ohišja avtomobilčka. 
3.1  Razširitveno vezje 13 
 
3.1  Razširitveno vezje 
Zaradi lažjega dostopa oziroma priključevanja konektorjev je bilo 
razvito razširitveno vezje, ki poskrbi za primerno distribucijo signalov in 
lažjo povezljivost z ostalimi komponentami, kot so na primer senzorji. 
Vezje zagotavlja modularni priklop tako, da je skoraj vsaka komponenta 
enostavno odstranljiva. Na shemi 3.3 so vidni priklopi na GPIO pine. 
 
Slika 3.2:  Shema povezave signalov na RPI P1 GPIO pine 
Razširitveno vezje in RPi sta povezana s standardnim ploščatim 
kablom. Na vezju se posamezni signali razdelijo in ustrezno povežejo, 
bodisi direktno na druge komponente bodisi na nastavke za zunanjo 
priključitev. Krmilni čip za DC motorje, upori in MOSFET tranzistorja se 
vsi nahajajo na vezju, medtem ko se ostali senzorji na vezje priključujejo 
preko Dupont priključkov. Razširitveno vezje je montirano znotraj 
podvozja avtomobilčka. Na sliki 3.3 je končno razširitveno vezje z 
vgrajenimi komponentami na spodnji strani in priključki na zgornji. 
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Slika 3.3:  Zgornja stran razširitvenega vezja s priloženim L293NE čipom 
 
Slika 3.4:  Spodnja stran razširitvenega vezja 
3.1.1  Zadnja stranica razširitvenega vezja 
Slika 3.5 prikazuje pogled na priključke za zunanje module na zadnji 
stranici razširitvenega vezja. 
Infrardeči senzor se povezuje preko trižičnega kabla, pri čemer so 
signali pozitivno napajanje (Vcc), ozemljitev (GND) in povratni signal o 
zaznavi ovire (Out). Z vgrajenim potenciometrom se lahko določi 
razdalja, ob kateri bo modul sporočil zaznavo ovire. Če je razdalja do 
ovire večja od določene meje ima Out signal vrednost logične ničle. Če se 
v območju merjene razdalje pojavi ovira, se preklopi na logično enko. V 
plastičnem ohišju avtomobilčka sta izrezani luknji za pritrditev IR diod, ki 
ju senzor uporablja za prejemanje in pošiljanje signala. 
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Piskač (ang. Beeper) se prav tako povezuje s trižičnim kablom. 
Njegovi signali si sledijo v zaporedju pozitivno napajanje (Vcc), vhodno-
izhodni kanal (I/O) in ozemljitev (GND). Pri navadnih piskačih je za 
oddajanje zvoka treba generirati izmenični signal določene frekvence, s 
katerim vzbujamo membrano. Ker je modul narejen kot aktivni piskač, je 
dovolj, da na I/O pin dovedemo signal z nivojem logične enke. Vezje na 
modulu potem poskrbi za generiranje izmeničnega signala in sprostitev 
zvoka. Modul s piskačem je z vijakom pritrjen na zadnji del plastičnega 
ohišja avtomobilčka.  
Na zadnji stranici razširitvenega vezja so tudi pini za povratni vod 
leve in desne verige LED luči.  
 
Slika 3.5:  Signali in priključki na zadnji stranici razširitvenega vezja 
3.1.2  Sprednja stranica razširitvenega vezja 
Ultrazvočni senzor se priključuje preko štirižičnega kabla, pri čemer 
si signali sledijo v naslednjem zaporedju: pozitivno napajanje (Vcc), 
sprožitev oddajanja pulzov ultrazvočnega signala (Trig), zaznava ovire 
(Echo) in ozemljitev (GND). Modul z ultrazvočnim senzorjem je montiran 
v odprtino sprednjega odbijača avtomobilčka. Tako ima odprto pot za 
pošiljanje in prejemanje signala, obenem pa je zaščiten ob morebitnem 
zaletavanju. 
Modul za sledenje premikom ima na voljo osem priključkov in se na 
razširitveno vezje tudi povezuje z osemžilnim kablom. V naslednji 
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implementaciji nekateri signali niso potrebni, zato je uprabljenih le 5 žic, 
ki se vrstijo v naslednjem zaporedju: pozitivno napajanje (Vcc), 
ozemljitev (GND), ura za I2C vodilo (SCL), prenos podatkov za I2C vodilo 
(SDA) in izbira logičnega naslova naprave (AD0, priključen na GND). 
Na sprednji stranici so še dodatni priključki, ki zagotavljajo 
napajanje v dveh napetostnih nivojih, to sta 9 VDC in 5 VDC. Izhodi 9 V 
se uporabljajo za vhodno napetost pri obeh verigah LED luči in v 
kombinaciji z ozemljitvijo (GND) pri napetostnem regulatorju UBEC. Na 
drugi strani se UBEC poveže na vhod za 5 VDC napetost, ki jo priskrbi za 
razširitveno vezje in preko prilagojenega microUSB priključka spelje tudi 
do mikrokrmilnika RPi. Slika 3.6 prikazuje priključke za omenjene 
module. 
 
Slika 3.6:  Signali in priključki na sprednji stranici razširitvenega vezja 
3.2  Aplikacija na androidu 
Stari upravljalnik za vožnjo je bil zavržen, zato je bilo treba narediti 
novega. Namesto njega se uporablja pametni mobilni telefon z 
operacijskim sistemom Android, na katerem teče namenska aplikacija. V 
magistrskem delu je uporabljen LG Optimus 4x HD z verzijo Androida 
4.1.2. Na sliki 3.7 je shematski prikaz delovanja android aplikacije. 
Prenos videa ni vključen v shemo, ampak je prikazan na sliki 3.15. 
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Slika 3.7:  Shematski prikaz delovanja aplikacije na mobilnem telefonu, brez prenosa videa 
Razvita aplikacija predstavlja intuitiven in enostaven uporabniški 
vmesnik, ki ga je po novem možno upravljati z eno roko. Napisana je v 
programskem jeziku Java, sestavljena iz osmih razredov (ang. activity), 
osnovana na prosto dostopni kodi simplemjpegview, dostopni na [10]. 
Osnovni del kode vsebuje funkcije za sprejem mjpeg pretoka, njegovo 
dekodiranje in predvajanje.  
Vodenje z enim prstom prevzema virtualna igralna palica (ang. 
Joystick). Za povezavo z RPi se uporablja že vzpostavljena brezžična 
povezava in UDP protokol. Program za joystick sloni na izvorni kodi 
mobile-anarchy-widgets in je nekoliko modificiran, da ustreza potrebam 
magistrskega dela. Izvorna koda je dosegljiva na [11]. 
Uporabniški vmesnik je sestavljen iz glavnega zaslona in zaslona 
nastavitev, kot prikazuje slika 3.8. Glavni zaslon na vrhu prikazuje vrstico 
z informacijami gumb za dostop do nastavitev. Malo nižje se tekstovno 
izpisuje smer vozila glede na sever. V sredini, pretežno v zgornjem delu, 
je prostor za video, nad katerim se izrisuje prilagojena kompasova roža 
za boljši občutek smeri vožnje. V spodnjem delu je vedno prikazan 
joystick. 
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Slika 3.8:  Zaslonska slika aplikacije 
V nastavitvah je mogoče določiti strežnik in protokol, s katerim se 
aplikacija poveže za prenos videa. Preko dveh dodatnih gumbov je možno 
prižigati in ugašati kamero ter omogočiti/onemogočiti delovanje sistema 
za preprečitev trkov. 
Diagram 3.9 prikazuje postopek za pošiljanje ukaza v aplikaciji. 
Poslani UDP segment je kasneje sprejet v main() funkciji na Rpi, ki 
poskrbi tudi za prižig in izklop ustreznih funkcij. Ob pošiljanju se 
komunikacija za nekaj trenutkov ustavi, da se paket ob konstantnem 
pretoku ne izgubi. 
 
Slika 3.9:  Shematski prikaz poteka pošiljanja ukaza v mobilni aplikaciji 
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3.3  Program na Raspberry Pi 
Raspberry Pi podpira poganjanje več vrst odprtokodnih operacijskih 
sistemov, kot je na primer Linux. Pri izdelavi magistrskega dela je bil za 
osnovni sistem izbran Raspbian Wheezy, izdan 5. maja 2015, ki vsebuje 
verzijo kernela 3.18 [2]. 
Na sliki 3.10 so označene komponente, ki jih Rpi vsebuje. Z debelo 
obrobo so označene tiste, ki so uporabljene v izvedbi končne naprave. 
Z odprtokodno osnovo je bila pridobljena možnost uporabe pomoči v 
spletnih forumih in odprtokodnih knjižnicah. Velika večina kode je 
napisana v programskem jeziku c, saj zagotavlja največji pregled nad 
kodo in na marsikaterem mestu tudi precej hitrejše delovanje. Izjema je 
del kode v jeziku Python. 
 
Slika 3.10:  Blok shema Raspberry Pi. Uporabljene komponente/funkcije so označene z odebeljeno 
črto 
Programska koda, ki ne skrbi za prenos slike ali sistemsko 
povezljivost operacijskega sistema v omrežje, je zapisana v datoteki 
main.c. in je prevedena v program, imenovan main. Zapisana je v prilogi 
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A. Koda za določanje smeri vozila se nahaja v datoteki heading_send.py 
in je zapisana v prilogi B. 
Programi so dodani na seznam zagonskih programov, ker se morajo 
začeti izvajati že takoj ob zagonu avtomobilčka. V datoteki /etc/rc.local 
sta dodana ukaza main & in launcher.sh &, pri čemer znak & zagotavlja 
izvajanje v ozadju in ne v zagonski konzoli. Pri izvajanju so nujni nekateri 
sistemski viri, zato se prižgejo čisto na koncu zagonskega procesa 
operacijskega sistema. S tem je zagotovljeno, da so ti viri že na voljo. 
V magistrskem delu je ena od osrednjih nalog krmiljenje GPIO 
priključkov. V ta namen je bila za lažji nadzor nad registri Broadcom 
2835 procesorja izbrana prosto dostopna knjižnica Bcm2835 verzije 1.45. 
Dostopna je na viru [12]. 
Program je sestavljen iz ene glavne in osmih pomožnih funkcij. Dve 
od teh se uporabljata za vzpostavitev UDP povezave ter za sprejemanje 
in pošiljanje UDP segmentov. 
3.3.1  Funkcija main() 
Funkcija main() je glavna funkcija. Potek delovanja predstavlja 
shema na sliki 3.11. Njena vloga je predvsem začetna inicializacija stvari, 
potrebnih za pravilno delovanje programa. Poveže se z zunanjimi 
knjižnicami, pripravi GPIO pine na delovanje in prižge spletni strežnik, ki 
čaka na ukaz za pretok videa. 
Poskrbi za zagon treh dodatnih programskih niti (ang. thread), ki 
tečejo istočasno in vzporedno na istem procesorju. V teh nitih se odvijajo 
ciklično se ponavljajoči deli kode, kot so na primer krmiljenje motorjev, 
sprejemanje ukazov in zaznavanje ovir. Med drugim poskrbi tudi za vklop 
in izklop sistema za preprečevanje trkov in kamere. 
Pri pravilnem zagonu main() sproži dva kratka piska in s tem 
uporabniku da signal, da je avtomobilček pripravljen za uporabo. 
Želja je, da avtomobilček deluje neprestano, dokler je prižgan, zato 
je pred zaključkom funkcije dodana neskončna zanka. 
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Slika 3.11:  Shematski prikaz poteka funkcije main() 
3.4  Brezžična povezava 
Komunikacija med igračo in mobilnim telefonom sloni na 
standardnem IP protokolu preko brezžičnega 802.11 g omrežja.  
Android telefon deluje kot brezžična dostopna točka, ki poskrbi za 
pravilno delovanje IP omrežja. V ta namen je na androidu v nastavitvah 
nastavljena možnost prenosne Wi-Fi točke  (angl. Portable Wi-Fi hotspot). 
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Uporabljen SSID (ang. Service Set Identifier) je AndroidRPi, povezava pa 
je zaščitena z WPA2 zaščito. Izbrano geslo je geslo0123.  
V programski kodi aplikacije je za pošiljanje preko IP omrežja po 
navodilih iz vira [17] vzpostavljena UDP povezava. Prejemanje ukazov na 
RPi se vrši v funkciji poslusaj(). Koda je vidna v prilogi A. Napisana je bila 
po zgledu iz vira [18]. 
Avtomobilček se samodejno poveže na prenosno dostopovno točko. 
Za delovanje je prilagojena vsebina sistemskih datotek 
/etc/network/interfaces in /etc/wpa_supplicant/wpa_supplicant.conf. 
Datoteka interfaces vsebuje nastavitve za zagon in osnovne 
nastavitve omrežnih povezav. Ob zagonu omogoči delovanje loopback 
povezave, ethernet vmesnika in brezžične kartice. Nadaljnje nastavitve 
določijo samodejno povezovanje na znana brezžična omrežja, ki so 
definirana v datoteki wpa_supplicant.conf. V tej datoteki je poleg drugih 
omrežnih podatkov definiran tudi statični IP (ang. Internet protocol) 
naslov, ki ga naprava prevzame. Na koncu je ukaz, da naj omrežne 
kartice uporabijo DHCP protokol, če ni specificirano drugače. Spodaj je 
napisana vsebina datoteke interfaces. 
auto lo  
iface lo inet loopback  
 
iface eth0 inet dhcp  
 
allow-hotplug wlan0  
iface wlan0 inet manual  
wpa-roam /etc/wpa_supplicant/wpa_supplicant.conf  
 
iface android inet static  
address 192.168.43.253  
netmask 255.255.255.0 




iface default inet dhcp 
 
Datoteka wpa_supplicant.conf vsebuje podatke o brezžičnih 
omrežjih. Tukaj so napisani parametri, kot so ime omrežja (ang SSID), 
geslo za dostop, način zaščite in sklic na morebitne shranjene omrežne 
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podatke. V primeru, da je na voljo več omrežij, se lahko specificira še 
prioriteta povezovanja, pri čemer večje število pomeni višjo prioriteto. 





        ssid="AndroidRPi" 
        psk="geslo0123" 
        proto=RSN 
        key_mgmt=WPA-PSK 
        pairwise=CCMP 
        auth_alg=OPEN 
        id_str="android" 
        priority=15 
} 
 
V fazi testiranja se je izkazalo, da mobilni telefon po nekaj sekundah 
neaktivne brezžične povezave izgubi možnost nadzora in dostopa do RPi. 
Razlog je v tem, da operacijski sistem Raspbian s privzetimi nastavitvami 
varčuje z energijo. To vključuje tudi naprave, priključene na USB vhode, 
kot je Wi-Fi kartica. Problem je rešen z modifikacijo datoteke 
/etc/modprobe.d/8192cu.conf po navodilih na viru [13]. V zadnji vrstici je 
dodan ukaz: 
options 8192cu rtw_power_mgnt=0 rtw_enusbss=1 rtw_ips_mode=1 
 
3.5  Krmiljenje in vožnja 
Osnovna funkcija avtomobilčka je vožnja v vse možne smeri. 
Poganjajo ga DC motorji, ki se krmilijo preko temu namenjenega vezja. 
Zadnji motor z vrtenjem povzroči vožnjo naprej ali nazaj, medtem ko 
sprednji nadzira obračanje sprednjih koles v levo ali desno. Ta motor se 
zavrti samo do maksimalnega možnega odmika in obstane v tem 
položaju. Celoten proces nadzira programska koda na RPi in mobitelu. 
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3.5.1  Mehanski deli 
DC motorji so preprosti elektro-mehanski pretvorniki, ki vhodno 
enosmerno napetost transformirajo v vrtenje. Imajo dva zunanja 
priključka, na katera priklopimo ali pozitivno ali negativno napetost. V 
primeru menjave polaritete se spremeni smer vrtenja. Če dovajamo višjo 
napetost, se vrtijo hitreje, če nižjo, počasneje. Nujna je neka minimalna 
vrednost napetosti, da ima motor dovolj energije za premagovanje 
začetnega navora. Zaradi svoje preprostosti ne omogočajo nobenih 
naprednih funkcij. Če jih želimo imeti, jih je treba vgraditi posebej.  
 
Slika 3.12:  Shema povezave signalov na L293NE 
V magistrskem delu so motorji krmiljeni preko čipa L293NE. Čip je 
dvo-kanalni in zato omogoča nadziranje dveh motorjev naenkrat. Z 
logičnim signalom (visokim ali nizkim) na vhodnih pinih krmilimo izhod, 
na katerega je priklopljen zunanji priključek DC motorja. Vsak kanal ima 
dodatni vhodni pin za omogočanje njegovega delovanja (ang. Enable). 
Napaja se s 5 VDC, za krmiljenje DC motorjev uporablja vhodno napetost 
od 4,5 VDC do 36 VDC [7]. 
Shema 3.12 prikazuje povezavo L293NE čipa z ostalimi signali. 
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3.5.2  Program na mobilnem telefonu 
Aplikacija na androidu zaznava pritiske na zaslonu telefona ter na 
podlagi pozicije prsta na zaslonu v spremenljivko zabeleži razdaljo od 
središča in pripadajoči kvadrant. Spremenljivka se na vsakih 50 ms 
enkapsulira v UDP segment in pošlje preko omrežja. RPi je vedno v 
pripravljenosti in čaka na sprejem.  
Avto se lahko giblje v devetih možnih smereh (osem plus 
mirovanje). Na tak način je razdeljeno pozicioniranje prsta na joysticku. 
Večja razdalja od sredine pomeni večjo hitrost avtomobilčka. V sredinski 
legi avto miruje oziroma se ustavi, če se je prej premikal. Slika 3.13 
prikazuje razporeditev polj za zaznavo smeri. 
 
Slika 3.13:  Razporeditev polj zaznavanja smeri vožnje in hitrosti premikanja vozila v mobilni 
aplikaciji 
3.5.3  Program na avtomobilčku 
Ko RPi sprejme UDP segment, se na podlagi njegove vsebine odloči 
za naslednjo potezo. Za vnovični sprejem in interpretacijo ukazov skrbi 
neskončna zanka v funkciji main(). Njeno osnovno delovanje je čakanje 
na sprejem novega ukaza in nastavitev ustreznih parametrov. Te 
parametre kasneje uporabijo druge funkcije. 
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Funkcija krmili() skrbi za krmiljenje sprednjega in zadnjega DC 
motorja. Deluje v prvi vzporedni procesorski niti. V svojem delovanju 
nastavlja pripadajoče GPIO pine za določanje smeri vrtenja motorjev in 
dodaja parameter za hitrost vrtenja. Premik sprednjih motorjev zagotovi 
sama, za premik zadnjih pa parametre preda funkciji startDriving(). Med 
drugim vsebuje tudi ukaze za kontrolo kamere. 
 
Slika 3.14:  Shematski prikaz poteka funkcije krmili() 
3.6  Prenos slike 
Med vožnjo je možno z avtomobilčka prenašati sliko in jo predvajati 
na zaslonu mobilnega telefona ali katere koli druge naprave. Za zajem 
slike se uporablja modul s kamero (ang. Raspberry Pi Camera module). 
V nastavitvah aplikacije na mobilnem telefonu je gumb, s katerim 
pošljemo ukaz za spremembo stanja kamere (Toggle camera na sliki 
3.8).  
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Postopek delovanja programa na Rpi in aplikacije na androidu za 
prenos videa je prikazan na sliki 3.15. 
 
Slika 3.15:  Diagram postopka za prenos videa 
3.6.1  Program na avtomobilčku 
Prenos slike poteka v načinu Mjpg oziroma Mjpeg (ang. Motion jpg), 
ki v principu deluje tako, da kamera posname statično sliko v JPG 
formatu, jo pošlje po omrežju, sprejemnik pa jo prikaže na svojem 
zaslonu. Zaporedje pošiljanja in prikazovanja slik poteka tako hitro, da je 
videti kot pretakanje videa. 
Ker je modul s kamero razvit s strani istega podjetja in prav posebej 
za Raspberry Pi, ima sistem Raspbian Wheezy že vgrajen program za 
rokovanje s kamero, imenovan Raspistill. Pravilen zagon programa 
omogoči delovanje kamere, slikanje, kompresiranje slik, vse to in še več 
prav v modulu samem. Na ta način razbremenimo GPE (Grafično 
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procesna enota) na Raspberry Pi ter zmanjšamo pregrevanje in uporabo 
CPE (Centralno procesne enote).  
Raspistill se v funkciji main() požene s sistemskim ukazom system() 
in deluje v svojem sistemskem procesu izven glavnega programa. 
Delovanje se prekine s prekinitvijo dotičnega procesa. 
//Zagon procesa 




system("sudo pkill raspistill"); 
 
Da prenos slik poteka čim hitreje in s čim manj motenj, so 
uporabljeni parametri za optimizacijo, zapisani v tabeli 3.2.  
 
Parameter Opis 
-bm Snema v tako imenovanem rafalu (ang. Burstmode) 
-n Brez predogleda 
-q 80 
Kvaliteta stiskanja JPG slike. 100 je najboljša, 0 je 
najslabša 
- w Določena širina slike 
- h Določena višina slike 
- th none 
Med slikanjem in shranjevanjem sistem ne generira 
predoglednih sličic (ang. thumbnail) 
- tl 0 
Ko zapiše sliko, gre takoj na nove, brez vmesnega 
računanja in zapisovanja logov, statistike in podobno 
Tabela 3.2:  Optimizacijski parametri prenosa slike 
 
Raspistill posname fotografije in jih odloži na začasno lokacijo 
tmp/stream/pic.jpg. Na začetku ta lokacija še ne obstaja, zato jo ob 
inicializaciji main() funkcije ustvarimo s spodnjim ukazom. 
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//Ustvari začasno lokacijo 
system("mkdir -p /tmp/stream"); 
 
Nato jih prebere odprtokodni program Mjpg-streamer. To je 
program, ki obenem omogoči tudi delovanje spletnega strežnika. 
Prižgemo ga z naslednjim ukazom, prav tako izvršenem v funkciji main().  
//Zagon procesa 
system("/usr/local/bin/mjpg_streamer -i '/usr/local/lib/input_file.so -f /tmp/stream -n pic.jpg' 
-o '/usr/local/lib/output_http.so -w /usr/local/www  -p 5000' &"); 
 
Mjpg-streamer je bil naložen po navodilih iz vira [14] in po rahli 
modifikaciji podpira tako modul s kamero kot tudi nekatere USB spletne 
kamere. Kadar spletne kamere ne podpirajo zajema z Mjpeg kodekom, se 
lahko uporabi tudi standardni zapis YUYV. 
Po zagonu strežnika  se na RPi lahko poveže kakršnakoli naprava, ki 
podpira TCP/IP povezavo in predvajanje Mjpeg video pretoka. Mednje 
spadajo tako osebni računalniki kot mobilne aplikacije. 
S spodnjima URL-jema (ang. Uniform Resource Locator) lahko 







3.7  Luči 
Rumene luči predstavljajo smernike na avtomobilčku in so s tem 
namenom posebej izbrane take, ki imajo difuzni premaz. Ta zagotavlja 
bolj razpršeno svetlobo in medlo svetilnost. 
3.7.1  Mehanski deli 
Luči so povezane v dve enaki verigi s po dvema LED diodama, pri 
čemer je ena pritrjena na levo stran avtomobilčka in druga na desno. V 
plastičnem ohišju so izvrtane luknje, v katere se LED luči pritrdijo. Veriga 
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se začne s priklopom na 9 V zunanje napajanje, nadaljuje preko dveh 
diod (ena spredaj in ena zadaj), priklopi na povratni vod na zadnji strani 
razširitvenega vezja in je preko 180 ohmskega upora priključena na 
MOSFET tranzistor. Tranzistor je krmiljen s strani RPi in omogoča 
prižiganje in izklapljanje luči. 
Slika 3.16 prikazuje shematsko povezavo verig LED luči. 
 
Slika 3.16:  Shema povezave signalov za verigo LED luči 
3.7.2  Programiranje 
Utripanje smernikov (LED luči) je časovno enakomerno, prižigajo se 
ob vnaprej znanih pogojih. Utripanje se ponavlja v stalnem zaporedju, 
brez nepredvidenih časovnih zamikov. Pri premikanju v levo utripajo levi 
smerniki, v desno desni, pri vožnji nazaj pa vsi. Tak proces je možno 
vnaprej načrtovati, zanj poskrbi funkcija repeatFixed(). Poleg tega 
funkcija skrbi tudi za prižiganje piskača in za PWM na sprednjih kolesih. 
Diagram 3.17 je shema delovanja funkcije repeatFixed(). 
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Slika 3.17:  Shematski prikaz poteka funkcije repeatFixed() 
3.8  Piskanje 
Piskač, ki je pritrjen v zadnjem delu vozila, poskrbi za oddajanje 
zvočnih signalov. Ob zagonu avtomobilčka sporoči uporabniku, da je 
igrača pripravljena za uporabo. Prav tako piska tudi ob vzvratni vožnji. 
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3.8.1  Mehanski deli 
Modul z aktivnim piskačem se povezuje na priključek J3, kot 
prikazuje shema 3.5. Signali so povezani po shemi na sliki 3.18. 
 
Slika 3.18:  Shema povezave signalov piskača in infrardečega senzorja 
3.8.2  Programiranje 
Piskanje v vzvratni vožnji je vnaprej določen, vedno enak proces, 
zato zanj poskrbi funkcija repeatFixed(). Delovanje je podobno kot pri 
lučeh, postopek pa je prikazan na sliki 3.17. 
Ob zagonu funkcija main() sproži dva kratka piska kot opozorilo 
uporabniku na stanje pripravljenosti. Razvidno na diagramu na sliki 3.11. 
3.9  Infrardeči senzor 
V zadnjem delu vozila, pod rezervno gumo, se nahaja infrardeči (IR) 
senzor. Deluje po principu zaznave ovire v fiksno določenem zaznavnem 
polju. 
3.9.1  Mehanski deli 
Na modulu z infrardečim senzorjem je potenciometer, s katerim se 
nastavi želena meja (angl. Threshold) zaznavne razdalje. Če je ovira 
bližje, kot je nastavljena meja, modul z izhodnim signalom to sporoči. 
Modul se povezuje na zadnjo stranico razširitvenega vezja, kot 
prikazuje shema 3.5. Signali so razporejeni po shemi 3.18. 
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3.9.2  Programiranje 
Zaznavanje ovire poteka v funkciji obstacle(). Ciklični pregled ovir 
zadaj  po potrebi postavi zastavico v spremenljivki oviraZadaj, na podlagi 
katerih se v funkciji krmili() blokira premik avtomobilčka v smeri nazaj. 
  
Slika 3.19:  Shematski prikaz poteka funkcije obstacle() 
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Delovanje funkcije je prikazano v diagramu na sliki 3.19. V 
nastavitvah aplikacije na mobilnem telefonu je gumb, s katerim pošljemo 
ukaz za vklop ali izklop sistema za preprečevanje trkov (Toggle sensors 
na sliki 3.8). Ob pošiljanju ukaza se komunikacija za nekaj trenutkov 
ustavi, da se paket ob konstantnem pretoku ne izgubi. Funkcija main() 
ob sprejemu v vzporedni niti prižge ali ustavi delovanje funkcije 
obstacle(). 
3.10  Ultrazvočni senzor 
V sprednjem odbijaču je vgrajen modul z ultrazvočnim senzorjem 
(ang. Ultrasonic sensor – US). Njegova naloga je zaznavanje ovir pred 
vozilom, do razdalje okoli 4,5 m. Deluje na principu pošiljanja niza 
zvočnih impulzov na frekvenci 40 kHz in merjenja časa, dokler poslan 
signal preko odboja ni zaznan na sprejemniku [6]. 
3.10.1  Mehanski deli 
Ultrazvočni senzor je priklopljen na konektor J2 na sprednji strani  
razširitvenega vezja, kot prikazuje slika 3.6. Signali so razporejeni tako, 
kot prikazuje shema 3.20. 
 
Slika 3.20:  Shema povezave signalov ultrazvočnega senzorja in modula s senzorjem za zaznavo 
premikov 
Izhodni ECHO signal ima napetost 5 V, kar je preveč za vhodne pine 
na RPi. Zaradi tega signal na poti od izhoda ECHO ultrazvočnega senzorja 
do vhoda na RPi potuje preko napetostnega delilnika. Shemo prikazuje 
slika 3.21. 
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Slika 3.21:  Shema povezave napetostnega delilnika za signal ECHO 
3.10.2  Programiranje 
Prav tako kot IR senzor se zaznavanje razdalje vrši v funkciji 
obstacle() in se izvaja samo takrat, ko je vključen sistem za 
preprečevanje trkov. Postopek delovanja prikazuje diagram na sliki 3.19.  
V principu funkcija obstacle() ciklično računa razdaljo do ovire. 
Varna razdalja se spreminja s hitrostjo avtomobila. Hitreje ko gre vozilo, 
večja je zahtevana varna razdalja, vselej pa je vsaj nastavljena na vsaj 
20 cm. Primerjavo med hitrostjo vozila in varno razdaljo prikazuje graf na 
sliki 3.22.  
 
Slika 3.22:  Graf hitrosti vozila in varnostne razdalje pred vozilom v odvisnosti od položaja krmilne 
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Če je razdalja do ovire trikrat zapored manjša od varne razdalje, 
funkcija spremeni vrednost spremenljivke ovira  na pozitivno. Kadar je 
vrednost te spremenljivke različna od nič, se v funkciji krmili() sproži 
blokada gibanja vozila v smeri naprej. 
3.11  Senzor zaznavanja premikov 
V vozilu se nahaja večnamenski čip MPU 9150, ki zaznava 
spremembe premikov s pomočjo žiroskopa, pospeškometra in kompasa. 
Z njim je določena končna smer vozila ne glede na lego in rotacijo. Le-ta 
se preko brezžične povezave posreduje v mobilno aplikacijo in tam 
prikaže uporabniku. Uporabnik ima za lažje določanje smeri na voljo izpis 
kardinalnih (S, J, V , Z) in ordinalnih smeri (SV, JV, JZ, SZ), število 
stopinj glede na sever (med 0° in 359°) ter prilagojeno rotirajočo 
kompasovo rožo. Slika 3.23 prikazuje osnovni postopek delovanja 
določanja smeri, slika 3.8 pa izris informacij na zaslonu. 
 
Slika 3.23:  Postopek določanja in prikaza smeri vozila na Rpi in androidu 
3.11.1  Mehanski deli 
Razširitveno vezje podpira priklop preko priključka J2, kot prikazuje 
slika 3.6. Signali, ki se lahko povežejo na mikrokrmilnik, so prikazani na 
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sliki 3.20. Senzor je nameščen karseda stran od magnetnih izvorov, da 
ima čim manj motenj. 
3.11.2  Program na avtomobilčku 
MPU 9150 z mikrokrmilnikom komunicira preko I2C vodila, ki ga je 
možno nadzorovati z že uporabljeno in vgrajeno knjižnico BCM2835. 
Modul na zahtevo vrne niz surovih (ang. Raw) podatkov za vse vgrajene 
senzorje za osi x, y in z. Iz teh podatkov se nato izračunajo spremembe 
premikov v katerokoli smer. Med računanjem je opravljena kompenzacija 
zaradi nagiba vozila, lastnega magnetnega polja, odmika magnetnega 
polja od pravega severa, spremembe zaradi geografske lokacije itd. 
Na spletu dostopna knjižnica s prosto uporabo RTIMUlib je 
zagotovila osnovne funkcije, kalkulacije, algoritme in začetno kalibracijo 
senzorja. Dostopna je na viru [15]. Knjižnica je zapisana v programskem 
jeziku C++ in ni direktno kompatibilna z glavnim programom. Zaradi 
tega je celotno zaznavanje in sporočanje smeri napisano v ločeni skripti 
heading_send.py, napisani v programskem jeziku Python. Osnova je 
povzeta po imu.py iz vira [16]. Python skript ob zagonu ni možno 
neposredno začeti, zato se zaganja preko posebne zagonske skripte 
launcher.sh.  
3.11.3  Program na mobilnem telefonu 
Mobilna aplikacija sprejme trimestno številko in določi, v katero od 
osmih osnovnih smeri  je vozilo obrnjeno, Na zaslonu  izpiše smer in 
odmik v stopinjah. Na področju, kjer se predvaja video, izriše krog z 
označenimi kardinalnimi smermi in ga ob različnih odmikih smeri tudi 
rotira. 
3.12  Napajanje 
Za delovanje naprave je treba v avtomobilček vstaviti šest AA 1,5 V 
baterij. Njihova skupna napetost je okrog 9 V, saj se le-ta čez čas 
nekoliko spreminja (pada). Direktno iz vhodne napetosti se napajajo luči 
in motorji, vse ostalo deluje na nivojih 5 V ali 3,3 V. Ta dva nivoja 
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morata biti stabilna ne glede na izpraznjenost baterij. 3,3 V napetostni 
regulator je vgrajen v RPi in je povsem dovolj za potrebe vseh senzorjev.  
  
Slika 3.24:  Shema povezave napajanj in pretvornika napetosti 
Napetostni nivo 5 V zagotavlja zunanji napetostni regulator UBEC. 
Preko priključka J5 je priklopljen direktno na vhodno napajanje. Na 
izhodu je vedno stabilna napetost 5 V, ki je pripeljana na J6. Oba 
priključka prikazuje slika 3.24. 
3.13  Pulzno širinska modulacija 
Zaradi narave DC motorjev je mogoče, da se le-ti okvarijo ob 
zavrtem stanju (ko so pri miru), če jih obenem vzbujamo z zunanjo 
napetostjo. Tak primer se dogaja na sprednjih kolesih. S pulzno širinsko 
modulacijo (ang. PWM- Pulse Width Modulation) je doseženo, da se 
napetost na sprednjem motorju zniža in s tem zmanjša verjetnost 
njegove okvare.  
Če na motorju ni prevelikega bremena ali zavore, se rotor lahko 
prosto vrti. V tem primeru velja, da višja napetost pomeni večje število 
obratov na sekundo in posledično večjo hitrost vozila. Na zadnjih kolesih 
se z nastavljanjem napetosti na motorjih prilagaja hitrost vožnje. 
Raspberry Pi ima možnost strojnega nastavljanja PWM signala preko 
GPIO pina 1 (tabela 3.1), kar zadošča za spreminjanje napetosti na 
zadnjem motorju. Na sprednjem je PWM sprogramirana ročno. 
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Za delovanje PWM ni potrebnih nobenih dodatnih fizičnih 
komponent. 
3.13.1  Programiranje PWM na zadnjih kolesih 
Iz vira [7] je razvidno, da ima čip L293NE nekaj zakasnitve ob 
preklapljanju. Po izračunu je znano, da za preklop iz visokega stanja na 
RPi potrebujemo okrog 0,6 µs, preden se pokaže nizko stanje na izhodu 
L293NE. Za preklop iz nizkega stanja na RPi v visoko na izhodu L293NE 
je potrebna 1 µs. Iz tega sledi, da je največja možna frekvenca 
preklapljanja nivojev nekje okrog 1,3 MHz. 
S pomočjo knjižnice bcm2835 je nastavljanje strojnega PWM precej 
neposredno. Nastaviti je treba nekaj začetnih parametrov, kot so 
frekvenca PWM, določiti GPIO pin za uporabo s PWM, izbrati pravilen 
način obratovanja (ang. mode) in določiti največji razpon (angl. Range). 
V nadaljevanju se določa le še obratovalni cikel (ang. Duty Cycle), 
katerega vrednost je lahko vrednost med nič in največjim razponom. 
Vrednost obratovalnega cikla sorazmerno določa povprečen čas, ko bo 
izhodni signal predstavljal logično enko. To pomeni, da bo izhodni pin ves 
čas držal nizki nivo (0 V), ko bo vrednost obratovalnega cikla enak nič. 
Ob največji vrednosti 1024 bo ves čas držal visoki nivo (3,3 V), avto pa 
bo imel najvišjo hitrost. Koda je v prilogi A. 
3.13.2  Programiranje PWM na sprednjih kolesih 
Na sprednjih kolesih strojnega PWM ni bilo mogoče uporabiti, zato je 
sprogramiran ročno. V funkciji repeatFixed() se ciklično vklaplja in 
izklaplja enable vhod za krmiljenje sprednjega kolesa na čipu L293NE. 
Kadar je enable pin na nizkem nivoju, ima izhod na čipu visoko 
impedanco.  
Diagram na sliki 3.17 prikazuje cikel 50 ms preklapljanja. 30 ms je 
krmiljenje onemogočeno, 20 ms pa omogočeno. 
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3.14  Sprememba hitrosti vozila 
Vsaka sprememba vrtenja zadnjih koles se upravlja preko funkcije 
startDriving(). Funkcija prevzame parametre, kot so želena hitrost in 
smer, prav tako pa tudi preteklo hitrost in preteklo smer. Z njimi določi 
operacije, ki so nujne za nemoteno spremembo hitrosti vozila in smeri. 
Če se zamenja smer iz naprej v nazaj ali obratno, funkcija poskrbi, 
da se motor najprej primerno zaustavi in šele zatem začne vrteti v 
obratno smer. 
Slika 3.25 prikazuje delovanje funkcije startDriving(). 
 




4  Karakteristike avtomobilčka 
V tem poglavju je ovrednoteno končno stanje magistrskega dela. 
Predstavljene so funkcije avtomobilčka in nekatere merljive količine, kot 
je poraba energije. 
Na sliki 4.1 je prikazan končan in sestavljen model avtomobila z 
vsemi senzorji. 
 
Slika 4.1:  Prikaz končanega modela avtomobilčka 
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4.1  Funkcije avtomobilčka 
Idej za funkcionalnosti, ki bi jih avtomobilček lahko imel, je veliko, a 
le nekaj od teh je bilo možno realizirati v omejenem času. Na spodnji 
seznam so se uvrstile najpomembnejše. Dodan je tudi kratek opis. 
a) Splošno krmiljenje avtomobilčka z androidnim telefonom 
Android telefon je uspešno nadomestil k igrački priloženi 
upravljalnik. Poleg osnovnih funkcij jih ima dodanih še nekaj več. Možno 
ga je namestiti tudi na druge telefone, poleg tega je vožnja bolj intuitivna 
z joystickom kot s kontrolama naprej/nazaj in levo/desno. 
b) Prenos slike iz avtomobilčka na splošne odjemalce 
Kamera na avtomobilčku snema okolico med samo vožnjo in jo 
objavlja na spletnem strežniku. Na ta strežnik se lahko poveže katerikoli 
odjemalec, in če podpira mjpeg protokol, lahko tudi prikaže sliko. Glavni 
odjemalec je aplikacija na upravljalniku (telefonu). 
c) Brezpovezavni način pošiljanja in sprejemanja ukazov 
Povezavni način zveze, na primer TCP protokol, je za take 
implementacije neustrezen, saj lahko pride do podvajanja paketov. Z 
UDP protokolom je doseženo tudi to, da lahko ukaze za vožnjo pošiljamo 
iz ene ali več naprav, sliko prav tako lahko sprejemamo na več napravah 
naenkrat. 
d) Smerniki za nakazovanje smeri vožnje 
Da je avtomobilček na pogled karseda pristen, ima vgrajene 
smernike, ki se prižigajo ustrezno smeri. Pri zavijanju v levo utripajo levi 
smerniki, v desno utripajo desni, če se avtomobilček pelje vzvratno, 
utripajo vsi. 
e) Več nastavljivih hitrosti premikanja 
Avtomobilčku se lahko prilagaja hitrost vožnje. Večji odmik virtualne 
igralne palice od središča pomeni večjo hitrost. Sprememba hitrosti je 
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zagotovljena s spreminjanjem napetosti na zadnjem motorju, ta se 
nastavlja s pomočjo pulzno širinske modulacije. Naprava omogoča okoli 
100 različnih stopenj hitrosti, kar da uporabniku občutek zveznega 
pospeševanja. 
f) Zaščita sprednjega motorja pred okvaro 
Sprednji motor se ne vrti prosto, ampak se le obrne, dokler ga 
mehanska zapora ne zaustavi. Če ga v tistem trenutku še vedno 
vzbujamo z visoko napetostjo, se motor lahko poškoduje. S pulzno 
širinsko modulacijo je dosežena nižja napetost in s tem preprečitev 
okvare. 
g) Senzorji za zaznavo ovire 
Na sprednji strani je vgrajen ultrazvočni senzor, na zadnji pa 
infrardeči senzor za zaznavo ovir. Z njima je možno preprečiti zalet 
avtomobilčka v oviro ali steno, ki je na trajektoriji vožnje. V nastavitvah 
mobilne aplikacije je funkcijo mogoče vklopiti ali izklopiti. 
h) Prikaz smeri vožnje glede na severni zemeljski pol 
Vozilo ima vgrajene senzorje, ki mu pomagajo določiti smer glede 
na zemeljsko magnetno polje. Smer je izboljšana z matematičnimi 
operacijami ter dodatnimi informacijami o nagibu vozila in geografski 
lokaciji. Na uporabniškem vmesniku se izpiše smer neba, azimut in izriše 
splošni odmik od severa. 
i) Oddajanje zvočnih signalov 
Zvočna komunikacija je vedno dobrodošla. Na igračo je pritrjen 
piskač, ki opozori uporabnika, ko je zagon končan, in ki piska v vzvratni 
smeri vožnje. Zakaj pa ne, saj je avtomobilček pravo terensko vozilo. 
j) Uporaba vgrajene kamere 
Prvi koraki dotičnega projekta so se začeli s priklopom spletne 
kamere preko USB priključka. Prenos slike je deloval, ampak je bilo za to 
potrebnih preveč sistemskih virov. Z uporabo vgrajene kamere se je 
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zmanjšala poraba energije, povečala odzivnost video pretoka in 
zagotovila zanesljivost delovanja. 
k) Avtomatski zagon ob pritisku na gumb 
Kot vse igrače se tudi ta prižge sama ob pritisku na gumb, kljub 
temu da vsebuje pametni sistem in nemalo zunanjih, dodatnih modulov. 
Prav tako se avtomatsko povežeta avtomobilček in igračka. 
l)  Združena koda v enem programu 
Vsa programska logika je shranjena v enem končnem programu, kar 
zagotavlja lažjo sledljivost po operacijskem sistemu in pregled nad 
porabo sistemskih virov. 
m) Optimiziran prenos videa 
Prenos videa je s posebnimi parametri optimiziran, da je za 
uporabnika bolj tekoč, da dosega boljšo kakovost, manjše zamike in 
porabi manj razpoložljivih virov na mikrokrmilniku. 
n) Modularni način priklopa zunanjih naprav ali senzorjev 
Vse naprave, ki niso del glavnega krmiljenja motorja, so enostavno 
odstranljive. Ničesar ni treba rezati, spajkati ali vrtati. 
o) Večji izkoristek pri porabi energije 
Celoten sistem uporablja komponente z nizko porabo, programska 
koda konstantno znižuje odvečne tokovne špice in previsoke napetosti, 
poleg vsega je namesto navadnega napetostnega regulatorja uporabljen 
stikalni regulator, ki efektivnost poveča že na vhodu. 
4.2  Poraba energije 
Avto se napaja preko šestih 1,5 V AA baterij. Skupna napetost je 
torej okrog 9 V, saj se le-ta čez čas nekoliko spreminja. Za namene 
ugotavljanja porabe energije je bilo pripravljeno merilno okolje. Rezultati 
merjenja so prikazani v tabelah 4.1, 4.2 in 4.3. 
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Stanje ali komponenta 
Poraba energije 
[W] 
Prižgano samo napajanje 0,36 
Avto prižgan in pripravljen na sprejem ukazov 2,97 
Prižgan avto, ki sprejema tok ukazov 3,06 
Prva hitrostna stopnja v prostem teku, gibanje 
naravnost naprej 
4,5 
Druga in tretja hitrostna stopnja v prostem teku, 
gibanje naravnost naprej 
5,58 
Četrta hitrostna stopnja v prostem teku, gibanje 
naravnost naprej 
5,31 
Zavijanje levo ali desno v prostem teku, brez zadnjega 
pogona 
5,85 
Prva hitrostna stopnja v prostem teku, gibanje 
naravnost nazaj 
5,31 
Druga in tretja hitrostna stopnja v prostem teku, 
gibanje naravnost nazaj 
6,03 
Četrta hitrostna stopnja v prostem teku, gibanje 
naravnost nazaj 
5,58 
Zavijanje levo ali desno v prostem teku, z zadnjim 
pogonom naprej 
8,1 
Zavijanje levo ali desno v prostem teku, z zadnjim 
pogonom nazaj 
9,19 
Tabela 4.1:  Poraba energije za posamezne komponente in stanja 
 
Stanje ali komponenta 
Dodatek k porabi energije 
[W] 
Kamera 0,9 
Zavijanje v levo ali desno 2,8 
Vožnja nazaj namesto naprej 0,27 
Tabela 4.2:  Dodatek porabe energije za posamezne komponente in stanja 
 











Pospeševanje iz mirovanja na 
najvišjo hitrost naprej 
7,1 7,8 
Pospeševanje iz mirovanja na 
najvišjo hitrost nazaj 
8,6 8,1 
Pospeševanje iz mirovanja na 
najvišjo hitrost nazaj levo 
8,4 10,2 
Pospeševanje iz mirovanja na 
najvišjo hitrost nazaj desno 
10,8 10,7 
Tabela 4.3:  Določanje maksimalne porabe energije ob sunkovitem pospeševanju 
4.3  Delovanje vozila ob praznjenju baterij 
Med uporabo se baterije vztrajno praznijo. Njihova napetost se 
počasi spušča in to se pozna tudi pri delovanju vozila. Prvi in najbolj 
nazoren simptom je zmanjševanje maksimalne hitrosti vozila.  
Tipične krivulje praznjenja AA 1,5 V alkalnih baterij so prikazane na 
sliki 4.2 iz vira [19]. Primerjane so baterije različnih znamk, i sicer Radio 
Shack Enercell Plus (RS), Duracell Coppertop (DC), Energizer Titanium 
(ET), Energizer Max (EM) in Eveready Gold (EG). 
Ko skupna napetost napajanja (6 x AA) pade pod 6,5 V, je UBEC 
nezmožen stabilizirati napetost 5 V in tako začne upadati tudi napetost na 
vhodu RPi. Vhodna napetost 4,9 V predstavlja zadnji mejnik, pri katerem 
RPi in nanj priključene komponente še vedno delujejo. Napajanje na Rpi 
ima takrat napetost okrog 4,2 V. Presenetljivo je, da takrat še vedno 
deluje. Po specifikacijah mu je namreč treba dovajati napetost med 4,75 
V in 5,25 V. Ko se napetost spusti pod ta nivo, se izklopijo vse periferne 
enote, kar pomeni, da se ustavijo motorji, prekine se WiFi povezava, 
senzorji ne delujejo več ipd. V tem stanju postane avto neodziven in se 
ustavi. RPi ostane prižgan še nekaj časa. Z utripanjem »OK« led luči 
začne sporočati, da je napajanje nezadostno. 
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Slika 4.2:  Krivulja praznjenja AA baterij različnih proizvajalcev pri 500mA. 
Ob zamenjavi napetostnega vira, torej baterij, se delovanje povrne 
v normalno stanje. Vozilo je treba v vsakem primeru vmes izklopiti. 
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5  Zaključek 
V magistrskem delu je bil sestavljen model avtomobila, ki je dober 
primer integracije pametnega telefona in daljinsko vodene naprave. Z 
Android napravo močno povečamo možnosti za razširitve. Za njegovo 
upravljanje je bil razvit intuitiven vmesnik, ki se ga zlahka nauči 
uporabljati kdorkoli. Igrača poleg samega upravljanja ponuja še vrsto 
dodatnih funkcij, ki avtomobilček še popestrijo. 
Avtomobilček je popolnoma funkcionalen in pripravljen na uporabo. 
Možnosti za nadaljnji razvoj je precej, implementacija novih funkcij pa je 
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A  Programska koda main.c 
A.1  Opis 
Program main.c je napisan v programskem jeziku C in se vrši na 
Raspberry Pi. Izven te kode se izvajata raspistill in mjpeg_streamer, 
dodatno je nameščena tudi knjižnica bcm2835. Vse našteto se nadzira v 
main.c. 











Main program for communication and controling the toy. 
 
Author: Ales Celar 









#include <bcm2835.h> //GPIO 
#include <stdio.h>  //input/output, UDP 
#include <pthread.h> // threade 







#include <inttypes.h> //US sensor 
#include <math.h> //US razdalja 
 
/* Server, client 
************************************************************/ 
#define CLIENTCONNECT "43001" 
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#define IR_out          RPI_GPIO_P1_07  //IR out 
#define LED1            RPI_GPIO_P1_11  //LED1 
#define LED2            RPI_GPIO_P1_13  //LED2 
#define BEEPER          RPI_GPIO_P1_15  //Beeper IO 
#define US_echo         RPI_GPIO_P1_21  //US ECHO 
#define US_trig         RPI_GPIO_P1_23  //US TRIG 
#define Mot_Z_PWM       RPI_GPIO_P1_12  //MotorZ PWM 
#define Mot_Z_Enable    RPI_GPIO_P1_16  //MotorZ Enable 
#define Mot_Z_Out2      RPI_GPIO_P1_18  //MotorZ OUT2 
#define Mot_S_Enable    RPI_GPIO_P1_22  //MotorS Enable 
#define Mot_S_Out1      RPI_GPIO_P1_24  //MotorS OUT1 
#define Mot_S_Out2      RPI_GPIO_P1_26  //MotorS OUT2 
 
#define READ_TIMEOUT 100000 //us -> 100ms 
//Pin 12 deluje na channel 0 
#define PWM_CHANNEL 0 
// This controls the max range of the PWM signal 
#define RANGE 1024 
 
char prejmi[100];  
char number [10]; 
int hitrost = 0; 
char spr = 0x0; 
int kamera = 0; 
int proximity = 0; 
int obstacleStop = 0; 
int data=0, data_old = 0; //Duty cycle 
int nazaj=0, nazaj_old = 0, ura500=0, levo=0, desno=0; 
int ovira = 0; 
int oviraZadaj= 0; 
 
//initialize timer 
struct timeval start, end, timeout_check; 
long utime, secs, usecs; 
 
/************************************************************ 
 * Deklaracije funkcij 
 ***********************************************************/ 
void krmili(); //krmili avto 
void repeatFixed(); //pwm sprednji motor, lučke, beeper 
void startDriving(int data_old, int data, int nazaj_old, int nazaj); //pwm zadnji 
motor 
void obstacle(); //zaznavanje ovir 
 




//Za ip socket 








    //Inicializiraj BCM2835 
    if (!bcm2835_init()){ 
         return 1; 
    } 
     
    //Nastavi vse pine na pravo smer (OUTPUT ali INPUT) 
    bcm2835_gpio_fsel(LED1, BCM2835_GPIO_FSEL_OUTP); 
    bcm2835_gpio_fsel(LED2, BCM2835_GPIO_FSEL_OUTP); 
    bcm2835_gpio_fsel(Mot_S_Enable, BCM2835_GPIO_FSEL_OUTP); 
    bcm2835_gpio_fsel(Mot_S_Out1, BCM2835_GPIO_FSEL_OUTP); 
    bcm2835_gpio_fsel(Mot_S_Out2, BCM2835_GPIO_FSEL_OUTP); 
    bcm2835_gpio_fsel(Mot_Z_Enable, BCM2835_GPIO_FSEL_OUTP); 
    bcm2835_gpio_fsel(Mot_Z_Out2, BCM2835_GPIO_FSEL_OUTP); 
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    bcm2835_gpio_fsel(BEEPER, BCM2835_GPIO_FSEL_OUTP); 
    bcm2835_gpio_fsel(US_trig, BCM2835_GPIO_FSEL_OUTP); 
    bcm2835_gpio_fsel(US_echo, BCM2835_GPIO_FSEL_INPT); 
    bcm2835_gpio_fsel(IR_out, BCM2835_GPIO_FSEL_INPT); 
     
    //Nastavi vse pine na LOW 
    bcm2835_gpio_write(Mot_Z_Enable, LOW); 
    bcm2835_gpio_write(Mot_Z_Out2, LOW); 
    bcm2835_gpio_write(Mot_S_Enable, LOW); 
    bcm2835_gpio_write(Mot_S_Out1, LOW); 
    bcm2835_gpio_write(Mot_S_Out2, LOW); 
    bcm2835_gpio_write(LED1, LOW); 
    bcm2835_gpio_write(LED2, LOW); 
    bcm2835_gpio_write(BEEPER, LOW); 
    bcm2835_gpio_write(US_trig, LOW); 
     
    //PWM paramerti 
    // Set the output pin to Alt Fun 5, to allow PWM channel 0 to be output there 
    bcm2835_gpio_fsel(Mot_Z_PWM, BCM2835_GPIO_FSEL_ALT5); 
    // Clock divider is set to 16. 
    // With a divider of 16 and a RANGE of 1024, in MARKSPACE mode, 
    // the pulse repetition frequency will be 
    // 1.2MHz/1024 = 1171.875Hz, suitable for driving a DC motor with PWM 
    bcm2835_pwm_set_clock(BCM2835_PWM_CLOCK_DIVIDER_16); 
    bcm2835_pwm_set_mode(PWM_CHANNEL, 1, 1); 
    bcm2835_pwm_set_range(PWM_CHANNEL, RANGE); 
    //Duty cycle na 0 
    bcm2835_pwm_set_data(PWM_CHANNEL, 0); 
    //Zadnji motor ENABLE 
    bcm2835_gpio_write(Mot_Z_Enable, HIGH); 
 
    //Prižgi server za prenos videa 
    system("mkdir -p /tmp/stream"); 
    system("sudo pkill mjpg_streamer"); 
    system("sudo pkill raspistill"); 
    system("/usr/local/bin/mjpg_streamer -i '/usr/local/lib/input_file.so -f 
/tmp/stream -n pic.jpg' -o '/usr/local/lib/output_http.so -w /usr/local/www  -p 5000' 
&"); 
     
    //Start-up beep 
    bcm2835_gpio_write(BEEPER, HIGH); 
    bcm2835_delay(150); 
    bcm2835_gpio_write(BEEPER, LOW); 
    bcm2835_delay(50); 
    bcm2835_gpio_write(BEEPER, HIGH); 
    bcm2835_delay(150); 
    bcm2835_gpio_write(BEEPER, LOW); 
     
    //Definiraj threade 
    pthread_t thread1, thread2, thread3; 
    //Ustvari thread, povezi s funkcijo 
    pthread_create(&thread1, NULL, (void *) krmili, NULL); 
    pthread_create(&thread3, NULL, (void *) repeatFixed, NULL); 
     
    //Delaj non-stop 
    while(1){ 
        poslusaj(); 
        switch(*prejmi){ 
            case 'g': spr=0x1; nazaj=0; levo=0; desno=0;  break; //komanda gor 
            case 'h': spr=0x5; nazaj=0; levo=1; desno=0;  break; //komanda gor-levo 
            case 'j': spr=0x6; nazaj=0; levo=0; desno=1;  break; //komanda gor-desno 
            case 'i': spr=0x2; nazaj=1; levo=0; desno=0;  break; //komanda dol 
            case 'n': spr=0x7; nazaj=1; levo=1; desno=0;  break; //komanda dol-levo 
            case 'm': spr=0x8; nazaj=1; levo=0; desno=1;  break; //komanda dol-desno 
            case 'l': spr=0x3; nazaj=0; levo=1; desno=0;  break; //komanda levo 
            case 'r': spr=0x4; nazaj=0; levo=0; desno=1;  break; //komanda desno 
            case 'x': spr=0x9; nazaj=0; levo=0; desno=0;  break; //komanda miruj 
             
            /* Prižgi in ugasni kamero 
            **********************/ 
            case 'k': 
                if (kamera == 0){ 
                    system("raspistill -bm -n -w 640 -h 480 -q 60 -o 
/tmp/stream/pic.jpg -tl 0 -t 3600000 -th none &"); 
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                    kamera = 1; 
                    spr = 0x0; 
                    break; 
                } 
                else if (kamera == 1) { 
                    system("sudo pkill raspistill"); 
                    kamera = 0; 
                    spr = 0x0; 
                } 
                break; 
             
            /* Prižgi in ugasni obstacle() 
            **********************/ 
            case 'q': 
                if (proximity == 0){ 
                    obstacleStop = 0; 
                    pthread_create(&thread2, NULL, (void *) obstacle, NULL); 
                    proximity = 1; 
                    spr = 0x0; 
                    break; 
                } 
                 
                else if (proximity == 1) { 
                    obstacleStop = 1; 
                    pthread_join(thread2, NULL); 
                    proximity = 0; 
                    spr = 0x0; 
                } 
                break; 
        } 
         
        strncpy(number, prejmi+1, 5); 
        number[5] = "\0"; 
        hitrost = atoi(number); 
    } 
     
    //Zadrži threade 
    pthread_join(thread1, NULL); 
    pthread_join(thread3, NULL); 
 












    while(1){ 
        if (bcm2835_gpio_lev(Mot_Z_Out2)==LOW) { 
        nazaj_old = 0; 
        } 
         
        else if (bcm2835_gpio_lev(Mot_Z_Out2)==HIGH) { 
        nazaj_old = 1; 
        } 
         
        switch(spr){ 
        case 0x0: bcm2835_delay(10); break; // ne naredi ničesar, delay za 10 ms 
         
        /* Osnovne smeri 
        ***********************/ 
        case 0x1://komanda gor 
            data_old = data; 
            data=hitrost; 
            //Zadnji 
            if (ovira == 1) { 
                spr=0x9; 
                break; 
            } 
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            startDriving(data_old, data, nazaj_old, nazaj); 
            //Sprednji 
            bcm2835_gpio_write(Mot_S_Out1, LOW); 
            bcm2835_gpio_write(Mot_S_Out2, LOW); 
            break; 
        case 0x2://komanda dol 
            data_old = data;  //Zadnji 
            data=hitrost; 
            if (oviraZadaj == 1) { 
                spr=0x9; 
                break; 
            } 
            startDriving(data_old, data, nazaj_old, nazaj); 
            //Sprednji 
            bcm2835_gpio_write(Mot_S_Out1, LOW); 
            bcm2835_gpio_write(Mot_S_Out2, LOW); 
            break; 
        case 0x3://komanda levo 
            data_old = data;  //Zadnji 
            data=0; 
            startDriving(data_old, data, nazaj_old, nazaj); 
            //Sprednji 
            bcm2835_gpio_write(Mot_S_Out1, HIGH); 
            bcm2835_gpio_write(Mot_S_Out2, LOW); 
            break; 
        case 0x4://komanda desno 
            data_old = data;  //Zadnji 
            data=0; 
            startDriving(data_old, data, nazaj_old, nazaj); 
            //Sprednji 
            bcm2835_gpio_write(Mot_S_Out1, LOW); 
            bcm2835_gpio_write(Mot_S_Out2, HIGH); 
            break; 
        case 0x5://komanda gor-levo 
            data_old = data;  //Zadnji 
            data=hitrost; 
            if (ovira == 1) { 
                spr=0x9; 
                break; 
            } 
            startDriving(data_old, data, nazaj_old, nazaj); 
            //Sprednji 
            bcm2835_gpio_write(Mot_S_Out1, HIGH); 
            bcm2835_gpio_write(Mot_S_Out2, LOW); 
            break; 
        case 0x6://komanda gor-desno 
            data_old = data;  //Zadnji 
            data=hitrost; 
            if (ovira == 1) { 
                spr=0x9; 
                break; 
            } 
            startDriving(data_old, data, nazaj_old, nazaj); 
            //Sprednji 
            bcm2835_gpio_write(Mot_S_Out1, LOW); 
            bcm2835_gpio_write(Mot_S_Out2, HIGH); 
            break; 
        case 0x7://komanda dol-levo 
            data_old = data;  //Zadnji 
            data=hitrost; 
            if (oviraZadaj == 1) { 
                spr=0x9; 
                break; 
            } 
            startDriving(data_old, data, nazaj_old, nazaj); 
            //Sprednji 
            bcm2835_gpio_write(Mot_S_Out1, HIGH); 
            bcm2835_gpio_write(Mot_S_Out2, LOW); 
            break; 
        case 0x8://komanda dol-desno 
            data_old = data;  //Zadnji 
            data=hitrost; 
            if (oviraZadaj == 1) { 
                spr=0x9; 
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                break; 
            } 
            startDriving(data_old, data, nazaj_old, nazaj); 
            //Sprednji 
            bcm2835_gpio_write(Mot_S_Out1, LOW); 
            bcm2835_gpio_write(Mot_S_Out2, HIGH); 
            break; 
        case 0x9://komanda miruj 
            data_old = data;  //Zadnji 
            data=0; 
            if ( (ovira==0 && nazaj==0) || (oviraZadaj==0 && nazaj==1) ) { 
                startDriving(data_old, data, nazaj_old, nazaj); 
            } 
            else { 
                startDriving(0, data, nazaj_old, nazaj); 
            } 
            startDriving(data_old, data, nazaj_old, nazaj); 
            bcm2835_gpio_write(Mot_S_Enable, LOW); 
            bcm2835_gpio_write(Mot_S_Out1, LOW); 
            bcm2835_gpio_write(Mot_S_Out2, LOW); 
            nazaj=0; 
            spr = 0x0; 
            break; 
        } 
        bcm2835_delay(40); 






    int count=0; 
     
    while(1){ 
        if (count==0){//se izvaja že na začetku 
            if (ura500==0) { 
                ura500=1; 
                 
                //Beeper, LED nazaj control 
                if (nazaj==1){ 
                // Turn it on 
                bcm2835_gpio_write(BEEPER, HIGH); 
                bcm2835_gpio_write(LED1, HIGH); 
                bcm2835_gpio_write(LED2, HIGH); 
                } 
                else if (nazaj==0){ 
                // turn it off   
                bcm2835_gpio_write(BEEPER, LOW); 
                bcm2835_gpio_write(LED1, LOW); 
                bcm2835_gpio_write(LED2, LOW); 
                } 
                 
                //LED control 
                if (levo==1){ 
                // Turn it on 
                bcm2835_gpio_write(LED1, HIGH); 
                bcm2835_gpio_write(LED2, LOW); 
                } 
                else if (desno==1){ 
                // Turn it on 
                bcm2835_gpio_write(LED2, HIGH); 
                bcm2835_gpio_write(LED1, LOW); 
                } 
 
            } 
             
            else if (ura500=1) { 
                ura500=0; 
                // turn it off   
                bcm2835_gpio_write(BEEPER, LOW); 
                bcm2835_gpio_write(LED1, LOW); 
                bcm2835_gpio_write(LED2, LOW); 
            } 
        } 
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        bcm2835_gpio_write(Mot_S_Enable, LOW); 
        bcm2835_delay(20); 
         
        bcm2835_gpio_write(Mot_S_Enable, HIGH); 
        bcm2835_delay(30); 
        count++; //po 50 ms poveča števec 
         
        if (count==10){ 
            count=0; 
        } 





void startDriving(int data_old, int data, int nazaj_old, int nazaj) { 
    if (nazaj_old == nazaj) { 
        //ostani v isti smeri 
        if (nazaj) { 
            //spremeni PWM smer v nazaj 
            if (bcm2835_gpio_lev(Mot_Z_Out2)==LOW) { 
                bcm2835_gpio_write(Mot_Z_Enable, LOW); 
                bcm2835_gpio_write(Mot_Z_Out2, HIGH); 
                bcm2835_pwm_set_data(PWM_CHANNEL, RANGE); 
                bcm2835_gpio_write(Mot_Z_Enable, HIGH); bcm2835_delay(1); 
            } 
            bcm2835_pwm_set_data(PWM_CHANNEL, RANGE-data); 
        } 
 
        else { 
            //spremeni PWM smer v naprej 
            if (bcm2835_gpio_lev(Mot_Z_Out2)==HIGH) { 
                bcm2835_gpio_write(Mot_Z_Enable, LOW); 
                bcm2835_gpio_write(Mot_Z_Out2, LOW); 
                bcm2835_pwm_set_data(PWM_CHANNEL, 0); 
                bcm2835_gpio_write(Mot_Z_Enable, HIGH); bcm2835_delay(1); 
            } 
            bcm2835_pwm_set_data(PWM_CHANNEL, data); 
        }    
    } 
     
    else if (nazaj_old != nazaj){ 
        //menjaj smer 
        if (nazaj) { //šel je naprej, gre nazaj 
            //zaustavi 
            bcm2835_pwm_set_data(PWM_CHANNEL, data); 
             
            //spremeni smer 
            if (bcm2835_gpio_lev(Mot_Z_Out2)==LOW) { 
                bcm2835_gpio_write(Mot_Z_Enable, LOW); 
                bcm2835_gpio_write(Mot_Z_Out2, HIGH); 
                bcm2835_pwm_set_data(PWM_CHANNEL, RANGE); 
                bcm2835_gpio_write(Mot_Z_Enable, HIGH); bcm2835_delay(1); 
            } 
             
            //pospeši 
            bcm2835_pwm_set_data(PWM_CHANNEL, RANGE-data); 
        } 
 
        else { //šel je nazaj, gre naprej 
            //zaustavi 
            bcm2835_pwm_set_data(PWM_CHANNEL, RANGE-data); 
             
            //spremeni smer 
            if (bcm2835_gpio_lev(Mot_Z_Out2)==HIGH) { 
                bcm2835_gpio_write(Mot_Z_Enable, LOW); 
                bcm2835_gpio_write(Mot_Z_Out2, LOW); 
                bcm2835_pwm_set_data(PWM_CHANNEL, 0); 
                bcm2835_gpio_write(Mot_Z_Enable, HIGH); bcm2835_delay(1); 
            } 
             
            //pospeši 
            bcm2835_pwm_set_data(PWM_CHANNEL, data); 
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        } 






    int meritev = 0, i=0, razdalja_cm; 
     
    while(1) { 
        if (obstacleStop == 1){ 
            break; 
        } 
         
        if (LOW == bcm2835_gpio_lev(IR_out)){ 
            if (oviraZadaj==0) {oviraZadaj = 1;}//raise flag 
        } 
        else if (HIGH == bcm2835_gpio_lev(IR_out)){ 
             if (oviraZadaj==1) {oviraZadaj=0;} 
        } 
         
        razdalja_cm = (meri())*340/2/10000; 
        if (razdalja_cm < (20 + (int) pow((double)data, 1.7) / 1000)) { 
            if (i<3) {i++;} 
            else if (i=3) { 
                if (ovira==0) {ovira = 1;}//raise flag 
            } 
        } 
        else { 
            if (i>0) {i--;} 
            else if (i<2) { 
                if (ovira==1) {ovira=0;} 
            } 
        } 
         
        bcm2835_delay(90); 
    } 
} 
 
/* za US senzor 
************************************************************/ 
double timeout(){ 
    gettimeofday(&timeout_check, NULL); 
    usecs = timeout_check.tv_usec - start.tv_usec; 
    if (usecs < 30000) { 
        return 0; 
    } 
    else { 
        return 1; 




    /// void start_capture 
    bcm2835_gpio_write(US_trig, HIGH); 
    usleep(20); 
    bcm2835_gpio_write(US_trig, LOW); 
 
    /// double read_distance 
    while(LOW == bcm2835_gpio_lev(US_echo)){} 
     
    //začni timer 
    gettimeofday(&start, NULL); 
    while((HIGH == bcm2835_gpio_lev(US_echo)) && (timeout() == 0)){} 
    //končaj timer 
    gettimeofday(&end, NULL); 
     
    //izračunaj razdaljo 
    secs  = end.tv_sec  - start.tv_sec; 
    usecs = end.tv_usec - start.tv_usec; 
    utime = ((secs) * 1000000 + usecs/1.0) + 0.500; 
     
    return utime; 
} 
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/* za ip socket connection 
************************************************************/ 
void *get_in_addr(struct sockaddr *sa) 
{ 
    if (sa->sa_family == AF_INET) { 
        return &(((struct sockaddr_in*)sa)->sin_addr); 
    } 
 




{    
    int sockfd; 
    struct addrinfo hints, *servinfo, *p; 
    int rv; 
    int numbytes; 
    struct sockaddr_storage their_addr; 
    char buf[MAXBUFLEN]; 
    socklen_t addr_len; 
    char s[INET6_ADDRSTRLEN]; 
 
    memset(&hints, 0, sizeof hints); 
    hints.ai_family = AF_UNSPEC; // set to AF_INET to force IPv4 
    hints.ai_socktype = SOCK_DGRAM; 
    hints.ai_flags = AI_PASSIVE; // use my IP 
 
    if ((rv = getaddrinfo(NULL, CLIENTCONNECT, &hints, &servinfo)) != 0) { 
        fprintf(stderr, "getaddrinfo: %s\n", gai_strerror(rv)); 
        return 1; 
    } 
 
    // loop through all the results and bind to the first we can 
    for(p = servinfo; p != NULL; p = p->ai_next) { 
        if ((sockfd = socket(p->ai_family, p->ai_socktype, 
                p->ai_protocol)) == -1) { 
            perror("listener: socket"); 
            continue; 
        } 
 
        if (bind(sockfd, p->ai_addr, p->ai_addrlen) == -1) { 
            close(sockfd); 
            perror("listener: bind"); 
            continue; 
        } 
 
        break; 
    } 
 
    if (p == NULL) { 
        fprintf(stderr, "listener: failed to bind socket\n"); 
        return 2; 
    } 
 
    freeaddrinfo(servinfo); 
     
    addr_len = sizeof their_addr; 
    if ((numbytes = recvfrom(sockfd, buf, MAXBUFLEN-1 , 0, 
        (struct sockaddr *)&their_addr, &addr_len)) == -1) { 
        perror("recvfrom"); 
        exit(1); 
    } 
    buf[numbytes] = '\0'; 
    strncpy(prejmi, buf, MAXBUFLEN); 
 
    close(sockfd); 
 




B  Programska koda heading_send.py 
B.1  Opis 
Skripta heading_send.py je napisan v programskem jeziku Python in 
se vrši na Raspberry Pi. Vsebuje računsko računske operacije in 
komunikacijo z mobilno aplikacijo. Dodatno je nameščena knjižnica 
RTIMULib2, ki skrbi za komunikacijo s senzorjem za zaznavo premikov.  
B.2  Vsebina heading_send.py 
#=================================================# 
# Program: heading_send.py 
# 
# Run: 
# sudo python heading_send.py 
# 
# Description: 
# Calculates true heading and sends id over UDP 
# 
# Author: Ales Celar 
# Date: 31. 3. 2016 
#=================================================# 
 










IMU_IP = "192.168.2.11" 
IMU_PORT = 5005 
 
SETTINGS_FILE = "RTIMULib" 
 
s = RTIMU.Settings(SETTINGS_FILE) 
imu = RTIMU.RTIMU(s) 
 
# timers 
t_print = time.time() 
t_damp = time.time() 
t_fail = time.time() 
t_fail_timer = 0.0 
t_shutdown = 0 
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if (not imu.IMUInit()): 
    hack = time.time() 
    imu_sentence = "$IIXDR,IMU_FAILED_TO_INITIALIZE*7C" 
    if (hack - t_print) > 1.0: 
        sock = socket.socket(socket.AF_INET, socket.SOCK_DGRAM) 
        sock.sendto(imu_sentence, (IMU_IP, IMU_PORT)) 
        t_print = hack 
        t_shutdown += 1 
        if t_shutdown > 9: 







poll_interval = imu.IMUGetPollInterval() 
 
# data variables 
yaw = 0.0 
heading = 0.0 
magnetic_deviation = -3.5 
 
 
# dampening variables 
t_one = 0 
t_three = 0 
heading_cos_total = 0.0 
heading_sin_total = 0.0 
heading_cos_run = [0] * 30 
heading_sin_run = [0] * 30 
 
# sentences produces by the imu 
freq = 1 
 
while True: 
  hack = time.time() 
 
  # if it's been longer than 5 seconds since last print 
  if (hack - t_damp) > 5.0: 
       
      if (hack - t_fail) > 1.0: 
          t_one = 0 
          t_three = 0 
          heading_cos_total = 0.0 
          heading_sin_total = 0.0 
          heading_cos_run = [0] * 10 
          heading_sin_run = [0] * 10 
          t_fail_timer += 1 
          imu_sentence = "IIXDR,IMU_FAIL," + str(round(t_fail_timer / 60, 1)) 
          cs = format(reduce(operator.xor,map(ord,imu_sentence),0),'X') 
          if len(cs) == 1: 
                cs = "0" + cs 
          imu_sentence = "$" + imu_sentence + "*" + cs 
          sock = socket.socket(socket.AF_INET, socket.SOCK_DGRAM) 
          sock.sendto(imu_sentence, (IMU_IP, IMU_PORT)) 
          t_fail = hack 
          t_shutdown += 1 
 
  if imu.IMURead(): 
    data = imu.getIMUData() 
    fusionPose = data["fusionPose"] 
    t_fail_timer = 0.0 
 
    if (hack - t_damp) > .1: 
        yaw = round(math.degrees(fusionPose[2]), 1) 
        if yaw < 90.1: 
            heading = yaw + 270 - magnetic_deviation 
        else: 
            heading = yaw - 90 - magnetic_deviation 
        if heading > 360.0: 
            heading = heading - 360.0 
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        # Dampening functions 
        heading_cos_total = heading_cos_total - heading_cos_run[t_one] 
        heading_sin_total = heading_sin_total - heading_sin_run[t_one] 
        heading_cos_run[t_one] = math.cos(math.radians(heading)) 
        heading_sin_run[t_one] = math.sin(math.radians(heading)) 
        heading_cos_total = heading_cos_total + heading_cos_run[t_one] 
        heading_sin_total = heading_sin_total + heading_sin_run[t_one] 
        heading = 
round(math.degrees(math.atan2(heading_sin_total/10,heading_cos_total/10)),1) 
        if heading < 0.1: 
            heading = heading + 360.0 
 
        t_damp = hack 
        t_one += 1 
        if t_one == 10: 
            t_one = 0 
        t_three += 1 
        if t_three == 30: 
            t_three = 0 
   
        if (hack - t_print) > .6: 
 
            hdt = str(round(heading))[:-2] 
         
            imu_sentence = hdt 
            sock = socket.socket(socket.AF_INET, socket.SOCK_DGRAM) 
            sock.sendto(imu_sentence, (IMU_IP, IMU_PORT)) 
             
            t_print = hack 
         
    time.sleep(poll_interval*1.0/1000.0) 
 
 
