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       1.4.4  สามารถควบคุมการทํางานโทรศัพทผานเครือขายได 

















พื้นฐานโปรโตคอล TCP/IP และ VoIP 
 
2.1 หลักการพื้นฐานของเครอืขายอินเตอรเน็ต 
TCP/IP (Transmitsion Control Protocol/InternetProtocol) เปนชุดของโปรโตคอลที่ถูกใช
ในการสื่อสารผานเครือขายอินเทอรเน็ต ไดรับการพัฒนามาตั้งแตป 1960 ซ่ึงถูกใชเปนครั้งแรกใน








รูปที่ 2.1 การแบงชั้นของ TCP/IP 
 
ในแตละเลเยอรจะมีหนาท่ีดังนี ้ 
1. Link Layer- เลเยอรนี้มีหนาที่ควบคุมการรับสงขอมูลในระดับฮารดแวรของเครือขาย 
รับผิดชอบการรับสงขอมูลในระดับกายภาพ จนถึงการแปลความจากสัญญาณไฟฟาเปนขอมูลทาง
คอมพิวเตอร 
2. Network Layer -ทําหนาที่รับขอมูลจากชั้น Transport Layer และคนหาและเลือกเสนทาง 
ระหวางผูรับและผูสง เทียบไดกับ Network Layer ของ OSI Model โปรโตคอลในเลเยอรนี้ไดแก 
IP, ICMP, IGMP  
3. Transport Layer -รับผิดชอบการรับสงขอมูลระหวางปลายดานสงและดานรับขอมูล และสง
ขอมูลขึ้นไปให Application Layer นําไปใชงาน ตอ เทียบไดกับ Session Layer และ Transport 





4. Application Layer -เปนเลเยอรที่แอพพลิเคชั่นเรียกโปรโตคอลระดับลางๆลงไป เพื่อใหบริการ




ในเลเยอรตางๆ และมีหนาที่แตกตางกันออกไป ไดแก  
TCP: (Tranmission Control Protocol) - อยูใน Transport Layer ทําหนาที่จัดการและ
ควบคุมการรับสงขอมูล และมีกลไกความคุมการ รับสงขอมูลใหมีความถูกตอง (reliable) และมีการ
ส่ือสารอยางเปนกระบวนการ (connection-orient)  
UDP: (User Datagram Protocol) - อยูใน Transport Layer ทําหนาที่จัดการและควบคุม
การรับสงขอมูล แตไมมีกลไกความคุมการรับ สงขอมูลใหมีเสถียรภาพและเชื่อถือได (unreliable, 
connectionless) โดยปลอยใหเปนหนาที่ของแอพพลิเคชั่นเลเยอร แต UDP มีขอไดเปรียบในการสง
ขอมูลไดทั้งแบบ unicast, multicast และ broadcast อีกทั้งยังทําการติดตอส่ือสารไดเร็วกวา TCP 
เนื่องจาก TCP ตองเสีย overhead ใหกับขั้นตอนการสื่อสารที่ทําให TCP มีความนาเชื่อถือในการ
รับสงขอมูลนั่นเอง  
IP: (Internet Protocol) - อยูใน Internetwork Layer เปนโปรตคอลหลักในการสื่อสาร
ขอมูล มีหนาที่คนหาเสนทางระวางผูรับและผูสง โดยใช IP Address ซ่ึงมีลักษณะเปนเลขสี่ชุด แต
ละชุดมีคาตั้งแต 0-255 เชน 172.17.3.12 ในการอางอิงโฮสตตางๆ และกลไกการ Route เพื่อสงตอ
ขอมูลไปจนถึงจุดหมายปลายทาง  
ICMP: (Internet Control Message Protocol) - อยูใน Internetwork Layer มีหนาที่สง
ขาวสารและแจงขอผิดพลาดใหแก IP  
IGMP: (Internet Group Management Protocol) - อยูในเน็ตเวิรกเลเยอร ทําหนาที่ใน
การสง UDP ดาตาแกรมไปยัง กลุมของโฮสต หรือ โฮสตหลายๆตัวพรอมกัน  
ARP: (Address Resolution Protocol) - อยูใน Link Layer ทําหนาที่เปลี่ยนระหวาง IP 
แอดเดรส ใหเปนแอดเดรสของ Network Interface เรียกวา MAC Address ในการติดตอระหวางกัน 
MAC Address คือหมายเลขประจําของ Hardware Interface ซ่ึงในโลกนี้จะไมมี MAC Address ทีซํ้่า
กัน มีลักษณะเปนเลขฐาน 16 ยาว 6 ไบต เชน 23:43:45:AF: 3D:78 โดย 3 ไบตแรกจะเปนรหัสของ
ผูผลิต และ 3 ไบตหลังจะเปนรหัสของผลิตภัณฑ  
RARP: (Reverse ARP) - อยูในลิงคเลเยอรเชนกัน แตทําหนาที่กลับกันกับ ARP คือ












ไดรับมา กับสวนควบคุมซึ่งอยูสวนหัวของขอมูลเรียกวา Header ภายใน Header จะบรรจุขอมูลที่
สําคัญของโปรโตคอลที่ทําการ Encapsulate เมื่อผูรับ ไดรับขอมูล ก็จะเกิดกระบวนการทํางาน










ขอมูลที่ผานการ Encapsulate ในแตละระดับมีช่ือเรียกแตกตางกันขอมูลที่มาจาก User หรือ
ก็คือขอมูลที่ User เปนผูปอนใหกับ Application เรียกวา User Data เมื่อ Application ไดรับขอมูล
จาก user ก็จะนํามาประกอบกับสวนหัวของ Appliction เรียกวา Application Data และสงตอไปยัง
โปรโตคอล TCP เมื่อโปรโตคอล TCP ไดรับ Application Data ก็จะนํามารวมกับ Header ของ 
โปรโตคอล TCP เรียกวา TCP Segmentและสงตอไปยังโปรโตคอล IP เมื่อโปรโตคอล IP ไดรับ 
TCP Segment ก็จะนํามารวมกับ Header ของ โปรโตคอล IP เรียกวา IP Datagramและสงตอไป
ยังเลเยอร Datalink Layer ในระดับ Datalink จะนํา IP Datagram มาเพิ่มสวน Error Correction และ 
flag เรียกวา Ethernet Frame กอนจะแปลงขอมูลเปนสัญญาณไฟฟา สงผานสายสัญญาณที่เชื่อมโยง
อยูตอไป  
 
ไอพีโปรโตคอล  (IP: Internet Protocol) 
 ดวยเหตุที่ IP เปนโปรโตคอลหลักในการสื่อสารขอมูล และถือไดวาเปนหัวใจสําคัญของ
โปรโตคอล TCP/IP จึงจะขอยกมาอธิบายกอน เพื่อใหงายตอการอธิบายโปรตคอลตัวอ่ืนๆ ตอไป 
ในบทนี้ทานจะไดเรียนรูเกี่ยวกับหนาที่และลักษณะของโปรโตคอล IP , Internet Address , รูปราง
ของ IP Header , การ Routing และ การจัดสรร IP ดวย Subnet IP เปนโปรโตคอลที่ทําหนาที่
รับภาระในการนําขอมูลไปสงยังผูรับ ที่เชื่อมตออยูในระบบ network ซ่ึงทั้งสองฝงอาจอยูคนละ
เน็ตเวิรคกันก็ได โปรโตคอลอื่นๆ ในระดับ network Layer ขึ้นไปทั้งTCP , UDP ,ICMP ตางก็ตอง
อาศัยโปรโตคอล IP ในการรับสงขอมูลทั้งสิ้น โปรโตคอล IP มีความสามารถในการคนหาเสนทาง
จากผูรับไปยังผูสง มีกลไกที่ชาญฉลาดในการคนหาเสนทาง สามารถคนหาเสนทางไปถึงผูรับได
เอง หากมีเสนทางที่สามารถไปได แตไมไดติดตอระหวางผูรับกับผูสงโดยตรง และไมมีการยืนยัน
วา ขอมูลถึงผูรับจริงหรือไม ทั้งนี้อาจเกิดจากหลายสาเหตุ เชน ที่อยูของผูรับไมมีการเชื่อมตออยูใน
ระบบ Internet กลาวไดวา โปรโตคอล IP มีหนาที่ในการคนหาเสนทางเทานั้น ไมมีการยืนยัน
ผลสําเร็จในการสงขอมูล หากเกิดขอผิดพลาดในการสงขอมูล แมวาจะมีการสง icmp massage 
กลับมารายงานขอผิดพลาด แตก็รับประกันไมไดอยูดีวา icmp message จะกลับมาถึงเรียบรอย




ขอมูล เรียกวา Internet Address หรือเรียกยอๆวา IP Address โดยคา IP Address นี้จะเปนหมายเลข





หมายเลขดังกลาวออกเปนกลุมของเลขขนาด 8 บิตจํานวน 4 ชุด และคั่นแตละชุดดวยจุด 
ตัวอยางเชน 172.17.3.12 นอกจากนี้ใน IP Address นั้นยังถูกแบงออกเปน 2 สวนคือ สวนที่ เปน
แอดเดรสของเน็ตเวิรก (Network ID) และสวนที่เปนแอดเดรสของโฮสต (Host ID) ซ่ึงขอมูลใน
สวนนี้จะถูกใชสําหรับ คนหาเสนทางของ IP ในการที่จะขนสงขอมูลจากตนทางใหถึงปลายทาง
อยางถูกตอง เพื่อเปนการกําหนดขนาดของเน็ตเวิรก สําหรับ IP Address ตางๆดังนั้นจึงมีการจัด IP 




รูปที่ 2.4 การกําหนด IP Address ในคลาสตางๆ 
 
จากขอกําหนดในการแบงคลาสของ IP Address หากลองนําบิตที่อยูในตอนตนของ ip 
address ในแตละคลาสมาแปลงเปน ip address ในเลขฐานสิบ จะเห็นวาแตละคลาสครอบคลุม ip 
address ชวงตางๆ ดังตารางที่ 2.5 
 
Class IP Range 
A  0.0.0.0 - 127.255.255.255 
B  128.0.0.0 - 191.255.255.255 
C  192.0.0.0 - 223.255.255.255 
D  224.0.0.0 - 239.255.255.255 
E  240.0.0.0 - 255.255.255.255 





IP Header  
เมื่อขอมูลถูกสงลงมาจากชั้น Transport Layer สูช้ันNetwork Layer กระบวนการ 
Encapsulate ของ IP Protocol จะทําหารเพิม่สวน Header ลงไป Header ของ IP datagram มีขนาด 
20-32 ไบต มสีวนประกอบตางๆ ดังแสดงในรูปที่ 2.5        
 
 
รูปที่ 2.5 IP Header  
 
ตําแหนง ช่ือ อธิบาย 
0-3 Version มีขนาด 4 บิตเปนเวอรช่ันของ IP ปจจุบันคานี้ถูกกําหนดใหเปน 
4 
4-7 length มีขนาด 4 บิตเปนคาความยาวของ Header นี้ โดยปกติจะเปน 5 หมายความวา 5*32 บิต = 20 ไบต 
8-15 Type of Service เปนขอมูลขนาด 8 บิต ปจจุบันไมไดใชงานแลว 
16-31 Total length 
เปนฟลดที่บอกจํานวนไบตทั้งหมดของ IP Datagram ดวยขนาด 
16 บิตทําให Datagram มีขนาดสูงสุดไมเกิน 65535 ไบต และมี
ขนาดเล็กสุดไมต่ํากวา 512 ไบต 
32-47 Identification ใชในกรณีที่มีการแบงดาตาแกรมออกเปนแฟรกเมนต เมื่อนํากลับมารวมกันใหมจะไดรูวามาจากดาตาแกรมเดียวกัน 






บิต 0 : reserved เปน 0 เสมอ 
บิต 1 (DF) 0 = May Fragment, 1 = Don't Fragment 
บิต 2 (MF) 0 = Last Fragment, 1 = More Fragments.  
51-63 fragment offset 
เปนสวนระบุขอมูลที่ใชแยกรวมขอมูล เพื่อใหขูมูลที่ถูกแยก
ออกเปนแฟรกเมนตกลับมารวมกันไดอยางถูกตองตามลําดับ 




อยางไมส้ินสุด ปกติคานี้จะเริ่มตนที่ 32 และจะถูกลดคาลงทีละ 
1 เมื่อมีการเราต จนคานี้มีคาเปน 0 ก็จะไมถูกเราตอีกตอไป  
72-79 Protocol 
เปนขอมูลที่ระบุโปรโตคอลที่สงดาตาแกรมนี้มา ตัวอยาง
โปรโตคอลที่ใชบอยๆ ไดแก  
โปรโคอล คาในฟลด Protocol อธิบาย 
ICMP 1 Internet Comtrol Message Protocol 
TCP 6 Transmission Control Protocol 





ทุกครั้งที่มีการเปลี่ยนแปลงขอมูลใน Header (เชน TTL ที่มีการ
เปลี่ยนแปลงทุกครั้งที่ IP datagram ถูกสงผานเราเตอร) 
86-127 Source IP Address 
คือ IP Address ของผูสงดาตาแกรม 
 















ตารางที่ 2.2 อธิบาย IP Header 
 
IP Routing 
 IP Routing เปนกระบวนการคนหาเสนทางในการสงผานขอมูลจากตนทางไปยังปลายทาง
โดยผานการสงตอขอมูลไปจนกวาจะถึงปลายทาง นับเปนกลไกสําคัญที่ทําให IP เปนโปรโตคอลที่
สามารถสงขอมูลจากโฮสตหนึ่งไปอีกโฮสตหนึ่งไดแมวาจะอยูไกลแสนไกล ขอเร่ิมตนทฤษฎีของ 
IP Routing ดวยการทําความรูจักกับสวนประกอบตางๆ ของเน็ตเวิรค ในแงของ IP Routing กัน
กอน Host โฮสตเปนอุปกรณที่ทําหนาที่ใหกําเนิดขอมูลในกรณีเปนผูสง หรือทําหนาที่รับขอมูลไป
ใชงานในกรณีเปนผูรับ การสื่อสาร ขอมูลใดๆจะตองเปนการสื่อสารจากโฮสตไปยังโฮสตเสมอ 
สําหรับ IP Packet แลวขอมูลในเฮดเดอรที่ปรากฏอยูในฟลด Source Address และ Destination 
Address ซ่ึงเรียกวา IP Address จะเปนหมายเลขระบุตําแหนงของโฮสตตนทางและโฮสต ปลายทาง
เทานั้น Network เน็ตเวิรคเปนเครือขายที่มีการเชื่อมตอกันของโฮส 2 ตัวข้ึนไป โฮสตแตละตัวใน
เน็ตเวิรคเดียวกันสามารถเชื่อมตอถึงกันไดโดยตรง Router เราเตอรทําหนาที่ในการ สงผานขอมูล
จากเน็ตเวิรกหนึ่งไปยังอีกเน็ตเวิรกหนึ่ง ตําแหนงของเราเตอรจะอยูในจุดที่เชื่อมตอระหวางสองเนต็
เวิรกเขาดวยกัน ดวยขอกําหนดของ IP ขอมูลจะสงไปถึงกันโดยตรงขามเน็ตเวิรกไมได จะตอง
อาศัยเราเตอรเปนผูทําหนาที่สงผานขอมูลไปให ใน Router จะมี Routing Table สําหรับเก็บขอมูล 
เพื่อใชในการพิจารณาเลือกเสนทางในการสงดาตาแกรม ซ่ึงจะอธิบายกลไกการทํางานในหัวขอ








รูปที่ 2.6 network ตัวอยาง 
 
การ Routing จะเปนไปตามขั้นตอนดังนี้  
 1. ถาโฮสตตนทางและปลายทางตอเชื่อมรวมอยูในเน็ตเวิรกเดียวกัน มีการเชื่อมตอถึงกัน
โดยตรง เชน อีเธอรเน็ตหรือโทเค็นริง ดังแสดงในภาพที่ 2.6 เปนการติดตอระหวาง 172.17.2.2 และ 
172.17.2.3 (เครื่องสีแดง) IP ดาตาแกรมก็จะถูกสงไปยังโฮสตปลายทางโดยตรง  
 2. หากโฮสตตนทางและปลายทางไมไดอยูในเน็ตเวิรกเดียวกัน IP ดาตาแกรมจะถูกสงไป
ยังดีฟอลตเราเตอร  
3. เมื่อเราเตอรไดรับ IP ดาตาแกรมจากขอ 2 แลวตรวจสอบดู หากพบวาโฮสตปลายทางตอ
รวมอยูบนเน็ตเวิรกเดียวกันกับเราเตอร ใหทําการสงดาตาแกรมไปที่โฮสตนั้น เชน หาก 172.17.3.2 
ตองการสงดาตาแกรมไปยัง 172.17.4.2 (เครื่องสีเหลือง) จะตองสงดาตาแกรมไปที่ Router B 
Router B จะสงดาตาแกรมตอไปยังโฮสตปลายทาง  
4. หากไมไดตอรวมกันก็สงดาตาแกรมไปที่เราเตอรตัวตอไป โดย Router จะเปนผูเลือก
เสนทาง ซ่ึงมีอยู 2 กรณีคือ  
  1. ถามีขอมูลของโฮสปลายทางอยูใน Routing Table Router จะสงดาตาแกรมไป





  2. ถาไมมีขอมูลของโฮสปลายทางอยูใน Routing Table Router จะสงดาตาแกรม
ไปยัง default router และกลับไปที่ขั้นตอนในขอ 3 ใหม จนกวา IP ดาตาแกรมจะเดินทางถึง
ปลายทางหรือหมดเวลาในการสง (TTL=0) สมมติวาเครื่อง 172.17.1.3 ตองการติดตอกับ 
172.17.4.3 จะตองสง ip datagram ไปยัง Router A หาก Router A มีขอมูลเกี่ยวกับ 172.17.4.3 อยู ก็
จะรูวาตองสงดาตาแกรมไปยัง Router B คือ 172.17.2.4 และ Router B ก็จะสง ip datagram ไปยัง
โฮสตปลายทางไดสําเร็จ Subnet Adressing / Subnet Mask ในการใชงาน โปรโตคอล TCP/IP ใน 
internet นั้นการแบง IP Address ออกเปนแอดเดรสของเน็ตเวิรก (netid) และแอดเดรสของ โฮสต 
ตามที่ระบุของแตละคลาสคอนขางจะขาดประสิทธิภาพ คือในเน็ตเวิรกคลาส A และ B แตละเน็ต
เวิรกนั้น สามารถมีจํานวนโฮสตไดมาก ซ่ึงการที่จะนํา IP Address มาใชอยางทั่วถึงนั้นมีโอกาส
เปนไปไดยากมากทั้งคลาส A และคลาส B เพราะมีโอกาสนอยมากที่จะมีเน็ตเวิรก ใดในโลกมี
จํานวนโฮสตมากมายขนาดนั้นอยูภายในเน็ตเวิรกเดียว ดังนั้น IP Address ที่จัดสรรใหไปในแต
ละเน็ตเวิรกของ คลาสเหลานี้จึงถูกใชไมหมดและไมสามารถนําไปใชประโยชนที่อ่ืนไดเลย ดังนั้น
เพื่อใหการจัดสรร ip เปนไปอยางมีประสิทธิภาพ จึงมีการนําสวนของ hostid มาแบงยอยเปนสอง
สวนคือ subnet id และ host id ทําใหไดเน็ตเวิรคยอยหลายๆเน็ตเวิรค โดยในแตละเน็ตเวิรค มี
จํานวนโฮสตไมมากเกินไปและเพียงพอตอการใชงาน การแบง Subnet ใชเทคนิคที่เรียกวา Subnet 
Mask ซ่ึงเปนตัวเลขมีความยาว 32 บิต แบงออกเปนสี่ชุดเชนเดียวกับ ip แตคาของ subnet mask จะ
ขึ้นอยูกับความตองการในการแบง subnet วาตองการจํานวน subnet เทาใดและมีจํานวนโฮสต
เทาใด หากนํา subnet mask มาเขียนเปนเลขฐานสอง จะมีลักษณะพิเศษคือ ขึ้นตนดวยเลข 1 มี
จํานวนกี่ตัวก็ได ตามแตความตองการในการแบง suubnet และตําแหนงที่เหลือจะมีคาเปน 0 
ความสัมพันธระหวาง ip address , subnet mask , host id , net id , จํานวน subnet และ จํานวน host 
จะเปนดังนี้  
 • host id = (ip address) AND ~(subnet mask)  
 • net id = (ip address) AND (subnet mask)  
 • จํานวน host = ((2^จํานวนบิตที่เปน 0 ของ subnet mask)-2) เนื่องจาก ip แรกของ subnet 
ถูกใชเปน net ip และ ip สุดทายของ subnet ถูกใชเปน broadcast id  
 • จํานวน subnet = (2^(จํานวนบิตที่เปน 1 ของ subnet mask ในตําแหนงที่เปน host id ของ 






ARP: Ethernet Address Resolution Protocol 
 ในการสื่อสารใดๆ ก็ตาม จําเปนตองมีการสื่อสารผานตัวกลางในระดับ Physical เสมอ ซ่ึง
เปนระดับลางสุดในการสื่อสาร สําหรับในโปรโตคอล TCP/IP ถือวาเปนชั้น Link Layer นั่นเอง 
การสื่อสารในระดับนี้เปนการสื่อสารระหวาง Hardware Interface ในเน็ตเวิรคเดียวกัน ซ่ึงมอง
ขอมูลเปน Ethernet Frame เทานั้น จะไมสนใจวาขอมูลภายในเปนอยางไร มีตนทางอยูที่ไหนหรือ
ปลายทางไปหาใคร แตส่ิงที่โปรโตคอลในชั้นนี้สนใจก็คือ ขอมูลที่ Network Layer สงมาใหนั้น 
จะตองสงไปยัง Hardware Interface ไหน ซ่ึงการระบุ Hardware Interface จะใชเปน MAC Address 
มีลักษณะเปนเลขฐาน 16 ยาว 6 ไบต เชน 23:43:AA:5B:32:2C ซ่ึงจะไมมีอุปกรณที่มีหมายเลขนี้ซํ้า
กันเด็ดขาด  
 
ทําไมตองมี ARP?  
 ในกรณีที่มีการสงขอมูลจาก interface หนึ่ง ทุกๆ interface ที่อยูในเน็ตเวิรคเดียวกันจะ
ไดรับขอมูล แตมีเพียงอินเทอรเฟสที่มี MAC Address ตรงกับ MAC Address ของผูรับที่ระบุใน
เฟรมขอมูลเทานั้น ที่จะนําขอมูลนั้นไปประมวลผล ดังนั้นในการสงขอมูลจากเครื่องหนึ่งไปยังอีก
เครื่องหนึ่ง ฝงผูสงจะตองระบุ MAC Address ของผูรับใหถูกตอง จึงจะสามารถสงขอมูลไปได 
สมมติวา เครื่องคอมพิวเตอร ip 172.17.3.12 ตองการติดตอกับ 161.246.10.21 การทํางานในระดับ 
IP จะสั่งให สงขอมูลไปยัง 172.17.3.1 ซ่ึงเปน default Router แต 172.17.2.12 จะรูไดอยางไรวา 
172.17.2.12 มี MAC Address คืออะไร ? จุดนี้เองที่จะตองมีการใช ARP ในการสอบถาม MAC 
Address จากเครื่องที่เราตองการสงขอมูล เมื่อไดรับ MAC Address ของผูรับมาแลวจึงสามารถ
เชื่อมตอกับ เครื่องอีกฝง เพื่อการสื่อสารในระดับสูงขึ้นไปได  
 
กลไกการทํางานของ ARP 
 การทํางานของ ARP เปนเรื่องไมซับซอน มีเพียง 2 ขั้นตอนเทานั้นคือ  
1. เครื่องที่ตองการสอบถาม MAC Address สง ARP packet เรียกวา ARP Request ซ่ึงบรรจ ุ
IP, MAC Address ของตนเอง และ IP Address ของเครื่องที่ตองการทราบ MAC Address สวน 
MAC Address ปลายทางนั้น จะถูกกําหนดเปน FF:FF:FF:FF:FF:FF ซ่ึงเปน Broardcast Address 









รูปที่ 2.7 ARP Request จะถกูสงไปยังเครือ่งทุกเครื่องในเน็ตเวิรค  
 
2. เฉพาะเครื่องที่มี IP Address ตรงกับที่ระบุใน ARP Packet จะตอบกลับมาดวย ARP 
Packet เชนกัน โดยใส MAC Address และ IP Address ของตนเองเปนผูสง และใส MAC Address 









 จากที่กลาวมา จะเห็นวากระบวนการ ARP จะเกิดขึ้นทุกครั้งที่มีการสง IP datagram และ
กระบวการ ARP ก็กินเวลารับสงขอมูลและทรัพยากรในเน็ตเวิรคพอสมควร โดยเฉพาะในจุดที่ตอง
มีการ Broadcast ARP Request ซ่ึงหากเปนเชนนั้น แบนวิธอันมีคาของเน็ตเวิรคคงหมดไปกับ ARP 
Packet ที่วิ่งพลานในสายเคเบิ้ลแนๆ จึงมีการออกแบบบัฟเฟอรเปนตารางจับคู ระหวาง ARP กับ IP 
Address เพื่อไมตองสง ARP Request / Reply ทุกครั้งที่จะทําการสง IP datagram แต IP Address 
นั้นเปนสิ่งที่ผูใชกําหนดขึ้น เปน Logical ซ่ึงสามารถเปลี่ยนแปลงได ดังนั้น ขอมูลในตารางนี้จึง
ตองมีอายุการใชงาน โดยท่ัวไป กําหนดใหเปนเวลา 20 นาที เมื่อหมดเวลาแลว หากจะสง IP 
Datagram คร้ังตอไป จะตองทําการสง ARP Request ใหม ทานสามารถเรียกดู ARP cache ใน
ระบบปฏิบัติการ Linux ไดดวยคําสั่ง  








รูปที่ 2.9 ผลของคําสั่ง arp แสดงตาราง arp cache สําหรับระบบปฏิบัติการ Linux  
 
ARP Packet Format  
 
                                                                   รูปที่ 2.10 ARP Packet Format 
 





สวนนี้อยูใน Header ของ Ethernet Frame ทั่วไป มีความหมาย
เปน Address ปลายทาง ในกรณีของ ARP Request ขอมูลใน
ฟลดนี้จะเปน FF:FF:FF:FF:FF:FF 
ไบต 6-11 Ethernet Source 
Address 
สวนนี้อยูใน Header ของ Ethernet Frame ทั่วไป มีความหมาย
เปน Address ตนทาง 
ไบต 12-13 Ethernet Frame 
Type 
ระบุถึงโปรโตคอลที่ Encapsulate อยูใน Ethernet Frame นี ้
สําหรับ ARP จะตองเปน 0x0806 
ไบต 14-15 Hard Type ระบุถึงประเภทของ Hardware ที่โปรโตคอล ARP ถามอยู สําหรับกรณีนี้คือ Ethernet Address จะตองเปน 1 
ไบต 16-17 Prot Type ระบุชนิดของโปรโตคอลที่ถาม วาเปน Hardware Address ของโปรโตคอลอะไร ในที่นี้คือ IP 





       ไบต 19  ระบุขนาดของแอดเดรสในโปรโตคอลที่ถาม ซึ่งมีคาเปน 4 สําหรับ IP 
ไบต 20-21 OP Field  เปนการระบุวาเปน ARP ชนิดใด  
 
ไบต 22-27 Sender Ethernet Address Ethernet Address ของผูสง มีคาซ้ํากับในไบตที่ 6-11 
ไบต 28-31 Sender IP Address IP Address ของผูสง 
ไบต 32-37 Target Ethernet Address 
Ethernet Address ของผูรับ คานี้จะวางไวในกรณีของ ARP 
Request 
ไบต 38-41 Target IP Address IP Address ของผูรับ 
 








ICMP: Internet Control Message Protocol 
 ICMP เปนโปรโตคอลที่ใชในการตรวจสอบและรายงานสถานภาพของดาตาแกรม 
โปรโตคอลนี้ทํางานในระดับ Network Layer เชนเดียวกับ IP ในกรณีที่เกิดปญหากับดาตาแกรม 
เชน เราเตอรไมสามารถสงดาตาแกรมไปถึงปลายทางได ICMP จะถูกสงออกไปยังโฮสตนทางเพื่อ
รายงานขอผิดพลาด ที่เกิดขึ้น อยางไรก็ดี ไมมีอะไรรับประกันไดวา ICMP Message ที่สงไปนั้น จะ
ถึงผูรับจริงหรือไม หากมีการสงดาตาแกรมออกไปแลวไมมี ICMP Message ฟอง Error กลับมา ก็
แปลความหมายไดสองกรณีคือ ขอมูลถูกสงไปถึงปลายทางอยางเรียบรอย หรืออาจจะมีปญหา ใน
การสื่อสารทั้งการสงดาตาแกรม และ ICMP Message ที่สงกลับมาก็มีปญหาระวางทางก็ได ICMP 
จึงเปนโปรโตคอลที่ไมมีความนาเชื่อถือ (unreliable) ซ่ึงจะเปนหนาที่ของ โปรโตคอลในระดับสูง







โดยทั่วไป ICMP มีการใชงานในสองลักษณะคือ  
1. Query ใชสอบถามสถานะระหวางกัน ในรูป เปนการสง Echo request เพื่อถามสถานะของ




รูปที่ 2.11 การใชงานโปรโตคอล ICMP เพือ่สอบถามสถานะระหวางกนั 
 
2. Error Report ใชรายงานขอผิดพลาดที่เกดิขึ้น เชน หากไมสามารถสงดาตาแกรมไปถึงปลายทาง





รูปที่ 2.12 การใชงานโปรโตคอล ICMP เพือ่รายงานขอผิดพลาดที่เกดิขึน้  
 
 
การรายงานขอผิดพลาดของ ICMP นั้น จะ ไมรายงานขอผิดพลาดในบางกรณีคือ  
1. เกิดความผิดพลาดในการสง ICMP เสียเอง  





3. มีการแบงดาตาแกรมออกเปนสวนยอยๆ เรียกวาแฟรกเมนต ในกรณีนี้ จะสง ICMP 
Message สําหรับแฟรกเมนตแรกเพียงครั้งเดียว ไมตองแจงกลับทุกแฟรกเมนต เพราะถือวาเปน
ดาตาแกรมเดียวกัน  
4. Address ตนทางไมไดเจาะจงโฮส เชน Address ที่เปน 0 ทั้งหมด Address ที่เปน 











ตําแหนง ชื่อ อธิบาย 
บิต 0-7 Type ประเภทของ ICMP Message 
บิต 8-15 Code รหัสของ ICMP Message 
บิต 16-31 Checksum เปนตัวตรวจสอบความถูกตองของ ICMP Massage ท้ังหมด 
ไมแนนอน Data ขอมูลภายใน ICMP Message ขึ้นอยูกับ Type * 
 
ตารางที่ 2.4 อธิบาย ICMP Message 
 
* ตําแหนงตางๆของขอมูลภายใน Data จะขึ้นอยูกับชนิดของ ICMP นั้นๆ ซ่ึงมีรายละเอียด
คอนขางมาก เพื่อไมใหเนื้อหายืดเยื้อจนเกินไป จะไมนํามากลาวถึงในเอกสารฉบับนี้ ทานสามารถ
ศึกษาโครงสรางของ Data ของ ICMP แตละชนิดไดจาก RFC 792  
 
ICMP Message Type 






TYPE                     Description 
0       Echo Reply 
3       Destination Unreachable 
4       Source Quench 
5       Redirect Message 
8       Echo Request 
11      Time Exceeded 
12      Parameter Problem 
13      Timestamp Request 
14      Timestamp Reply 
15      Information Request (No Longer 
Used) 
16      Information Reply (No Longer 
Used) 
17      Address Mask Request 
18      Address Mask Reply 
 
                                     ตารางที่ 2.5 Description ICMP Message Type 
 
UDP: User Datagram Protocol 
 UDP เปนโปรโตคอลที่ถูกออกแบบมาใหทําหนาที่รับสงขอมูลโดยมีขั้นตอนการทํางานไม
ซับซอนและทํางานไดรวดเร็ว แตมีจุดดอยคือไมมีความนาเชื่อถือ (unreliable) และเปนการสื่อสาร
แบบไมตอเนื่อง (connectionless) โปรโตคอล UDP ทํางานในชั้น Transport Layer ซ่ึงจะตองพึ่งพา


















รูปที่ 2.14 UDP Header  
 
 
ตําแหนง ชื่อ อธิบาย 
บิต 0-15 Source port 
number 
หมายเลขพอรตตนทางที่สงดาตาแกรมนี้ มีความยาว 16 บิต 
บิต 16-31 destination 
port number 
หมายเลขพอรตปลายทางที่จะเปนผูรับดาตาแกรม มีความยาว 16 บิตเชนกัน 
บิต 32-47 UDP length ความยาวของดาตาแกรม ทั้งสวน Header และ data นั่นหมายความวา คาที่นอยทีส่ดุใน
ฟลดนี้คือ 8 ซึ่งเปนขนาดของ Header 
บิต 48-63 Checksum เปนตัวตรวจสอบความถูกตองของ UDP datagram และจะนําขอมูลบางสวนใน IP 
Header มาคํานวนดวย 
 




 Checksum เปน เลข 16 บิตถูกคํานวนดวยวิธี one's complement โดยนํา Pseudo Header 
และขอมูลทั้งหมดใน UDP Datagram มาคํานวน  
Pseudo Header เปนขอมูลที่อยูในสวนของ IP Header ประกอบดวยฟลด source ip address, 








รูปที่ 2.15 Pseudo Header  
 
หากคา Checksum ที่คํานวนออกมาเปน 0 คา checksum จะถูกเซ็ตเปน 1 ทั้งหมดแทน (มี
คาเทากันในระบบ 1's complement) ทั้งนี้เพราะในบางแอพพลิเคชั่นที่ไมตองการตรวจสอบคา 
checksum ในระดับ UDP จะเซ็ตคานี้เปน 0 (disable checksum)  
 
TCP: Transmistion Control Protocol 
 TCP เปนโปรโตคอลที่ใชส่ือสารระหวางโฮสที่มีความนาเชื่อถือ จะเห็นไดวาโปรโตคอล
ในระดับ IP หรือแมกระทั่ง UDP จะสนใจ ขอมูลเพียง 1 ดาตาแกรม กลไกของโปรโตคอลจะมี
หนาที่ตรวจสอบความถูกตองเพียงเฉพาะดาตาแกรมนั้น ๆ เมื่อจะทํา การสงดาตาแกรมใหมก็จะถือ
วาเปนขอมูลชุดใหมที่ไมมีความสัมพันธใด ๆ กับขอมูลดาตาแกรมอื่น (การสื่อสาร 1 คร้ัง จึงใช
เพียง 1 ดาตาแกรม) แตสําหรับ TCP แลวจะเห็นวาขอมูลนั้นเปน stream คือมีความสัมพันธ
ตอเนื่องกัน มีกลไกในการตรวจสอบทั้งดานสง และดานรับเพื่อใหแนใจวาสามารถสื่อสารกันได
จริงจึงจะมีการสงรับขอมูลเกิดขึ้น ตลอดจนการยกเลิกการติดตอก็มีกลไกสําหรับแจงใหอีกฝงทราบ 
ทําใหการสื่อสารดวย TCP จึงเสมือนวาทั้ง 2 ฝายคือฝายรับและฝายสงไดทําการตอสาย เน็ตเวิรกถึง
กัน (connected) ตลอดเวลาที่การรับสงขอมูลจนกระทั่งการสื่อสารทั้งหมดเสร็จสิ้นจึงจะทําการ
ยกเลิกการเชื่อมตอนั้นเสีย  
จุดเดนประการสําคัญของ TCP ที่กลาวถึงอยูเสมอคือ ความมีเสถียรภาพและความถูกตอง
ของการสื่อสารซึ่งมีความเชื่อถือไดสูง คุณสมบัติที่ทําให TCP มีขอดีดังกลาวคือ  
 1. ขอมูลที่จะสงผาน TCP จะถูกนํามาแตกยอยออกเปนสวน ๆ ใหมีขนาดเหมาะสมสําหรับ
การสงขอมูล โดย TCP มีกลไกในการพิจารณาวาขนาดเทาใดจะทําใหการรับ - สงนั้นมี
ประสิทธิภาพและนาเชื่อถือสูงสุด โดยขอมูลแตละชุดที่แบงออกและ ทําการสงโดย TCP แตละครั้ง
จะเรียกวา TCP เซกเมนต  
 2. ในการสงขอมูลแตละครั้ง TCP จะมีการจับเวลาใวเสมอ เพื่อรอการตอบรับจากผูรับวา





แกปญหาที่เกิดขึ้น เชน ยกเลิกการติดตอ, สงขอมูลซํ้า ทําให Application ทราบสถานะการสงขอมูล
ตลอดเวลา  
 3.TCP มี checksum ซ่ึงจะครอบคลุมทั้ง TCP Header และ TCP Data เพื่อเปนการปองกัน
และตรวจสอบวาขอมูล ที่สงมานั้นถูกตอง และไมไดถูกแกไขระหวางทาง หาก TCP ไดรับขอมูลที่
ทําการตรวจสอบกับ checksum แลวปรากฏวา มีความผิดพลาดเกิดขึ้น TCP จะทิ้งขอมูลที่ไดรับและ
จะไมทําการตอบรับขอมูลนั้นกลับไปยังผูสง คือถือเสมือนวาไมไดรับ ขอมูลนั้น เพื่อใหทางฝายผู
สงทําการสงใหมหรือหาขอบกพรองและพยายามแกไขตามแตแอพพลิเคชั่นทางฝายผูสงเห็นสมควร  
 4. เนื่องจาก TCP อาศัย IP ในการสงขอมูล ซ่ึง IP เองอาจจะถูกแฟรกเมนตได และทําให
ขอมูลที่ถูกแฟรกเมนตนั้นสงถึง ปลายทางในลําดับที่ไมถูกตองได หนาที่ของ TCP เมื่อรับขอมูลที่แฟ
รกเมนตมานั้นจะตองนําขอมูลแตละสวนมาประกอบ รวมกันใหถูกตองสมบูรณกอนจะสงไปยัง 
Application Layer ตอไป  
 5. การสง - รับขอมูลดวย IP อาจจะมีกรณีที่ IP Datagram นั้นถูกสงซ้ําขึ้นได TCP ที่รับ
ขอมูลซํ้าดังกลาวจะตองทราบวา เปน IP Datagram ที่ซํ้าและไมนําขอมูลไปใชงาน  
 6. TCP มีกลไกควบคุมการไหลของขอมูล (Flow Control) โดยการควบคุมนี้จะตองอาศัย
ลําดับของการรับสงที่ถูกตอง และสัมพันธกันทั้ง 2 ฝง ในขณะเดียวกันขอมูลที่สงนั้นจะตองอาศัย 
IP หลายดาตาแกรมจึงจะไดรับขอมูลครบทั้งหมด ดังนั้นในการรับขอมูลทางฝายรับจึงตองเตรียม
บัฟเฟอรไวจํานวนหนึ่งเพื่อรอรับขอมูลและรวบรวมขอมูลทั้งชุดใหอยูใน บัฟเฟอรกอนที่จะทําการ



























               ช่ือ อธิบาย 
Source Port Number หมายถึงพอรตที่โฮสตตนทางใชในการสื่อสารกันของเซสชั่นนี้ และ 
TCP/IP จะใชพอรตนั้นไป ตลอดตราบใดที่การสื่อสารในเซสชั่นนี้ยังไม




ถูกเปดไวในระยะเวลาสั้น ๆ (ephenumeral port) คาที่เปนไปไดของพอรต
นี้ขึ้นอยูกับการจัดสรรของระบบปฏิบัติการ ในการกําหนดขอบเขตของ













Sequence Number เปนฟลดที่ระบุถึงหมายเลขลําดับที่ใชอางอิงในการสื่อสารขอมูลแตละครั้ง 
เพื่อใหทั้ง 2 ฝาย จะไดรับทราบตรงกันวาเปนขอมูลของชุดใด การ
นําไปใชงานจะไดไมปะปนกัน และมีลําดับที่ถูกตอง เนื่องจากการสื่อสาร
ขอมูลผาน TCP นั้นจังหวะและลําดับเปนสวนสําคัญของโปรโตคอลไมยิ่ง
หยอนไปกวาขอมูลใน TCP Header รวมไปถึง การที่ขอมูลในแตละ TCP 






ทําหนาที่เชนเดียวกับ Sequence Number ตางกันตรงที่เปน Sequence 
Number ซ่ึงในการตอบรับ กลาวคือ เนื่องจาก Sequence Number ที่ใชใน
การอางอิงนั้นผูที่เร่ิมสงขอมูลจะเปนผูกําหนดเลขขึ้น มาและสงไปพรอม
กับการสรางการเชื่อมตอคร้ังใหมแตสําหรับฝายที่ถูกติดตอก็จําเปนตอง
กําหนดหมายเลขสําหรับใชอางอิง ในการตอบรับเชนกัน คาที่อยูใน 
Acknowledge Number ก็คือหมายเลขที่ใชอางอิงในการตอบรับนี้ 
Header Length โดยปกติความยาวของ TCP Header จะเทากับ 20 ไบต แตถาหากมีการใช 
Option อาจจะทําให ขนาดของเฮดเดอรยาวขึ้นตามขอมูลที่ตองเพิ่มมาจาก 
Option นั้น แตทั้งหมดแลวจะไมเกิน 60 ไบต 
Window Size เปนขนาดของการรับ - สงขอมูลในแตละครั้งที่ทางฝายผูรับจะสามารถรับ
ได เนื่องจากในการรับขอมูลนั้น ทางผูรับจะตองจัดเตรียมหนวยความจํา
ในการพักขอมูลที่มากจาก TCP และทําการ Demultiplex ออกมา หากไมมี
การตกลง ถึงขนาดที่ทางฝายรับสามารถรับได ก็จะทําใหการสื่อสารขอมูล
ไมสมดุล และฝายรับอาจจะประมวลผลทัน ซ่ึงจะสงผลใหตองสง ขอมูล
ซํ้าหลายครั้ง 
Checksum ฟลดที่ใชในการตรวจสอบความถูกตองของขอมูลใน TCP เซกเมนตใช






Urgent Pointer ขอมูลเพิ่มเติมซึ่งจะอยูใน TCP Header เมื่อมีการตั้งคา option บางอยางที่
ตองการขอมูลเพิ่มเติมซึ่งไมมีใน TCP Header เชน MSS, Strict Route 
 
























รูปที่ 2.17  3-way handshakes 
 
กอนที่จะเริ่มตนการสื่อสาร จะตองมีการสงสัญญาณเพื่อบอกโฮสตอีกฝงหนึ่งใหเตรียมตัว
ติดตอ ซ่ึงกระบวนการที่ใชมีช่ือเรียกวา 3-Way Hand Shake มีขั้นตอนคือ  
1 .เครื่องไคลเอนตจะทําการสงเซกเมนต โดยเปด SYN Flag ระบุหมายเลขพอรตที่ตองการติดตอ
บนเซิรฟเวอรและระบุหมายเลข ลําดับของขอมูล (ISN - Initial Sequence Number)  
2. เครื่องเซิรฟเวอรเมื่อไดรับขอมูลเซกเมนตจากขอ 1 ก็จะตอบกลับดวยการเพิ่มคา ISN ที่ไดรับขึ้น
อีก 1 พรอมทั้งระบุหมายเลขลําดับ (ISN) ของตนเอง และเปด SYN กับ ACK Flag  
3. ไคลเอนตเมื่อไดรับการตอบกลับจากเซิรฟเวอรตามขอ 2  ก็จะทําการตอบรับกลับไป โดยการเพิ่ม
คา ISN ของเซิรฟเวอรขึ้นอีก 1 และเปด ACK Flag เมื่อผานการสราง connection ทั้ง 3 ขั้นตอนแลว 
ตอนนี้ทั้งไคลเอนต และเซิรฟเวอรเปรียบเสมือนมีการเชื่อมตอถึงกันแลว สถานะของการเชื่อมตอ








รูปที่ 2.18  TCP Header  
 
เมื่อการสื่อสารของทั้งสองฝงจบลง และไมตองการรับสงขอมูลอีกตอไป จะตองทําตาม
ขั้นตอนการยุติการสื่อสารเพื่อใหการสื่อสารจบลงอยางสมบูรณ ซ่ึงมีอยู 4 ขั้นตอนคือ  
1. ไคลเอนตทําการสง ISN พรอมกับ FIN ACK Flag ไปยังเซิรฟเวอร  
2. เซิรฟเวอรทําการตอบรับ ISN และบวกคา ISN อีก 1 พรอม ACK Flag  
3. เซิรฟเวอรทําการสง ISN พรอมกับ FIN ACK Flag ไปยังไคลเอนต  
4. ไคลเอนตทําการตอบรับ ISN และบวกคา ISN อีก 1 พรอม ACK Flag  
การยุติการเชื่อมตอ โดยสง FIN ACK ออกไปมีความหมายคือ โฮสตที่สงไมมีขอมูลจะ
สงไปอีก มิใชตองการปดการสื่อสารทั้งหมดในทันที ดังนั้นจึงตองทําทั้งสองทาง การสื่อสารจึงจะ
ยุติลงอยางสมบูรณ ในการใชงานจริง อาจมีการยุติการสื่อสารเพียงดานเดียว คือหยุดสงขอมูล แต
ยังคงเปดพอรตไวรอรับขอมูลจากอีกดานหนึ่ง ทั้งนี้ขึ้นอยูกับลักษณะการใชงาน การปดพอรต








2.2 หลักการพื้นฐาน Voice over IP 
 การสงเสียงบนเครือขายไอพี หรือเรียกวา Voice over IP เปนระบบที่นําสัญญาณขอมูล
เสียงมาบรรจุลงเปนแพ็กเก็ต ไอพี แลวสงไปโดยที่เราเตอรมีวิธีปรับตัวเพื่อรับสัญญาณแพ็กเก็ต 





รูปที่ 2.19 ภาพการเชื่อมตอเครือขายโทรศัพทผานอินเตอรเน็ตโดยนํา VoIP มาใช 
 
 ระบบ VoIP เปนระบบที่นําสัญญาณเสียงที่ผานการดิจิไตซ โดยหนึ่งชองเสียงเมื่อแปลง
เปนขอมูลจะมีขนาด 64 Kbps การนําขอมูลเสียงขนาดนี้ ตองนํามาบีบอัด โดยทั่วไปจะเหลือ





การใหสิทธิพิเศษกอนแพ็กเก็ตไอพีอ่ืน(Quality of service : QoS) เพื่อการใหบริการที่ทําใหเสียงมี
คุณภาพจากระบบดังกลาวนี้เอง จึงสามารถนํามาประยุกตใชกับระบบเชื่อมโยงเครือขายโทรศัพท
ระหวางสํานักงาน โดยแตละสํานักงานสามารถใชระบบสื่อสารโทรศัพทผานทางเครือขายไอพี 







รูปที่ 2.20  ภาพการเชื่อมตอระบบโทรศัพทโดยใช VoIP กับ PABX มาใช 
  
 ดวยวิธีการสื่อสารแบบ VoIP จึงทําใหระบบโทรศัพทที่เปนตูชุมสายภายในขององคกร
สามารถเชื่อมกันถึงกันผานทางเครือขายไอพี การสื่อสารแบบนี้ทําใหสามารถใชโทรศัพทขามถึง




 1. เมื่อผูพูดโทรศัพทจากเครื่องโทรศัพทธรรมดา หรือพูดผานไมโครโฟนที่ถูกตอเขากับ
การดเสียงของเครื่องคอมพิวเตอรคล่ืนสัญญาณเสียง แบบอนาล็อกก็จะรับการแปลงเปนสัญญาณ
ดิจิตอล จากนั้นจะถูกบีบอัดดวยตัวถอดรหัสผานอุปกรณ PABX (Private Box Exchange) หรือ 
VoIP Gateway 
 2. เมื่อผาน VoIP Gateway แลวก็จะถูกสงตอไปยัง Gatekeeper เพื่อคนหาเครื่องปลายทางที่
จะรับการติดตอ เชน หมายเลขไอพี หมายเลข โทรศัพท เปนตน แลวแปลงเปนแพ็กเกจขอมูล
สงออกไปบนระบบ เครือขายอินเตอรืเน็ต นั่นเอง 








กระบวนการทํางานของเทคโนโลยี VoIP มีรายละเอียดการทํางานดังนี ้
Conversion to PCM (Pulse Code Modulation) จะเปนการแปลงสัญญาณ Analog ใหไป




รูปที่ 2.21 ภาพขั้นตอนการแปลงสัญญาณเปนดิจิตอล 
 
Removal of Echo จะเปนการมีการแยกสัญญาณออกเปนสวนๆ เพื่อทําการตัดสัญญาณ 





รูปที่ 2.22   ภาพขั้นตอนการแยกสัญญาณออกเปนสวนๆ เพื่อทําการตัดสัญญาณ Echo ออก 
 
Framing ในสวนของสัญญาณที่เหลือนั้น ก็จะถูกแบงและจัดรูปแบบขึ้นมาใหมในรูปของ
Frame ซ่ึงกระบวนการนี้จะถูกจัดการโดยรูปแบบการบีบอัดที่เรียกวา CODEC หลังจากกระบวนนี้










 Packetisation ในกระบวนการนี้จะเปนการแปลง Frame ของสัญญาณใหมาอยูในรูปของ 
Packet ซ่ึงจะมีการเพิ่ม Header เขาไปใน Packet โดยในสวนของ Header นั้นกจ็ะประกอบไปดวย





รูปที่ 2.24 ภาพการแปลง Frame ของสัญญาณใหมาอยูในรูปของ Packet 
 
 
 Address and Delivery หลังจากที่ไดแปลงสัญญาณใหอยูในรูปของ Packet แลว ขอมลูนั้น




รูปที่ 2.25 ภาพการใสคา IP Address ปลายทาง 
 
 
 Conversion to Analog หลังจากที่ไดทําการใสคาของ IPAddress ปลายทางไปใน Header
ของ Packet แลวนั้น เมื่อ Packet เหลานั้นไปถึงดานปลายทางขอมูล Header เหลานี้จะถูกแยกออก
เพื่อใหเหลือแค Voice Frame หลังจากนั้นก็จะทําการแปลงสัญญาณ Digital PCM ใหกลับมาเปน




















รูปที่ 2.27 ภาพขั้นตอนการตรวจสอบความผิดพลาด 
 
 
Standard of VoIP Technology 
 โปรโตคอลสําหรับ VoIP มีอยู 2 มาตรฐานคือ H.323[2] และ SIP(Session Initial 
Protocal)[1] โปรโตคอล H.323 เปนโปรโตคอลที่พัฒนาโดย ITU-T(International 
Telecommunications Union-Telecommunications section) สวน SIP ถูกพัฒนาโดย IETF (Internet 
Engineering Task Force) มาตรฐานเหลานี้ เราสามารถเรียกไดอีกอยางหนึ่งวา “Call Control 
Technologies” โปรโตคอลทั้งสองมีหนาที่หลักในการสราง ส้ินสุด และการเปลี่ยนแปลง
รายละเอียดของการเรียก ระหวางผูใช VoIP รวมทั้งยังสามารถใหฟงกชันเพิ่มเติมอื่นๆ โปรโตคอล









รูปที่ 2.28 VoIP Protocal Stack 
 
 
 โปรโตคอล H.323 และ SIP เปนโปรโตคอลในชั้นแอปพลิเคชั่น (Application layer) และ
ใชบริการของโปรโตคอลในชั้นที่ต่ํากวา SIP สามารถใชไดทั้ง UDP และ TCP สวน H.323 ใช TCP 
เทานั้น แตเนื่องจากวาฟงกชันของ H.323 และ SIP มีขอบเขตจํากัด ดังนั้นจึงไดนําโปรโตคอล อ่ืน
มาชวยในการทํางาน ซ่ึงไดแก RTP/RTCP ซ่ึงทําให VoIP สามารถใหบริการไดอยางมี
ประสิทธิภาพมากขึ้น โปรโตคอลดังกลาวเปนโปรโคคอลในชั้นแอพปลิเคชั่นซึ่งทํางานอยูบนชุด
โปรโตคอล TCP/IP โปรโตคอลเหลานี้ไมไดเปนโปรโตคอลเฉพาะสําหรับ VoIP ดังนั้นจะกลาวถึง

















4.ไมมีความผิดพลาดในการเรียงขอมูล ซ่ึงแตกตางจากโปรโตคอล ยูดีพี เมื่อสงแลวมีปญหาในการ   
ลําดับกอนหลัง 
5.ขอมูลที่จะสงถูกควบคุมดวย RTCP: Real Time Control Protocal 

































หนวยไมครอน นําไปสูการสราง CHIP ที่มีขนาดเล็กและมากดวยคุณภาพ ไมโครคอนโทรเลอร 
8051 เปนCHIP ที่นิยมมากตัวหนึ่งที่ใชในงานควบคุมเนื่องจากความสามารถที่สูงและ งายตอการ
ใชงาน ทั้งนี้ตองขึ้นอยูกับผูใชงานที่จะมีวิธีการอยางไรในการดึงความสามารถของ CHIP มาใหใช
เต็มที่เพื่อใหเกิดประสิทธิภาพสูงสุด ซ่ึงการที่รูถึงรายละเอียด และเรียนรูสถาปตยกรรมของ เปนสิ่ง
แรกที่ตองทํา ทางขณะผูจัดทําหวังวา web page ชุดนี้จะทําใหผูอานมีความรูความเขาใจและสามารถ
นํา 8051 ไมโครคอน โทรเลอร CHIP ไปใชงานใหเกิดประโยชนสูงสุดตอไป 
 
แนะนําไมโครคอนโทรเลอรตระกูล 8051 
ไมโครคอนโทรเลอร 8051ไดมีการผลิตครั้งแรกโดยบริษัท Intel และใชช่ือวา MCS-51 ซ่ึง
ปรากฏวานิยมใชกันอยางแพรหลายในไมโครคอนโทรเลอรตระกูล 16 บิตตอมาไดมีหลายบริษัทที่
รับลิขสิทธจากบริษัท intel ใหมีการนํา MCS-51 ไปผลิตเพื่อจําหนาย ทําใหเกิด 8051
ไมโครคอนโทรเลอร CHIP หลาย SERIES จํานวนมากขึ้นมาซึ่งผูบริโภคสามารถเลือกใชตาม 






ตารางที่ 3.1 แสดงไมโครคอนโทรเลอรตระกูล MCS-51 ของบริษัท Intel 
 
การจัดการหนวยความจําและการเชื่อมตอ 
       หนวยความจําของไมโครคอนโทรเลอร 8051 แบงเปน 2 ประเภท คือ  
1.  หนวยความจําโปรแกรม(Program Memory) หนวยความจําประเภทนี้ คือ ROM ใชเก็บ
โปรแกรมที่ใชในการควคุมระบบ ซ่ึงเปนหนวยความจําประเภท non-volatile  
                2. หนวยความจําขอมูล ( Data Memory) หนวยความจําประเภทนี้ไดแก RAM 
 
หนวยความจําโปรแกรม 
          ใน 8051 จะแบงหนวยความจําประเภทนี้เปนอีก 2 ประเภท หนวยความจําโปรแกรม
ภายนอก (external memory) กลาวคือ ROM ที่มาตอภายนอกตัว 8051 สวนอีกประเภทหนึ่ง คือ 
หนวยความจําภายใน (internal memory) ไดแก ROM ภายในตัวไมโครคอนโทรเลอรเอง การ
เลือกใชหนวยความจําโปรแกรมภายนอกหรือหนวยความจําโปรแกรมภายในทําไดโดยการให
สัญญาณทางไฟฟาที่ขา EA/ โดย  
             - สัญญาณทางไฟฟาที่ขา EA/ เปนลอจิก 0 หมายถึง หนวยความจําโปรแกรมภายนอก 





               *หมายเหตุ หนวยความจําโปรแกรมนั้น ไมโครคอนโทรเลอรตระกูล 8051 สามารถอาง
ขอมูลได 64 กิโลไบต 
                    
 
 





หนวยความจํา RAM แบบสแตติก ดังนั้นเมื่อไมมีการ จายไฟฟาใหกับระบบ ก็จะมีผลทําใหขอมูลที่
จัดเก็บไวภายในหนวยความจํานี้สูญหายไป พื้นที่ของหนวยความจําขอมูล ของ 8051 สามารถมีได
สูงสุดไมเกิน 64 กิโลไบต และแยกประเภทออกเปนสองลักษณะตามตําแหนงที่ตั้งของ
หนวยความจํานั้น 







                -หนวยความจําโปรแกรมภายใน (Internal Data Memory) ซ่ึง เปน RAM ที่อยูภายในตัว
ของไอซีไมโครคอนโทรลเลอรเอง  
                -หนวยความจําขอมูลภายนอก (External Data Memory) ซ่ึงเปนการใชไอซีหนวยความจํา 




                      หนวยความจําขอมูลภายในของ 8051 มีจํานวนทั้งหมด 256 ไบต โดยจําแนกออกได
เปนสองลักษณะ คือพื้นที่เฉพาะสําหรับตัวประมวลผลกลาง หรือเรียกวา รีจิสเตอร R0-R7 และ
พื้นที่ใชงานทั่วไปสําหรับโปรแกรมใชงานที่ผูใชสรางขึ้นมา 
 
หนวยความจําขนาด 128 ไบตแรก 
บริเวณแอดเดรส 00H - 1FH จํานวน 32 ไบตจําแนกออกเปนกลุม (Blank) 8 ไบต จํานวน 4 
กลุม ซ่ึงมีช่ือเรียกวา รีจีสเตอร R0 - R7 ดงัตารางตอไปนี้ 
                                 
                  แอดเดรส รีจิสเตอรแบงค       ช่ือรีจิสเตอรใชงาน 
                  00H-07H 
                  08H-0FH 
                  10H-17H 





     R0-R7 
     R0-R7 
     R0-R7 
     R0-R7 
 
ตารางที่ 3.2 แสดงรีจีสเตอร R0 - R7  
 
                 จะเห็นไดวาชื่อของรีจิสเตอรไมวาจะอยูในรีจิสเตอรแบงคใด ก็จะมีช่ือ R0 ถึง R7 
เหมือนกันทั้งสิ้น ดังนั้นในการใชงานผูใชจะตองใหความระมัดระวังวาตองการรีจิสเตอรนั้นๆ จาก
แบงคใด การสวิตช เลือกแตละกลุมของรีจิสเตอรนี้ก็ทําไดงาย เพียงการกําหนดคาของบิตที่อยู










                   รีจิเตอรแบงค บิต RS0 บิต RS1   ตําแหนงหนวยความจํา   
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                                                    ตารางที่ 3.3  แสดงรีจีสเตอร รีจิสเตอร PSW  
 
อยางไรก็ตามโดยทั่วไปก็มักจะมีการใชงานรีจิสเตอร R0-R7 เฉพาะในแบงก 0 เทานั้น ดังนั้นพื้นที่
ของ แบงกอ่ืนๆ  ที่เหลือก็สามารถนํามาใชในลักษณะของหนวยความจําขอมูลภายในปกติดวยการ 
อางถึงหมายเลขของ แอดเดรสนั้นๆ โดยตรง  
บริเวณแอดเดรส 20H - 2FH จํานวน 16ไบต บริเวณพื้นที่เปนสวนสําหรับผูใชซ่ึงจะมี
ความพิเศษตางไปหนวยความจําสวนอื่นๆ เนื่องจากผูใชอาจสามารถอางถึงหนวยความจําบริเวณนี้
ไดทั้งในลักษณะของ ไบตขอมูล เชน  ปกติหรืออาจจะเปน  บิตขอมูล  ไดโดยตรง  ดังนั้นหากวา
มองในลักษณะบิตขอมูลแลว ก็จะมีพื้นที่ตัวแปรแบบบิตใหใช งานไดมากถึง128 บิต โดยตําแหนง
แรกของบิตจะเปนบิตซึ่งเริ่มตนนับจากบิตนัยสําคัญต่ําสุด(LSB) ของแอดเดรส 20H เร่ือยไป
จนกระทั่งถึงบิตที่ 127 ซ่ึงเปนบิตนัยสําคัญสูงสุด (MSB) ของแอดเดรส 2FH ความสามารถในการ
ใชงานพื้นที่สวนนี้แบบบิตขอมูลโดยตรงนี้นับวานาสนใจมาก และถือเปนการใชงาน 8051 อยาง
เต็มประสิทธิภาพทีเดียว เนื่องจากวา 8051 ไดรับการออกแบบมาก็มักจะเปนเพียงการอานคาสถานะ
ลอจิก ของเสนสัญญาณ หรือกรณีการสงออกขอมูลก็จะเปนการกําหนดสภาวะลอจิกใหกับวงจร
ภายนอกผานทางบิตใดบิต หนึ่งอยูแลว ดังนั้นหากวามีการกําหนดบิตหรืออานคาของบิตมาโดยตรง 
แทนที่จะตองทําลอจิกขั้นตนกับขอมูลทั้งไบต เพื่อตองการทราบผลเพียงหนึ่งบิตเชนที่กระทํากันใน
โปรเซสเซอรโดยทั่วไป ก็จะเพิ่มความสะดวกและรวดเร็วในการ เขียนโปรแกรมควบคุมมาก 
รายละเอียดในสวนนี้จะไดกลาวถึงอีกครั้งหนึ่งเมื่อศึกษาถึงการใชงานพอรต อินพุต/เอาตพุตตอไป    
  บริเวณแอดเดรส 30H - 7FH เปนบริเวณที่สามารถนําไปใชงานไดอยางอิสระ โดย









หนวยความจําขนาด 128 ไบตถัดไป  
พื้นที่ตั้งแตบริเวณตั้งแตแอดเดรส 80H-FFH เปนบริเวณของหนวยความจําที่มีการใชงาน
เฉพาะจาก8051เทานั้น โดยจะนํามาใชเปนตําแหนงของ รีจิสเตอรหนาที่พิเศษ (Special-Function 
Register หรือ SFR) จํานวน 20 ตําแหนง ดังแสดงแผนภาพในรูป         สําหรับ 
ไมโครคอนโทรลเลอรเบอร 8051 จะมีหนวยความจําขอมูลภายในสําหรับการใชงานเพิ่มมากขึ้น 
กวาเบอรอ่ืนๆ เชน 8031 หรือ 8751 อีก 128 ไบต โดยจะอยูบริเวณชวงแอดเดรส 80H ถึง FFH 
เชนกันซึ่งแมวา จะเปนพื้นที่ที่มีหมายเลขแอดเดรสเดียวกับสวนของรีจิสเตอรหนาที่พิเศษ แตใน
ความเปนจริงแลวจะเปนพื้นที่หนวย ความจําอีกบริเวณหนึ่ง ซ่ึงมีการซอนเกย (Overlap) กันใหอยู
ในบริเวณแอดเดรสสวนนี้ ซ่ึงหากวาผูใชงานตองการ จะเก็บขอมูลในพื้นที่บริเวณนี้ก็จะตองใชการ
อางถึงหนวยความจําแบบโดยออม (Indirect Addressing) เทานั้น 
 
รีจิสเตอรหนาท่ีพิเศษ  
                  รีจิสเตอรหนาที่พิเศษ (SFR) เปนรีจิสเตอรสําหรับการควบคุมหนาที่และการทํางานของ
อุปกรณหรือพอรตของ 8051 ทั้งหมด โดยมีตําแหนงอยูในบริเวณแอดเดรส 80H-FFH การใชงาน
รีจิสเตอรหนาทีเศษเหลานี้สามารถทําไดทั้งการระบุถึงชื่อของรีจิสเตอรหรือตําแหนงแอดเดรสที่
เปนของรีจิสเตอรนั้นก็ได   ตารางตอไปนี้แสดงเห็นลักษณะการจัดพื้นที่หนวยความจํา สําหรับ
รีจิสเตอรหนาที่พิเศษเหลานี้โดยมีขอ สังเกตวารีจิสเตอรที่อยูตําแหนงแอดเดรสที่เปนจํานวนทวีคูณ
ของคา8จะสามารถอางถึงในระดับบิตไดดวย (นั่นคือ แอดเดรส 80H, 88H, 90H, 98H,A0H, A8H, 
B0H 
, B8H, D0H, E0H และ F0H) 
แอกคิวมูเลเตอร (Accumulator) หรือ ACC เปนรีจิสเตอรขนาด 8 บิตทําหนาที่ในการเก็บ
ขอมูลที่จะสงใหกับหนวยทํางานภายในซีพียูและเก็บผลลัพธ ที่ไดจากการทํางานนั้น การทํางาน
ของรีจิสเตอรนี้มีลักษณะเชนเดียวกับตัวแอกคิวมูเลเตอรของโปรเซสเซอรทั่วไปการใชงานภาย 
ในโปรแกรมจะเรียกวา รีจิสเตอร A 
รีจิสเตอร B เปนรีจิสเตอรที่ใชสําหรับการทําคําสั่งการคูณแลหารตัวเลข ในกรณีที่ไมใชใน





โปรแกรมเคานเตอร (Program Counter) เปนรีจิสเตอรที่ใชในการชี้ตําแหนงแอดเดรส
ของหนวยความจําโปรแกรม ซ่ึงจะตองไปทํางานในลําดับถัด ไป การใชงานภายในโปรแกรมจะ
เรียกวา รีจิสเตอร PC  
สแต็กพอยนเตอร (Stack Pointer) เปนรีจิสเตอรขนาด 8 บิตทําหนาที่เก็บตําแหนงของตัว
ช้ีหรือพอยนเตอร (Pointer) ของบริเวณสแต็ก (Stack) สําหรับเก็บขอมูลแอกคิวมูเลเตอร รีจิสเตอร
ตางๆ รวมทั้งขอมูลจากโปรแกรมโดยปกติแลวเมื่อทําการเริ่มตน ระบบใหมภายหลังจากการเริ่มจาย
ไฟฟา หรือมีการรีเซต (Reset) เกิดขึ้นคาภายในสแต็กพอยนเตอรจะมีคา 07H ซ่ึง เปนตําแหนง 
แอดเดรสภายในบริเวณเนื้อที่ 128 ไบตแรกของหนวยความจําขอมูลภายใน การใชงานภายใน
โปรแกรม จะเรียกวา รีจิสเตอร SP 
ตัวชี้ขอมูล หรือ ดาตาพอยนเตอร (Data Pointer) เปนรีจิสเตอรขนาด 16 บิต ซ่ึงเรียกวา 
DPTR และสามารถใชงานแยกออกเปนรีจิสเตอรขนาด 8 บิตสองตัวคือ รีจิสเตอร DPH และ DPL 
เพื่อเก็บคาของแอดเดรสของหนวยความจําที่ตองใชงานภายในโปรแกรมหรืออาจจะเปนแอดเดรส
ของอุปกรณภายนอก ซ่ึงกําหนดใหติดตอกันโดยใชตําแหนงของหนวยความจําภายในโปรแกรม  
 โปรแกรมสเตตัสเวิรด (PSW)   รีจิสเตอรนี้ทําหนาที่บอกถึงแฟล็กสภาวะการทํางานตางๆ 
รวมทั้งบิตสําหรับการกําหนดเลือกแบงก(Bank) ของรีจิสเตอรที่ใชงานดวย ดังแสดง 
        *ช่ือบิต: PSW     ต่ําแหนง: D0h      คาบิตเริ่มตน: 0000 0111 
 
 
                     ช่ือบิต ต่ําแหนง ความหมาย 
                       CY PSW.7 Carry Flag 
                      AC PSW.6 Auxiliary Carry Flag 
                      F0 PWS.5 Flag 0 
                     RS1 PSW.4 Select Blank bit 1        
                      RS0 PSW.3 Select Blank bit 0 
                      OV PSW.2 Overflow Flag 
                       _ 




Parity Flag      
                         






 รีจิสเตอรท่ีเก่ียวของกับพอรต (Port Register) 
รีจิสเตอรเหลานี้จะมีความเกี่ยวของกับการทํางานของพอรตอินพุต/เอาทพุตโดยตรง ซ่ึงแต
ละตัวจะเปนรีจิสเตอรขนาด 8 บิต สามารถใชงานไดทั้งในลักษณะของการอินพุต หรือการเอาตพุต
ขอมูลได การดําเนินการใดๆ ที่ เกี่ยวกับพอรตทั้งสี่นี้จะมีผลทําใหขอมูลที่ตําแหนงของพอรตเหลานี้
เปล่ียนแปลงไปเชนกัน นอกจากนี้พอรต P0 และ P2 ยังสามารถนํามาใชในการติดตอกับ
หนวยความจําโปรแกรมหรือหนวยความจําขอมูลภายนอกได โดยพอรต P2 จะเปนคาของแอดเดรส 
8 บิตบนของหนวยความจํา สวนพอรต P0 นั้นในชวงเริ่มแรกจะเปนคาของแอดเดรส 8 บิต ลางของ
หนวยความจําชวงเวลาตอมาจึงจะนําพอรต P0 ไปใชเปนบัสสําหรับการรับหรือสงขอมูลกับหนวย
อุปกรณ ภายนอก สําหรับพอรต P3นั้นนอกเหนือจากจะใชในฐานะของพอรตอินพุต/เอาตพุตเชน
ปกติแลว ยังนํามาใชในฐานะ บัสควบคุมเกี่ยวกับสัญญาณอินเตอรรัปตไดอีกดวย 
 รีจิสเตอร SBUF เปนบัฟเฟอรขนาด 8 บิต สําหรับการสื่อสารขอมูลแบบอนุกรมทั้งการรับ
และสงขอมูล ซ่ึงตามความเปนจริงแลวบัฟเฟอรนี้มีอยูดวยกันสองชุดและแยกจากกันอยางชัดเจน 
สําหรับการสงและการรับ โดยซีพียูจะทําการจัด การเลือกบัฟเฟอรที่เหมาะสมใหโดยอัตโนมัติ 
 รีจิสเตอร PCON เปนรีจิสเตอรที่ใชในการควบคุมหนาที่การทํางานในสามลักษณะ ซ่ึง
ไดแก การควบคุมการทํางานของโปรโซสเซอร (บิต IDL และ PD) การกําหนดอัตราการทวีคูณของ
อัตราเร็วในการสื่อสารขอมูลอนุกรม (บิต SMOD) และแฟล็กสภาวะสําหรับการใชงานทั่วไป (บิต 
GR0 และ GR1) 
  *ช่ือบิต: PCON ต่ําแหนง: 97h คาบิตเริ่มตน: 0xxx 0000 
 
 
ช่ือ ต่ําแหนง ความหมาย 
SMOD PCON.7      บิตทวีคูณของอัตราบอดปรกติ 
 PCON.6  
 PCON.5  
 PCON.4  
GF1 PCON.3      แฟลกสําหรับใหผูใช ใชงานทั่วไป 
Flag 0   
GF0 PCON.2 แฟลกสําหรับใหผูใช ใชงานทั่วไป Flag 
1 





IDL PCON.0    บิตสําหรับการกําหนด idel mode 
                        
  ตารางที่ 3.5  แสดงรีจิสเตอร PCON  
 
                   
 บิต PD (Power down) เปนการกําหนดใหลดกําลังไฟฟาที่จายใหกับสวนของ
โปรเซสเซอรภายในลงโดยยังคงมีกําลังไฟฟาจายใหกับสวนหนวยความจําขอมูลภายในผานทาง




                   บิต IDL (Idle Mode) เปนการกําหนดใหโปรเซสเซอรหยุดการทํางานชั่วขณะ (Sleep) 
และจะกลับมาอยูในสภาพปกติอีกครั้งเมื่อ ทําการรีเซตทางฮารดแวร หรือมีการอินเตอรรัปตอยาง
ใดอยางหนึ่งเกิดขึ้นการทํางานในลักษณะนี้สามารถเกิดขึ้นได ก็เนื่องจากวาสภาวะการหยุดการ
ทํางานชั่วขณะนั้น เปนเพียงการหามไมใหมีสัญญาณนาฬิกาจายใหสวนของ โปรเซสเซอรเทานั้น 
สวนของวงจรการอินเตอรรัปตพอรตอนุกรมและวงจรนับ/จับเวลา ยังคงมีสัญญาณนาฬิกาอยู เปน
ปกติ                         
รีจิสเตอร IP, IE, TMOD, TMOD, SCON 
                            เปนกลุมของรีจิสเตอรที่ทําหนาที่กําหนดการควบคุม และการทํางานของการ
อินเตอรรัปตตางๆ ของ  8051 
 
พอรตอินพุต/เอาตพุตของ 8051 
                พอรต มีความหมายถึงแอดเดรสหนึ่งที่ไดรับการกําหนดไวเพื่อการโอนยายขอมูลระหวาง
ไมโคร คอนโทรลเลอรกับอุปกรณภายนอก การกําหนดประเภทของการติดตอข้ึนอยูกับทิศทางการ
ไหลของขอมูลเมื่อพิจารณาจากไมโครคอนโทรลเลอรเปนหลัก ดังนั้นการนําเขาขอมูลจากวงจร
ภายนอกจึงเรียกวา การอินพุต (input)และในกรณีตรงกันขามเพื่อสงออกขอมูลก็จะเรียกวา การ
เอาตพุต (output)  เมื่อพิจารณาถึงวิธีการสงขอมูลภายในพอรตจะสามารถแยกประเภทของพอรต
ออกไดเปนสองลักษณะ คือพอรตแบบขนาน (Parallel port) ซ่ึงทําการสงจํานวนบิตขอมูลทั้งหมด





ขอมูลคราวละบิตๆ จนครบจํานวน แตสําหรับในบทนี้จะกลาว ถึงเฉพาะในสวนของพอรตแบบ






พอรตแบบขนานของ 8051  
                  8051 มีโครงสรางของพอรตที่สามารถใชงานแบบขนานไดจํานวนทั้งหมดสี่พอรต
เรียกชื่อเรียงตามลําดับวาพอรต0,1,2 และ 3 และเปนพอรตขนาด 8 บิตทั้งหมด การใชงานพอรต
สามารถทําไดทั้งในลักษณะของเสน สัญญาณเดี่ยวๆหรือกลุมของสัญญาณได นอกจากนี้พอรต 0,2 
และ 3 ยังสามารถนําไปใชงานอื่นๆ ที่ไมใชเปนพอรต อินพุต/เอาตพุตไดโดยพอรต 0 จะทําหนาที่
มัลติเพล็กซ ระหวางบัสแอดเดรสไบตต่ําและบัสขอมูลสําหรับการติดตอ กับวงจรประกอบรวม
ขอมูลบัสแอดเดรสไบตสูงซึ่งจะสงออกมาทางพอรต 2 สําหรับพอรต 3 นั้น นอกเหนือไปจาก 
ความสามารถเชนพอรตปกติแลวสามารถนําไปเปนขาสัญญาณของการอินเตอรรัปตตางๆ ซ่ึง
รวมทั้งการสรางสัญญาณ ควบคุม RD\ และ WR\ เพื่อทําหนาที่อานหรือเขียนหนวยความจําขอมูล
ภายนอกดวย การใชงานพอรตลักษณะงานแบบ อ่ืนๆที่ไมใชเปนพอรต/เอาตพุทนี้จะดําเนินการโดย 
8051 เองโดยอัตโนมัติ  
โ 
ครงสรางการทํางานของพอรต 8051  
                   จากลักษณะโครงสรางของแตละบิตภายในพอรตทั้งหมดของ 8051 จะเห็นวามีความ
คลายคลึงกันตามลักษณะโครงสรางที่เรียกวา Quasi-bidirectional port ยกเวนพอรต 0 ซ่ึงเพยีงแตไม
มี ตัวตานทานทําหนาที่ Pull-up สัญญาณไวภายในเทานั้น วงจรประกอบอื่นภายในยังมีฟลิปฟลอ
ปแบบ D ซ่ึงมีผลทําให พอรตสามารถแลตชหรือคางสภาวะของสัญญาณได นอกจากนี้ในสวน












                 การใชงานพอรตเปนการอินพุตขอมูลจะตองเริ่มดวยการสงขอมูลที่มีคาเปน 1 ออกมา
ทางบิตของพอรต นั้นกอนเปนลําดับแรก เพื่อหยุดการทํางานของทรานซิสเตอรที่ทําหนาที่ขับ
สัญญาณเอาตพุตของบิตนั้น ทําใหขาสัญญาณของบิตถูกตอเขากับตัวตานทานซึ่งทําหนาที่ Pull-up 
ภายในซึ่งมีผลใหบิตนั้นๆของพอรต 1,2 และ  3 เปน  สภาวะของลอจิกสูง ตัวตานทานนี้มี
คาประมาณ 50 K โอหม ซ่ึงเปนคาที่สูงมาก และทําใหอุปกรณภายนอกสามารถขับสัญญาณของ
พอรตเหลานี้เปนลอจิกต่ําไดงาย สําหรับบิตของพอรต 0 นั้น แมวาจะมีหลักการทํางานที่คลายคลึง





                เมื่อมีการสงขอมูลที่มีคาเปน 0 ใหกับแตละบิตของพอรตทุกพอรต ขอมูลนี้จะถูกสง
ใหกับฟลิปฟลอปซึ่งจะคางคานี้ไว และมีผลทําใหทรานซิสเตอรที่ทําหนาที่ขับสัญญาณเอาตพุตนั้น
ทํางาน ดังนั้นขาสัญญาณก็จะมีสภาวะ ลอจิกเปนลอจิกต่ําสวนการสงขอมูลที่มีคาเปน 1 ออกมานั้น 
ในกรณีที่เปนการทํางานในแตละบิตของพอรต 1,2 หรือ 3 จะทํา ใหทรานซิสเตอรที่ทําหนาที่ขับ
สัญญาณเอาตพุตนั้นหยุดการทํางาน มีผลทําใหขาของสัญญาณเปนลอจิกสูงดวยตัว ตานทานที่ 
Pull-up อยูภายในนั้น แตสําหรับการทํางานในแตละบิตทางพอรต 0 นั้นจะมีผลที่แตกตางออกไป 
โดยขา สัญญาณจะเปนสภาวะอิมพีแดนซสูงแทน เนื่องจากไมมีตัวตานทานภายในเชื่อมตออยู
นั่นเอง ดังนั้นในการใชงานพอรต 0 เปนการเอาตพุตขอมูล จึงจําเปนตองใชตัวตานทานภายนอก 
Pull-up สัญญาณไวกับลอจิกสูงแทน  ความสามารถอีกประการหนึ่งเกี่ยวกับพอรตอินพุต/เอาตพุต
ของ 8051 เปนวิธีการอานลิจิกจากพอรตซึ่งมีไดสองวิธีคือ การอานคาลอจิกที่ขาสัญญาณ (Port pin) 
และวิธีการอานลอจิกของการแลตชที่พอรต (Port latch)  วิธีการอานคาจากพอรต ทั้งสองแบบนี้จะ
ชวยใหระบบทํางานไดดวยความถูกตองมาก ยิ่งขึ้น ยกตัวอยางเชน หากวาพอรตถูกนําไปตอกับขา
เบสของทรานซิสเตอรแบบ NPN และขาอิมิตเตอรตอกับกราวด ของระบบ เมื่อมีการสงคา 1 
ออกไปจะมีผลทําใหทรานซิสเตอรทํางาน ในขณะนั้นถาซีพียูมีการอานคาลิจิกจากขา สัญญาณของ
พอรตนี้ก็จะไดคาลอจิกต่ําเนื่องจากมองเห็นคาศักยไฟฟาระหวางขาเบสและขาอิมิตเตอรซ่ึงมี








                 ดังไดกลาวแลววาพอรต 1,2 และ 3 ของ 8051 มีตัวตานทาน (ซ่ึงสรางขึ้นจาก FET) ทํา




คาประมาณ 1K โอหม เรียกวา Speed-up resistor ซึ่งยอมใหกระแสไหลผานไดมากขึ้นประมาณ 50-
100 เทา และจะมีการเชื่อมตอตัวตานทานที่เพิ่มขึ้นนี้เฉพาะเมื่อมีการเปลี่ยนระดับสัญญาณจาก
ลอจิกต่ําไปเปนลอจิก สูงเทานั้น โดยใชเวลาประมาณ 2 คล็อกไซเคิล 4.6 คําสั่งการใชงานพอรต
อินพุต/เอาตพุต เนื่องจาก 8051 ใชหลักการที่เรียกวา Memory mapped system กลาวคือ การอางถึง
พอรตรีจิสเตอร หรืออุปกรณตางๆ ภายในระบบ จะเปนการติดตอกับหนวยความจําตําแหนงหนึ่ง
เทานั้น ดังนั้นในการดําเนินการเพื่อนํา เขาหรือสงออกขอมูลกับพอรต จึงใชคําสั่งการอานคาจาก
หนวยความจําซึ่งถูกออกแบบใหเปนตําแหนงของพอรตหรือ คําสั่งการเขียนคาขอมูลไปยังตําแหนง 
หนวยความจํานั้นแทน ดังนั้นจะสังเกตเห็นไดวาในตารางชุดคําสั่งของ 8051 จะไมมีคําสั่งที่เกี่ยวกบั
การทํางานพอรตแตประการใด เชน คําสั่ง IN (นําเขาขอมูลจากพอรต)หรือคําสั่ง OUT(สง ขอมูล
ออกจากพอรต) เปนตน นอกจากนี้ 8051 ยังมีชุดคําสั่งที่จัดการขอมูลแบบบิตไดโดยตรง (Single-bit 
Operation) ดังนั้นเรา สามารถที่จะใชคําสั่งนี้จัดการพอรตอินพุต/เอาตพุตทั้งหมดแบบเสนสัญญาณ
เดี่ยวไดโดยการใชคําสั่ง SETB เพื่อ กําหนดคาเปน 1 หรือคําสั่ง CLR เพื่อทําใหบิตมีคาเปน 0 คําสั่ง
เหลานี้มีประโยชนมากและทําใหลดความซับซอนในการ ใชคําสั่งภายในโปรแกรมลงไดมาก 
 
การ Interupt ใน 8051  
ประเภทของการ Interrupt  
                  - External interrupt การตรวจสอบสัญญาณที่มา interrupt นี้ จะสามารถกําหนดใหมีการ
ตรวจสอบในลักษณะเมื่อไดมีการเปลี่ยนแปลงระดับสัญญาณ (Level-sensitive) ไปแลว หรือในชวง
เวลาขณะเริ่มมี การเปลี่ยนแปลงสัญญาณจาก logic สูงไปต่ํา ( Edge-sensitive )  
                  - Internal inetrrupt แหลงกําเนิดสัญญาณนี้จะเปนวงจรภายใน Microcontroller เอง เชน 
วงจรนับ/จับเวลาวงจรเชื่อตอสัญญาณอนุกรมเปนตนโครงสรางการ interrupt   เกิดได 5 ลักษณะคือ 
                 - INT0 สัญญาณ interrupt จากภายนอก       ทางขาสัญญาณ P3.2 โดย 8051 จะทําการสุม





                 - INT1 สัญญาณ interrupt จากภายนอกทางขาสัญญาณ P3.3 โดย 8051 จะทําการสุม
ตัวอยาง สัญญาณเมื่อส้ินสุดทุก Machine Cycle  
                - Timer0 สัญญาณการเกิด Overflow ของ Timer 0  
                - Timer1 สัญญาณการเกิด Overflow ของ Timer 1  
                - Serial Port การเกิด interrupt ที่เกิดขึ้นจาการรับ/สงขอมูลอนุกรม ทําใหมีผผผลตอ flag 
interrupt RI และ TI ตามลําดับ 
                 การกําหนดให 8051 สามารถตอบรับการ interrupt แตละประเภท ทําไดโดยกําหนด bit 
ของ ขอมูลที่เกี่ยวของ ซ่ึงมักอยูภายใน register TCON และ SCON หากไดวามีการกําหนด คาของ 
bit ซ่ึงอยูภายใน register IE ( Intereupt Enable Register ) ดวยแลว ก็สามารถตอบรับการ interrupt 
ของสัญญาณนั้นๆ ได นอกจากหนี้ตามแผนภาพในรูป ยังแสดงใหเห็นวาสัญญาณ interrupt แตละ 
ประเภท ยังสามารถกําหนด piority ของการ interrupt ได 2 ลักษณะ คือ High Low piority กลาว คือ
ขณะที่ประมวลผลอยูภายในสวนของ program ยอย บริเวณ interrupt ของสัญญาณที่มีระดับความ 
สําคัญต่ําอยู ก็สามารถถูก interrupt ที่มี piorrity สูงกวาได แตหากวาเปนสัญญาณ interrupt ที่มี 
piority เดียวกันหรือต่ํากวาแลวก็จะตองรอใหเสร็จสิ้นการประมวลผลที่ดําเนินอยูกอน  
 
การควบคุม Interrupt 
          ตามโครงสรางที่ดานการจัดการ interrupt ของ 8051 สามารถกําหนดเรียกเพื่อยินยอมหรือไม
ยิน ยอม (Enable/Disabble) ใหมีการ interrupt แตละสัญญาณได โดยใชวิธีการกําหนด คาของ bit 
ภาย ใน register IE  
 
วงจรนับ/จับเวลา  
               8051 ประกอบดวย register ขนาด 16 bit จํานวน 2 ตัว คือ T0 (Timer0) และ T1 (Timer1) 
ซ่ึงสามารถนําไปใชงานไดอยางอิสระ โดยสามารถควบคุมใหทําหนาที่เปนตัวจับเวลา (Timer) เพื่อ
นับจํานวน plus สัญญาณนาฬิกาภายใน หรือควบคุมใหทําหนาที่เปนตัวนับ (Counter) เพื่อนับ
จํานวน plus ของระบบ ได ภายใน register แตละตัวยังสามารถแยกออกไดเปน register ขนาด 8 bit 
คือ TH0, TL0, TH1 และ TL1 โดยการทํางานของ register ทั้ง 2 ตัวนี้มีผลมาจากการกําหนดคาของ 
bit ที่อยูภายใน TMOD (Timer mode control register) และ TCON (Timer/Counter control register)  
bit ตางๆภายใน register TMOD  bit ตางๆภายใน register TCON  
 





              จากกระบวนการทํางานของวงจรนับ/จับเวลาของ 8051 จําเปนตองกําหนดคาเริ่มตนใหกับ 
register T0 หรือ T1 คานี้เปนคาจํานวน plus ภายในที่จะตองนับหรือคาของจํานวน plus ภายนอก ที่
เขามาทางขาสัญญาณสัญญาณ T0 หรือ T1 คาตัวเลขภายใน register นี้จะตองลดใหมีคาที่นอยกวา 
คาที่ตองการอยูหนึ่งคา ทั้งนี้เนื่องจากการทํางานของ register จะเพิ่มคาจากที่กําหนดไปเรื่อยๆ 
จนถึง คาสูงสุดของ register และกลับไปเปนคา 0 เมื่อมีการเกิด Overflow เกิดขึ้น ทําใหเกิดการกํา 
หนดคา flag เพื่อแจงให CPU ไดรับทราบ ดังนั้นโปรแกรมทั่วไปจึงมักใชสภาวะของ flag นี้( TF0 
และ TF1 ) ซ่ึงเปน bit อยูภายใน register TCON เพื่อตรวจสอบวากระบวนการนั้นไดเสร็จสิ้นลง
แลว หรือใชเพื่อ ทําการ interrupt program ตอไป สวนควบคุมการทํางานของวงจรนับ/จับเวลา ซ่ึง




               กอนที่ทํางานเปนวงจรจับเวลา ตองมีการกําหนดคาใหอยูในสภาวะดังตารางกอน 
การจับเวลาใน mode 0 : การทํางานใน mode 0 วงจรนับฝจับเวลาจะทําหนาที่เปนตัวนับ
ขนาด 13 bit( โดยใช register TH0 หรือ TH1 เปนตัวนับขนาด 8 bit และ register TL0 หรือ TL1 มี
ขนาด 5 bit )  
การจับเวลาใน mode 1 : การทํางานใน mode 1 มีความคลายคลึงใน mode 0 มาก แตกตาง
กันที่ mode 1 เปนตัวนับขนาด 16 bit เต็ม ดังรูป 
 การจับเวลาใน mode 2 : การทํางานใน mode 2 ของวงจรนับ/จับเวลาแตกตางกันออกไป
เพียงใช register TL0(TL1) เปน ตัวนับขนาด 8 bit สวน register TH0(TH1) เก็บคาเริ่มตนของการ
นับไว ดังรูป 
การจับเวลาใน mode 3 : การทํางานใน mode 3 จะสามารถใชไดเฉพาะกับ Timer 0 เทานั้น 
หากวานําไปกําหนดใหกับ Timer 1 จะทําใหหยุดการทํางานไป เมื่อ Timer 0 ไดรับการกําหนด
ทํางานใน mode 3 จะมีผลทําให register ของมันแยกการทํางานเปนอิสระ โดย register TL0 จะถูก
ควบคุมจาก bit ภายใน register TCON และ ขาสัญญาณ INT0 ดังแสดงในรูป และเมื่อมีการ 
Overflow เกิดขึ้น จากคา 0FFH เปน 00H ก็ จะมีผลให flag TF0 มีการเปลี่ยนแปลงเกิดขึ้น สําหรับ 
register TH0 จะถูกกําหนดใหทํางานในแบบ ของตัวจับเวลาภายใตการควบคุมของ bit TR1ใน 
registerTCON 
เทานั้น และหากเกิด Overflow จะมีผลลเฉพาะตอ flag TF1 ในสวน Timer 1 ขณะเมื่อ Timer 0 ถูก





จะไมมีการ interrupt เกิดขึ้นเทานั้น ( เนื่องจากflag TF1 ถูก ใชโดย Timer 0 ไปแลว) รูปการทํางาน





                  การใชงานในลักษณะตัวนับ(Counter) โดยหลักแลวจะเหมือนกับลักษณะการทํางาน
เปน ตัวจับเวลา (Timer) ดังไดกลาวในหัวขอที่ผานมา ขอแตกตางประการเดียวคือ แทนที่จะนับ 
plus สัญญาณภายในและผานวงจรหาร 12 มาเปนการนับ plus สัญญาณทางขาสัญญาณ T0(P3.4) 
ให กับ Timer0 หรือขาสัญญาณ T1(P3.5) ใหกับ Timer1 เทานั้น นอกจากนี้กอนการเริ่มตนใชงาน
จะ ตองกําหนดคาของ bit C/T ภายใน register TCON ใหมีคาเปน 1 เสียกอน  
 
วงจรนับ/จับเวลา2(Timer2)  
                     mode การทํางานของ Timer2 ประกอบดวย 
                     Capture mode: สามารถเลือกใชงานได 2 ลักษณะ ดวยการกําหนดใหกับ bit EXEN2 
ของ register T2CON ดังนี้  
                   1. เมื่อกําหนด bit EXEN2 เปน 0 Timer 2 ยังทํางานเปนวงจรนับ/ตรวจจับเวลา 
เมื่อมีการ overflow ขึ่น bit ใน register TF2 จะถูกเซต และสามารถนําไปสรางการ interrupt ขึ้นได  
                   2. เมื่อกําหนดคา bit EXEN2 เปน 1 การทํางานจะครอบคลุมการทํางานลักษณะ
ขางตน แตจะเพิ่มเมื่อมีการเปลี่ยนแปลงระดับ สัญญาณทางขาสัญญาณ T2EX จาก logic สูง ไปเปน 
logic ต่ํา จะมีผลทําใหคาขอมูลภายใน register ของ Timer2 คือ TL2 และ TH2 ถูกนําไปใส
(Capture) ใหกับ register RCAP2L และ RCAP2H ซ่ึงเปน register หนาที่พิเศษ หรือ SFR ที่มีใน 
Microcontroller เบอร 8052 เทานั้น นอกจากนี้จะมีผผลทําให bit EXF2 ภายใน register T2CON มี
คาเปน 1 สามารถนําไปใชงานในการ interrupt ไดเชนกัน 
  Auto-reload mode: สามารถทํางานได 2 ลักษณะเชนเดยีวกัน  
  Baud rate Generator: ของ Timer 2 จะมีความแตกตางจาก Timer 0 และ Timer 1 โดย
วงจรรับ และการสง สามารถเปนคาที่ตางกันได ขึ้นอยูกับการกําหนดคาใหกับ bit TCLK และ 
RCLK ของ Timer 2  
การทํางานของโหมดนี้คลายคลึงกับการทํางานใน Auto-reload mode กลาวคือคาใน 












TTL มีขนาดสัญญาณ 15Volts เพราะตองการใหสามารถติดตออุปกรณตอพวงที่ระยะไกล แตใน





















การโปรแกรมสงขอมูลผานอินเตอรเน็ทดวย Microsoft Visual C+ .net 
 
4.1 Winsock 
Winsock เปน API เปดดานเน็ตเวิรคที่เปนมาตรฐานโดยที่ Winsock ถูกออกแบบมาครั้ง
แรกเพื่อสรางการโปรแกรมอินเตอรเฟสที่เปนมาตรฐานสําหรับ TCP/IP ในทุกเวอรชันของ
ระบบปฏิบัติการ Windows รวมทั้ง Windows XP, Windows 2000, Windows NT และ Windows 98 
ซ่ึงจะเปน Winsock เวอรชัน 2.2 แตถาเปนระบบปฏิบัติการวินโดวสรุนดั้งเดิม เชน Windows 95 
และ Windows CE นั้นจะใชวินซ็อกเวอรชัน 1.1 
Winsock เปนเน็ตเวิรคแอพพลิเคชันโปรแกรมมิงอินเตอรเฟสไมใชโปรโตคอล ซ่ึง 
Winsock นั้นมีรากฐานเดียวกับ Socket ของยูนิกซตระกูล BSD (Berkeley Software Distribution)   
เวอรชัน 4.3 จากมหาวิทยาลัยแคลิฟอรเนีย วิทยาเขต Berkeley รายละเอียด (Specification) ได
รวมทั้งรูทีนซ็อกเก็ตสไตล BSC และการขยายสเปคมาใชกับ Windows 
การใช Winsock อนุญาตใหแอพพลิเคชันของเราทําการติดตอส่ือสารขามเน็ตเวิรคใดๆ ก็
ไดที่กระทํากับ Winsock API แพลตฟอรม Win 32 ซ่ึง Winsock ไดใหเธรดที่ปลอดถัย (thread 
safety) รวมทั้งมีอีกสองเหตุผลหลักในการใช Winsock การคอนโทรลและความมีประสิทธิภาพ 
คลาส MFC สนับสนุนการโปรแกรม Winsock API โดยการใชคลาส CAsyncSocket และ 
CSocket โดยที่คลาส CAsyncSocket หอมลอมดวยวินโดวสซ็อกเก็ต API ที่ระดับลาง ซ่ึงตองมี
ความรูเกี่ยวกับการสื่อสารขอมูลผานเน็ตเวิรค แตถาเราตองการอินเตอรเฟสที่งายกวาคลาสนี้แลว
ควรจะใชคลาส CSocket คลาส  
CSocket สืบทอดจากคลาส และรวมทั้งสืบทอดการหอมลอมของ Winsock APIออบเจ็กต 
CSocket แสดงในระดับสูง (Hith level) กวาออบเจ็กต CAsyncSocket  







4.2 การใชออบเจ็กต CAsyncSocket 
กอนที่จะกลาวถึงการใชออบเจ็กตนี้ เราควรทําความเขาใจกับเมมเบอรฟงกชันที่สําคัญของ






GetPeerName เอาคาที่อยู(Address) ของซ็อกเก็ตอื่นๆ ที่เชื่อมตอกัน 
GetSockName เอาคาที่อยูของซ็อกเก็ตโลคอล 
Accept ยอมรับการเชื่อมตอบนซ็อกเก็ต 
Bind ทําการไบนดที่อยูโลคอลกับซ็อกเก็ต และใชกับสตรีมซ็อกเก็ตเทานั้น 
Close ปดซ็อกเก็ตและถาออบเจ็กตนี้ไมไดใชงานดีสตรัคเตอรจะเรียกฟงกชันนี้ให 
Connect สรางการเชื่อมตอกับซ็อกเก็ตอื่นๆ และใชกับสตรีมซ็อกเก็ต 
Listen สรางซ็อกเก็ตเพื่อฟงการเขามา การขอรอง การเชื่อมตอและใชกับสตรีมซ็อกเก็ต 
Receive รับขอมูลซ็อกเก็ตใชกับสตรีมซ็อกเก็ต และดาตาแกรมซ็อกเก็ต 
ReceiveFrom รับขอมูลดาตาแกรมและเก็บที่อยูมาไวในโครงสราง SOCKADDR 
Send สงขอมูลบนซ็อกเก็ตที่ถูกเชื่อมตอ ใชไดทั้งสตรีมและดาตาแกรมซ็อกเก็ต 
SendTo สงขอมูลไปยังปลายทางโดยเฉพาะ ใชไดทั้งสตรีมและดาตาแกรมซ็อกเก็ต 
ShutDown ทําใหการเรียกฟงกชัน Send และหรือ Receive ไมสามารถใชไดบนซ็อกเก็ต 
OnAccept ถูกเรียกบนซ็อกเก็ตที่กําลังฟง (Listening Socket) เพื่อใหสัญญาณวาการ
ขอรองการเชื่อมตอจากแอพพลิเคชันอื่นๆ กําลังรอคอยพรอมที่จะถูกยอมรับ 
OnConnect ถูกเรียกบนซ็อกเก็ตที่กําลังเชื่อมตอ (Connecting Socket) เพื่อใหสัญญาณวา
การชอมตอกับแอพพลิเคชันอื่นๆ ไดเรียบรอยสมบูรณแลว และแอพพลิเค
ชันพรอมสงรับเมสเสจบนซ็อกเก็ตทั้งสอง 
OnSend แจงใหทราบวาซ็อกเก็ตนี้พรอมจะสงขอมูลไดโดยการเรียกฟงกชัน Send 













4.3  การสรางและการใชออบเจ็กต CAsynSocket 
 กอนที่จะทําการสรางแอพพลิเคชัน  เราจะทําความเขาใจเกี่ยวกับการใชออบเจ็กต 
CAsynSocket และ ขั้นตอนตางๆ ดังตอไปนี้ 
1. สรางออบเจ็กต CAsynSocket และใชออบเจ็กตเพื่อสรางการจัดการซ็อกเก็ต การสราง
ออบเจ็กตนี้มีดวยกันสองรูปแบบ แบบแรกมีรูปแบบดังนี้ 
 
CAsyncSocket  mysock; 




CAsyncSocket* pMySocket = new CAsyncSocket; 
Int nPort = 2545; 
pMySocket->Create( nPort, SOCK_DGRAM ); 
 
รูปแบบแรก สรางออบเจ็กต CAsyncSocket บนสแต็ค (Stack) สวนรูปแบบทั้งสองสราง
ออบเจ็กตบนฮีป (Heap) หรือจองหนวยความจําไวในเมมโมรี ทั้งสองแบบจะใชฟงกชัน Create แต
ในแบบแรกใชดีฟอลตพารามิเตอรซ่ึงจะเปนสตรีมซ็อกเก็ต และในแบบที่สองกําหนดพารามิเตอร
ใหเปนดาตาแกรมซ็อกเก็ตดวยการเจาะจงหมายเลขพอรตดวยการใชพารามิเตอร nPort ซ่ึงเปน 
short integer หรือมีขนาด 16 บิต 
 สําหรับซ็อกเก็ตเซิรฟเวอรแลวเราตองระบุหมายเลขพอรต (ในคลาส MFC กําหนดไวจะ
เปนหมายเลขพอรตที่มากกวา 1,024 ขึ้นไป) 
 สวนซ็อกเก็ตไคลเอนทแลวเราตองใชคาดีฟอลตในพารามิเตอรนี้ ซ่ึงจะให Winsock เลือก





SOCK_STREAM หรืออีกชนิดหนึ่งเปน SOCK_DGRAM พารามิเตอรที่สามเปน IP Address ซ็อก
เก็ตมีขนาด 32 บิต โดยปกติจะเปนการใชคาดีฟอลตในพารามิเตอรนี้ 
2.ถาซ็อกเก็ตเปนไคลเอนท ตองเชื่อมตอออบเจ็กตซ็อกเก็ต กับเซิรฟเวอรซ็อกเก็ตดวยการ
ใชเมมเบอรฟงกชัน Connect ของคลาส CAsyncSocket หรือถา CAsyncSocketเปนเซิรฟเวอรตอง
ทําการกําหนด CAsyncSocketเพื่อเร่ิมตนการฟง (ดวยการใชเมมเบอรฟงกชัน Listen ) จากไคล
เอนทในการไดรับการขอรองการเชื่อมตอจะยอมรับก็ตอเมื่อมีการเรียกเมมเบอรฟงกชัน Accept 
(ในการใชเมมเบอรฟงกชันAccept จะมีอารกิวเมนตอางอิงกับออบเจ็กตใหมซ่ึงเปนออบเจ็กตวาง 
เราตองสรางออบเจ็กตนี้กอนที่จะเรียกฟงกชัน Accept และออบเจ็กตนี้จะไมมีการใชคําสั่ง Create) 
3.ทําการสงและรับขอมูลโดยการใชฟงกชัน Send และReceive ตามลําดับทั้งเซิรฟเวอรและ
ไคลเอนท 
4.ทําลายออบเจ็กต CAsyncSocket ถาเราสรางออบเจ็กตบนสแต็ค โดยดีสตรัคเตอรจะ
ทําลายออบเจ็กตนี้เมื่อออบเจ็กตไมไดถูกใชงาน แตสรางออบเจ็กตบนฮีปดวยการชโอเปอเรเตอร 
new เราตองเพิ่มโอเปอเรเตอร delete เพื่อทําลายออบเจ็กตในดีสตรัคเตอรดวย (แตถาเราลืมใช 
delete ฟงกชันดีสตรัคเตอรจะไปเรียกฟงกชัน Close แลวจึงคอยทําลาย) 
 
 






























รูปที่ 4.1  Flow chat การทํางานโดยออบเจกต CAsyncSocket 
 
4.4 การสรางแอพพลิเคชั่นฝงเซิรฟเวอรของโปรแกรมควบคุม 
 การสรางโปรแกรมฝงเซิรฟเวอรประกอบดวยการใช ใช MFC Application Wizard ของ 
Microsoft Visual C+ สรางโคดหลักให และการเพิ่มคลาสใหมที่จําเปนตอการใชงาน  
 
การเพิ่มโคดเพื่อฟงการขอรองและการยอมรับการเชื่อมตอจากไคลเอนท 
ฟงกชัน Listen เปนฟงกชันที่ถูกเรียกขึ้นมาเพื่อฟงการขอรองจากไคลเอ็นท ฟงกชัน 
AcceptClient จะทํางานก็ตอเมื่ออีเวนต OnAccept เกิดขึ้นแลวก็จะเรียกฟงกชันนี้เพื่อยอมรับการ
เชื่อมตอของไคลเอนท เมื่อยอมรับการเชื่อมตอก็จะแสดง IP Address ทั้งเซิรฟเวอรและไคลเอนท 
รวมทั้งหมายเลขพอรตดวย และพรอมที่จะรับสงขอมูลแลวหรืออีเวนต OnReceive และการสง
ขอมูลจะเกิดขึ้น 
 
 การเพิ่มโคดเพื่อแสดง IP Address และหมายเลขพอรต 
ตอไปจะแสดง IP Address ของเซิรฟเวอรและหมายเลขพอรตดวยการใชฟงกชัน 
GetSockName เนื่องจากหมายเลขพอรตเปนจํานวนเต็ม แตตัวแปรที่ใชในการแสดงขอมูลบน
ไดอะล็อกเปนสตริง ดังนั้นจึงตองแปลงเลขจํานวนเต็มใหเปนสตริงดวยการใชฟงกชัน Format 
 
การเพิ่มโคดเพื่อรับขอมูลจากไคลเอนท 
ฟงกชัน Receive จะรับขอมูลแลวเก็บไวในตัวแปรบัฟเฟอร (buffer) ขนาด 4 KB เมื่อ
ฟงกชัน Receive รับขอมูลจะตองมีการตรวจสอบการรับขอมูลเพื่อรับประกันวาขอมูลสงมาแลว
ไดรับถูกตอง 100 เปอรเซ็นต โดยใช switch สเตทเมนต 
 
การเพิ่มโคดเมื่อเลิกใชงาน 







ยกเลิกการเชื่อมตอ อีเวนต OnClose ของไคลเอนทจะเกิดขึ้น และใชโคดเชนเดียวกับแอพพลิเคชัน
ฝงเซิรฟเวอร และไปเรียกฟงกชัน Closed  
 
การเพิ่มโคดเพื่อสงขอมูลผาน RS-232 ไปควบคุมโครคอมพิวเตอร 
จะตองใชหลักการเขียนโปรแกรมในแบบการอานและเขียนไฟล ขอมูลแทนทั้งนี้อาจจะ
มองวาขอมูลที่จะรับ/สงออกพอรตนั้นเปรียบไดกับการอานและเขียน ขอมูลบนไฟล 
4 ขั้นตอนเพื่อติดตอ Serial Port 
1. กําหนดตัวแปรสําหรับเก็บ file names,data read (Buffer),file handles,คาของการรับ/สง
ขอมูล 
 
HANDLE hComm;           // handle สําหรับ COM port 
DCB dcb;                           // data structure ที่เก็บคาสําหรับติดตอ serial port 
char * chCommPort = "COM1"; // ในที่นีเ้ราใช com port 1  
int valReturn;                    // ใชเก็บคืนคากลับในบางฟงกช่ัน 
char chBuffer;                  // ไวเกบ็ตัวอักษรในการรับและสงขอมูล 
unsigned long nReadPort;   // ใชเก็บคืนคากลับในฟงกช่ัน ReadFile 
unsigned long nWrittenPort;  // ใชเก็บคืนคากลับในฟงกช่ัน WriteFile 
 
2. ใชคําสั่ง CreateFile ในการอางอิงไฟลขอมูลขึ้นใหม  
hComm = CreateFile( chCommPort, 
                                       GENERIC_READ | GENERIC_WRITE, 
                                       // กําหนดแบบอานและเขยีนไฟล 
                                       0,  
                                       NULL,                         // ไมกําหนดการปองกนั attributes 
                                       OPEN_EXISTING, // เพื่อเปดชองติดตอส่ือสาร 
                                       0,                                  // ไมใช verlapped I/O 
                                       NULL          // เราจะใช NULL สําหรับติดตอชองทางสื่อสาร  
                                       ); 
 





   // ตรวจสอบขอผิดผลาดของโปรแกรม 
   m_text1="การสรางไฟลใหมผิดผลาด";        //แสดงขอความออกทีห่นาจอEdit Box 
   UpdateData(FALSE); 
   exit(1); 
   } 
// ตรวจสอบสถานะที่จะใช Communicate  
valReturn = GetCommState(hComm, &dcb); 
 
  if (!valReturn) {  
    //แสดงขอความออกที่หนาจอใน Edit Box 
    m_text1="การตรวจสอบสถานะ Com port ผิดผลาด "; 
    UpdateData(FALSE); 
    exit (2); 
 } 
 
3. กําหนดคาสําหรับติดตอกบั Seiral Port โดยใช data structure ช่ือ DCB 
//  ในสวนนนีจ้ะเปนการตั้งคาการติดตอกบัCom port  
//  DCB เปน structure สําหรับใชควบคุม การติดตอผาน serial port 
//  คาคงที่ใน DCB ของ baudrate 
// CBR_110 CBR_19200  
// CBR_300 CBR_38400  
// CBR_600 CBR_56000  
// CBR_1200 CBR_57600  
// CBR_2400 CBR_115200  
// CBR_4800 CBR_128000  
// CBR_9600 CBR_256000  
// CBR_14400  
// 9,600 bps เราจะใช ,  






   dcb.BaudRate = CBR_9600;               // กําหนดคา baud rate 
   dcb.ByteSize = 8;                                    // ขนาดของจํานวนขอมูล 
   dcb.Parity = NOPARITY;                     //  กําหนดใหไมมี parity bit //มีรายละเอียดของคาคงที่
ดังนี ้
// คาคงที่                      รายละเอียด  
// EVENPARITY        Even  
// MARKPARITY        Mark  
// NOPARITY             No parity  
// ODDPARITY          Odd  
// SPACEPARITY    Space  
 
  dcb.StopBits = ONESTOPBIT;        // 1 stop bit มีรายละเอียดของคาคงที่ 
//คาคงที่                             รายละเอียด 
//ONESTOPBIT        1 stop bit  
//ONE5STOPBITS  1.5 stop bits  
//TWOSTOPBITS     2 stop bits  
 
//กําหนดคาในการ Communcate  
valReturn = SetCommState(hCom, &dcb); 
 
if (!valReturn) { 
// เงื่อนไขตรวจสอบความผิดผลาด แสดงขอความออกที่หนาจอใน Edit Box 
   m_text1="การตั้งคาของ Com Port ผิดผลาด"; 
   exit (3); 
   UpdateData(FALSE); 
   } 
} 
 





// รูปแบบการอานหรือรับขอมูลผานทาง com port 
// ในสวนของ &ch คือตัวแปรที่หนาที่เปน Buffer เก็บตัวอักษร //และเลขแปดคือจํานวนของ
ตัวอักษรที่รับเขามาแตละครั้ง  
ReadFile(hCom,&ch,8,&nReadPort,NULL); 
m_text1=ch; // แสดงคาตัวแปรที่รับขอมูลได 
UpdateData(FALSE); 
// รูปแบบการเขียนขอมูลเพื่อสงผานทาง com port 





การสรางโปรแกรมฝงไคลเอนทประกอบดวยการใช MFC Application Wizard ของ 




ฟงกชัน Connect จะทํางานก็ตอเมื่อผูใชตองการติดตอหรือเชื่อมตอกับเซิรฟเวอร หนาที่
หลักของฟงกชันนี้คือ สรางซ็อกเก็ตโดยฟงกชัน Create จากนั้นจะเรียกฟงกชัน Connect โดยเอา
พารามิเตอร IP Address และหมายเลขพอรตสงไปเพื่อเชื่อมตอกับเซิรฟเวอร  
 
การเพิ่มโคดเมื่อตองการสงขอมูลใหกับเซิรฟเวอร 
กรณีที่ตองการสงขอมูล เราจะนําขอมูลมาเก็บไวในตัวแปร m_strSendMessages โดยการ
การกําหนดคาใหโดยตรง กอนที่จะมีการสงขอมูลไปยังไคลเอนท จะทําการตรวจสอบกอนวามี
ขอมูลที่จะสงหรือไม ถาไมมีฟงกชันนี้ก็จะออกหรือไมมีการทํางาน ถามีก็จะสงขอมูลโดยการใช















           การออกแบบและการสราง 
 
5.1 การออกแบบโปรแกรม 
โครงสรางของโปรเจคประกอบดวยการทาํงาน 3 สวนคอื 
1. โปรแกรมรับสงคอนโทรล 2 ฝง คือทางดานClient และทางดานSever 
2. ไมโครคอนโทรลเลอรซ่ึงมีหนาที่รับคําสั่งและควบคมุการทํางานโทรศัพท 








   โปรแกรมทางดาน Client จะทําการConnect เชื่อมตอกับ โปรแกรมทางดาน 





















      User           Control    Client Program                         Server Program 
 
      รูปที่ 5.2  หลักการทํางานในการคอนโทรลตางๆเพื่อที่จะสามารถควบคุมการสั่งงานโทรศัพท 
 




 โปรแกรมทางดาน Server จะรอคอยการเชื่อมตอจาก Client และเมื่อมีการเชื่อมตอเขามาก็




หลักการทํางานดังนี ้  
     
    Server Program        RS-232           Microcontroller        Telephone 
 
 รูปที่ 5.3  หลักการทํางานโปรแกรมรับคอนโทรลควบคุมโทรศัพทฝง Server 
 





















  ไมโครคอนโทรลเลอรควบคุมการทํางานโทรศัพท 
 ไมโครคอนโทรลเลอรมีหนาที่รับขอมูลที่ถูกสงมาทางพอรตอนุกรม และควบคุมการ
ทํางานเครื่องโทรศัพท มี Flowchart ดังรูปที่ 5.4 








    
วางหูโทรศัพท 
               
 
 
      ตรวจสอบการกดปุม 
0,1,2,3,4,5,6,7,8,9,0,#,* 
  
รูปที่ 5.4  Flowchart แสดงการควบคุมการทํางานเครื่องโทรศัพทโดยไมโครคอนโทรเลอร 
 






งาน จาก Objective Systems, Inc.  และเปนโปรแกรมที่ถูกพัฒนาขึ้นดวยภาษาซี และใชมาตรฐาน
โปรโตคอลที่เรียกวา H.323 ซ่ึงเปนโปรโตคอลที่พัฒนาโดย ITU-T(International Telecommunication 
Union – Telecommunications section)  โดยหนาที่หลักคือการสราง และสิ้นสุดการทํางาน และยัง




โปรแกรมเราสามารถใช voices vocoder ไดหลายชนิด ซ่ึงในการทําโปรเจคไดทดลอง vocoder 
ชนิด G.711 ทั้งชนิด a-law และ u-law G.729, G.729A, G.7231, และมาตรฐาน GSM เพื่อทําการใช
งานเนื่องมาจากแตละชนิดจะใชบิทเรทขนาดไมเทากันดังนั้น คุณภาพเสียงก็จะไมเทากัน และความ
ดีเลยของสัญญาณก็จะแตกตางกันดวย  
 ในการสรางตัวโปรแกรม เราก็จะตองใช Microsoft Visual c+ มาเปนตัวสรางโปรแกรม
เพราะซอรซโปรแกรมนี้ไดถูกพัฒนามาดวยภาษา C+ และจะเปนโปรแกรมแบบ win32 ไมมี








 เปนการกําหนดคาเริ่มตนใหไมโครคอนโทรลเลอรกําหนดคาไทเมอร และคาซีเร่ียล 
เพื่อที่จะทําการรับขอมูลจากพอรตอนุกรมของเครื่องคอมพิวเตอร 
 
INIT_SERIAL: MOV TMOD,#00100000B 
   MOV SCON,#01010000B 
   MOV TH1,#0FBH 
   SETB TR1 









เกิดการ Set bit RI ใหเทากับ 1 จากนั้นเราจึงทําการอานขอมูลจากรีจิสเตอร SBUF โดยทําการยาย
ขอมูลผานทางรีจิสเตอรแอกคิวมูเลเตอร A และเมื่อรับขอมูลเสร็จแลว เพื่อจะทําการรับขอมูลใหม




CLR  RI  :  Clear bit RI (RI=0) 
JNB RI,$  : Jump Here if  RI=0 
 MOV A,SBUF : Move data  Register SBUF to Register A 





รับมาวาเปนการกดปุมหมายเลขใด หรือเปนการสั่งยกหูโทรศัพท, วางหูโทรศัพท และเมื่อ
เปรียบเทียบพบแลวจะส่ังใหไฟสัญญาณการกดปุมกระพริบ และสั่งใหทําการเซตและเคลียบิตโดย





CH0: CJNE A,#'1',CH1 : Compare A equal number 1  
 SETB P0.2  : Set    P0.2   =  1 
 CALL DELAY :  Delay time 200ms 











นอยด (solenoid)รีเลยใชในการควบคุมวงจร ไฟฟาไดอยางหลากหลาย รีเลยเปนสวิตชควบคุมที่




     
รูปที่ 5.5  รีเลยควบคุม 
 
โดยรีเลยที่เราใชในโครงงานจะเปนรีเลยควบคุมชนิด 6 ขา 5 Volts ซ่ึงจะมีขาไฟควบคุมการ
ทํางานของรีเลย 2 ขา ขาคอมมอน 2 ขา ขา Normal Open และขา Normal Close อยางละ 1 ขา 
 
    ขา Normal Open                   ขา Normal Close 
    ขาแรงดันควบคุม 
 ขาคอมมอน 
 
รูปที่  5. 6   จําลองขาของรีเลย 
 
 การทํางานของรีเลยจะตองใชกระแสไฟมากกวาที่ไมโครคอนโทรลเลอรจะขับใหรีเลย








รูปที่ 5.7  ULN2003A 
 
ULN2003A 
 เปนชิพดารลิงตัน อารเรย เจ็ดขา ชนิด Open Collector สามารถขับกระแส และแรงดันได




รูปที่5.8 แสดงวงจรภายในชพิ ULN2003A 
 
การควบคุมการกดปุมของเครื่องโทรศัพท 
เครื่องโทรศัพทปกติจะมีคอนแทคสําหรับปุมกดเปนไปตามรูปแบบ DTMF (Dual Tone 
Multiple Frequency) โดยการกดปุมหมายเลขหนึ่งหมายเลขจะมีไมโครชิพทําการมอดดูเลต








รูปที่5.9 ตาราง Dual-Tone Multi Frequency Standards 
 
ในตัวเครื่องโทรศัพท คอนแทคสําหรับปุมกดจะซ้ํากันโดยความถี่ เปนคอลัมนและแถว เรา
ก็จะสามารถนําความถี่แยกออกมาเปนแตละความถี่ได และเมื่อนําความถี่มารวมกันเปนคูตาม
มาตรฐานการมอดูเลตสัญญาณก็จะทําใหเราสามารถควบคุมการกดปุมของเครื่องโทรศัพทได 
ในโครงงานนี้จะใชรีเลยจํานวน 12 ตัว เปนสวิตซ ใชแทนการกดหมายเลขทั้ง 0 – 9 และ * 





รูปที่ 5.10 ไดอะแกรมของอปุกรณควบคุมโทรศัพท 
 
ขาที่ P0.2 P0.1 P0.0 P0.3 P0.5 P0.4 P2.6 P2.7 P0.6 P2.3 P2.4 P2.5 P2.2 
หมายเ
ลข 
1 2 3 4 5 6 7 8 9 * 0 # ยกหู,
วางหู 
  







































 เมื่อ User ทําการกดปุมยกหูโทรศัพท ไมโครคอนโทรลเลอรจะไดรับคําสั่งใหเซตบิตขาที่ 
P2.2 คางไว และจะรอรับหมายเลขจาก User เมื่อไดรับหมายเลขแลวจะทําการเซตและเคลียบิตตาม
ตําแหนงขาที่กําหนดไวตามหมายเลขนั้นๆ โดยมีการหนวงเวลาไวเปนเวลา 0.2 วินาที เพื่อ




 ในการสรางโปรแกรมทั้งทางดานเซิรฟเวอรและไคลเอนท เราจะใช Application Wizard 
ของ Microsoft Visual c+ .net สรางโคดหลัก ซ่ึงเปนหนาตางและปุมควบคุมให และทําการเพิ่มโคด
ที่มีหนาที่ ทําการรองขอการเชื่อมตอ การสงขอมูล ในโปรแกรมฝงไคลเอนท และโคดที่มีหนาที่รอ
ฟงการเชื่อมตอ, รับการเชื่อมตอ และรับขอมูลจากไคลเอนท ในโปรแกรมฝงเซิรฟเวอร ใน
ความสามารถทางดานเน็ตเวิรคที่ใช จะเปน Winsock API ซ่ึงเปนมาตรฐานของการพัฒนา













             รูปที่ 5.11 โปรแกรมควบคุมเครื่องโทรศัพทผานอินเตอรเน็ตฝงไคลเอนท 
  
ในโปรแกรมจะประกอบไปดวยชองใสหมายเลข IP Address และหมายเลขพอรท ซ่ึงเปน





ตางๆ เชนหมายเลข IP Address, Port ของเครื่องไคลเอนท จํานวนขอมูลที่สง และ หนาตาง
สถานการณสงขอมูล  
ในการสรางโปรแกรมจะตองมีปุม Control ตางๆดังนี้ 
1. ปุม Connect เพื่อทําการรองขอการเชื่อมตอกับโปรแกรมฝงเซิรฟเวอร และสั่งใหโปรแกรม
สงสัญญาณเสียงผานอินเตอรเน็ตทํางานขึ้นมาในฝงเซิรฟเวอร ในสถานะรอการเชื่อมตอ 
2. ปุม Disconnect เพื่อทําการยกเลิกการเชื่อมตอ และในกรณีที่กําลังใชงานอยูจะสั่งให
โทรศัพทวางสายอัตโนมัติ 
3. ปุม VoIP เพื่อส่ังใหโปรแกรมสงสัญญาณเสียงผานอินเตอรเน็ตทางฝงไคลเอนทขึ้นมา
ทํางาน ในสถานะเชื่อมตอ 
4. ปุมทั้งหมดใน Telephone Pad เพื่อทําการควบคุมโทรศัพท  











รูปที่ 5.12 โปรแกรมควบคมุเครื่องโทรศัพทผานอินเตอรเน็ตฝงเซิรฟเวอร 
 
 ในโปรแกรมจะประกอบดวยชองใสหมายเลขพอรท ปุมControl และชองแสดงขอมูล
หมายเลข IPAddress และหมายเลขพอรท ของเครื่องเซิรฟเวอร และไคลเอนท และชองแสดงการ
รับขอมูลตางๆเขามา 
ในการสรางโปรแกรมจะตองมีปุม Control ตางๆดังนี้ 
1. ปุม Listen ซ่ึงเปนปุมควบคุมใหโปรแกรมอยูในสถานะรอการเชื่อมตอจากไคลเอนท 







โปรแกรมที่ใชเปนโอเพนซอรส ซ่ึงพัฒนาโดยใชภาษาซี แสต็ก ไมมีปุมควบคุมคอนโทรล
ลักษณะเปนหนาจอเหมือนโปรแกรมรันบนดอส  ในโปรแกรมเราสามารถเลือกการใชงาน Speech 










































         











    





ไดผานการติดตั้งโปรแกรมควบคุมโทรศัพทผานทางอินเตอรเน็ท(VoIP Server) เรียบรอยแลว โดย
นําพอรตอนุกรมตอเขากับพอรตอนุกรมของคอมพิวเตอร ( com1 )ที่ตออยูกับกลองควบคุม
โทรศัพทผานทางอินเตอรเน็ท แลวนําสายตอชอง Speaker Out ของซาวการดที่เครื่องคอมพิวเตอรฝ












 หลังจากที่ทําการติดตั้งโปรแกรมควบคุมโทรศัพทผานทางอินเตอรเน็ท(VoIP Server) ติด
ลงบนคอมพิวเตอรฝงเซิรฟเวอรแลว 















 6.4.1 ฝงไคลเอนท 
 1. ทําการติดตัง้ IP Address ของคอมพิวเตอรฝง Server ที่เราทําการติดตั้งกลองควบคมุ












รูปที่ 6.5 โปรแกรมควบคุมโทรศัพทฝงไคลเอนท 
 
 2. คลิกปุม Connect เพื่อควบคุมใหโปรแกรม VoIP ฝงเซิรฟเวอรถูกเรียกขึ้นมาดังรูปที่6.5 












                         
                 รูปที่ 6.6 โปรแกรม VoIP ฝงเซิรฟเวอร 
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4.  คลิกปุม Call เพื่อควบคุมใหโทรศัพทฝงเซอรฟเวอรยกห ู










2. กดปุม listen บนโปรแกรมคอนโทรลฝงเซอรฟเวอร เพือ่รอฟงการติดตอจากไคลเอนท 
3. กดปุม connect บนโปรแกรมคอนโทรลฝงไคลเอนท เพือ่ทําการเชื่อมตอกับ
เซอรฟเวอร  โปรแกรมการสงเสียงผานอินเตอรเน็ต หรือ VoIP ทางฝงไคลเอนทก็จะ
ถูกรันขึ้นมา 
4. กดปุม VoIP บนโปรแกรมคอนโทรลฝงไคลเอนทโปรแกรมการสงเสียงผาน
อินเตอรเน็ต หรือ VoIP ทางฝงไคลเอนทก็จะถูกรันขึ้นมา และพรอมทีจ่ะสงเสียงผาน
อินเตอรเน็ตได 




7. ฝงไคลเอนททําการสงเสียงซึ่งอยูในรูป Annalog ออกมา VoIP ทําการแปลงสัญญาณ 
Annalog ใหอยูในรูป Digital เรียกวา Voice Packet 
8. Voice Packet ถูกสงออกไปบนเครือขายและไปยัง เซอรฟเวอร 











รูปที่ 6.9 ไดอะแกรมขัน้ตอนการติดตอโดยควบคุมผานทางอินเตอรเนต็ 
 
 
แสดงการทํางานตาม Flowchart  
 1.  ฝงโปรแกรม Server  จะเริ่มทํางานกอนดวยการรอฟงการรองขอ การติดตอมาจาก
ทางดานClient  
2. เมื่อฝงClient ไดทําการคอนเน็กต จะสั่งใหโปรแกรม VoIP ทางดาน Server ทําการ
เปดตัวเองขึ้นมาและอยูในสถานะรอฟงการเชื่อมตอจากโปรแกรม VoIP ทางฝงClient 
3. เมื่อเปดโปรแกรมVoIP ฝง Clientขึ้นมา โปรแกรม VoIP ดานClient จะทําการเชื่อมตอ
ระหวาง VoIP ทั้งสองดานก็จะเกิดการเชื่อมตอ Voice ก็จะถูกสงผานNetwork 
4. ทางฝงClient ก็จะมีการสงคอนโทรลออกมาและถูกสงผานไปยัง Network  เมื่อ












รูปที่ 6.10  Flowchart แสดงการทํางาน 
 
























รวดเร็ว และประหยัด แตการสรางสวนของการติดตอไดนั้น เราจะตองมีความรูเร่ืองโปรโตคอล
เพื่อที่จะใชกําหนดแนวทางในการเชื่อมตอใหเพื่อใหไปในทางเดียวกัน และมาตรฐานที่ใชคือ 






 ส่ิงที่ไดจากการทําโครงงานนี้  คือการเขาใจในหลักการพื้นฐานในการพัฒนาโปรแกรมบน
ระบบปฏิบัติการวินโดวส ดวยโปรแกรม Microsoft Visual C+ .net ความเขาใจการเขียนโปรแกรม
ดวยภาษาแอสเซมบลี้เพื่อประยุกตใชงานในการควบคุมไมโครคอนโทรลเลอร และยังมีความรู
ความเขาใจในโปรโตคอลที่เกี่ยวของกับ VoIP  ไดศึกษาการเขารหัสเสียงตามมาตรฐานตางๆของ 
ITU เชน G.711 ชนิด u-law และ a-law , G.729  และอื่นๆ ซ่ึงแตละอันจะใหคุณภาพเสียงที่แตกตาง
กัน และมีความสามารถแตกตางกัน เชน G.711 สามารถลดเสียงเอ็กโคลงได เปนตน ในการทําโปร


















เมื่อนําขาพอรตมาใชงานจํานวนมากๆ การใชงานในบางครั้งก็ไมสามารถสั่งการบางขาใหใชงานได  
จนคาดวาโครงงานสวนอื่นเสียก็ทําใหปรับสวนอื่นและตัวโปรแกรมหลายรอบ จึงเปนการเสียเวลา  
ซ่ึงไดปญหานี้พบไดบอยกับไมโครคอนโทรเลอรหลายๆตัว และจะมีโอกาสพบปญหาเปนครั้ง








โปรแกรมดาน VoIP ซ่ึงมีโปรโตคอล 2  ชนิด คือ H.323 และ SIP ในโปรเจคนี้ไดใชโปรโตคอล
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ภาคผนวก ก. Visual C++ .Net 
 
การเขียนโปรแกรมดวย Visual c++ .NET 
 Visual C++ .NET นั้นสามารถเขียนโปรแกรมเพื่อสรางแอพพลิเคชั่นไดแทบทุกรูปแบบ 
ไมวาจะเปนโปรแกรมธรรมดาที่รันบน Windows เร่ือยไปจนถึงโปรแกรมที่ทํางานภายใต
แนวความคิด .NET แตแนวทางที่เหมาะสมก็คือ การเขียนโปรแกรมแบบดั้งเดิม หรือเรียกวา Native 
Code หรือ Unmanaged Code ซ่ึงก็มีขอดีก็คือ โปรแกรมที่ไดจะมีขนาดเล็ก ทํางานไดอิสระและ
รวดเร็วมาก เมื่อรันภายใต ดอสหรือวินโดวส 
การสรางโปรแกรม 
 ในหัวขอนี้เราจะสรางแอพพลิเคชั่นอยางงายโดยใชเครื่องมือ ApplicationWizard (exe) ซ่ึง
จะทําใหไดแอพพลิเคชั่นตามตองการ แอพพลิเคชั่นที่ไดนี้จะประกอบดวยคลาสพรอมกับโคดตางๆ 
 ขอดีของการใช AppWizard (exe) ก็คือ ทําใหเราประหยัดเวลาในการเขียนโคดจํานวนมาก 
เพราะหลังจากที่มันสรางโคดใหเราแลว เราก็เพียงแตเขียนโคดเพิ่มอีกไมกี่บรรทัด แลวคอมไพลล
ไฟลทั้งหมด และถาไมมีอะไรผิดพลาดเราก็เพียงแคคลิกปุมรัน โปรแกรมก็สามารถใชงานไดทันที 
 สําหรับรายละเอียดการสรางแอพพลิเคชั่นดวย AppWizard(exe) มีรายละเอียดดังนี้ 
 
การใช AppWizard สรางโคดหลักให 
 การที่สรางโปรแกรมใหม เราตองสรางโปรเจ็กตใหม เราเริ่มตนดวยการเรียก Microsoft 
Developer Studio และทําตามหัวขอดังตอไปนี้ 
1. คลิกเมนู File > New ใน Visual Studio .NET (หรือกดปุม < Ctrl + Shift + N>) เราจะ
สรางไดอะล็อกที่ช่ือวา New Project ขึ้นมา 
2. เลือกชนิดโปรเจ็กตเปน Visual C++ Projects ในชอง Project Types 
3. เลือกชนิดแอพพลิเคชั่นเปน MFC Application ในชอง Templates 








รูปที่ ก.1 สรางโปรแกรมใหม 
 
5. คลิกปุม OK จะขึ้นไดอะล็อกซเปน MFC Application Wizard 
6. ที่แท็บ Overview จะสรุปรายละเอียดตางๆ ดังรูป โดยดีฟอลตที่จะนํามาใชในการสราง
โปรเจ็กตนี้เมื่อคลิกปุม Finish รายละเอียดมีดังนี้ 
 
สรางโปรแกรมเปนแบบ Multiple Document Interface (MDI) 
ไมมีการสนับสนุนในการติดตอกับฐานขอมูล 









รูปท่ี ก.2  แท็บ O v e r v i e w 
 










รูปที่ ก.3  แทบ็ Application Type 
 
รายละเอียดแตละหัวขอมีดงันี้ 
ที่หัวขอ Application Type จะเปนตัวเลือกรูปแบบแอพพลิเคชั่นที่จะสรางขึ้นมา 
 Single Document  ซ่ึงเปนแอพพลิเคชั่นที่สามารถแสดงผลไดทีละหนึ่งด็อก 
คิวเม็นต เชนโปรแกรม Notepad เปนตน 
 Multiple document  จะเปนการสรางแอพพลิเคชัน ทาสมารถแสดงผลไดทีละ 
หลายๆ ด็อกคิวเม็นตในเวลา เดียวกัน เชน ไมโครซอฟทเวิรด 
 Dialog based  จะเปนการสรางแอพพลิเคชั่นที่ เปนไดอะล็อก  ซ่ึงก็คือมี
วินโดวสเดียวที่ทําหนาที่โตตอบตอบกับผ็ใชแบบงายๆ เชนบ
การรับขอมูล การบอกขอมูล หรือเปน การเตือนใหผูใชงาน
ทราบ เปนตน 
สําหรับหัวขอ Document/View architecture support จะเปนการกําหนดใหแอพพลิเคชั่นที่
สรางขึ้นมาใหมนี้ใชคลาสด็อกคิวเม็นต และคลาสวิวเปนคลาสวิวมีหนาที่หลักในการนําขอมูลจาก





สวนหัวขอ Resource language จะเปนการเลือกภาษาสําหรับใชใน Resource ชอง
โปรแกรมนี้ในที่นี้จะเปนภาษาอังกฤษตลอด 
ที่หัวขอ Project style 0เปนการเลือกรูปแบบสถาปตยกรรม Windows Explorer หรือ MFC โดยดี
ฟอลตจะเปน MFC สวน Windows Explorer จะคลายกับโปรแกรม Windows Explorer คือมี
หนาตางซายขวา ซ่ึงหนาตางดานซายจะเปนคลาส CtreeView และดานขวาจะเปน Clistview 
8. คลิกที่แท็บ Compound Document Support เพื่อใหแอพพลิเคชั่น สนับสนุนเกี่ยวกับ 




รูปที่ ก.4  แทบ็ Compound Document Support 
 
9. คลิกแท็บ Document Template String เพื่อตั้งชื่อนามสกุลสําหรับด็อกคิวเมนต เมื่อตั้ง
ช่ือเสร็จแลว จะถูกบันทึกลงรีจิสเตอรของระบบปฎิบัติการวินโดวส 








รูปที่ ก.5  แทบ็ Database support 
 
11. แท็บ User Interface Features  เปนการเลือกรูปแบบในการติดตอกับผ็ใช เชนกลุม 
เกี่ยวกับเฟรม ไดแกกรอบแบบหนา มีบ็อกซ Minimize และ Maximize เปนตน 
Main frame style จะเปนการกําหนดคุณลักษณะของเฟรมหลักในแอพพลิเคชั่น ไดแก 
Thick frame กรอบของโปรแกรมเปนเสนหนา, Minimize box มีบ็อกซทําให
โปรแกรมมีขนาดเล็กสุด Maximize box มีบ็อกซทําใหโปรแกรมขนาดมีใหญสุด 
System menu มีเมนูระบบ About box มีไดอะล็อกซ, Initial status bar ,สเตตัส, Split 
window สามารถแยกวินโดวส เปนตน ที่กลุม Child frame styles จะเปนการกําหนด
กรอบสําหรับเฟรมลูก และจะใชไดก็ตอเมื่อเรา คลิกเลือก Application Type เปนแบบ 
MDI เทานั้น ที่กลุม Toolbars จะเปนการกําหนดรูปแบบทูลบาร โดยดีฟอลตแลวจะ









รูปที่ ก.6  แทบ็ User Interface Features 
 
12. แท็บ Advanced Features เพื่อเพิ่มการสนับสนุน เชน ดารเพิ่ม Help, ActiveX Control 
เปนตน ซ่ึงมีรายการละเอียดดังนี้ 
Context-Sensitive help จะสรางระบบความชวยเหลือที่เกิดจากการกดปุม F1 
Printing and print preview จะสรางโคดสําหรับจัดการกับการพิมพ 
ActiveX controls จะเพิ่มโคดเพื่อสนับสนุนการใชคอนโทรล ActiveX 
Windows socket จะเพิ่มโคดเพื่อสนับสนุนการใชงานคลาส Socket 
Common Control Manifest จะสรางรูปแบบคอนโทรลตางๆ ที่ติดตอกับผูใชให
เหมือนกับที่แสดงใน Windows XP  









รูปที่ ก.7  แทบ็ Advanced Features 
  
13. แท็บ Classes ซ่ึงเปนขั้นตอนสุดทายเพื่อเลือกคลาสหลักที่จะใชในคลาสวิว และ
เปลี่ยนชื่อคลาส ไฟลตางๆ เปนตน ในขั้นตอนนี้ใหใชคาดีฟอลต หมดเชนกันดังรูป 






สวนรายละเอียดอื่นๆ ของขั้นตอนนี้ ไดแก 
- ชอง Class name: แสดงชื่อคลาสเมื่อคลิกชื่อคลาสในชอง List Box แลว และถาตองการ
เปลี่ยนชื่อคลาสใหแกไขที่ชองนี้ 







- ชอง Base class: ใชในกรณีที่คลิกชื่อคลาสวิวในชอง List Box  แลวเทานั้น ซ่ึงจะแสดง
รายช่ือคลาสตางๆ เชน คลาส CScrollView คลาส CHtmlView หรือถาเปนดีฟอลตแลวจะ




รูปที่ ก.8  แทบ็ Generated Classes 
 
ในกรณีที่เราคลิก หรือเลือกรายการผิด หรือตองการกลับไปดูใหแนใจอีกครั้ง ก็สามารถทํา
ไดโดยคลิกแท็บนั้นๆ 




 หากเราตองการแกไข หรือเพิ่มซอรสโคดอีกเล็กนอย เพื่อใหแอพพลิเคชั่นทํางานสมบูรณ







รูปที่ ก.9  การแกไขและการเพิ่มซอรสโคด 
 
Resource และคอนโทรลเบื้องตน 
 คุณลักษณะเดนที่เห็นไดอยางชัดเจนในการเขียนโปรแกรม Windows คือการใช Resource 
ซ่ึง Resource จะอนุญาตใหเราจัดการกับสวนติดตอกับผูใชโปรกแกรมของเรา 
 Resource สามารถถูกเปลี่ยนแปลงไดโดยปราศจากผลกระทบโดยตรงกับโคดใน
แอพพลิเคชั่นดวยคุณลักษณะนี้ ทําใหการใชและการทําความเขาใจเกี่ยวกับ Resource เปนสิ่งสําคัญ
สําหรับโปรแกรมเมอรที่ตองการสรางแอพพลิเคชั่นเพื่อทํางานกับ Windows 
 Resource เปนสวนสําคัญของแอพพลิเคชั่น โดย Resource จะมีชุดของการติดตอกับผูใช













Resource ใน Windows มีหลายชนิด ดังนี ้
Dialog Box เปนฟอรมที่ประกอบไปดวยคอนโทรลตางๆ เพื่อสามารถใหผูใชปอน
ขอมูล เขาไปในตัวโปรแกรม หรือรับขอมูลเขามา 
Menu   เปนรายการคําสั่งตางๆ ที่อยูดานบนของวนิโดวส 
String Table  เปนรายการคาคงที่ String ที่จะนํามาใชในโปรแกรมของเรา 
Accelerator Key  เอาไวสราง Short key 
Cursor   เปนออบเจ็กตตัวช้ีที่แสดงอยูบนจอภาพ 
Icon   เปนเครื่องหมายของโปรแกรม 














ภาคผนวก ข. Source code 
 
Client Programs 














void CASock::OnClose(int nErrorCode) 
{ 
 if ( nErrorCode == 0 ) 




void CASock::OnReceive(int nErrorCode) 
{ 
 CString strRecvMsg; 
 char buffer[4096]; 
 int nRecv; 





 switch (nRecv) 
 { 
  case 0:  
Close(); 
   break; 
 case SOCKET_ERROR: // Error occured 
  if (GetLastError() != WSAEWOULDBLOCK) 
  { 
  AfxMessageBox ("Error occurred!!!"); 
  Close(); 
  } 
  break; 
 default: // No Error 
  buffer[nRecv] = NULL 
   CString strTemp(buffer); 
   strRecvMsg = "R: " + strTemp;  






void CASock::SetParent(CDialog* pDwnd) 
{ 
 m_pDwnd = pDwnd; 
} 
 
void CASock::OnConnect(int nErrorCode) 
{ 





 if (0 != nErrorCode) 
 { 
  switch( nErrorCode ) 
  { 
   case WSAEADDRINUSE: 
    AfxMessageBox("IP Address นี้มีการใชไปแลว"); 
    break; 
   case WSAEADDRNOTAVAIL: 
    AfxMessageBox("IP Address นี้ไมวางในเครื่องโลคอล"); 
    break; 
   case WSAECONNREFUSED:  
    AfxMessageBox("มีการพยามยามเชือมตอ แตถูกปฎิเสธ หรือ
เซอรเวอรยังไมทํางาน"); 
    break; 
   case WSAEDESTADDRREQ:  
    AfxMessageBox("ตองการ IP Address  ที่ปลายทาง"); 
    break; 
   case WSAEISCONN:  
    AfxMessageBox("ซ็อคเก็ตถูกเชื่อมตอไวแลว"); 
    break; 
   case WSAENETUNREACH:  
    AfxMessageBox("เน็คเวิรคไมสามารถไปไดจากโฮสต ณ เวลานี้ 
หรือไมมีเสนทางที่จะไป"); 
    break; 
   case WSAENOBUFS:  
    AfxMessageBox("ไมมีบัฟเฟอร หรือบัฟเฟอรเต็ม ซ็อคเก็ตไม
สามารถถูกเชื่อมตอได"); 
    break; 
   case WSAENOTCONN:  





    break; 
   case WSAETIMEDOUT:  
    AfxMessageBox("พยามยามที่จะเชื่อมตอโดยใชระยะเวลาหนึ่ง
แลว ไมสามารถสรางการเชื่อมตอได"); 
    break; 
   default: 
    char strError[256]; 
    wsprintf(strError, "Connect error, Error Conde: %d", 
nErrorCode); 
    AfxMessageBox(strError); 
    break; 
  } 
  AfxMessageBox("Plese click DisConnect and try connect again.");  
 } 




















ASock.h  : implementation file  
#pragma once 




 virtual ~CASock(); 
 virtual void OnClose(int nErrorCode); 
 virtual void OnReceive(int nErrorCode); 
 void SetParent(CDialog* pDwnd); 
protected: 
 CDialog* m_pDwnd; 
public: 




























#define new DEBUG_NEW 
#endif 
 




 enum { IDD = IDD_ABOUTBOX }; 
 protected: 





















CWinSockDlg::CWinSockDlg(CWnd* pParent /*=NULL*/) 
 : CDialog(CWinSockDlg::IDD, pParent) 
 , m_intPorts(3000) 
 , m_strloAddIP(_T("")) 
 , m_strloPort(_T("")) 
 , m_strSendTotalMessages(_T("")) 
 , m_strSendMessages(_T("")) 
 , m_intCountSentByte(0) 
 , m_strAddIP(_T("loopback")) 
{ 
 m_hIcon = AfxGetApp()->LoadIcon(IDR_MAINFRAME); 
} 
 
void CWinSockDlg::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 DDX_Control(pDX, IDC_LISTMESSAGES, m_listMessage); 
 DDX_Text(pDX, IDC_PORTS, m_intPorts); 
 DDX_Text(pDX, IDC_LOADDIP, m_strloAddIP); 
 DDX_Text(pDX, IDC_LOPORT, m_strloPort); 
 DDX_Text(pDX, IDC_SENTTOTALBYTES, m_strSendTotalMessages); 
 DDX_Text(pDX, IDC_SENDMESSAGE, m_strSendMessages); 













 ON_BN_CLICKED(IDCANCEL, OnBnClickedCancel) 
 ON_BN_CLICKED(IDC_BUTTON_SEND, OnBnClickedButtonSend) 
 ON_BN_CLICKED(IDC_CONNECT, OnBnClickedConnect) 
 ON_BN_CLICKED(IDC_DISCONNECT, OnBnClickedDisconnect) 
 ON_BN_CLICKED(IDC_CALL, OnBnClickedCall) 
 ON_BN_CLICKED(IDC_HANG, OnBnClickedHang) 
 ON_BN_CLICKED(IDC_ONE, OnBnClickedOne) 
 ON_BN_CLICKED(IDC_TWO, OnBnClickedTwo) 
 ON_BN_CLICKED(IDC_THREE, OnBnClickedThree) 
 ON_BN_CLICKED(IDC_FOUR, OnBnClickedFour) 
 ON_BN_CLICKED(IDC_FIVE, OnBnClickedFive) 
 ON_BN_CLICKED(IDC_SIX, OnBnClickedSix) 
 ON_BN_CLICKED(IDC_SEVEN, OnBnClickedSeven) 
 ON_BN_CLICKED(IDC_EIGHT, OnBnClickedEight) 
 ON_BN_CLICKED(IDC_NINE, OnBnClickedNine) 
 ON_BN_CLICKED(IDC_STAR, OnBnClickedStar) 
 ON_BN_CLICKED(IDC_ZERO, OnBnClickedZero) 
 ON_BN_CLICKED(IDC_SHARP, OnBnClickedSharp) 






 ASSERT((IDM_ABOUTBOX & 0xFFF0) == IDM_ABOUTBOX); 





 CMenu* pSysMenu = GetSystemMenu(FALSE); 
 if (pSysMenu != NULL) 
 { 
  CString strAboutMenu; 
  strAboutMenu.LoadString(IDS_ABOUTBOX); 
  if (!strAboutMenu.IsEmpty()) 
  { 
   pSysMenu->AppendMenu(MF_SEPARATOR); 
   pSysMenu->AppendMenu(MF_STRING, IDM_ABOUTBOX, 
strAboutMenu); 
  } 
 } 
 SetIcon(m_hIcon, TRUE);   // Set big icon 
 SetIcon(m_hIcon, FALSE);  // Set small icon 
 m_connectSock.SetParent(this); 
 return TRUE;  // return TRUE  unless you set the focus to a control 
} 
void CWinSockDlg::OnSysCommand(UINT nID, LPARAM lParam) 
{ 
 if ((nID & 0xFFF0) == IDM_ABOUTBOX) 
 { 
  CAboutDlg dlgAbout; 












void CWinSockDlg::OnPaint()  
{ 
 if (IsIconic()) 
 { 
  CPaintDC dc(this);  
  SendMessage(WM_ICONERASEBKGND, 
reinterpret_cast<WPARAM>(dc.GetSafeHdc()), 0); 
  int cxIcon = GetSystemMetrics(SM_CXICON); 
  int cyIcon = GetSystemMetrics(SM_CYICON); 
  CRect rect; 
  GetClientRect(&rect); 
  int x = (rect.Width() - cxIcon + 1) / 2; 
  int y = (rect.Height() - cyIcon + 1) / 2; 























 int BytesSent = m_strSendMessages.GetLength(); 
  if (m_strSendMessages != "") 
 { 
  int dwBytes; 
  dwBytes = m_connectSock.Send((LPCTSTR)m_strSendMessages,  
   BytesSent); 
    if (dwBytes == SOCKET_ERROR) 
  { 
   if (m_connectSock.GetLastError() != WSAEWOULDBLOCK) 
   { 
 
    char strError[256]; 
    wsprintf(strError, "Socket failed to send, Error Code: %d",  
     m_connectSock.GetLastError()); 
    Closed(); 
    AfxMessageBox (strError); 
   } 
  } 
  else 
  { 
   m_listMessage.ResetContent(); 
   if (!( m_strSendMessages == "Connecting...." || m_strSendMessages == 
"Calling...." ||  m_strSendMessages == "Hanging...." )) 
    { CString strTemp = "Send Number: "; 
   m_intCountSentByte += BytesSent; 
   m_strSendTotalMessages.Format("%lu", m_intCountSentByte); 
   strTemp +=    m_strSendMessages; 





   UpdateData(FALSE);  } 
   else 
   {m_intCountSentByte += BytesSent; 
   m_strSendTotalMessages.Format("%lu", m_intCountSentByte); 
   CString strTemp ; 
   strTemp += m_strSendMessages; 
   m_listMessage.AddString(strTemp); 
   UpdateData(FALSE); } 
  } 
  m_strSendMessages  = _T(""); 








 m_strloAddIP = _T(""); 
 m_strloPort  = _T(""); 
 m_strSendTotalMessages  = _T(""); 
 GetDlgItem(IDC_BUTTON_SEND)->EnableWindow(FALSE); 
 GetDlgItem(IDC_CONNECT)->EnableWindow(TRUE); 
















 UINT temploport = 0; 
 m_connectSock.GetSockName(m_strloAddIP, temploport); 
 m_strloPort.Format("%lu", temploport); 











 m_connectSock.Connect(m_strAddIP, m_intPorts); 
 m_strSendTotalMessages.Format("%lu", m_intCountSentByte); 
 m_listMessage.ResetContent(); 































{       m_strSendMessages = "1" ; 





   m_strSendMessages = "2" ; 









   m_strSendMessages = "3" ; 





   m_strSendMessages = "4" ; 





   m_strSendMessages = "5" ; 





   m_strSendMessages = "6" ; 





   m_strSendMessages = "7" ; 









   m_strSendMessages = "8" ; 





   m_strSendMessages = "9" ; 




























 CString m_VOIP = "VOIP.EXE "; 
  m_VOIP += m_strAddIP ; 











class CWinSockDlg : public CDialog 
{ 
public: 
 CWinSockDlg(CWnd* pParent = NULL); // standard constructor 
 enum { IDD = IDD_WINSOCK_DIALOG }; 
 protected: 
 virtual void DoDataExchange(CDataExchange* pDX); // DDX/DDV support 
protected: 
 HICON m_hIcon; 
 virtual BOOL OnInitDialog(); 
  afx_msg void OnSysCommand(UINT nID, LPARAM lParam); 
 afx_msg void OnPaint(); 







 afx_msg void OnBnClickedCancel(); 
 afx_msg void OnBnClickedButtonSend(); 
 CListBox m_listMessage; 
 UINT m_intPorts; 
 CString m_strloAddIP; 
 CString m_strloPort; 
            CString m_strSendTotalMessages; 
 CString m_strSendMessages; 
 void Closed(); 
 
protected: 
 CASock m_connectSock; 
 int m_intCountSentByte; 
 virtual void OnOK(); 
 
public: 
 void Connected(); 
 afx_msg void OnBnClickedConnect(); 
 afx_msg void OnBnClickedDisconnect(); 
 CString m_strAddIP; 
 afx_msg void OnBnClickedButtonSend2(); 
 afx_msg void OnBnClickedCall(); 
 afx_msg void OnBnClickedHang(); 
 afx_msg void OnBnClickedOne(); 
 afx_msg void OnBnClickedTwo(); 
 afx_msg void OnBnClickedThree(); 
 afx_msg void OnBnClickedFour(); 
 afx_msg void OnBnClickedFive(); 





 afx_msg void OnBnClickedSeven(); 
 afx_msg void OnBnClickedEight(); 
 afx_msg void OnBnClickedNine(); 
 afx_msg void OnBnClickedStar(); 
 afx_msg void OnBnClickedZero(); 
 afx_msg void OnBnClickedSharp(); 




























S e r v e r  P r o g r a m s 




#include "WinSockDlg.h" // 
#include ".\asock.h" 
 
HANDLE hComp ; 
DCB dcb ; 
char  *chCommPort = "COM1"; 
int valReturn ; 
char chBuff; 
unsigned long nWritePort; 










void CASock::OnAccept(int nErrorCode) 
{ 
 if(a<=1) 












void CASock::OnClose(int nErrorCode) 
{ 
 if ( nErrorCode == 0 ) 
 { 
  CString str; 
   str="/"; 
   WriteFile(hComp,str,8,&nWritePort, NULL); 





void CASock::OnReceive(int nErrorCode) 
{ 
 CString strRecvMsg; 
 char buffer[4096]; 
 int nRecv; 
 nRecv = Receive(buffer, 4096);  
   switch (nRecv) 
 { 
  case 0: 
   { 






   break; 
  case SOCKET_ERROR: 
   if (GetLastError() != WSAEWOULDBLOCK) 
   { 
    AfxMessageBox ("Error occurred!!!"); 
    Close(); 
   } 
   break; 
  default 
   buffer[nRecv] = NULL;  
   CString strTemp(buffer); 
   ((CWinSockDlg*)m_pDwnd)->m_listMessage.ResetContent(); 
   if ( strTemp == "Connecting...." || strTemp == "Calling...." ||  strTemp 
== "Hanging...." ) 
   { strRecvMsg =+ strTemp;    
   ((CWinSockDlg*)m_pDwnd)->m_listMessage.AddString(strRecvMsg); 
   } 
   else 
   { strRecvMsg = "Receive Number: " + strTemp;    
   ((CWinSockDlg*)m_pDwnd)->m_listMessage.AddString(strRecvMsg); 
   } 
    if(strTemp=="Calling....") 
    strTemp="."; 
   else if(strTemp=="Hanging....") 
    strTemp="/"; 
   else 
       { } 
   WriteFile(hComp,strTemp,8,&nWritePort, NULL); 











void CASock::SetParent(CDialog* pDwnd) 
{ 




 hComp = CreateFile( chCommPort, 
                                    GENERIC_READ | GENERIC_WRITE, 
                                    0,  
                                    NULL,  
                                    OPEN_EXISTING,  
                                    0, 
                                    NULL   
                                    ); 
  dcb.BaudRate = CBR_9600;  
  dcb.ByteSize = 8;  
  dcb.Parity = NOPARITY;  
  dcb.StopBits = ONESTOPBIT;  
  valReturn = SetCommState(hComp, &dcb); 










Asock.h : implementation file 
#pragma once 




 virtual ~CASock(); 
 virtual void OnAccept(int nErrorCode); 
 virtual void OnClose(int nErrorCode); 
 virtual void OnReceive(int nErrorCode); 
 void SetParent(CDialog* pDwnd); 
protected: 
 CDialog* m_pDwnd; 
public: 
 int COM(void); 

























#define new DEBUG_NEW 
#endif 




 enum { IDD = IDD_ABOUTBOX }; 
 protected: 






















CWinSockDlg::CWinSockDlg(CWnd* pParent /*=NULL*/) 
 : CDialog(CWinSockDlg::IDD, pParent) 
 , m_intPorts(3000) 
 , m_strloAddIP(_T("")) 
 , m_strloPort(_T("")) 
 , m_strReAddIP(_T("")) 
 , m_strRePort(_T("")) 
 , m_strSendTotalMessages(_T("")) 
 , m_strSendMessages(_T("")) 
 , m_intCountSentByte(0) 
 , m_bConnectFlag(false) 
{ 
 m_hIcon = AfxGetApp()->LoadIcon(IDR_MAINFRAME); 
} 
 
void CWinSockDlg::DoDataExchange(CDataExchange* pDX) 
{ 
 CDialog::DoDataExchange(pDX); 
 DDX_Control(pDX, IDC_LISTMESSAGES, m_listMessage); 
 DDX_Text(pDX, IDC_PORTS, m_intPorts); 
 DDX_Text(pDX, IDC_LOADDIP, m_strloAddIP); 
 DDX_Text(pDX, IDC_LOPORT, m_strloPort); 
 DDX_Text(pDX, IDC_READDIP, m_strReAddIP); 
 DDX_Text(pDX, IDC_READDIP, m_strReAddIP); 
 DDX_Text(pDX, IDC_REPORT, m_strRePort); 











 ON_BN_CLICKED(IDCANCEL, OnBnClickedCancel) 
 ON_BN_CLICKED(IDC_LISTEN, OnBnClickedListen) 
 ON_BN_CLICKED(IDC_CLOSELISTEN, OnBnClickedCloselisten) 





 ASSERT((IDM_ABOUTBOX & 0xFFF0) == IDM_ABOUTBOX); 
 ASSERT(IDM_ABOUTBOX < 0xF000); 
 CMenu* pSysMenu = GetSystemMenu(FALSE); 
 if (pSysMenu != NULL) 
 { 
  CString strAboutMenu; 
  strAboutMenu.LoadString(IDS_ABOUTBOX); 
  if (!strAboutMenu.IsEmpty()) 
  { 
   pSysMenu->AppendMenu(MF_SEPARATOR); 
   pSysMenu->AppendMenu(MF_STRING, IDM_ABOUTBOX, 
strAboutMenu); 
  } 
 } 
 SetIcon(m_hIcon, TRUE);  








 m_bConnectFlag = FALSE; 
 return TRUE;   
} 
 
void CWinSockDlg::OnSysCommand(UINT nID, LPARAM lParam) 
{ 
 if ((nID & 0xFFF0) == IDM_ABOUTBOX) 
 { 
  CAboutDlg dlgAbout; 








void CWinSockDlg::OnPaint()  
{ 
 if (IsIconic()) 
 { 
  CPaintDC dc(this);  
  SendMessage(WM_ICONERASEBKGND, 
reinterpret_cast<WPARAM>(dc.GetSafeHdc()), 0); 
  int cxIcon = GetSystemMetrics(SM_CXICON); 






  CRect rect; 
  GetClientRect(&rect); 
  int x = (rect.Width() - cxIcon + 1) / 2; 
  int y = (rect.Height() - cyIcon + 1) / 2; 































     m_intCountSentByte = 0; 
 UpdateData(TRUE); 
 GetDlgItem(IDC_LISTEN)->EnableWindow(FALSE); 
 if (!m_listenSock.Create(m_intPorts)) 
 { 
  char strError[256]; 
  wsprintf(strError, "Socket failed to create, Error Code: %d",  
   m_listenSock.GetLastError()); 
  m_listenSock.Close(); 
  AfxMessageBox (strError); 
  GetDlgItem(IDC_LISTEN)->EnableWindow(TRUE); 
 } 
 m_listenSock.Listen(); 










 m_strloAddIP = _T(""); 
 m_strloPort = _T(""); 






 m_strRePort  = _T(""); 
 m_strSendMessages  = _T(""); 







 if (m_bConnectFlag) 
 { 
  CAsyncSocket RejectSock; // New socket 
  CString strInfo; 
  strInfo = "มีการเชื่อมตอมากเกินไป โปรดรอสักครู และลองพยายามอกีครั้ง"; 
  m_listenSock.Accept(RejectSock); 
  RejectSock.Send(LPCTSTR(strInfo), strInfo.GetLength()); 
  RejectSock.Close(); 
 } 
 else 
 {  
  UINT tempport = 0; 
  UINT tempReport = 0; 
  m_bConnectFlag = TRUE; 
  m_listenSock.Accept(m_connectSock); 
  m_connectSock.GetSockName(m_strloAddIP, tempport);  
  m_strloPort.Format("%lu", tempport); 
  m_connectSock.GetPeerName(m_strReAddIP, tempReport); 
  m_strRePort.Format("%lu", tempReport); 












































class CWinSockDlg : public CDialog 
{ 
public: 
 CWinSockDlg(CWnd* pParent = NULL); // standard constructor 
 enum { IDD = IDD_WINSOCK_DIALOG }; 
 protected: 
 virtual void DoDataExchange(CDataExchange* pDX); // DDX/DDV support 
protected: 
 HICON m_hIcon; 
 virtual BOOL OnInitDialog(); 
 virtual void OnOK(); 
 afx_msg void OnSysCommand(UINT nID, LPARAM lParam); 
 afx_msg void OnPaint(); 
 afx_msg HCURSOR OnQueryDragIcon(); 
 DECLARE_MESSAGE_MAP() 
public: 
 afx_msg void OnBnClickedCancel(); 
 afx_msg void OnBnClickedListen(); 
 afx_msg void OnBnClickedCloselisten(); 
 CListBox m_listMessage; 
 UINT m_intPorts; 
 CString m_strloAddIP; 
 CString m_strloPort; 
 CString m_strReAddIP; 
 CString m_strRePort; 





 CString m_strSendMessages; 
 void Closed(); 
 void AcceptClient(); 
public: 
protected: 
 CASock m_connectSock; 
 CASock m_listenSock; 
 int m_intCountSentByte; 
 bool m_bConnectFlag; 
 afx_msg void OnEnChangeListmessages(); 
 afx_msg void OnLbnSelchangeListmessages(); 
public: 






















Telephone Control by Microcomputer mcs-51 
 ORG 0000H 
 MOV P0,#00H 
 MOV P2,#00H 
 MOV P0,#00H 
 MOV P2,#00H 
 MOV P0,#00H 
 MOV P2,#00H 
 CALL INIT_SERIAL 
 CLR RI 
 CLR  P3.6 
 
OPEN: MOV P0,#00H 
 MOV P2,#00H 
 JNB RI,$ 
 MOV A,SBUF 
 CLR RI 
  CJNE A,#2EH,OPEN 
 SETB  P2.2 
 
LOOP_CH:MOV P0,#00H 
 MOV P2,#00000100B 
 SETB  P2.2 
 JNB RI,$ 
 MOV A,SBUF 
 CLR RI 
 CLR  P3.7 
 CALL DELAY 






CLOSE: CJNE A,#2FH,CH0 
 CLR P2.2 
 JMP OPEN 
 
CH0: CJNE A,#'1',CH1 
 SETB P0.2 
 CALL DELAY 
 JMP LOOP_CH 
 
CH1: CJNE A,#'2',CH2 
 SETB P0.1 
 CALL DELAY 
 JMP LOOP_CH 
 
CH2: CJNE A,#'3',CH3 
 SETB P0.0 
 CALL DELAY 
 JMP LOOP_CH 
 
CH3: CJNE A,#'4',CH4 
 SETB P0.3 
 CALL DELAY 
 JMP LOOP_CH 
 
CH4: CJNE A,#'5',CH5 
 SETB P0.5 
 CALL DELAY 
 JMP LOOP_CH 
 





 SETB P0.4 
 CALL DELAY 
 JMP LOOP_CH 
 
CH6: CJNE A,#'7',CH7 
 SETB P2.6 
 CALL DELAY 
 JMP LOOP_CH 
 
CH7: CJNE A,#'8',CH8 
 SETB P2.7 
 CALL DELAY 
 JMP LOOP_CH 
 
CH8: CJNE A,#'9',CH9 
 SETB P0.6 
 CALL DELAY 
 JMP LOOP_CH 
 
CH9: CJNE A,#'*',CH10 
 SETB P2.3 
 CALL DELAY 
 JMP LOOP_CH 
 
CH10: CJNE A,#'0',CH11 
 SETB P2.4 
 CALL DELAY 
 JMP LOOP_CH 
 





 SETB P2.5 
 CALL DELAY 




 MOV SCON,#01010000B 
 MOV TH1,#0FBH 




DELAY:    CALL DELAY2 
    CALL DELAY2 
    RET  
DELAY2:    MOV R6,#200 ;100MS 
DLY100MS:  CALL DELAY500U 
    DJNZ R6,DLY100MS 
    RET 
DELAY500U: MOV R5,#230 
    DJNZ R5,$ 
    RET 
END 
 
 
 
 
