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Povzetek 
Diplomska naloga predstavi celotni proces ustvarjanja animiranega 3D modela, 
ki ga lahko uporabljamo na spletnih aplikacijah z obogateno resničnostjo (ang. 
Augmented Reality – AR). Najprej so razloženi relevantni teoretični koncepti, nato pa 
je predstavljen praktični primer izdelave 3D lika. 
Pri izdelavi 3D likov, je potrebno upoštevati način, kako bo lik predstavljen. Za 
3D animacijo najpogosteje uporabljamo predstavitev s poligonskimi mrežami. 
Potrebno je razumeti tudi različne tehnike senčenja, s katerimi bo model upodobljen. 
Za stilizirane like je uporabno fizikalno osnovano senčenje, saj omogoči, da model 
izgleda sprejemljivo ne glede na osvetlitvene razmere. 
Pomemben je tudi način premikanja lika. Za ustvarjanje animiranih likov je v 
animacijski industriji standardna skeletna animacija. Pri tej tehniki uporabimo sistem 
med seboj povezanih kosti oz. ogrodje, ki posnema naravno gibanje z uporabo 
konceptov kot je inverzna kinematika. 
Pri modelih, ki bodo uporabljeni v spletnih AR aplikacijah, je potrebno razumeti 
tudi kako se bo model izvozil iz programa za modeliranje in kakšne omejitve ima 
izbrani format. Za splet in AR postaja standardna uporaba glTF (GL transmission 
format). 
Cilj naloge je ustvariti animiran lik, ki ga bo preprosto uporabiti v spletnih 
aplikacijah z AR. 
 
Ključne besede: 3D modeliranje, animacija, obogatena resničnost 
 
  
Abstract 
The diploma thesis presents the entire workflow of creating an animated 3D 
character that can be used in web and mobile AR applications. First, the relevant 
theoretical concepts are explained, next a practical example of 3D character creation 
is looked at. 
One of the first things to be taken in consideration when creating a 3D character 
is how the character will be presented. The most common for purposes of 3D 
animation is presentation with polygonal meshes. Then it is necessary to understand 
how the model is rendered using different shading techniques. Even when creating 
stylized characters physically based rendering is useful as it allows the model to look 
acceptable regardless of lighting conditions. 
Another important aspect to consider is how the character is going to move. For 
creating animated characters the technique known as skeletal animation is the standard 
in the industry. Skeletal animation employs a system of connected bones or armature 
that models natural movements using concepts like inverse kinematics.  
For models meant to be used in web and AR applications we also have to 
consider how the finished product is going to be exported and the limitations that come 
with that type of format. For web and AR the modern standard is glTF (GL 
transmission format). 
The goal of this thesis is to create an animated character that will then be easily 
loaded and interacted with in a Web based AR app. 
 
Key words: 3D modelling, animation, augmented reality 
 
  
1 Uvod 
V zadnjih letih je 3D grafika postala vseprisoten element zabavne industrije. 
Številni filmi se v veliki meri zanašajo na računalniško generirane podobe, od komaj 
opaznih podrobnosti do celotnih okolij. Tako v animacijski industriji kot tudi v 
industriji video iger je 3D grafika eden od primarnih načinov ustvarjanja vsebin. Izven 
zabavne industrije je uporaba 3D modelov in animacije razširjena tudi na številnih 
drugih področjih, kot sta arhitektura in zdravstvo. Velikost 3D animacijske industrije 
na globalnem trgu je bila ovrednotena na 13,75 milijarde ameriških dolarjev, s 
predvideno rastjo med letoma 2019 in 2025 [1]. 
Hiter tehnološki napredek odpira vedno več možnosti, hkrati pa povečuje 
dostopnost 3D modeliranja in animacije širši javnosti. S 3D tehnologijo, ki obstaja 
danes, lahko ljubiteljski 3D umetniki sami ustvarijo vsebine, za katere bi prej 
potrebovali velike produkcijske ekipe. 
Vedno večje zanimanje za 3D animacijo prihaja tudi s področja obogatene 
resničnosti (AR, ang. augmented reality). Z večjo dostopnostjo obogatene resničnosti 
mnoga podjetja in ustvarjalci želijo povedati svoje zgodbe s pomočjo te tehnologije. 
Animacija za namen uporabe v aplikacijah z AR je v letu 2019 postala industrijski 
trend [2]. 
V diplomski nalogi je predstavljen proces priprave animiranega 3D lika, ki ga 
bo mogoče upodabljati v realnem času v spletnih aplikacijah z AR. Za ta namen so 
potrebne določene prilagoditve pri ustaljenem procesu ustvarjanja 3D animiranih 
modelov, ki bodo uporabljeni na zmogljivejših napravah ali pa ne bodo upodobljeni v 
realnem času. Izdelala sem verzije modela z različnimi stopnjami kompleksnosti, kar 
omogoči prilagajanje uporabniške izkušnje za vse platforme in naprave.  
 
  
2 Geometrija 3D modelov 
Model je matematična predstavitev površine tridimenzionalnega (3D) objekta v 
prostoru, izdelana v temu namenjeni programski opremi. Model lahko pridobimo z 
zajemom podatkov iz realnega sveta, na primer s 3D skenom, in jih navadno 
predstavimo s točkami v oblakih ali z volumetričnimi slikovnimi elementi (voksli, ang. 
voxel). Model lahko ustvarimo tudi sami s pomočjo programske opreme za 3D 
modeliranje. Za ta namen najpogosteje uporabljamo predstavitev objektov s 
poligonskimi mrežami, deljenimi ploskvami ali parametričnimi krivuljami. Modele je 
mogoče prikazati kot 2D sliko (ali video v primeru animacije) s postopkom 3D 
upodabljanja ali pa v 3D prostoru s pomočjo naprav za volumetrični prikaz. 
2.1 Krivulje in zlepki 
V računalniški grafiki se za predstavitev s krivuljami najpogosteje uporabljajo 
Bezierjeve krivulje in B-zlepke. Bezierjeva krivulja je polinomska krivulja, ki 
aproksimira kontrolne točke. Krivulja interpolira prvo in zadnjo kontrolno točko, 
medtem ko aproksimira vmesne točke, ki direktno vplivajo na obliko krivulje, vendar 
na njej ne ležijo. V računalniški grafiki je s sestavljanjem kubičnih krivulj (krivulj 3. 
stopnje) v zlepke mogoče ustvariti kompleksne oblike. 
Če želimo ustvariti gladke zlepke, moramo doseči čim višjo zveznost v točkah, 
kjer se stikata dva segmenta. Parametrična zveznost Cn pomeni, da imata segmenta 
enak n-ti odvod v stični točki, geometrična zveznost Gn pa pomeni, da sta n-ta odvoda 
enako usmerjena z različnima magnitudama. Pri Bezierjevih zlepkih uravnavamo 
zveznost s pozicioniranjem aproksimiranih kontrolnih točk. S kubičnimi Bezierjevimi 
zlepki lahko dosežemo C1 zveznost, če sta predzadnja kontrolna točka prve krivulje in 
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druga točka druge krivulje kolinearni s točko, kjer se krivulji stikata, in enako 
oddaljeni od nje. Za večjo zveznost potrebujemo več kontrolnih točk [3]. 
B-zlepki d-te stopnje aproksimirajo poljubno število točk z zveznostjo Cd-1, zato 
omogočajo, da z manjšim ali enakim številom točk dosežemo višjo zveznost, kot z 
Bezierovimi zlepki. B-zlepki pa imajo vseeno svoje omejitve. S končnim številom 
kontrolnih točk B-zlepki ne morejo oblikovati kroga ali drugih stožnic. To lahko 
rešimo tako, da kontrolnim točkam dodamo še eno koordinato w, ki vpliva na njihov 
vpliv na krivuljo. S tem dobimo racionalne B-zlepke. Če vozlišča (točke, kjer se konča 
vpliv ene in začne vpliv naslednje kontrolne točke) razporedimo neenakomerno, 
dobimo neenakomerne B-zlepke. To pomeni, da imamo lahko večkratna vozlišča in s 
tem omogočimo zmanjšanje zveznosti. Večkratna vozlišča lahko uporabimo tudi v 
končni in začetni točki, zato da ležita na krivulji [3]. 
V 3D grafiki so med najbolj razširjenimi NURBS-i oz. neenakomerni racionalni 
B-zlepki (ang. nonuniform rational B-splines). Z NURBS-i lahko definiramo površine 
natančneje kot pri modeliranju z deljenimi ploskvami in so zato eden izmed bolj 
priljubljenih orodij za 3D modeliranje na področjih, kjer je ključnega pomena 
natančnost, recimo v industrijskem designu in CAD (računalniško podprto 
oblikovanje, ang. computer assisted design) sistemih [4]. 
Modeliranje z NURBS-i pa ima več omejitev kot modeliranje s poligoni. Pri 
modeliranju kompleksnejših oblik je treba uporabiti več manjših NURBS objektov ali 
krp (ang. patch). Pri sestavljanju večjega števila krp lahko pride do preloma na stikih. 
Pri modeliranju z NURBS-i ne moremo združevati objektov, kot to lahko počnemo pri 
modeliranju s poligoni. Model iz krp (ang. patch model) ni obravnavan kot en objekt, 
ampak je vsaka krpa svoj objekt, kar lahko povzroča probleme tudi pri ustvarjanju 
tekstur. Na modelu, ki je sestavljen iz več objektov, je težje doseči, da je tekstura 
zvezna čez celotno površino modela [5]. Pri modeliranju 3D likov za animacije so zato 
NURBS-e v veliki meri nadomestile deljene ploskve, saj te prav tako kot NURBS-i 
omogočajo gladke oblike, a imajo manj omejitev[4]. 
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2.2 Poligoni, mreže in deljene ploskve 
Poligoni so sestavljeni iz oglišč, robov in ploskev. Oglišče (ang. vertex) je točka 
v 3D prostoru in predstavlja najmanjši del modela. Rob (ang. edge) je ravna črta, ki 
povezuje dva oglišča. Trije ali več oglišč, ki so med seboj povezani z robovi, tvorijo 
poligon, več poligonov pa tvori poligonski objekt ali mrežo (ang. mesh). Robovi 
poligonov so zapolnjeni s ploskvami (ang. faces), ki predstavljajo površino objekta. 
Ploskve definirajo, kaj bo vidno na 2D upodobitvi, medtem ko so poligoni, ki imajo 
definirana samo oglišča in robove, vidni le v programski opremi za modeliranje [5][6]. 
Pri modeliranju s poligoni je pomembna resolucija modela tj. gostota poligonov 
v mreži. Visoko resolucijski modeli so zahtevni za upodabljanje, zato želimo uporabiti 
čim manjše število poligonov, potrebnih za predstavitev želene oblike. Če so modeli 
izdelani z namenom uporabe v animiranih filmih, imajo lahko nekoliko višjo 
resolucijo, saj upodabljanje modela v realnem času ni potrebno. Če pa je model izdelan 
za uporabo v računalniških igrah ali spletnih aplikacijah s sprotnim izrisovanjem, je 
zaželena manjša resolucija, saj je model potrebno upodabljati v realnem času.  
Osnovna oblika poligona je tristrani poligon (ang. tris), pri modeliranju pa je 
najbolj razširjen štiristrani poligon (ang. quad). Poligoni s petimi ali več stranmi se v 
3D modeliranju večinoma ne uporabljajo [5]. 
Trikotniške mreže so najbolj osnovna reprezentacija, saj so trikotniki vedno 
planarni in konveksni, kar pomeni, da pri upodabljanju ne bo prišlo do 
nepredvidljivega vedenja. Poleg tega obstaja samo en način za linearno interpolacijo 
vrednosti med oglišči. Na trikotnikih je preprosto izvajati različne operacije, kot na 
primer deljenje, ki omogoča zgladitev ostrih robov in kotov, ter poenostavitev, ki 
omogoči upodobitev kompleksnega objekta, ki na zaslonu zasede zgolj nekaj slikovnih 
točk (ang. pixel), z manj poligoni [7]. 
Pri modeliranju se geometrijski mreži z dodajanjem, brisanjem, skaliranjem, 
translacijo in rotiranjem posameznih ploskev, robov ali oglišč spreminja obliko. V 
primerjavi z NURBS modeliranjem ta način omogoča večji nadzor nad obliko, saj vse 
komponente mreže, za razliko od kontrolnih točk pri NURBS-ih, vedno ležijo na 
površini modela. 
Pri modeliranju je bolj razširjeno delo s kvadratičnimi mrežami. Da zmanjšamo 
možnost artefaktov pri upodobitvi, se pri modeliranju izogibamo uporabi neplanarnih 
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in nekonveksnih poligonov [5]. Glajenje modela z delitvijo ploskev ima boljše 
rezultate, če je začetni model sestavljen samo iz štiristranih poligonov. Pri delitvi 
ploskev s trikotniki, predvsem če trikotniki niso enakostranični in zelo podolgovati, se 
lahko na površini modela pojavijo nepravilnosti, kot je vidno na Slika 1. Z 
enakostraničnimi trikotniki je glajenje manj problematično, a je pri animiranju težko 
zagotoviti, da bodo trikotniki ostali enakostranični. Pri animaciji so trikotniki 
problematični tudi zato, ker se trikotniška mreža deformira manj predvidljivo kot 
kvadratična. Štiristrani poligoni se prepogibajo po bolj gladkih linijah, nad katerimi 
imamo več nadzora. Pri trikotniški mrežah pa lahko na mestih deformacije opazimo 
nazobčane linije. [8] [6]. 
 
Slika 1: Zglajena trikotniška mreža na levi v primerjavi z zglajeno kvadratično mrežo na desni 
 
2.2.1 Deljene ploskve 
Največja pomanjkljivost poligonskih modelov v primerjavi z NURBS-i so ostri 
robovi med poligoni. Če želimo doseči gladek videz površine, mora imeti model zelo 
visoko resolucijo. Problem modelov z visoko resolucijo ni samo zahtevnost za 
upodabljanje, pač pa tudi za modeliranje, saj je pri delu z velikim številom oglišč težje 
ohranjati gladko površino [4]. 
Pri deljenju ploskev začnemo s poligonsko mrežo, sestavljeno iz poljubnih oblik 
poligonov (n-kotniki, štirikotniki in trikotniki). S postopkom Catmull-Clark deljenja 
površin razbijemo poligone na manjše dele, kar da vtis gladke površine. Po Catmull-
Clark deljenju vedno dobimo kvadratično mrežo, po večkratnem deljenju se večina 
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oglišč stika s točno štirimi ploskvami. Ploskve štirikotnikov, ki so po deljenju določeni 
s štirimi takimi oglišči, so ekvivalentne površinam, določenim s kubičnimi B-zlepki, 
ki imajo na stikih C2 zveznost. Pri drugih ogliščih, kje se stika pet ali več ploskev oz. 
kjer se stikajo le tri ploskve, je zveznost navadno C1 [7]. 
Catmull-Clark algoritem je ponazorjen na Slika 2: 
1. izračunamo središčno točko vsake ploskve (fi), ki je povprečje oglišč, 
2. izračunamo robne točke (ei) za vsak rob, robne točke so povprečje oglišč, ki jih 
povezuje rob in središčnih točk sosednjih ploskev, 
3. izračunamo novo oglišče, ki je obtežena vsota originalnega oglišča, povprečja 
originalnih sosednjih oglišč in povprečja središčnih točk sosednjih ploskev, 
4. novo oglišče je povezano z novimi robnimi točkami, nove robne točke pa so 
povezane s središčnimi točkami sosednjih ploskev [9]. 
 
Slika 2: Catmull-Clark algoritem, prikazan na enem oglišču 
2.2.2 Pristopi k modeliranju s poligonskimi mrežami 
 Za izdelavo 3D modela s poligonskimi mrežami obstajajo številni pristopi. 
Izbira pristopa je odvisna od objekta, ki ga želimo predstaviti s 3D modelom, in 
namena, kateremu bo služil model. Pred začetkom modeliranja v izbrani programski 
opremi je priporočljivo imeti predloge za delo. Predloge so lahko konceptne risbe, 
skice ali fotografije objekta z različnih pogledov (spredaj, zadaj, s strani). Pri večini 
pristopov začnemo modelirati z nizko resolucijsko mrežo, ki ji po potrebi tekom dela 
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dodajamo poligone [5]. Modelirati lahko začnemo z majhnim delom končne 
geometrije, na primer z enim poligonom, robom ali tudi z enim samim ogliščem. 
Model nato začnemo graditi s pomočjo različnih orodij, med bolj razširjenimi je orodje 
za izrivanje geometrije (ang. extrude). Pri tem pristopu imamo veliko svobode pri 
postavljanju oglišč in je zato mogoče zelo natančno slediti referenčnim slikam [4]. 
Model lahko sestavimo iz primitivov – osnovnih oblik, ki so na voljo v programski 
opremi, kot so kocka, stožec, valj, krogla. Na ta način lahko z minimalnim urejanjem 
osnovnih oblik hitro ustvarimo objekte s trdimi površinami, ki se ne bodo deformirale 
pri animaciji. 
Primitive, kot sta kocka ali valj, lahko uporabimo tudi za osnovo 
kompleksnejšega modela. Z deljenjem poligonov in izrivanjem robov ter ploskev 
oblikujemo model in dodamo podrobnosti. Relativno nova različica je tudi digitalno 
kiparjenje (ang. sculpting), pri katerem običajno začnemo z visoko resolucijsko mrežo, 
ki jo lahko oblikujemo kot glino. Končna mreža, izdelana s pristopom digitalnega 
kiparjenja, je zelo zahtevna za upodabljanje in ni primerna za animacijo, zato jo je 
treba retopologirati (ang. retopologize). Retopologiranje je postopek, pri katerem 
ustvarimo nov model z nižjo resolucijo in pri tem čim natančneje sledimo površini 
kompleksnejšega modela. Če pri tem izgubimo detajle, ki jih želimo obdržati na 
modelu, te lahko prikažemo z uporabo tekstur [5].
  
3 Senčenje in materiali 
Objekte dojemamo kot njihove površine, te pa niso definirane le z njihovo 
geometrijo. Da lahko objekt upodobimo, moramo definirati tudi barvo površine v vsaki 
slikovni točki. Barva je odvisna od svetlobe, ki vpada na objekt, materiala površine in 
medija, skozi katerega svetloba potuje. Za upodobitev je potrebno izračunati barvo 
(količino odbite svetlobe) v točkah na površini na podlagi izbranega vira svetlobe in 
vpliva, ki ga ima svetloba na izbrani material. Ta proces imenujemo senčenje (ang. 
shading). 
Implementacija senčenja določi točke, v katerih se računa osvetlitev. Najbolj 
primitiven način je plosko ali konstantno senčenje (ang. flat/constant shading). Pri 
ploskem senčenju je določeno ključno oglišče za vsak poligon, za katerega se po 
osvetlitvenem modelu izračuna vrednost, katero se uporabi za vse točke poligona. Tak 
način senčenja je hiter in preprost, a tudi na visoko resolucijskem modelu ne ustvari 
zveznega izgleda ukrivljenih površin [7]. 
Nekatere težave ploskega senčenja lahko odpravimo s senčenjem v ogliščih 
(ang. per-vertex shading). Za vsako oglišče se izračuna povprečje normal, na njegovi 
podlagi pa tudi intenziteta/barva oglišča. Intenziteto točk znotraj poligona izračunamo 
z bilinearno interpolacijo intenzitete v ogliščih. Čeprav je proces nekoliko počasnejši 
od ploskega senčenja, vseeno omogoča relativno hitro in precej zvezno upodobitev. 
Senčenje v ogliščih ne odpravi vseh nepravilnosti. Pogosto se lahko zaradi različnih 
intenzitet v poligonih s skupnim robom pojavijo Machovi pasovi (ang. Mach bands), 
ki povzročijo, da je rob poligona še bolj zaznaven [7]. Poleg tega je tako senčenje 
problematično za predstavitev zrcalnega odboja. Če je svetilo usmerjeno v center 
večjega poligona, bo intenziteta v ogliščih izgubljena, če pa je svetilo usmerjeno v 
oglišče, se bo intenziteta nepravilno širila po sosednjih robovih. 
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Senčenje v slikovnih točkah (ang. per-pixel shading) je veliko kompleksnejše in 
počasnejše kot prej omenjena načina, a omogoči najbolj kvaliteten prikaz ukrivljenih 
površin. Namesto intenzitete v ogliščih interpoliramo normale. Ko poznamo normale 
v vseh točkah poligona, lahko izračunamo intenziteto za vsako slikovno točko [7][10]. 
Danes se v praksi pri večini upodobitev (tudi v realnem času) senčenje izvaja v 
vsaki slikovni točki, saj zaradi vedno večjih zmožnosti grafičnega procesorja ni več 
potrebe po ploskem senčenju ali senčenju v ogliščih [10]. 
3.1 Modeli osvetlitve 
Pri modeliranju interakcij med svetlobo in materialom je pogosto cilj upodobiti 
objekt, ki bo imel vsaj do neke mere realističen izgled. Tak način upodabljanja 
imenujemo fotorealistično upodabljanje. Popolna fotorealistična upodobitev bi morala 
za gledalčevo oko izgledati kot fotografija ali video posnetek. Da bi se z upodobitvijo 
čim bolj približali resničnosti, uporabimo modele osvetlitve, ki posnemajo fizične 
lastnosti svetlobe in predvsem njene interakcije z materiali. 
Površina lahko vpadlo svetlobo odbije, jo absorbira in pretvori v toploto ali pa 
jo prepusti. Smer, v katero se razsipa odbita ali prepuščena svetloba, je določena z 
materialom in mikroskopskimi nepravilnostmi na površini, ki jih ni mogoče predstaviti 
z normalami. 
Sipanje lahko opišemo s funkcijo BSDF (ang. bidirectional scattering 
distribution function). Obstajajo številne možnosti BSDF: 
-BRDF (ang. bidirectional reflection distribution function), ki opisuje samo 
odboje in se uporablja za povsem neprozorne površine, 
-BTDF (ang. bidirectional transmittance distribution function), ki opisuje prenos 
skozi material in se uporablja za povsem prosojne površine, 
-BSSDF (ang. bidirectional subsurface scattering distribution function), ki 
opisuje svetlobo, ki potuje v material in se razprši pod površino [7]. 
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3.1.1 Preprosti modeli 
 Lambertian BSDF 
Kadar se odbita svetloba razprši v vse smeri enakomerno, je izgled površine 
neodvisen od kota, pod katerim jo opazujemo. Taka površina ima mat (ang. matte) 
izgled brez sijaja. Intenzivnost odbite svetlobe je izračunana po Lambertovem 
kosinusnem zakonu, ki pove, da je barva površine odvisna od kosinusa kota med 
smerjo vpadne svetlobe in normalo površine (Slika 3). Konstantni BSDF prav tako 
sledi temu zakonu in ga zato imenujemo Lambertov BSDF. Čeprav v realnosti obstaja 
malo materialov, ki odbijajo svetlobo popolnoma razpršeno, lahko z Lambertovim 
BSDF-jem aproksimiramo številne motne površine brez sijaja. Do napake pri takem 
približku pride, ker večina materialov, ki izgledajo neprosojno, prepušča svetlobo zelo 
plitvo pod površino [7]. 
 
Slika 3: Lambertova površina s popolnim razpršenim odbojem, kjer se žarki razpršijo v vse smeri enako 
(levo) in Lambertova površina brez popolnega razpršenega odboja, za katero vseeno velja Lambertov kosinusni 
zakon (desno) [11]  
 Phong BDSF 
Poenostavljen model, ki relativno dobro posnema odboj svetlobe od neprosojne 
površine, je Phongov model. Material opišemo kot kombinacijo treh komponent – 
razpršeni odboj, zrcalni odboj in ambientna svetloba. Razpršeni odboj je izračunan po 
Lambertovem zakonu. Svetloba, ki se ob površine odbije in razprši usmerjeno, ustvari 
na površini sijaj, kar imenujemo zrcalni odboj. Položaj sijaja na površini je odvisen 
tako od vpadnega kota svetlobe kot tudi kota, pod katerim opazujemo površino. Sijaj 
je pri večini materialov kombinacija barve, določene z razpršeno komponento, in barve 
svetila [7]. Če pri senčenju upoštevamo en sam vir svetlobe, so vse točke, katerih 
normala je obrnjena stran od svetila, črne. Ker v realnosti svetloba v prostoru nikoli ne 
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prihaja samo iz vira osvetlitve, noben del površine ne sme ostati povsem neosvetljen. 
Phongov model to rešuje z dodajanjem konstantne ambientne svetlobe v vsaki točki 
[3]. 
V moderni formulaciji Phong BSDF-ja razpršeni odboj imenujemo Lambertov 
odboj, saj tako natančneje opišemo obliko razpršene svetlobe. Zrcalni odboj 
imenujemo odboj sijaja (ang. glossy reflection), pojem zrcalni odboj pa se uporablja 
za idealni odboj, kjer je vpadni kot svetlobe enak odbojnemu kotu [7]. 
3.2 Fizikalno osnovani modeli sipanja svetlobe 
Phongov model je empiričen oz. fenomenološki, kar pomeni, da posnema 
sipanje svetlobe, kot ga zaznamo v realnem svetu, a ni osnovan na fizičnih lastnostih 
svetlobe. Ambientna komponenta za pojav iz realnega sveta uporabi rešitev, ki ne sledi 
fizikalnim zakonom. Rešitev je povsem razumljiva, saj je izračun pravilnega prenosa 
svetlobe zahteven, Phongov model pa na preprost način ustvari empirično dober 
izgled. Z napredkom računalniške grafike se je zanimanje za fizikalno pravilen model 
sipanja povečalo [7]. 
Fizikalno osnovani modeli sipanja svetlobe ustvarijo bolj realističen izgled. Ker 
so materiali zasnovani na principih fizike v realnem svetu, izgledajo pravilno, ne glede 
na svetlobne pogoje in vidni kot. To ne drži za večino empiričnih modelov. Fizikalno 
osnovani modeli morajo biti zasnovani na teoriji mikropovršin, ohranjati energijo in 
uporabljati fizično zasnovan BSDF [12]. 
3.2.1 Teorija mikropovršin in hrapavosti 
Če bi površino opazovali pod mikroskopom, bi opazili, da imajo vse površine, 
tudi tiste, ki so z golim očesom videti gladke, drobne razpoke, izbokline itd. Površine 
so namreč sestavljene iz mikroskopsko majhnih elementov (ang. microfacet), ki v 
primeru neprosojnih površin zrcalno odbijajo svetlobo. Njihova poravnava vpliva na 
sipanje svetlobe, kot je prikazano na Slika 4. Bolj hrapave površine imajo manj 
poravnane elemente, zato se na takih površinah svetloba razprši v različne smeri. 
Mikroelementov ne moremo predstaviti z geometrijo ali s preslikavam normal (ang. 
normal maps). Taka geometrija oz. tekstura bi bila prezapletena in je ne bi bilo mogoče 
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obravnavati v slikovnih točkah, saj bi ena slikovna točka vedno pokrivala več 
elementov. Zato za opis mikropovršin uporabljamo parameter hrapavosti (ang. 
roughness) [12]. 
 
Slika 4: Primerjava sipanja svetlobe na hrapavi površini (zgoraj) in na gladki površini (spodaj) [12] 
3.2.2 Ohranjanje energije in kovinskost 
Pri fizično osnovanih modelih upoštevamo zakon o ohranjanju energije – 
energija odbite svetlobe nikoli ne presega količine energije vpadle svetlobe. Pri 
ohranjanju energije je pomembno, da sta odboj in razpršitev svetlobe dva ločena 
pojava – svetloba, ki se odbije, se ne more tudi razpršiti (Slika 5). Svetloba, ki pade na 
površino, se porazdeli med lomom in odbojem. Lomljena svetloba se absorbira in 
potuje pod površino, absorbirana svetloba pa se razsipa plitvo pod površino in ob trkih 
z delci površine izgubi energijo. Svetloba se nato vrne nad površino, kar ustvari 
razpršeno barvo materiala. Lomljena svetloba se lahko razsipa tudi globlje pod 
površino in se nato vrne nad površino dlje stran od točke vpada. Globoko 
podpovršinsko sipanje ustvari realističen videz materialov, kot na primer koža in 
marmor, a je tudi veliko bolj zahtevna za izračun kot plitko podpovršinsko sipanje 
[12]. 
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Slika 5: Razpršena (zelena barva) in odbita (rdeča barva) svetloba na površini [13]. 
Kovinske površine vso lomljeno svetlobo absorbirajo brez sipanja pod površino, 
kar pomeni, da ostane le odbita svetloba. Na popolni kovinski površini se torej ne vidi 
nič razpršene barve materiala. Večina površin ima vsaj nekaj delcev, ki razpršijo 
svetlobo. Pri številnih fizično osnovanih materialih se zato uporablja parameter 
kovinskosti, ki pove, koliko lomljene svetlobe se absorbira [13]. 
3.2.3 Zrcalni in kovinski tok dela 
Kadar material opišemo s kovinskostjo in hrapavostjo, govorimo o kovinskem 
toku dela (ang. metallic workflow). Fizikalno osnovan material pa lahko opišemo tudi 
z zrcalnim tokom dela (ang. specular workflow). Pri zrcalnem toku dela hrapavost 
zamenjamo z sijajnostjo (ang. glossiness). Sijajnost in hrapavost sta inverzni druga 
drugi (sijajnost = 1 – hrapavost). 
Glavna razlika je v opisu zrcalnosti in razpršenosti. Pri kovinskem toku 
določimo osnovno barvo površine in nato opišemo razmerje med zrcalnostjo in 
razpršenostjo s kovinskostjo. Pri zrcalnem toku določimo razpršeno barvo in njen 
faktor ter zrcalno barvo in njen faktor ločeno [14].
  
4 Teksture 
S primernim materialom in geometrijo modeli še vedno ne izgledajo povsem kot 
objekt, ki ga predstavljajo. Teksture omogočajo ustvarjanje podrobnosti na materialu 
površine, ki dajejo modelu pravi izgled brez dodajanja geometrije. Za teksturiranje 
površine lahko uporabljamo dvodimenzionalne slike, ki vplivajo na barve v vsaki 
slikovni točki (Slika 6), mape materialov, ki vplivajo na lastnosti materiala, preslikave 
izboklin in normal (ang. bump and normal mapping), ki vplivajo na normale v ogliščih 
in na ta način dodajo majhne detajle s tridimenzionalnim izgledom (Slika 6) brez 
dodajanja geometrije, preslikave paralakse (parallax mapping), ki izboljšajo videz 
preslikav normal in izboklin, in preslikavo odmika (displacement), ki vpliva na 
geometrijo [10]. 
 
Slika 6: Primer slikovne teksture (levo) in preslikave normal (desno) za teksturiranje zidu iz opek [15] 
Da lahko modelu dodamo teksturo, je treba vsako točko na površini tega modela 
preslikati iz koordinatnega prostora objekta v koordinato teksture. Pri tem si lahko 
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pomagamo s projekcijsko funkcijo ali algoritmom za razvijanje. Z ujemalno funkcijo 
preslikamo teksturne koordinate v prostor teksture. Z lokacijami v prostoru teksture 
dostopamo do vrednosti, ki jih je potrebno transformirati še s funkcijo za 
transformacije vrednosti (ang. value transform function), npr. pretvorba barve iz enega 
barvnega prostora v barvni prostor uporabljen v enačbi za senčenje [10]. 
4.1 UV preslikave 
Prvi korak izdelave teksture je preslikava tridimenzionalnih točk, ki 
predstavljajo točke na površini modela, v dvodimenzionalne točke s koordinatama U 
in V. Te koordinate imenujemo teksturne ali UV koordinate, ki lahko zajemajo 
vrednosti na intervalu od 0 do 1. Funkcija za preslikavo se navadno aplicira v 
za modeliranje, dobljene UV-koordinate pa se zapišejo v oglišča poligonov. Preslikavo 
primitivov in preprostih modelov je mogoče učinkovito narediti s projekcijskimi 
funkcijami (Slika 7), med katerimi so najbolj razširjene sferična, cilindrična in 
planarna projekcija (ang. spherical, cylindrical and planar projections) [7]. 
 
Slika 7: Tekstura prilepljena na model krogle s (od leve proti desni) cilindrično, planarno in sferično 
projekcijo [16]. 
Planarna projekcija preslika teksture vzporedno v eni smeri na vse površine. 
Sferična projekcija preslika teksturo na površino preko navidezne krogle, v katero 
postavimo model. Pri tem pride do popačitev na vrhu in dnu krogle. Cilindrična 
preslikava deluje podobno za U koordinate, le da namesto prek krogle teksturo 
preslikamo prek stranske ploskve valja, V koordinate pa so preslikane po osi valja. 
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Deformacije se pojavijo na površinah, ki so vzporedne z osnovnimi ploskvami valja. 
Sferična in cilindrična projekcija sta primerni za preproste modele z oblikami, ki se 
lepo prilegajo krogli oz. valju, planarna projekcija pa se najpogosteje uporablja za 
lepljenje dodatnih elementov (ang. decals) na površine, npr. logotipi ali odtisi čevljev 
na tleh [10].  
Pri teksturiranju kompleksnejših modelov do optimalnih UV preslikav težko 
pridemo zgolj s pomočjo projekcijskih funkcij. Pri ustvarjanju tekstur za take objekte 
zato uporabimo proces razvijanja (ang. unwrapping). Model se segmentira na več 
kosov, ki se jih nato splošči v planarne površine in projicira na teksturo. Segmentacijo 
modela lahko naredimo ročno z dodajanjem šivov. Kose, ki jih dobimo s segmentacijo, 
nato razvijemo in zravnamo. Ta proces imenujemo parametrizacija teksture. Za 
parametrizacijo z minimalnimi popačitvami so v večini programov za modeliranje na 
voljo različni algoritmi, kot na primer LSCM (ang. least square conformal mapping) 
[17] in ABF (ang. angle-based flattening) [18]. ABF algoritem običajno zagotovi 
boljše rezultate pri razvijanju kompleksnih modelov z veliko ukrivljenimi površinami, 
kot so modeli oseb in živali. LSCM algoritem je primernejši za preprostejše modele, 
sestavljene iz pravilnih geometrijskih oblik [19]. 
Pri razvijanju oblik želimo površino razdeliti na čim manjše število nepovezanih 
kosov, saj lahko ti vplivajo na zveznost teksture. Poleg tega moramo biti pozorni, da 
vsak poligon zajema površino teksture čim bolj sorazmerno z njegovo velikostjo. 
Uspešnost razvoja površine preverimo z uporabo slikovne teksture s kockastim 
vzorcem. Pri dobrem razvoju bi morali vsi kvadrati na površini modela izgledati enako 
veliki. 
4.2 Ujemalna funkcija 
 Preden lahko dostopamo do vrednosti teksture, morajo biti UV koordinate 
transformirane v prostor teksture. Za to uporabimo ujemalne funkcije (ang. 
corresponeder functions), na primer funkcijo, ki z API-jem (aplikacijski programski 
vmesnik, ang. application programming interface) določi, kateri del teksture bo 
uporabljen za prikaz. Pogosto se uporabljajo funkcije, ki določajo, kaj se zgodi s sliko 
teksture, ki ne zapolni celotnega razpona UV prostora. Slika teksture se lahko ponavlja 
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preko celotnega območja (ang. wrap, repeat), lahko se pri vsaki ponovitvi še zrcali 
(ang. mirror), prazen prostor okrog teksture je lahko zapolnjen z vrednostmi na robu 
(ang. clamp to edge) ali pa je zapolnjen z določeno barvo (ang. clamp to border) [10]. 
  
5 Animacija 
Ko imamo pripravljen model, lahko začnemo z animiranjem. Zelo preproste 
animacije bi lahko naredili že z osnovnimi transformacijami modela, kot so skaliranje, 
rotiranje in translacija. Za ustvarjanje naravnega gibanja pa ni dovolj, da model 
spreminja samo pozicijo, velikost ali rotacijo, pač pa mora spreminjati tudi svojo 
obliko. Ker je model predstavljen s poligonsko mrežo, ki je v večini primerov 
sestavljena iz velikega števila oglišč, bi bilo neposredno urejanje modela za vsak okvir 
nepraktično in zamudno. Zato animator potrebuje sistem, ki mu omogoči preprost in 
fleksibilen nadzor nad geometrijo objekta.  
5.1 Ogrodja modelov 
V filmski industriji in industriji video iger je standardna uporaba skeletnega 
animiranja. Pri skeletnem animiranju poligonsko mrežo deformiramo s pomočjo med 
seboj hierarhično povezanih kosti. Proces priprave sistema kosti imenujemo 
okoščevanje (ang. rigging), sistem kosti pa ogrodje (ang. rig). Ogrodje pripravimo z 
dodajanjem kosti in definicijo njihovih odnosov, posamezne kosti lahko skaliramo, 
transliramo in rotiramo [20]. 
5.1.1 Hierarhija kosti 
Pri pripravi ogrodja za osebe in živali posnemamo artikulacijo človeškega ali 
živalskega okostja. Artikulacija kosti je ustvarjena z odnosi med starševskimi objekti 
in objekti, ki predstavljajo njihove otroke (v nadaljevanju starši in otroci). 
Transformacija (sprememba lokacije, rotacije ali skaliranja) otroka je definirana v 
starševem koordinatnem prostoru. Otroka lahko transformiramo neodvisno od starša, 
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medtem ko vse transformacije starša vplivajo tudi na otroka. Vsaka kost ima lahko 
enega starša in je hkrati starš enemu ali več otrokom [5]. 
5.1.2 Omejitve kosti 
Poleg hierarhije med starši in otroci lahko odnose med kostmi definiramo tudi z 
omejitvami kosti (ang. bone constraints). Skaliranje, translacijo in rotacijo kosti lahko 
vežemo na drugo kost, kar pomeni, da bodo transformacije te kosti vplivale tudi na 
vezano kost. Medtem ko je otrokova transformacija definirana v koordinatnem 
prostoru starša, to ne drži za vezani objekt [5]. 
Tako vezave kot hierarhije staršev in otrok niso unikatne samo s kostmi, pač pa 
jih lahko apliciramo tudi med druge tipe objektov.  
5.1.3 Sklepi 
Človeška in živalska okostja so sestavljena iz številnih sklepov, ki imajo različno 
stopnjo svobode gibanja (ang. degrees of freedom). Za animacijo lahko sklepe 
razvrstimo v štiri skupine, glede na tipe gibanja, ki jih dovoljujejo: 
 tečajasti sklepi (ang. hinge joints), kot so kolena in komolci, se lahko 
pregibajo v eni smeri, 
 drsni sklepi (ang. articulated joints), kot so vretenca hrbtenice, se lahko 
premikajo samo za nekaj stopinj. 
 čepasti sklepi (ang. pivot joints), ki se lahko vrtijo okrog svoje osi, 
 kroglasti sklepi (ang. ball-and-socket joint), kot so boki in rame, ki se 
lahko premikajo v vse smeri [5]. 
Zaradi kompleksnosti okostja je lahko določanje svobode gibanja za vsak sklep 
in generiranje poze z uporabo direktne kinematike še vedno precej zamuden proces. 
Preprostejši načini generiranja naravnega gibanja je uporaba inverzne kinematike.  
5.1.4 Inverzna kinematika 
Kinematika je področje mehanike, ki opisuje gibanje objektov in sistemov 
objektov, neodvisno od sil, ki povzročijo to gibanje. Koncepti kinematike, ki so 
uporabljeni v 3D animaciji, so se razvili na področju robotike za upravljanje z 
artikuliranimi sistemi sklepov, kot so robotske roke [21]. 
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Gibanje verige sklepov lahko opišemo z uporabo direktne kinematike (ang. 
forward kinematics) ali z uporabo inverzne kinematike (ang. inverse kinematics). Pri 
direktni kinematiki uporabimo informacije o vseh sklepih verige, da izračunamo 
pozicijo končnega sklepa. V praksi to pomeni, da moramo za primer ogrodja človeške 
roke pozicijo prsta določiti tako, da najprej določimo pozicijo rame, nato komolca, 
zapestja ter končno še prsta [5]. 
Bolj efektivni način je uporaba inverzne kinematike, kjer spreminjamo položaj 
vseh sklepov v sistemu s premikanjem le nekaterih sklepov, ki jih imenujemo končni 
efektorji (ang. end effector), to so običajno zapestja za upravljanje rok in gležnji za 
upravljanje nog). Položaj končnih efektorjev določi animator ali pa ga pridobimo iz 
sistemov za detekcijo gibanja (ang. motion detection). Nato določimo položaj drugih 
sklepov glede na njihovo svobodo gibanja in morebitne druge kriterije tako, da bo 
končni efektor dosegel željeno pozicijo. Konfiguracij sklepov, ki omogočajo, da 
efektor doseže cilj, je običajno več, kot je prikazano na Slika 8. Problem lahko rešimo 
z analitičnimi metodami, pri katerih so izračunane vse možne konfiguracije sklepov, 
nato pa definiramo kriterij, ki izbere najprimernejšo rešitev. Tak način je priljubljen 
reševanje inverzne kinematike v verigi s šestimi stopnjami svobode gibanja. Za 
animacijo, kjer imamo večje stopnje svobode gibanja, so take rešitve manj primerne, 
zato se pogosteje uporabljajo numerične rešitve. Te rešujejo problem inverzne 
kinematike iterativno z minimizacijo cenilne funkcije. Poznamo Jacobijeve, 
Newtonove in hevristične metode. Jacobijeve metode v vsaki iteraciji malo spremenijo 
konfiguracijo tako, da je efektor vedno bližje želeni lokaciji [22]. 
 
Slika 8: Primer dveh možnih rešitev inverzne kinematike za verigo kosti z dvema stopnjama svobode 
gibanja [23]. 
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Večina programov za animiranje nam daje možnost, da uporabimo polski vektor 
(ang. pole vector), ki vpliva na tečajni kot (ang. swivel angle) pri izračunu inverzne 
kinematike. Polski vektor uporabimo, da se sklepi, kot so koleno ali komolec, ne 
obračajo v napačno smer [19].  
5.1.5 Deformacija mreže 
Ko imamo pripravljeno ogrodje, je potrebno določiti vpliv posameznih kosti na 
geometrijo. Vse kosti v ogrodju niso nujno namenjene deformiranju geometrije, 
ampak se lahko uporabljajo samo za lažji nadzor nad lokacijami deformacijskih kosti 
in zato nimajo neposrednega območja vpliva. Posamezne deformacijske kosti so lahko 
starši objektov in ob transformiranju vplivajo na gibanje celotnega podrejenega 
objekta. Tak način animacije je primeren, če delamo z modelom, ki je sestavljen iz 
večjih togih objektov (npr. model robota). Za bolj organske modele pogosto 
potrebujemo ogrodje, v katerem posamezne kosti vplivajo le na del geometrije enega 
objekta. Za pravilno deformiranje takih modelov moramo posameznim kostem 
določiti območje vpliva. Ta proces si lahko predstavljamo kot ovijanje (ang. 
skinning/enveloping) ogrodja s "kožo" (površino modela). Pri ovijanju vežemo 
deformacijske kosti s sestavnimi elementi geometrije, pri poligonski mreži so te 
elementi oglišča. Vsaka kost, za katero želimo, da vpliva na obliko površine, ima 
dodeljeno skupino oglišč. V ogliščih je za vsako skupino zapisana pripadnost z utežjo 
med 0 in 1. Če ima oglišče za posamezno skupino utež 0, ne pripada v to skupino in 
se ob premikanju deformacijske kosti ne bo premaknil. Večja kot je vrednost uteži, 
bolj natančno bo oglišče sledilo transformacijami pripadajoče kosti. Pri togem ovijanju 
so dodeljene uteži le ena in nič, medtem ko lahko pri gladkem ovijanju utežem 
dodelimo tudi vmesne vrednosti. To nam omogoča, da prehodi med skupinami 
ostanejo gladki tudi med deformacijami [5]. 
5.2 Drugi deformatorji 
Kletka (ang. lattice) je nizko resolucijska žičnata mreža, v katero postavimo 
visoko resolucijski model. Z urejanjem oglišč kletke spreminjamo tudi obliko modela 
znotraj nje. 
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Ključne oblike (ang. shape keys) omogočajo, da ročno spremenimo poligonsko 
mrežo in spremembo shranimo kot ključno obliko. Model lahko nato deformiramo 
tako, da prehaja iz ene izmed ključnih oblik v drugo. Te vrste modifikatorji se 
najpogosteje uporabljajo pri animiranju obrazne mimike [5].
  
6 Blender 
Obstaja veliko različnih programskih orodji za 3D modeliranje in delo s 3D 
objekti, ki imajo različne namene in so uporabljena na različnih področjih. V 
animacijski in filmski industriji kot tudi pri oblikovanju računalniških iger je najbolj 
razširjena programska oprema Maya, 3ds Max in Softimage (podjetje Autodesk), 
Modo (Luxology) ter Houdini (Side Effects Software). Omenjena programska oprema 
primarno omogoča modeliranje s poligonskimi mrežami, deljenimi ploskvami in 
neenakomerni racionalnimi B zlepki oz., na voljo pa imajo tudi orodja in vtičnike (ang. 
plugin) za digitalno kiparjenje [5]. 
Blender je brezplačna in odprtokodna alternativa, ki omogoča 3D modeliranje in 
animiranje na enakem nivoju kot prej omenjeni komercialni programi. Vključuje širok 
nabor orodij, ki med drugim omogočajo modeliranje, upodabljanje, animiranje, 
montažo, VFX, ustvarjanje tekstur, okoščevanje, itn. Blender ima vgrajen tudi API za 
programski jezik Python, s katerim lahko uporabnik razširi zmožnosti programa, 
ustvari nova orodja, gonilnike za upodabljanje itd. [19]. 
Zadnja verzija Blender 2.8 je bila izdana 30. julija 2019 [24], za praktični del 
diplome pa je bila uporabljena verzija Blender 2.79. 
6.1 Objekti in scene 
Scena v Blenderju je sestavljena iz enega ali več objektov. Podatki o objektu so 
deljeni na dva podatkovna bloka, prvi blok je objekt, v katerem so shranjene 
informacije o rotaciji, poziciji in velikosti, drugi blok pa predstavljajo informacije o 
objektu, kjer so shranjene ostale lastnosti, ki se razlikujejo glede na tip objekta. Vsak 
objekt ima izvor, ki definira njegovo lokacijo v 3D prostoru, ta pa ni nujno v centru 
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geometrije. Tipi objektov, ki so na voljo v Blenderju, so mreže (ang. meshes), krivulje 
(ang. curves), površine (ang. surfaces), metaobjekti (ang. metaballs), tekstovni objekti 
(ang. text objects), armatura (ang. armatures), mrežne kletke (ang. lattices), prazni 
objekti (ang. empties), zvočniki (ang. speakers), kamere (ang. cameras), luči (ang. 
lights), polja sil (ang. force feilds) in skupine (ang. groups). 
Blender nam omogoča modeliranje z mrežami, metaobjekti ter krivuljami in 
površinami. Mreže so v Blenderju najbolj uporabljen tip objekta za 3D modeliranje in 
imajo zato najbolj obsežna orodja za urejanje. Krivulje in metaobjekti se uporabljajo 
manj pogosto, saj so manj primerne za animiranje z armaturo in ključnimi oblikami 
[4]. Za manipulacijo z mrežami lahko v Blenderju uporabljamo ogrodja, kletke in 
ključne oblike. Položaj in nastavitev kamere določa, kaj se bo videlo v končni 
upodobitvi, luči pa določajo vir izvora svetlobe za upodobitev.  
6.2 Načini delovanja 
Blender vedno deluje v enem izmed načinov, ki vplivajo na delovanje in 
interakcijo s celotnim programom. Privzet je objektni način, ki je omogočen za vse 
tipe objektov. V objektnem načinu lahko urejamo lastnosti objektov (rotacija, 
translacija, skaliranje). Vsi objekti za upodabljanje ter ogrodja in kletke imajo 
omogočen način za urejanje, v katerem lahko urejamo lastnosti podatkov o objektih, 
na primer pozicije posameznih oglišč v mreži ali posameznih sklepov v ogrodju. 
Mreže imajo na voljo še kiparski način za manipulacijo z obliko, način za barvanje 
oglišč, kjer lahko določimo barvo oglišč, način za določanje uteži, kjer lahko urejamo 
pripadnost oglišč v skupine ter način za barvanje tekstur, kjer lahko urejamo slikovne 
teksture direktno na modelih. Če ima mreža nase vezan sistem delcev, je na voljo tudi 
način za urejanje sistemov [19]. 
6.3 Gonilniki za upodabljanje 
Blender 2.79 ima dva gonilnika za upodabljanje: Blender Internal in Cycles [25]. 
Blender 2.8 je opustil Blender Internal in dodal gonilnika Eevee in Workbench [19]. 
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6.3.1 Blender Internal 
Blender Internal je gonilnik, ki je bil razvit, preden je tehnologija omogočala 
fizikalno osnovano upodabljanje. Uporablja se lahko za hitro nefotorealistično 
upodabljanje [26]. V novi verziji Blenderja 2.8 je bil opuščen in za hitro upodabljanje 
med predogledi animacij se lahko uporablja Workbench [19]. 
6.3.2 Cycles 
Cycles [27] je gonilnik za fizikalno osnovano upodabljanje, ki za globalno 
osvetljavo uporablja metodo sledenja poti (ang. path tracing) za globalno osvetljavo. 
Cilj pri razvoju Cycles je bil gonilnik, ki je interaktiven in preprost za uporabo, hkrati 
pa ima na razpolago večino funkcij, potrebnih za produkcijsko upodabljanje [26]. 
Gonilnik Cycles je bil razvit v okviru Blenderja, vgrajen pa je tudi v programih 
Poser in Rhino, poleg tega obstajajo tudi vtičniki za Cinema4D in 3ds Max [27].  
 Sistem vozlišč 
Za enostavno določanje kompleksnih materialov in tekstur za površine v Cycles 
uporabljamo sistem vozlišč (ang. nodes). Senčilna vozlišča (ang. shader nodes) vrnejo 
senčilnike (ang. shaders), ki opišejo materiale. Na voljo so senčilna vozlišča, ki 
računajo osvetljavo z BSDF, svetilni senčilniki (ang. emission shaders) za površine, ki 
oddajajo svetlobo, prostorski senčilniki (ang. volume shader) za opis sipanja znotraj 
volumna (na primer za dim ali meglo) in senčilniki ozadja (ang. background shader), 
za osvetlitev iz okolice. Blender ima tudi vozlišča za teksturiranje (ang. texture nodes), 
ki na vhodu dobijo teksturne koordinate ter druge parametre in vrnejo vrednosti, ki 
modificirajo površino. Za različne geometrijske podatke, ne fizično osnovane 
popravke izgleda in kombiniranje različnih senčilnikov lahko uporabimo vektorska, 
barvna in pretvorna vozlišča (ang. vector, color, convertor nodes) [19]. 
6.3.3 Eevee 
Gonilnik Eevee je namenjen za fizikalno osnovano upodabljanje v realnem času. 
Uporablja se lahko interaktivno v 3D pogledu, hkrati pa omogoča generiranje končnih 
upodobitev visoke kvalitete. 
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Pri upodabljanju z Eevee uporabljamo enak sistem vozlišč kot pri Cycles 
gonilniku. Rezultati niso povsem enaki, saj mora pri uporabi BSDF senčenja Eevee 
narediti nekaj približkov, nekatera vozlišča pa sploh niso kompatibilna. Čeprav se 
kvaliteta upodobitev zelo bliža Cycles, ima Eevee še vedno številne omejitve, ki 
omogočajo primerno hitrost upodabljanja za realni čas [19]. Kljub omejitvam pa Eevee 
vseeno predstavlja ogromno olajšavo in pospešitev ustvarjanja modelov s fizikalno 
osnovanimi materiali [28]. 
  
7 glTF format 
glTF (ang. GL transmission format) je format za zapis 3D izdelkov (ang. asset), 
primernih za uporabo v spletnih in mobilnih aplikacijah, ki ga je razvila skupina 
Khronos Group. glTF izdelki so zapisani kot JSON datoteka s končnico .gltf, kjer je 
zapisana celotna hierarhija elementov (slika 7.1). Poleg JSON datoteke vsebuje glTF 
izdelek lahko slikovne datoteke, v katerih so shranjene slike za teksture, in eno ali več 
binarnih datotek, v katerih so shranjeni podatki o geometriji 3D objektov in 
animacijah. Naložijo se lahko direktno v medpomnilnik brez razčlenjevanja. 
Cilji, ki so jih avtorji želeli doseči z razvojem formata, so: 
 kompaktne velikosti datotek (za razvijalce prijazen čistopis zaradi svoje 
velikosti pogosto ni praktičen za prenos 3D podatkov. glTF JSON je čistopis, 
ki je kompakten in nezahteven za razčlenjevanje, večja količina podatkov pa 
je zapisana binarno in tako zasede manj kot čistopisna prezentacija.),  
 hitro nalaganje (glTF podatki so strukturirani podobno kot GPU API 
podatki, zato da pri nalaganju v medpomnilnik dodatno razčlenjevanje ni 
potrebno), 
 neodvisnost od izvajalnika (glTF je primeren za vse aplikacije in 3D 
gonilnike, ki omogočajo upodabljanje in animacijo) 
 predstavitev celotnih scen, ne zgolj posameznih objektov 
 možnosti razširitev [29]. 
 
 
 
 
 
30 7 glTF format 
 
7.2 glTF hierarhija 
 
Slika 9: Hierarhija glTF JSON-a [29]. 
Vsak veljavni glTF izdelek (ang. asset) ima nujno lastnost asset, ostale lastnosti 
so opcijske. Hierarhija izdelka je prikazana na Slika 9. Izdelek lahko vsebuje nič ali 
več scen, definiranih v tabeli scenes. Lastnost scene določi, katera scena se prikaže ob 
nalaganju. Scena ima v sebi tabelo indeksov, ki kažejo na objekte. V tabeli nodes so 
definirani objekti, ki sestavljajo sceno. Objekti imajo lahko definirano ime, otroke in 
transformacijo. Poleg tega kažejo na kamero (indeks elementa v tabeli cameras), 
mrežo (tabela meshes) in kožo (tabela skins). Mreže imajo definirano tabelo primitivov 
in tabelo uteži. Primitivi imajo definiran način upodabljanja (točka, črta ali trikotnik), 
material (indeks elementa v tabeli materials) in tabele tarč (targets). Atributi tarč 
opišejo premike geometrije pri animacijah. Uteži definirajo, koliko vpliva imajo tarče 
na prikazano mrežo. Atributi in indeksi oglišč mreže ter atributi tarč so definirani z 
indeksi elementov tabele dostopnikov (accessors). 
Dostopniki (accessors) in medpomnilniški pogledi (bufferViews) povedo, kako 
dostopamo do informacij v medpomnilniku (buffers). Medpolnilniki imajo definiran 
url .bin datoteke, v kateri so binarno zapisani podatki in dolžino podatkov v bajtih.  
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Animacije so shranjene v tabeli animations in vsebujejo dva elementa – tabelo 
kanalov (channels) in tabelo vzorčevalnikov (samplers). Kanali imajo definirano 
tarčo, ki kaže na indeks objekta, in pot, ki poimenuje način animacije. To so lahko 
uteži (weights) za animacijo s tarčami, ki so definirane v mreži. Poti so lahko tudi 
translacije, rotacije ali skaliranje (translation, rotation, scale) za animacijo s 
translacijo objekta. Kože shranjujejo sklepe, ki so definirani kot indeksi elementov v 
nodes in povezovalne matrike (inverseBindMatrices), ki so definirane z indeksi 
elementov tabele dostopnikov [29]. 
7.2 glTF materiali 
Vsaka mreža lahko kaže na material znotraj izdelka. Materiali v glTF izdelkih 
omogočajo fizikalno osnovano senčenje. Privzeti model opiše površino s tremi 
parametri: osnovna barva, kovinskost, hrapavost. Lahko uporabimo tudi model, ki 
deluje na principu zrcalnosti in sijajnosti (zrcalni tok). 
Materiali imajo lahko še druge elemente, ki vplivajo na izgled površine. 
Preslikave normal, preslikave zakrivanja (ang. occlusion maps) za območja, ki niso 
direktno osvetljena, in preslikave emisije (ang. emission maps) za območja in 
regulacijo oddajanja svetlobe. 
Alfa vrednost (ang. alphaValue) vpliva na prosojnost materiala, alfa načini (ang. 
alphaMode) pa na interpretacijo alfa vrednosti. Alfa način ima lahko naslednje 
vrednosti: neprosojno (ang. OPAQUE), kar pomeni, da bo za vse alfa vrednosti 
površina neprosojna, maskirano (ang. MASK), kar pomeni, da bo površina povsem 
prosojna ali povsem neprosojna glede na alphaCutoff vrednost, ter mešano (ang. 
BLEND), kar pomeni, da bo površina deloma prosojna glede na alfa vrednost.  
Poleg tega ima material lahko definirano slikovno teksturo (ang. baseColorTexture). 
Ta element vsebuje kazalec na element v tabeli tekstur in na indeks teksturnih 
koordinat. Teksture imajo definiran vir, ki kaže na url slike [29]. 
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7.3 glTF in Blender 
Blender 2.79 in starejše verzije programa nimajo vgrajene opcije za izvoz glTF 
datotek, lahko pa uporabimo ustrezni dodatek (ang. add-on) “glTF-Blender-Exporter”, 
ki ga je prav tako razvila skupina Khronos Group. Pri definiranju materiala moramo 
uporabiti senčilna vozlišča, ki sta del dodatka – "glTF Metallic Roughness" in "glTF 
Specular Glossiness". Senčilna vozlišča Cycles gonilnika ne delujejo pravilno [29] 
  
8 Izdelava modela 
V nadaljevanju je predstavljena izdelava animiranega 3D modela, ki bo primeren 
za uporabo v spletnih aplikacijah z uporabo obogatene (AR, ang. Augmented reality) 
in mešane resničnosti (MR, ang. mixed reality). Oblikovanje geometrije, teksturiranje, 
priprava ogrodja in animacije so bile izdelane v programu Blender 2.79. 
8.1 Koncept 
Pred začetkom modeliranja je treba imeti čim bolj natančno premišljeno idejo o 
končnem izgledu izdelka. Pri tem si lahko pomagamo z različnimi referencami, ki jih 
najdemo na spletu ali jih ustvarimo sami. Izbran koncept za diplomsko nalogo je bil 
stiliziran morski prašiček, ki stoji na zadnjih tacah. Model je bil predviden za uporabo 
v aplikaciji z AR, ki jo je izdelal Aljaž Gobec, študent programa Multimedija na 
Fakulteti za elektrotehniko in Fakulteti za računalništvo in informatiko. Cilj aplikacije 
je na privlačen in interaktiven način predstaviti obnašanje hišnega ljubljenčka mlajšim 
otrokom. Za ta namen sem z modelom ustvarila štiri kratke animacije – tek, spanje, 
hranjenje in nevtralno gibanje (ang. idle). 
Za reference sem uporabila fotografije pravih živali in upodobljene slike 
modelov iz filma G-Force. Na podlagi teh slik sem izdelala konceptno risbo in študijo 
objekta (ang. model sheet), ki prikazuje prašička od spredaj ter od strani (Slike 10). Na 
študijo sem dorisala tudi groba vodila za potek robov. Te skice sem uvozila v Blender 
in jih postavila v ozadje sprednjega in desnega pogleda, tako sem lahko pri modeliranju 
sledila zamišljenem načrtu. 
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Slike 10: Študija objekta iz dveh kotov pogleda. 
Naredila sem tri različne verzije modela za uporabo v spletni AR aplikaciji in še 
verzijo modela za splošno uporabo za primerjavo. Modeli za aplikacijo se razlikujejo 
v stopnji kompleksnosti, predvsem pri geometriji. Prvi model je nizko resolucijski, 
drugi model ima dodan modifikator deljenih površin (ang. subdivision surfaces), ki ga 
je potrebno aplicirati pred izvozom v glTF, kar ustvari precej višjo resolucijo. Tretji 
model je nadgrajen z geometrijskimi detajli, ki predstavljajo dlako prašička, in so bili 
ustvarjeni s parametričnimi krivuljami (Bezier in NURBS) in nato pretvorjeni v 
poligonsko mrežo, kar pomeni še višjo ločljivost. Nekaj razlik je tudi v teksturi in 
materialih modelov. 
Model za splošno uporabo, kot na primer v animiranih filmih in za posebne 
učinke (SFX, ang. special effects), se ne bo upodabljal v realnem času in ne bo izvožen 
v glTF format, zato imamo pri modeliranju tega manj omejitev. Uporabljamo lahko 
večji spekter senčilnih vozlišč in dodamo več podrobnosti, med drugim tudi sisteme 
delcev, ki simulirajo dlako. 
8.2 Modeliranje geometrije prašička 
Za modeliranje večine modela sem izbrala poligonsko mrežo sestavljeno iz 
štirikotnikov. Med delom je pomembno, da ves čas razmišljamo, kako se bo model 
deformiral med animacijo in temu prilagodimo topologijo. Pri modeliranju organskih 
oblik, kot je morski prašiček, je priporočljivo skrbeti za gladek tok robnih zank (ang. 
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edge flow) [8]. Robne zanke (ang. edge loop) so povezani robovi, ki potekajo skozi 
oglišča, kjer se stikajo štiri ploskve (Slika 11). 
 
Slika 11: Robna zanka označena z rdečo poteka skozi stičišča štirih ploskev in se ustavi na stičišču več 
ploskev [30]. 
8.2.1 Glava 
Pri oblikovanju glave sem začela z eno štirikotno ploskvijo. Ker želimo, da bi 
bila geometrija končnega modela v veliki meri simetrična, uporabimo zrcalni 
modifikator (ang. mirror modifier), ki ga dodamo v objektnem načinu. Zrcalni 
modifikator prezrcali objekt preko svojega izhodišča, po izbrani osi v lokalnem 
koordinatnem prostoru. Dokler modifikatorja ne apliciramo na objekt, bo vsaka 
sprememba oblike mreže, ki jo bomo naredili na eni strani osi zrcaljenja, vidna tudi na 
drugi. 
Iz ploskve z dodanim zrcalnim modifikatorjem sem začela oblikovati obraz z 
izrivanjem robov in oglišč. Za idejo o poteku robov sem uporabila prilagojen sistem 
zank, ki se uporablja pri človeškem obrazu. Na Slika 12 je prikazanih pet osnovnih 
zank, ki zagotavljajo naraven izgled obraza. Vidno je tudi, da lahko zanke posplošimo 
za glave živali. 
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Slika 12: Osnovne zanke poligonov, ki sestavljajo tako človeški kot živalski obraz [31]. 
Proces modeliranja glave je prikazan na Slika 13. Obraz sem najprej modelirala 
samo v sprednjem pogledu tako, da so vsi poligoni ležali na isti ravnini. Ko sem tako 
ustvarila vseh pet osnovnih zank, sem začela iz stranskega (desnega) pogleda z 
vlečenjem oglišč dodajati globino. 
Na tej točki je bil na objekt dodan modifikator za deljene površine, ki s Catmull-
Clark delitvijo poligonov ustvari gladko površino modelu. Ta modifikator mora biti 
dodan za zrcalnim modifikatorjem, saj le tako dobimo gladko površino tudi na stiku 
med dvema polovicama modela.  
Modifikatorjev še ne apliciramo, saj lahko na ta način nadziramo ločljivost 
modela. 
Ko sem bila zadovoljna z izgledom obraza iz različnih kotov, sem z izrivanjem 
robov zaključila obliko glave. Na mreži sem pustila odprtine za usta in oči.  
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Slika 13: Modeliranje glave morskega prašička. 
8.2.2 Telo in okončine 
Iz modela glave sem naprej izrivala robove in tako oblikovala grobo obliko 
telesa. Telesu sem z izrivanjem ploskev dodala okončine. Pri okončinah moramo biti 
še posebej pozorni na topologijo mreže. Sklepi rok in nog so območja, kjer se bo pri 
animaciji mreža najbolj deformirala. Za pravilno deformacijo tečajnih sklepov, kot sta 
koleno in komolec, potrebujemo vsaj tri robne zanke. Čeprav uporaba trikotnikov za 
animirane modele ni zaželena, nam lahko v tem primeru pomagajo, da dodatno 
izboljšamo topologijo nizko resolucijskih modelov. To storimo tako, da s trikotnikoma 
prekinemo srednjo zanko na notranji strani sklepa. Tako omogočimo, da se bo oblika 
geometrije v sklepu ohranjala (ang. retain) in ne vdirala (ang. collapse). Razlika med 
pregibom sklepa z dobro in slabo topologijo je prikazana na Slika 14. 
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Slika 14: Pregibanje dobre topologije (zgoraj) v primerjavi s slabo topologijo (spodaj) [32]. 
8.2.3 Dlani in stopala 
Dlani in stopala so bila narejena kot ločeni objekti ter nato povezani s telesom. 
Dlan sem začela modelirati s primitivom kocke, kateri sem spremenila obliko z 
dodajanjem robnih zank in vlečenjem oglišč in robov. Nato sem z izrivanjem obrazov 
oblikovala prste. Podoben proces sem uporabila tudi za modeliranje stopal. 
Pri ustvarjanju teh objektov je potrebno poskrbeti, da bo število oglišč na končni 
robni zanki enako, kot je bilo število oglišč na končni zanki okončin, oblikovanih v 
prejšnjem razdelku. Na ta način se izognemo težavam pri povezovanju dlani in stopala 
na glavni objekt. Če smo za oblikovanje dlani in stopala potrebovali več oglišč, je 
potrebno, da jih postopoma reduciramo. Na Slika 15 je prikazano, kako pri reduciranju 
oglišč ohranjamo dobro topologijo brez uporabe trikotnikov. 
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Slika 15: Reduciranje števila oglišč na zankah [33]. 
 
Ko dlan in stopalo združimo z modelom telesa, se na geometrijo avtomatično 
dodata zrcalni modifikator in modifikator deljenih površin. Če smo bili pozorni na 
topologijo, dlani in stopala nato preprosto povežemo z mrežo. 
8.2.4 Oči 
Za oblikovanje oči navadno posnemamo anatomijo očesa v realnem svetu. Za 
model sta bila uporabljena dva primitiva krogle. Geometrija prvega lahko ostane 
nespremenjena. Ta krogla bo predstavljala beločnico. Drugi krogli sploščimo sprednji 
del. Ta bo predstavljal roženico, ostale ploskve lahko izbrišemo. Na sredini roženice z 
izrivanjem ploskev dodamo zenico. Površina beločnice bo po teksturiranju deloma 
prosojna, tako da bo vidna barva roženice. 
Za boljšo predstavo je model očesa prikazan na Slika 16 z žično mrežo.  
 
Slika 16: Model očesa. 
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Ta model oči se izkaže za precej kompleksnega. Za prvi nizko resolucijski model 
sem model očesa poenostavila tako, da sem uporabila le eno nižje resolucijsko kroglo 
s preprosto slikovno teksturo namesto šarenice. 
Ko so očesa umeščena v zato oblikovane odprtine, prilagodimo mrežo v okolici, 
da se lepše prilagaja modelu očesa. 
8.2.5 Podrobnosti 
Na glavi modela sem z izrivanjem ploskev dodala preprosta ušesa. Z izrivanjem 
robnih zank okrog odprtine za usta sem oblikovala ustnice in notranjost ust. Ker obliko 
ust modeliramo znotraj glave, lahko med oblikovanjem skrijemo preostale ploskve 
modela. 
Druge podrobnosti, na primer smrček in razcepljena ustnica na Slika 17, so bili 
dodani le za višje resolucijska modela v načinu kiparjenja. Ker sem s kiparjenjem 
dodala samo nekaj podrobnosti, sem se lahko izognila retopologiji celotne mreže. Če 
bi želela s kiparjenjem še natančneje spreminjati model, bi moral biti ta pretvorjen v 
trikotniško mrežo in bi s tem postal preveč kompleksen, zato bi bila potrebna 
retopologija mreže.  
 
Slika 17: Podrobnosti na modelu. 
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8.2.6 Dlaka 
V Blenderju je na voljo sistem delcev, ki na površini modela doda delce, ki 
posnemajo tako izgled kot tudi obnašanje las. Na ta način je lahko generirana 
prepričljiva dlaka za model. 
Dlako je mogoče dodati čez celotno površino ali po delih z uporabo skupin 
oglišč, kar omogoči, da predeli, kot so dlani, stopala, ušesa in notranjost ust, niso 
prekriti z dlakami. Z utežmi lahko določimo tudi gostoto dlake v določenem oglišču.  
Upodabljanje modela z dlakami je zelo zahtevno in zato ni najbolj primerno za 
aplikacije, ki upodabljajo v realnem času. Za model, ki bo izvožen kot glTF, uporaba 
dlake ni mogoča, saj format ne podpira sistemov delcev. Namesto delcev lahko 
simuliramo dlako s teksturami (poglavje 8.4.2) ali ustvarimo stilizirane šope dlak z 
geometrijo. Pri dodajanju dlak z geometrijo povečamo resolucijo, zato sem ta pristop 
uporabila le na najkompleksnejšem modelu. Na preostalih dveh modelih sem poskusila 
dlako simulirati s teksturami. 
Za oblikovanje šopov dlak sem sledila postopku modeliranja las s krivuljami. Za 
en pramen dlake potrebujemo tri krivulje (Slika 18). Prva bo predstavljala obliko 
pramena; za oblikovanje kodraste dlake bi na primer uporabili spiralo. Druga krivulja 
bo predstavljala prerez pramena (ang. bevel). Ko prvi dlaki definiramo prerez, se okrog 
nje generira površina. Ker ima pramen dlake navadno večji volumen tik pri koži in se 
nato zoži, uporabimo še eno krivuljo, ki bo kontrolirala obseg krivulje prereza vzdolž 
prve krivulje (ang. taper). 
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Slika 18: Model pramena in krivulje, s katerimi je bil generiran. 
Na koncu pramene pretvorimo v mrežo, da jih lahko nato izvozimo kot glTF.  
8.3 Ogrodje za animacijo 
Za animacijo gibov sem modelu pripravila ogrodje. Za ogrodje sem uporabila 
kosti za deformacijo, ki bodo spreminjale obliko modela in kost za lažjo kontrolo 
ogrodja. Najprej sem na sredini dodala kosti hrbtenici, vratu in glavi. Nato sem na eni 
strani modela ustvarila noge, roke in ušesa. Z uporabo orodja za izvedbo simetričnih 
preslikav (ang. symmetrize) v Blenderju sem poskrbela, da so bile kosti enake na obeh 
straneh modela. 
8.3.1 Roke in noge 
Za animacijo rok in nog sem uporabila inverzno kinematiko. Za roke sem 
uporabila dve kosti za ramo, ki skrbita, da se med animacijo rok ohranja oblika ramen. 
V sami roki sta dve kosti za deformacijo (nadlahtnica in podlahtnica) in dve kosti, s 
katerima preko inverzne kinematike nadziramo pozicijo roke (tarča, ki je končni 
efektor inverzne kinematike in pol, ki skrbi za tečajni kot), s katerim nadziramo 
orientacijo komolca. Sistem kosti z inverzno kinematiko je prikazan na Slika 19. 
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Slika 19: Inverzna kinematika.  
Dodala sem tudi kosti v dlaneh. Ker nisem načrtovala podrobnih animacij rok, 
imajo le mehanizem za krčenje vseh prstov, ki uporablja vezavo kosti "kopiraj 
rotacijo" (ang. copy rotation).  
Noge uporabljajo podoben mehanizem kot roke, le da je veriga inverzne 
kinematike sestavljena iz treh kosti, zaradi specifične oblike nog prašička, ki se 
razlikuje od oblike človeške noge. Stopalo ima mehanizem za rotacijo in upogibanje 
med hojo. Na Slika 20 je prikazano ogrodje noge. 
 
Slika 20: Ogrodje noge. 
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8.3.2 Oči 
Za premikanje oči sem uporabila dve kosti, ki deformirata mrežo, in dve kosti 
za nadzor nad smerjo pogleda. Nadzor nad smerjo pogleda nam omogoči vezava 
deformacijske kosti z dušenim sledenjem (ang. damped track). Nato sem dodala še eno 
starševsko kost, da lahko hkrati nadziramo obe očesi. Ta kost je otrok glave, zato oči 
ob premikanju glave ostanejo na pravem mestu. Ogrodje je prikazano na Slika 21. 
 
Slika 21: Ogrodje za animacijo oči 
8.3.3 Dodajanje uteži 
Model sem na kosti za deformacijo najprej vezala z avtomatičnim utežmi. Pri 
tem je postal model otrok ogrodja, pridobil je modifikator za deformacijo z ogrodjem 
in ustvarile so se skupine oglišč, ki pripadajo posamezni kosti. Avtomatično 
izračunane uteži sem nato popravljala v načinu za barvanje uteži (Slika 22: Model v 
načinu za barvanje uteži.), dokler se model ni pravilno gibal. 
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Slika 22: Model v načinu za barvanje uteži. 
8.4 Teksture in materiali 
8.4.1 Oči 
Za del oči, ki predstavlja beločnico, sem uporabila "Glossy BSDF" za beli del 
očesa in kombinacijo "Glossy BSDF" in "Transparent BSDF" senčilnikov za prosojni 
del očesa. Za faktor mešanja sem uporabila "Fresnel node" vozlišče, na ta način sem 
dobila material, ki spominja na steklo, a je manj zahteven za izračun kot "Glass BSDF" 
senčilnik, ki je na voljo v Blenderju. Oba materiala sem kombinirala z uporabo "Mix 
Shader" vozlišča, za faktor pa sem uporabila črno belo masko, da sem dobila kroglo, 
prikazano na Slika 23. 
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Slika 23: Sistem vozlišč za beločnico 
Za teksturiranje šarenice sem uporabila slikovno teksturo. 
Za glTF izvoz ne bi mogla uporabiti kar nekaj od uporabljenih vozlišč. Za 
beločnico sem zato uporabila dva različna materiala, enega za prosojni del in drugega 
za beli del očesa. Za šarenico sem uporabila preprost enobarven material, saj 
podrobnosti niso prišle do izraza. Za preprostejše oko, za katerega sem uporabila nizko 
resolucijski model sem uporabila samo preproste neprosojne materiale. 
Na Slika 24 je primerjava upodobljenega očesa v Cycles gonilniku in očesa, 
izvoženega v glTF in upodobljenega v Microsoftovem ogledovalniku 3D datotek. 
 
Slika 24: Upodobitev očesa predstavljenega v prvem delu poglavja (levo) in upodobitev očesa 
prilagojenega za glTF. 
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8.4.2 Tekstura telesa in UV preslikava 
Za teksturiranje modela sem najprej naredila UV preslikavo. Na modelu sem 
naredila šive po robovih, kjer sem želela, da bi se mreža delila pri preslikavi. Model je 
bil nato razvit (ang. unwrap) na 2D površino, prikazano na Slika 25, ki sem jo nekoliko 
prilagodila v urejevalniku UV slik (ang. UV editor). Pravilnost UV razvoja lahko 
preverimo s karirasto teksturo. Po velikosti kvadratov vidimo, kje prihaja do popačitev. 
Površine, ki ne bodo dobro vidne, kot na primer notranjost ust, lahko v UV 
urejevalniku pomanjšamo, saj jim ne bomo dodajali veliko podrobnosti. Ko sem bila 
zadovoljna z UV razvojem, sem v načinu za barvanje teksture naredila slikovno 
teksturo, ki sem jo uporabila za osnovno barvo modela (Slika 27). 
 
Slika 25: UV razvoj modela na karirasti teksturi za preverjanje pravilnosti. 
Najprej sem dlako na model poskusila dodati z alfa maskami. Nad površino 
modela sem dodala ploskve s teksturo, ki ima na prosojni površini narisan pramen las. 
Z nalaganjem več slojev tako teksturiranih ploskev lahko simuliramo izgled dlake. 
Pogosto se na ta način simulirajo lasje pri upodabljanju v realnem času. V primeru 
modela prašička dodajanje dlake po skoraj celotni površini modela ni bil dober pristop, 
saj je dlaka ovirala animacijo in med deformacijami ni izgledala pravilno. Za dlako 
sem zato naredila stilizirana pramena. Za manj kompleksna modela sem zato dodala 
nekaj podrobnosti, ki spominjajo na dlako, z uporabo preslikave normal. Naredila sem 
kopijo modela, ki sem mu v načinu za kiparjenje dodala podrobnosti. Da bi 
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podrobnosti izgledale kot pramena dlak, ki sem jih ustvarila za kompleksnejši model, 
sem naredila čopič za kiparjenje s teksturo iz slike pramen (Slika 26). 
 
Slika 26: Tekstura čopiča za dodajanje detajlov. 
Model, ki sem mu s kiparjenjem dodala podrobnosti, je veliko preveč 
kompleksen za uporabo v animaciji, lahko pa iz njega zapečemo podrobnosti za 
preslikavo normal, ki jo lahko nato uporabimo na nižje resolucijskih modelih. Slika 27 
prikazuje zapečeno preslikavo normal. 
 
Slika 27: Barvna tekstura (levo) in tekstura za preslikavo normal (desno). 
8.5 Izvoz modela 
Za izvažanje modela sem uporabljala dodatek, ki ga so ga razvili Khronos Group 
[34]. Pri izvažanju je mogoče izvoziti ločene datoteke .bin, slike in .glTF datoteko ali 
pa samo .glTF datoteko z vgrajenimi (ang. embedded) binarnimi in slikovnimi 
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datotekami. Izvozimo lahko celotno sceno (tudi skrite objekte) ali pa samo objekte, ki 
jih izberemo v objektnem načinu v Blenderju. 
Ko model izvozimo v glTF format, se geometrija pretvori v trikotniško mrežo. 
To lahko povzroči težave pri animaciji, če nismo bili pozorni pri določanju uteži. 
Najbolje je, da pri določanju uteži sledimo robnim zankam. Poleg tega lahko pride do 
nepravilnosti, če eno oglišče pripada več različnim skupinam. Pri modelu sem omejila 
število skupin za oglišče na štiri. 
Če so pri materialih uporabljena vozlišča, ki jih glTF ne podpira, se bo model še 
vedno izvozil, a se površina modela ne bo izrisala pravilno, zato moramo sami 
poskrbeti, da ne uporabljamo vozlišč, ki niso podprta. 
Preden model izvozimo, moramo aplicirati modifikator za deljene površine, saj 
glTF ne podpira glajenja z deljenjem površin. glTF podpira samo prikaz s 
poligonskimi mrežami, zato je dobro, da pretvorimo tudi površine, ki smo jih 
modelirali s krivuljami. Krivulj pa za glTF izvoz ne moremo uporabljati niti za 
animacije [35].
  
9 Zaključek 
Napredek na področju računalniške grafike nam omogoča, da lahko ustvarjamo 
vedno bolj prepričljive 3D podobe. V filmski animaciji je tehnologija napredovala do 
te mere, da je gledalcu težko ločiti animirane sekvence od snemanih. Seveda imamo 
pri animaciji, upodobljeni v realnem času, več omejitev. Modeli, ki so uporabljeni v 
takih aplikacijah, morajo biti manj kompleksni, da jih je mogoče upodobiti vsaj 25-
krat na sekundo. V tem trenutku fotorealizem v realnem času še ni dosegljiv na 
napravah, ki so v splošni uporabi. 
V nalogi sem predstavila tri različne verzije modela prikazane na Slika 28, ki jih 
je mogoče uporabiti v spletnih AR aplikacijah. Pri modeliranju vedno iščemo pravilno 
razmerje med kakovostnim izgledom modela in hitrim upodabljanjem za najboljšo 
uporabniško izkušnjo. Upodabljanje kompleksnejših modelov lahko na nekaterih 
napravah negativno vpliva na delovanje aplikacije, zato želimo imeti na izbiro nižje 
resolucijske verzije modela. Na ta način omogočimo uporabo aplikacije številnim 
uporabnikom, ki jim zaradi manj naprednih naprav drugače ta ne bi bila dosegljiva. 
Izbira različice modela vpliva na število prikazanih sličic na sekundo. Ta razlika 
je povprečno 3 sličice na sekundo. Na kvalitetnejših napravah, ki imajo povprečno 
število sličic na sekundo večji od 30, ne opazimo vpliva različnih modelov na 
delovanje aplikacije. Na manj zmogljivih napravah pa je razlika v treh sličicah na 
sekundo precej bolj razvidna. 
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Slika 28: Končni modeli od najbolj do najmanj kompleksnega. 
 
Pri modeliranju in animaciji različno kompleksnih modelov naletimo na težave, 
specifične za vsako stopnjo kompleksnosti. Ko modeliramo nizko resolucijske modele, 
ki omogočajo hitro upodabljanje, je še večjega pomena pravilna topologija, saj je 
gibanje zaradi manjšega števila oglišč bolj omejeno. Pri modeliranju visoko 
resolucijskih modelov smo omejeni s strojno opremo, ki nam je dostopna. Izvoz glTF 
datotek ima prav tako svoje težave, a se z večjim zanimanjem za 3D animacijo v spletu 
hitro izboljšuje in postaja bolj integriran v obstoječe programe. 
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