As the size of a distributed system grows it becomes increasingly difficult for users to find their way around. One solution for this problem is user centered naming. A problem with user centered naming is that it has the potential to cause confusion and to make sharing difficult. This problem can be avoided if the system supports closure. Although the same name may refer to different objects at different times, the context in which the name is to be evaluated is always known.
Identifying Objects in Very Large Systems
As distributed systems become larger it becomes increasingly difficult to find things. Traditional system such as Andrew [3] , Locus [7] and Sprite [6] support a uniform global namespace which uniquely names all objects. While this approach allows simple sharing of names, the names tend to be lengthy. Another problem with this approach is that, to the user, the namespace is huge and mostly cluttered with things that aren't of interest. This makes the job of finding things more diffficult.
An alternative to a uniform namespace is to allow individual users to customize their namespace so that they only see the objects that are of interest. This approach is taken in several recent distributed systems. Among them are Tilde [2] , QuickSilver[I] and Prospero [5] . An objection to user centered naming is that the same name can refer to different objects when used by different users. It is claimed that this can lead to confusion and that it limits sharing.
It should be pointed out that even systems supporting a uniform global namespace allow some degree of customization. Users often name objects relative to local directories, and environment variables set in initialization scripts control the directories searched for programs, libraries, and other files. This has the potential to be more confusing than the user centered namespace because the customization is not explicit. For example, consider trying to compile a program written by another user. If the program depends on libraries or include files found in the user's search path, it might not compile for a different user.
W h a t is needed is a mechanism that allows customization, and makes it explicit. Further, the mechanism that is chosen must not make it difficult to resolve names that have been specified by others.
H o w C l o s u r e Solves T h e s e P r o b l e m s
It is possible to get the best of both worlds by drawing on the concept of closure as it is applied in lexically scoped programming languages. A closure is a combination of code to be executed, and the context within which variables are to be evaluated. Our belief is that a namespace should be associated with every object in a distributed system. W h e n running a program, names can be resolved in the appropriate namespace. By default, names hardcoded into the program would be resolved in the namespace associated with the program, those specified by the user would be resolved in the user's namespace, and those included in the file being processed would be resolved in the namespace attached to that file. In this way, the context within which a name is to be resolved is automatically passed along with the object specifying the name.
By default, closures should be dynamic. This allows changes in a namespace to be visible to the objects attached to that namespace. There are instances, however, where a closure should be frozen. This is important for security. Without it, one has little control over the source or destination of data flowing into and out of a program through a file named in the closure. Such control is necessary if a program is to be confined [4] 1.
In order to support closure in the manner described it must be possible to succinctly and automatically specify the namespace that is attached to each object. Prospero supports such a specification.
S u p p o r t for C l o s u r e in P r o s p e r o
Prospero is a distributed operating system that is based on the virtual system model [5] and that is presently under construction at the University of Washington. It supports a user centered view of the objects and services available on a network. Each view is called a virtual system. Tools are provided to help users customize and organize their views of the world. Among these tools are filters and union links 2.
A virtual system is a namespace. Each is identified by a name. In order to form a closure, only the name must be stored along with the attached object. This succinct representation makes support for closure possible. An attached virtual system is one of the many file attributes that is supported by Prospero.
Support for closure is being added to Prospero. Once a virtual system has been associated with aA program is confined when data is not leaked (placed in locations not intended by the user). 2A filter is a program that can modify the results of a directory query where the path for the queried directory passes through the filtered link. A union link allows the results of a (possibly filtered) query of the linked directory to be merged with the contents of the directory containing the link. each object, all that is needed is a mechanism that will, for each process, keep track of the virtual systems associated with the user, the running program, and all open files. The name resolution mechanism can then be modified to allow the programmer to specify the virtual systems to be searched when resolving a name.
