Integrated Design Systems (IDS) represent integration of broad range of high delity knowledge from expert sources in near real time to synthesize and re ne design and product realization. Such a system should result in an order of magnitude reduction in product realization time. The characteristics of IDS are: coordination of asynchronous design activities; con ict management; interoperability among heterogeneous software and hardware environments to accomplish an e ective collaborative computational system, and to provide tools to facilitate human designer's participation. Due to the constant evolution of software tools and techniques, IDS should be able to accommodate changes easily.
Introduction
In an increasingly global market, the need for more e cient design methodologies is driven by the requirement to introduce new, cost e ective products into the market quickly. This is especially true in the aerospace industry, where the shrinking defense budgets and international competition are forcing manufacturers to reduce the concept{to{delivery time for products signi cantly. In order to achieve these objectives, integrated design systems, which incorporate high delity analysis, experimental testing, manufacturing and cost information at the design stage, have been proposed. Such systems enhance the probability of creating high quality products, without cycling through the prod- uct redesign iterations. The use of multidisciplinary knowledge at the product development stage early in the product life cycle presents opportunities for signi cantly impacting the product cost and performance. By catching design errors early, downstream re-engineering costs can be greatly reduced. Proper communications and technology transfer can also result in cost saving innovations or infusion of new technology in the designs.
However, as the tools in the integrated design environment increase in both numbers and sophistication, the ability to use these tools e ectively becomes increasingly di cult. In order to use high delity analysis and manufacturing tools at the design stage, the designers need to communicate with domain experts and their tools, which may be geographically dispersed over heterogeneous computing platforms. The ability to e ectively communicate between diverse tools is thus strewn with technical di culties and ontological issues which impede the integration process.
A major di culty is the number of proprietary software systems and data formats. With the advent of the world wide web and technologies, such as MIME and SMTP gateways, the barriers to raw data transfer are coming down. However, data interoperability still remains a major factor in any large design activity. The ability to transfer information, not just raw data, from one analysis domain to another is complicated by di erent semantics and time scales. From the design perspective, we need to ensure semantic interoperability, which includes design rationale, ontological issues and other meta data. This data is either not captured by present systems or often lost in data translation. Network collaboration is an important part of the integrated design and analysis process. Currently, there are commercial software products that overcomes many technical barriers of multi{location collaborative design. However, these tools provide only the basic communication channels and point{to{ point connectivity between speci c applications, which are not su cient to meet the complex requirements of an integrated design architecture. As the product design process becomes more decentralized and there is proliferation of new software and hardware systems, the need for a exible solution, capable of handling the variety and changes, for integration is acute.
Recently, agent based architectures are being increasingly used to control and coordinate complex systems. Agents are de ned as autonomous entities, either hardware or software, which perform tasks in order to achieve an overall system objective. These agents possess intelligence in the form of individual goals, beliefs and/or learning mechanisms. Intelligence in an agent permits the agent to be pro{active in performing tasks and communicating with other agents instead of being purely reactive to the system state. The autonomous characteristic of an agent refers to the self contained computational capability to carry out tasks without external support. Thus, the design of an individual agent can be changed without propagating the changes to other agents. The agents may be mobile, allowing them to migrate to di erent locations in order to perform the tasks. Mobile agents can move from one context or operating environment to another, performing its tasks locally while maintaining its identity. The asynchronous nature of the agents allows them to run simultaneously with other agents in their own environment or context. Several applications of agent architecture have been reported in the areas of robotics, manufacturing and distributed computations.
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Agents provide a means for developing a exible, intelligent architecture for integrating design, analysis and manufacturing tools. The agents provide customizable interfaces to large and diverse data sources. Agents also provide ways to standardize data access by placing a software layer between the user and the data. The need for proprietary interfaces to information sources can be avoided by abstracting the user from the data. By using network based agents, the information residing on a remote host or a server can be accessed by multiple users.
Mobile agents provide speci c advantages over traditional software by providing the ability to intelligently query the information directly at data storage location. Thus allowing high bandwidth communication between the data storage client and server. This dramatically reduces network load and query times. Agent mobility also decentralizes the computing requirement of the client software platform, by o oading tasks to other machines. This distributed nature has both, performance and fault tolerance advantages, over traditional architectures. 4 Mobility also allows the agents to gather information and provide services across Inter, Intra, and Extra nets spanning several organizations. The world wide web technology provides an infrastructure for mobile agent platforms, as well as developing a wealth of interoperability tools for integrated design systems.
Agents can provide an e cient architecture for integrated design systems by encapsulating both data and process intelligence into a mobile package. When deployed on the web, these agents can facilitate decentralized collaboration between di erent design and analysis tools.
This paper presents a Multi Agent Design Architecture (MADA) model which provides a framework for an integrated design system by enlisting the use of mobile software agents. The paper is organized as follows: the next section gives the background of the development of integrated design systems and presents an overview of the some of the e orts currently underway in the aerospace industry. The following section describes the MADA model in detail, giving the speci cs of software layers and the MADA agents. The next section presents an implementation of the MADA model for a High Speed Civil Transport (HSCT) aircraft exhaust nozzle. Each of the domain speci c tools and their integration in the multi{agent architecture are described. The paper concludes with a discussion of plans for enhancing the capabilities of MADA.
Background
The general concept of an integrated environment for product realization has evolved steadily for several decades. The term product realization, in the context of this discussion, is de ned as the description, design, manufacture, testing, and life cycle support of a product. Traditionally, product realization occurred in distinct phases: de nition, design, manufacture and product support. Each phase involved activity by distinct engineering disciplines, such as uid dynamics, materials science, structural analysis, machine design, electrical design, and process design. Each of the process phases, and each of the engineering discipline, were characterized by di erences in time scales, ontologies, information formats, analytical techniques and communication media. These divisions among project phases and engineering disciplines resulted in ine ciencies in the product realization process. The fundamental cause of the resulting ine ciency in the process was the problem of communication and coordination among these project phases and engineering disciplines.
In the past few decades, increasing attention has been paid to a total system approach in the management and engineering of large and complex development programs. The techniques of system program management introduced the organizational concept of a dedicated, cross-disciplinary matrix of people and resources, drawn from the traditional engineering and support disciplines. As the systems approach to the engineering of complex products evolved, the discontinuities between the project phases, most notably between design and manufacturing, proved to be a major impediment to e cient product development. This observation led to the development of project management and systems engineering approaches that have been referred to as life{cycle development, total package procurement, design for manufacture and concurrent engineering. The essence of these approaches, perhaps best expressed by the term concurrent engineering, is the early consideration of all the functional requirements and system constraints in the product life{cycle. The requirements and constraints arise due to the customer's needs, engineering requirements, manufacturing constraints, and the constraints imposed by testing, operations, maintenance, training, supply, safety, salvage, and all of the other elements of a system life{cycle.
Recent trends
While the practices of concurrent engineering have improved, the communication and coordination among project phases and engineering disciplines in product development needs considerable improvement. The driving forces behind the need for further improvement in the product realization process are coming from both the government and commercial sectors. In the government procurement sector, there is a need, in the light of declining budgets, to improve both the acquisition decision process and the development/procurement process. In the commercial sector, competition requires shorter product cycle times, while improving product quality with the best and latest technology.
In response to these recent business pressures on the product realization process, there has evolved a re nement and extension of concurrent engineering that is referred to by several terms, such as product realization, integrated product and process development, or integrated design systems. The fundamental goal of the new approach is to improve the engineering of complex systems by improving communication and cooperation among the various project phases and engineering disciplines. Implementation of this new approach has involved several elements:
1. Immersive engineering environments, wherein the entire product team has access to all the product and process information needed for each team member to complete their task. 2. Common user interfaces, such as a web browser interface, to coordinate access to project information gathered from diverse sources. 3. Common data formats, which permit the integration of di erent information. 4. Integrated communication and data processing. 5. Integrated analytical and process management tools for collaborative engineering.
Examples of Integrated Design Systems
This section presents an overview of some of the integrated design e orts currently underway in the aerospace industry. This list is not exhaustive and is provided to acquaint the readers with the state{of{ the{art in the area.
Lockheed Martin Tactical Aircraft Systems is developing a comprehensive integrated design environment to support their participation in the Air Force Joint Strike Fighter program. 5 The Lockheed Martin Virtual Product Development Initiative (IPDI) is developing a virtual modeling, simulation and design environment that has the goal of improving competitiveness in the initial phases of the a ordability{driven DOD acquisition environment. This initiative is directed to the improved functioning of a multidisciplinary product team. Thus, a major component of the IPDI is a central database, a product data manager, which is accessed through a common browser interface. Analysis tools are being integrated in an open architecture to link with the common database. This architecture will also include visualization tools, and access to enterprise knowledge available at many other company locations, such as company best practices in design engineering.
Boeing (formerly McDonnell Douglas Space and Defense Systems, Huntington Beach), developed an integrated design infrastructure to provide engineering tools and processes which support their integrated product teams. 6 Their motivation was to improve design integration during the early conceptual phase, when sensitivity to new technology and design changes is greatest.
The Boeing concept is also based on using a browser interface to provide access to various analysis tools and enterprise databases. This environment also provides communication capability for coordination of engineering decisions and actions. The CAD tool provides a master solid model database, which is accessed by all other elements of the system. STEP standards are also being applied to the geometry data. A virtual reality facility provides the capability of accessing the geometry database for y-through inspections to check clearances, form, t and function. The Boeing system also provides a product data management system, with access to legacy databases such as material and parts libraries. Work ow analysis is also included in the system, providing con guration and interface control, and versioning and sign{o capability for design changes. Under development is a capability for uni ed interaction of the CAD and nite element/structural analysis tools. One of the future goals of these developments is to extend the design environment to include manufacturing process and assembly simulations.
Boeing Information, Space and Defense Company, Seattle, through its participation in the DARPA RaDEO (RApid Design Exploration and Optimization) program, is developing an integrated design environment that emphasizes standardization of database and data exchange formats. The objective of this program is to demonstrate how diverse analytical tools, including CAD, uid mechanics and structural analysis, as well as non{analytical information, such as requirements traceability and manufacturability, can be integrated into a standards{compliant, application{ neutral, object{oriented design environment.
The operation of the system involves translation of the application speci c outputs of the various tools into a neutral, object oriented data format that is stored in a common data base. These data objects can be recalled by other analysis applications. Upon receipt of such a request, the data objects are translated into a form that can be used by the requesting application. Through the supervision of the database control program, diverse applications can exchange information.
The National Institute of Standards and Technology (NIST) Design Repository Project, is developing a modeling framework for the representation of artifacts in a design database. 7 Their emphasis on an object{oriented, application{neutral representation scheme for product data in an integrated design system is consistent with the central importance of the product and process information base.
The NIST development provides an object-oriented modeling language that transcends the traditional geometric modeling format to include form, behavior and function. Their work acknowledges that standards for geometry representation (STEP AP203) are much further advanced than standards for non-geometric information. They provide language formalisms to describe data objects, and a representation language that for linking these objects in to an artifact model The NIST development also includes a suite of tools for implementation of the object oriented design database concept, including commercial object{oriented databases, an information browser for a user interface and visualization capability.
The distinction between MADA and other integrated design system implementations is in the underlying paradigm for accessing the product information reservoir. In most of the systems described above the common information reservoir exists in an intelligent database. In MADA the information reservoir remains distributed in the analysis tools and environments in which it is generated. The exchange of information is not conducted through a central database, but is brokered among the distributed, tool{centered collections by intelligent agents. Thus, MADA provides an open architecture, in which the details of application programming interfaces and application{speci c data formats are transparent to the user. MADA provide seamless integration, coordination and cooperation among diverse analytical tools, which can be changed with minimal impact on the system operation. MADA also presents a single, user{friendly interface for accessing the entire range of design processes and data.
System Architecture
The MADA environment is composed of domain speci c tools, agents and the environment in which the agents reside. The architecture is designed using a multi-layered approach, isolating the complexities of one technology from another. This approach gives the system exibility to change tools and applications without disrupting the entire system.
The MADA agent system is designed using object oriented and layered programming techniques. Close attention is paid to conforming to standards and abstracting proprietary system requirements where possible. This gives the environment exibility to adapt to the changing technologies without major changes. MADA needs to operate in heterogeneous computing networks and therefore must utilize technologies that facilitate interaction between diverse operating platforms. The MADA environment uses Java as its core language and inherits many key features from it, including the ability have the environment run on any platform that has a Java Virtual Machine (JVM). 8 Remote Method Invocation (RMI) is a technology that enables Java applications to invoke methods remotely through a lightweight Applications Program Interface (API). This technology provides the basis for agent subsystems to be mobile in non{proprietary ways. Java and RMI by themselves only provide the means in which heterogeneous, mobile agent systems can be built. An agent management system or Multi Agent Facility (MAF), on the other hand, provides a common set of resources and services for mobile agents, such as mobility tracking, data persistence, message passing, naming services and life-cycle support. Individual agents exist in the MAF environment. MADA uses the Aglets MAF environment, developed by IBM, which provides the required services. 9, 10 The MADA agent system uses a agent messaging language called KQML (Knowledge Query and Manipulation Language). 11, 12 All inter agent communications are accomplished by using KQML. This give the MADA system the ability to interact with other third party agents. This messaging system can also isolate agents from versioning problems since they contain all the code needed to complete a transaction. In order for the agents to cooperate, they must interact with each other in a meaningful manner, or in other words, interact socially. Therefore, it is not su cient just to have communication pathways provided by the MAF between agents, but the agents need to be able to convey intent and goals. KQML provides a means to transfer this information between agents. This is another instance of the layering approach in the MADA environment. As long as the MAF provides the basic messaging capability, the underlying technology used in MAF is transparent to the user and does not have signi cant impact on rest of the architecture.
The agent based nature of the system provides a distributed data model. Information required by the tools is managed, transferred and stored by the agents themselves. This gives the system some degree of fault tolerance, as data can be replicated or reproduced by upstream information and practically eliminates the need for centralized data stores which can be a system bottleneck.
Software Layers
The MADA framework can be decomposed into multiple layers, with di erent agents embodying one or more of these layers. The details of MADA software layers are shown in Figure 1 .
The rst layer is the Application Program Layer (APL). APL is where the majority of the domain analysis occurs. Currently in MADA, the APL consists of software packages, such as Pro{E for CAD, MARC for FEM, CAM for manufacturing analysis, Oracle for databases, and several proprietary analysis packages for aerodynamics analysis, acoustics, multidisciplinary optimization and virtual reality rendering.
In order to interface the application programs with MADA, they must have a direct connection to the Java Virtual Machine (JVM) to facilitate data transfer. This is accomplished by creating dynamic scripts or linking shared libraries, which connect the applications to the JVM. In the case of dynamic linking, the connection is accomplished by using the Java Native Interfaces (JNI). This interface is shown in the CAPI portion of Figure 1 . This connection is the pathway along which commands and data ow occurs. The direct connection provides an e cient and exible way to communicate with application packages. Several commercial application packages provide developer libraries which can be used to invoke the application's functionality through the use of public APIs. Pro{E, for example, has Pro{Developer libraries which allow data access. This method of data connection is more stable than dynamic connection scripts which are prone to errors.
Once the data connection is made, a Java interface (JAPI) is used to standardize the method in which the agents store Design Instance Information (DII). The DII represents the parameters or data related to a speci c instance of a design iteration. The JAPI also provides a standardized method by which application procedures can be invoked. For example, the parameters involved in producing a design geometry, such as the length and thickness, would be used by the JAPI to interact with the CAD tool, in order to generate a detailed geometric speci cation. The product neutral APL interfaces are designed to facilitate plug and play capabilities. This layer provides the atomic operations on data. The agents interact with this layer, and are thereby isolated from the application software.
The software tools are wrapped by a Java class (JApi) to provide both the agents and the software tools with a set of services. These services provide information about a running software tool and its information requirements, such as the relationships between input and output parameters. The Java wrapper stores data related to a speci c run (instance data) of the software for use by the agents. This is where all the instance speci c information is stored. The tool agent only manages requests for access to instance data. If the software tool has its own set of APIs, this class is used as a transfer and storage point between the Java Virtual Machine (JVM) and the software native operating systems libraries.
Agents
When referring to agents it is necessary to clearly de ne their context and properties. The term agent has di erent interpretations and is used in many contexts. There are may terms that convey the de ning characteristics of an agent system. The de ning characteristics for the agents in the MADA framework are 1) autonomous, 2) mobile, 3) asynchronous, 4) intelligent, and 5) social. 13, 14 Autonomous agents are self{contained and independent from their environment. They have the internal computational capability to carry out tasks on their own, without external support. The agent's intelligence is local and does not rely on other entities for support, other than required inputs. 15 This ability allows the agents to exist on diverse hardware and software platforms with minimal support. Mobility in an agent is the ability to move from one agent environment or context to another while maintaining the code and state information. The agents must be able to control their movement within a community of envi- The asynchronous nature of agents allows them to run concurrently with other agents in their environment or context. This is usually accomplished by running them in their own thread, separate from their creator or dispatcher. 9 Intelligence in an agent is the ability to be both reactive and pro{active in its environment. 15 This intelligence can be represented by internal goals and agenda systems. The agenda system provides a personality to the agent and allows it to accomplish tasks on behalf of the user. The social nature of an agent is ability to communicate and interact with other agents in their environment. This characteristic allows the agents to accomplish tasks and goals by interacting, and possibly collaborating, with agents residing at the data repositories, application tools and user interfaces.
MADA is a community of agents, residing in the MAF environment, which represent a collection of tools, knowledge and procedures required for collaborative design and analysis tasks. The MADA model contains four distinct software entities, 1) facilitator agents, 2) worker agents, 3) tool agents, and 4) APIs. The facilitator agents and the worker agents provide a way of converting the user's goals into manageable and coordinated tasks. The tool agents and back{end APIs provide an abstraction layer, which allows the application programs to consume and produce information in a common data and command/communication infrastructure. Specialized worker and facilitator agents interact with multiple tools, thereby providing the means for inter{application collaboration.
An application software may provide analysis which requires input information from multiple sources. The tool agents provide the necessary intelligence to ensure complete and valid DII sets. The tool agents present information to the rest of the MADA agents though a KQML interface. The tool agents reside at a particular node or application location, and manage the input/output requirements of application software in order to accomplish tasks required by the design process.
The tool agent resolves any missing data by utilizing the services provided by the DII's corresponding JAPI. Information contained in the Product Data Repository (PDR) is retrieved at this point. Once a DII set is complete, it is cached and is available for retrieval. If any other agents have requested that DII, they are noti ed when the information is complete. The tool agent is 6 of 11 only concerned with a speci c instance of information and its internal dependencies. The tool agent does not contain any design knowledge or rationale. The tool agents use a data wrapper around the applications, thereby isolating their proprietary requirements from the system. Tools with similar computational ability can be exchanged with little or no need for system redesign.
The shared PDR is a database that contains pieces of data which are too large for the agents to encapsulate. By storing this data in a centralized location, large multiple instances of the data can be replaced by simple references. The PDR can also be used to track the design history, control design revisions, and reconstruct the entire iterative design and analysis process.
Once a design instance information is in the agent environment, it must be managed and transferred between di erent applications. A class of agents, called worker agents, are created to handle the information transfer. The worker agents contain speci c information about individual tool agents and can transfer information between two or more application packages. The worker agents also provide simple data translation services, such as unit conversion. The worker agents monitor any design con icts or errors that occur within the tool agents. These agents possess knowledge only about information dependencies of di erent domains.
The job of sequencing and assembling these tasks, so that the result is a valid product design, is accomplished by the facilitator agent. The facilitator agent controls the life cycle of the worker agents. The facilitator agent takes a design request and translates them into individual worker tasks in order to accomplish an overall design. The facilitator agents contain speci c design knowledge about the product being created. This knowledge is obtained by coding parameter maps, which determine the information ow required by the worker agents. The facilitator agents can spawn worker agents to transfer data from one tool agent to another. Based on the data dependencies, the facilitator agents can also spawn worker agents in parallel to take advantage of the distributed nature of the MADA framework. The facilitator agents collect the necessary information from the worker agents, including the design con icts and failures. Thus, a facilitator agent produces a single design instance from the input information available, characterized by a set of input parameters and design constraints. All the design knowledge reside in the agents. Hence, the agent creation represents a crucial task in the MADA framework. The facilitator agents are created by the user input interface if only one iteration is needed. In case multiple iterations are required, the Multidisciplinary Design Optimization (MDO) routines can create multiple facilitator agents with di erent input parameters to explore the design space.
Message passing between agents is accomplished though a message bus or blackboard system using the KQML protocol. Worker agents broadcast information to be resolved by tool agents and subscribe to updates on that data. The tool agents listen for data from worker agents and run any calculations necessary to satisfy the needs of the worker agent. The messages are composed of ASCII encoded transactions containing data or requests for data.
Implementation
The purpose of the following example is to demonstrate a product realization process using the MADA framework. The design of an exhaust nozzle operating at supersonic Mach numbers, reminiscent of a High Speed Civil Transport nozzle, is chosen as an example. The individual tools used in the integrated design system are kept simple enough to run e ciently on desktop computers with low cycle times. However, the MADA framework is capable of accommodating more complex tools, such as CFD, NASTRAN, etc. Even with the simple product chosen the communication and coordination between di erent tools remains suciently complex. The issues of scalability of the MADA architecture to complex products and assemblies, such as fuselage or wing, are being currently examined.
The di erent tools used in the integrated system for the nozzle are 1) aerodynamics tool, 2) geometric design tool, 3) nite element analysis tool, 4) manufacturing tool and 5) multidisciplinary optimization tool. The following paragraphs outline the functioning of the speci c tools in the MADA framework.
Aerodynamics Tool
The purpose of the aerodynamic tool is to determine the changes of ow properties inside the nozzle. A simple one-dimensional isentropic ow analysis, that describes with reasonable accuracy the global characteristics of the ow inside the nozzle, is used. Assumption of sonic ow at the throat gives raise to to an area-Mach number relation that relates the Mach number at any location in the nozzle to the ratio of the local nozzle to the sonic throat area. An ideal expansion at the nozzle exit is also assumed in the analysis. The ambient conditions, nozzle pressure ratio (NPR: stagnation pressure/ambient pressure) and the temperature ratio (TR: stagnation temperature/ambient temperature) are speci ed as the initial nozzle parameters. In practice, the turbine outlet conditions are typically known before the design of a nozzle is initiated. The performance of the nozzle is then characterized in terms of the NPR and TR. For a given throat area and exit nozzle angle, the length of the nozzle was calculated. Three di erent exit geometries (axisymmetric, rectangular and diamond shape) were considered for the design. Although, the aerodynamic analysis carried out here is relatively simple, the values of most of the important ow parameters inside the nozzle, such as the pressure and temperature on the nozzle walls are captured adequately. This is the rst tool used by the nozzle design facilitator agent.
Geometric Design Tool
Pro-E is used as the geometric design module. After the CAD tool agent receives the nozzle parameters from the facilitator agent, the data is used to generate the part geometry. The geometry is generated using Pro{E trail les, which give a parametric de nition for each of the three nozzle exit geometries. The output of the geometric design tool is stored in IGES format. The part geometry le provides the base model for all other analysis tools to work on.
The geometric description of the nozzle is also stored in a 3 dimensional VRML format, thereby presenting a standardized viewing platform. To enhance the platform independent nature of the environment the the Internet 3D standard VRML2.0 was used. All visual data to be presented to the user is converted from its native representation into VRML. In the current implementation, STEP geometry is converted to VRML by an agent which uses a third party translator service located on the Internet.
Materials and Finite Element Analysis Tool
To achieve an optimal product design, the selection of materials plays a crucial role. In the context of current design practices, this important step is carried out largely from the experience of the materials engineer in consultation with the engineering mechanist and the manufacturing engineer. This poses a major threat to the rapid deployment of evolving but promising candidate materials and manufacturing methods. The materials system can be chosen from a range of metals, ceramics, plastics in monolithic or composite form. They are largely decided based on the physical, chemical, thermal and mechanical properties apart from cost and manufacturing considerations. In the context of MADA environment, we have established a material data base MATDAT comprising wide range of materials relevant to the design of aerospace components operating under elevated temperature and severe loading conditions. MATDAT, when accessed through JAPI, is able to suggest the right material in addition to providing all the required thermomechanical data (Youngs modulus, poisson ratio, thermal conductivity, thermal expansion, yield strength, inelastic constitutive law), and allowable limits (e.g., maximum von Mises stress, allowable fracture toughness, maximum strain limits). This data is not only essential in the analysis stage but also in driving the iterative design solutions based on cost and weight considerations.
In the present case of the nozzle, three separate geometric designs are considered, with many design iterations within each of the geometry. The nite element analysis tool uses MARC and MENTAT packages. When the facilitator agent triggers the MARC tool agent, the preprocessor MENTAT accesses the geometric data generated by the CAD software (Pro-E). MENTAT discretizes the domain using bilinear thick shell elements. This element is speci cally chosen since it can model variation of thickness and pressure loading both along the x-and y-directions. The element is based on membrane and the formulation captures both displacement and curvatures essential for nonlinear analysis, but still inexpensive compared to full 3D elements. About 800 elements are used in the analysis and the pressure loading is directly input from the aerodynamics module. Though automatic mesh enrichment and remeshing are essential for capturing sharp stress gradients, they are not needed for the current problem. The nite element code MARC is invoked automatically once the mesh generation and boundary conditions are available. MARC analyzes a given design con guration and evaluates the maximum stress, strain, displacement and the speci c location. The actual stresses in the nozzle compared to the allowable stress supplied by the MATDAT then determines the next design based on the goals speci ed in the multidisciplinary optimization module.
Manufacturing Tool
The manufacturing planning tool in Pro{E is used in the current implementation of MADA. The manufacturing tool agent receives the geometry and material data from the facilitator agent. The output of the manufacturing module is a set of numerical control tool paths for generating the required geometry and an estimate of the total manufacturing time. In case of manufacturing errors or infeasibilities, the tool agent alerts the facilitator agent, which can initiate a new design instance with proper corrective actions.
The manufacturing module provides a time estimate, which in addition to the material selection module can be used to estimate the manufacturing cost for the design instance. This information is used by the multidisciplinary optimization tool to determine the quality of the solution generated.
Multidisciplinary Optimization Tool
Multidisciplinary design optimization routine contains global knowledge of the system. This information is not as detailed as the knowledge contained in the facilitator agents, as it pertains to the critical performance metrics for evaluating the design instances. The multidisciplinary optimization routines create the facilitator agents with speci c parameters and evaluate the resulting designs. The designs are re ned via an iterative process, based on the optimization routines used. A specialized sub{gradient search procedure is used to guide the optimization in the present implementation of MADA. The asynchronous, distributed nature of the MADA agents allows several design instances to be created simultaneously. Thus, the multidisciplinary optimization routines drive the entire system. They manage both design con icts and constraints. The optimization routines monitor the facilitator agents and the design instances. If a speci c design instance violates a constraint, is it is removed from consideration. However, this information is used to initiate another design instance, which is within the feasible region. Thus, by monitoring intermediate data the multidisciplinary optimization routines can also detect con icting design goals and alert/query the user for explanation.
Design history is preserved by storing input and output parameters in the persistent data store. Any data that cannot be re-created by invoking tools is stored here along with the resultant outputs and actions. This way the designers, as well as the optimization routine, can use the information to review and search the previously explored design space. This reduces the need to processes the data again. Designers can annotate design instances to provide design intent information.
As the design evolves, the related information is fed into a virtual environment, where the user can monitor the progress and, if necessary, modify or halt the process. This environment provides an user friendly interface to the product data and allows the user to control the design process. Figure 3 shows the overall operation of the MADA architecture. The example shown in the gure is of a square nozzle con guration. The rst window shows the input worker. The following images show the MAF environment, the nozzle geometry in Pro{E, the NC tool path simulation, FEM analysis in MARC, andnally the VRML realization of a feasible nozzle design.
Future Work
The current implementation of the MADA environment has static knowledge encoded in the layers and agents. Systems, such as neural nets, expert systems, or other arti cial intelligence tools, can be used to enable the agents to obtain knowledge dynamically and learn intelligently about the environment as the system evolves. Software utilities could be created to reduce the work needed in making the data connection between the tool agent and the application programs. The addition of a strong link between the tool agents and the application programs would provide larger domain for MADA implementation.
The current methods used to implement the transfer of information from the APL to the JVM involve scripts and proprietary library interfaces. As the Java matures, object interface products can be used to connect Java to existing application data communication protocols. These technologies, include Network Object Linking and Embedding (N-OLE) and CORBA.
The future extensions of the MADA environment will address the scaling and communication issues for complex products and assemblies, such as fuselage and wing designs. 
