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 Summary 
This project elaborates link drivers for the ADSP-21992. They are link drivers for Analog to 
Digital Converter (ADC), Encoder Interface Unit (EIU), Auxiliary PWM and the Control Area 
Network (CAN) bus. All link drivers are derived from the abstract LinkDriver class available in 
the CT Library. 
These link drivers are applied to a DC motor speed control with the PID Controller. This 
project will use two ADSP-21992 EZ-KIT LITE boards (evaluation board). 
There are two configurations, i.e. one-way and two-way configurations. For the one-way 
configuration, board 1 reads reference signal (from ADCLinkDriver) and actual speed (from 
EIULinkDriver) then send the difference between those two to board 2 via CAN bus 
(CANLinkDriver). Before sending this data to board 2, board 1 send synchronization pulse to 
board 2 to write PWM value. Upon receiving this data, board 2 calculates the PID Controller 
output, then wait for synchronization pulse from board 1. There is only one communication 
between two boards. 
For the two-way configuration, board 1 reads value from ADC and encoder, actuates the 
PWM by writing PWM value and sends the difference between reference signal and actual speed 
as in one-way configuration. The process on board 2 is almost the same as in the one-way 
configuration, except the result is not written to PWM but to CAN bus. 
The main issue is the highest sampling frequency for each configuration. The sampling 
frequency also depends on the CAN speed. Therefore, this is presented based on the CAN 
speed. 
From the experiment, it can be concluded that sampling frequency depends on the CAN 
speed. The relationship between CAN speed and sampling frequency is not linear. This is due to 
the fact that reading data from ADC and EIU (encoder) do not depend on CAN speed. 
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Chapter 1 
Introduction 
1.1 Background 
This report is a result from my Embedded System Realization Project course. My assignment is 
to use a link driver concept in the CT Library proposed by Gerald H. Hilderink in a real 
application. The idea to make a demo for mechatronic engineer that a link driver concept of the 
CT library is useful. 
The CT library is offering an API (Application Programmer Interface) of occam programming 
in a popular programming language, enabling general purpose microcontrollers to do certain 
parallel processing in a structured way, that allows formal checking. Indeed, when one processor 
is used this is not the real parallel processing. In the CT libraries scheduling and multithreading 
concepts give illusion of real parallelism. Therefore, from outside point of view, the processes 
look like to run in parallel. The CT library is available for Java (the CTJ), C (the CTC) and C++ 
(the CTCPP). 
For this library, Hilderink proposed an idea about decoupling the hardware-dependent part from 
application, i.e. using the ‘link driver’ concept. For the same application but different hardware, 
programmer only changes the hardware dependent part, the others parts of software remain the 
same (Hilderink et al., 2000). 
This project provides a demo system for a future user to show how the CT library can be used, 
especially the link driver concept, in a real application. Two boards of the ADSP-21992 EZ-KIT 
LITE are used. Those board communicates to each other via CAN bus. For this purpose, 
CANLinkDriver will be used. This project also needs other link driver, i.e. ADCLinkDriver (to 
deal with Analog to Digital Converter), EIULinkDriver (to deal with Encoder Interface Unit) 
and AuxPWMLinkDriver (to deal with Auxiliary Pulse Width Modulation). 
The plant itself is a DC motor with an H-bridge circuit as its driver. There is a controller, which 
will set the DC motor to the desired speed. The PID controller receives reference signal and 
reads the actual speed of the motor, then sends an action signal to the motor driver. 
Two configurations are explored here. The first one, as shown in figure 3.1a, is using one board 
to read reference signal and actual speed, send synchronization pulse to the other board then 
send the difference between reference signal and actual speed of the DC motor. The result is 
sent to the other board via CAN bus. The other board will steer the DC motor after receiving 
the synchronization pulse by writing a PWM value then read data from CAN bus. Board 2 also 
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calculates the PID controller action and wait for synchronization pulse again. Therefore, there is 
one-way communication. 
The second configuration, as shown in figure 3.1b, is using one board to read the reference 
signal and actual speed of the motor, write a PWM value for the DC motor, then send the 
difference between those two signals to the other board via CAN bus. The other board 
calculates control action and sends it back to the first one via CAN bus. Upon receiving this 
action signal, board 1 repeats this cycle again. For this configuration, two-way communication is 
needed. 
The expected result is to get the maximum sampling frequency for both types. The main factor 
that causes different maximum sampling frequencies in those configurations is the latency of the 
CAN communication. 
1.2 Constraint 
This project will use the PID Controller to control the speed of the motor. The discussion will 
not go into the detail design of the PID controller, since the main goal is to apply link driver 
concept in a real application. The plant for this project is LINIX. The H-bridge motor driver is 
taken from the ARTY project. 
1.3 Outline of  the report 
Chapter 2 gives explanation about background used in this project. Information about the CT 
library, the CAN bus, the ADSP-21992 EZ-KIT LITE and its peripherals can be found here. 
More detailed explanation will be found in (Ferdinando, 2004). The explanation about 
VisualDSP++ closes this chapter. 
Chapter 3 carries out the implementation for both hardware and software. For hardware part, it 
uses existing H-bridge PWM motor driver from the ARTY project (Engelen, 1999). The 
description of implementing a reference signal from a simple potentiometer and an adjustable 
voltage regulator also become part of this chapter. The software part begins with the link driver 
implementation; this is the heart of this project. This chapter also provides information about 
ADCLinkDriver, AuxPWMLinkDriver and EIULinkDriver for ADSP-21992. This chapter ends 
with integration between hardware and software part. 
Chapter 4 presents the experimental result for the one-way and the two-way configuration. The 
data presented here are the maximum sampling frequency versus CAN speed. 
Chapter 5 draws some conclusion and recommendation for this project. Some future possible 
developments for this project are also presented here. 
Appendix A and B are given for completeness of this report. Appendix A presents the link 
driver code for this project while Appendix B gives all processes code in this project. 
Chapter 2 
Background 
2.1 CT Library 
Historically, the CT Library came from the CSP (Communicating Sequential Process) concept 
and the occam programming (Hilderink et al., 2000). The occam programming language was 
made to enable a structured way of parallel processing on one specific processor, namely the 
transputer. Occam basic building blocks (constructs, channels and processes) are process based 
on the CSP algebra. This feature yields possibility to use formal checking to verify 
multithreading problems. The idea is to implement the occam programming in a popular 
programming language, since after the transputer disappeared from the market, people cannot 
use Occam programming in applications anymore. 
The CT (Communicating Thread) library made by Hilderink, is the API (Application Programmer 
Interface) offering same functionality as Occam. There are three libraries for CT, i.e. CT for Java 
(CTJ), CT for C (CTC) and CT for C++ (CTCPP). This thesis will use CTC. 
The CT library consists of a hardware-dependent and a hardware-independent part. In case there 
is a need to use hardware not already supported by library, the user needs to write his own 
hardware-dependent parts. The hardware-dependents part are the context switch (it depends on 
the architecture of the processor) and link driver (codes for all used peripherals and 
communication links on that processor, such as fieldbus, ADC, PWM, DAC, etc.). Both are 
different. This project is focused on the link driver concept. Therefore, only this part will be 
explained here, although the CT library uses the context switch in its operation. (Ferdinando, 
2004) provides general overview of the context switch. 
Channels in the CT library deal with the communication between processes in a single processor 
as well as multi-processor. In both cases, channels are the path for communication among the 
processes. Without channels, processes cannot communicate to each other. Therefore, channel 
is very important in the CT library.  
A Local Channel will use shared memory, while a peripheral or remote channel will share the 
peripheral driver (Hilderink et al., 2000). Inside the channel, there is an option whether that 
channel will use a link driver or not. If a user chooses to use link driver for certain channel, then 
the read() and write() methods in that channel will be delegated to read() and write() methods in 
the specific link driver. All relevant hardware peripherals are supported by such link drivers. For 
a single processor, the link drivers could be for ADC, DAC, PWM, etc. For multi processor, this 
could be a communication link such as an fieldbus. 
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Using this library, a user can compose processes into several construct like in the Occam 
programming. PAR, SEQ, ALT, PRI PAR and PRI ALT constructs are available. 
2.2 The CAN bus 
This is only a brief discussion about the Control Area Network (CAN) bus. For detail 
information, readers are referred to (Robert Bosch GmBH, 1991). (Ferdinando, 2004) gives a 
summary for the CAN bus. 
The CAN bus was developed by Robert Bosch GmBH in 1980s. Originally, the CAN bus was 
developed for automotive industries, but now its application become wider and wider in 
industries.  
The CAN bus is classified to CDMA/CD (Carrier Detect Multiple Access with Collision 
Detection). It means, whenever one node wants to use the bus, it needs to detect first if the bus 
is occupied or not. The detection procedure uses an arbitration algorithm. Figure 2.1 shows the 
arbitration process. 
 
Figure 2.1 The bit arbitration in CAN bus (Kvaser) 
 
The CAN bus uses an ID for messages instead of an address for each node. Therefore, several 
nodes can receive data with the same ID. Data with the lowest message ID will get the bus 
through arbitration process. According to the number of bits for a message ID, there are two 
types of the CAN bus, i.e. 2.0A (11-bit message ID) and 2.0B (29-bit messageID). 
There are several error types in the CAN bus, they are bit error, stuff error, CRC (Cyclic 
Redundancy Check) error and acknowledge error. The bit error actually happens on the 
arbitration process. The CAN bus uses bit stuffing in sending data. It means for every five 
consecutive bits with the same value, one opposite bit is inserted (see figure 2.2). The stuff error 
 
Hany Ferdinando 
 
5 
takes care of an error when this rule is violated. For the CRC, receiver node will calculate the 
CRC value of all bits then compared it to CRC value calculated by the transmitter. If they are 
different, that receiver will send error frame to ask for retransmission. 
 
 
 
Figure 2.2 Bit stuffing in CAN bus (Kvaser) 
 
To guarantee the CAN bus operation, a fault confinement algorithm are made. This algorithm 
deals with the transmitter and the receiver error counter. The value of this counter influences the 
behavior of that node. If the value is between 0 and 127, that node is in active error mode. For 
128 to 255, the node is in passive error mode. When the value exceeds 255, the node is in bus 
off mode. (Robert Bosch GmBH, 1991) explains this in detail. 
2.3 ADSP-21992 
The ADSP-21992 (Analog Device Inc., 2002a) is a 16 bits fixed-point DSP processor from 
Analog Devices. This chip is developed from the ADSP-21990. The main difference is addition 
of the CAN controller. The ADSP-21992 is a complete chip not only for a DSP application but 
also for general-purpose one. This chip is also equipped with the DMA (direct memory access) 
controller. There are three buses inside this chip; they are PM (Program Memory) bus, DM 
(Data Memory) bus and DMA bus. Each bus has an address bus and a data bus. 
Several peripherals are on-chip, namely Analog to Digital Converter (ADC), Digital to Analog 
Converter (DAC), Pulse Width Modulation (PWM) output, Timer, SPI port, SPORT, Digital 
I/O flags, Encoder Interface Unit (EIU) and CAN interface.  
The ADSP-21992 comes with the development kit called the ADSP-21992 EZ-KIT LITE. This 
evaluation board is driven by 16MHz for its operation clock (CLK), although the ADSP-21992 
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chip can be driven with clock up to 160MHz. The peripheral clock (HCLK) is always half of the 
operation clock (8MHz). This information is very important since all timing will be derived from 
HCLK. On this board, there are two connectors for the CAN bus and a jumper to enable 120Ω 
resistor to terminate the network. With these two connectors, user can daisy chained the board. 
The maximum data transfer speed for this board is 111.111 kbps. Detail about this maximum 
speed is presented in (Ferdinando, 2004). 
2.3.1 CAN in ADSP-21992 EZ-KIT LITE 
In the CAN controller inside the ADSP-21992 chip, the data buffers are organized into a 
mailbox. The mailbox consists of buffers for message IDs, size of the data and the data itself. 
There are 16 mailboxes which can be configured either as a transmitter or as a receiver. 
To configure the CAN controller means to set up the CAN speed and set value for the filter 
mask for desired mailbox. This is the main task in configuration mode. The maximum speed of 
CAN bus is 1Mbps, but Analog Device recommends using lower than 1Mbps (Analog Device 
Inc., 2002a). 
ADSP-21992 provides three interrupts for CAN, i.e. transmit mailbox interrupt, receive mailbox 
interrupt and global interrupt. They are peripheral interrupt and mapped to user interrupt. Every 
successful transmitting message from transmitter mailbox, a mailbox transmitter interrupt will be 
generated. When a mailbox receiver receives message well, the CAN controller will generate a 
mailbox receiver interrupt. Global interrupt will handle other events important for CAN 
operation. 
For a transmitter mailbox, the user should write all necessary data first before enabling it. Data 
here refer to message ID for CAN, the size of data in message and the data itself. After all data 
is ready, the transmitter can send it. For every successful transmission, there will be a CAN 
transmitter interrupt (if this interrupt is enabled). This interrupt is only indicating that message is 
transmitted successfully. This is not the indicator that a receiver has received that message. This 
paradigm is very important. Therefore, a user cannot use this interrupt as an indicator that the 
message is received well. Appendix C of (Ferdinando, 2004) showed the result of this 
experiment. 
The best way in using a receiver mailbox is using the receiver mailbox interrupt request to notify 
user that there is a new message saved on receiver mailboxes. If there is a receiver mailbox 
interrupt request, user can read the data inside that mailbox. In that mailbox, user will find data 
length code, the data bytes, and the message ID for ordinary receiver. However, for remote 
frame handling, special request from receiver somewhere is sent. 
(Ferdinando, 2004) explains CAN in ADSP-21992 EZ-KIT LITE more detail. It includes how 
to calculate bit timing for CAN speed and how to initialize CAN module. 
2.3.2 ADC in ADSP-21992 EZ-KIT LITE 
The ADSP board has eight channels of 14-bit Analog to Digital Converter. The channels are 
grouped into two, i.e. A and B for sample and hold purpose. Group A will be channel 0 to 3, 
while the other will belong to group B. P4 provides an input connector to this peripheral. All 
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inputs can be converted in 725ns with 20MHz as a clock. For the reference signal, the 21992 will 
provide internal precision reference 1 volt. For this reason, the ADC can only work in range 
2Vpp (using internal reference). 
(Analog Device Inc., 2002a) describes that user needs to add such a impedance compensator 
circuit but Analog Device has already put all necessary part for the ADC in this evaluation 
board. 
Clock for ADC will be derived from HCLK. User can configure it by filling a value to 4-bit 
ADCCLKSEL in the register ADCCTRL on bit 8 to 11 or it will be written as ADCCTRL[11:8]. 
Value for ADCCLKSEL is [2:8]. Default value is 2. This value will divide HCLK. Therefore, the 
maximum clock is ¼ of HCLK, for this board this is 2MHz. Unfortunately, a user cannot 
choose his own divider. Chapter 19 of (Analog Device Inc., 2002a) will show the possible values 
of the divider. 
To start conversion, the user has four choices: 
? Rising Edge of the Internally derived PWM Synchronization pulse, PWMSYNC 
? Rising Edge on the external CONVST pin 
? Writing to the SOFTCONVST register 
? Rising Edge of the Internally derived Auxiliary PWM Synchronization pulse, AUXSYNC 
The Bit field, TRIGSRC, in register ADCCTRL[2:0] is used to select one of the above sources. 
The SOFTCONVST register is a one-bit register, which causes an event when written to with a 
value of 1 (one) by software. The register will then reset itself after one ADCCLK cycle. 
By default, the ADC will operate in simultaneous sampling mode. It means all channels will be 
sampled simultaneously. User can choose using other mode, i.e. rising edge of the internally 
derived PWM synchronization pulse (PWMSync), rising edge on the external CONVST pin or 
rising edge of the internally derived Auxiliary PWM synchronization pulse (AUXSync). 
Before using this peripheral, user should initialize it first by writing value to ADCCTRL register. 
Here user can select the mode of operation, how to start the conversion, and HCLK divider. 
Other options are for advanced operation. 
2.3.3 Auxiliary PWM in ADSP-21992 EZ-KIT LITE 
There are two channels, 16-bit, auxiliary PWM output that can be programmed with variable 
frequency and variable duty cycle. Those channels can operate either in independent or offset 
mode. Independent mode means the operation of two channels will not influence each other. 
For offset mode, both have the same frequency but the one is delayed from the other. 
Using Auxiliary PWM is easy compare to using timer to generate PWM signal. User just writes 
values to the AUXTM0 and/or AUTM1 to set the frequency of the signal, and then enable it. 
All timing calculation is derived from 8MHz HCLK. With this HCLK, the frequency is from 
122Hz to 4MHz. User can use formula below to calculate the desired frequency. 
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1)(AUXTMx
HLCKPWMfreq +=  
 
The initialization for this peripheral is setting the frequency and operating mode. After this is 
done, user can enable the AuxPWM. 
2.3.4 Encoder Interface Unit (EIU) in ADSP-21992 EZ-KIT LITE 
The Encoder Interface Unit (EIU) in the 21992 has 32-bit quadrature up/down counter, 
programmable noise input filtering and zero marker. Two inputs, EIA and EIB, will accept 
signal from encoder. For the zero-marker, EIU needs input at pin EIZ. This is an option, since 
not all encoder has this facility. 
The operation is simple. EIU will count up/down the 32-bit quadrature counter. It depends 
on the direction. For forward, it will count up and vice versa. To make EIU counts, EIA and 
EIB should be used.  
User can choose between normal operation and frequency direction operation. In normal 
operation, for every pulse on both inputs there will be 4-pulse generated inside the 21992. 
Therefore, user should notice that the value of quadrature counter is always four times the 
number of pulse generated by the encoder. In the other mode, EIA accept frequency signal, 
while EIB accept direction signal. The counter will count due to the EIA, but increment or 
decrement is EIB’s responsibility. 
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Figure 2.3 Functional Diagram of EIU in the ADSP-21992 chip (Analog Device Inc., 2002a) 
 
EIU has Encoder Loop Timer. User can use this loop timer to generate periodic interrupt. 
This interrupt can be use to latch data inside the counter to specific register then read it. Timing 
for this timer is derived from 8MHz HCLK. 
The important thing in the initialization is the initialization will take effect after writing a 
value to EIUMAXCNT_LO. To read encoder value, user must read EIUCNT_LO first because 
it will also latch EIUCNT_HI to certain register. This will guarantee the accuracy of the encoder. 
2.4 VisualDSP++ 3.0 
Software for the 21992 is written in C using VisualDSP++ 3.0 environment. This support tools 
looks like Visual Studio environment. It supports both C and C++ programming language, but 
our licence permits only C program linkage. 
The inline assembly enables user to write assembly code inside the C (or C++) code using 
asm() syntax. This is only for internal registers, which are not mapped in the memory such as 
DAG (Data Address Generator), Accumulator unit, etc.  
The peripheral register is mapped in the memory. For this kind of register, io_space_write() 
and io_space_read() function are used. Before accessing to the specific register, user needs to 
select the page where the interested register is located. Function 
sysreg_write(sysreg_IOPG,<page>) will do it, <page> is the number of the page. The 21992.h 
header file will provide all this definition. 
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Chapter 3 
Implementation 
3.1 General Overview 
The ADSP-21992 EZ-KIT LITE will serve as a controller, to control the speed of LINIX. The 
controller itself is a PID controller. Information from the encoder will be used to calculate the 
speed of the motor; the potentiometer will serve as reference signal; and the Auxiliary PWM will 
drive the motor.  
This project will use two boards of ADSP connected via CAN bus. Those boards will 
communicate to each other by sending certain data over CAN bus and do some control loop. 
Figure 3.1 shows this configuration. 
This project will measure the maximum sampling frequency of each configuration. Since the 
sampling frequency will depend on the CAN speed, it will be interesting to get the relation 
between them. 
There will be two configuration will be elaborated, i.e. one-way and two-way configuration. 
Figure 3.1 shows these two configurations. In the one-way configuration, there will be only one 
direction of data transmission. While for the two-way configuration, two directions of data will 
be used. 
 
 
 
Figure 3.1a System with one-way configuration 
 
 
Embedded System Realization Project – Testing CAN for Robotic Control 
 
12 
 
 
Figure 3.1b System with two-way configuration 
3.2 Hardware Implementation 
Hardware for this project, as shown in the figure 3.2, consists of 
? Potentiometer as reference signal 
? H-bridge as motor driver 
3.2.1 Potentiometer 
On figure 3.2, a Potentiometer (R6) acts as a reference signal. It will deliver a voltage from a 
regulated power supply, LM317, to the ADC unit of the ADSP-21992. When R6 is in maximum 
value, R5 should be adjusted to get 1 volt at ADC channel 1 output. 
3.2.2 H-bridge 
To control speed of the DC motor, one can control the voltage applied to that motor. In 
addition, invert the polarity will change the direction of the motor. In order to generate variable 
DC voltage from digital system, the PWM approach is used. Usually, the current is not enough. 
For this purpose, an H-bridge is used. The H-bridge here is taken from ARTY robot. 
The H-bridge gets its name from the fact that the circuit forms letter ‘H’. With this circuit, one 
can get variable DC voltage by controlling one of the input pin with PWM signal. The other pin 
is for direction. The later pin is not used, since this project relates to speed control. 
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3.3 Software Implementation 
For software implementation, the most important thing is the hardware dependent part, i.e. the 
link driver. The boards will communicate via CAN bus. Therefore, CANLinkDriver is made. 
This CANLinkDriver is simplification of link driver for CAN from (Ferdinando, 2004), because 
it connects two boards only. This project also needs three additional link drivers, i.e. 
ADCLinkDriver, AuxPWMLinkDriver and EIULinkDriver. 
 
Figure 3.3 Class structure of link driver in this project 
 
Hany Ferdinando 
 
15 
All link driver should be derived from LinkDriver class because user’s link driver will be called 
from LinkDriver class. Inside LinkDriver class, there are five undefined methods and user 
should defined them according to the hardware. They are read(), write(), isInputReady(), 
isOutputReady() and isExternal(). The last three method is always return TRUE. The first two 
will carry out the input-output operation. Therefore, before writing link driver for specific part, 
it needs to identify the basic operation first. This will lead into specific design due to the 
hardware configuration. Beside read() and write() methods, user should also put the initialization 
procedure inside this link driver. 
This project will use CTC instead of CTC++ library. For the C programming language does not 
support object-oriented approach, Hilderink mimics the behaviour of object-oriented for C 
(Hilderink) 
3.3.1 CANLinkDriver 
CAN bus is the terminal where data will be communicated. Therefore, there will be input and 
output. Input means process read something from channel, while output is process write 
something to channel. From this, we can conclude that CANLinkDriver will have two methods, 
i.e. read and write. 
For this simple version of CANLinkDriver, only 4- of 16-mailboxes in the 21992 are used. They 
will serve different task, i.e.: 
• Data transmitter mailbox (Mailbox 0) 
• Data receiver mailbox (Mailbox 1) 
• Acknowledge receiver mailbox (Mailbox 2) 
• Acknowledge transmitter mailbox (Mailbox 3) 
For this purpose, only those mailboxes will be enabled. Before using the mailboxes, in CAN it 
needs some initialization. Here is to do list for the initialization phase: 
• To set the CAN speed (Appendix A of (Ferdinando, 2004) explains this) 
• To map the receiver mailbox interrupt to one of user’s interrupt and enable interrupt for 
the 21992 
• To set mailbox either as transmitter or receiver 
• To set the message ID filter for each mailbox 
• To choose special facility for mailbox, such as overwritten protection (for receiver 
mailbox) or single-shot transmission (for transmitter mailbox) 
• To enable all receiver mailboxes (transmitter mailbox will only be enabled just before 
sending data) 
Read 
Read method for CANLinkDriver has synchronization. It means process reading from this 
channel will be blocked until data is ready. For this purpose, the semRx, a semaphore object, will 
be used. 
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This semaphore will be released when there is unread data in Mailbox 1. To check whether there 
is unread data or not, the receiver interrupt mailbox will do its job. Here, the semRx will be 
released (v) and interrupt is cleared. 
When semRx is released, process can read data directly from Mailbox 1. After reading this data, 
acknowledge will be sent to the sender. For this, it will use Mailbox 3. Here, the whole 
procedure for reading data is complete. 
Write 
Similar to read method, this needs synchronization too but the meaning is different from that of 
read method. Here, after writing value to channel, that process will be blocked. To block this 
process user can use semTx, semaphore object for transmitter. 
The most important thing to use mailbox to send data is to disable that mailbox first. This will 
guarantee that no one can send data from that mailbox. Here, process writes value directly to 
Mailbox 0, enable it then send it. 
After sending the data, process will be blocked until this board receives an acknowledge signal 
from the receiver. Acknowledge signal will arrive at Mailbox 2 and there will interrupt generated 
for that. Inside this interrupt, semTx will be released (v). This is the complete cycle for write 
method. 
3.3.2 ADCLinkDriver 
ADC stands for Analog to Digital Converter. It converts analog signal input and gives digital 
signal as its result. It means the only operation related to value of this part is to read it. 
Therefore, ADCLinkDriver will only have read operation. The write operation will throw an 
error exception if one calls it. 
The 21992 has eight channels of 14-bit ADC. Actually, there are several modes of operation but 
for simplicity, only mode (simultaneous sampling mode) related to this project will be 
implemented. This project also uses only one channel.  
To initialize ADC in the 21992 means to choose mode of operation and select the clock divider. 
These will be done by writing a value to ADCCTRL register. To know whether the conversion is 
finished or not, user can use interrupt. The ADC interrupt is mapped on IPR3[15:12]. This 
interrupt can be used to synchronize ADC operation. 
Here is the idea for the read() method in the ADCLinkDriver. First, user should give command 
to ADC to start to convert the analog signal then this process will be blocked until the ADC 
interrupt release it. After releasing that signal, the read() method continues by reading the result. 
3.3.3 AuxPWMLinkDriver 
PWM stands for Pulse Width Modulation. The idea is to produce variable DC voltage by varying 
the duty cycle of the square wave signal and keep the frequency constant. Duty cycle is varied 
from 0-100%. Indeed, user can read the value of this duty cycle, but the main operation for 
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PWM is to set this duty cycle. This means PWM only has write operation. Opposite to 
ADCLinkDriver, the read operation will throw an error exception if one calls it. 
This project only uses one channel. Therefore, the AuxPWMLinkDriver will also deal with one 
channel only. There is no interrupt used for this PWM and the initialization is only setting the 
operation frequency. In this operation, there is no synchronization as well.  
Here is the idea for write() method in the AuxPWMLinkDriver. After writing a value to 
Auxiliary PWM register, context switch will be done. 
3.3.4 EIULinkDriver 
EIU stands for Encoder Interface Unit. This peripheral accepts pulse as input from encoder and 
delivers the number of count from its counter. From this, it is clear that the EIU has read 
operation only. Similar to ADCLinkDriver, the write operation will throw an error exception if 
one calls it. 
The EIU in the 21992 is used to estimate the speed of the motor shaft. This means the number 
of pulses in certain time duration should be counted. To generate this constant time duration, 
the EIU Loop Timer will be helpful. Beside, this can also generate an interrupt. Therefore, there 
will be a constant interval for this interrupt and at every interrupt user can read the number of 
pulses within that time duration and store it into global variable of EIULinkDriver. After reading 
that value, this interrupt will reset the value inside the quadrature counter, and the incremental 
counter will start from zero again. 
The initialization for the EIU is setting the EIU Loop Timer for specific duration and 
configuring the operation mode. All timing will be derived from 8MHz HCLK (period: 125ns). 
From the initial experiment, the time duration is 1ms. It will long enough for low speed rotation. 
For time duration less than 1ms, the encoder output gives unstable value at low speed. The EIU 
Loop Timer interrupt is mapped on IPR3[3:0]. EIULinkDriver use no synchronization to read 
the quadrature counter because for every EIU Loop Timer, the value of quadrature counter has 
already been stored to a buffer and read() method can read it directly. 
Here is the idea of read method in the EIULinkDriver. Since there is no synchronization, after 
reading quadrature counter from certain buffer, there should be a context switch. 
3.4 Integration of  Hardware and Software 
This part will explain how both hardware and software will collaborate to form a system. 
Potentiometer gives a reference signal (read by ADC) while the encoder gives actual data, which 
leads to the speed of the motor shaft. The difference between those two will result an error 
signal. This error signal will become an input for the controller, in this case PID controller. PID 
controller will calculate the action delivered to the motor driver to achieve the desired speed. 
The motor driver itself is connected to PWM peripheral; it means PID controller will write 
certain value to PWM unit. 
PIDController class will be made for this. Generally, this class needs three channels, but for one-
way and two-way configuration, this class will be different. This class has three methods, i.e. 
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constructor, destructor and run. The heart of this class lies on the run method because user will 
write down the operation of this class here. 
Here is ‘ to do’ list for the main program: 
• To make semaphores object for synchronization 
• To make link drivers object for this operation 
• To make channels object (with and/or without link driver) 
• To make related processes object 
• To compose all processes in available constructs, such as PAR, SEQ, ALT, etc. 
• To do some initialization 
• To run the composition 
• To free memory location if the objects are no longer used 
Special remark should be made on making channel object. User has choice whether to make 
channel with or without link driver. To attach link driver to a channel, user should add the name 
of link driver in the constructor method of the channel. Otherwise user can put ‘null’. 
3.4.1 One-Way Configuration 
For one-way configuration, one board will read the reference from potentiometer via ADC and 
actual speed of the motor shaft via encoder then send this error through CAN bus. The other 
board will read that error, calculate the controller action, and write the value for PWM. This will 
drive motor to desired speed and the first board will read reference signal and speed again. 
Figure 3.1 (a) shows this loop. 
Board 1 has one process (PID11Controller) with three channels. This process reads data from 
channel with ADCLinkDriver and channel with EIULinkDriver, calculates the difference 
between those two data, then write this difference to channel with CANLinkDriver. Therefore, 
this process will only prepare data for the controller. The channel 1 of ADC on this board is 
connected to potentiometer R6 (reference signal), while the EIU unit is connected to  the 
encoder of the DC motor. 
Board 2 has one process (PID12Controller) with two channels. Process will read data from 
channel with CANLinkDriver, calculate control action according to that data then write this 
result to the other channel with AuxPWMLinkDriver. Therefore, this process is the controller 
process, which calculates the control action based on the information from process run on 
board 1. The H-bridge circuit is connected to the Auxiliary PWM unit of this board. 
Board 1 
First, three semaphore objects for synchronization are made. These are semTx (semaphore for 
CAN Transmitter), semADC (semaphore for ADC) and semFs (semaphore for sampling 
frequency). The next step is to make link driver objects. They are CANld (link driver for CAN), 
ADCld (link driver for ADC) and EIUld (link driver for EIU). 
This board has three channels: 
• Input channel with ADCLinkDriver (with synchronization) 
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• Output channel with EIULinkDriver (without synchronization) 
• Output channel with CANLinkDriver (with synchronization) 
Because of the value to be transmitted via channel is integer, the channel should use channel of 
integer. 
To make a controller object (as a process) is the following step. Here, all channels will be 
attached to this object. Now, all requirements are ready, and then the composition phase is done. 
This project uses a PAR construct. All processes will be composed inside this construct. 
Finally yet importantly, this board needs timer to generate interrupt at constant duration. This 
interrupt will serve as a sampling frequency for this board. The process will be blocked until it is 
released by this timer interrupt. 
Before going further, it needs to initialize this board according the desired functionality. The 
initializations are for CAN, ADC, EIU and timer. From this phase, the composition is run. 
The controller object will wait for synchronization with a timer for sampling frequency. When 
the timer interrupt signal it, the controller object will read data from channel with ADCld and 
channel with EIUld. These will give two values, i.e. reference and actual speed of the motor. 
After finishing reading these data, board 1 send synchronization pulse to board 2. Only the 
difference between those two values is written to channel with CANld, and then controller 
object will wait for synchronization with timer again. 
If all processes in the composition are terminated, then the composition is terminated too. This 
means, no objects are needed anymore. Here, the program should free the memory location 
occupied by those objects. The destructor methods for each class will do that. For this software 
was written in C, which does not support object-oriented programming, user should do it 
manually. 
Board 2 
This board needs only one semaphore, i.e. semRx (semaphore for CAN receiver). Section 3.2 in 
this chapter already explained that Auxiliary PWM needs no synchronization. The next step is to 
make link driver objects for this board. There are two link drivers needed here, i.e. CANld and 
PWMld (link driver for Auxiliary PWM). 
This board needs two channels: 
• Input channel with CANLinkDriver (with synchronization) 
• Output channel with AuxPWMLinkDriver (without synchronization) 
The same as board 1, the channels here use channel of integer type. 
After finishing with making channels, to make a controller object is done. All channels are 
attached to this object. From this point, system is ready for the composition. Here, the a PAR 
construct is used as well. 
If board 1 needs timer for the sampling frequency, this board needs no sampling frequency 
because the operation depends on the board 1. Therefore board 2 also use the same sampling 
frequency but it depends on board 1. 
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This board also needs to initialize all peripherals. Here, the initialization is done for CAN and 
PWM only. Up to this phase, the construct is ready for running. 
The controller object will wait for synchronization pulse from board 1 in order to write result of 
a PID calculation from previous cycle to channel with AuxPWMLinkDriver, then waiting for 
data ready in the channel with CANLinkDriver. When there is data arrived at the CAN mailbox, 
there will be a CAN receive mailbox interrupt generated. This interrupt will signal the semRx 
and data can be read. This data is error value. Here, controller will calculate the action signal for 
PWM part. After calculating the action signal, this value is stored to certain location for the next 
cycle, and then do context switch and wait for synchronization pulse again. 
The same thing is made at the end of this program, i.e. to free memory occupied by objects. 
Program will call destructor method for this. 
3.4.2 Two-Way Configuration 
In two-way communication, one board will do everything except calculating the control action. 
It means that board will read reference and actual speed of the motor; actuate the PWM, send 
the error between reference signal and actual speed to the other board. The second board will 
calculate the control action and send it to the first one. Therefore, the plant will be connected to 
the first board only. Figure 3.1 (b) shows this loop as well. 
Board 1 will have one process, i.e. PID12Controller run in parallel construct. The 
PID12Controller will read data from channel 1 and 2 (one with an ADCLinkDriver and the 
other with an EIULinkDriver) then do actuation signal using result from previous cycle. After 
doing an actuation using an AuxPWMLinkDriver, this process will write the difference to 
channel 3 (it uses a CANLinkDriver) and wait until other process on board (2) sends data. Upon 
receiving data from channel (with CANLinkDriver), this process will store this data into special 
location for actuation at the next cycle. 
Board 2 has one process, i.e. PID22Controller with two channels. This process will read data 
from one channel (with a CANLinkDriver), calculate the control action, and then write that 
result to the other channel (with a CANLinkDriver also).  
Board 1 
Semaphores for all synchronizations are made. Here, there will be semTx and semRx (both for 
CANLinkDriver), semADC (a semaphore for ADCLinkDriver) and semFs (a semaphore for 
sampling frequency). 
In order to use a link driver, it needs to make link driver objects, i.e. CANld, ADCld, EIUld and 
PWMld. One link driver will be attached to the channel when channel is made. 
The PID11Controller process on one-way and two-way is the same. Therefore, this process will 
not be explained here. 
The PWMMotor process needs two channels (of integer): 
• Input channel with CANLinkDriver (with a synchronization) 
• Output channel with AuxPWMLinkDriver (without a synchronization) 
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As in the one-way communication, this board will generate a periodic interrupt as sampling 
frequency of this controller. It will use the same program as in the one-way communication. 
Before running all processes, this board needs an initialization for each CAN, ADC, EIU, 
Auxiliary PWM and timer. The one that makes this board on this configuration is special is the 
fact that it uses almost all link drivers for the ADSP-21992. 
Board 2 
This board has only one process, called PID22Controller. This process uses channels (one for 
input and the other for output), both with CANLinkDriver. For this purpose, semTx and semRx 
for a synchronization are made. 
When making channels, it is important to remember that these channels use link driver object. 
Therefore, the CANld object is made. 
The PID22Controller process will be a member of the PAR construct, although this is only one 
process. This gives information the PAR is terminated when the PID22Controller is terminated 
as well. 
The operation of the PID22Controller depends on the PID12Controller on board 1. For this 
reason, this board needs no periodic interrupt for the sampling frequency. 
CAN initialization is the only one initialization for this board, since there is no other peripheral 
used in this board. 
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Chapter 4 
Experimental Results 
To see the performance of this link driver, the maximum sampling frequency is taken into 
account. This will be combined with the CAN data transfer speed. Unfortunately, this sampling 
frequency cannot exceed 1 kHz, because the encoder will read the quadrature counter every 1ms. 
Reader is referred to section 3.3 of chapter 3, which explained about this. 
The sampling time (or sampling frequency) for this system is controlled by timer. For every 
timer interrupt PIDx1Controller process will be released. The initial condition of this process is 
blocked. The mechanism of blocking and releasing uses semaphore. To see whether the 
sampling time is good or not, the counter of semaphore for this timer will be monitored. 
Counter greater than 2 will stop the process. This means, the sampling frequency is too high. 
This experiment will use CAN speed at 100 kbps, 80 kbps, 50 kbps, 25 kbps, 12.5 kbps and 
8kbps. Appendix A of (Ferdinando, 2004) will give explanation how to configure this speed. 
First, it needs to calculate how long the calculation of PID controller will consume time. This is 
important to know whether that calculation will dominate the process or not. From the 
measurement, this calculation needs 122 µs from reading the error until getting the result. 
Reading data from ADC and EIU only consumes 150 µs. 
Table 4.1 Average time consumed by writing to CAN channel 
for different CAN speed in absence of other traffic on bus 
 
CAN speed (kbps) Time consumed (ms) 
8.00 20,4413 
12.50 13.0220 
25.00 6.5775 
50.00 3.3906 
80.00 2.1974 
100.00 1.7986 
The next step is to measure how long the writing to channel will consume time. It is assumed 
that there is no other traffic on the CAN bus. This experiment uses simple producer-consumer 
processes. The producer writes a value to a channel then waits for an acknowledge signal from 
the consumer. From this point, the producer can do nothing. It means the producer is blocked. 
The consumer, on the other hand waits for data is ready on that channel. Before that data is 
ready, the consumer cannot read it. This condition also blocks the consumer. When data is 
ready, the consumer reads it and then send an acknowledge signal to the producer. Upon 
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receiving this acknowledge, the producer is released. Figure 4.1 shows the timing diagram for 
this experiment, while Table 4.1 shows this result.  
 
Figure 4.1 Timing diagram of simple producer-consumer experiment 
With 100 kbps transfer speed, writing data to the channel with CANLinkDriver needs almost 2 
ms. This value is large enough compare to the sampling time due to the dynamic behaviour of 
the motor, which is assumed less than 1 ms. This results give information that the CAN 
controller in this board cannot be used in the hard-real time control. 
4.1 One-way experimental result 
Before going further, it needs to discuss the timing diagram for this configuration. Figure 4.2 
shows this. This timing diagram consists of situation on two separate boards. 
 
 
Figure 4.2 Timing diagram for one-way configuration 
 
At t= k, board 1 reads data from ADC and EIU (encoder), and then gives synchronization pulse 
(grey pulse) to board 2. Upon receiving this pulse, board 2 sends actuation signal (down arrow n 
board 2) to PWM circuit (using calculation result from t = k – 1). This guarantees that the 
actuation is done as soon as the measurement is ready. Then board 1 can send the error data (it 
is difference between two measurements) to board 2 and waits for acknowledge signal. Board 2 
is waiting for data ready after actuating the motor. As soon as data is ready, board 2 reads it and 
sends an acknowledge signal to board 1. Board 2 then calculates PID action for PWM for the 
next cycle. The synchronization pulse from board 1 is done via Digital I/O flag of the ADSP-
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21992 instead of via the CAN bus. The reason lies on the fact that the latency on CAN is too 
large. 
In order to get good estimation for the highest sampling frequency, it needs to calculate how 
long several activities on board 1 consume time. For this purpose, it will use timer. 
To read reference from ADC and actual speed from EIU (encoder) consumes 0.150 ms. the 
PID calculation itself needs 0.122 ms. therefore, when board 1 sends synchronization signal to 
board 2, this guarantees that actuation is done soon after the measurement. 
Table 4.1 shows measurement result of CAN traffic in one loop (without other traffic on the 
bus), total from CAN writes data and CAN waits for acknowledge (see figure 4.1). Actually, this 
experiment is the same as in Appendix B of (Ferdinando, 2004) with 2-byte payload, except this 
experiment uses the CT library. Off course, this result will have longer latency times compared 
to that without the CT Library. 
For this latency varies, value from table 4.1 cannot be used as the sampling time for this 
configuration. Therefore, there must be some number to be added for the sampling time value. 
From the experiment in Appendix C of (Ferdinando, 2004), highest difference between 
maximum and minimum value is 2000 ticks (or 0.25 ms at 8 MHz HCLK). The behaviour of all 
interrupts is controlled by the interrupt for sampling frequency except the encoder’s interrupt. 
The ADC interrupt will be generated when the ADC finishes converting an analog signal to a 
digital signal and this is only possible after the ADC receives a start conversion signal. The 
system sends a start conversion signal as soon as the timer interrupt is occurred. The CAN 
interrupt is only receiver mailbox interrupt. This interrupt only occur when there is new unread 
data in the mailbox. This transmission is also controlled by the sampling frequency. The encoder 
interrupt is independent and it only reads data from encoder counter register and writes it to 
certain location. This interrupt is occurred every 1 ms (8000 ticks) and the operation inside the 
ISR consume very little time, i.e. 10 ticks (or 0.00125 ms). 
It needs certain safety margin in order to guarantee the sampling time for the system. This safety 
margin is 30% and will give 600 ticks (or 0.075 ms). This value is greater than the time 
consumed by the ISR of encoder. 
With 30% for safety, the offset value for this is 0.325 ms. The sampling time for the system 
should larger than the sum of value in table 4.1 and time consumed by reading data from ADC 
and encoder buffer, i.e. 0.150 ms. If the sampling time is smaller, the system will run for a while 
until the counter of the semaphore object is negative. Because, when that counter is negative, 
process will be blocked. Table 4.2 shows the final result for this. It is presented both in time and 
in frequency. 
Figure 4.3 shows that there is relationship between CAN speed and sampling frequency of the 
system. This result makes sense since the communication via CAN bus is included in the 
process. Other conclusion from this figure is that the relationship between CAN speed and 
sampling frequency is almost linear. This is due to reading data from ADC and EIU (encoder) 
consume fixed time (0.150 ms), since these are constant (they don’t depend on CAN speed). 
With lower CAN speed this value has less contribution to the sampling time calculation. 
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Table 4.2 Sampling time and frequency for each CAN speed in one-way configuration 
 
CAN Speed (kbps) Sampling time (ms) Sampling frequency (Hz) 
8.00 20,9163 47,8097 
12.50 13,4970 74,0905 
25.00 7,0525 141,7937 
50.00 3,8656 258,6904 
80.00 2,6724 374,1990 
100.00 2,2736 439,8263 
 
Sampling Frequency vs CAN speed for one-way configuration
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Figure 4.3 Plot of sampling frequency vs CAN speed for one-way configuration 
4.2 Two-way experimental result 
The timing diagram on figure 4.4 shows the situation for two-way configuration. At t = k, board 
1 samples data from ADC and EIU (encoder) then do actuation to PWM circuit using result 
from t = k – 1. After this actuation, difference between two sampled signals is sent via CAN bus 
to board 2. Upon receiving this data, board 2 send acknowledge signal to board 1 and calculate it 
in order to get PID control action, then send this result back to board 1. After board 1 read this 
data, the cycle can go to t = k + 1. 
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Figure 4.4 Timing diagram for two-way con figuration 
Table 4.3 Sampling time and frequency for each CAN speed in two-way configuration 
 
CAN Speed (kbps) Sampling time (ms) Sampling Freq (Hz) 
8,00 41,6825 23,9909 
12,50 26,8440 37,2523 
25,00 13,9550 71,6589 
50,00 7,5813 131,9044 
80,00 5,1948 192,5020 
100,00 4,3973 227,4149 
 
Sampling frequency vs CAN speed for two-way configuration
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Figure 4.5 Plot of sampling frequency vs CAN speed for two-way configuration 
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Comparison between one-way and two-way configuration
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Figure 4.6 Comparison between one-way and two-way configuration 
 
For the two-way CAN message, the minimum sampling time at least twice the value shown in 
table 4.1. But time consumed by ADC and EIU should be taking into account also. The 
estimation of sampling frequency will be based on this result with 2000 tick and 30% safety as 
explained in the one-way configuration for each CAN communication. Table 4.3 shows this 
result. 
Figure 4.5 also shows that the relationship between CAN speed and sampling frequency is 
almost linear. Here, the sampling frequency is lower than that in one-way configuration because 
in this system the result of PID calculation is sent back the board 1. For comparison, figure 4.6 
shows this. 
 
 
Chapter 5 
Conclusions and Recommendations 
5.1 Conclusions 
From this project, it can be concluded that 
• Using the CTC library in software development is helpful, since user can add and/or 
remove part of the program easily. Unfortunately, it makes the computation a little bit 
slower because of a lot of hierarchy in the program. Appendix B, section B.1 of 
(Ferdinando, 2004) show the result without the CTC. 
• The hardware dependent part makes the first user easy to write program in the CT 
library, because he can use it directly. 
• The CAN speed influences the highest sampling frequency of the system. 
• The chosen sampling frequency will influence the counter of the semaphore. If the signal 
to the semaphore is occurred more frequently, then this counter will go up to the 
maximum value for integer type variable (for the ADSP-21992 is 0x7fff or 32767). The 
next signal to this semaphore will increment this counter to 0x8000 or -32768, then 
process using that semaphore will be blocked until the value of this counter positive 
again. Therefore, sampling frequency should be carefully chosen to avoid this kind of 
problem. 
• Writing to a channel with a CAN link driver consumes much time but this is due to the 
CAN speed. For example for 100 kbps it needs 1.0517 ms for one loop outside the CT 
Library (Ferdinando, 2004) and in the CT Library it needs 1.7986 ms. 
• In this system, the relationship between CAN speed and sampling frequency is not 
linear. The reason is inside the system there are processes to read data from ADC and 
EIU (encoder) which do not depend on CAN speed. 
• The CAN controller in the ADSP-21992 EZ-KIT LITE board cannot be used in hard-
real time control system due to the latency is large. 
5.2 Recommendations 
Several recommendations for future user of the CT Library are 
• If user wants to use two timers in the program, special care must be taken, because those 
timers can influence each other, especially if it relates to synchronization. 
• When using semaphores for waiting and signalling, the user should take care that the 
variable type for counter is signed integer. In normal operation, this value will almost never 
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reach its maximum (for ADSP-21992 is 0x7fff) or minimum (0x8000) value, but this can 
occur. When it reaches maximum value and that counter is incremented by one, the 
result will be the minimum value. The result is dramatic, since process with that 
semaphore will be blocked and wait until that value becomes positive again. 
• This EIULinkDriver uses the very basic idea about using encoder to estimate the speed 
of the motor. Actually, this Encoder Interface Unit has special facility to estimate speed 
in better way. For it is not the main assignment of this project, this project only use the 
very basic operation. 
• This board is driven by 16MHz clock instead of 160MHz. This makes the HCLK 
(peripheral clock) is 8MHz instead of 80MHz. Users should aware about this 
information. 
 
Appendix A 
Listing Program of  Link Driver 
This appendix provides read and write method for every ADSP-21992 link driver used in this 
project. Unfortunately, not all link drivers have both methods as explained in chapter 2.  
A.1 CANLinkDriver 
Read method 
void CANLinkDriver__read(CANLinkDriver me, Object obj, unsigned size){ 
  
 unsigned temp; 
  
 // wait for data ready 
 Processor__enterAtomic(); // enter atomic section 
 Semaphore__p(semRx); // wait 
 Processor__exitAtomic(); // exit atomic section  
  // and do context switch 
  
 // read from data mailbox 
 sysreg_write(sysreg_IOPG, CAN_Page); // set to CAN page 
 
 temp = io_space_read(CANMC); 
 temp &= 0xfffd; 
 io_space_write(CANMC,temp); // disable MB 1 
 
 *(int*)obj = io_space_read(CANMB01_DATA3); // read data 
 
 io_space_write(CANRMP,0x0002); // clear RMP 
 
 temp = nodeIDTarget<<10; 
 temp |= 0x8000; // set message ID 
 temp |= 0x2000; // enable extended ID 
 io_space_write(CANMB03_LENGTH,0); // length = 0 ? ack 
 io_space_write(CANMB03_ID0,0x0000); 
 io_space_write(CANMB03_ID1,temp); 
   
 temp = io_space_read(CANMC); 
 temp |= 0x000f; 
 io_space_write(CANMC,temp); // enable MB 0 and 1 
  
 io_space_write(CANTRS,0x0008); // send ACK 
 
} 
Write method 
void  CANLinkDriver__write(CANLinkDriver 
me, Object obj, unsigned size){ 
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 int temp; 
  
 sysreg_write(sysreg_IOPG, CAN_Page); // set to CAN page 
 
 temp = io_space_read(CANMC); 
 temp &= 0xfffe; 
 io_space_write(CANMC,temp); // disable MB 0 
  
 temp = (*(int*)obj); // get data 
 io_space_write(CANMB00_DATA3,temp); // put data to the buffer 
 temp = nodeIDTarget<<10; // set message ID 
 temp |= 0x9000; 
 temp |= 0x2000; // enable extended ID 
 io_space_write(CANMB00_LENGTH,2); // data is two bytes 
 io_space_write(CANMB00_ID0,0x0000); 
 io_space_write(CANMB00_ID1,temp); 
 
 temp = io_space_read(CANMC); 
 temp |= 0x0001; 
 io_space_write(CANMC,temp); // enable MB 0 
 
 io_space_write(CANTRS,0x01); // transmit data 
  
 //wait for ack 
 Processor__enterAtomic(); // enter atomic section 
 Semaphore__p(semTx); // wait here… 
 Processor__exitAtomic(); // exit atomic section and do  
  // context switch 
 
} 
A.2 ADCLinkDriver 
Read method 
void ADCLinkDriver__read(ADCLinkDriver me, Object obj,unsigned size){ 
 sysreg_write(sysreg_IOPG,ADC_Page);  // set to ADC page 
 io_space_write(ADC_SOFTCONVST, 1);  // start conversion 
  
 // wait for end of conversion interrupt 
 Processor__enterAtomic();   // enter atomic section 
 Semaphore__p(me->sem);    // wait here 
 Processor__exitAtomic();   // exit atomic section 
 
 sysreg_write(sysreg_IOPG,ADC_Page);  // set to ADC page 
 *(me->buffer) = io_space_read(ADC_DATA1); // read data from ADC register buff. 
 *(int*)obj = *(me->buffer);   // put data to the output 
} 
 
void ADC0_IRQ(){ 
 unsigned temp; 
  
    sysreg_write(sysreg_IOPG, ADC_Page); // set to ADC page 
 io_space_write(ADC_STAT,0x0100);  // clear the interrupt 
 Semaphore__v(semADC);    // release the reader 
} 
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A.3 EIULinkDriver 
Read method 
void EIULinkDriver__read(EIULinkDriver me, Object obj,unsigned size){ 
 *(me->buffer) = encoder;  // read from buffer 
 *(int*)obj = *(me->buffer);  // put the value to the output 
 Processor__enterAtomic();  // enter atomic section 
 Processor__exitAtomic();  // exit atomic section 
} 
 
void EIU0_Timer(){ 
   sysreg_write(sysreg_IOPG, EIU0_Page);  // set to EIU page 
 encoder = (unsigned)io_space_read(EIU0_CNT_LO); // store value to buffer 
 
    io_space_write(EIU0_STAT,0x0021);   // clear the interrupt 
    io_space_write(EIU0_CNT_HI,0x0000);   // reset the EIU counter high 
    io_space_write(EIU0_CNT_LO,0x0000);   // reset the EIU counter low 
} 
A.4 AuxPWMLinkDriver 
Write method 
void  AuxPWMLinkDriver__write(AuxPWMLinkDriver me, Object obj, unsigned size){ 
 unsigned temp;     // declare temp variable 
  
 // only to change duty cycle, no lock and unlock mechanism needed 
 me->buffer = obj;    // get the value 
 temp = (unsigned)(*(me->buffer));  // write the value to temp 
 sysreg_write(sysreg_IOPG,Aux_PWM_Page); // set to AuxPWM page 
 io_space_write(AUX_CHA0,temp);  // write the value to register 
  
 Processor__enterAtomic();   // enter atomic section 
 Processor__exitAtomic();   // exit atomic section, will allow 
        // context switch to happen here 
} 
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Appendix B 
Description of  the experiment set up 
B.1 General Information 
For one-way and two-way configuration, the required instruments are: 
? PC with VisualDSP++ 
? 2 ADSP-21992 EZ-KIT LITE boards with USB cable for each board 
? LINIX motor 
? Cable for CAN connection 
? 1 block of supporting circuit 
One can run two ADSP-21992 EZ-KIT LITE boards using single PC. Off course, the user 
should install USB driver for two USB ports also. This evaluation board after being power up 
will reset itself and will do some internal checking for a while. LED CR5 of this board (see figure 
B.1) will be on when this board is ready. This means, the user can open the VisualDSP++ 
environment. 
When both are ready and the user open the VisualDSP++ environment, only one board will be 
connected to this environment. LED CR5 will be blinking when the communication between 
the VisualDSP++ and the board is established. Later, this board will be referred as the primary 
board, while the other as the secondary one. 
To use two boards in one PC, the user should press the reset button on this board (S1) after 
both LED CR5s are on and wait until LED CR5 is on again. When the LED CR5s are on, the 
primary board should be reset again and the VisualDSP++ can be opened. The VisualDSP++ 
will connect to secondary board since the primary is not ready yet. When the primary is ready, 
the user can open the VisualDSP++ again and the second VisualDSP++ will be connected to 
the primary board. 
User cannot build the program on both the VisualDSP++ at the same time. This will generate a 
license error and one of the building processes will be terminated. Therefore, the program 
should be build at different time. 
The ADSP-21992 EZ-KIT LITE board is very sensitive. When someone power up other device 
near to this board, this can influence the board and the communication via USB cable can be 
disturbed. It means before power up this board, the user should power up other circuit first. 
For this experiment will use the CAN bus, JP23 should be closed. This will give 120Ω for 
termination resistor on the CAN bus. The other jumpers are in default position. 
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Figure B.1 Lay out of the ADSP-21992 EZ-KIT LITE board (Analog Device Inc., 2002b) 
 
Figure B.2 Lay out of the supporting circuit (H-bridge and reference signal) 
 
Hany Ferdinando 
 
37 
B.2 One-way Configuration 
Before doing the experiment, it needs to connect circuit on figure B.2 to the ADSP-21992 EZ-
KIT LITE boards. The position of connectors and jumpers are the same as figure B.1 but the 
pins are referred to the real board because several parts of figure B.1 are different from the real 
board. Figure For one-way configuration: 
? The ADC cable goes to board 2, the red cable to pin 8 (VIN1) of P4 and the black cable 
goes to pin 1 of P4. 
? The EIU cable goes to board 2, the Ch.A cable to pin 2 of JP28 and the Ch.B cable to 
pin 2 of JP29. 
? The PWM cable goes to board 1, the red cable to AUX0 of P10 and the black cable to 
DGND of P10. 
? PF15 of P8 on board 2 connects to PF14 of P8 on board 1. 
? The encoder cable connects to encoder of the LINIX motor, not encoder at the load. 
This is flat cable with five different colours. Insert the connector such that the black 
cable (GND) will be on top. 
? For CAN cable, the CANH pin (P12 or P13) of board 1 connects to that of board 2, so 
does the CANL pin (P12 or P13). 
? Red cable for motor connects to positive terminal on the LINIX motor, the black one 
connects to the other terminal. 
The user uses the potentiometer to set the desired speed for the LINIX motor. 
Now it comes the software part. VisualDSP++ for board 1 will open OneWay2_1.dxe file. This 
file uses the CT Library, PID12Main, PID12Controller, CANLinkDriver and 
AuxPWMLinkDriver (both the C and the header files). The VisualDSP++ will open 
OneWay2_2.dxe file for board 2. This file uses the CT Library, PID11Main, PID11Controller, 
CANLinkDriver, ADCLinkDriver and EIULinkdriver files (both the C and the header files). All 
files are stored in a CD, in directory \Software\Embedded\OneWay. Here, the user will find 
board1 and board2 directory. Inside those directories, there is debug directory which store the 
.dxe files. The order to run the board is not important because the other party will wait for 
synchronization. 
B.3 Two-way Configuration 
For two-way configuration, the cable connections are the same, except the PWM cable connects 
to board 2 instead of board 1. Here, the potentiometer is also used as a reference signal. 
VisualDSP++ for board 1 will open TwoWay2_1.dxe file. This file uses the CT Library, 
PID22Main, PID22Controller and CANLinkDriver (both the C and the header files). 
VisualDSP++ for board 2 will open TwoWay2_2.dxe file. This file uses the CT Library, 
PID21Main, PID21Controller, CANLinkDriver, ADCLinkDriver, EIULinkDriver and 
AuxPWMLinkDriver (both the C and the header files). All projects are stored in a CD, in 
directory \Software\Embedded\TwoWay. Here, the user will find board1 and board2 directory. 
The order to run the board is not important because the other party will wait for 
synchronization. 
 
Embedded System Realization Project – Testing CAN for Robotic Control 
 
38 
 Reference 
Analog Device Inc. (2002a), ADSP-2199x Mixed Signal DSP Controller Hardware Reference, revision 
1.0, Analog Device, Inc. Digital Signal Processing Division, Norwood, Mass,  
Analog Device Inc. (2002b), ADSP-21992 EZ-KIT LITE Evaluation System Manual, Analog 
Device, Inc. Digital Signal Processing Division, Noordwood, MA,  
Engelen, T.v. (1999), ARTY - Autonomous Mobile Robot, University of Twente, Enschede. 
Ferdinando, H. (2004), Fault Tolerance in Real-time Distributed System Using the CT Library, Electrical 
Engineering, University of Twente, Enschede.  
Hilderink, G.H. Communicating Thread for C - A White Paper, pp. ISSN:  
Hilderink, G.H., A.W. Bakker and J. Broenink (2000), A Distributed Real-time Java Based on 
CSP, Proc. The Third IEEE International Symposium on Object-Oriented Real-Time Distributed 
Computing ISORC 2000, March 15-17, 2000, Newport Beach, California, (Ed.), pp. ISBN:  
Kvaser Advanced CAN solutions for hardware, software, consulting and education, 
Robert Bosch GmBH (1991), CAN Specification version 2.0, Robert Bosch GmBH,  
 
