The Hammer prototype is a query engine for corpora of Open Data that provides users with the concept of blind querying. Since data sets published on Open Data portals are heterogeneous, users wishing to find out interesting data sets are blind: queries cannot be fully specified, as in the case of databases. Consequently, the query engine is responsible for rewriting and adapting the blind query to the actual data sets, by exploiting lexical and semantic similarity. The effectiveness of this approach was discussed in our previous works. In this paper, we report our experience in developing the query engine. In fact, in the very first version of the prototype, we realized that the implementation of the retrieval technique was too slow, even though corpora contained only a few thousands of data sets. We decided to adopt the Map-Reduce paradigm, in order to parallelize the query engine and improve performances. We passed through several versions of the query engine, either based on the Hadoop framework or on the Spark framework. Hadoop and Spark are two very popular frameworks for writing and executing parallel algorithms based on the Map-Reduce paradigm. In this paper, we present our study about the impact of adopting the Map-Reduce approach and its two most famous frameworks to parallelize the Hammer query engine; we discuss various implementations of the query engine, either obtained without significantly rewriting the algorithm or obtained by completely rewriting the algorithm by exploiting high level abstractions provided by Spark. The experimental campaign we performed shows the benefits provided by each studied solution, with the perspective of moving toward Big Data in the future. The lessons we learned are collected and synthesized into behavioral guidelines for developers approaching the problem of parallelizing algorithms by means of Map-Reduce frameworks.
Introduction
Open Data portals have become tools widely adopted by public administrations to diffuse data sets concerning territories and governments; since these data sets are publicly available to anybody, they are called "open".
In [1] , we started a research project whose aim is to develop a technique for blind querying corpora of Open Data. The idea of blind querying is motivated by the fact that a corpus of Open Data possibly contains thousands of data sets, each one with its own structure that is unknown to users wishing to look for interesting data sets.
The retrieval technique introduced in [1] has been further extended and improved in [2] ; in both papers, we discussed the effectiveness of the technique in terms of recall and precision. In particular, we compared our technique with Apache Solr; it is based on Apache Lucene like ElasticSearch: both are The Map-Reduce paradigm is a technique to simplify the development of parallel algorithms in the context of Big Data analysis. The idea is that the programmer has to think of tasks to perform, focusing on the problem to solve; it will be responsibility of the execution framework to control computation in a totally transparent way.
However, the availability of different frameworks and, for the same framework, different abstractions for implementing Map-Reduce strategy, makes it difficult for developers to approach the adoption of this paradigm.
In this paper, we report our experience in adopting the Map-Reduce paradigm within the Hammer query engine. We describe the native algorithms and how we transformed it to make it parallel and more efficient. The first step was to make the minimal changes necessary to parallelize computation, maintaining the original structure of the algorithm. We first realized the parallel version on top of the Hadoop framework. Then, we adopted the Spark framework. These two implementations gave us the possibility to understand the different behavior exhibited by the two frameworks. Then, to further improve performances, we redesigned completely the algorithm, to exploit the high-level abstraction provided by Spark called "dataset": this abstraction allows developers to think differently about the algorithm, simplifying procedures and fastening the development process; furthermore, high-level operations on datasets are automatically executed in Map-Reduce mode when necessary, in a totally transparent way.
In this paper, we report our experience concerning the adoption of the Map-Reduce paradigm and its frameworks. In particular, the experimental campaign we performed shows the benefits provided by each studied solution, with the perspective of moving toward Big Data in the future. The lessons we learned are collected and synthesized into behavioral guidelines for developers approaching the problem of parallelizing algorithms by means of Map-Reduce frameworks.
As far as our previous work is concerned, the contributions of this paper are manifold. First of all, a necessary premise gives an overview of the concept of blind querying of Open Data corpora, briefly reporting the retrieval technique. Then, a short overview of the Map-Reduce paradigm and of main features of Hadoop and Spark is given as well. After that, the paper provides the following contributions:
• a detailed description of the architecture of the prototype, which will help us in analyzing performance; • the algorithm that implements the critical step of our blind querying technique (Step 4, see Section 3.3) is precisely described; its variants necessary to adapt it to Hadoop and Spark are also presented; • an extensive study about performance of Hadoop and Spark implementations is reported; • a critical analysis of performance is done, in order to compare the compared solutions; • we report the lessons we learned by the analysis of execution times, and we give some behavioral guidelines for developers wishing to transform non algorithms into Map-Reduce algorithms.
The paper is organized as follows: Section 2 discusses relevant related works. Section 3 introduces the general framework for blind querying Open Data corpora, where the retrieval technique is summarized. Section 4 presents the Map-Reduce paradigm and the main features of Hadoop and Spark. Section 5 presents the Hammer prototype: Section 5.1 introduces the architecture; Section 5.2 presents the basic non-parallel algorithm; Section 5.3 presents the first Map-Reduce evolution of the algorithm, while Section 5.4 presents the enhanced version based on high-level abstractions provided by Spark. Section 6 reports the extensive experimental campaign we performed, by discussing results. Section 7 reports the lessons we learned and the behavioral guidelines for developers. Section 8 draws conclusions and future work.
Related Works
We started our research on blind querying of Open Data corpora with [1] ; the technique has been subsequently enhanced in [2] ; this latter paper is the basis for the implementation of the Hammer prototype discussed in this paper. We previously discussed how to use Map-Reduce in the various components of the Hammer prototype in [3] ; however, a deep analysis of performance was not performed. After these works, we think we are still the pioneers on this research line: it seems that no strictly related works are in literature. For this reason, it is not possible to perform a direct comparison with other approaches. Consequently, we will discuss more in general the world of Open Data and the world of Map-Reduce computation.
The world of Open Data is becoming more and more important for many human activities. Due to the wider and wider diffusion of Open Data portals, Open Data Management research is becoming more and more important, although this area is just at the beginning of its development. We can say that our vision of the problem was inspired by [4] , where the authors observe characteristics of fifty Open Data repositories.
In [5] , the authors note that there is a growing number of applications that require access to both structured and unstructured data. Such collections of data have been referred to as dataspaces, and Dataspace Support Platforms (DSSP) were proposed to offer several services over dataspaces. One of the key services of a DSSP is seamless querying on the data. The Hammer prototype can be seen as DSSP of Open Data, while Reference [5] proposes a DSSP of web pages.
In [6] , the authors describe their approach and their idea to build a pool of federated Open Data corpora with SPARQL as query language. However, we considered SPARQL only for people that are highly skilled in computer science: our query technique is very easy to use and it is designed for analysts with medium-level or low-level skills in computer science.
We now consider the area concerned with Map-Reduce. Reference [7] introduced the Map-Reduce paradigm. In fact, with the upcoming advent of the concept of Big Data, it was clear that parallel computation had to be the straightforward solution to deal with very large data sets. However, it was also clear that traditional approaches to write parallel programs were not suitable, because they require the high expertise to design such programs. Map-Reduce is Columbus' Egg: the hard part of parallel computing is automatically dealt with by the execution layer.
After some early prototype systems, Hadoop was developed and has become very popular [8, 9] . Certainly, the choice of implementing as a Java library has helped its diffusion; nevertheless, it was effective in solving compuational problems in hard contexts. The fact that Facebook decided to adopt it [10] is the best proof in this respect.
However, Hadoop has exhibited an important issue concerned with execution times, in particular for iterative algorithms: the HDFS (Hadoop Distributed File System) is slow as far as sharing of data blocks among tasks is concerned. Consequently, Spark [11] was developed to solve this problem. The solution is the adoption of a main-memory abstraction called Resilient Distributed Dataset (RDD), which replaces HDFS for sharing data blocks. The effects are impressive: various studies [12] demonstrated that in most situations Spark dramatically overcomes Hadoop, provided that the cluster is equipped with enough main memory.
Looking at applications, they are so many that it is practically impossible to list them all. We only provide the reader with some hints. One topic where Map-Reduce is being investigated and/or adopted is machine learning. Refs. [13] [14] [15] reports experiences made to implement various machine learning techniques based on Map-Reduce; in particular, Reference [16] is an example of adopting Spark.
The field of data mining has been investigated too, in order to apply Map-Reduce; Reference [17] shows how many techniques can be implemented by exploiting Map-Reduce. Within this field, the topic of mining association rules has been investigated too: Refs. [18, 19] are just a few of the papers on the topic.
Finally, the field of data management has been touched as well by Map-Reduce diffusion. One important topic is the distributed execution of queries over relational databases [20] , but NoSQL databases have been considered as well [21] .
Data storage systems that provide information retrieval capabilities have become popular in recent years. For example, ElasticSearch [22] is now widely used, even in industrial contexts. Another interesting system is Apach Solr [23] , which can be considered a kind of more academic version of ElasticSearch. More or less, they provide similar capabilities, since they are both based on Apache Lucene. Compared with our approach. they need to fully load data set instances to index their content, while our Hammer prototype indexes only meta-data; furthermore, they do not provide structured queries with object selection condition, as our query language does.
A Framework for Blind Querying
In this section, we present the framework for blind querying a corpus of data sets.
Concepts, Definitions and Problem
Definition 1. Data Set. A Data Set ds is a set of homogeneous objects (i.e., having the same schema). It is described by a tuple (data set descriptor) ds :< ds_id, dataset_name, schema, metadata >, where ds_id is a unique identifier, dataset_name is the name of the data set (not unique); schema is a set of field names contained in objects belonging to the data set; metadata is a set of pairs (label, value), which are additional meta-data associated with the data set.
The instance of the data set is the actual set of objects in the data set.
In our model, a data set instance contains objects, specifically, JSON (JavaScript Object Notation) objects. In fact, the traditional format for open data sets is as CSV (comma-separated values) files, where each data item is a row; the first row of the file reports the schema (list of field names) of the data set; consequently, the other rows have the same structure. A CSV file can be easily represented as an array of flat JSON objects, all having the same flat structure.
Nevertheless, JSON has become a very popular format for data exchange; many data sets on Open Data portals are provided as JSON data sets. In this case, a data set is an array of JSON objects. They usually are the straightforward representation of flat CSV files; however, even if they are not, objects in the data sets all have the same structure. This is why we decided to rely on the concept of (JSON) object to deal with data items.
Definition 2. Corpus and Catalog.
With C = {ds 1 , ds 2 , . . . } , we refer the corpus of data sets. The catalog of the corpus is the list of descriptors, i.e., meta-data, of data sets in C (see Definition 1) .
We can now specify the concept of Query, in order to illustrate our approach for blind querying a corpus of data sets. Definition 3. Query. Given a Data Set Name dn, a set P of field names (properties) of interest P = {pn 1 , pn 2 , . . . } and a selection condition sc on field values, a query q is a triple q :< dn, P, sc > (This definition appeared in [2] ).
In order to introduce the general idea behind blind querying and to clarify the query technique in the remainder of the paper, we need to introduce the concept of query term. Definition 4. Query Term. Consider a query q :< dn, P, sc >. With Query Term (term for simplicity), we denote a data set name q.dn, a field name appearing in q.P or in q.sc, a constant appearing in q.sc (This definition appeared in [2] ).
A term could be composed of many words, separated by blank spaces, underscores or lines. In fact, in JSON, field names can contain blanks, underscores and lines. Example 1. Figure 1 depicts the application scenario. The user wishing to find interesting data sets on an Open Data portal can perform a blind query without knowing anything about the data sets published by the portal. It is the responsibility of the query engine to address the query to the portal, possibly rewriting the query in order to capture lexically or semantically similar terms actually present in the catalog of the corpus. The result is a pool of data sets possibly meeting the wishes of the user.
As a concrete example, suppose a labour-market analyst wants to get information about job offers for "Data Scientist" located in a given city named "My City". The query could be Query nq 1 is obtained by rewriting query q: the data set name q.dn =[Job-Offers] is substituted with Jobs. In the rewritten query, it becomes nq 1 .dn =[Jobs].
Another possible rewritten query could be obtained by changing property City with Job-Location. In this case, we obtain the following rewritten query nq 2 : The substitution of a term with a similar one originates a new query that could find out data sets containing objects of interest for the analysts.
Furthermore, another rewritten query nq 3 could be obtained by substituting two terms: Query nq 3 looks for a data set named Jobs and selects objects with the field Job-Location having a value "My City".
Queries nq 1 , nq 2 and nq 3 , similar to the original one q, constitute the neighborhood of q; for this reason, they are called Neighbour Queries.
The concept of Neighbour Queries is the key of the technique: the search space is expanded, by exploiting information in the catalog of the corpus, on the basis of lexical similarity as well as semantic similarity of query terms. Problem 1. Given a corpus C of data sets and a query q, return the result set RS = {o 1 , o 2 , . . . }, which contains objects o i retrieved in data sets ds j ∈ C (o i ∈ Instance(ds j )) such that o i satisfies query q or a neighbour query nq that is obtained by rewriting query q.
The Hammer prototype implements our technique to solve the problem. In the remainder of the section, we summarize pre-processing steps and the retrieval technique. 
Pre-Processing
In Section 3.3, we present the general retrieval technique based on the concept of blind querying, which we implemented within the Hammer prototype. However, before querying is possible, some pre-processing activities are necessary.
1.
Scanning the Portal. The portal, containing data sets to add to the corpus C, is scanned, in order to get the complete list of available data sets.
2.
Retrieving Meta-data of data sets. From the portal, for each data set, its meta-data and schema are retrieved.
3.
Building the Catalog. The catalog of the corpus is built, in order to collect meta-data and schemas of data sets.
4.
Indexing. An inverted index [24] is built, on the basis of meta-data and schemas of data sets.
At the end of pre-processing, the corpus C has its catalog and is indexed. The inverted index will be exploited at query time, as described in Section 3.3.
Retrieval Technique
The technique we developed for blind querying is fully explained in [2] . Here, we report a synthetic description (from [2] ), with the goal to let the reader understand the rest of the paper.
The proposed technique is built around a query mechanism based on the Vector Space Model (VSM) [25] , encompassed in a multi-step process devised to deal with the blind querying approach based on a query rewriting technique.
•
Step 1: Term Extraction and Retrieval of Alternative Terms. The set T(q) of terms is extracted from within the query q. Then, for each term t ∈ T(q), the set Alt(t) of similar terms is built. A term t ∈ Alt(t) either if it is lexicographically similar (based on the Jaro-Winkler similarity measure [26] ) or semantically similar (synonym) based on WordNet dictionary, or a combination of both. Terms in Alt(t) are actually present in the catalog of the corpus.
Step 2: Generation of Neighbour Queries. For each term t ∈ T(q), alternative terms Alt(t) are used to derive, from the original query q, the Neighbour Queries nq, i.e., queries which are similar to q. Both q and the derived neighbour queries are in the set Q of queries to process.
Step 3: Keyword Selection. For each query to process nq ∈ Q, keywords K(nq) are selected from terms in nq, in order to find the most representative/informative terms for finding potentially relevant data sets (introduced and extensively described in [1] ). For each query nq ∈ Q, its keyword vector K(nq) is computed: it is represented as a vector K(nq) = [k 1 , . . . , k n ]; the accompanying vector w(nq) = [w 1 , . . . , w n ] represents the weight w i of each term k i in vector K(nq); each weight w i ∈ [0, 1] is the result of the previous steps, on the basis of (lexical or semantic) similarity with respect to original terms (see [2] ).
Step 4: VSM Data Set Retrieval. For each query nq ∈ Q, the selected keywords K(nq) are used to retrieve data sets based on the Vector Space Model [25] approach: in this way, the set of possibly relevant data sets is obtained. Notice that we select only data sets with a similarity measure krm∈ [0, 1] (cosine similarity with respect to a query nq ∈ Q) greater than or equal to a minimum threshold th_krm. Specifically, given a data set ds i , vector
is the vector of weights of each keyword k h for data set ds i , obtained through the inverted index (refer to [2] for details).
The Keyword-based Relevance Measure krm(ds i , nq J ) ∈ [0, 1] for data set ds i with respect to query nq is the cosine of the angle between vectors w(nq) and W(ds i ).
When krm(ds i , nq J ) = 1, the data set is associated with all the keywords of the original query. •
Step 5: Schema Fitting. The full set of field names in each query nq ∈ Q is compared with the schema of each selected data set, in order to compute the Schema Fitting Degree s f d(ds i , nq) ∈ [0, 1]. Data sets whose schema better fits the query will be more relevant than other data sets. For this reason (refer to [2] ), the relevance measure of a data set rm(ds i ) is defined as a weighted composition of keyword relevance measure krm and schema fitting degree s f d. A minimum threshold th_rm is set, to select relevant data sets.
Step 6: Instance Filtering. Instances of relevant data sets are processed (i.e., downloaded from the portal and filtered) in order to filter out and keep only the objects that satisfy the selection condition. The result set is so far built: it is a collection of JSON objects.
To run the query process, three minimum thresholds must be set: the first one is the minimum string similarity threshold th_sim ∈ [0, 1], used to select lexicographically similar terms; the second one is the minimum keyword relevance threshold th_krm ∈ [0, 1] for cosine similarity of data sets with respect to queries in Q; the third one is the minimum relevance threshold th_rm∈ [0, 1] for data sets.
Map-Reduce: Approach and Frameworks
In this section, we first introduce the main concepts concerning Map-Reduce programming; then, we briefly present the two most famous Map-Reduce frameworks, i.e., Hadoop and Spark.
The Map-Reduce Approach
The Map-Reduce programming paradigm was introduced in [7] . The goal of the authors was to separate the definition of the (possibly simple) computation from the (possibly complex) problem of parallelizing the execution. In fact, the authors argued that most of problems concerned with data transformation are conceptually simple problems; however, their simplicity disappears when they must be parallelized, in order to get an answer in a reasonable time when very large data sets (such as the case of Big Data) are processed. The idea is to define a programming abstraction based on two functional primitives, by means of which to express the transformation. It will be responsibility of the execution layer to handle hard issues of parallel execution.
Let us give a short description of the approach. Two primitives are available for programmers to write procedures: Map and Reduce.
•
Map primitive: this primitive is a programmer-defined function that processes (usually) small parts of input data in order to generate a set of intermediate key/value pairs. Keys will play the role of grouping values in the next Reduce step.
Reduce primitive: this primitive is a programmer-defined function that takes the set of key/value pairs generated in the Map phase and aggregate pairs with the same key.
Programmers have only to define the two functions, i.e., how to generate key/value pairs and what aggregation to compute from a set of aggregated pairs. It is the responsibility of the underlying execution layer to perform the following activities:
• distributing data to computing nodes; •
collecting key/value pairs; •
distributing key/value pairs to nodes, in order to aggregate them.
As an example, consider the generation of the inverted index. Given a data set ds and the set of terms appearing in its schema and meta-data, the Map phase builds pairs (term, ds_id); the Reduce phase aggregates all pairs into the inverted index, in such a way a term is associated with the list of identifiers of data sets that contain that term (in fact, we implemented the indexing phase by means of Map-Reduce as well [3] , but its description is outside the scope of the paper).
Iterative Algorithms
The Map-Reduce paradigm is particularly suitable for expressing simple transformations that can be depicted as a non-cyclic graph. An example could be building an inverted index (as previously discussed): only one Map-Reduce flow is necessary.
However, many transformations and computations are necessarily iterative processes, where each iteration relies on outputs produced by the previous iteration. Such algorithms can be described by means of the Map-Reduce paradigm as well: each iteration is a single Map-Reduce flow; the overall computation consists of as many Map-Reduce flows as the number of iterations.
Hadoop vs. Spark
Currently, the two most-popular open-source frameworks for executing Map-Reduce processes are Hadoop and Spark.
Hadoop is the first popular Map-Reduce framework. The reader can refer to [27] as a complete guide, to understand technicalities of the framework. Here, we summarize its main features. It has been designed to be a general framework suitable for various types of Big Data applications, possibly based on iterative algorithms. Two layers compose Hadoop:
• a data storage layer called Hadoop Distributed File System (HDFS) [28] , which provides storage support to process, both for input data and for intermediate results;
• a data processing layer called Hadoop Map-Reduce Framework, which distributes and coordinates computation on the cluster; the basic component, which actually handles task execution, is named YARN (Yet Another Resource Negotiator) [29] .
Data in HDFS are organized in blocks; single blocks are distributed to Map tasks (for each block, a processing task is created), as well as they are dispatched to one or many Reduce tasks. Iterative algorithms perform multiple Hadoop Map-Reduce flows; data are shared through HDFS: input data of each iteration are read from HDFS, as well as output data must be written back to HDFS, for each iteration. Consequently, the large amount of disk accesses and data exchanges through the network cause a significant overhead that is paid in terms of execution times. In this respect, many works, such as [9, 30, 31] , studied the behavior of iterative algorithms within Hadoop.
Spark [11] is a more recent Map-Reduce framework than Hadoop. It has been designed [32] to overcome the issue exhibited by Hadoop in terms of high execution times, in particular for iterative algorithms, caused by the fact that the only way to share data is through the distributed file system HDFS.
The abstraction provided by Spark to overcome this issue is the concept of Resilient Distributed Dataset (RDD). It is a block of data that is shared to processing tasks through the main memory of computational devices in the cluster. Computational flows are performed as described hereafter.
•
Input data are transferred from persistent memory to main memory, subdivided in many RDDs; these RDDs are read-only for next tasks.
Computational tasks are performed by worker nodes; they access RDDs and generate new RDDs; • A RDD is resilient because the framework keeps track of the process that has generated it. In case of loss of its content (due to space limitations in main memory), the framework rebuilds the RDD, by re-executing the tasks that have generated the lost RDD.
This way, Spark is expected to be much more efficient than Hadoop, in particular for iterative algorithms, provided that the main memory actually available on the cluster is sufficient to store all RDDs. The reader can refer to [12] for a comparative analysis of performance with Hadoop, where a Page Rank algorithm is used as a testbed.
The Hammer Prototype
We now illustrate the Hammer prototype. First of all, we present its architecture in Section 5.1. In Section 5.2, we present the basic algorithm we implemented for Step 4 and Step 5. Then, in Section 5.3, we show how this basic algorithm was easily converted into a Map-Reduce algorithm. In Section 5.4, we show how we redesigned the algorithm by exploiting high-level abstractions provided by Spark.
Architecture of the Hammer Prototype
In this section, we describe the architecture of the Hammer prototype. The prototype, implemented in Java, is composed by two main components, as shown in Figure 2 : the Indexer and the Query Engine. Two service components complete the architecture: the Crawler and the MongoDB NoSQL database management system.
•
The Indexer gets meta-data concerning data sets, without downloading the instances, and builds an Inverted Index; at the same time, the catalog of the corpus is built. Both the catalog and the inverted index are stored as collections of JSON objects within a MongoDB database.
The Query Engine is exploited by users to actually retrieve data sets. The query is processed on the basis of the inverted index and meta-data stored in MongoDB. For data sets matching the query or some neighbour query, their instances are actually retrieved and filtered, in order to produce the output results.
The Crawler is a service component exploited both by the indexer and by the query engine to access the Open Data portal, in order to get either meta-data about published data sets or instances.
MongoDB NoSQL DBMS provides storage support. We decided to adopt it due to the flexibility provided by the fact that it stores JSON objects in heterogeneous collections in a native way; this way, the prototype can be easily evolved and the database can be easily adapted.
Focusing on the query engine, the internal architecture is organized in blocks, as depicted in Figure 3 . The query engine is organized as a pool of Executors: each executor is responsible for performing one or two of the steps that constitute the retrieval technique presented in Section 3.3. Executors are organized in a processing pipeline, as depicted in Figure 3 : the output of one executor is the input for the next one. On the left-hand side, we depicted the meta-data catalog stored within the MongoDB database; on the right-hand side, we depicted the inverted index, stored within the MongoDB database as well. In particular, the figure shows which executor exploits the catalog and/or the inverted index. Finally, notice in the bottom right corner of Figure 3 , the Crawler: it is exploited by the last executor to get instances of data sets selected by the Step 4/5 Executor.
The development of the Hammer prototype evolved step by step: in the very early version, the prototype was designed as a single process tool. Then, we identified Step4/5 Executor as the critical executor as far as performances are concerned; consequently, we mainly modified the above-mentioned executor in order to exploit the Map-Reduce paradigm, by means of the Hadoop framework; then, Hadoop was replaced by the Spark framework. Finally, the algorithms were re-implemented by exploiting high-level abstractions provided by Spark. 
Step 4/5 Executor: Basic Algorithm
Algorithm 1 reports the pseudo-code of the algorithm implemented within the Step4/5 Executor. The procedure is divided in two parts: in the first part, the set of data sets that satisfy at least one query nq ∈ Q (the set of queries to process) is generated; in the second part (line 4), the final set of data sets is generated, such that their relevance measure rm is greater than the minimum threshold th_rm.
Algorithm 1: Algorithm for Step 4.
Procedure Step4/5_Executor(Q, th_krm, th_rm) Begin 1.
MongoDB_Clear_FoundDS() 2.
For Each q ∈ Q do 3.
Process_Query(q, th_krm) End For Each
4.
Evaluate_RM() End Procedure
The main data structure we adopt in the algorithm is the data set descriptor
where ds_id is the data set identifier. W is a vector of term weights, where each element is a pair that associates a term t with its weight w (to compute the cosine similarity with respect to a query). krm is the keyword relevance measure (obtained by applying the VSM approach); rm is the best relevance measure and q is the query for which the best relevance measure is obtained.
We now present the algorithm in detail:
• At line 1, function MongoDB_Clear_FoundDS is called. It resets the content of a MongoDB collection called FoundDS: this collection has to store data set descriptors that satisfy at least one query q ∈ Q.
•
The For Each loop on line 2 calls (line 3) procedure Process_Query for each query q ∈ Q. This procedure stores data set descriptors possibly found for query q in the MongoDB collection FoundDS.
• Algorithm 2 reports the pseudo-code of procedure Process_Query, which actually implements
Step 4, for each single query q ∈ Q. We now describe its work in detail:
-
The procedure receives a query q and the minimum threshold for the keyword relevance measure th_krm. The For Each loop on line 4 operates on each data set descriptor, in order to evaluate the best relevance measure rm; before starting the inner loop, line 8 reads the schema of the data set from the catalog stored in MongoDB.
The inner loop on line 7 evaluates the data set against each query q ∈ Q. Specifically, line 8 computes the relevance measure by calling function Compute_SFD_and_RM, that computes the sfd and, based on it, the relevance measure rm, which is assigned to variable new_rm. Line 9 compares this value with the former best value for the data set and, if the new value is greater than the old one, it becomes (line 10) the new best value and (line 11) the data set is associated with the corresponding query.
The last action of the outer loop is the comparison of the relevance measure with respect to the threshold th_rm: if the measure is greater than or equal to the threshold (line 12), the data set descriptor is added to the output set ResultDS (Line 13 ResultDS := ∅ 3.
FoundDS := MongoDB_Get_FoundDS() 4.
For Each ds ∈ FoundDS do 5. ds_schema = MongoDB_Get_Ds_Schema(ds.ds_id) 6.
ds.rm := 0 7.
For Each q ∈ Q do 8.
new_rm := Compute_SFD_and_RM(ds, ds_schema, q) 9.
If ds.rm < new_rm Then 10.
ds.rm := new_rm 11.
ds.q := q End If End For Each 12.
If ds.rm ≥ th_rm do 13.
ResultDS := ResultDS ∪ {ds} End If End For Each 14.
If ResultDS = ∅ Then 15.
MongoDB_Save_ResultDS(ResultDS) End If End Procedure
Evolving Step4/5 Executor toward Map-Reduce
The work performed by Step4/5 Executor is time-consuming, especially when the number of queries to process is large, as well as when the number of indexed data sets is only a few thousands (see Section 6) . This motivates the introduction of the Map-Reduce approach, to try to improve performance.
We decided to adopt a lazy strategy, in order to evaluate the impact of the minimal changes necessary to transform the single-process version of Step4/5 Executor (Algorithm 1) into a Map-Reduce algorithm:
•
The first part of procedure Step4/5_Executor (lines from 1 to 3), which performs Step 4, becomes the Map phase: each Map task executes procedure Process_Query on one single query. Consequently, the number of parallel tasks coincides with the number of queries in Q.
•
The second part of procedure Step4/5_Executor (line 4) becomes the Reduce phase: results produced by the Map phase are collected and evaluated against queries in Q, by calling procedure Evaluate_RM.
In order to activate Map and Reduce tasks, without relying on any specific framework, we make use of two pseudo-primitives: Schedule_Map_Task and Schedule_Reduce_Task. The former pseudoprimitive schedules a Map task, by specifying the procedure to call; the latter pseudo-primitive schedules a Reduce task at the end of all previously scheduled Map tasks, by specifying the procedure to execute.
Algorithm 4 shows the modified versions of procedure Step4/5_Executor. Step 4 is always performed by lines 2 and 3; however, on line 3, procedure Process_Query is no longer called directly, while it is scheduled as a Map task. Similarly, on line 4, Step 5 is performed, but function Evaluate_RM is now scheduled as a Reduce task, in order to be executed when all Map tasks terminate.
We developed two distinct implementations, one based on the Hadoop framework, one based on the Spark framework.
Notice that we decided to adopt this strategy because we wanted to study the effect of the simplest transformation of the algorithm, without changing its structure. In fact, the reader can see that it was already naturally structured to be parallelized. This way, we can answer the questions: what is the effect of parallelization? Is Map-Reduce capable of fastening algorithms that were not thought to become Map-Reduce algorithms? Refer to Sections 6 and 7 for the answers. MongoDB_Clear_FoundDS() 2.
Schedule_Map_Task (ProcessQuery(q, th_krm) ) End For Each
4.
Schedule_Reduce_Task(Evaluate_RM(Q, th_rm)) End Procedure
Enhancing Step 4: Exploiting High-Level Abstractions Provided by Spark
To continue the study about the impact of the Map-Reduce approach on our query engine, we developed an enhanced version of Step4/5 Executor, in which Map and Reduce tasks do not interact with MongoDB. This version exploits a high-level abstraction provided by Spark, called Dataset, that has been introduced in version 2 of Spark; Spark datasets are developed on top of RDD. The advantage of this abstraction is simplicity: as we will show, the program is written in a very simple way. In the rest of the paper, with the term sdataset, we will refer to Spark datasets, while, with data set, we will refer to a data set in the corpus C.
Algorithm 5 reports the enhanced Spark version of procedure Step4/5_Executor. The procedure has two extra parameters, i.e., I and D: I is a sdataset containing the inverted index; D is an sdataset containing the catalog of the corpus; now, Q is a sdataset, still containing queries. Table 1 reports the structure of crucial sdatasets in the procedure. As the reader can see, they are non-flat tables (non 1-NF, non first normal form). In particular, a query in Q contains vector KW, that describes keywords in the query (field kw) with the corresponding weight (field w). Similarly, each element in I is a tuple that associates a term with the vector DS of data set identifiers. D associates a data set identifier ds_id with a vector schema, where each tuple describes a term in the schema, its role (e.g., data set name, field, etc.) and its weight (that depends on the role).
Let us consider now the procedure Step4/5_Executor. Algorithm 5 reports the pseudo-code of the Java-hosted Spark procedure that we implemented (by means of the pseudo-code, we avoid useless technicalities).
Lines from 1 to 3 correspond to Step 4, while lines 4 and 5 correspond to Step 5. Q.select("q_id", explode("KW")) 1b.
.join(I on "kw==term") 1c.
.select( "q_id", "kw", "w", explode("ds_id") ); 2.
q_ds:= q_k_ds.groupBy("q_id", "ds_id").aggregate("kw").as("K") 3.
q_ds_krm:= 3a.
q_ds.join(Q on "q_id") 3b.
.map(t ->{ t.krm:=CosineSimilarity(q.KW, q.W, q.K) }) 3c.
.filter("krm ≥ tr_krm")) 3d.
.select("q_id", "ds_id", "krm") 3e.
.collect()
4.
q_ds_rm:= 4a.
q_ds_krm.join(D on "ds_id") 4b.
.map(e->{e.rm:= Compute_RM(e.krm, e.schema, e.KW)}) 4c.
.filter("rm ≥ th_rm") 5.
ResyktDS:= 5a.
q_ds_rm.groupBy("q_id", "ds_id").max("rm") 5b.
.join(q_ds_rm on "q_id and ds_id and rm").select("ds_id", "rm", "q_id") 5c.
.collect() End Procedure
•
On line 1, the temporary sdataset named q_k_ds is computed: it has to contain tuples associating a query (by its identifier q_id) with a keyword kw and a data set (by its identifier ds_id) that contains that keyword. See the structure in Table 1 . Line 1a flattens vector KW in tuples describing queries: this is necessary to associate the query with data set identifiers through the inverted index. Notice the explode operation in the select operation, which transforms the nested tuples into flat tuples (one tuple for each element in the vector). Line 1b. performs a join with the sdataset I, that contains the inverted index (notice the join condition after the on). The resulting table contains vector DS, with data set identifiers: for this reason, the select operation on line 1c exploits the explode operation, in order to flatten the tuples by unnesting fields ds_id. • Line 2 prepares sdataset q_k_ds in order to aggregate common terms between a query and a data set. Specifically, a groupBy operation is performed, in order to group tuples having the same q_id and ds_id. The subsequent aggregate operation aggregates single values of field kw into one single vector, which is given the name K.
The resulting temporary sdataset is named q_ds; its structure is shown in Table 1 .
The actual computation of the krm value (keyword relevance measure) for each data set with respect to a query is computed on line 3. Specifically, line 3a joins the previous temporary sdataset q_ds with sdataset Q, in order to get again the KW vector of keywords with weights. This vector is necessary to compute the cosine similarity. Line 3b actually computes the cosine similarity, which is the value of the new field krm. This is performed by explicitly performing a nap operation: for each tuple handled by means of the iterator t, the code within braces after the -> is executed. This code calls function CosineSimilarity to compute the relevance measure and extend the tuple with field krm. Notice that the programmer explicitly schedules Map tasks. Nevertheless, it is not excluded that other operations are scheduled as Map tasks, such as unnesting: this is autonomously performed by the framework. The operation ends by filtering tuples with value of field krm greater than or equal to the minimum threshold th_krm (line 3c) and by subsequently restructuring the sdataset (line 3d). Notice the final collect operation: this is necessary to force Spark to actually perform the computation. In fact, Spark does not execute the program until it is not forced to do that. The collect operation is one possibility.
At this point, lines 4 and 5 perform
Step 5.
•
In order to evaluate the Schema Fitting Degree and, on its basis, the relevance measure rm, it is necessary to retrieve the schema of each data set. Data set schemas are stored in the sdataset D.
On line 4a, the temporary data set obtained by line 3, named q_ds_krm, is joined with sdataset D (the join condition is equality of fields with the same name). Map tasks are scheduled: on each tuple e (iterator over the sdataset) function Compute_RM is called. This function receives the keyword relevance measure krm, the schema of the data set, the vector KW of keywords in the query. A new field named rm is added to the tuple handled by e. On line 4c, only tuples with value of field rm greater than or equal to the minimum threshold th_rm are selected. These become the new temporary sdataset q_ds_rm. • Finally, line 5 provides the final sdataset ResultDS. Since in the sdataset q_ds_rm the same data set might be associated with more than one query, in order to be compliant with the other implementations, it is necessary to take the best association. Consequently, line 5a groups tuples on the basis of field ds_id; then, it computes the maximum value for field rm. Line 5b joins tuples describing groups with original tuples in sdataset q_ds_rm, on the basis of the value of the common field rm: this way, the query identifier q_id is associated with ds_id.
The reader can notice that, by adopting sdatasets, the procedure has become more functional and less procedural. This is a very important advantage provided by sdatasets.
Furthermore, programmers do not have to worry about explicit parallelization of tasks: high-level operations may implicitly be executed as Map-Reduce operations by the framework, in a transparent way. Consequently, programmers focus only on the business logic of the problem, being aware that, were possible, the computation will be parallelized.
Other Executors Implemented by Means of Map-Reduce
Other executors in the Hammer prototype have been parallelized by means of the Map-Reduce approach. Since they are less critical than Step4/5 Executor, we have not discussed them.
Specifically, Step 2 Executor is implemented too on the basis of the Map-Reduce approach: in fact, given the set of alternative terms computed by Step 1 Executor, neighbor queries can be generated in a parallel way. Since this part is not critical, we do not describe it.
In addition, Step 6 Executor has been parallelized by means of Map-Reduce. In this step, instances of selected data sets are downloaded from the Open Data portal and filtered. As shown in [3] , the Map-Reduce approach helps with parallelizing this task.
Experimental Campaign
In this section, we present the results of the experimental campaign we conducted to evaluate the benefits provided by adopting the Map-Reduce approach. Specifically, we compare execution times exhibited by all the implementations discussed in Section 5.
Recall that, in this paper, we focus on efficiency; readers interested in effectiveness (evaluated in terms of recall and precision) of the retrieval technique can refer to [1, 2] .
Experimental Settings
Experiments concern performances exhibited by the query engine at query time. We used three execution environments and nine configurations of the Hammer query engine. Table 2 reports the three different execution environments we set up. The environments are hosted on Amazon AWS infrastructure.
Execution Environments

•
Environment Env 1 is a cluster of two nodes powered by Hadoop technology; each node has 3 GB RAM shared among three virtual CPUs; the total amount of RAM available for executors is 6 GB. • Environment Env 2 is a single node powered by Spark technology (standalone mode); the total RAM is 3 GB, shared among three virtual CPUs. • Environment Env 3 is a cluster of two nodes powered by Spark technology; each node has 3 GB RAM shared among three virtual CPUs; thus, the cluster is equipped with six virtual CPUs that share 6 GB RAM. Table 3 summarizes the nine different configurations we experimented for the Hanner query engine.
Parameter max_neigh determines the maximum number of neighbor queries to generate from the original query q. We chose three values: maximum 10 neighbor queries (configurations Con f 1 , Con f 2 and Con f 3 ), maximum 100 neighbor queries (configurations Con f 4 , Con f 5 and Con f 6 ) and maximum 1000 neighbor queries (configurations Con f 7 , Con f 8 and Con f 9 ). The greater the value, the harder the work to perform to evaluate each query to process against the inverted index.
Parameter th_krm determines the minimum threshold for selecting data sets based on the VSM method, on the basis of information present in the inverted index (Step 4 of the retrieval technique, see Section 3.3). We considered two different values: 0.2 (for configurations Con f 1 and Con f 2 , Con f 4 and Con f 5 , Con f 7 and Con f 8 ) and 0.3 (for configurations Con f 3 , Con f 6 and Con f 9 ). The smaller its value, the greater the number of data sets to retrieve and to process.
Parameter th_rm determines the minimum threshold for selecting data sets based on the overall relevance measure rm (Step 5 of the retrieval technique, see Section 3.3). We considered two different values: 0.2 (for configurations Con f 1 and Con f 2 , Con f 4 and Con f 5 , Con f 7 and Con f 8 ) and 0.3 (for configurations Con f 3 , Con f 6 and Con f 9 ). The smaller its value, the greater the number of data sets to retrieve and to process.
Parameter th_sim denotes the minimum threshold of string similarity used to select alternative terms on the basis of string similarity (Step 1 of the retrieval technique, see Section 3.3).
We considered two different values: 0.9 (for configurations Con f 1 and Con f 3 , Con f 4 and Con f 6 , Con f 7 and Con f 9 ) and 0.8 (for configurations Con f 2 , Con f 5 and Con f 8 ). The lower the value, the larger the number of alternative terms retrieved on the basis of string similarity. However, for each term in the original query, we always limit the maximum number of alternative terms chosen on the basis of string similarity to 3. In order to perform experiments, we considered the www.data.gov Open Data portal. It is the official Open Data portal of the U.S. Government. The portal plays the role of repository for federal, state, and local governments. Currently (2018), about 300,000 data sets are published, in various formats. For our purpose, we built three sample corpora of data sets extracted from data.gov: the first contains 1000 data sets; the second contains 10,000 data sets; the third contains 15,000 data sets.
After indexing of meta-data, the inverted index contains a significant number of entries. In particular, for the corpus containing 1000 data sets, the inverted index contains 13,916 terms and 127,396 pairs (term, data set id). For the corpus containing 10,000 data sets, the inverted index contains 52,865 terms and 1,105,390 pairs (term, data set id). For the corpus with 15,000 data sets, the inverted index contains 71,159 terms and 1,794,330 pairs (term, data set id).
Query
The query chosen to perform tests is the following: The query was chosen in order to retrieve at least one data set from within the sample corpora used to perform tests.
Results
Now, we are ready to present the results of our performance analysis. Execution times, obtained for the Single-Process version of the algorithm (in the rest of the paper denoted as NO MR, for simplicity), are reported in Table 4 ; notice that the table is divided in three parts, each one (as denoted in the upper left corner) corresponds to a different number of indexed data sets (1000, 10,000 and 15,000). Table 4 . Execution times for the corpora of 1000-10,000-15,000 data sets for version without Map-Reduce of the algorithm.
Data Sets
Step 1
Step 2 Step 3
Step 4
Step 5
Step 6 Total Execution times for the first Map-Reduce version of the algorithm (described in Section 5.3) are reported in Tables 5-7 . Specifically, Table 5 reports execution times for the corpus containing 1000 data sets; Table 6 reports execution times for the corpus containing 10,000 data sets; Table 7 reports execution tims for the corpus containing 15,000 data sets. All three tables are divided into three parts: the upper part is concerned with execution environment Env 1 ; the central part is concerned with execution environment Env 2 ; the lower part is concerned with execution environment Env 3 . Table 5 . Execution times for the corpus of 1000 data sets (first Map-Reduce version).
Env 1
Step 2
Step 3
Step 6 Total Step 1
Step 6 Total Table 6 . Execution times for the corpus of 10,000 data sets (first Map-Reduce version).
Step 6 Total Finally, Table 8 reports the execution times obtained for the enhanced version of the implementation, based on sdatasets, executed on environment Env 3 ; in the rest of the paper, we will denote this version as Spark V2. Again, each part of the table describes execution times obtained for 1000, 10,000 and 15,000 data sets, respectively.
In all five tables, we tested the nine configurations described in Table 3 (from Con f 1 to Con f 9 ); execution times of each single step of the retrieval process (see Section 3.3) are reported (columns Step 1 to Step 6); column Total reports the total execution time for each configuration. Table 8 . Execution times for the corpus of 1000-10,000-15,000 data sets for version Spark V2.
Data Sets
Step 1 Step 2 Step 3 Step 4
Step 6 Total
Step 4 appears to be the most time-consuming step: its execution times are always at least 10 times larger than execution times exhibited by other steps. This is not surprising because this step performs the VSM evaluation of each query to process with respect to the inverted index, in order to retrieve data sets that possibly match the query.
Nevertheless, Step 6 contributes to the total execution time significantly, even though with execution times which are, often, a tenth of Step 4. This is not surprising because Step 6 is responsible for downloading instances of data sets from the Open Data portal and filtering objects that satisfy the selection condition. Nevertheless, with execution environment Env 3 (first Map-Reduce version), it happens that Step 4 is faster than Step 6, with configurations Con f 1 , Con f 2 and Con f 3 ; this happens only with 1000 data sets ( Table 5 ).
Effect of Introducing Map-Reduce
Let us start by evaluating the effect of introducing Map-Reduce. Figure 4 compares the overall average execution times of the No MR version (yellow line) with Hadoop and Spark versions on execution environments Env 1 , Env 2 and Env 3 . Table 9 shows the percentage of total execution times of Env 1 with respect to version No MR, for the nine different configurations. Figure 5 compares only average execution times exhibited by Step 4 only (again, the yellow bars correspond to version No MR).
Notice that, without changing the structure of the algorithm (as described in Section 5.3), the introduction of Map-Reduce is beneficial. In fact, even though the Hadoop version is the slowest among the Map-Reduce based ones, parallelism is effective in reducing execution times. Even though we can guess that the bottleneck of the process is accessing MongoDB server, the gain is from 30 to 40%. We now compare performance exhibited by the basic Map-Reduce version of the algorithm (described in Section 5.3), executed on environments Env 1 (Hadoop), Env 2 (Spark) and Env 3 (Spark).
We now focus on execution times shown by Step 4 of the retrieval technique (Section 3.3). Figure 5 depicts the average execution times of Step 4; blue bars correspond to environment Env 1 ; red bars correspond to environment Env 2 and grey bars correspond to environment Env 3 . The aggregated behavior shown in the figure is the same shown in Figure 4 for the average total execution times; this confirms that the general behavior is dominated by Step 4, i.e., retrieval of data sets that match the queries to process: the greater the number of indexed data sets, the greater the execution times to find the matching ones.
However, we can do an interesting observation (for both Figures 4 and 5) : the growth of the data sets of a factor 10 (from 1000 data sets to 10,000 data sets) does not cause a growth of execution times of a factor 10, but only around 3. This is true for all three of the environments.
In contrast, further increasing the number of data sets of a factor 1.5 (from 10,000 data sets to 15,000 data sets), execution times grow with a factor 2. This means that the way the Map-Reduce approach parallelizes the execution is the same with both technologies (notice that both environments Env 1 and Env 3 have the same amount of RAM). Thus, we can conclude that Spark is much more efficient than Hadoop due to critical implementation choices, concerning the way data are distributed to jobs (i.e., the main-memory RDDs).
The reader can also observe Table 10 , which shows the fraction of execution times exhibited by environments Env 2 and Env 3 (powered by Spark technology) with respect to execution times exhibited by environment Env 1 (powered by Hadoop technology). The percentage is computed for each configuration. In particular, the reader can notice that the best improvements are obtained in the hardest configurations, i.e., with parameter max_neigh set to 1000 (i.e., at most 1000 neighbour queries are generated by Step 3 of the retrieval technique, see Section 3.3). Again, this confirms that Spark technology is very efficient in terms of data distribution to tasks.
Charts in Figure 6 are derived from Tables 5-7 . In particular, they compare execution times for Step 4. Figure 6a reports execution times for Step 4 reported in Table 5 ; Figure 6b reports execution times for Step 4 reported in Table 6 ; Figure 6c reports execution times for Step 4 reported in Table 7 .
Another aspect to analyze is the sensitivity of execution times to the nine different configurations. Specifically, we focus on Step 4, which we already established as being the most expensive step in our retrieval technique. We perform this analysis by means of Table 10 and by means of Figure 6 . We can notice that parameter max_neigh strongly influences execution times: we could expect this effect because by increasing the number of queries to process, the number of Map tasks to perform increases as well (as many Map tasks as queries to process, see Section 5.2). Of course, environment Env 1 (powered by Hadoop technology) is the most sensitive.
Thus, an issue we will have to deal with is to find a good compromise between effectiveness and efficiency. In fact, by generating a large number of neighbor queries, we can expect to increase recall (but precision could drop down); nevertheless, too many queries to process slow down execution. We will address this issue in our future work.
Finally, notice the different behaviors exhibited by the three execution environments depending on the number of processed data sets. With 1000 data sets (Figure 6a ), configurations Con f 1 , Con f 2 and Con f 3 exhibit execution times which are more or less stable; the same happens, more or less, with configurations Con f 4 , Con f 5 and Con f 6 . In contrast, a strange variation is exhibited with configurations Con f 7 , Con f 8 and Con f 9 , for all technologies: execution times increase when the minimum thresholds th_krm and th_rm increase. In principle, this is contradictory: by increasing the thresholds, the number of data sets selected by Step 4 and Step 5 does not increase, so even the execution time is not expected to increase. The answer is in the way we implemented the iterative computation in Step 4 (see Section 5.3: with th_krm = 0.2, the algorithm finds the first data set in the early iterations and stops; with th_krm = 0.3, all keywords extracted from queries to process nq i ∈ Q must be used to retrieve data sets, so that the algorithm must work on a large number of entries in the inverted index.
Recall from Section 5.3 that no data are passed to scheduled tasks, apart from query descriptors, because each task obtained directly by querying the MongoDB server to get information. Thus, why the Hadoop version is so slower, compared with Spark versions? The reason is that task synchronization is performed by exchanging data through the HDFS. This confirms that the HDFS is the bottleneck in the Hadoop implementation, even though it is marginally used by the algorithm.
Nevertheless, notice that the size of the inverted index strongly influences performance, even though we indexed up to 15,000 data sets: around 1,800,000 pairs (term/data set identifier) in the inverted index, queried many times for each query, strongly slow down performances.
Evaluating Version Spark V2
The last evaluation we performed is a comparison between the Spark version of the basic Map-Reduce algorithm presented in Section 5.3 with the enhanced version presented in Section 5.4 and based on sdatasets, named Spark V2. The enhanced version was tested again in the execution environment Env 3 ; however, for clarity, with Env 3 , we refer to results obtained with the first Spark version, while, with Spark V2 we refer to results obtained with the enhanced version. Table 8 reports detailed execution times exhibited by version Spark V2. We compare them with execution times reported in the bottom sections of Tables 5-7. Figure 7 compares average execution times for both the versions: notice that the average execution times of version Spark V2 are up to five times smaller than the version denoted as Env 3 . Since the hardest task is performed in Step 4, Figure 8 compares the average execution times exhibited by Step 4 only: again, version Spark V2 is much more efficient (green bars) than the previous version. In particular, notice how the gain increases when the size of the corpus increases. Observing green bars, the average execution times slightly increase, even though the size of the corpus becomes 10 times larger than the initial one. If we deepen the analysis by evaluating configurations in detail, we can refer to Table 11 and to Figure 9 . Table 11 reports the percentage of total execution times exhibited by version Spark V2 in relation to the version denoted as Env 3 for each configuration. In some cases, version Spark V2 finishes in around 10% of the time. Looking at the table, a non-uniform behavior appears: version Spark V2 is always faster, but, in the case of configuration Con f 9 and corpus containing 15,000 data sets, the gain is less than 30%. Figure 9 analyzes execution times exhibited by Step 4, for each single configuration and for each one of the considered corpus sizes. Notice the great improvements given by version Spark V2 of the algorithm. In particular, for configurations with 1000 queries in Q (Con f 7 , Con f 8 and Con f 9 ), it seems that multiplying by ten the number of queries has little impact. Consequently, we can say that not only the gain is motivated by the fact that now the algorithm is decoupled from MongoDB, but also sdatasets are handled by Spark in a very efficient way.
To conclude the analysis, we observe that all the steps are improved in version Spark V2 (see Table 8 ), apart from Step 1: this is due to the fact that sdatasets are loaded from MongoDB in this step; the loss of performance of this step, anyway, is beneficial for the other steps. (b) 10,000 data sets.
(c) 15,000 data sets. 
Lessons We Learned and Behavioral Guidelines
The goal of this section is to summarize what we have learned from the work reported in this paper:
•
Spark is a very efficient framework, due to the fact that it does not rely on the HDFS to coordinate tasks. In fact, the basic Map-Reduce version of the algorithm (presented in Section 5.3) shares a very limited amount of data among parallel tasks, i.e., query descriptors. However, since synchronization is performed always through HDFS, Hadoop is much slower than Spark. However, frameworks evolve: our experiment were conducted with Hadoop version 2. The new Hadoop version 3 (just released) promises to be much more efficient. Generally, Hadoop is always slower than Spark: it works with mass memory and cannot cache the data in memory, but Hadoop 3 should work up to 30% faster than the oldest version. The major difference is that version 3 provides better optimization, better and usability and a series of architectural improvements.
Hadoop is anyway able to improve performance, if compared to the No Map-Reduce version. Anyway, developers do not have to expect incredible improvements: in our case, with n executors, the final execution time is not 1/n, the No Map-Reduce execution time. Probably, increasing the number of nodes, we will get excellent results even with Hadoop but with a significant increase in costs.
Spark is so effective because it coordinates parallel tasks: by building a DAG (Direct Acyclic Graph): it computes an execution plan that is shared to all nodes. In contrast, Hadoop does not offer this feature: tasks are executed in a totally non-coordinate way.
Parallel tasks that continuously access MongoDB (and, we can expect, any other DBMS) are certainly slower than algorithms specifically designed to exploit Map-Reduce in a native way. Nevertheless, our experiments show that Spark, which is not overloaded by HDFS, performs very well, even for algorithms that are not originally designed as Map-Reduce algorithms.
The dataset abstraction provided by Spark (that we denoted as sdataset) is extremely interesting. First of all, it allows for avoiding complex technicalities concerned with the management of the execution environment. Second, it allows developers to think at a higher level of abstraction, compared with traditional procedural programming.
High-level abstractions provided by Spark are certainly very interesting and, in many cases, effective to reduce the development time. However, developers lose control of execution and optimization: it may happen that the level of abstractions is too high. If developers want to achieve the best performance, they probably have to scale down to low-level primitives (but, in this case, Spark programs become hard to write).
In our context, the HDFS is not exploited for computation. However, it is a good tool to share persistent data to nodes in the cluster, especially very large data sets. Spark does not provide a similar functionality. Again, the new Hadoop version 3 could produce interesting surprises in terms of performance with large data sets.
Based on the observations reported above, we can identify some behavioral guidelines for developers that want to start developing Map-Reduce applications.
Minimal effort. If the goal of developers is to migrate a classical algorithm to a first Map-Reduce version, by paying the minimal effort, this could be easily obtained, without changing the global structure of the algorithm. However, this can be done if the algorithm is structured as loops of complex tasks/procedures. Furthermore, connections to a DBMS can be maintained. We suggest adopting the Spark framework, that, in general, provides better performance, even with database connections. • Privilege performance. If the goal of developers is to privilege performance, algorithms must be redesigned as pure Map-Reduce algorithms. • Simplicity of design. Abstractions provided by Spark are quite effective in order to strongly simplify the design (or redesign) of an algorithm. This could be a good choice for making the development process effective and efficient.
Hadoop or Spark? Notice that the two frameworks are not in conflict, even though the reader might think this. In fact, they can co-exist without any problem. Hadoop was created as an engine for processing large amounts of existing data: it has a low level of abstraction that allows for performing complex manipulations but can cause learning difficulties. Spark is faster, with a lot of great high-level tools and functions that can simplify the design and the development. If the algorithms or the processes do not require special features, Spark is always the most reasonable choice. However, there are situations in which the size of data is so large that the main memory of computing nodes could not be enough, causing Spark to significantly slow down. In these cases, Spark can operate on top of Hadoop and has many good libraries like Spark SQL or Spark MLlib.
Conclusions and Future Work
This paper reports our experience in the evolution of the Hammer query engine based on the adoption of Map-Reduce technology to improve performances. In fact, we consider this experience an interesting study case to learn about the introduction of Map-Reduce technology in algorithms that were not thought to be parallelized with this technology. Several approaches were evaluated and tested: first of all, a very simple transformation was done, tested both on top of the Hadoop framework and on top of the Spark framework. Then, a further enhanced version was developed, based on the high-level abstraction called dataset (that we called sdataset to avoid confusion) provided by Spark.
The goal of the study was to understand the impact of adopting Map-Reduce technology, learning lessons and synthesize some behavioral guidelines for developers that have to adopt Map-Reduce for the first time.
In fact, the reader can notice that our algorithms are not particularly optimized, as well as that we are working with a corpus that contains at most 15,000 data sets (thus, it is not exactly "Big Data"). Anyway, this context suffers for poor performance, due to the fact that no specific optimized data structure for representing the inverted index is adopted. Thus, we showed that the adoption of Map-Reduce does make sense.
A point we want to discuss is the generation of so many neighbor queries (up to 1000, in configurations Con f 7 , Con f 8 and Con f 9 ): generating so many queries probably is not so useful (in [1] and, in [2] , we tested the effectiveness of the technique with 10 neighbour queries, obtaining very good results); in fact, we decided to generate so many queries to stress execution times. However, four minutes to execute queries with 10 neighbor queries and 15,000 data sets (our best performance obtained with version Spark V2) is too much; thus, we are going to further study how to optimize the query engine.
Summarizing what we have learned, we can say that, currently, Spark Version 2 is, in general, more effective than Hadoop Version 2: optimization of execution, data sharing and high-level abstractions make Spark V2 a very good framework, suitable for many application contexts. However, Hadoop Version 3 has been just released and, probably, things could change.
As a future work, we are going to explore several directions. As far as efficiency, we are going to further study how to improve performance, by adopting different representations of the inverted index and by exploiting differently Spark primitives. Obviously, Hadoop Version 3 will be tested too. As far as the blind querying reconquer is concerned, we will foster its development, in order to introduce semantics to exploit during query rewriting.
