In this paper, a symbolic modelling approach is presented for the formal representation and verification of mixed analog/digital systems. The proposed modelling technique can be incorporated in the SFG-Tracing -a pragmatic methodology originally aimed at the formal verification of digital (VLSI) designs. Existing symbolic analysis and reasoning techniques can be employed to analyse the digital subsystems of a mixed analog/digital design. The development of appropriate, symbolic models to express the functional behaviour of the individual analog components, ultimately enables us to exploit a symbolic evaluation or simulation tool to formally verify the overall functional behaviour of a mixed-mode system.
Introduction
Even though conventional, simulation-based verification techniques are still the most widely used means for verifying the correctness of a given design or implementation [15] , the benefits of formal verification [12] arouse the interest of almost every researcher in the field of verification. As a consequence, a wide variety of approaches has been devised in the past, covering formalisms such as Boolean Logic [7, 9] , Higher Order Logic or HOL [1, 18] , Boyer-Moore Logic [20, 23, 24] and several others.
Up to now, the majority of these formal hardware verification methods was dedicated to the verification or validation of digital systems [2, 3, 4, 5] and only occasionally, research efforts have been made towards the formal modelling and symbolic verification of mixed analog/digital systems. One attempt to formalise mixed-mode systems is illustrated by Boute in [11] and concerns a functional and declarative language 1 called FunMath. Hellestrand likewise discusses a functional (specification) language applicable to mixed analog/digital systems [19] . Although promising, both functional formalisms suffer from a number of disadvantages: first of all, they are not decidable and don't have a mechanised implementation. As a consequence, it is difficult -if not impossibleto mould them into efficient automatic verification tools. Secondly, extensive user-interactions and manipulations, as well as a high level of specialisation and expertise, are required of the user when applying functional languages for verification purposes. On average, hardware designers will therefore be refrained from incorporating such functional specifications in their design process. This paper presents a more pragmatic approach for the symbolic modelling and formal verification of mixed-mode systems. The proposed modelling technique can be incorporated in the SFG-Tracing verification methodology. Before briefly discussing the SFG-Tracing methodology and its modifications towards the formal verification of mixed-mode systems in section 3, section 2 will in short illustrate the growing tendency of integrating both analog and digital components on a single VLSI chip. In sections 4 and 5, the key concept of our new approach is considered: a symbolic modelling of analog macro building blocks. Future research activities are sketched in section 6. General conclusions are presented in section 7.
Integrated mixed-mode systems
Even though the data-processing essential to many electronic hardware systems is generally taken care of by digital subsystems, most applications additionally require analog interfaces with their physical environment [21] . In the past, such analog systems for interface purposes were usually implemented as so-called 'glue' chips -i.e. integrated (analog) circuits placed peripheral with respect to a central digital chip. During the last few years however, an ever growing tendency can be observed towards the integration of both analog and digital subsystems onto a single piece of silicon. This tendency can be largely attributed to the appealing characteristics -significant reduction of size and power consumption, high system reliability and improved speed performance -of integrated mixed-mode systems.
A wide variety of applications benefits from the characteristics of integrated mixed-mode systems: DSP, GSM, biological implantable circuits and others. The SmartPen TM [14] , a novel application developed at Imec in co-operation with SmartPen Inc., also makes use of the previously mentioned advantages. Basically, the SmartPen TM is a new computer input device. Although resembling an ordinary pen, the SmartPen TM is a stand-alone system that communicates the written gestures to a computer via an RF-transmitter. The transmitted, digitised information can be stored and a reconstruction of the written text can be visualised on a computer screen. In order to imitate the appearance of a conventional pen, the circuitry of the SmartPen TM must be kept small in size and power consumption. This can only be accomplished by resorting to integrated mixed analog/digital chips. Figure 1 depicts a schematic representation of the pen and a photograph of the analog/digital data processing chip used inside the SmartPen TM . Practical experience shows us that, similar to the digital design process, the design of integrated mixedmode circuits tends to be the subject of conceptual design errors. The availability of proper verification tools for this class of designs can therefore increase both the quality of the designs and the productivity of the designer. Existing techniques for the verification of integrated mixed-mode systems however are mostly simulation-based [15] , and prove to be inadequate to provide sufficient confidence about the correctness of a design within an acceptable time-frame. Clearly, practical and more efficient verification-tools appear desired in order to successfully guarantee the quality of a mixed-mode design. Building on the success of the SFG-Tracing methodology [13, 17] , we devised a formal, symbolic approach which enables us to verify the functional behaviour of integrated mixed analog/digital systems. The following chapter gives a brief overview of the SFG-Tracing methodology and how it can be modified towards mixed analog/digital circuits. 
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Verification of digital (VLSI) designs using SFG-Tracing
The SFG-Tracing methodology has been developed for the formal correctness verification of digital (VLSI) designs, specified at the algorithmic level or signal flow graph (SFG) level. The foremost goal of this (formal) verification methodology is to overcome the gap between low level implementations (e.g. gate level or transistorswitch level circuits) and high level specifications. The practical value of the methodology has already been demonstrated by formally proving the correctness of a VLSI design of up to 230.000 transistors [26] . The strength of our verification methodology is based on the exploitation of the algorithmic information inherent to high level SFG specifications. By using this information, SFG-Tracing makes it possible to reduce the global verification problem to a series 2 of smaller -and thus more manageable -verification sub-problems. In order to achieve this reduction, the original signal flow graph will first be partitioned into a number of subgraphs. Key elements of the graph partitioning are explicit (user-defined) relationships between well-chosen algorithmic SFG-signals -the so-called reference signals -and spatial/temporal signals in the implementation. The reference signals define or delimit particular subgraphs in the signal flow graph, and the correctness of the implementation with respect to the individual graph-partitions can then be demonstrated by means of (switch-level) symbolic evaluation tools [8] . The basic concepts underlying our methodology are illustrated in figure 2 ; reference signals, delimiting an SFG-subgraph, are related with specific signals in a lower level representation, such as a switch-level or gate-level implementation. As can be seen, the SFG-Tracing methodology does not perform a partitioning of the implementation, only a partitioning of the specification. Consequently, verifying the correctness of a given implementation with respect to one of its sub-graph specifications requires special attention. For instance, the implementation to be verified must first be brought into a suitable state, from which the actual correctness sub-proof can begin. During this initialisation phase, explicit symbolic values will be assigned to the state variables (i.e. circuit memory nodes) associated with the sub-graph specification under consideration. Explicit symbolic values are however not assigned to all nodes, because this usually results in unacceptable simulation efforts for real-life applications. A significant reduction of the simulation effort is obtained by simply assigning symbolic "don't care" values X to the remaining circuit nodes.
Graph-partitioning, system initialisation and symbolic value assignments are only a few of the many aspects of the SFG-Tracing technique. Since a more elaborate and complete discussion on this verification methodology falls outside the scope of this paper, the interested reader is referred to [13] , where a detailed account of the theoretical aspects underlying the SFG-Tracing methodology is presented. 2 By ensuring that each sub-proof in this series is independent from the other sub-proofs, the separate correctness proofs can be executed in parallel. This can lead to a significant reduction of the execution time of the formal verification process.
Reference Signals Mapping Functions
In order to further illustrate the SFG-Tracing approach, the formal verification of a simple application -the bcd-recognizer introduced by Dietmeyer and discussed in [25] -is considered below. The algorithmic behaviour of this application is quite straightforward: a digital 4-bit word is applied to the input of the system (one 4-bit word for each algorithmic sample-period) and the recognizer determines whether or not the input represents a binary coded decimal. The (algorithmic) behaviour of the bcd-recognizer can be described by the following (high-level) VHDL description:
ENTITY bcd_recognizer IS PORT(bcd_in(3), bcd_in(2), bcd_in(1), bcd_in (0) (2), bcd_in(1), bcd_in(0)) < "1010"); END algorithmic;
The algorithmic behaviour specified above still allows a variety of distinct implementations for the bcdrecognizer. In this paper, a bit-serial version of the bcd-recognizer is preferred, since it is better suited for demonstrating the SFG-Tracing methodology. Figure 3 depicts a synthesized gate-level implementation of a bitserial bcd-recognizer, using a 2-phase non-overlapping clock. Note that an additional input reset has been added to the design in order to ensure a proper initialisation of its memory elements.
Figure 3 : Gate-level implementation of a bit-serial bcd-recognizer
How can the correctness of this implementation be verified by means of the SFG-Tracing? As mentioned before, the first step would comprise of a partitioning of the signal flow graph specification. Due to the simplicity of the example, however, the actual graph partitioning can be omitted in this case. Consequently, we must only define the relationship between the input/output signals in the specification and specific spatial/temporal signals in the implementation. At this point, it is important to realize that a fundamental difference may exist between the timing aspects of the algorithmic level and those of the implementation level. At the algorithmic level, an abstract clock was introduced only to declare the synchronous nature of the system and no constraints were imposed on how (e.g. in a parallel or serial way) the data is presented to the system. At the implementation level however, the 4-bit words to be analysed will be applied at the input bcd_in in a bit-by-bit fashion 3 and the timing is controlled by a 2-phase non-overlapping clock, which is clearly different from the algorithmic clock. The desired mapping relation between specification and implementation should account for the various timing aspects of the design. The mapping information in figure 4 will be used to guide the symbolic simulation of the given implementation. The symbolic simulation will start with bringing the system into a known initial state, and this by initializing the memory-elements using the reset input. Next, the most significant bit -denoted by the symbolic value in3 -of the 4-bit word to be analysed, is clocked in at the first clock pulse after the initialisation phase. At the subsequent clock-cycles, the following three bits -represented by the symbolic values in2, in1 and in0 -are to be clocked in. By the end of the fourth clock-cycle, the output bcd_ok should behave as specified. In other words, it should be checked that the following symbolic expression 4 is a tautology :
It can be verified that the implementation given in figure 3 does indeed satisfy this specification. Evidently, the bcd-recognizer is only a simple application and, even though it serves as a good example for explaining the SFG-Tracing methodology, it is too small to demonstrate the numerous facets of the SFG-Tracing in detail. As mentioned before, a more detailed discussion on the subject is given in [13] . The objective of this paper, however, is to show how the SFG-Tracing, originally conceived for verifying digital VLSI designs, can be used for the formal verification of mixed analog/digital systems.
Extensions towards mixed-mode systems
When dealing with mixed analog/digital systems, the signal flow graph specification can easily be extended towards analog signals and operations. Figure 5 provides an illustration of this extension. This mixed-mode system selects one of four analog inputs and compares it with an analog reference voltage Vref. Based upon the result of this comparison, the logic part of the system determines the output Out. In the corresponding signal flow graph, analog signals are denoted by dashed lines, whereas full lines indicate digital signals. The extended signal flow graphs can again be partitioned into subgraphs and the designer can provide the required mapping functions, relating reference signals in the SFG with signals in the implementation. Thus, the SFG-Tracing methodology can in principle be applied to verify this type of design. Furthermore, the correctness of digital subgraphs can still be verified by means of the implementation-level symbolic evaluator. The problem that remains is how to incorporate the analog components in our verification process. Our approach to solving this problem lies in modelling the functional behaviour of the analog components in a symbolic way. Including these symbolic, functional models in the symbolic evaluations enables us to formally verify the correctness of a mixedmode system with respect to its analog/digital SFG specification.
Analog macro building blocks
Practical experience shows that, on average, over 90% of an integrated mixed-mode design consists of digital MOS technology and that analog contributions are mainly restricted to interface purposes -e.g. conversion of analog sensor-outputs or the analog sensor itself. In order to construct the analog subsystems, designers of integrated mixed-mode systems usually resort to predefined analog library components or so-called 'macro building blocks'. Without demeaning the general applicability of the proposed verification technique, we have also made use of the paradigm of library-based design and have, up to now, only considered a limited set of predefined analog macro building blocks. Nevertheless, customised analog subsystems -for instance, systems designed from scratch to answer to specific needs -can also be incorporated in the verification process, provided that their functional behaviour is accurately known. Restricting ourselves to a set of predefined components does however offer a main advantage: it enables automation and can hence bring the verification process closer to the designer.
Due to the nature of signal flow graph specifications -imposing uni-directionalism on both analog and digital operations -only predefined analog components for which uni-directional models can be derived, have initially been considered. As such, the following types of predefined analog macro blocks have been included in our current research:
• Analog multiplexers
For each type of predefined macro building blocks, several distinct implementations are, in general, available to the designer. The analog component library of ES2 -European Silicon Structures -for example, contains 2 different implementations of digital-to-analog signal converters, 9 comparators and 9 programmable gain amplifiers. Our ultimate goal is to take each individual implementation into account, to derive suitable symbolic models for their functional behaviour and to incorporate them into a symbolic analysis and verification tool. The actual technique used to derive a symbolic model for the functional behaviour of a component is the topic of the next chapter.
Symbolic modelling technique
The terminology 'digital core approach to mixed-signal simulation' is often used to identify the specific class of simulation-based verification techniques, where digital simulation tools are used to verify mixed-mode designs. For that purpose, analog components have to be modelled in a suitable digital manner. Accordingly, the approach discussed in this paper can be labelled a 'symbolic core approach to mixed-signal simulation': analog components are modelled in a symbolic way and a symbolic evaluation or simulation tool [8] will be applied to verify the overall integrated mixed-mode system. This chapter now introduces some aspects of the symbolic modelling of analog components.
Symbolic representation of analog signals
When the functional behaviour of an analog component is to be modelled in a digital way, a digital representation of the analog signals involved is first required. Encoding the absolute voltage of an analog signal by a digital 8-bit word 5 or vector, allows us to replace a single analog wire by an 8-bit digital bus. Thus, a signal of 5V (0V) on an analog wire x -modelled by the digital bus x 7 x 6 x 5 x 4 x 3 x 2 x 1 x 0 -can, for instance, be encoded by 11111111 (00000000). Similarly, the vector 00100000 will correspond to a voltage of 1.255V on the analog wire. Representing analog signals by means of digital vectors is quite common practice in the field of mixed-mode applications and vendors such as ES2 even provide the necessary functional models of their analog macro building blocks for (digital core) simulation purposes.
The above digital representation of analog signals can easily be extended towards a symbolic representation. In addition to the Boolean constants 0 and 1, arbitrary Boolean variables must be allowed in our vector representation. As such, the symbolic vector 00a00000 -the symbol a denotes a Boolean variable -covers both the analog voltages of 0V (00000000) and 1.255V (00100000). Likewise, for Boolean variables x i (i = 0..7), the general symbolic bitvector x 7 x 6 x 5 x 4 x 3 x 2 x 1 x 0 will cover the complete analog voltage range between 0V and 5V.
Symbolic models for analog components
The symbolic models that are used to describe the functional behaviour of individual analog components are based upon a symbolic representation of the analog signals involved and not on the physical wires themselves. Figure 6 illustrates this principle for a mixed-signal component (e.g. an analog-to-digital converter) with an analog input in and a digital output Out; the symbolic model for this component makes use of a symbolic vector in 7 An important remark that can be made at this point, is that our symbolic models will not account for the detailed dynamic behaviour -frequency response, timing, poles and zeros of the system, etc. -of the individual mixed-mode components. Neither does our approach account for analog design issues such as cross-talk, transmission line effects, electro-magnetic interference and so forth. We are merely interested in the weak observable (functional) input-output behaviour of a given component for steady-state values of input and output at the end of sample intervals, and for that purpose the mixed-mode components can be modelled at a highly abstract level. For our set of analog macro blocks, for instance, this abstraction can be made and proves to be adequate to demonstrate the overall functionality of the mixed-mode systems that have been considered in our research so far.
Evidently, when the complete system behaviour must be verified into detail, the designer must resort to more dedicated tools and modelling techniques (e.g. SPICE) than the method presented in this paper. Our symbolic verification approach can however be used for a preliminary verification of a design. First, the mixed-mode design to be verified is modelled symbolically and the (abstract) functional behaviour is then verified using the proposed verification technique. Once -possibly after a number of iterative (re)design-and-verification steps -it is shown that the system functionally behaves as specified, the design verification can proceed at a lower level of abstraction. The process of successively lowering the level of abstraction is also quite common practice in traditional simulation-based verification techniques.
The following subsections deal with two particular examples of mixed-mode components -an analog multiplexer module and a digital-to-analog converter -and they describe how the functional behaviour of these components can be modelled symbolically. 5 Depending on the required accuracy of the model, a different width of the digital bus may be preferred. 
Using these expressions, it is possible to construct a complete symbolic model for the analog multiplexer module. The appendix contains a description of the symbolic model, to be used in a specific symbolic evaluation tool.
Example 2: a digital-to-analog converter
The digital-to-analog converter is another common component of most integrated mixed-mode systems. Together with a comparator and a logic unit for successive approximation, this type of converter is often used as an important part of an analog-to-digital converter (see figure 7) . Basically, a digital-to-analog converter has a digital bus In and two analog voltages V refp and V refn as inputs, and a single analog output Out. The purpose of the component is to convert the digital signal In into the corresponding (or decoded) analog signal Out, using V refp and V refn as reference voltages for the conversion procedure.
When In is an 8-bit digital bus and the analog signals are modelled by 8-bit symbolic vectors, the functional behaviour of the component can be expressed as follows:
The operations in the above expression are to be interpreted as digital operations on bit vectors. It is possible to derive sets of Boolean expressions to capture the behaviour of the different additive and multiplicative operations of the given expression. However, since most applications use 0V and 5V as their reference voltages, and multiplication's are difficult to represent in terms of Binary Decision Diagrams, the previous expression can be simplified to:
Out In = By writing the (bit-level) expressions in the formalism of the previous example, the symbolic models can again be used in the symbolic evaluation and reasoning tool. 6 Z i will be 1 (0) if the analog input is (not) tristate and Z o is 1 (0) if the analog output signal is (not) tri-state.
Application example
In this section, a more concrete example of integrated mixed-mode designs is presented, which we want to formally verify using the proposed modelling technique. The example concerns a mixed-mode subsystem of the SmartPen TM application. In figure 7 , a simplified version of this system is depicted. A sensor array -strain gauges in wheatstone bridge configurations -provides the analog input voltages (A, B, ..., H) of the system. Alternately, a digital control unit will select one of four amplified voltage differences. The multiplexed voltage is then converted into an 8-bit digital signal, which is subsequently converted into a specific bit-sequential protocol. Using this protocol, an RF-transmitter will finally send the information from the SmartPen TM to an external receiver. In order to verify this design, it must be demonstrated that its output satisfies the specified transmission protocol. For that purpose, the digital subsystems of the application will first be analysed by means of available symbolic analysis techniques, and proper symbolic models must be derived for the analog parts. By correctly wiring all the symbolic models together and providing the spatial/temporal mappings between specification (e.g. the protocol) and implementation, a symbolic evaluation of the functional behaviour of the overall mixed analog/digital system can be performed.
Future Work
The research topic presented in this paper is still a little on the preliminary side, and further research is definitely required to explore the full potential of the proposed verification methodology. One of our objectives in the near future is to compose an extensive library of symbolic, functional models for various analog macro building blocks. Based upon this symbolic library, the feasibility and limitations of the proposed approach -incorporating the symbolic models in the SFG-Tracing methodology -will be investigated by verifying the correctness of a number of integrated mixed-mode systems (for instance, the application shown in section 5.3.) developed in the integrated microsystems design group of imec.
An additional goal of our ongoing research is to allow alternative symbolic representations for modelling the functional behaviour of components. Up to now, only binary decision diagrams or BDDs have been employed to describe the analog components, and this due to the practical limitations of the symbolic simulation tools used in our experiments. Representing multiplicative operations, as those in the expressions for the digital-to-analog converters by means of BDDs, tends to be quite inefficient -the size of the corresponding BDDs grows exponentially in the number of bits involved in the operations [6] . Based on recent publications dealing with graph-based representations of Boolean expressions, we are inclined to believe that other representations, such as Binary Moment Diagrams (BMDs) [10] and Kronecker Multiplicative BMDs (K*BMDs) [16] , might be more appropriate for our verification approach. The goal is to decide which graph-based representation -or combination of several representations -is the most suited for the symbolic modelling of mixed analog/digital circuits.
Conclusions
For the formal verification of mixed-mode systems, this paper presented a pragmatic symbolic modelling approach, which can be incorporated in the SFG-Tracing -a methodology originally aimed at the formal verification of digital VLSI designs. In this new approach, the digital parts of a mixed-mode system are analysed using existing symbolic techniques and proper symbolic models -based on a symbolic vector representation of the analog signals involved -are derived to describe the functional behaviour of the analog components. Incorporating these models in symbolic evaluation and reasoning techniques, enables the formal verification of the overall functional behaviour of an integrated mixed-mode system. Although primarily focused on the analog macro building blocks inherent to library-based designs, the modelling technique discussed should be applicable to general, customised analog components.
