When using interactive graphical tools, users often have to manage a structure, i.e. the arrangement of and relations between the parts or elements of the content. However, the interaction with structures may be complex, and not well integrated with the interaction with the content. Based on contextual inquiries and past work, we have identified a number of concepts and requirements about interaction with structure. We have explored a number of interactive tools and we present one of them in this paper: a new kind of property sheet that relies on the implicit structure of graphics. The interactions with the tool augment the scope of interactions to multiple objects.
INTRODUCTION
When using computerized tools such as real-time editors, presentation software, GUI builders, etc. users create and manipulate graphical objects on the screen. They can edit them individually, e.g. change their color or their stroke width. Users can also interact with sets of objects as opposed to individual objects. To do so, they may be required to structure the scene by relying on concepts such as groups, styles or masters. Using a structure may have multiple assets such as helping users conceptualize the scene they are creating, and think better about the problem at hand. In the thesis, we are interested in structures as means to interact with the content: since structuring involves sets of objects, the actions done on an element of the structure may have an effect on several objects at once.
In current interactive systems, the use and the management of structures may be complex. Users have to create and maintain them. Depending on the kind of structure, some operations may be impossible or cumbersome to do, preventing users to explore the design space. Furthermore, systems that provide structuring do not leverage off the structures fully to provide users with new ways of interacting with the content.
A part of the thesis work presented in this paper aims at improving the management of structures as means to augment the scope of interactions. Based on contextual inquires and related work, we present a number of requirements pertaining to the interactions with structures. We then present an interactive tool that partly fulfills those requirements. With modeless, example-based interaction and selection, this tool enables designers to make an opportunistic use of implicit (i.e. unplanned) sets of objects.
METHODOLOGY
A goal of the thesis is to explore the interactive services needed for visualize and manipulate dependencies between objects. It relies on research in interaction design and information visualization. Our methodology to identify the problem and produce new interactions is based on participatory design. A first step was to meet and discuss with users involved in creative process and make work scenarios. We have conducted five contextual inquiries with "designers" ( in broad sense): graphics edition (Illustrator, OmniGraffle) like virtual keyboard design (Figure 1 ), courses schedule (iCal), geographical map of a site (Auto-CAD), presentations (PowerPoint).This step was helpful to identify the major problem and user"s needs. The second step was to make new designs with the participation of users. He created a virtual keyboard, use groups to structure a key by incorporating shapes and labels, but was confronted to the need for change a property of each label with no simple way to do it.
RELATED WORK
Past works have tackled the problems of managing structures, and interacting with multiple objects, either explicitly or implicitly. We have studied the existing systems along three axes: interactions for structuring the content provided to users by interactive systems, design and evaluation by designers of interactions for structuring, and structuring in programming, since many concepts from programming are relevant to this topic.
Structuring for users
Many applications employ standard techniques such as the capability of creating groups in order to act on several objects as once. Masters are elements used as a "model" for other elements, as we can find for example in PowerPoint. Sketchpad introduced masters as shareable objects [12] : changing a property of the master would modify all objects that depend on this master. Some structuring techniques have been design to support exploratory design for example. The list of reversible actions is an important mechanism [13] [6] . Side Views displays previews of interactive commands [15] . Parallel Paths is a model of interaction to support alternative exploration [16] .
Structuring for designers
In the cognitive dimensions of notation [3] , the problem of repeat several times the same action when a change occurs is identified as "viscosity". Viscosity is a hurdle to modification and exploratory design [4] . In order to reduce viscosity, a solution consists in creating an "abstraction", a "power command" that would act on several objects [4] . An abstraction is a class of entities or a grouping of elements that users handle as a single unit.
Direct [13] and instrumental [1] interactions techniques are efficient for interact with a single object: they lower the number of actions required from the user compared to other techniques, such as command lines, conversational dialogue or modal interactions. Design principles related to instrumental interaction, such as reification (turning a concept into an object), polymorphism (applying the same change to different class of objects) and reuse (of past selection and interactions result), cope with actions on multiple objects partly [2] .
Structuring for programmers
The problems raised so far can also occur during development activities. Styles and models can be implemented in a style language (e.g. CSS) with hierarchical structuring. Tags in the Tk toolkit allow the programmer to structure objects in overlapping sets (an object can belong to multiple sets) [11] .
Prototype-based languages offer an alternative to classbased languages for object-oriented programming [7] [10]. They offer a flexible creation model that allows programmers to share properties and behaviors. Such mechanisms allow users to structure a hierarchy of prototypes and to act on several clones by manipulating a prototype in the delegation hierarchy. Morphic [8] , the graphical interface of Self [17] , reifies prototypes and clones into graphic objects (called Morphs) and allows for their construction and edition with direct manipulation. Tools have been designed to help programmers to structure a prototype hierarchy. For example, Guru is an algorithm that creates a well-organized graph of prototypes automatically, by factorizing shared properties into new prototypes [9] .
WHAT WE HAVE DONE AS OF TODAY
We propose a set of requirements for the manipulation of objects through structures based on the contextual inquiries we ran and our analysis of the related work.
Requirements

R1:
Managing sets of objects. Managing sets consists in searching (R1.1) and designating (R1.2) the objects that are part of a set. It is also necessary to modify (R1.3) the sets (add, remove elements). Finally, users must be able to identify (R1.4) the objects that belong to a particular set, or determine the sets a particular object belongs to.
R2: Managing actions.
Managing actions consists in specifying their nature (e.g. by clicking on an "alignment" icon, or a menu) (R2.1), specifying their parameters ("vertical" or "horizontal") (R2.2), perceiving their consequences (R2.3), and specifying the scope (R.2.4). Perceiving the consequences with appropriate feedback enables the user to realize the effects of its action after it is triggered [13] , and even before it is triggered.
R3: Fostering exploratory design.
In order to support exploratory design efficiently, it is important to provide the user with tools that enable her to try (R3.1) and evaluate (R3.2) solutions during short-term exploration (R3.3) and compare (R3.4) different versions during middle-term exploration (R3.5) [14] . When satisfied with the results, the user must be able to extend the modifications to other objects. If the system does not support this task efficiently, the user will have to repeat the same actions to propagate changes (viscosity). Finally, if structuring is a solution to the viscosity problem, it is a hurdle to exploration if required a priori. Therefore, structuring should be made a posteriori (R3.6) i.e. when actions have already been done.
Designs
We have explored a number of interaction techniques in order to provide the user with structure-based interactions. We have used traditional participatory design process with the users we interviewed. We have conducted ideation and prototyping sessions to fix the problem we discovered in the analysis and illustrated with the work scenarios and to offer new ways of interacting with multiple objects.
The prototypes are integrated in a drawing application we designed, where we can draw shapes, select them, and modify their properties. The simplest interaction to modify properties consists in dragging a sample of a property value from a sample panel, and dropping it onto an object of the scene. In the following, we present a new tool for implicit structuring: an enhanced property sheet.
Implicit structure: an enhanced property sheet. A property sheet (or property box) is a window containing a vertical list of pairs of property type and value (e.g. shape: rectanDoctoral Symposium UIST '11, October 16-19, 2011 , Santa Barbara, CA, USA gle, color: green, thickness: 3…). A property sheet offers two services to the user: visualizing values (with progressive disclosure [5] ), and modifying them [5] . With classical property sheets, if multiple objects are selected, only "shared values" (i.e. values shared by all objects) are shown and are modifiable (see Figure 2 , left). Users can change a shared value for a property type and the system reflects changes to all selected objects. Other properties, those that are multi-valuated, still appear but with a blank fill. Those blank fills do not inform users with the values and cannot be modified. Our version of the property sheet differs in that it shows all values for a multi-valuated property (see Figure 2 , right), instead of displaying blank. This reveals an implicit structure of graphics i.e. the sets of objects that share a graphical property. Though not explicitly defined by the user, we think that such sets may be useful, since users sometimes think about objects with a graphical predicate ("all red objects"). We relied on the display of those values to design a set of interactions that offer new services for exploratory design and structure-based interaction: query and selection of objects with graphic examples, selection refinement, and properties modification on multiple objects with precision and content correction.
The representation of a shared value in the property sheet actually refers to two concepts: the value in itself, and the set of selected objects that exhibits this property value. As a value per se, and as with the interaction with the samples panel, users can drag the representation (considered as a value) from the property sheet onto (a selection of) objects in the main view to modify a property. If the shared value is numerical, users can hover over it and rotate the mouse wheel to increment or decrement it (power and precision). Together with immediate feedback, this enables both exploration and precise adjustment of properties, thus reducing the temporal offset [1] between action and reaction.
Since the representation of a shared value also reifies [2] a set of objects, hovering over a shared value highlights the concerned objects while blurring others (Figure 3 ). This makes it easy to figure out which set is made of what. In addition, users can drag a sample (hence a value) from the sample panels onto the representation of a shared value (considered as a set of objects) in the property sheet to modify at once one property of multiple objects (R2.4 scope) (Figure 4 ). Users can also drag a representation from (value) and in (set) the property sheet. Figure 3 : The user's cursor is over the "fill: blue" shared value. Because they don't have this shared value, the green rectangle, the pink circle and the two yellow shapes are dimmed Figure 4 : a) The user drags the "thickness: 6pt stroke" sample over the "fill: yellow" shared value. a) Immediate feedback turns the stroke thickness of all yellow items to 6pt. b) The user has dropped the sample, the modification is applied.
To select objects, users can directly click on them in the workspace, or draw a selection rectangle. In order to refine the selection, users can use three meta-instruments (i.e. instrument that control instrument, here the selection): Remover, Keeper and Extender.
The interaction consists in a Drag"n"Drop of the instrument onto a shared value. Remover throws out all objects that have this shared value of the selection ( Figure 5) . Keeper keeps the objects that have this shared value in the selection, and throws away the others. Extender adds to the selection all objects that are not selected but possess this shared value. These interactions extend the set of examplebased queries introduced above (R1.3 modify sets).
Doctoral Symposium UIST '11, October 16-19, 2011 , Santa Barbara, CA, USA Figure 5 : The user drags the Remove instrument and drops it on the blue fill shared value. All blue objects are removed from the selection.
WHAT WE WILL DO NEXT
We have tackled the problem of the interaction with structures, and the interaction with content through structures. We have identified a set of requirements for the management of structures of interactive graphics, and the use of structures to act on the content. Based on the requirements, we have explored a set of interactions that provide partial solutions to the requirements: an enhanced property sheet.
The examples we have shown involve drawing editors. However, this work also applies to any editor that uses graphics to display information, rather than creating them. For example, managing a calendar can benefit from the interaction we have designed: setting a particular duration or location to a set of entries, setting a location known one week after a set of meetings were scheduled, changing the title of entries that occur every Monday etc.
Our design aimed at illustrating the requirements and possible solutions, but we should improve our interactions and other designs are also possible. Though we think that structuring is important, we are aware that they might be some scalability issues, and we do not know yet how users actually benefit from it.
I am now in the middle stage of my PhD. In the short-term, I plan to design experiments to assess the usefulness of implicit structuring, and to measure the extent to which it can support exploratory design. Next I will explore how explicit structuring can help users be more efficient and can foster exploratory design. We need to find new kinds of interaction that will help users create their own structures, manage them and understand them easily with adequate visualization.
