In the context of new metabolic pathways discovery, a full backtranslation of oligopeptides can be a promising approach. When studying complex environments where the composing microorganisms are unknown it is also preferable to have all the complete nucleic sequences corresponding to an enzyme of interest. In this paper, we revisit the existing bioinformatics applications, which bring partial reverse translation solutions, and we compare two algorithms based on oligopeptide degeneracy able to efficiently compute a complete backtranslation of oligopeptides. Such algorithms are precious for the discovery of new organisms and we show their performances on simulated and real biological data sets.
Introduction
Reverse translating a given peptide allows the determination of the nucleic sequences at its origin. This is a retro-engineering process, contrary to the natural translation of ribonucleic acid (RNA), which gives a protein sequence that has specific activity in the studied organisms. Applications using reverse translation -known as backtranslation -introduce different solutions to get the more appropriate nucleic sequence among all possibilities. The resulting sequence is considered as the sequence that is at the origin of the studied protein. To perform this task, one uses codon that associates a triplet of nucleic acids to each amino acid. Each amino acid can be represented by 1, 2, 3, 4 or 6 codons. Furthermore, the backtranslation problem appeared after the protein synthesis mechanism discovery (Nirenberg, 2004) followed-up by the entire genetic code decoding in 1961. Nowadays, backtranslation is required in more and more applications using protein to DNA or RNA passing. For instance, Molecular Phylogeny is based on genetic code to perform a phylogenetic tree construction with sequence homology detection. Information held by proteins is useful when constructing multiple DNA alignments for phylogenetic analysis (Wernersson and Pedersen, 2003) . In this case, backtranslation is just a substitution of amino acid by the existing codon in the original nucleic sequence. Thus, backtranslating a protein to DNA can preserve this information. Nevertheless, genomic and transcriptomic databases are used as a source of sequences for protein alignments, so it is possible to find Coding Sequences (CDSs) (Nirenberg, 2004) by launching a BLAST (Altschul et al., 1990) programme and then construct the alignment using ClustalW (Chenna et al., 2003) programme. Similar tools using backtranslation to perform an alignment are available in Bininda-Emonds (2005), Suyama et al. (2006) and Moretti et al. (2006) . Additionally, backtranslation can be made for direct derived nucleic sequences search from a protein sequence. This search is based on IUB/IUPAC degenerate nucleotide base codes (Stothard, 2006) and it assumes the use of a consensus sequence to represent all possible sequences corresponding to the original protein. With this approach, one protein is backtranslated to a unique IUB codon that represents all possibilities in only one nucleotide triplet. Software that uses IUB codes to backtranslate a protein only uses a replacement of amino acids by corresponding IUPAC codons. Consequently, to obtain a nucleic sequence from an input peptide, we need to produce all the potential codons.
Reverse translation can also be used to compute probable DNA underlying the reported amino acid substitution by selecting reference amino acid in regard to the codon usage preference for each organism (Nash, 1993) . The calculation is based on user-selected codon table. Several reverse translation tools are based on probability computation or statistical determination of amino acid codon referred to the nucleic databanks. It can use genetic algorithms (Moreira, 2004; Moreira and Maass 2004) to determine the most probable codon at a given position by launching a data-mining algorithm on a selected databank. In addition, some software use neural networks data mining to similarly perform the same task (White and Seffens, 1998) . Another method based on hierarchical clustering data mining to do backtranslation was proposed in Ma et al. (2002) . Several methods use particularly data-mining algorithms to find the most adapted reverse translation of a peptide. For example, Serine (S) amino acid can be encoded by six triplet nucleic codons: TCA, TCC, TCG, TCT, AGC and AGT. According to databanks, the probability to find a peptide with S amino acid, which arises from a translation of nucleic sequence, and having AGC codon is 26% when E. coli species databank is used as reference databank. So, when S amino acid is backtranslated, the tool presented in Relógio et al. (2002) returns the most probable codon based on species characteristics. Furthermore, similar tools use the most probable codon or user-selected codons to perform such a reverse translation and are detailed in Pesole et al. (1988) and given websites. Reverse translation based on distance matrix providing codon usage between given sequences is shown in Ma et al. (2002) . Backtranslation programmes are often associated with complete software or packages as in Nash (1993) and Stothard (2000) , thus belonging to a bigger application, which uses other elementary programmes to perform bioinformatics tasks.
Whatever be the approach, the backtranslation problem presents an actual complicatedness owing to the genetic code degeneracy. To have all possible non-degenerate DNA sequences corresponding to an input peptide, to our knowledge, no tool is available to automatically perform this task. However, working on oligopeptides with a limited length becomes reasonable with the current storage capacities. The problem to tackle is of exponential nature, but it is still tractable with an interesting size of oligopeptide, which will produce less than 3 terabytes (6 16 , knowing that we can store a codon on a single byte). Of course, if the degeneracy is favourable, we can backtranslate much longer oligopeptides. In this study, we compare two new algorithms called DegenRev and StackPrt, which perform the backtranslation of oligopeptides with high performances.
The algorithmic models
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The algorithms we described hereafter have to retain every possible backtranslation to discover new microorganisms. Of course, the results will have to be filtered with usual selection criterion for the design of microarray probes. For both algorithms, a lookup table is embedded in memory with the codon translation table. This lookup table gives a direct access to amino acid degeneracy and to the list of the corresponding codons. In the following paragraphs, we present two new algorithms able to tackle with a full backtranslation of small oligopeptides. Oligopeptides with eight or nine amino acids are large enough to produce oligonucleotides for our GoArrays probe design algorithm, the latter being very selective with a pair of oligonucleotides of approximately 25 bases (Rimour et al., 2005) .
The DegenRev algorithm
The DegenRev algorithm is presented with more details in Missaoui et al. (2007) . This algorithm enumerates the degeneracy of each amino acid to calculate the remaining oligos at a given step of peptide processing. First, an input peptide is stored in an array. For each amino acid i, we calculate its cumulated degeneracy d(i), the remaining degeneracy r(i) and the passed degeneracy c(i). We denote NC(i) as the number of codons of the amino acid i, i ∈ [0, pl − 1]. So, the total peptide degeneracy having length pl is given by equation (1):
The cumulated degeneracy to the ith amino acid is given by equation (2):
The remaining degeneracy at the ith amino acid is given by equation (3):
And the passed degeneracy at the ith amino acid is given by the following formula:
While the initialisation of all variables is done, the translation step begins. The programme tests for each amino acid, if r(i) is reached. If it is the case, then the next amino acid is processed, else the current one is used. This process will be repeated c(i) times as it is described in Figure 1 . DegenRev performs exactly D loops using this approach without losing time on reinitialising degeneracy variables. For an amino acid i, the degeneracy is given by equation (5):
The obtained oligos (nucleic sequences generated after reverse translation of the peptide) are ordered by their respective degeneracy. Figure 1 shows an example. Output results for the sample oligopeptide 'KIL' are done by the following variables:
As shown here, our technique takes advantage of the degeneracy pre-storage to perform backtranslation task. The algorithm writes data in an output file containing non-redundant reverse translation possibilities. Each computed oligo will represent a potential coding sequence part for the studied protein. The complexity of the DegenRev algorithm is given by the following equation:
The main loop of the algorithm in which backtranslation is performed uses previously described degeneracies. It performs exactly the full backtranslation oligo by oligo based on the degeneracy. In each loop, DegenRev builds current generated oligo using its own degeneracy as shown in Figure 1 . The order depends on the initialisation structure made in the beginning of the algorithm.
Figure 1
The oligos generated from the peptide 'KIL' ordered by the algorithm (the order depends on data table of codons initialisation). Each amino acid repetition depends on passed degeneracy c(i) done in formula (4), which gives exactly the number of current remaining computed codon. Colours are only used to differentiate codons. Oligos should be taken line by line, which is the order of calculation used by the algorithm (see online version for colours)
The StackPrt algorithm
The second algorithmic approach we propose is based on a stack to absorb as much as possible the exponential nature of the problem. In this algorithm, which is named StackPrt, the stack depth and the number of nested loops depend on the length of the oligopeptide to process. Indeed, StackPrt uses a very small amount of RAM. This amount is precisely limited to the oligopeptide length multiplied by 3, plus a number of loop indexes.
It is uneasy to write such an algorithm manually; in this case, we have only the first algorithm for oligopeptides of three amino acids. Then, to simplify the developer's work, we have written a programme generator to help writing automatically the source code of the StackPrt algorithm. This meta-programming was achieved with a Model Driven Engineering approach. We unroll this algorithm hereafter with an example of a small oligopeptide 'NRG'.
For amino acid: N, we have 2 potential codons, for: R, we have 6 codons and for: G, we have 4.
In this case, 48 oligonucleotides are expected and stored in 432 bytes if we do not apply compression techniques. The algorithm will use three nested loops.
[1] We first push the 1st codon of amino acid N on the stack. Stack = AAC
[2] Then, we push the 1st codon of amino acid R. Stack = AAC AGA [3] Lastly, we push the 1st codon of amino acid G. Stack = AACAGA GGA At the last loop level, we can pop the 1st oligonucleotide. Then, we unpile the last codon. Stack = AAC AGA To get and to push the next codon of amino acid G. Stack = AACAGA GGC We can then unpile the second oligonucleotide and process in the same way the other codon of the G amino acid. Once the last codon of G is processed, we un-pile two times: Stack = AAC AGA Stack = AAC To handle and push the 2nd codon of amino acid R. Stack = AAC AGG Etc.
The reader will have noted that with this algorithm, we minimise the writing of codons to provide an output oligonucleotide. In the case presented, the first codon (AAC) of the first amino acid (N) is written (pushed) only once for the whole 48 possible combinations. A complete enumeration as in DegenRev would have led to 24 writings. This remark is true for all the nested loops, except the last one where we have the complete output writings. This stack technique is similar to what we do when we optimise algorithms by a stack-based de-recursive approach. It allows absorbing part of previous algorithm complexity. Instead of having the complexity of equation (6), we limit the complexity of the algorithm to the total peptide degeneracy (equation (1)). Of course, the complexity remains exponential, but the longer the oligopeptide, the better will be the gain when compared with a regular enumerative approach as proposed in DegenRev. A pseudo-code of the StackPrt algorithm is given for a peptide length of three amino acids (Figure 2) . A complete technical report including C code is available (Hill, 2006) . 
StackPrt advantages and drawbacks
The main advantages of StackPrt compared with DegenRev are the following:
• the required memory is very limited (three times the oligopeptide length plus a number of loop indexes)
• the stack use limits the number of writings in memory, it absorbs a part of the exponential complexity and thus the efficiency of this approach increases with the peptide length when compared with DegenRev
• the source and binary code can be produced automatically
• the generated source code is carefully crafted according to the oligopeptide length.
However, the first drawback of the StackPrt algorithm is that the most efficient version of this algorithm is always dedicated to the oligopeptide size. This implies the compilation and proposal of a set of binary executables for each oligopeptide size. As said previously, the second main drawback of the StackPrt algorithm is that the algorithm is really tough to write manually, automatic code generation was, therefore, considered at the very beginning of the code design.
Limited number of existing algorithms
In the next section, we present the results obtained by both algorithms on simulated and on real data sets. Though the algorithms seem rather simple, they have been carefully implemented to obtain very interesting performances even on regular desktop computers. No comparisons can be proposed with other complete backtranslation methods since to our knowledge we could not find other algorithms for this problem.
Comparison of algorithm performances
Basic tests
Both algorithms were run on various Unix machines. For instance, in Missaoui et al. (2007) , the DegenRev algorithm was tested on a Linux machine with a Xeon processor at 2.40-GHz and 2-GB RAM. For this comparison, we used a multi-processor with 8 Dual Core AMD Opteron at 1.8 GHz under Linux. As mentioned in the previous section, the programme was developed in the C language and was compiled with the 3.4.6 version of GCC compiler and we used the system options to allow Large File Support (LFS).
In Missaoui et al. (2007) , we have shown that the DegenRev algorithm is extremely efficient for short peptide having degeneracy up to 10 7 . In fact, DegenRev takes less than 1 min on current desktop computers to obtain all the possible oligonucleotides for an oligopeptide length of 11 amino acids. This is still the case, even when we have to write an output nucleotide file, at least on the Linux multi-processor cited previously. The DegenRev algorithm is, however, able to handle all oligopeptides in the length range of [1 … 14] . In practice, interesting sizes to design microarray probes are in the range of [8 … 17] even if we can backtranslate longer peptides with lower degeneracy. In Table 1 , we have tested both algorithms for a single oligopeptide of varying lengths (from 8 amino acids to 14). The oligopeptide was selected with a high degeneracy (TRALA … LA,
where NC(T) = 4, NC(R) = 6, NC(L) = 6 and NC(A) = 4).
As expected with the static complexity comparison, the StackPRT algorithm outperforms DegenRev. We also note in Table 2 that the performance ratio increases with the peptide length, and is more and more significant with higher oligopeptide length. Figure 3 depicts the time performances of Table 1 , for an oligonucleotide size varying between 8 and 13 amino acids. The difference of performances when the size reaches 14 amino acids is too important to be kept on the same figure. Table 1 Comparison of full backtranslation times for both algorithms, depending on the oligopeptide length and for a fixed degeneracy, the number of expected oligos is also given Another important aspect of complete backtranslation is to consider the size of the output file. It will not always be necessary to store all the oligonucleotides in an output file. This solution, however, was retained as a first approach since one will often use a separate programme to select and design microarray oligos from a set of oligonucleotides. As shown in Figure 4 , the file size increases rapidly and even reaches a significant disk space (several terabytes for a single oligopeptide with 17 amino acids and a high degeneracy). Indeed, a simple test with the 'TRALALALALALALALA' oligopeptide will produce more than 440 billions of oligonucleotides and we need 22 terabytes to store the result file. This could seem unreasonable, but it is a performance accessible in many computing centres. In addition, two points have to be considered:
The compression of such text files is very easy and can be included to produce a much more compact result file.
We are in a position to avoid writing an output file when we can directly link the backtranslation to a microarray probe design software.
The compression factor we have observed with classical compression software like Unix compress or Linux gzip is around 15. Thus, the result file can save more than 93% of the regular storage where a character would have been stored in a byte. The interesting range for microarray probe design is between 24 mers and 51 mers. Figure 4 illustrates the compression gain for this range of length. 
Tests on real data sets
In a bioremediation context, we tested the algorithm on data collected from the bacteria Pseudomonas sp LZT5, which has a gene that encodes naphthalene dioxygenase. We have taken the coding sequence (CDS) that represents the enzyme involved on those degrading capabilities, and that are referenced in the UniProt/TrEMBL databank by the accession number 'Q3LTH2'. Then, we have extracted all peptides having a length of 11 amino acids. This size limit corresponds to 33 mers oligonucleotides -an interesting size for the design of short oligonucleotides probes (Relògio et al., 2002) . Therefore, we obtained 174 oligopeptides ready to be tested by our algorithms.
The processing of this file shows all the oligonucleotides derived from this enzyme. The test consists of creating a file containing all the 174 oligopeptides, one peptide per line. A full backtranslation is computed for each oligopeptide and we note the translation time. In Figure 5 , we see the execution time in second for each oligopeptide. The higher the degeneracy, the longer is the backtranslation time. In Figure 6 , we show the cumulated execution time for both DegenRev and StackPRT. The first algorithm processes the file in approximately 100 s and the fastest algorithm runs in less than 50 s. As you can note, this is relatively short for 174 oligopeptides of 11 amino acids compared with the simulated data of Table 1 . Indeed, real data sets have less degeneracy than the simulated tests. The chosen length represents a significant scale for probe design because it generates oligos having a length of 33, which is the top limit for short oligos.
We have then tested our algorithm on a larger file containing 12,307 oligopeptides sequences (still with 11 amino acids) implied in the naphthalene metabolism (Table 3) .
In this table, we see two result lines, the first one gives results where we have not produced an output file. The second line shows the execution time we have obtained while producing a 390 gigabytes file of oligonucleotides (each of 33 mers). Despite this, we have retained the concrete process time to obtain the results, we have three columns since we run the test three times. Indeed, on long programmes, we always have small system overheads that are underestimated by Unix system measurements. However, the less predictable fluctuations are only of a few seconds. From this table, we can note that even the slowest algorithm runs in less than 2 h to produce the output file while StackPRT remains below 1 h of computing and is approximately 2 and a half time faster. According to the results presented, we see that our algorithms show a real capability of computing full backtranslation on real-data sets with a very reasonable execution time. In addition, according to the results shown in Table 1 , we know that even with a high degeneracy, we can use our backtranslation programmes with a wide range of oligopeptides length. 
Conclusion
In this paper, we have compared two algorithms, DegenRev and StackPRT, which concretely solve the problem of full backtranslation of oligopeptides. This complete backtranslation is needed if we have to discover new microorganisms with oligonucleotides microarrays. Both algorithms are efficient on simulated and real biological data, and they are currently the only programmes that give all the possible oligonucleotides coding for a given oligopeptide. DegenRev is appropriate for peptides having degeneracy smaller than 10 9 independently from the peptide length, for better performances and higher degeneracies, a StackPRT algorithm dedicated to the peptide length is preferable. The main limitation of full backtranslation will be the disk space issue. As said in the previous section, text file compression can be used very efficiently (with a storage gain of 93%). In addition, the new hard drives for personal computers in manufacturers research laboratories are above 5 terabytes, huge fast flash memories are also in labs and they will soon be available on our desktop computers. The parallelisation of such algorithms on computing clusters and on computing grids is also being considered.
