UML is a widespread software modeling language. It can be a good candidate for modeling non-software systems, such as enterprise systems. While several proposals have been formulated, they are either incomplete or complex. In this paper we propose a modeling approach that is based on the basic object-orientation concepts. In particular we stress the use of instance models as a key concept. The enterprise domain is considered throughout the paper as a meaningful case.
Introduction
The Unified Modeling Language (UML) [9] is a widely adopted standard. It is used by software developers especially to model object-oriented software applications and it offers many notations that address the various phases of the software life cycle.
In the development of modern complex systems, such as enterprise information systems, more time is spent in analyzing business needs than in coding [2] . As a consequence programming will increasingly deal with concepts at the application-domain level. The classical development will be relegated to small portions where it is unavoidable.
As the level of abstraction increases, it becomes more evident the importance of models as a communication means among the stakeholders. In this paper we will focus on enterprise models and business process models, since the approach of organizing business operations into processes is considered essential for improving the flexibility and efficiency of enterprises.
Therefore it is important to find out if UML, even in an extended form, is suitable to satisfy modeling needs of users which can be different from software developers, for instance process engineers in the case of business processes.
When focusing on business process modeling, the modeler expects to be able to produce a model by selecting building blocks from a set of predefined types, such as human activities, automated activities, choices etc.
In this paper we will present a solution for modeling complex enterprise systems, which do not use the UML extension mechanism. The thesis to be discussed in this paper is that object-orientation offers a set of concepts, which could be more effectively exploited without the need of clumsy extension mechanisms. In particular the proposed approach emphasizes the importance of instancelevel models.
In this paper we will take into consideration UML 1.3 since it is, at the time of this writing, the most widely know version. Since supporting tools are crucial, we will base some considerations on a reference UML tool. The tool selected is Rational Rose [13] .
The rest of this paper is organized as follows. First we present an assessment of UML capabilities for modeling the enterprise domain. Then we describe our proposal. After that we analyze the generic issues related to instance models. Finally we draw some conclusions.
Assessment of UML Capabilities
UML, despite its diffusion, is not well-suited for modeling the enterprise domain. We need to assess the UML capability of modeling the various features of an enterprise, especially the organization and its business processes.
We can identify two major approaches for modeling enterprise concepts using UML:
• using the built-in constructs of the language • or using the extension mechanism in order to provide a specific profile for this domain.
Built-in capabilities
The organization of an enterprise can be modeled by means of the UML standard profile for business modeling. This profile defines a stereotype, named Organization Unit, which extends the Subsystem concept to represent the organization units of an enterprise. An example of organization model is shown in Figure 1 .
In this example there is a top-level unit, Management, which contains two (sub-)units, R&D and Marketing; unit R&D, on its turn, contains units E-commerce and Database.
The graphical representation shown in Figure 1 is based on a standard profile; however a tree would probably be a more intuitive graphical representation for an organization. Unfortunately, to draw a tree we need to set an association (or a link) between two packages, but this is not possible with the reference UML tool. UML activity diagrams have been proposed to describe business processes. In fact such diagrams are suitable for flowcharts of activities. An example of a business process described with an activity diagrams is presented in Figure 2 . The business process presented above is a simplified purchasing process. Corporate policy states that any employee who wants to make a purchase, should fill in a standard purchase request form, which has to be approved by the manager of the department the employee belongs to. The form contains information about the purchase such as purpose, description, amount, and supplier. If the requestor is a department manager, no authorization is needed.
If the request has been approved, the requestor can proceed and he/she is expected to provide the necessary details so as to allow the payment office to make the effective payment.
The extensions presented in [4] , which are described in the next sub-section, would be useful in order to better characterize the activities that make up the business process shown in Figure 2 . Current UML tools do not support the definition of stereotypes for activities.
A possible enhancement over the simple representation shown in Figure 2 is the adoption of the flow objects [5] . Flow objects are an extension of ObjectFlowState, which map into instances of classes. But a sound semantics for such notation is not defined. In addition UML tools do not support either ObjectFlowStates or flow objects.
UML extensions
A first and simple approach to enterprise modeling has been defined in the UML specification itself [9] by applying the UML Standard Profile for Business Modeling. Such a profile provides a common terminology and notation for modeling business concepts.
Such a Business Modeling profile defines a set of stereotypes, which can be used to tailor the UML for expressing business concepts. This standard profile facilitates capturing requirements using a more business-oriented language, but it is still too much software oriented. It provides the tools to analyze and describe only a reduced set of important enterprise features.
This profile describes business interactions by means of use-cases tailored through stereotypes. Other stereotypes define how to build organization models. In addition actors, information entities and their relationships can be described.
However, this profile doesn't provide any support for business process modeling. The UML standard presents some examples of business process models by means of activity diagrams. Though their use is not disciplined in any way and its business semantics is left largely unspecified.
Another approach to business modeling is described in [4] as another extension to UML including business collaboration domainspecific syntax and semantics. Competitiveness in a modern economy requires close collaboration between business partners: such collaboration is possible when partners link their own business processes through an interface of e-business services. Such an interface turns a commercial trading agreement into a disciplined exchange of business information. Such an exchange is modeled as a business collaboration model, which is a specification of the structure and behavior of objects interacting at business partner interfaces.
Currently there is much work in progress about a UML profile for Enterprise Application Integration (EAI) [10] . EAI requires a part of business process modeling in order to set a base for integration. There have been some submissions to the initial OMG RFP. The models for EAI presented in such submissions are based on the existing UML modeling concepts and define a set of new modeling elements and relationships between them.
According to the submission from DSTC [2] , many of the useful concepts are dispersed across different UML views and it is not easy to establish relationships between them. In addition further extensions of the existing concepts are required in order to meet enterprise requirements. In particular they identify the following areas of improvement: coordination semantics of business processes (e.g. explicit support for business events and exceptional situations), semantics of business roles and business rules. They conclude by observing that it is non-trivial for an enterprise modeler to effectively and efficiently use UML for modeling systems to support EAI.
None of the previous works addresses in a satisfying way the description of business processes. In fact the OMG issued a request for proposal related to a UML Extensions for Workflow Process Definition [12] . The proposals should provide a metamodel, which extends UML for defining workflow processes. The main purpose of such extension is to define processes, which can be enacted by a workflow execution environment that implements the existing OMG Workflow Management Facility specification.
The proposed approach
Available UML tools, in some cases, provide only graphical modeling support (as in the case of business processes). In other cases the UML tools do not support the preferred graphical representation (as in the case of organization). Actually they do not provide an integrated approach to the modeling of the different enterprise aspects. This is mainly due to the lack of a sound link between the diagrams and a well-defined semantics.
We propose to use the basic concepts of object orientation [16] to represent the modeling concepts required in different domains. Our proposal is intended to be an alternative to the approaches described in the previous section. The difference is mainly in the modeling mechanisms rather than in the semantics of the models.
Class and Instance Models
The basic object-oriented concepts are classes and objects. Classes pertain to the level of problem domain, while objects pertain to the level of system domain. In the case of business models we can say that process, activity and organization unit are classes, while MakePayment is an object, i.e. an instance of a class (in particular of class Activity).
Two sequential modeling activities are needed:
• domain modeling, • system modeling.
The purpose of domain modeling is to analyze the problem domain in order to identify the main concepts (classes) and their relationships. The classes are abstract building blocks to be used in system modeling, while the relationships define the rules for how concrete building blocks (objects) can be connected to each other. In addition classes define attributes, i.e. they specify what kind of information can be stored into the concrete building blocks.
The aim of system modeling is to build a model of the intended system as a composition of building blocks, i.e. instances of the classes defined in the domain model. Connections between instances are regulated by the relationships between the corresponding classes.
Domain modeling and system modeling involve different roles.
First, domain experts analyze the problem domain and, with the help a modeling expert, define a sort of modeling vocabulary (the domain model). Then, problem experts will use such a new "language" to build a model of the actual system. A complex domain can present different features, which in most cases can be modeled separately. Therefore the domain model will result in a number of submodels that we call schemas. A schema is mapped into a UML package acting as a container of classes and relationships.
A system model is an instance model, i.e. a collection of objects linked to each other. As a direct consequence of the decomposition of the domain model, also the system model turns out to be decomposed into subsystems each related to a different feature.
We adopt the UML constructs to organize the overall model as shown in Figure 3 . There are two major packages, Domain and System, which contain the artifacts produced during the domain modeling and system modeling phase, respectively.
The packages contained in the Domain package are schemas: they contain the classes and relationships related to certain features of the domain being considered.
The packages contained in the System package represent views on the actual system. They are stereotyped with names of schemas: therefore the package can contain only instances of the classes defined in the schema and the connections between those instances must conform to the relationships established in the schema. A customized editing tool could be very helpful by presenting the user with a palette of classes to make sure that he or she can instantiate only those allowed by the schema. The conformance of system models with schemas is represented schematically in Figure 4 .
The conformance of system packages to domain schemas is accomplished by means of stereotypes. The stereotype of an instance package is the schema that constraints that package. Since packages, which represent schemas, are simple entities in the UML, they are not the best choice for playing the role of stereotypes. Thus we define in each schema package a class having the same name of the schema, this class is responsible for holding all the information pertaining to the stereotype.
Domain model
As an example of domain model we present a couple of schemas that can be used to model some enterprise features, namely the business processes and the organization. The graphical representation of this domain model is shown in Figure 5 .
Here we adopt a simplified domain model in order to make the example more understandable. To model in a complete and consistent way an enterprise a far more complex model is to be used, for instance the one described by the Workflow Management Coalition (WfMC) [6] .
Using this simplified approach, the description of the enterprise is divided into two parts: the processes and the organization. A process is basically a sequence of activities. Each activity can be performed by a given organization unit. The organization is divided into organization units, which are organized hierarchically.
At this point a reasonable question would concern the difference between the model presented in Figure 5 and the extension referenced in the previous section.
In theory such diagrams could be very similar, but with important semantic differences. A stereotype represents a specialization of a base element lying at the metamodel level, while classes in the domain model do not have links to pre-existing elements.
The purpose is very different: in one case it is an extension of the metamodel, in the other is an abstract description of a problem domain intended to be instantiated to give rise to a description of an enterprise system.
On the other way the concepts presented in UML extension profile and in a domain model could be exactly the same. In fact both of them represent the result of the analysis of a problem domain.
System model
The description of a real system is provided by the system model. It can be organized in several views, each conforming to a schema. Each view is described by means of object diagrams.
The packages that constitute the system model contain pool of objects. These objects are linked to each other and their configurations are described graphically using instance diagrams.
The drawing of object diagrams poses conformance issues. The domain model provides guidelines and constraint in this phase; the package that contains the diagram is linked to a schema that defines all these rules. For instance a process can contain activities that are connected to each other by means of precedes links.
Object diagrams are particularly useful when objects are arranged in complex configurations, such as the activities that make up a process. An example is show in Figure 6 .
There are five activities: (1)Fill_in: it is the first activity, it has to be performed by the request originator; (2) If_mgr: if the originator of the purchase request is the manager of its department, the Approve step will be skipped; (3) Approve: if the previous test fails then the manager must approve the request, if it is rejected then the request has to be submitted again by its originator; (4) Perform: once the purchase has been carried on, the originator can fill in the details of the payment; (5) Mk_pay: at last payment can be made by the appropriate office.
In this figure an example of link to object that is residing in another package is also shown. The Mk_pay activity is linked to the PaymentOffice organization unit, which is in the administration organization package. The object is external to the process view of the system and it is shown shadowed and with discontinued border line.
Comparing the business process description based on activity diagrams shown in Figure 2 , with the one based on objects, presented in Figure 6 . The latter lacks some information that is contained in the former. This is due to the extremely simplified domain model presented in Figure 5 , but still a significant description of the business process could be provided.
The proposed approach provides support for incremental modeling, allowing successive refinement of the modeling context.
As an exercise we can show how it is possible to extend the domain model in order to permit a more expressive description of business processes. The exercise is summarized in Figure 7 .
On the left side of the figure we see the extension of the domain model. Two new classes have been added: Test and Approval. Test represents automatic tests that can be performed automatically by an information system; Approval relates to decisions, which must be taken by human users. In addition, to enhance comprehension, we associated graphical icons to the classes.
The resulting object diagram describing the same process is shown on the right side of the figure. The diagram conveys more information that the activity diagram and thanks to the presence of icons is more understandable.
The authors developed a graphical tool that can be used to define domain and system models using this kind of graphical notation [1] .
Discussion of instance models
Most object-oriented methodologies are class-centered: in fact they are structured around class-relationship diagrams. Instance models are treated as second order entities. UML is no exception: instance models are used only to show examples of data structures or to describe the behavior in particular scenarios.
The proposed approach considers instance models a first order concept, and makes a large use of instance models to describe systems in their details.
According to UML, an object diagram is a graph of instances, including objects and data values. A static object diagram is an instance of a class diagram; it shows a snapshot of the detailed state of a system at a point in time. Obviously the purpose of object diagrams in fairly limited: they are mainly to show examples of data structures. In UML we find an underestimation of both instance models and the notation used to represent them that is object diagrams. The notation guide of UML [9] states that tools don't need to support a separate format for object diagrams. Class diagrams can contain objects, so a class diagram with objects and no classes is an "object diagram". Clearly such a statement defines object diagrams as second order entities.
As a consequence the reference UML tool doesn't provide a support for object diagrams; in fact, in many tools you cannot place an object in class diagrams, thus the only viable way to draw objects and links is to use a collaboration diagram, which is intended to model behavior and not static structure. Thus what we have is only a graphical diagram lacking any semantic foundation.
The confusion surrounding instance models remains currently not fully addressed, it witnessed by an open issue in the UML revision process. The Notation Guide and the Semantic Guide are inconsistent on where Instances may be defined [11] . The former identify the packages as the place where objects should be defined, while the latter does not list the instances among the element, which a package can own, or reference.
Conclusions
In the intention of UML creators, UML extension mechanism should be used in those cases when the basic expressive power of the language is not sufficient, and additional semantic information should be provided in order to provide modeling concepts at a higher abstraction level.
Several extensions in the field of enterprise model have been proposed or are the subject of ongoing efforts. None of them addresses the issue of a broad integrated enterprise model, which could provide the high level vocabulary to model enterprise systems.
We proposed an approach is easier to understand since it is based on the fundamental concepts of object orientation.
Our approach requires additional custom-made tools in order to handle instance models. On the other side we should consider that enhanced tools are required to allow full-fledged enterprise modeling with other existing proposals.
An emerging software development paradigm is the operational model-based approach, which leverages the capabilities of instance models [1] [14] . Unfortunately UML have not an operational semantics. Future work will be devoted in integrating UML with the operational approach.
As a concluding remark, we foster an increasing attention towards the issues of instance models and of the operational approach and a better integration of such issues in the forthcoming versions of both UML and its supporting tools. 
