ABsTRAcT
IntroductIon
In the last decades, knowledge management (KM) has captured enterprises' attention as one of the most promising ways to reach success in this information era (Malone, 2002) . A shorter life cycle of products, globalization, and strategic alliances between companies demand a deeper and more systematic organizational knowledge management. Consequently, one way to assess an organization's performance is to determine how well it manages its critical knowledge.
In order to assist organizations to manage their knowledge, systems have been designed. These are called knowledge management systems (KMS), defined by Alavi and Leidner (2001) as IT-based systems developed to support/enhance the processes of knowledge creation, storage/retrieval, transfer, and application.
However, developing KMS is a difficult task; since knowledge per se is intensively domain dependent whereas KMS often are context specific applications. Thus, reusability is a complex issue. On the other hand, the lack of sophisticated methodologies or theories for the extraction of reusable knowledge and reusable knowledge patterns has proven to be extremely costly, time consuming, and error prone (Gkotsis, Evangelou, Karacapilidis & Tzagarakis, 2006) . Moreover, there are several approaches towards KMS developing. For instance, the process/task based approach focuses on the use of knowledge by participants in a project, or the infrastructure/generic system based approach focuses on building a base system to capture and distribute knowledge for use throughout the organization (Jennex, 2005) . On the other hand, before developing this kind of system it is advisable to study and understand how the transfer of knowledge is carried out by people in real life. However, when developing KMS, developers often focus on the technology without taking into account the fundamental knowledge problems that KMS are likely to support (Hahn & Subramani, 2000) .
Different techniques have been used to implement KMS. One of them, which is proving to be quite useful, is that of intelligent agents (van Elst, Dignum & Abecker, 2003) . Software agent technology can monitor and coordinate events or meetings and disseminate information (Wooldridge & Jennings, 1995) . Furthermore, agents are proactive in the sense that they can take the initiative and achieve their own goals. The autonomous behavior of the agents is critical to the goal of this research since it can reduce the amount of work that employees have to perform when using a KM system. Another important issue is that agents can learn from their own experience. Consequently, agent systems are expected to become more efficient with time since the agents learn from their previous mistakes and successes (Maes, 1994) .
Because of these advantages, different agent-based architectures have been proposed to support activities related to KM (Gandon, 2000) . Some architectures have even been designed to help in the development of KMS. However, most of them focus on a particular domain and can only be used under specific circumstances. What is more, they do not take into account the cycles of knowledge in order to use knowledge management in the system itself. For these reasons, in this article we propose a generic model for developing KMS. Therefore, in the next section we describe the model and the software agents that we propose to support it. In the following section, we explain how the agents are structured and how they have been modeled using the INGENIAS methodology. Later, the next section describes a prototype that we are implementing by using the agents proposed in the model. The following section summarizes related works carried out with agents. Finally, conclusions and future work are outlined in the last section.
A MulTi-AGenT Model To develoP KnowledGe MAnAGeMenT sysTeMs
A successful KMS should perform the functions of knowledge creation, storage/retrieval, transfer, and application (Jennex & Olfman, 2006) . Taking this fact into account and after reviewing several knowledge life cycles and models (see Table 1 ) and seeing what stages most authors considered, we decided to define a knowledge life cycle that indicates what process a KMS should support (see Figure 1 ). This is a focus different to the previous one based on describing the knowledge cycle in human beings and/or in companies.
The stages of our proposal are acquisition, storage, use, transfer, and evaluation. The first three stages are considered in most knowledge life cycles (see Table 1 ). We have added transfer (also considered in several cycles) and evolution. Transfer is added because a KMS should disseminate knowledge to those people that can need it. Evolution is added because knowledge should always be updated otherwise it would not be used.
In the following paragraphs each stage of the model is described. At the same time and with the goal of illustrating that it is possible to support each stage by using current technology, we are going to explain how a software agent could be implemented for a KMS.
a. Knowledge acquisition is a key component of a KMS architecture. This stage includes the elicitation, collection, and analysis of knowledge (Rhem, 2006) . During this process, it is vital to determine where in the organization the knowledge exists and how to capture it. The definition of the knowledge to be acquired can be assisted by classifying types of knowledge and knowledge sources (Dickinson, 2000) . • Back-end system: data warehouse, data mart, and data mining (Giannella, Bhargava et al., 2004) .
Agents can also apply classical techniques used by experts to acquire knowledge such as structured interviews, questionnaires, goal trees, decision networks, repertory grids, or conceptual maps (Rhem, 2006) . More sophisticated techniques such as WebParser (Camacho, Aler & Cuadrado, 2004 ) to obtain information from the Web, document classification (Novak, Wurst, Fleschmann & Strauss, 2003) , mailing list management (Moreale & Watt, 2003) , or data mining and neuronal nets can be also used.
Once the knowledge has been obtained, the Captor Agent can classify it by using ontologies according to its type and the knowledge source from it was obtained (see Figure 2 ). This ontology is based on Rodriguez's ontologies for representing knowledge topics and knowledge sources (Rodríguez, Martínez, Favela, Vizcaíno & Piattini, 2004) .
The ontology has four knowledge source categories: Documentation, which can be subdivided into documentation related to the organization's philosophy, documentation which describes the product/s which the company works with, documentation that describes the process that the company carries out, and other types of documentation that an organization has but that cannot be classified into any of the previous subgroups. Another important source where the Captor Agent finds information is the Web, which can also be divided into other subcategories such as portals, communities of practice, and so forth. The main knowledge source in a company is, without any doubt, people. Depending on the type of company, people may be classified as clients, employees, and so forth. The last knowledge source that the Captor Agent can use is e-mail that can be classified as internal mail (mail sent between employees), and external mail (e-mails sent to other people outside the organization).
One advantage of this approach is that the Captor Agent can work in any domain since by changing these ontologies the Captor knows what key knowledge should be found and where it might be. b. Knowledge formalizing/storing is the stage that groups all the activities that focus on organizing, structuring, representing, and codifying the knowledge with the purpose of facilitating its use (Davenport & Prusak, 1998) . To help carry out these tasks we propose a Constructor Agent. This agent is in charge of giving an appropriate electronic format to the experiences obtained so that they can be stored in a knowledge base to aid retrieval. Storing knowledge helps to reduce dependency on key employees because at least some of their expert knowledge has been retained or made explicit. In addition, when knowledge is stored, it is made available to all employees, providing them with a reference as to how processes must be performed, and how they have been performed in the past. Moreover, the Constructor Agent compares the new information with old knowledge that has been stored previously and decides whether to delete it and add new knowledge or to combine both of them. In this way, the combination process of the SECI (Nonaka, 1994) model is carried out, producing new knowledge resulting in the merging of explicit knowledge plus new explicit knowledge.
Different techniques exist to store knowledge and frequently the technique used is narrowly related to the retrieval method used. Therefore, if a case-based reasoning is going to be used, the knowledge will be stored as "cases." Other techniques are knowledge objects, frames, predicate logic, or fuzzy logic. In the case of using ontologies to classify the knowledge, methodologies to represent the knowledge can be used. Examples of these methodologies are Ontolingua (Gruber, 1993) or Representation Formalism for Software Engineering Ontologies (REFSENO) (Tautz & Von Wangenheim, 1998 
MulTi-AGenTs AGencies
Once the model and the agents that we propose to give support to the different stages have been described, we are going to explain how the agents are structured into two agencies. Therefore, we group all the agents closely in charge of managing knowledge and supporting the different stages of the model proposed in one agency. Auxiliary agents are in another agency (see Figure 3) . Therefore, the Knowledge Agency is in charge of giving support to the KM process. It consists of the Constructor Agent, the Captor Agent, the Searcher Agent, the Disseminator Agent, and the Maintenance Agent.
On the other hand, the User Agency is formed of the Personal Agent and the Interface Agent. The Personal Agent monitors users' tasks to obtain their preferences and needs. In order to implement the Personal Agent, user modeling techniques can be used. User modeling implies obtaining certain knowledge about the user. This knowledge describes what the user "likes" or what the user "knows" (Chin, 1986) .
The Interface Agent is the mediator between the users and the agents. Thus, when an agent wants to communicate a message to the user, the agent sends the message to the Interface Agent which shows it to the user.
Another component is the Shared Ontology which provides a conceptualization of the knowledge domain. The Shared Ontology is In order to carry out the analysis and design of the agents involved we have followed a methodology called INGENIAS (Pavón & Gó-mez-Sanz, 2003 ) which provides metamodels to define multi-agent systems, and support tools to generate them. Using metamodels facilitates the development of systems enormously, since they are oriented towards visual representations of concrete aspects of the system. Below, we are going to show the different agent meta-model diagrams which describe the roles and tasks of each agent. Figure 4 shows that the goal of the Captor Agent is to obtain information that should be stored. Its role is "filter" since it must decide what information should be transformed into knowledge, the purpose being to use this in future projects. In the following lines, we describe each of the tasks carried out by this agent.
• IdentifyIS: This task consists of identifying available knowledge sources in the system. • CaptureInfo: The agent must also capture information.
• SendToConstructor: Once the suitability of storing the information has been analyzed, the Captor sends it to the Constructor Agent (described in Figure 5 ) whose roles are sculptor and treasurer since it is in charge of giving an appropriate electronic format to the information (sculptor) and of storing it in the knowledge base (treasurer).
The tasks developed by Constructor Agent are:
• CompareInfo: The agent is in charge of comparing the new information with the previously stored knowledge.
• CombineInfo: The agent is also in charge of combining the new information with the previously stored knowledge. • ClassifyInformation: Another task is to classify the information received by the Captor Agent (for instance: models, structures, files, diagrams, etc.).
• SendToDisseminator: This is a critical task which consists of sending knowledge to the Disseminator Agent.
• SaveKnowledge: One of the most important tasks is to store the new knowledge into the knowledge base.
The Disseminator Agent, whose role is PostOfficeEmplee, as it behaves the "postman" of the architecture, (see Figure 6) is composed of the next tasks:
• SaveInfoTemp: The Disseminator Agent stores temporally the new knowledge received by the Constructor Agent.
• EvaluateProfiles: Once identified one user profile, the Disseminator Agent evaluates it in order to determine user's needs.
• LookForActivePersonalAgents: Personal Agents can be distributed into dif- ferent nodes, so it must identify all active Personal Agents available in the system. • SendInformation: This is a critical task which consists of distributing the information to those people that can need it (really, the information is sent to their interface agents). • EvaluateInfo: This task is focused on evaluating received information to be able to relate it with different user's profiles.
Another agent that supports the knowledge life cycle is the Searcher Agent. The goal of this agent is to foster the internalization process of the SECI model, since the employees have the opportunity of acquiring new knowledge by using the information that this agent suggests. The Searcher Agent diagram (Figure 7) is composed of the next tasks:
• LookForInfo: This agent is in charge of searching the information required by the users.
• ClassifyInfo: This agent also classifies the information found in the knowledge base.
• SendInfoToI: Finally, the agent sends the knowledge found in the knowledgebase to an Interface Agent.
The last type of agent of the Knowledge Agency is the Maintenance Agent ( Figure  8 ). The main purpose of this agent is to keep the knowledge stored in the knowledge base updated. Therefore, its task dealt mainly with deleting obsolete information. Now, the two types of agents of the User agency are described. Figure 9 shows the Personal Agent diagram whose role is called "spy" since the agent must monitor users' activities in order to obtain their profiles. Therefore, its goals are monitoring users' tasks and recommending information.
In order to attain these goals it should carry out the following tasks:
• Modeling the users' profiles: By observing the users' preferences, activities, information consulted, and so forth.
• CreateManageLocalKnowledgeBase:
Creating and managing a "local knowledge On the other hand, the Interface Agent is an intermediary between the users and the rest of agents. Figure 10 shows that its main tasks are creating GUI and showing information to the users These tasks are defined in order to attain the goal of showing important information to the user, named in the diagram ShowInformation, so we have to create an user interface and put the received information from others agents in a nice way to the user.
A PRoToTyPe sysTeM
In order to test our model we are developing a KMS to be used in software maintenance companies. So far, the prototype recommends what information sources maintainers should consult to solve a particular problem. Before constructing the prototype, the knowledge flows that take place in software maintenance companies were studied (Rodríguez, Martínez, Vizcaíno, Favela & Piattini, 2005) . To illustrate how the prototype works let us describe a scenario.
scenario
A software maintenance engineer selects the project to be work on. Then, the employee starts to work on an activity (for instance a maintenance request). At the same time, the Personal Agent is monitoring the engineer's movements and is logging in what project and activity the engineer is working on. So, the Personal Agent sends the Searcher Agent a message asking for knowledge related to the activity that the employee is carrying out. Depending on the activity, the Searcher Agent can use two retrieval techniques, position and frequency of keywords in the case of needing to give information about a topic, or case-based reasoning in the case of having to propose a solution to a problem. When the Searcher Agent finds suitable information, the agent sends it to the Interface Agent, which is in charge of communicating to the employee that certain information exists which can be useful for the employee's work. The employee will decide if to consult this information. Figure 11 despites the diagram of this part.
Once the employee finishes the work, the Captor Agent checks whether a new case can be constructed (in case the employee had found a solution to a problem) or whether a new knowledge source has been used. In both cases the Captor sends the new knowledge to the Constructor Agent which is in charge of storing this in the knowledge base or adding new concepts to the knowledge source ontology according to the circumstance that have taken place.
The collaboration between the Captor and the Constructor Agent is depicts in Figure 12 , which is an interaction model diagram that the INGENIAS methodology utilizes. These diagrams are very useful to see, at first glance, as agents interact.
some implementation Aspects
The platform that we are using to develop the architecture is java agent development framework (JADE ) since it is FIPA compliant and is currently one of the most widely used. Moreover, JADE has been successfully used in the development of other systems in the domain of knowledge management (Bergenti, Poggi & Rimassa, 2000; Gandon, 2000) .
RelATed woRK
Traditional KM systems have received certain criticism, since employees are often overloaded with extra work as they have to introduce information into the KMS and worry about updating this information. One proposal to avoid this extra burden was to add software agents to perform this task in place of the employees. Later, intelligent agent technology was also applied to other different activities, bringing several benefits to the knowledge management process.
The benefits of applying agent technology to knowledge management include distributed system architecture, easy interaction, resource management, reactivity to changes, interoperation between heterogeneous systems, and intelligent decision making. The set of knowledge management tasks or applications in which an agent can assist is very wide, for instance:
• To manage organizational memory, an example being the CoMMA project, (Gandon, 2000) Figure 12 . Cooperation between captor and constructor agent agement through Agents), which combines emergent technologies, allowing users to exploit an organizational memory.
• To support cooperative activities. For instance Wang, Reidar, and Chunnian (1999) propose a multi-agent architecture to provide support to cooperative activities. • To recommend. For instance Sung Kim (2004) describes a system to customize recommendations.
• To find experts. Some systems are used to help people find experts who can assist them in their daily work.
• To share knowledge. For instance Mercer and Greenberg (2001) propose a multiagent system for knowledge sharing in a system designed to advise good programming practice.
• To manage mailing lists, or document classification (Moreale & Watt, 2003) .
These and other existing systems were often developed without considering how knowledge flows and what stages may foster these flows. Because of this, they often support only one knowledge task, without taking into account that knowledge management implies giving support to different process and activities. On the other hand, KM systems often focus on the technology, without taking into account fundamental problems that these kinds of systems are likely to support (Hahn & Subramani, 2000) .
conclusIon
The main contributions of this article are the design of knowledge cycle for developing KMS where the main functions that this kind of systems must support are described. Moreover, a multi-agent architecture is outlined to help KMS developers to implement these kinds of systems. The advantages of these contributions are:
• The model provides support to different activities: knowledge creation, storage/ retrieval, transfer, and application. All are activities which, according to the authors who specialize in evaluating KMS, should support this kind of system.
• The architecture is based on a KM life cycle that we have proposed for this end. Therefore, we try to avoid the lack of other architectures that are focused on the technology and forget the knowledge aspects.
• The architecture makes use of intelligent agents. This is a technique that have proved to be very convenient in knowledge management activities since it avoids one of the problems of some KMS such as overloading the employees with extra work instead of helping them during their daily work. Agents can carry out many tasks on behalf of users. Moreover, they act when they consider that it is necessary to do so without needing users' instructions. Another advantage of using agents is that they can collaborate with other agents already implemented to carry out concrete knowledge tasks; for instance, obtaining information from the Internet or from email. Thus, the development of KMS would be easier since only the basic agents of our model would have to be implemented and these could collaborate with other agents that have already been tested.
On the other hand, we are modeling the agents in a systematic way by using INGENIAS methodology whose metamodels help future developers to understand how the different agents work.
As future work we aim to compare the implementation of a KMS based on our proposal with developments using other architectures. Without any doubt this evaluation will help us to improve our proposal. On the other hand, we are also working on extending the model documentation with a more wide and detailed description of the possible techniques that could be used to implement each type of agent according to the main needs that organizations usually demand.
From a technological point of view, we are also studying JADEx in order to see how easy it would be to migrate to this new platform.
