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Seznam uporabljenih kratic
kratica angleško slovensko
CA classification accuracy klasifikacijska točnost
CSS cascading style sheets prekrivni slogi
HDMI high-definition multimedia in-
terface
vmesnik za prenos avdiovizual-
nih nestisnjenih digitalnih po-
datkov
HTML hyper text markup language jezik za označevanje nadbese-
dila
HTTP hypertext transfer protocol protokol za izmenjavo hiperte-
ksta
IoT Internet of things internet stvari
IP Internet Protocol internetni protokol
JSON JavaScript object notation objektna notacija za Java-
Script
LESS leaner style sheets vitkeǰsi slogi
REST representational state transfer reprezentativni prenos stanja
SHP servis za hrambo podatkov
SNS servis za nadzor sporočil
SPN servis za povezovanje z napra-
vami
SPO servis za pošiljanje obvestil
SSV servis za serviranje vmesnika
USB universal serial bus vsestransko zaporedno vodilo
UTP unshielded twisted pair nezaščitena sukana parica
Povzetek
Naslov: Razvoj sistema za podporo pametnemu domu
Avtor: Žan Pevec
Tehnologije za postavitev pametnih domov so v zadnjih letih postale vse
bolj priljubljene in razširjene. Razlog za to je najverjetneje tudi razvoj ce-
novno dostopnih naprav za pametne domove, ki se povežejo v omrežje in tako
uporabnikom omogočajo njihov nadzor na daljavo. Namestitev je običajno
uporabnikom prijazna, vendar pa mnogo proizvajalcev za njihovo upravljanje
zahteva lastno aplikacijo. Celostne rešitve za postavitev pametne hǐse, ki že
od nekdaj omogočajo centralni nadzor, pa so ostale drage.
V okviru diplomske naloge smo razvili sistem, ki centralizira nadzor na-
prav za pametne domove na eno mesto. Slednje se vanj povezujejo preko
omrežja s pomočjo naše knjižnice oziroma predhodno definiranega protokola
za komunikacijo. Razvili smo tudi vmesnik, ki uporabniku omogoča upra-
vljanje pametnega doma. Sistem teče na mini računalniku Raspberry Pi.
Nanj se preko omrežja povezujejo vgrajene naprave, ki temeljijo na projektu
Arduino. Za slednjega smo razvili tudi knjižnico za komunikacijo s sistemom.
Ključne besede: pametni dom, internet stvari, mikrostoritve.

Abstract
Title: Development of a smart home system
Author: Žan Pevec
In the last few years, we can observe the rise of popularity of smart homes
and related technologies. One of the reasons for this is the availability of
affordable smart home devices, which connect to the network and thus allow
users to control them from anywhere. Installation of these devices is usually
very user-friendly and simple, so that people can install them themselves.
However, most manufacturers require them to use their app to control these
devices. Fully managed systems with a single control point have existed for
a long time, but remain expensive and not as widely available. For this
thesis, we have developed a system, which centralizes control of the smart
home devices to a single interface. These devices connect to the system via
network with the help of our library, based on our communication protocol.
We have also designed and developed an interface that the user will use for
controlling his smart home. The system runs on a small computer called
Raspberry Pi and connects to embedded devices, based on Arduino.
Keywords: smart home, internet of things, microservices.

Poglavje 1
Uvod
Rešitve za postavitev pametnih domov so na trgu prisotne že skoraj 30 let,
a so vedno veljale kot prestižna oprema. [5, 18] V zadnjih nekaj letih pa
so se na tem trgu začela pojavljati tudi podjetja, kot sta na primer Loxone
in Control4, ki predstavljajo ceneǰso in moderneǰso alternativo za celostno
opremo pametnega doma. Težava le-teh je, da pogosto uporabljajo proto-
kole, značilne samo za njihov sistem, kar jih naredi nekompatibilne z osta-
limi ponudniki. [19, 17] Izredno zanimivo alternativo celostnim pametnim
inštalacijam domov pa predstavljajo naprave IoT; Internet of Things ozi-
roma internet stvari. Te naprave poleg svojih primarnih funkcij omogočajo
povezovanje v omrežje in s tem izmenjavo podatkov z zunanjimi strežniki ter
tudi drugimi napravami. [27] V primeru pametnih domov se žarnice, termo-
statske glave za radiatorje, domofoni in druge naprave ponavadi povežejo na
strežnike proizvajalca in tako omogočajo oddaljen nadzor, pametno avtomat-
sko upravljanje in izrisovanje grafov stanj. To so naprave, za katere se odloča
marsikdo, ki si želi vstopiti v trg naprav za pametne domove, saj so cenovno
zelo dostopne, vse več pa se jih povezuje tudi v pametne asistente. Ena izmed
glavnih prednosti naprav IoT je tudi njihova enostavna namestitev, saj jih
v večini primerov lahko uporabnik namesti sam, brez pomoči profesionalnih
inštalaterjev. Problem takšnih rešitev pa je, da skoraj vsak proizvajalec za
uporabo zahteva svojo aplikacijo in tako s številom različnih naprav v hǐsi
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raste tudi kompleksnost njihovega upravljanja.
Ideja naše naloge je, da poskušamo razviti sistem, ki bo nekakšen hibrid
med obema praksama vzpostavitve pametnega doma. Omogočal bo, da se
bodo naprave povezovale z njim skozi obstoječe omrežje direktno ali preko
brezžične povezave. Poskrbel bo za vso komunikacijo z napravami in iz enega
vmesnika uporabniku omogočal pregled nad njihovim stanjem in njihov nad-
zor. Razvoj naše knjižnice oziroma dokumentacije za povezovanje pa bi lahko
omogočil, da se tudi naprave drugih podjetij povezujejo v naš sistem. Centra-
lizacija naprav bi tako uporabniku močno olaǰsala uporabo pametnega doma.
V diplomskem delu bom predstavil, katero programsko in strojno opremo smo
uporabili za razvoj sistema in katere tehnologije smo izbrali za njegovo iz-
vedbo. Dotaknili se bomo načrtovanja fizične in programske arhitekture ter
tudi varnosti ob vzpostavitvi in uporabi našega sistema. Glavni del naloge
bo predstavljal razvoj in delovanje sistema ter implementacija knjižnice za
povezovanje vgrajenih naprav v ta sistem.
Poglavje 2
Načrtovanje sistema
V tem poglavju bomo predstavili, katero programsko in strojno opremo smo
izbrali za razvoj našega sistema. Sledijo zasnova programske in fizične arhi-
tekture sistema, načrt uporabnǐskega vmesnika ter na koncu še izbira varno-
stnih mehanizmov in drugih storitev.
2.1 Izbira programske opreme
2.1.1 Razvojno okolje
Za razvoj našega sistema smo uporabili Visual Studio Code (slika 2.1). Gre
za odprtokodni urejevalnik izvorne kode, ki deluje na skoraj vseh platformah,
glavni razvijalec pa je podjetje Microsoft. [16] Glavne prednosti tega ureje-
valnika so, da nudi podporo številnim programskim jezikom, enostavno vzpo-
stavitev delovnega okolja ter omogoča izvajanje in razhroščevanje aplikacij
Node.js. To je za naš projekt ključnega pomena, saj nam omogoča izvajanje
programa korak za korakom ter vpogled v aktualne stanje spremenljivk in
programa.
Izvorno kodo smo shranjevali v repozitoriju Git na platformi BitBucket.
Le-ta nudi brezplačno gostovanje zasebnih repozitorijev za manǰse skupine
razvijalcev. Git je sistem za beleženje sprememb v datotekah in je zelo
priročen pri koordinaciji sodelovanja več ljudi pri projektu. Razvil ga je
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Slika 2.1: Urejevalnik programske kode Visual Studio Code
Linus Torvalds leta 2005 za namene so-razvijanja jedra Linux. [20]
Za verzioniranje kode smo uporabili orodje GitKraken. Le-ta s pomočjo
grafičnega vmesnika omogoča hitro, enostavno in pregledno združevanje, ure-
janje in izvajanje ostalih operacij za upravljanje različic izvorne kode v repo-
zitoriju Git.
2.1.2 Čelni del
Za uporabniku vidni del aplikacije smo uporabili standardne nabore jezikov,
orodij in knjižnic, namenjene izdelavi interaktivnih spletnih aplikacij. Za
prikaz uporabnǐskega vmesnika smo uporabili standardni jezik HTML, ki je
označevalni jezik za gradnjo spletnih strani. Prvi prototipni primeri uporabe
segajo v leto 1980, jezik pa je do danes doživel mnogo izbolǰsav ter se s tem
obdržal kot standardni jezik za spletne strani. [21] Mi smo uporabili HTML
verzije 5, ki je prinesel marsikatero novost, kot so na primer razširjeni tipi
vnosnih polj (datum, e-pošta, števila itd.), canvas oziroma platno za izris
risalne površine, ki omogoča prikaz interaktivnih grafov, iger itd., ter mnoge
druge izbolǰsave. [26]
Prekrivni slog oziroma CSS smo uporabili za dopolnitev elementov HTML
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in besedila z raznimi grafičnimi parametri, kot so barva ozadja, obroba,
senčenje, animacija ter pisava.
V naši aplikaciji smo uporabili tudi programski jezik LESS, ki razširja CSS
z uvedbo spremenljivk, ki jih nastavimo samo enkrat in nato na drugih mestih
uporabimo samo njihova imena. Izbolǰsano je gnezdenje slogov, ki močno
poenostavijo izgled in povečajo berljivost slogovne datoteke, prav tako pa so
dodane funkcije in računski operatorji, ki omogočajo nastavljanje slogovnih
vrednosti kot rezultat izračunov. [6]
Da je naša aplikacija prilagodljiva za vse velikosti zaslonov naprav, tudi
mobilne telefone, smo uporabili CSS-predlogo Bootstrap, ki poleg slogov za
prilagajanje in hierarhijo elementov vsebuje tudi dodatne sloge za nekatere
gradnike HTML, kot so na primer gumbi, vnosna polja, obvestila in podobno.
Boostrap vključuje tudi velik nabor najbolj razširjenih ikon, ki jih razvijalec
lahko uporabi v gumbih ali med tekstom ter jim določa velikost in barvo kar
iz datoteke CSS. [28]
Za manipulacijo elementov HTML in izvrševanje zahtevkov na zaledni
sistem smo uporabili knjižnico JQuery, ki razširja JavaScript in ponuja tudi
možnosti efektov in animiranje, obdelavo razredov CSS in vrednosti ter mnogo
drugih funkcij. [22] Poleg JQuery smo vključili tudi knjižnico Socket.io, ki
omogoča vzpostavitev trajne povezave med zalednim in čelnim delom z na-
menom posodabljanja vrednosti in parametrov pametnega doma v realnem
času. [23]
2.1.3 Zaledni del
Zaledni del naše aplikacije se izvaja na napravi Raspberry Pi (poglavje 2.2.1),
spisali pa smo ga v programskem jeziku JavaScript, ki teče na izvajalnem
okolju Node.js. Naš program stoji za posrednǐskim strežnikom NGINX, ki
preusmerja zahtevke iz standardnih vrat HTTP 80 na vrata našega programa.
NGINX lahko služi tudi kot strežnik za porazdelitev obremenitve in tudi kot
navaden spletni strežnik za serviranje spletnih strani. [14] Slednjo funkcio-
nalnost smo uporabili za prikaz posebnih strani v primeru, če naš program
6 Žan Pevec
preneha delovati ali pa je v ponovnem zagonu, ter v primeru, če uporabnik
zahteva spletno stran, ki ne obstaja.
Node.js
Izvajalno okolje Node.js omogoča, da poganjamo ukazno datoteko JavaScript
na strežnǐski arhitekturi in ne le na spletnih straneh v brskalnikih. Njegov
razvoj se je začel leta 2009 in je do danes doživel že mnogo iteracij, tako da
je postal močno orodje za razvoj programske opreme in se ga poslužuje tudi
marsikatero večje podjetje (npr. Netflix, PayPal, Uber, LinkedId, ...). [2, 24]
Node.js že sam po sebi vključuje veliko število funkcij, vse od upravljanja da-
totečnih sistemov, funkcij za šifriranje, pa vse do izvajanja zahtevkov HTTP.
Njegova prednost je tudi ta, da je JavaScript skriptni jezik in ga ni potrebno
prevajati, kar omogoča izredno hitro prototipiranje in poganjanje iste izvorne
kode na različnih platformah. [4]
Ob namestitvi Node.js se naloži tudi NPM (Node Package Manager),
ki skrbi za namestitev paketov in knjižnic, ki smo jih uporabili v našem
projektu. Ob vsaki spremembi shrani verzije vseh nameščenih knjižnic, da
lahko na drugem razvojnem in izvajalnem okolju ponovno namestimo iste
knjižnice in s tem ohranimo konsistentnost okolij.
V naši nalogi smo uporabili kar nekaj knjižnic, med pomembneǰsimi so
Express, Pug, NeDB, Socket.io in Request.
Express omogoča lažjo izvedbo arhitekture REST in serviranje spletnih
strani, saj razširi vgrajene funkcije Node.js za postavitev strežnika HTTP.
[3] Express uporablja module za dodajanje dodatnih funkcionalnosti. Mi
smo vključili še module za uporabnǐsko sejo, branje in pisanje pǐskotkov ter
razčlenjevanje telesa pri POST in PUT zahtevkih HTTP.
Pug je orodje za tvorjenje spletnih strani HTML iz posebne predloge.
Vključi se ga neposredno v Express in omogoča enostavneǰse grajenje spletnih
strani, dinamično generiranje iz podanih vhodnih parametrov in urejanje
modulov, ki se pojavijo večkrat. [10]
NeDB je minimalistična podatkovna baza, spisana v jeziku JavaScript.
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Temelji na principih precej razširjene baze MongoDB in dosega zavidljive
rezultate v preizkusih branja/pisanja. Podatki so hranjeni v obliki JSON in
so zato povsem enostavni tudi za obdelovanje v naših skriptah JavaScript.
[8]
Socket.io tako kot istoimenska knjižnica na čelnem delu skrbi za izmenjavo
podatkov v realnem času.
Request smo uporabili za povezavo med različnimi moduli v zalednem
sistemu in pa za povezavo z napravami Arduino. Knjižnica služi predvsem
izvajanju zahtevkov HTTP in obdelavi njihovih odgovorov.
2.1.4 Knjižnica Arduino
Knjižnica Arduino je spisana v programskem jeziku C/C++, prilagojenem za
naprave Arduino. Knjižnica omogoča enostavno povezovanje naprave v naš
sistem. Za delovanje smo vključili še knjižnico Ethernet, ki poskrbi za posta-
vitev minimalnega strežnika in izvajanje zahtevkov HTTP preko razširitvene
kartice.
2.2 Izbira strojne opreme
Osrednji del našega sistema je naprava Raspberry Pi, na katerem se poganja
večina logike, del nje pa je porazdeljen tudi na več vgrajenih naprav Ardu-
ino. Slednje skrbijo za nizko nivojsko upravljanje pametnega doma, kot so
prižiganje luči, nastavljanje položaja senčil, upravljanje gretja in podobno.
2.2.1 Raspberry Pi
Raspberry Pi (slika 2.2) je mini računalnik, ki je v celoti sestavljen na enem
tiskanem vezju. Za svoje delovanje potrebuje samo še napajalnik in kartico
microSD. [11] Prvi model Raspberry Pi je v Angliji razvila fundacija Ra-
spberry Pi in ga na trg postavila leta 2013. [7] Za naš projekt smo izbrali
tretjo generacijo, ki se je začela prodajati leta 2016. Pred kratkim je sicer
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prǐsla v prodajo tudi nova, četrta generacija, a je za nas tretja generacija s
4-jedrnim procesorjem s hitrostjo 1,2 GHz in z 1 GB delovnega spomina do-
volj močna za poganjanje zalednega sistema. [12] Raspberry Pi je primeren
za naš projekt ter tudi za projekte, podobne našemu, zaradi svoje majhne
velikosti in visoke zmogljivosti, predvsem pa zaradi cenovne dostopnosti. Po-
leg vhoda micro-USB za napajanje ima še izhoda HDMI in zvok, štiri vhode
USB 2.0 in mrežni vhod ter režo za kartico microSD. Kartica microSD se
uporablja kot pomnilnǐski prostor, na katerega smo namestili operacijski sis-
tem Raspbian, ki temelji na različici Debian operacijskih sistemov Unix [13],
in naš celoten zaledni sistem z vsemi pripadajočimi knjižnicami ter programi.
Za komunikacijo z napravami za kontrolo funkcij pametnega doma smo upo-
rabili protokol HTTP, zato povezava med njimi poteka preko povezave WiFi
ali eternet kabla.
Slika 2.2: Mikroračunalnik Raspberry Pi
2.2.2 Arduino
Arduino je majhen krmilnik na tiskanem vezju, ki se pogosto uporablja za
prototipiranje in razvoj enostavnih vgrajenih naprav zaradi njegove cenovne
dostopnosti in enostavnega programiranja. [1] Razvili so ga v Italiji kot al-
ternativo dražjim mikrokrmilnikom, namenjen pa je bil predvsem študentom
za učenje. [25] Mi smo uporabili krmilnik Arduino Uno (slika 2.3), ki ga
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poganja mikrokrmilnik ATmega328P in je dovolj močen, da poganja našo
knjižnico za komunikacijo z zalednim sistemom. Arduino Uno sam po sebi
ne more komunicirati z našim sistemom, zato potrebujemo tudi posebno
razširitveno kartico, ki se enostavno namesti in omogoča povezavo mikro-
krmilnika v omrežje eternet preko kabla UTP. Za prikaz delovanja sistema
smo na Arduino povezali tudi relejno kartico, ki omogoča, da z ukazom skle-
pamo oziroma prekinjamo električni tok ter tako prižigamo in ugašamo luči
ali druge naprave, priklopljene v električno omrežje.
Slika 2.3: Razvojna plošča Arduino Uno
2.3 Arhitektura sistema
Sistem kot celota deluje znotraj lokalnega omrežja eternet, ki je lahko povsem
neodvisno od omrežja, namenjenega klasični uporabi. Center tega sistema
je Raspberry Pi, na katerem teče že prej omenjeni strežnǐski del - možgani
pametnega doma.
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2.3.1 Fizična arhitektura
Vse naše naprave so v eternet omrežje povezane preko kablov UTP, slednji
pa so povezani v stikala. S tem se vzpostavi neposredna komunikacija med
strežnikom (Raspberry Pi) in napravami Arduino (slika 2.4). Na stikalo je
priklopljen tudi usmerjevalnik, ki usmerja promet v omrežju na podlagi na-
slovov IP. Slednji lahko IP tudi dodeli napravam preko protokola DHCP, če
ima to opcijo omogočeno. Raspberry Pi za razliko od naprav Arduino potre-
buje statični naslov IP, da ga lahko vsaka od ostalih naših naprav v vsakem
trenutku pokliče preko zahtevka HTTP. Če želimo pametno hǐso upravljati
na daljavo, pa moramo to omrežje priklopiti še na internetno povezavo.
Slika 2.4: Arhitektura omrežja naprav povezanih v pametnem domu
2.3.2 Programska arhitektura
Podobno kot že v preǰsnjem poglavju smo ta del ločili na programsko opremo,
ki teče na strežniku Raspberry Pi, in tisto, ki teče na napravah Arduino. Ko
se naprava požene in poveže v omrežje, se izvede postopek seznanjanja s
strežnikom, le-ta pa si shrani podatke, ki mu jih naprava sporoči. Del teh
podatkov so tudi informacije o tem, katere akcije naprava podpira.
Diplomska naloga 11
Zaledni del
Strežnik smo zgradili v obliki mikrostoritev oziroma modulov, kar pomeni,
da je vsak pomembneǰsi del ločen od ostalih. Prednost takega sistema je, da
se lahko katerikoli od servisov zamenja z novim, ki podpira enak način ko-
munikacije, in pri tem ni potrebno spreminjati ostalih storitev, da bi sistem
deloval normalno. Ta tehnika prav tako omogoča posodabljanje posameznih
modulov brez potrebe po ustavitvi celotnega sistema, saj se ponovno zažene
le del, ki smo ga posodobili. Ob uporabi univerzalne komunikacije se posa-
mezni moduli lahko razlikujejo v programskem jeziku, lahko pa so tudi na
povsem različnih fizičnih napravah. To nam omogoča, da lahko našo aplika-
cijo enostavno razširimo. V primeru, da povečamo število enakih modulov,
ki izvajajo zahtevne izračune, lahko problem razbijemo na več delov, katere
nato hkrati rešijo posamezni moduli. Po končanem opravilu rešitve združimo
in vrnemo kot izhod glavnega modula. V našem primeru smo za komunika-
cijo med posameznimi mikrostoritvami uporabili slog REST, ki temelji na
zahtevkih HTTP. Z različnimi tipi zahtevkov (GET, POST, PUT, DELETE) in
potmi HTTP kličemo funkcije znotraj mikrostoritev, rezultati teh funkcij pa
so odgovori na zahtevke. Vsaka mikrostoritev je torej majhen strežnik, ki
sprejema zahtevke. Določene izmed njih pa so tudi odjemalci, ker zahtevke
pošiljajo (slika 2.5). Naš sistem je razdrobljen na sledeče storitve:
• servis za hrambo podatkov (SHP),
• servis za povezovanje z napravami (SPN),
• servis za nadzor sporočil (SNS),
• servis za pošiljanje obvestil (SPO),
• servis za serviranje vmesnika (SSV).
Servis za hrambo podatkov je vmesnik med ostalimi storitvami in po-
datkovno bazo. Za vsak tip podatkov so izpostavljene vstopne točke, ki
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prejemajo zahtevek HTTP. Te točke bodo omogočale branje, dodajanje, fil-
triranje, posodabljanje in brisanje podatkov.
Servis za povezovanje z napravami je eden izmed pomembneǰsih, saj skrbi
za komunikacijo med napravo Raspberry Pi in napravami Arduino. Ko se
naprava prvič poveže na ta modul, se preko SHP v bazo shrani opis naprave
in njenega naslova v omrežju. Slednji podatek omogoča, da lahko servis
kadar koli pošlje poizvedbo za vrednosti na to napravo ali pa sproži neko
spremembo.
Servis za nadzor sporočil skrbi za prejem sporočil v primeru, da se v sis-
temu zgodi kakšna napaka, dogodek ali drugo sporočilo. Le-ta se bodo preko
SHP shranila v bazo. Servis omogoča tudi pridobitev sporočil določenega
tipa, brisanje na uporabnikovo zahtevo ter avtomatsko brisanje po preteklem
roku veljavnosti sporočila.
Servis za pošiljanje obvestil je namenjen obveščanju uporabnika s sporočili
SMS in elektronskimi sporočili predvsem pri verifikaciji nove naprave, preko
katere se želi povezati na pametni dom.
Servis za serviranje vmesnika pa servira spletno stran HTML uporabnǐske-
ga vmesnika in skrbi za uporabnikovo sejo ob prijavi. Izpostavlja tudi vstopne
točke za klice API s spletne strani ter strežnik za vzpostavitev dvosmerne
komunikacije.
Knjižnica za naprave
Knjižnica za komunikacijo z našim sistemom, ki se jo uporablja v programih,
pognanih na napravah Arduino, je razdeljena na dva koraka. Prvi se zgodi
po tem, ko se naprava vklopi, in sicer naprava preko omrežja eternet našemu
centralnemu strežniku javi podatke o sebi in svojih akcijah, ki jih podpira.
Primeri akcij so:
• stikalo, ki podpira vklop in izklop;
• krmilnik svetilnosti, ki nastavi svetilnost luči med 0 % in 100 %;
• senzorji s številsko vrednostjo;
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Slika 2.5: Arhitektura komunikacije med servisi in napravami
• krmilnik senčil, ki omogoča nastavljanje odstotka odprtosti.
Prvi korak se zaključi, ko strežnik odgovori, da je sprejel podatke o napravi.
Sledi drugi korak, ki vzpostavi majhen strežnik HTTP, ki nato čaka na zah-
tevke iz SPN in na njih tudi odgovori. Pri zahtevku za branje strežnik vrne
dejansko vrednost akcije, pri zahtevku za pisanje pa vrednost, ki jo je akciji
nastavil.
2.4 Uporabnǐski vmesnik
Za upravljanje pametnega doma smo razvili uporabnǐski vmesnik v spletnih
tehnologijah, ki se prilagajajo glede na velikost zaslona in omogočajo interak-
tiven pregled nad stanjem naprav v hǐsi in seveda tudi njihovo upravljanje.
Sestavljajo ga štiri osnovne podstrani:
• Prijava,
• Nadzorna plošča,
• Nastavitve,
• Sporočila.
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Slika 2.6: Načrt izvedbe prijavne strani
Prijavna stran je povsem klasična; s poljema za uporabnǐsko ime in geslo
ter gumbom za prijavo (slika 2.6). Če dodamo še dodatno stopnjo overjanja,
se prikaže še eno polje za vnos kode pin, ki jo bo uporabnik prejel po e-pošti
ali sporočilu SMS preko SPO.
2.4.1 Nadzorna plošča
Nadzorna plošča je najpomembneǰsi del uporabnǐskega vmesnika našega sis-
tema (slika 2.7). Glavna navigacijska vrstica, ki je vidna tudi na vseh ostalih
straneh, je na levi strani zaslona. Vsebuje gumbe z ikonami, ki vizualno opi-
sujejo, na katero stran vodijo. Na vrhu je vrstica z gumbom za hiter dostop
do sporočil sistema, gumbom za odjavo uporabnika, datumom in s časom ter
z informacijami o prijavljenem uporabniku. V sredini zaslona so ploščice,
ki prikazujejo posamezne akcije naprav. Na ploščicah lahko vklopimo/iz-
klopimo stikalo, preberemo temperaturo termostata ali zastrtost senčil in ti
vrednosti tudi nastavimo. Način interakcije s temi ploščicami je odvisen od
tega, kakšne podatke je o svojih akcijah posredovala naprava, ko se je preko
Diplomska naloga 15
Slika 2.7: Načrt izvedbe nadzorne plošče
omrežja priklopila na naš sistem.
2.4.2 Nastavitve
Stran z nastavitvami omogoča, da si uporabnik prilagodi vmesnik po svojih
željah, posodobi podatke o svojem profilu in pregleduje naprave, ki so po-
vezane v sistem. Administrator ima še dodatno kategorijo za pregled nad
vsemi uporabniki.
Naprave
V tej kategoriji se izpǐsejo vse naprave, ki so povezane v sistem. Uporabnik
lahko pregleda, katere funkcionalnosti omogočajo ter jih, v primeru da še
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Slika 2.8: Načrt izvedbe nastavitev za naprave
niso, pripne na nadzorno ploščo (slika 2.8).
Račun
To kategorijo nastavitev uporabnik uporabi, če želi spremeniti uporabnǐsko
ime, geslo, e-poštni naslov ter druge osebne podatke (slika 2.9).
Vmesnik
Kategorija vmesnik je namenjena vizualni prilagoditvi uporabnǐskega vme-
snika, npr. izbira barv (slika 2.10).
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Slika 2.9: Načrt izvedbe nastavitev za urejanje računa
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Slika 2.10: Načrt izvedbe nastavitev za prilagajanje vmesnika
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Slika 2.11: Načrt izvedbe nastavitev za administracijo
Administracija
Kategorija je namenjena administratorju, da lahko doda novega uporabnika,
pregleduje obstoječe ter razveljavi že validirane brskalnike naprave, kjer se
je posamezen uporabnik že prijavil (slika 2.11).
2.5 Varnost
Varnost je pomemben del pametne hǐse, še posebej če so v sistem povezane
naprave, ki omogočajo vstop v hǐso ali bi ob zlorabi povzročile večjo škodo.
V ta namen smo implementirali nekaj varnostnih mehanizmov, ki sistem
varujejo pred morebitnimi zlonamernimi napadi. Pomemben del je omejitev
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zunanjih dostopov do servisov, dostopna sta le SPN, saj se morajo naprave
ob prižigu z njim povezati, da javijo svoje podatke, ter servis za SSV, do
katerega pa mora imeti dostop uporabnik, če želi nadzirati pametni dom.
Omejili pa smo tudi prijavo uporabnikov v naš sistem z novo napravo. S tem
bo uporabnik varen tudi v primeru, da nekdo ugotovi njegovo geslo. Sistem
bo namreč zahteval verifikacijo brskalnika, ki se bo izvedla preko drugega
komunikacijskega kanala (SMS, email).
2.6 Druge storitve
Za izvedbo obveščanja s sporočili SMS smo uporabili storitev Twillo, ki poleg
tega omogoča še izvajanje telefonskih in video klicev ter pošiljanje sporočil
tudi na platformo WhatsApp. Komunikacija s storitvijo poteka preko klicev
HTTP na API, opisan v njihovi dokumentaciji. Twillo smo izbrali zaradi
enostavne implementacije, prav tako pa omogočajo brezplačen preizkus sto-
ritve, ki pokrije našo uporabo za namene razvoja.
Poglavje 3
Izvedba sistema
3.1 Zaledni del
Naš zaledni del smo implementirali po principu mikrostoritev. V naslednjih
podpoglavjih bomo bolj podrobno opisali delovanje posameznih storitev, ka-
tere klice smo izpostavili navzven in s katerimi preostalimi storitvami komu-
nicirajo.
3.1.1 Servis za hrambo podatkov
Servis za hrambo podatkov (SHP) je med pomembneǰsimi in brez njegovega
delovanja sistem ne more operirati. S pomočjo knjižnice Express smo vzpo-
stavili strežnik HTTP, ki v našem primeru na vratih 3200 sprejema zahtevke.
Razdelili smo ga na pet kontrolerjev (user, client, device, log, message),
ki med sabo ločujejo različne entitete podatkov. Vsak izmed kontrolerjev
iz datoteke na disku s pomočjo knjižnice NeDB naloži zbirko podatkov in
nad njo izvaja operacije za branje in pisanje. Poti do podatkovnih zbirk so
podane v konfiguracijski datoteki.
Kontroler user je namenjen delu s podatki uporabnika in izpostavlja
sledeče klice:
• /user/ tipa GET, ki ob klicu vrne vse uporabnike, ki se nahajajo v naši
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podatkovni bazi.
• /user/:username tipa GET ob podanem parametru username vrne upo-
rabnika z uporabnǐskim imenom, istim kot podan parameter.
• /user/login tipa POST sprejme v telesu klica podatka username in
password in vrne uporabnika na podlagi podanega uporabnǐskega imena
in zgoščevalne funkcije hash podanega gesla. Če je geslo ali uporabnǐsko
ime napačno, vrne prazen niz.
• /user/new tipa POST sprejme objekt podatkov v telesu klica, imenovan
user, ki vsebuje podatke o uporabniku (uporabnǐsko ime, geslo, e-
pošta ...). Geslo se zaradi varnosti najprej s funkcijo hash enosmerno
zakriptira in nato se vse skupaj shrani v bazo.
• /user/layout tipa PUT, ki ima v telesu podano username in layout.
Funkcija na podlagi uporabnǐskega imena posodobi razporeditev upo-
rabnikovih naprav na nadzorni plošči. Podatki o razporeditvi so podani
v obliki niza, sestavljenega iz identifikatorja naprave in ene izmed nje-
nih akcij.
Primer dokumenta tipa user:
{
"_id":"rDodcja0b69VNQ5O",
"username":"admin",
"password":"c7ad44cb ... b8a9077ec",
"phone":"040811111" ,
"mail":"pevec@outlook.com",
"group":0,
"layout":[
"LightsOutdor -0",
"LightsOutdor -1",
"Indoor -3"
]
}
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Kontroler client izpostavlja funkcije za delo s podatki o odjemalcih (br-
skalnikih), preko katerih se je uporabnik prijavil v sistem. Dostopen je preko
naslednjih klicev:
• /client/check tipa POST, ki s podanima podatkoma username in
clientId vrne informacijo, če je brskalnik, ki ga uporablja uporab-
nik username, označen z identifikatorjem clientId, že validiran.
• /client/ tipa POST ustvari nov identifikator brskalnika in aktivacijsko
kodo, ki ju skupaj s podanim uporabnǐskim imenom usermame shrani v
podatkovno bazo ter označi kot nevalidiranega. Ta operacija se izvede,
ko se uporabnik prvič poskusi prijaviti v nekem brskalniku.
• /client/activate tipa POST s podanima vrednostima clientId in
code poǐsče nevalidiran brskalnik in če se podatki ujemajo, nato tudi
validira.
Primer dokumenta tipa client:
{
"_id":"K2ZImyN2SaULraTz",
"username":"admin",
"code":"0724" ,
"active":true"
}
Krmilnik device je v pomoč pri shranjevanju in pregledovanju podatkov
o napravah, ki so povezane v sistem. Izpostavlja naslednje klice:
• /device/ tipa GET vrača vse naprave, ki so povezane v sistem.
• /device/group/:group tipa GET s podanim parametrom group vrne le
naprave, ki so znotraj podane skupine. To nam omogoča, da lahko po-
sameznem uporabniku prikažemo le določene naprave in mu preprečimo
uporabo ostalih.
• /device/actions/layout tipa POST pričakuje dve vrednosti v telesu
klica, in sicer layout in group. Če uporabnik še nima shranjenega
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razporeda naprav, se v ta klic parameter layout pošlje prazen, vrnejo
pa se vse naprave znotraj podane skupine. V nasprotnem primeru pa se
iz klica vrnejo vse naprave, katerih identifikatorji so podani v vrednosti
layout.
• /device/:key tipa GET in s parametrom key vrne iz podatkovne baze
napravo, identificirano s tem ključem.
• /device/ tipa POST sprejme v telesu podatek device, katerega v bazo
tudi vstavi oziroma če že obstaja, posodobi.
Primer dokumenta tipa device:
{
"name":"Luci zunaj",
"key":"LightsOutdor",
"group":"0",
"ip":"192.168.0.5" ,
"port":"80",
"actions":[
{
"n":"Luc 1",
"id":"0",
"t":"toggle",
"gs":"s",
"history":true
},{
"n":"Temperatura",
"id":"1",
"t":"get",
"u":"C",
"gs":"g"
}
]
}
Izsek 3.1: Primer dokumenta tipa device
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Krmilnik log izpostavlja klice za shranjevanje in vračanje vrednosti o
napravah za njihov grafični prikaz.
• /log/:device/:action tipa GET vrača vse historične vrednosti akcije,
ki je podana s parametroma device in action. Opcijsko lahko sprejme
tudi dodatne parametre query (skip, limit, from, to) za dodatno
filtriranje vračanih vrednosti.
• /log/:device/:action tipa POST vstavi zapise o vrednosti akcije, po-
dane v telesu klica, v podatkovno bazo pod akcijo naprave, ki je določena
s parametroma device in action.
Primer dokumenta tipa log:
{
"v":"28",
"d":1566323422927 ,
"id":"LightsOutdor -1"
}
Krmilnik message pa poskrbi za hrambo informacij o sporočilih in napa-
kah o sistemu (Izsek 3.2). Dostopen je preko sledečih klicev:
• /message/clear tipa GET pobrǐse zadnjih 10 sporočil, ki niso tipa
error.
• /message/remove/:id tipa GET izbrǐse sporočilo z identifikatorjem, is-
tim kot podan parameter id.
• /message/all tipa GET vrne vsa sporočila v podatkovni bazi.
• /message/:type tipa GET vrne vsa sporočila v bazi, ki se po tipu uje-
majo s podanim parametrom type.
• /message/filter tipa POST, ki sprejme v telesu klica dva podatka
conditional in count. V prvem je objekt pogoj, ki opisuje, katera
sporočila naj se vrne iz baze. Drugi pa je število, koliko zadetkov, ki
ustrezajo pogoju, naj funkcija vrne.
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• /message/ tipa POST sprejme en objekt message, ki opisuje sporočilo,
katero naj se shrani v podatkovno bazo.
{
"type":"error",
"content":"Error storing action history log",
"details": {
"code":"ESOCKETTIMEDOUT",
"connect":"false"
},
"location":"at (\\ devices \\ devices.js:173:40)" ,
"datetime":"1563949863629" ,
"count":"1",
}
Izsek 3.2: Primer dokumenta tipa message
Vsi opisani klici vračajo rezultat v obliki JSON, saj ima JavaScript že
vključene funkcije za enostavno pretvorbo iz JSON v podatkovne objekte.
Poleg zgoraj omenjenih ta servis izpostavlja še klic /health, ki vedno
vrača samo status 200 in tekst OK. Slednji se lahko uporabi za preverjanje
stanja mikrostoritve.
3.1.2 Servis za povezovanje z napravami
Ta servis je namenjen komunikaciji z napravami, ki so se povezale v naš sistem
(slika 3.1). S knjižnico Express smo postavili strežnik, ki posluša zahtevke
naprav in ostalih servisov na vratih 3300. Prvi klic, ki ga opravi vsaka od
naprav, se nahaja na poti /started, ki je tipa POST. V telesu tega klica se
nahajajo sledeči podatki, prikazani v izseku 3.1, ki jih naprava pošlje o sebi:
• Ime naprave (name) se uporablja za lažjo predstavo uporabniku, kateri
napravi posamezna akcija pripada.
• Identifikator (key) je vrednost, enolična za vsako napravo, da jih sistem
lahko loči med sabo.
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• Skupina (group) pove, kateri uporabniki imajo dostop do te naprave.
• Naslov IP (ip) razberemo iz zahetevka HTTP. Ob vsakem klicu ak-
cije ga uporabimo, da lahko naredimo zahtevek HTTP na pripadajočo
napravo.
• Vrata (port) so, podobno kot IP, potrebna ob izvedbi zahtevka na
napravo.
• Seznam akcij (actions) vsebuje vse akcije, ki jih ta naprava podpira.
Vsaka posamezna akcija vsebuje sledeče obvezne parametre:
• ime (n), ki je lahko poljubno in se ga uporabi na nadzorni plošči ob
prikazu akcije;
• identifikator (id), ki enolično označuje akcijo znotraj ene naprave;
• branje pisanje (gs), ki pove, ali akcija podpira samo branje ali tudi
pisanje;
• tip (t), ki je lahko toggle - preklapljanje med vklopljenim iz izklo-
pljenim stanjem, get - samo branje vrednosti ali set - nastavljanje
poljubne številske vrednosti.
Vsebuje pa lahko tudi dodatne neobvezne parametre, ki bolj podrobno opi-
sujejo delovanje oziroma omogočijo dodatne funkcionalnosti:
• enota (u) opisuje, kakšna je enota določene akcije (°C, % ...);
• maksimalna vrednost (max) opisuje največjo vrednost, ki jo uporabnik
lahko nastavi;
• minimalna vrednost (min) opisuje najmanǰso vrednost, ki jo uporabnik
lahko nastavi;
• korak (step) pove, po koliko se vrednost spreminja ob uporabnikovi
interakciji.
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Vsi ti podatki se pošljejo preko zahtevka HTTP v SHP, kjer se vstavijo
v podatkovno bazo oziroma posodobijo že obstoječo napravo, če je kakšna
sprememba v konfiguraciji.
Na naslovu /action/:deviceKey/:actionId se nahaja drugi klic, ki ga
ta servis podpira in vrača vrednost neke akcije na določeni napravi. Sprejme
dva parametra; actionId, ki označuje, katere akcije vrednost želimo pri-
dobiti, in deviceKey, ki identificira, kateri napravi akcija pripada. Naša
funkcija najprej na podlagi identifikatorjev preveri, če v predpomnilniku že
obstaja vrednost za to akcijo in če obstaja, jo tudi vrne. V primeru, da
vrednosti ni v predpomnilniku, se ustvari nov objekt, imenovan Update, ki
skrbi za branje vrednosti z naprave. Ta se ob prvem zahtevku sproži in
nato v dvosekundnem intervalu poizveduje po spremembah in jih shranjuje
v predpomnilnik. Funkcija, ki je sprožila povpraševanje, ob prvem odgovoru
naprave odgovori na svoj zahtevek s pridobljeno vrednostjo akcije. Če po
10 sekundah ni nobenega klica funkcije za branje vrednosti te akcije, objekt
Update preneha s povpraševanjem naprave o stanju akcije.
Na naslovu /action/:deviceKey/:actionId/:value se nahaja tretji klic
tega servisa. Je tipa POST in omogoča, da akciji, ko podpira SET, nastavimo
želeno vrednost. Podani morajo biti parametri actinoId in deviceKey, ki
imata isto vlogo kot zgornja funkcija, ter value, ki je vrednost, na katero
želimo nastaviti akcijo.
Vse operacije, ki izvajajo klice na napravo, povezano v sistem, s para-
metrom deviceKey izvedejo klic na SHP /device/deviceKey. Le-ta vrne
podatke o napravi, med katerimi sta tudi IP in port. Nato se izvede klic na
napravo s parametrom actionId in pri nastavljanju vrednosti tudi value,
kjer se izvede zahtevana operacija, vedno pa se vrne tudi trenutna vrednost
akcije, ki se nato shrani še v predpomnilnik.
Zadnji klic, ki ga ta servis izpostavlja, je tipa PUT in je dostopen na
naslovu /history/:deviceKey/:actionId/:enabled. Omogoča zagon in
prenehanje povpraševanja naprave, podane s parametroma deviceKey in
actionId. Parameter enabled je tipa boolean in pove, če želimo pov-
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Slika 3.1: Komunikacija med napravo in SPN
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praševanje pričeti ali pa ga končati.
To povpraševanje vrednosti nikamor ne vrača, ampak jih skupaj s časom
njene pridobitve pošilja na servis za upravljanje s podatki, kjer se shranjuje
v podatkovno bazo. Interval, po katerem se povpraševanje dogaja, je opisan
znotraj konfiguracijske datoteke.
3.1.3 Servis za nadzor sporočil
Servis, namenjen obravnavanju sporočil v sistemu, teče na vratih 3100. Kot
na preǰsnjih dveh servisih tudi tukaj knjižnica Express poskrbi za izpostavitve
klicev. Prvi klic, ki smo ga implementirali, se nahaja na naslovu / tipa POST,
ki sprejme v telesu podatke o sporočilu in ga nato shrani v podatkovno bazo
s klicem na SHP. Če je sporočilo tipa error, se sporočilo izpǐse tudi v izhod
programa tega servisa. Sporočilo vsebuje sledeče podatke:
• tip (type), ki pove, kakšnega tipa je sporočilo;
• vsebina (content) je kratek opis sporočila;
• podrobnosti (details) vsebujejo dodaten, bolj podroben opis;
• lokacija (location) pove mesto v programu, od koder se je sporočilo
ustvarilo;
• čas in datum (datetime) je čas kreiranja sporočila.
Na naslovu /preview je dostopen klic tipa GET, ki vrača zadnjih deset
sporočil tipa error. Klic kliče funkcijo SHP /message/filter s parametri,
ki zadostijo prej omenjenim pogojem.
/remove/:id je pot klica tipa GET, ki s podanim parametrom id kliče
SHP /message/remove/:id za izbris posameznega sporočila.
Zadnji klic, ki je na voljo znotraj tega servisa, se nahaja na naslovu
/clear tipa GET, ki zopet pokliče funkcijo SHP na naslovu /message/clear
in pobrǐse zadnjih 10 sporočil, ki niso tipa error.
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3.1.4 Servis za pošiljanje obvestil
Servis za pošiljanje obvestil (SPO) s knjižnico Express izpostavlja klice na
vratih 3400 in poskrbi za pošiljanje obvestil na zunanje kanale, kot so sporočila
SMS in e-pošta. Za pošiljanje slednjih smo uporabili knjižnico Nodemai-
ler. [9] Za naš primer, ko smo uporabili e-poštni nabiralnik Gmail, mo-
ramo knjižnici podati samo naš naslov in geslo, naslov prejemnika, zadevo in
želeno vsebino, da lahko pošljemo sporočilo. Za sporočila SMS smo uporabili
knjižnico, poimenovano po istoimenskem servisu Twillo. [15] Ob registra-
ciji nam je servis dodelil telefonsko številko, s katere se pošiljajo sporočila.
Knjižnici smo morali ob vzpostavitvi podati podatke o našem računu. Za
pošiljanje pa knjižnica potrebuje še številko prejemnika in sporočilo, ki ga
prejemniku želimo poslati.
SPO na naslovu /send/:type izpostavlja klic HTTP tipa POST za pošilja-
nje sporočil. Parameter :type pove klicu, ali se bo pošiljalo sporočilo SMS
ali e-poštno sporočilo. Vsebina, prejemnik in zadeva (v primeru e-pošte) so
kot parametri podani v telesu klica. Slednji na podlagi tipa preko izbrane
knjižnice pošlje sporočilo in klicatelju odgovori s statusom 200, če je bilo
sporočilo uspešno poslano.
3.1.5 Servis za serviranje vmesnika
Servis za serviranje vmesnika (SSV) skrbi, da se uporabniku servira sple-
tni vmesnik, ko odpre IP oz. spletni naslov do našega sistema. Vzpostavi
tudi dvosmerno komunikacijo med strežnikom in odjemalcem ter uporabniku
omogoča nadzor in kontrolo naprav oziroma njihovih akcij. Servis skrbi za
strežbo statičnih datotek, kot so slike, slogovne datoteke ter datoteke Java-
Script, ki se uporabljajo za izbolǰsano izkušnjo na uporabnǐskem vmesniku.
Razdelili smo ga na šest kontrolerjev, ki smo jih ločili glede na to, katero
podstran servirajo, in pa na dva dodatna za vzpostavitev dvosmerne ko-
munikacije in izpostavitev klicev API. Vsak klic znotraj servisa je najprej
prestrežen s funkcijo, ki preveri, če je uporabnik v brskalniku prijavljen v
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sistem. S tem preprečimo nedovoljen dostop. V primeru, da to ne drži, se
izvede preusmeritev na prijavno stran.
Kontroler za prijavo je namenjen prikazu okna za prijavo in validacijo
brskalnika ter vzpostavitvi seje ob pogoju, da so prijavni podatki pravilni.
Klic, ki se pokliče ob uporabnikovem vstopu na prijavno stran, je tipa GET
in se nahaja na lokaciji /login/. Ob sprožitvi preverimo, če je uporabnik
že prijavljen, in ga glede na to preusmerimo na nadzorno ploščo ali pa mu
prikažemo vmesnik za prijavo. Ko uporabnik vnese podatke in pritisne gumb
Login, se izvede klic na isto lokacijo kot prej, le da je tokrat tipa POST. V
tem klicu najprej s klicem SHP preverimo, če sta uporabnǐsko ime in geslo
pravilna. Nato sledi overjanje brskalnika. Kontroler vrne dodaten vmesnik
za vpis varnostne kode, če brskalnik ni veljaven. V nasprotnem primeru
uporabnika preusmerimo naprej na nadzorno ploščo. Zadnja interakcija s tem
kontrolerjem se zgodi po tem, ko uporabnik vpǐse varnostno kodo za overjanje
brskalnika in pritisne gumb Confirm. S klicem na /login/client tipa POST
preverimo preko SHP, ali je koda veljavna, in uporabnika preusmerimo na
nadzorno ploščo. Če koda ni enaka tisti, ki jo je uporabnik prejel v sporočilu
SMS, poslanemu iz SPO, uničimo sejo in uporabnika vrnemo na prijavno
okno.
Najpomembneǰsi kontroler za nadzorno ploščo skrbi za prikaz slednje in
za urejanje postavitve elementov na njej. Za pretok vrednosti med upo-
rabnǐskim vmesnikom in akcijami na napravah v realnem času skrbi kontroler
za dvosmerno komunikacijo, ki ga bomo predstavili kasneje. Glavni klic se
nahaja na lokaciji /home/ in je tipa GET. Ob klicu najprej preko SHP zahte-
vamo podatek o uporabniku glede na uporabnǐsko ime, zapisano v seji. Temu
sledi dodaten klic na isti servis, od njega pa zahteva podatke o napravah ozi-
roma njihovih akcijah glede na podano uporabnikovo razporeditev le-teh.
Vsaki napravi se doda še ukaz JavaScript, ki bo kasneje na uporabnǐskem
vmesniku poskrbel za pripravo dvosmerne komunikacije vsake akcije s servi-
som. Zadnja akcija znotraj tega klica je samo še vračanje kode HTML, ki jo
zgenerira orodje Pug iz posebne sintakse in podanih parametrov. Drugi klic
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v tem kontrolerju, ki skrbi za shranjevanje razporeditve akcij, je tipa POST
in se nahaja na lokaciji /layout. Pokliče se vsakič, ko uporabnik konča z
razvrščanjem akcij. Razporeditev se v podatkovno bazo shrani s klicem SHP.
Kontroler, ki skrbi za prikaz nastavitev, se pokliče, ko uporabnik klikne na
ikono za prikaz nastavitev. Izvede se prvi klic na /settings, ki preusmeri
uporabnika na /settings/devices; to je prva kategorija nastavitev. Klic
tipa GET na lokaciji /settings/:type sprejme parameter type, ki pove, ka-
tera kategorija nastavitev se naj naloži. S pomočjo orodja Pug se iz sintakse
in podanega parametra zgenerira HTML, ki se ga vrne uporabniku oziroma
brskalniku. Ta klic skrbi samo za prvi prikaz kategorije, menjave med njimi
znotraj nastavitev pa se odvijajo lokalno pri uporabniku. Drug klic v tem
kontrolerju je tipa POST na lokaciji settigs/account in poskrbi za preverbo
podatkov o uporabnikovem računu in shranjevanju teh podatkov preko SHP.
Zadnji klic v tem kontrolerju pa skrbi za hranjenje barv aplikacije, nahaja
se na naslovu /settings/application/colors in je tipa POST. Funkcija v
telesu sprejme parametra primaryColor in accentColor. V datoteko, ki jo
ob izrisu v brskalniku prebere orodje LESS, ki generira slogovne datoteke,
pa funkcija shrani glavno barvo in njen odtenek.
Imamo še kontroler za odjavo, ki izpostavlja le en klic /logout tipa GET,
ki se pokliče ob kliku na gumb za odjavo. Funkcija uniči sejo in s tem odjavi
uporabnika, ki se ga nato preusmeri nazaj na prijavno stran.
Kontroler API je tisti, ki odgovarja na klice, sprožene iz knjižnice JQuery
na uporabnǐskem vmesniku, in omogoča pridobivanje in posodabljanje podat-
kov na strani brez ponovnega nalaganja strani. V našem primeru se upora-
blja predvsem na nastavitvenih straneh. Prvi klic, ki ga kontroler izpostavlja,
je api/settings/devices tipa GET, ki vrača vse naprave in njihove akcije,
do katerih ima uporabnik dostop. Klic /api/settings/devices/pin tipa
POST v telesu sprejme podatek actionId in s pomočjo SHP vstavi izbrano
akcijo na konec uporabnikove razporeditve na nadzorni plošči. Na lokaciji
/api/settings/application/colors se nahaja klic tipa GET, ki vrača tre-
nutno barvno shemo, ki jo preberemo iz datoteke. Zadnji klic v tej funkciji
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je /settings/users, ki vrača vse uporabnike, ki obstajajo v našem sistemu.
Zadnji kontroler v tem sklopu skrbi za dvosmerno komunikacijo med za-
lednim in čelnim delom, za prikazovanje statusa naprav oziroma njihovih
akcij v realnem času ter za prikaz in obravnavo sporočil. Komunikacija je
implementirana tako, da strežnǐski del posluša sporočila, ki se prenašajo po
vtičniku. Ob vzpostavitvi kontrolerja nastavi rokovalno funkcijo za vsa imena
sporočil, ki jih želimo prestreči. Funkcija ima lahko parameter, ki se kot do-
daten podatek v sporočilu pošlje poleg imena. Za delo z akcijami naprav
poslušamo naslednja sporočila:
• actionRegistration se pokliče na začetku s parametrom id, ki pa je
sestavljen iz deviceId in actionId. S tem akcija preveri, če komuni-
kacija deluje.
• getActionValue se kliče periodično, dokler je uporabnik na nadzorni
plošči. Kot parameter pošlje id, sestavljen iz deviceId in actionId. Iz
kontrolerja se nato pošlje zahtevek na SPN, ki vrne vrednost zahtevane
akcije actionId na napravi deviceId. Funkcija na koncu pošlje nazaj
sporočilo z imenom id in s pridobljeno vrednostjo kot parametrom, da
se lahko uporabnǐski vmesnik na podlagi tega posodobi.
• setActionValue se pokliče vedno, ko uporabnik pritisne na eno izmed
akcij, ki so tipa SET (omogočajo nastavljanje vrednosti). Kot parameter
dobi objekt z vrednostima id in value. Funkcija spet pokliče SPN,
vendar tokrat zraven doda še parameter value. Servis nato sproži
akcijo na napravi in vrne vrednost, ki jo je nastavil. Funkcija pa na
koncu pošlje enako sporočilo kot v zahtevku getActionValue.
Ta kontroler skrbi še za delo z obvestili in zato posluša še sledeča sporočila:
• getMessages, ki se zopet periodično kliče iz uporabnǐskega vmesnika
in kot odgovor kliče sporočilo z istim imenom in seznamom obvestil,
prebranih iz servisa za nadzor obvestil kot parametrom.
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• removeMessage sprejme še parameter id, ki predstavlja identifikator
obvestil. Funkcija pokliče SNS z istim parametrom, ki izbrǐse želeno
obvestilo. Kot odgovor se sproži sporočilo z istim imenom in brez pa-
rametra.
• clearMessages ne sprejme nobenega parametra, ampak s klicem ser-
visa za nadzor obvestil pobrǐse trenutno vidna obvestila, kot odgovor
pa vrne removeMessage brez parametra.
3.2 Uporabnǐski vmesnik
Uporabnik naš sistem nadzira iz brskalnika, zato smo za izdelavo uporabnǐske-
ga vmesnika uporabili standardne spletne tehnologije. Osnovana oblika vme-
snika je zgrajena s pomočjo kode HTML, iz katere brskalnik zgradi strukturo
in obliko spletne strani. Servira se iz prej omenjenega SSV, zgenerira pa se
iz predloge tipa Pug.
doctype html
html(lang=’en ’)
head
title Pug
body
h1 Pug Examples
div.container
p Cool Pug example!
Izsek 3.3: Primer predloge Pug
3.2.1 Prijava
Prvi vmesnik, skozi katerega uporabnik vstopi v aplikacijo za nadzor sistema,
je prijavna stran (slika 3.2). Če je uporabnik že prijavljen v sistem, ga
takoj preusmerimo na nadzorno ploščo, drugače pa mu pokažemo klasično
prijavno okno z vnosnima poljema za uporabnǐsko ime in geslo ter gumbom,
ki pošlje podatke na zaledni del in preveri njihovo pravilnost. V primeru,
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Slika 3.2: Prijavna stran in stran za validacijo brskalnika
da brskalnik še ni overjen, se po uspešni prijavi prikaže še eno vnosno polje,
ki zahteva kodo, ki je bila uporabniku posredovana preko sporočila SMS.
Vnesena koda se potrdi z gumbom Confirm. Ob pravilnem vnosu kode se
uporabnika preusmeri na nadzorno ploščo, drugače pa se ga postavi povsem
na začetek prijavnega procesa.
3.2.2 Nadzorna plošča
Nadzorna plošča je pogled, kjer uporabnik upravlja in nadzira naprave (slika
3.3). Na vrhu zaslona se nahaja vrstica s trenutnim časom, gumbom za hiter
dostop do obvestil, uporabnǐsko ime prijavljenega uporabnika ter gumb za
odjavo iz sistema. Na desni strani imamo meni, ki se nahaja na vseh straneh,
razen na prijavni, in je namenjen krmarjenju med sledečimi stranmi sistema:
• nadzorna plošča,
• nastavitve.
Preostali prostor v sredini pa je namenjen napravam oziroma njihovim akci-
jam v obliki ploščic. V našem sistemu podpiramo tri vrste akcij:
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• Preklopni gumb omogoča preklapljanje med vklopljenim in izklopljenim
stanjem. Ponavadi se ga uporablja za navadne luči ali stikala.
• Samostojna vrednost, ki prikaže trenutno stanje, je ponavadi upora-
bljena za razne senzorje in merilce.
• Vrednost z možnostjo nastavitve, ki poleg izpisa stanja omogoča tudi
njegovo koračno povečevanje oziroma zmanǰsevanje in se ponavadi upo-
rablja za luči z možnostjo zatemnitve, termostate in senčila za okna.
Ob uporabnikovem obisku nadzorne plošče se z zalednim delom vzpostavi
dvosmerna komunikacija preko protokola WebSocket s pomočjo knjižnice Soc-
ket.io.
Vsaka od ploščic ima svojo strukturo, ki se glede na tip akcije zgenerira
iz predloge Pug v obliko HTML in se prikaže v vmesniku. Vsaka ploščica
ima tudi svoj kontroler, ki skrbi za osveževanje vrednosti in njihovo kontrolo
preko prej vzpostavljene povezave z zalednim sistemom.
Če imamo na posamezni akciji vklopljeno historično beleženje vrednosti,
se v spodnjem levem kotu pojavi gumb z ikono grafov, ki ob kliku obrne
ploščico in prikaže graf za zadnjih 25 vrednosti. V zgornjem delu ploščice
se pojavita gumb z ikono nazaj, ki obrne ploščico nazaj na stran s trenutno
vrednostjo, in gumb z ikono razširi, ki odpre pojavno okno z grafom za večjo
količino podatkov.
Naš sistem omogoča tudi reorganizacijo ploščic posameznih akcij. V levi
spodnji kot smo namreč implementirali gumb, ki ob kliku spremeni pogled
in uporabniku omogoča premikanje ploščic z mǐskinim kazalcem po principu
klikni in povleci. Ko je uporabnik zadovoljen s postavitvijo, se s klikom na
isti gumb le-ta pošlje v zaledni sistem, kjer se shrani v uporabnikov profil in
je tako dostopna iz katere koli naprave.
3.2.3 Nastavitve
Ta pogled bo uporabnik uporabil, ko bo hotel dostopati do nastavitev svojega
računa, nadzorne plošče ter vmesnika. Na levi strani pogleda je meni, ki
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Slika 3.3: Nadzorna plošča
omogoča preklapljanje med sledečimi kategorijami nastavitev:
• naprave,
• račun,
• vmesnik,
• administracija.
Ob prvem dostopu do nastavitev se vedno odpre kategorija Naprave, vse
ostale pa se le naložijo v ozadju, da je preklapljanje med njimi hitro in ni po-
trebe po ponovnem nalaganju strani. Ta logika je implementirana s pomočjo
jezikov CSS in JavaScript.
Naprave
Kategorija Naprave je namenjena prikazu vseh naprav in njihovih akcij, ki
so trenutno povezane v sistem (slika 3.4). Ko uporabnik odpre to kategorijo,
se prikaže tabela in se napolni s podatki o napravah, ki jih vrne klic HTTP
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Slika 3.4: Nastavitve naprav
na naslov API /api/settings/devices. Akcije so združene v skupine glede
na to, kateri napravi pripadajo. Vsaka akcija ima sledeča podatka:
• ime akcije,
• tip in dodatni parametri akcije.
Akcije imajo na desni strani dva gumba. Prvi omogoča vklop beleženja
zgodovine vrednosti in prikaz grafa na nadzorni plošči. Drugi gumb Pripni
pa ob kliku akcijo doda na nadzorno ploščo kot novo ploščico. Ta gumb je
viden samo, če uporabnik določene akcije še nima pripete. Zgoraj desno je
tudi gumb Osveži, ki ob kliku ponovno naloži naprave v tabeli. Ta funkcija
pride prav, ko uporabnik priklopi napravo in želi preveriti, če se je že povezala
v sistem, ne da bi osveževal celotno stran.
Račun
Ta kategorija omogoča uporabniku, da lahko spreminja sledeče podatke o
svojem računu:
• uporabnǐsko ime,
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Slika 3.5: Nastavitve računa
• e-poštni naslov,
• geslo,
• telefonsko številko,
• ime in priimek.
Pod podatkovnimi polji se nahaja gumb Save, ki ob kliku izvede zahtevek
POST na zaledni del, kjer se podatki shranijo v podatkovno bazo. Izvedba je
prikazana na sliki 3.5.
Vmesnik
Ta pogled služi spreminjanju barv vmesnika (slika 3.6). Vsebuje dve polji,
vsako od njiju pa ob kliku odpre izbirnik barv, s katerim lahko izberemo
primarno oziroma sekundarno barvo. Pod njima se nahaja gumb Apply, ki
ob kliku izvede zahtevek POST na strežnǐski del. Ta barvi shrani in ko se
stran ponovno naloži, so nove barve že vidne na vmesniku.
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Slika 3.6: Nastavitve vmesnika
Administracija
Kategorija se pokaže le, če je uporabnik administrator. Najprej se pokaže
prazna tabela, ki se nato preko zahtevka HTTP na zaledni del napolni z
vsemi uporabniki v sistemu. O vsakem uporabniku se izpǐsejo osnovni po-
datki, pojavita pa se tudi gumba Revoke clients, ki izbranemu uporabniku
izbrǐse vse overjene brskalnike, in Delete, ki uporabnika izbrǐse. V zgornjem
desnem kotu se nahaja tudi gumb za dodajanje uporabnika; ob kliku se odpre
dialog s polji za osnovne podatke o novem uporabniku. S klikom na Save se
uporabnika shrani z zahtevkom HTTP v podatkovno bazo. Izvedba je vidna
na sliki 3.7.
3.3 Varnost
Za strežnǐsko varnost smo poskrbeli tako, da smo na napravi Raspberry Pi
zaprli vsa vrata, razen tista, ki pripadajo SSV in SPN, saj morajo biti zu-
naj strežnika dostopni le njuni klici. Za to smo uporabili požarni zid UFW
(angl. Uncomplicated Firewall), ki je že vgrajen v distribuciji Linux. Pra-
vilo smo dodali z ukazom ufw enable && ufw allow 3000 && ufw allow
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Slika 3.7: Administracija uporabnikov
Slika 3.8: Pogledi, prilagojeni za mobilne naprave
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3300, kjer sta vrati 3000 in 3300, na katerih poslušata strežnika servisov.
Zaščitili smo tudi dostop do uporabnǐskega vmesnika z uporabnǐskim ime-
nom in geslom, kot dodaten varnostni ukrep pa smo uvedli tudi preverjanje
odjemalca. Slednje doda k prijavi dodaten korak - vpis številke pin, ki jo
uporabnik dobi s sporočilom SMS. S tem onemogočimo neželen dostop tudi
v primeru, če bi bili podatki za prijavo odtujeni. Zahteva za preverjanje se
ne sproži vsakič, ampak samo če uporabnik prvič ali po dalj časa (30 dni)
dostopa iz tega odjemalca.
3.4 Knjižnica za vgrajene naprave
Knjižnico, ki bo omogočala, da se fizične naprave povezujejo na naš SPN,
smo gradili na platformi Arduino, saj je enostavno dostopna in za razvoj ne
potrebuje ničesar drugega kot uraden programski paket Arduino. Knjižnica
je spisana v programskem jeziku C++ in zato ločena na dva dela; datotečno
glavo, v kateri so opisane funkcije, ki jih naša knjižnica izpostavlja, ter da-
toteko z izvorno kodo. Funkcije, ki se morajo za pravilno delovanje naprave
obvezno klicati, so:
• void setServerIP(byte x, byte y, byte z, byte q), ki s poda-
nimi parametri (x, y, z in q) nastavi IP, kjer se nahaja naš SPN, da bo
knjižnica lahko komunicirala z njim.
• void setServerPort(int port) s podanim parametrom nastavi vrata,
na katerih posluša servis za nadzor na napravami.
• void setDeviceMAC(byte *mac) nastavi napravi naslov MAC iz po-
danega polja bajtov.
• void setDeviceJSON(String *json) nastavi podatke JSON, ki na-
tančno opisujejo napravo in njene akcije in se ob vzpostavitvi pošljejo
na servis za nadzor naprav.
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• void setReadAction(float (* action)( String)) sprejme kot pa-
rameter funkcijo, ki jo implementira integrator naše knjižnice. Podana
funkcija mora imeti vhodni parameter tipa string, ki predstavlja iden-
tifikator akcije. Vračati pa mora vrednost te akcije v tipu float.
• setWriteAction(float (* action)( String, float)) kot parame-
ter sprejme funkcijo, ki jo implementira integrator. Ta funkcija mora
imeti vhodna parametra prvega tipa string, ki enako kot pri preǰsnji
predstavlja identifikator akcije, in drugega tipa float, ki predstavlja
vrednost, na katero bo akcija nastavljena. Funkcija prav tako vrača
podatek tipa float, ki predstavlja vrednost, na katero je bila akcija
nastavljena.
• initDevice() se mora klicati po tem, ko so vsi nastavitveni klici do-
končani. Funkcija inicializira protokol eternet s podanima naslovoma
MAC in IP ter izpǐse na serijska vrata, če je prǐslo do kakršne koli
napake.
• provisionDevice() se kliče po končani vzpostavitvi naprave. Funk-
cija se poskusi povezati na servis za nadzor naprav in mu posredovati
svoj konfiguracijski JSON. Če je klic uspešen, se nastavi še status na
”pripravljen”in tako je naprava pripravljena za uporabo.
• serverListen() se integrira v glavno zanko naprave. Funkcija nepre-
stano preverja, ali je naprava dobila kakšen zahtevek in v primeru, da
ga dobi, sproži akcijo za branje oziroma pisanje, ki ju je implementiral
integrator.
Preostale funkcije, ki so na voljo in niso obvezne so:
• void setDisableDHCP(boolean disable), ki s podanim parametrom
pove knjižnici, ali naj onemogoči protokol DHCP za avtomatsko izbiro
naslova IP. V tem primeru je potrebno klicati tudi setDeviceIP s po-
danim izbranim naslovom IP.
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• void setDeviceIP(byte x, byte y, byte z, byte q) s podanimi
parametri (x, y, z in q) nastavi IP-naslov naprave v primeru, da je
DHCP izklopljen ali pa da ne deluje na nivoju usmerjevalnika.
• bool isReady() vrača true, če se je knjižnica uspela vzpostaviti in
javiti prisotnost naprave SPN.
Funkcija String readClientData(EthernetClient client), ki je prav tako
implementirana v knjižnici, se uporablja za branje podatkov iz telesa zah-
tevka HTTP in se kliče znotraj funkcij provisionDevice in serverListen.
Knjižnica je kompaktna, za svoje delovanje pa potrebuje samo knjižnico
Ethernet, ki pa je že del Arduino okolja.
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Poglavje 4
Zaključek
V diplomskem delu smo razvili sistem za nadzor pametnega doma, ki omogoča
uporabniku enostaven priklop naprav ter njihov nadzor in upravljanje iz upo-
rabnǐskega vmesnika. Naprave, ki imajo implementirano našo knjižnico ozi-
roma se držijo protokola za komunikacijo s predstavljenim sistemom, se ob
zagonu avtomatsko povežejo v sistem. Slednji jih prepozna, prav tako pa
iz njihove konfiguracije razbere, katere akcije naprave podpirajo. Uporabnik
lahko te naprave v uporabnǐskem vmesniku takoj vidi in jih tudi prične upo-
rabljati. Ker je vmesnik zgrajen s pomočjo spletnih tehnologij, je dostopen
iz vseh vrst naprav, prav tako pa je poskrbljeno tudi za prilagajanje vsebine
glede na velikost zaslona naprave.
Sistem bi lahko dodatno razširili z možnostjo ustvarjanja avtomatike (sa-
modejni prižig luči ob zaznavi osebe v prostoru) ter pošiljanja obvestil upo-
rabniku ob določenih (neželenih) dogodkih, dodali pa bi lahko še kakšen tip
naprav (multimedija, barvna osvetlitev ...). Uporabna razširitev bi bila tudi
implementacija komunikacije sistema z oblačno storitvijo. Le-ta bi uporab-
niku dala možnost nadzora pametne hǐse v njegovi odsotnosti brez potrebne
napredne konfiguracije omrežja.
Sistem bi lahko bil potencialno zanimiv tudi obstoječim podjetjem, ki
se ukvarjajo s pametnimi napravami. Z vključitvijo naše knjižnice v svoje
naprave, bi le-te lahko povezali v sistem, ki bi deloval kot centralno mesto,
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od koder bi uporabnik nadziral vse svoje naprave.
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