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R e s u m o
U m a evo lução  d a  indústr ia  do softw are, em  relação às ferram entas  d isponíveis  
p a ra  a p ro g ram ação ,  deu -se  com  o su rg im ento  dos am bientes  de  desenvo lv im ento  
visual, q u e  com b in am  recursos  textuais  ( l inguagens) e gráficos (ícones e jane las)  pa ra  a 
confecção  de  software. O p ro b lem a  su rge  q u an d o  o am bien te  não  oferece  condições 
suficientes para  q u e  se p ro m o v a m  extensões à  linguagem , ap resen tando-se  com o u m a  
es tru tu ra  fechada de forma q ue  su a  utilização seja ao estilo “caixa p re ta” . C o m o  esses 
am bien tes  d isponib ilizam  co m ponen tes  p a ra  a confecção  de aplicações, norm alm en te  
p e rm item  apenas q u e  funcionalidades sejam estendidas em  fo rm a  de  novos  
com ponen tes .
Este  trabalho ap resen ta  u m a  p ro p o s ta  de supo rte  à reflexão com putac iona l  p a ra  
os am bien tes  visuais e o OPMOP, com o  um a im plem entação  desta  proposta .
O suporte , voltado  à  reflexão com portam enta l,  sugere  a criação de quatro  
com ponen tes :  u m  com o responsável pelo p rocesso  d e  reificação; ou tro  encarregado  de 
p ro v e r  o resultado d a  reificação em  co m ponen tes  visuais; u m  terce iro  p a ra  p ro m o v er  
todo  o su p o r te  de  in terceptação de m ensagens; e u m  quarto  con tendo  facilidades na 
defin ição de  quajs  m é todos  serão reflexivos.
A im plem entação  O P M O P  é u m  con jun to  de com ponen tes ,  desenvo lv idos  para  o 
am bien te  Delphi, q u e  es tende  recursos reflexivos à  linguagem  Object Pascal. O P M O P  
é baseado  no  suporte  proposto  com  as devidas adaptações ao ambiente.
P a la v r a s - c h a v c :  reflexão com putac iona l,  am bientes  d e  desenvo lv im ento  de  software, 
com ponen tes
A b s t r a c t
An evolution o f  the softw are  industry in relation with p ro g ram m in g  tools 
h appened  with the  appearance  o f  visual dev e lo p m en t  env ironm ents  that c o m b in e  textual 
resources  (languages)  and graphics (icons and w indow s)  to build software. Problem s 
o ccu r  w hen the environm ent doesn 't  offer enough  conditions to p ro m o te  language 
extensions, looking  like a  closed s truc ture  to b e  used in a b lack-box  style. As these 
env ironm ents  offer co m ponen ts  to  build applications, they usually a llow  functionalities 
to be  ex tended  only as new  com ponents .
This w ork  presents a su ppor t  p roposa l  to com puta tional reflection for visual 
env ironm ents  and O P M O P , as an im plem enta tion  o f  this proposal.
T h e  support ,  focused on behavioural reflection, suggests  the  creation o f  four 
com ponen ts :  one  responsib le  for the  reification process; another responsib le  for 
p rov id ing  the result o f  this reification in visual com ponen ts ;  a third to p ro m o te  the 
w ho le  su ppor t  m essage  interception; and a fourth one  contain ing m eans to define which 
m e thods  will be  reflexives.
T h e  im plem entation  OPMO? is a g ro u p  o f  com ponen ts ,  deve loped  for the 
D elphi env ironm ent,  ex tending  reflexive resources to the Object Pascal language. 
CV’M O P  is based on the p roposed  sup p o r t  with the necessary adapta tions to the 
environm ent.
Keywords: com puta tional reflection, so f tw are  deve lopm ent environm ent, com ponents .
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Capítulo I
I n t r o d u ç ã o
A  E ngenharia  de  Softw are  possui c o m o  prem issa  a d im inuição  do esforço na  
confecção  de  soflware, sem esquecer, 110 entanto , da  q ua lidade  e da  confiabilidade. U m a 
vez q u e  os so ftw ares  eslão cada  vez  mais com plexos, a  evo lução  das ferram entas de 
desenvo lv im en to , para  supo rta r  tais com plex idades ,  dá-se  com o  um a necessidade. Os 
parad igm as de  p rog ram ação , po r  perm itirem  a  represen tação  d e  abstrações do  m u n d o  
real, ta m b é m  p recisam  evoluir. N a  indústr ia  do  software, destaca-se  a in trodução  do 
pa rad ig m a  d a  orientação a  objetos em  a lgum as linguagens c o m o  u m a  das evoluções. 
U m a ou tra  evo lução  foi o surg im ento  dos am bientes  de  desenvo lv im ento  visual de 
p rog ram ação ,  onde  os softw ares passaram  a ter u m a  aparênc ia  gráfica  ao invés de 
apenas textual.
A reflexão com putac iona l,  ap licada ao m o d e lo  de objetos, p ro p õ e  u m a  n o v a  
arqu ite tu ra  de  so ftw are  [ F 0 0 9 3 ] ,  O te rm o reflexão com putacional surg iu  em ] 982  p o r  
Brian  Sm ith  [SM I82J no sentido de  estender recursos às linguagens de  p rogram ação . 
M ais tarde, em  1987, Pattie  M aes [M A E 87] p ro p ô s  0 uso  d a  reflexão em  linguagens 
baseadas em  objetos. Esta n o v a  a rqu ite tu ra  in troduz  0 conceito  de  n íveis  de  
p rogram ação . N o  nível base. estão todas  as p reocupações  referentes ao dom ín io  da  
aplicação no  qual 0 so ftw are  está baseado. Q u a lq u er  evento q ue  fuja d a  funcionalidade  
da  ap licação  é então desviada (refletida) à ou tro  nível, dito metanível, para  0 tra tam ento  
des ta  situação.
C once itua lm ente .  a reflexão com putac iona l  é um a técnica que  perm ite  a um  
sistem a ob te r  inform ações sobre  eíe m esm o e usar estas inform ações para alterar 0 
co m p o r ta m e n to  de seus com ponen tes  [M A E 87].  As in form ações sobre  a e s tru tu ra  do
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nível base  são d isponib ilizadas  ao metanível por um  processo  de re if icação ' ,  passando 
estas in fo rm ações  a  se rem  cham adas de m eta-inform ações.  A  func iona lidade  do 
metaníve! é b aseado  nos m odelos  d e  classe e de objetos. N o  prim eiro , tem -se  a  reflexão 
estru tural,  q u e  a tua  n a  estru tura  d a  classe com  operações  do  tipo: co n su l ta  e alteração 
dos m é todos ,  inclusão de  novos  m étodos ,  rem oção  de  m é to d o s  existentes, consu lta  às 
classes ascendentes, dentre  outras. N o segundo  m odelo , tem -se  a  reflexão 
com portam en ta l ,  q u e  a tu a  n a  execução  do  objeto  do nível base  através d a  interceptação 
de m ensagens, sem  alterar sua estrutura.
A s funcionalidades d a  reflexão com putac iona l  são prov idas  pelo M O P 
(Melaobject Protocol). Um M O P  é urna  interface q u e  perm ite  m udanças  increm entais  
nos recursos  de l inguagens d e  program ação . Então, u m a  aplicação q u e  utiliza um  M O P 
terá, à su a  d isposição , o m ode lo  de reflexão co n fo rm e  a  im plem entação  do MOP.
A lgum as  im plem entações  de  M O P  estendem  recursos  d e  reflexão com putacional 
tanto às linguagens q u e  p ossuem  a lgum  suporte , tais c o m o  Jav a  e Smalltalk, quanto  
àquelas sem  qu a lq u e r  suporte  a reflexão, co m o  o C++. N u m a  ou tra  situação, novas 
linguagens de  p rog ram ação  são propostas  j á  com  a incorporação  de um  M O P 
específico.
A na lisando-se  a evolução  dos am bientes de p ro g ram ação  ju n to  aos recursos que  
o usuário  d ispõe  p a ra  o desenvolv im ento  de aplicações, observa-se  que  as ferramentas 
levam a lgum  tem po  para  d isponibilizar novas funcionalidades, a inda  que, às vezes, estas 
sejam baseadas em  conceitos sedimentados. A orien tação  a  ob je tos  é um  caso típico. 
E xce tu an d o -se  Smalltalk, Java e Eiffel, q u e  j á  surg iram  com  os conceitos d a  0 0 ,  muitas 
outras  l inguagens, com o  C e Pascal, passaram  a su p o r ta r  a 0 0  depois d e  estarem 
conhecidas. A reflexão com putacional tam bém  é mais um  caso. N o v am en te  à exceção 
de Smalltalk  e Java, as linguagens C e Pascal, m esm o  em  ferram entas de  p rogram ação  
mais recentes c o m o  os am bientes  de desenvo lv im ento  visual, n ada  p ossuem  de suporte  
à reflexão.
1 Traduzido do tenno ein inglês reification
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Os am bientes  de desenvo lv im ento  visual são ferram entas  h íb ridas  q u e  possuem , 
além  de  u m a  l inguagem  de p rog ram ação  (gera lm ente  0 0 ) ,  recursos  textuais  e gráficos 
para  a confecção  de software. Entre  outras  características, estes am bien tes  facilitam o 
desenvo lv im ento  de  ap licações pela utilização de  recursos gráficos ( ícones e janelas). 
E m  a lgum as ferram entas d isponíveis, tais com o , Visual C + + , Visual Basic, 
V isuaIW orks, Delphi e JBuilder, observa-se  q u e  a  reflexão com putac iona l  não é 
exp lorada  aprove itando  as características de seus am bientes. M esm o naquelas 
l inguagens consideradas  reflexivas, com o  Java  e Smalltalk, os am bien tes  não oferecem  
facilidades visuais ao desenvo lvedor  p a ra  q u e  construam  aplicações reflexivas.
Q u a lq u er  p ro p o s ta  de  estender funcionalidades a  u m  am bien te  visual de  
p ro g ram ação  d eve  abo rda r  tanto a linguagem  d e  p rog ram ação  quan to  as questões 
visuais, u m a  vez  q ue  estes dois  e lem entos  estão jun tos . O p ro b lem a  su rge  q uando  o 
am biente  não oferece  cond ições  suficientes para  q u e  se p ro m o v a m  extensões às 
linguagens, ap resen tando-se  com o  u m a  estru tura  fechada de  form a q u e  sua  utilização 
seja ao estilo “caixa p re ta” . Pelo falo desses am bientes d isponib ilizarem  com ponen tes  
p a ra  a confecção  de aplicações, no rm alm en te  perm item  apenas q u e  funcionalidades 
sejam estendidas p o r  in term édio  de  novos  com ponentes.
N es te  sentido, apresen ta -se  u m a  p ropos la  de  supo rte  à reflexão com putacional 
em  am bien tes  de  desenvo lv im ento  visual de softw are  baseada na criação de quatro 
com ponen tes ,  voltados especif icam ente  à reflexão com porlam enla l.  São eles: 
C o m p o n en te  Reifica (CR), responsável pelo processo  de reificação; C o m p o n e n te  Texto 
(CT), encarregado  de p rover  o resultado da reificação em  co m ponen tes  visuais; 
C o m p o n en te  A ssocia  (CA), para  p ro m o v er  todo  o su p o r te  d e  in terceptação de 
m ensagens; C o m p o n en te  Execução  (CE) con tendo  facilidades n a  definição de  quais 
m é todos  serão flexivos.
A presenta-se ,  tam bém , um a  im plem entação  do su p o r te  proposto ,  d enom inada  
OPM OY, com o  um  con jun to  de  com ponen tes  para  o am bien te  Delphi q ue  estende 
funcionalidades à  l inguagem  Object Pascal. OPM O Y  con tém  os qüa lro  com ponen tes
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p ro p o s to s  im p lem en tados  com  os dev idos ajustes p a ra  u m a  perfeita  in tegração  com  o 
am biente  Delphi.
1.1. Organização do trabalho
O presente  trabalho está o rganizado  em seis capítu los  e qua tro  apêndices. Os três 
p r im eiros  capítu los  apresen tam  a in trodução  e a fundam entação  teórica , enquan to  que  os 
restantes, a p ro p o s ta  de suporte  e u m a  im plem entação.
O capítu lo  2 com enta  os conceitos básicos d a  reflexão com putac iona l ,  passando 
pelos sistem as reflexivos e ap resen tando  os m odelos  de  reflexão ap licados ao m odelo  de 
objetos. T raz  ta m b é m  as m etas de  um  M OP.
N o  capítu lo  3, as características dos am bientes  de desenvo lv im en to  visual de  
so f tw are  são discutidas, ap resen tando-as  pe la  com paração  entre três ferram entas 
a tua lm en te  existentes.
O capítulo 4 apresenta  lima p ro p o s ta  de supo rte  à  reflexão com putac iona l em  
form a de com ponentes .
Já  o capítu lo  5 traz  u m a  im plem entação  do suporte  p ro p o s to ,  denom inado  
O/^M OP, desenvo lv ido  para  o am bien te  Delphi.
O cap ítu lo  6 apresenta  as considerações finais do  trabalho, o n d e  algumas 
perspectivas  d e  con tinu idade  são propostas.
N o  apêndice  A é apresen tado  lima visão do Delphi, des tacando  apenas as 
funcionalidades q u e  serão úteis a im plem entação  O/^MOP.
O apênd ice  B apresenta, em linhas gerais, a abo rd ag em  dos  frameworks e 
co m p o n en tes  com o  um a alternativa à  reutilização de  so ftw are  p ro p o s ta  pela  Engenharia  
de  Software.
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A preo cu p ação  com  o d esem penho  do p rocesso  de  in terceptação  de  m ensagens 
de O P M O P  é ap resen tada  através da com paração  dos resultados de dois testes, no 
apênd ice  C.
E, finalmente, no  apênd ice  D, os p rog ram as  fontes utilizados corno exem plos  no 
uso dos  co m p o n en tes  O P M O I’ são m ostrados.
Ca-pítulo.2,
R e f l e x ã o  c o m p u t a c i o n a l
A E ngenharia  de S oftw are  evolui no sentido de buscar a confecção  d e  so ftw are  a 
um  custo  baixo, de qua lidade  e confiável. N ão  im p o r tan d o  a técnica, a m eto d o lo g ia  ou a 
ferram enta  de desenvo lv im ento  adotada, as p reo cu p açõ es  ainda são as mesmas. Fsto 
p o rq u e  o so f tw are  está cada ve/, mais com plexo  e, pa ia  torná-lo viável em  termos de  
prazos, exige-se  u m a  m aior participação do n ú m e ro  de  pessoas envolv idas  no  seu 
desenvolv im ento . B aseado nisto, há  um esforço das formas de  desenvo lv im ento  em 
direção a m in im izar q trabalho manual, co m o  por exem plo  o uso de p rogram as 
geradores  de  código. S em p re  q u e  possível os p rogram as devem  ser gerados 
au tom aticam en te  a partir  do projeto, todav ia  a inda  faz-se necessária  a  partic ipação 
m anual na codificação, um a vez que  as l inguagens de  p rog ram ação  po ssu em  baixa  
expressiv idade.
N a  etapa  de  program ação , as principais p reocupações  são a  codif icação  e ; a  
in tegração progressiva  dos m ódulos  do software, até se  chegar ao s is tem a físico final. É 
claro q u e  nesta  etapa a busca  pela  qua lidade  deve ser  constante, assim com o  em todo o 
p rocesso  de desenvolvim ento . Desta forma, a  capac idade  dos p rog ram adores  em  
im p lem en tar  um sistema de  alta qualidade e livre de erros dep en d e  não só da na tu reza  
do projeto  criado, com o tam bém  da linguagem  de  p rog ram ação  ado tada  com o 
ferram enta  de  desenvo lv im ento  fK lP 9 3 1.
É possível ag rupar  as diferentes linguagens de  acordo  co m  seus parad igm as de  
p rogram ação . Destes g rupos, o enfoque neste trabalho é o do parad igm a  da  orientação a 
objetos. A lém  de  estarem  presentes em muitas ferram entas de  desenvo lv im ento  de
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software, a  orien tação  a  objetos possui várias vantagens de  uso, tais c o m o  reutilização 
de cód igo  e ocu ltam ento  d e  detalhes do  usuário , entre outras.
Brian F o o te  [ F 0 0 9 3 ]  co loca  q u e  “ a sinergia  d a  reflexão c o m  a p ro g ram ação  e 
as técnicas de p ro je to  orien tados  a ob je tos  traz p rom essas  de  m u d an ças  dram áticas  n a  
fo rm a  com o  nós  pensam os, o rgan izam os, im p lem en tam os  e u sam o s  as l inguagens de 
p ro g ra m a ç ão ” . E neste  sentido, então, q ue  a reflexão com putac iona l  no  m ode lo  de 
obje tos  ap resen ta-se  c o m o  u m a  n o v a  arqu ite tu ra  de software.
2.1. Conceituaçíio
Brian Sm ith  [SM I82] p ropôs  a reflexão com putac iona l  em  1982 c o m o  u m a  
extensão às linguagens de  program ação . Pattie M aes [M A E 87] ,  em  seu trabalho de 
do u to ram en to  “ Computationa! Nc/Iecfion", sugere  o uso da reflexão no  m odelo  de 
objetos.
Pode-se  analisar a expressão  “re flexão” sob  dois aspectos: c o m o  o ato ou  efeito 
de  m editar, pensar, raciocinar e pondera r  e co m o  u m a  p ro p r ied ad e  f ís ica  de  m odificação 
d a  direção de p ro p ag ação  da luz, calor e som , desv iando  d a  p r im e ira  direção. C om o ato 
de m editação, a  reflexão com putacional p o d e  ser caracterizada  pela capac idade  dada  a 
um  sistem a de  “p en sa r” a respeito dele  m esm o, a tuando  sob re  si m esm o  e não sobre  o 
q u e  o s is tem a d eva  produzir,  realizando deduções  e co m pu tações  sob re  seus dados 
internos. C o m o  p ro p r ied ad e  física, este significado relac iona-se  mais d ire tam ente  com  a 
fo rm a de  im plem entação  da reflexão com putacional no m odelo  orien tado  a  objetos: ao 
ser enviada u m a  m ensagem  a u m  objeto , ela  é d esv iada  ao seu  m eta-obje to  
corresponden te ,  no qual é realizada a  reflexão, e, com o resultado desta  reflexão, passa  a 
realizar co m pu tações  no melanível.
Conceitualm ente , r e f le x ã o  c o m p u ta c io n a l  é o co m p o rtam en to  exibido po r  um  
sistem a com putacional que  alua em  a lgum  dom ínio  e q ue  inco rpo ra  estruturas 
rep resen tando  ele m esm o. Estas estru turas perm item  ao s istem a resp o n d er  questões e 
supo rta r  ações sobre  ele m esm o  [M A E87],
X
Capítulo 2 -  Reflexão computacional 8
Lisboa |LIS971 define reflexão com putac iona l  com o  to d a  a tiv idade  que  um  
s is tem a com putac iona l  realiza sobre  si m esm o , de  fo rm a  separada  das co m pu tações  em  
curso , co m  o objetivo  de resolver seus p róp r io s  p rob lem as e ob te r  in form ações sob re  
suas  com putações .
N a  visão de Steel |S T E 9 4 ] ,  reflexão com putacional é a capac idade  de  um  
sistem a com putac iona l  in te rrom per  o processo  de execução  (p o r  exem plo , quando  
oco rre  um  erro), realizar com pu tações  ou  fazer deduções  no m etanível e re to m a r  ao 
nível de  execução , traduzindo  o im pacto  das decisões para  então re tom ar o p rocesso  de 
execução.
M aes [M A E 88]  destaca a inda  alguns tipos de aplicações o n d e  seria  interessante 
o uso  da  reflexão com putacional, tais co m o  estatísticas de  d esem penho  de sistemas, 
ferram entas  de  depu ração  e program as de m onito ram ento , entre outros.
2.2. Sistema reflexivo
N o m o d e lo  de objetos, um  sis tem a é dito reflexivo q u an d o  p ro v ê  m ecan ism os 
para  su p o r te  à reflexão com putacional. Nele  p o d em  ser identificadas duas partes 
distintas: um  metanível, tam bém  conhecido  com o  nível de  gerenciam ento , e um  nível 
base  (ou  nível d a  aplicação). N o m e ta n ív e l  encon tram -se  as in fo rm ações  (as meta- 
in form ações) q u e  represen tam  a estrutura e com p o rtam en to  do nível base, enquan to  q ue  
M(i n ível lia.se estão os rcquisilns linicionais do sistema baseados no dom ín io  da 
aplicação. N o  nível base o p ro g ram ad o r  envolve-se  apenas com  a so lução  do  p rob lem a  
em relação ao dom ín io  na qual sua aplicação está inserida. Já no metanível ficam os 
requisitos não funcionais e esles são independen tes  do lipo de aplicação, com o , por 
exem plo , aspectos de segurança  do  sistema. E sta  clara separação  entre  as 
funcionalidades básicas não apenas contribui para  resolver p rob lem as so b re  um  
de te rm inado  dom ínio ,  m as tam bém  para  a organização  in terna  do s istem a [M A E 88],
A  reflexão com putacional dá-se  pelas etapas de reificação e de reflexão 
p rop riam en te  dita. A rc i f ic a çã o  disponibiliza ao metanível as in form ações do nível da
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aplicação. N es te  processo , as atividades com pu tac iona is  de  u m a  classe no  nível base  são 
transfo rm adas em  dados  p a ra  o metanível, as quais  p o d e m  ser m an ipu ladas pelo  
metanível. A pós feilo isto, estes dados são transfo rm ados  em  ativ idades com putac iona is  
e  o fluxo d o  con tro le  re tom a  do metanível para  o nível base. Esta ú ltim a operação  é 
c ham ada  de  r e f le x ã o  [N A K 92], A figura  2.1 m o s tra  u m  e sq u e m a  simples de  u m  sistem a 
reflexivo em  q u e  aparecem  as operações de  reificação e reflexão ju n ta m e n te  com  o 
M O P 2.
U m a questão  im portan te  em relação a  sistem as reflexivos é decid ir  q u e  tipo de  
in fo rm ação  se rá  d isponib ilizada  no  metanível. Tais  in fo rm ações  incluem  a classe do 
objeto, a qual fo rnece  acesso ao n o m e  da  classe e seu tipo; a herança , com  inform ações 
so b re  as classes ascendentes;  e a es tru tura  d o  obje to , d isponib ilizando  inform ações 
s o b re  seus m étodos  (assinatura, código e acesso).
F IG U R A  2.1: SISTEMA REFLEXIVO
7 Detalhado mais adiante, neste mesmo capitulo
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2.3 Metaclasse e meta-objeto
Em  linguagens de p rog ram ação  orientadas a objetos, a reflexão d á-se  d e  duas 
formas: ou p o r  m etac lasse  ou por meta-objeto . A reflexão por m e ta c la s s e  faz com  q ue  o 
metanivel con tenha  in form ações sob re  a estru tura  do nível base, tais co m o  atributos e 
assinaturas de com portam en tos ,  classes ascendentes e descendentes , encapsu lam ento , 
com p o rtam en to s  d inâm icos e estáticos e outras. U m a vez q ue  a  e s tru tu ra  d a  classe nível 
base  p o d e  ser  alterada, todas suas instâncias a partir des ta  alteração ta m b é m  serão. U m a 
m etac lasse  é u m a  classe q u e  descreve  a  e s tru tu ra  de  u m a  o u tra  classe.
D ep en d en d o  d a  l inguagem  d e  p rogram ação , classes e metaclasses po d em  ser 
rep resen tadas  p o r  objetos. Isto perm ite  q u e  as metaclasses po ssu am  capacidades 
co m por tam en ta is  para  a instanciação d inâm ica  de  classes, d a  m e sm a  fo rm a  q ue  as 
classes perm item  a instanciação d e  objetos.
A metaclasse  independe  do código  do  dom ín io  escrito no nível de  aplicação, 
po d en d o ,  então, ser reutilizada e agrupada. Um a im plem entação  q u e  p ro v ê  esta 
característica  é o G uaraná  |O L I9 8 a | .
A parece  ninda, neste m esm o  espaço do  metanivel, o m e ta - o b je to ,  com o  um 
obje to  q u e  con tém  detalhes do co m p o rtam en to  do  objeto  nível base. Foo te  [ F 0 0 9 3 ]  
co loca  q u e  um  m eta-ob je to  define, im plem enta , d á  su p o r te  ou  partic ipa  de  a lgum a 
m aneira  d a  execução  da  aplicação. N es ta  instância, o m eta -ob je to  con tém  alguns 
c o m p o r tam en to s  (não necessar iam ente  todos)  do objeto  nivel base associado. Isto faz 
com  q ue  a reflexão se ja  restrita ao m é todo  cham ado , to rnando-se  u m a  reflexão 
com putac iona l  particular de cada  m é to d o  e não de todo  o objeto. S u rge  daí, então, dois 
g m p o s  de m étodos  de  um  objeto  reflexivo: os reflexivos e os não  reflexivos [LIS97J.
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2.3 .1 . R eflexão estrutural c coniportainental
As duas questões  re lacionadas ao m etanível,  a m etaclasse  e o m eta-ob je to ,  dão 
or igem  a dois  t ipos de  reflexão. D iz-se  q u e  u m a  reflexão é estin tu ra l qu an d o  se d á  
so b re  a  classe do  nível base  e oco rre  tanto  em  tem po  de com pilação  quan to  em  
execução  e é d i ta  couiportainental q u a n d o  utiliza o m ode lo  d e  m eta-ob je tos  e ocorre  
so m en te  em  tem p o  de  execução.
N o  caso d a  R eflexão Estrutural, o metanível é co m p o s to  p o r  metaclasses, as 
quais  co n tém  info rm ações  sobre  os aspectos estru turais  do nível basé, c o m o  descrição 
dos a tr ibu tos  e m é to d o s  que  irão c o m p o r  suas instâncias. Se esta e s tru tu ra  p o d e  ser 
alterada, então  a e s tru tu ra  e com p o r tam en to  d e  suas instâncias ta m b é m  serão. A  reflexão 
estrutural p e rm ite  não só obter  in form ações sobre  o objeto  do  nível de  aplicação com o 
ta m b é m  realizar transfo rm ações  sobre  a es tru tu ra  está tica  d a  classe, m od if icando  seus 
a tr ibu tos  e com portam entos .  As regras d e  encapsu lam en to  existentes n u m a  classe, q ue  
asseguram  o ocu ltam en to  de  atributos e co m por tam en tos ,  p o d e m  ser v ioladas, u m a  vez 
q u e  a  m etaclasse  con tém  toda  a sua  e s tru tu ra  e pode , inclusive, alterá-la.
N a  Reflexão C om portam en ta l ,  o metanível é com pos to  p o r  m eta-obje tos , os 
quais co n té m  in form ações sobre  os aspectos  de  co m p o r tam en to  dos ob je tos  do  nível 
base, sem  alterar sua  estrutura. O m ode lo  de  m eta-ob je tos  d ifencia-se do  m odelo  de 
m etaclasses, principalm ente , p o r  sua  associação po r  objetos e não  p o r  classes.
A associação entre os dois objetos em  um  sistem a reflexivo é im portan te  p o rq u e  
todas  as m ensagens  enviadas pela aplicação ao objeto  do nível base  d a  associação 
(ch am ad o  d e  ob je lo  reflexivo) são desv iadas p a ra  o m eta-obje to , q ue  detém  o contro le  
da execução . IJma ve/. q ue  o m eta-objeto  recebe um a m ensagem  reilienda através de um 
m ecan ism o  de  in terceptação, ele deve  ser capaz  d e  tratá-la e, após realizar a reflexão 
com putac iona l ,  voltar ao objeto reflexivo.
A  figura  2.2, ad ap tad a  de C am po  [C A M 97],  m ostra  o fluxo de  con tro le  entre 
ob je tos  e m eta-objetos. N e la  pe rcebe-se  q ue  u m a  m ensagem  p o d e  ser in terceptada
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q u an d o  e la  é env iad a  ou q u an d o  ela é receb ida  pe lo  destinatário . Independen te  da  fo rm a  
de in terceptação, o p ro toco lo  de m eta-ob je tos  d eve  fornecer  m ecan ism os  p a ra  recuperar  
a  in fo rm ação  relativa ao destinatário  d a  m ensagem , o m é to d o  a  ser ativado e os 
a rgum en tos  d a  m ensagem . A reifícação destes com p o n en te s  possib ilita  q ue  o meta- 
objeto  reenvie  a m ensagem  ao objeto  d a  aplicação p a ra  a execução  do m é to d o  original 
[C A M 97],
FIG U R A  2.2: FLUXO DE CONTROLE ENTRE OBJETOS E META-OBJETOS
N a  e tap a  (1) u m a  m ensagem  in é env iada  a um  objeto d a  aplicação. E s ta  
m ensagem , então, é desv iada  (refletida) para  o m eta-ob je to  associado (2). O meta- 
objeto , após realizar a lgum a com putação , dec ide  executar  o m é to d o  m  original, 
presente  no  nível base  (3). A pós  a execução  do  m étodo , o fluxo re to m a  para  o meta- 
ob je to  (4). O m eta-obje to ,  por sua vez, re torna  o con tro le  ao nível base apôs executar  
a lg u m a  função adicional (5) e. finalmente, ao objeto  q u e  enviou a m ensagem  tn (6).
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2.4. Mctaobject Protocol (MOP)
“ U m  M O P  é um  m ecan ism o usado  p a ra  o con tro le  do co m p o r ta m e n to  de  u m a  
aplicação e para  im plem entar  políticas não funcionais tais co m o  to lerância  a falhas e 
execução  d is tr ibu ída” [ROB99J. C om  este com entário , Bert R obben  apresen ta  as duas 
principais funções do  M O P. Um M O P p o d e  ser descrito  co m o  u m a  interface que  
possib ilita  aos ob je tos  do nível base con iun icarem -se  com  os ob je tos  do  metanivel 
T ecn icam en te  falando, um  M O P  é u m  frcimeworlc'. Assim , é no  M O P  q u e  deve  ser 
im p lem en tado  o m ecan ism o  d e  in terceptação de m ensagens q u e  transferirá  o contro le  d a  
execução  do nível base  pa ia  o metanivel. Segundo  Z im m erm an n  [Z1M96], a 
in terceptação  do  metanivel (melalevel iníerceplion - MLJ) é a  t ransferência  do  contro le  
do  nível base  pa ra  o metanivel e p o d e  ser im p lem en tada  tanto  em  linguagens 
in terpre tadas  quan to  com piladas. N a  im plem entação  do O p e n C + +  [CHI95], po r  
exem plo , u m  p ré -p ro cessad o r  envo lve  o co m portam en to  original q ue  inv o ca  o objeto de 
con tro le  n a  m etaclasse  no  início e no final da execução.
A  im plem entação  de u m a  ML1 deve  ser feita de  u m a  fo rm a  transparente , ou seja, 
a classe do  nível base q u e  lenha a cham ada  de um  m étodo  in te rcep tada  não  deve 
pe rceber  q u e  h o u v e  um  desvio  do contro le  para  o metanivel. L e m b ra n d o  q u e  u m a  MLI 
tem  u m a  relação direta com  o co m portam en to  em tem po  de  execução  do  sistema, sua  
im plem entação  deve  ser tal q u e  p ro d u za  urna  sobrecarga  mínima.
N a  provisão de  um  su p o r te  de m ela-objelos surgem , basicam ente , três aspectos 
q u e  devem  ser  con tem plados  pela im plem entação  da linguagem:
(a) transfo rm ação  d a  inform ação  do p ro g ra m a  necessária  p a ra  realizar seu  
tra tam ento  no m etanivel;
M odelos formam a base conceituai de diferentes arquiteturas de software. Mary Shaw [SHA95] 
classifica um M OP como tim modelo de framework que atende a classes de problemas e domínios 
específicos. Embora sendo a reutilização de código e projeto a principal motivação de frameworks, a 
associação de MOP como um framework está diretam ente relacionada com a propriedade do MOP em 
definir sistemas abertos, flexíveis, e extensíveis. O anexo 2 traz a abordagem de frameworks orientados a 
objetos.
Capítulo 2 -  Reflexão computncionnl 14
(b) associação entre os objetos do  nível base  com  seus co rresponden tes  meta- 
objetos;
(c) a ativação desses m ela-obje los  q u a n d o  um  objeto  do nível base  deve realizar 
a lg u m a  operação  con tro lada  po r  u m  meta-objeto .
A im plem entação  particular  destes  aspectos fo rnec ida  po r  u m a  linguagem  
reflexiva constitui o M O P  dessa  linguagem. A  operação  de  reificação, j á  com entada , 
su rge  no prim eiro  aspecto. Os dem ais  referem -se  aos m ecan ism os q u e  definem  com o a 
associação  é im p lem en tada  e com o  se inicia o p rocesso  de  reflexão. Existem, 
basicam ente , duas possib ilidades p a ra  im plem entação  de  c o m p u taçõ es  reflexivas 
[M A E 88]:  a responsab ilidade  p o d e  ser a tr ibu ída  ao objeto d e  nível base, q u e  neste  caso 
con tém  código  m enc ionando  seu m eta-obje to ,  011 p o d e  ser realizada  au tom aticam ente  
pelo s is tem a de  supo rte  de execução  d a  linguagem.
2.4.1. M etas num projeto de MOP
Um M O I’ define um  pro toco lo  padrão  para a associação de  m cla-ob je tos  com  
obje tos  do nível base e a ativação dos m eta-ob je tos  em  resposta  a  eventos p roduz idos  no 
nível base. A com p lex id ad e  da im plem entação  dos m ecanism os necessários  p a ra  p rover  
a capac idade  de reflexão dep en d e  d a  linguagem  de p rogram ação . Sm allta lk  p ro v ê  várias 
facilidades para  im plem entar  com pu tações  reflexivas [JO H 89], enquan to  q u e  no' C++, 
po r  se r  u m a  linguagem  estática  e fechada, a  im plem entação  de  um  su p o r te  básico  tom a-  
se m ais com plexa.
N o  projeto de  um  M O P, é im portan te  q ue  estejam  con tem pladas  a lgumas 
características fundam entais , com o  robustez, abstração e extensibilidade. Ele é robusto  
qu a n d o  perm ite  ao p ro g ram ad o r  d ep en d e r  d a  funcionalidade d o c u m e n ta d a  das classes 
do pro toco lo . Em  outras palavras, a in tegridade sem ântica  deve  ser re fo rçad a  e o 
sistema, q uando  sofrer adaptações, não deve  apresentar  eleitos colaterais, nem  nele nem 
nos dem ais  sistemas. A característica  d a  abstração surge  no m o m en to  em  q ue  detalhes 
de im plem entação  são ocultados do p rog ram ador .  D ependendo  do nível exigido de 
reflexão so b re  0 pro tocolo , a revelação de  certos detalhes, em  alguns casos, p o d e rá  
facilitar a com preensão  da funcionalidade de u m  m ódulo . U m a delicada  ques tão  é saber
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o po n to  exato  entre  a abslração  e a revelação |B R E 9 2 | .  O projeto  de  u m  M O P  é 
extensível q u an d o  o p ro toco lo  possui a capac idade  de sofrer o acrésc im o de novas 
funciona lidades sem afetar as demais  melas.
Kiczales [ K I C 9 I |  afirm a que, trad ic ionalm ente , os usuários  lidam  nas 
linguagens d e  p rog ram ação  com  abstrações tipo “caixa p re ta” e que  u m a  l inguagem  q u e  
in co rp o ra  a  idéia do M O P  as deixam  ao estilo “ caixa  b ran ca” . E s ta  característica  de 
to rná-la  co m o  um a linguagem  aberta perm ite  aos usuários  das linguagens com  M O P  
a jus ta rem -na  de aco rdo  com  suas necessidades particulares. A firm a, ainda, q ue  um  
M O P  d eve  ser utilizado em projetos de so ftw are  com plexos,  não  sendo aconselhável, 
portan to ,  seu  uso em pequenos  sistemas, sob  p en a  de afetar o d esem p en h o  deste 
sistema.
N o te -se ,  entretanto, q u e  algum as m etas são conflitantes entre  si. Se o p ro toco lo  
exige q u e  su a  robus tez  deva ser p r io rizada  com o  m eta  de projeto, sua  capac idade  de ser 
extensível p o d e  ficar prejudicada, a fim de m inim izar  os riscos de p rob lem as futuros. 
S endo  o p ro toco lo  um  software, pode-se  im ag inar tam bém  um  conflito em  relação à 
facilidade de uso e eficiência. U m a vez q u e  a eficiência é sen tida  em  tem po  de 
com pilação , em tem po  de carga e em tem po  de  execução , ela deve  ser enfatizada no 
m o m e n to  apropriado .
O b se rv an d o -se  estas metas, percebe-se  o quan to  é difícil um  p ro toco lo  
co n tem pla r  todas ao m esm o tempo. M uitas  vezes as im plem entações p reocupam -se  n a  
o tim ização  de a lgum as em detrim ento  das demais. C abe  ao proje tis ta  do M O P , então, a  
ta refa  d e  esco lher  d e  q u e  form a estas m etas serão im plem entadas. Suas decisões serão 
baseadas, tam bém , no am bien te  na qual a l inguagem  de p rog ram ação  está inserida. O 
cap ítu lo  segu in te  com en ta  os am bientes de desenvo lv im en to  visual de  p ro g ram ação  e a 
form a co m o  o p ro toco lo  pode  tirar p roveito  deles.
2.5. Trabalhos existenfes
F oram  encon tradas  várias im plem entações  de  reflexão com putacional. Destas, 
a lgum as foram  selecionadas para a apresentação , segundo  os critérios abaixo:
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(á) serem  linguagens de  p rogram ação  orien tadas a  objetos;
(b) es tenderem  recursos às linguagens 0 0  q ue  não p ossuem  os conceitos de  
reflexão ou possuem  poucas funcionalidades;
(c) im p lem en tarem  o m ecanism o de in terceplação de m ensagens de maneiras 
diferentes.
2.5.1. O penC ++
Shigeru  Chiba, do Institiite o f  Inform ation S c ience  and Eletronics, University o f  
T su k u b a ,  ap resen ta  várias contribu ições utilizando C ++  e Java. U m a delas, o O penC ++  
[CH I95, CH I96], m o s tra  um a im plem entação  b asead a  n a  linguagem  C + +  q u e  lida 
d ire tam ente  com  o cód igo  fonte dos p rog ram as nível base  e metanível. A figura 2.3 
m ostra  os passos execu tados  para  a criação de  um  p ro g ram a  reflexivo.
programa executável 
(extensão .exe)
FIG U R A  2.3: Es q u e m a  d o  O p e n C + +
A pós  o usuário  ter escrito as classes nível base e m etanível, o com pilado r  
O p en C + +  fará a tradução  destes códigos em C + +  p a ra  q u e  o com pilado r  C ++, então, 
gere o cód igo  executável. Se n enhum a m etaclasse  está  associada  à nível base, o 
O p en C + +  é idêntico ao C + +  e esta associação é d e  “ um  para  u m ”, ou  seja, u m a  
m etaclasse  é ún ica  para a nível base e a classe nível base  possui apenas um a metaclasse.
Exemplo: su p o r  as classes Person, do nível base, e VerboseClass, do  metanível, 
co n fo rm e  figura 2.4. Para  a associação do p rog ram a  nível base  com  o p rog ram a do
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metanível. o O p e n C + +  versão 2.5 in troduz  um  no v o  tipo d e  dec laração  em  C + +, 
c ham ada  de m e tn c la s s  (des tacado  em Person.cc) '
f f  •« *• i  H »► +4 *4 +4»» **. •» 4* 4« -* w- ♦* 44 44 +•>+- »  »» * *  <1 *  M I» <1 I» •»» -4«H- *4 44 4« 404- *4 +4 4* 44 >4. »
# i i ie lu t iô
metaclass VerboseClass Person;
el*F*â p.»je«on f
P*?r60» ( i r i t  í )  ; ( ag«> *" i ;  }
infc A^ei): { rístutft àgô; )
iM' BitfchdíiyOoJitóa {), í jr*itutrt + >acr», }
pAjrson Xuísi(2 4 },-
t>i'inUf ("H^fe %d\n", J uís {)) ,*
p v i n t í r a g *  % d W ' ,  Xuis Birthdayf));
í m M M m m ^ ^ ^ ^ M m m m M ^ ^ m Ê È È m m m
// VcsrboseClacs. ma
/ / ------------------------------------ ------------------------------------------
# xnaludo "mop.h'"
alass VorbopoClasB r p u M i «  Class {
w ^ M m Ê ® ^ ^ ^ m m m m Ê m m m m m ffl f f lÊ ff lm m m im m m a m ^ ^ ^ i
Ptreo* TrnnslatoMcmbarCall (Envíronmunt*, È*fcr€>e*, Pfctao*,
f>troo* , Pfcre®*) ;
i p p Í l l ^ l p ! ! l l l Í l l l l Í l l l l l l l l l ^ g l ^ ^ ^ ll^lllllllil^l;;i^ l ^ l i l l i l l l I | j | l llil i ^ ™ ig lM I Í iM a i
P t r e a *  VarbooeClas«!- TranslatoMombcrCall <Ênvironmonfc* env, Pfcree* objècfc,
P t r v e *  o p  f Ptítop* mambor, 
ftreè* a.rgli3fc)
i |ftil;lil;l i l i l i^ lIPllii |g | |i i i l l l i l l l ÍI! I^Wllilllllllllllilllillllilliii|;iil^ ^ l l l l l l ^ i l l l l ; ^ l^ P l l l l^ l l l Í i l^
iufcurn P t z v a t  Make (" (put& ( V ^ p  {) \ " )  , *p)", nvsmber,
C iass;•TranoíateMomberCalI(nnv, ab^-ect, opv moiabar,
Í ^ ^ I ; ! | : ^ ^ ^ i l l l l l l ^ ^ l l l l l^ I ^ ^ ^ ^ ^ ! ! l ! ! ! ! I IN ; i l l^ | i ; Í l i i l l l i l l l^ ^ I i i l l l l l i i i iN ;g ; i i i lM IW P I l l l i
FIG U RA  2.4: EXEMPLO DO OPENC++ ,A< v
Esta declaração define a metaclasse ( V e r b o s e C l a s s ) > p â r a  um a  classe 
( P e r s o n )  e deve  aparecer  antes d a  definição de P e r s o n .  Aqui V e r b o s e C l a s s  é 
um a  subclasse  d e  Class. Class é u m a  metaclasse padrão  q u e  p rovê  u m a  interface para  
acesso d a  definição da classe. Para  alterar seu com portam ento ,  o p ro g ram ad o r  define 
um a  subclasse  de Class.
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O M O P  (M eíaobjecl Prolocol) é o responsável pe la  t radução  do  fon te  O p en C + +  
em  C + + , e não apenas representa  os aspectos  estru turais  dos  m eta-ob je tos  m as  com o 
tam b ém  perm ite  ao p ro g ra m a d o r  alterar o com p o rtam en to  do  p ro g ra m a  [CHI97], O 
m ecan ism o  de  in terceptação de  m ensagens  é baseado  n u m  wrapper, envo lvendo  o 
c o m p o rtam en to  original, q u e  invoca  o obje to  de  con tro le  n a  m etac lasse  no  início e no 
final d a  execução.
2.5 .2 . O penJava
U m a o u tra  im plem entação  apresen tada  p o r  C h iba  é o O pcn.lava |C H I98aJ.  Ela é 
baseada  na l inguagem  Java  e possui o m odelo  m uito  sem elhan te  ao  O p en C + + , con fo rm e  
p o d e  ser obse rvado  n a  figura 2.5.













F IG U R A  2  5: ESQUEMA DO OPENJAVA
O com pilado r  O p en Jav a  consiste  em  três etapas: p ré -p rocessam ento , t radução  de  
fon te -para-fon te  de O penJava  para  Jav a  e a com pilação. O M O P  do O p en Jav a  é u m a  
in terface para  contro lar  o tradu to r  n a  segunda  etapa. Ele perm ite  especificar corno u m a  
característica  estendida  do  O p en Jav a  é traduz ida  em  cód igo  Java.
U m a característica  es tend ida  do O p en Jav a  é fo rnec ida  c o m o  u m  softw are 
adicional pa ra  o com pilador. Esse so f tw are  consiste  não só de  um  p ro g ra m a  metanível 
mas c o m o  tam bém  de  um  código  de  suporte  em (em po de  execução. Esse cód igo  provê  
classes usadas pelo p ro g ra m a  do nível base  traduzido  em  Java, O p ro g ra m a  do nível
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base , escrito em  O penJava , é traduzido  p a ra  Jav a  co n fo rm e  o p ro g ra m a  do m etanível e  é 
d inam icam en te  ligado com  o cód igo  su p o r te  em tem p o  de  execução.
O  M O P  do O penJava  segue  três passos:
•  dec ide  com o  o p ro g ra m a  do nível base  deveria  parecer;
•  c o m p re e n d e  o q ue  deveria  ser traduz ido  e q u e  código  su p o r te  é necessário  
em  tem po  de execução;
•  escreve  um  p ro g ram a  metanível p a ra  executar  a  tradução  e tam b ém  escreve o 
cód igo  suporte  em  tem po  de  execução.
Exemplo: su p o r  as classes Person, do nível base, e VerboseClass, d o  metanível, 
co n fo rm e  figura  2.6. N o arquivo  fonte Person. o j observa-se , em  destaque, 
i n s t a n t i a t e s  V e r b o s e C l a s s .  Esta no tação  especial c r iada pelo O p enJava  
significa q u e  a  sem ântica  da  classe Person é especif icada  p a ra  ser es tend ida  pela  
classe VerboseClass. N a  prática, o código  fon te  d e  Person é traduzido  pelo objeto 
de VerboseClass.
O bserva-se ,  tam bém , no arquivo fonte VerboseClass . oj, q u e  a classe do 
m etanível VerboseClass é u m a  classe nível base do po n to  de vista da 
n ie lap ro g ram ação  e, de  fato. ela d ec la ra  suas classes do  metanível através de 
openjava.inop.M ctacIass, e m b o ra  deveria  ser  escrita  em  Java. E la  he rda  de 
opcnjavn.inop.O JC Iass e so b repõe  funções m em bros.
D ife ren tem ente  do O penC + + , o M O P do  O p en Jav a  não está p repa rado  pa ra  que 
o co m p o r tam en to  de um  p ro g ram a  seja alterado em  (empo de  execução. O ferece  apenas 
o su p o r te  a reflexão em tem po  de com pilação. A s m ensagens são interceptadas da  
m e sm a  form a q ue  o O penC +  t . isto é, p o r  in term édio  de wrappers.
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publie olacs Parson instantiateé VerbosèClass {
p u b lieP erson  < in t i )  ; { üg* *  i?  }
public Ant Ag« O  : { «ôtvurn ag«, )
p u b lic  in t. Birtlid-vyConies O ; ( ro tttrn  ++aga: }
p u b i i c  »■fcfttie v ô J d  main { S t r i n g {] a rg v )  {
P e r s o n  lu íí*  »  iv*»w Poiraort<24> ;
3y«t-*m out p r in t  In  <”agft *» " ♦ Ju is .A g * 0  )
System out printin<wagn - " ♦ luis BirthdayCames{));
! l l l ! Í I ^ ! Í « ! l ! ! ! W li ! ! I S ! ! ! ! ! ! ! I ^ ^ ^ ^ ^ ^ M I i^ P ^ ® i! Í l l l ! ! I ^ P Í ! Í M ! l l ! # i ! I P
Ë m m m g g ^ m m m ^ ^ m m M fflM Ë m m m m m M m g ^ M fflm m m m M
// Verb os «Cl a a*» oj
import op«njava mop.* 
import oponjav» ptre* *; 
import opçnjava «syntax *;
public oi&** v^rbosaClas« instantiates Metaclâss ^attends OJClaès
jpub iic  vo id  t r * r> s l* t *D * f in it , i< m ()  tíu*<iW5 MOPExcftption {
0JM»UhodIJ m^V.htidfi «■ gôtD^elãtKí-eiMôthoafi ( ) ,‘ 
íor (idt i >u o : i  < methods length; !+♦) {
Statement printer «* maJcsStatemftrít
("3í\v9.3 atrtg. System, o<At p r i n t i n g " "  » 
methods (i J .toStping^) +■ "  fo r  chamadoV ' ) . ni t 
methods (i ].g<*tBodyO iiu»«rtElftm»ntM;(prtnt;*r, O) :
F IG U R A  2.6: EXEMPLO DO O pENJAVA
2.5.3. Javassist
T a m b é m  baseado  em  Java  surge o Javassist (JA V A  p ro g ra m m in g  A SSIST ant)  
com o  u m a  biblio teca  de  classes para  edição dos bytecodes. Perm ite  a definição de novas 
classes em  tem po  de execução  e a modificação de classes q u an d o  a m áquina  virtual do 
Java  (JV M ) é carregada  |C H I98bJ. D iferentem ente  do  O p e n C + +  e do  O penJava , o 
Javassist não é u m  sistem a reflexivo em tem po de com pilação  e não faz um a tradução  
fonte-a-fonte. Se for necessário  inspecionar um a classe, é feita u m a  consulta  à p rópria  
API d o  Javassist (figura  2.7).
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programa metanível 
(extensão .java)
F IG U R A  2 .7 : ESQUEM A DO JAVASSÏST
N es te  m odelo , surge  a figura cie u m a  classe co n tro lad o ra  q u e  faz a  associação 
entre  o p ro g ra m a  nível base e o metanível. O com pilado r  gera, então , u m  objeto  CtClass 
(icompile time class) e  o com pila  em  tem po  de  execução. N este  am biente , a execução  é 
feita p o r  u m  Loader ju n tam en te  com  a classe controladora. P a ra  execução  sem  reflexão, 
basta  invocar apenas a classe nível base. q ue  ficou inalterada. A in terceptação  de 
m ensagens  é feita po r  Loader, pois todas as cham adas aos com p o r tam en to s  passam  por 
ela.
E xeniplo: su p o r  as classes Person, do  nível base, VerboseClass, d o  metanível e 
Main, c o m o  sendo  a con tro lado ra  de Person e VerboseClass, co n fo rm e  figura  
2.8. N o  arquivo  fonte Main. java observa-se ,  n a  l inha em destaque, a  im plem entação  
da associação  do p rog ram a  nível base  co m  o do  metanível. A  função  d a  classe Main é, 
a lém  d e  definir a associação, contro lar  a  execução  d a  classe base Person. U m a outra  
característica  interessante do Javassist reside no fato das classes Person e 
VerboseClass n ão  terem  n en h u m a  referência  explícila, em seus respectivos códigos 
fontes, so b re  qu em  é a classe base e q u em  é a melaclnsse. Isto. de  certa forma, oferece 
ao p ro g ra m a d o r  u m a  flexibilidade de execução , pois perm ite  q u e  Person seja 
ex ecu tad a  sem  q ua lquer  recurso  reflexivo (pela  linha d e  co m an d o  $ ja va  Person), sem 
q u e  haja  a necess idade  de  alteração em  seu código (para  a execução  de Person com  
recursos reflexivos, neste  exem plo , bas ta  usar a linha de  co m an d o  $ java  
javassist.Loader Main).
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/ /  P<»rst.n. j w a
/ / ----------------------------------------- ------- — -------------- ------------- -
import jsmwBisfc. tcfltsct* M<sfcta<sv»a; 
import M M  aobjoel ;
pubJic clas<* Person {
publicPar son <xnlr i) ; { ag*» ■*» i: )
public int A g o » ;  ( r:«UuiH ag«, }
pi.ib.ti« ant BirtlidnyCom^i» () ; ( return ++aga ; )
public static void nuin (String[J argv) { 
person luif* “ n *w parson(2 4 ); 
system out pyintln<''agft » " ♦ Juifi.Ag^O);
System out.prinfcln<“agft «• " * luia.mxtiidaYCottiasO>;
// VotboceClasff.javn
/  ^  4 > A H M A  *» 44>>44 v» 44 .4v4» +» ■**/« 44 44,4, <*.•«• 4*  w
import javasssint. * , 
import oponjava raflort * ;
p u b l i c  eJaaft  verijoflftCJ&«6 e x t e n d s  M e t a o b j e c f c  i
public VarboflSipM a n c  (Object ««If, Ob3 *cfc[] a) { supas- (»*i£, *); }
p u b H c O b ject tra p M A tM d o a J M in t *<!>• Q b js c tU  args) {
Syjffcom out print in ("'Metodo ’r+g®t}-i«s fcViodNam« < i d) •( " f o i . etnutiado") f 
return «'iprtsr. ttfnpMethodea,!! <i d, f irg s );
/ / ----------------------------------------------------------------------
import jlavassifit Loader;
import apeniavn reflect ClassMataob^eet, 
import ap«tr| w a  ie£l©ct Refl-actLoitdfir;
public clars H a m  (
public static void main {String}} args) throws Thrownble (
Loader u i  -  (Loader)Main c l a «  .getC lass Loader () ; 
KefleatLoada? loader - new ftefloafcLoader<);
loadet .tnSkeReflfectiVe ("Person" , Vetbe>S6ClaSfe,
Clas6Metaobject<class) ;
cl .gMCHiF-nPatho Addi>ath (lfc&dir); 
cl-run("Person", args);
FIG U R A  2 .8 : EXEM I’LO DO J a v a s s is t
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2.5.4. G u a r a n á
U m a  o u tra  im portan te  contribu ição  es tu d ad a  veio  do  L abora tó r io  de Sistemas 
D istr ibu ídos, Institu to  de  C o m p u tação ,  U niversidade E stadua l  de  C am pinas ,  São Paulo, 
com  a im plem entação  do  G u a r a n á  |O L I9 8 b | .  É um a arqu ite tu ra  reflexiva baseada  no 
Java  q u e  visa sim plic idade , flexibilidade, segurança  e reutilização d e  cód igo  metanível.
O M O P  do  G uaraná  perm ite  q u e  m últiplos m eta-ob je tos  sejam co m binados  piara 
definir um  co m p o rtam en to  de  metanível para  um  objeto, os quais  terão reutilização de 
código  | O L I98a  |. E n tende-se  po r  com posição  co m o  a capac idade  d e  ju n ta r  cód igo  p a ra  
t rabalharem  em  conjunto , d ispostos  de  um a fo rm a hierárquica. A característica de 
segurança  é garan tida  pelo encapsu lam ento  dos m eta-ob je tos  nu m  m esm o  composer. 
Este encapsu lam en to  p ro m o v e  o ocu ltam ento  dos  m etan íveis  em  relação ao n ível base  e 
ta m b é m  a capac idade  de lim itar as habilidades dos m eta-objetos .
O m odelo  ado tad o  p a ra  a  im plem entação  do  G u a ran á  foi a de  m odificar  o Kaffe 
O p en V M , u m a  im plem entação  livre d a  m áqu ina  virtual d o  J a v a  de  au to r ia  de  T im  
W ilkinson, C E O  da  Transvir tua l T echnologies  Inc. Esta opção  deu-se , segundo  os 
autores, em  função do  fraco desem penho  das alterações d inâm icas  e das limitações 
reflexivas q u e  os m odelos  anteriores apresentam  (m odif icações  de hylecodes pelos 
tradutores . ClassLoader para a execução  e a inserção de  cód igo  para  o tra tam ento  d a  
in tercep tação  das mensagens). Esta m odificação  n a  m áq u in a  virtual é q ue  possibilita  o 
tra tam ento  d a  in terceptação das mensagens.
2 .5 .5 .  O u t r a s  im p le m e n ta ç õ e s
“ .Ywi
F oram  encon tradas  outras  im plem entações  e, e m b o ra  não m enos  im portantes, 
não fo ram  deta lhadas neste  trabalho. Eis algumas:
A L B E D O :  A presen ta  u m a  in fra-estru tura  de  m eta-obje to  p a ra  Smalltalk  [B E K 93]
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C L O S  (C o m m o n  I J s p  O bject System). D efine u m  p ro toco lo  reflexivo p a ra  a  
m an ipu lação  de construções  d a  linguagem  Lisp [B O B 88, KJC91]
K a v a :  é o n o m e  da  n o v a  versão do  Dalang, u m a  extensão do Jav a  q ue  im plem enta  a 
reflexão através de classes wmppers. Kava p re tende aplicar a rcllexíío d c  um a fornia 
transparen te  q u a n d o  existir o uso de co m ponen tes  de so ftw are  C O T S  (C om m ercia l Off- 
the-Shelf) [W E L 98 , W E L 99]
O b e ro n -2 .  A presen tado  po r  M õ ssem b õ ck  [M O S 99] c o m o  u m a  linguagem  de 
p rog ram ação  sem elhan te  ao Pascal e M odu la -2  q u e  p ro v ê  u m  m ecan ism o  d e  reflexão 
o nde  a  m eta-in fo rm ação  não é o b t id a  p o r  metaclasse, m as sim p ó r  u m a  es tru tu ra  
enu m erad a  a rm azen ad a  e m  disco.
R b C l  (Reílection  Based C oncurren t  Language). É  u m a  linguagem  concorren te  
o rien tada  a ob je tos  com  arqu ite tu ra  reflexiva para  am bien tes  d is tr ibu ídos,  p ro p o s ta  p o r  
Ichisugi, M a ts u o k a e  Y o n ezaw a  [ICH92]
Estas im plem entações apresen tadas serviram  para um a visão do  atual p a n o ra m a  
a  respeito  de  reflexão com putac iona l  em relação às linguagens d e  p rog ram ação  
orien tadas  a  objetos. A té  o presen te  m o m en to  não foi encon trado  n e n h u m  trabalho q ue  
estendesse  um  suporte  à reflexão com putacional aos am bien tes  de  desenvo lv im ento  
visual m ais  conhecidos, tais co m o  Visual Basic  e Visual C + +  (d a  M icrosoft)  e Delphi, 
JB u ilder  e C + +B uilde r  (d a  Borland). A  discussão sobre  estes am bien tes  é assunto  p a ra  o 
p róx im o  capítulo.
E m  1995, Bill Gates, presidente  da M icrosoft,  co m en tou  q u e  a  orientação a 
objetos se rá  a mais im portan te  tecnologia  d e  so ftw are  em ergen te  dos  anos 90. D e  fato, a 
ju lg a r  pe la  d ispon ib ilidade  atual de aplicações q u e  utilizam a  orientação a ob je tos ,  h á  de 
se  c o n co rd a r  com  ele. Infelizmente, as técnicas orientadas a  objetos, sozinhas, não  são 
suficientes p a ra  sustentar o m un d o  do  desenvo lv im en to  do  software. Elas d evem  ser 
com b in ad as  com  ou tras  tecnologias, tais com o , ferramentas C A SE , geradores  d e  código, 
desenvo lv im en to  baseado em repositórios, p ro g ram ação  visual, bancos de dados 
o rien tados  a objetos, l inguagem  não proced im enta l  e tecnologia  c liente-servidor, entre 
ou tras  [M A R95J.
V  '
P o d em  ser  acrescentados a esta  lista os am bientes de  desenvo lv im ento  visual 
co m o  mais u m a  fe rram enta  de  suporte  à confecção  de software. O bserva-se , porém , que  
a evo lução  das tecnologias ciladas por Martin não ocorreu  con fo rm e o previslo, 
c o m p ro v a d o  pelo falo destes am bientes  não terem  sidos citados.
H istoricam ente  falando, o su rg im en to  destes am bientes  co m o  u m a  nova  
m eto d o lo g ia  de engenharia  de  softw are  deu-se  em  fins dos  anos 70 e início dos 80, 
q u an d o  pesqu isadores  do  Centro de Pesquisas d a  X erox , eni Paio Alto, Califórnia, 
desen v o lv e ram  a  l inguagem  de p rog ram ação  Smalltalk , q ue  u til izava  pe la  p r im e ira  vez
o conceito  de  classes e objetos, além de possu ir  u m a  interface gráfica  b asead a  em
' • i
jane las  e ícones q u e  se so b rep u n h am  de  m o d o  a  organizar  as saídas de  m últip los 
p rogram as. [A L V 97, JO N 94 , SW A 92],  A lgum as  com panhias  seguiram  os passos d a  
X erox , com o a  A p p le  C orpora tion , que  rap idam ente  pe rceberam  as vantagens práticas 
das interfaces gráficas para usuários (GUI -  Graphical User interface), lançando  os
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c o m p u tad o re s  L isa  e M acintosh. N es ta  época, os usuár ios  dos PCs não  tinham  a inda  
u m a  GUI p a ra  os s istem as baseados no  M S -D O S . S om en te  após a versão  3 do  W in d o w s 
em  m eados  d e  19 8 9  é que  co m eço u  a haver  u m a  com petição  en tre  os usuários  d e  PCs e 
M acs  em b u sc a  das m aravilhas  dos am bientes gráficos [SW A 92],
As regras ditadas pe lo  m ercado  fizeram  com  q u e  su rg issem  vários am bientes  de  
desenvo lv im ento  co m o  u m a  evolução  natural das linguagens até então voltadas ao 
am bien te  M S -D O S . Estes  am bientes, d e  certa forma, afetaram  a fo rm a d e  se pensar em 
lerm os de p rogram ação . Pelas suas características, p o d e -se  ter a  falsa idéia de  q u e  u m a  
aplicação inteira seja  c r iada  para  o usuário. N a  realidade, estas ferram entas  facilitam a 
á rdua  tarefa  de m o n tag em  da  interface gráfica  d a  aplicação através d a  incorporação  de 
co m ponen tes  visuais e não visuais d isponíveis  no ambiente. E  este era  o principal 
obstácu lo  para  q u e  sistem as textuais m igrassem  p ara  o m u n d o  dos ícones e janelas.
3.1. Alguns ambientes
D entre  os vários am bien tes  de  desenvo lv im ento  visual o r ien tados  a objetos 
existentes, destacam -se . agora, alguns. O critério utilizado para esta escolha reside no 
fato de serem  utilizados tanto em am bientes acadêm icos quan to  em  corporativos. '
3 .1 .1 . V isual W orks
D esenvo lv ido  pe la  ParcPlace System em  1994, com o  um am bien te  de  
desenvo lv im ento  p a ra  o Smalltalk, com  ferram entas tanto pa ra  a  m o n tag em  das GUls 
quan to  p a ra  o cód igo  Smalltalk. U m  canvas pe rm ite  á construção  de interfaces gráficas 
através d a  seleção de  e lem entos de  u m a  palheta. O Sm allta lk  possu i um  estilo 
a rqu ite tôn ico  de  so f tw are  denom inado  M V C  (Model-View-Conlroller), n a  qual u m a  
aplicação é d iv id ida  em três partes: M odel q u e  d iz  respeito  a es tru tu ra  de 
a rm azenam en to  e t ra tam ento  dos dados da  aplicação; View q u e  co rre sp o n d e  a  e lementos 
visuais d a  aplicação; e Cnnlroller, responsável pela en trada  de  dados. M odel, View e 
Controller são classes q ue  devem  ser especializadas p o r  herança. |SILOO, PA R94, 
PAI96],
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3.1 .2 . V isual Basic
A o contrário  dos dem ais  am bientes, o Visual Basic (VB), d a  M icrosoft,  é 
conside rado  u m a  linguagem. Foi originária do QuickBasic , um  dialeto dò  Basic c o m  
facilidades n a  m anipu lação  d e  cód igo  es tru turado , sem elhante  ao C, Pascal e outras. O 
V B  p o d e  ser  conside rada  um a linguagem  verdade iram ente  revolucionária , pois foi a 
p rim eira  ferram enta  d e  p ro g ram ação  lançada no m ercado  q ue  c o m b in av a  a P O O  coni a  
p ro g ram ação  m otiv ad a  p o r  eventos, a lém de  in troduz ir  m u d an ças  conceituais no 
desenvo lv im ento  de aplicações do estilo “d a d o s” p a ra  a gráfica  [EN T93],
3.1 .3 . Delphi
Lançado  pela  Borland International Inc. em  1994 pa ra  com pe tir  co m  Visual 
Basic, o Delphi rap idam en te  to rnou -se  u m a  fe rram enta  bastan te  p o p u la r  para  o 
d esenvo lv im ento  de aplicações no W indow s. Ele é baseado  no  O bject Pascal, u m a  
l inguagem  h íb r ida  q ue  c o m b in a  o Pascal procedim enta l c o m  extensões  d a  PO O . Utiliza 
a V C L  ( Visual Component Library) p a ra  o desenho  das interfaces. S u a  versão mais 
recen te  su p o r ta  tam b ém  co m ponen tes  C O R B A  [CAN96],
3 .1 .4 . V isual C ++
' \ v
D esenvo lv ido  tam b ém  pela  M icrosoft. E ng lo b a  n u m  m esm o p ro d u to  dois 
sis tem as com ple to s  de  desenvolv im ento : u m a  aplicação utiliza ou  a  A PI do  W indow s 
S D K  (Software Development Kit) ou  as classes do C ++ da Class Library Reference po r  
in term édio  d e  ferram entas específicas c o m o  o A ppW izard  (ge rado r  d e  cód igo  q ue  cria o 
esquele to  da  aplicação) e o C lassW izard  (m an têm  consistentes os recursos desenhados 
pelo A p p S tu d io  com  seu código  fonte) [KRU94J.
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3.1.5. JB uildcr
In tegran te  d a  fam ília  Borland , foi lançado  em 1997 p a ra  o desenvo lv im ento  de 
aplicações Java  independen te  de p la ta fo rm a  (W indow s, L inux ou Solaris). S u a  versão 
m ais recen te  su p o r ta  co m ponen tes  JavaB eans  e C O R B A .
3 .1 .6 . C ++Biiildcr
L ançado  em 1996, ta m b é m  pela  B orland , com o  u m  suporte  a  aplicações escritas 
em  C++. S u a  integração com  o Delphi é bas tan te  grande. Utiliza tam b ém  a V C L  ( Visual 
Component Lihrary).
3.2. Características
A proposta  dos am bientes  de desenvo lv im ento  visual é utilizar tanto o texto 
quan to  a  im ag em  p a ra  a confecção  d e  aplicações. D esta  forma, po d e -se  considerar  q u e  
estes am bientes  estão num  estágio in term ediário  em relação às ferram entas  textuais de 
p ro g ram ação  ( texto) e as l inguagens visuais4 (im agem ). E  é fácil perceber  o p o rq u ê  da  
adoção  des ta  abo rdagem  h íb r id a  de tex to  e imagem. U m a vez  q u e  as linguagens visuais 
são  recentes, h á  poucas ferram entas de  su p o r te  ao seu  uso (editores, depu rado res ,  
co m pilado res  etc.). A lém  do mais, as linguagens visuais a inda  estão limitadas a 
d om ín io s  específicos no desenvo lv im ento  de  aplicações, enquan to  q u e  os am bientes  de 
desenvo lv im en to  visual são su po r tados  po r  u m a  l inguagem  de  p rog ram ação  tradicional 
q u e  possib ilita  a confecção  de so ftw are  em q ua lquer  dom ínio .
T a lv ez  a razão da  aceitação dos am bien tes  visuais res ida  no fato de p ro porc ionar  
a  reutilização de  aplicações escritas em  ferram entas textuais de p rogram ação . É  claro 
q u e  o grau de  reutilização depende  da  l inguagem  e do estilo ado tado  ao se escrever o
4 Klevn, M ichail e Hils [K.LE95, MIC97, HIL92] afirmam que as linguagens visuais promovem um alto 
grau de abstração sobre um domínio específico de problema, na qual um programa é manipulado apenas 
por diagramas ao invés de texto.
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código  des ta  aplicação. As aplicações o n d e  as classes são o rganizadas com  u m a  ejara 
separação  en tre  funcionalidades e aspectos de  interface terão  u m  aprove itam en to  m aior 
do cód igo  escrito, pois a  adap tação  des ta  aplicação no novo  am bien te  se rá  m enos  
traumática.
As figuras seguintes m ostram  alguns detalhes dos am bientes  do  Delphi, do 
Visual Basic  e d o  V isuaIW orks5. Para  u m a  ráp ida  com p aração  de  suas características, 
foram  esco lh idos três am bientes  de fabricantes distintos. U m a co m paração  entre as 
recentes versões do  Delphi e o C + +B uilder ,  por exem plo , to rna-se  sem  sentido, pois as 
únicas d iferenças entre  os dois am bientes residem, possivelm ente , no  ícone  d o  p ro d u to  e 
n a  l inguagem  de  p ro g ram ação  associada  (o Delphi u sa  o O bject Pascal e o C + + B u ild e r  
o C++).
A presen tam -se , agora, a lgum as características co m u n s  aos três ambientes:
3.2.1. S im plificação do uso
Sim plif icam  de  fo rm a  significativa o desenvo lv im ento  de  interfaces p o r  perm itir  
um  ráp ido  acesso  às principais funcionalidades do am biente , u m a  vez q ue  o am bien te  
p rop ic ia  u m a  personalização  d a  apresentação destas funções ao usuário  (figuras 3 .1, 3.2 
e 3.3).
3.2.2. W Y SIW Y G
São as iniciais de “Whaf You See ls  Whal You Gel” que, traduz indo , seria algo 
com o  “o q u e  você  vê  é o q u e  você  terá” . C o m o  a in terface6 é m o n ta d a  pela  co locação  de 
co m p o n en tes  e m uitas  das características visuais destes co m ponen tes  são  no tadas  a inda 
em  tem po  de  desenvo lv im en to , a fo rm a co m o  a  interface se ap resenta  q uando  em 
construção  é c o m o  aparecerá  no m o m en to  de  execução  d a  aplicação. Isto p e rm ite  um
5 Delphi versão 5.0, Visual Basic versão 6.0 e VisuaIW orks versão 2.0
6 No form  para o Delphi e V13 e no canvas para o VisuaIWorks
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m e n o r  tem p o  de  desenvo lv im ento , po is  o usuário  não  p recisa  execu ta r  a  aplicação p a ra  
verificar c o m o  está seu desenlio d a  interface.
<*V h- í j P  1 ^)AWÍrtí<* f AÉÍífiífbnDÍ! Wto3a) J^ WAtAlOttaAfecífeír<)*wfi9Wi0Ít3 áfa&À) tMeíuti^ iAáJjÜ
ts  ’ÜttSf $&Z3 'h  u* 4 s j - $  ^  '- i  j*í i* ** « 9  ^  W  Í™ - ^  |! n
|Ffwrr*1: 1 F«rrr»1 í í !
J-N-i j t  fc„  i ,  }
/*<*>•*«■•<»*
P \t*  SlWíAKI lt+
. a - c w r f ^ s ^ , , , t  5 t  .
*Vp» ÇA •iToim l
■>
í T a  #
i «ff*
< UKrtl t i r f& tb U
-rfmV
M  > -í»v
W m & íM m m
U é iò í tf-
H f-
{ t t ‘-d h í.' 'í<í3>V f;s.>
fíí.i* *1
1 I N v h í
z iu n 3 n
g U I  n < ; '  í  /  j *  ^ * Í % < í
:> ♦ víjef-
>: r»1
íi *p l l l l  1 1 /  ■» r
% ■{ < j-1-►>■ ; 
* k i »
iL
MiSiSlSMSi ííÂyííÂÍ-Xíyí.::!:
{ / « « . ( . t t V
< < < > r  >
gfl) Intel« ^  i í í  <#> C3?* j ( ^ gi^iyMtfiv» <!>.*&. f  fty  MragieBWgitf' ,. ( j ^ |  V>wfj.» -^â ' JlSf^í' ^^<SÍ }
As quatro principais janelas do Delphi. A janela principal na parte superior contém os SpeedBnttom  
(a esquerda) e a pa lheta  de com ponentes (na direita). Abaixo, a esquerda, vê-se a do Ohject 
Inspector e ao lado desla o forn t (formulário) por cima da janela da iinit.
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As seis principais janelas do VB. A janela principal na parte superior contém os SpeedJinttons. 
Logo abaixo está a caixa dc fe rram en tas  com o título de General. Ao lado desta está a janela  dc 
p ro je to  e abaixo a jan e la  dc p ro p ried ad es. N a parte esquerda da tela estão os controles do form 
(formulário).
FIGURA 3.2: O A M B IEN TE DO VB
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A primeira é a principal. Contéin os SpeedBuHons e mna área para safda textual. A 
segunda janela é a Workspace, um local para testes de partes de código Smalltalk.
F IG U R A  3 .3 : A s DUAS JANELAS 1N1CIA1S DO V lSU A LW O RK S
3.2.3. R eutilização de código c projeto
U m a vez  q ue  os e lem entos d a  interface d isponib ilizados pelo  am bien tes  estão na  
fo rm a  de com ponen tes ,  a reutilização fica garan tida  pelo  p róp rio  conceito  de 
com ponen tes .  N orm alm en te ,  os am bien tes  de  desenvo lv im ento  visual de  soflw are 
p erm item  não apenas u sa r  os co m ponen tes  com o  tam bém  criar novos. Os três am bientes 
d iscu tidos tratam esta ques tão  de  fo rm a diferenciada. N o  Delphi e n o  VB é possível 
criar novos  com ponen tes ,  assim co m o  novas classes. Já no V isuaIW orks som ente  
classes p o d e m  ser criadas e reutilizadas. As figuras 3.4, 3.5 e 3 .6  m ostram  com o os 
am bientes  apresen tam  os com ponentes .
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Cada página contem vários componentes, agrupados segundo suas funcionalidades ou por 
fornecedores. Em versões mais recenles do Delphi e do C ++Builder, á  Borland padronizou a 
estrutura dos componentes, de modo que um mesmo componente pode ser utilizado nos dois 
ambientes independentemente de como foram escritos (ein Object Pascal ou em C++). Tem o nome 
de VCL ( Visual Component Library)
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Estes são os componentes deliiult mostrados. O usuário pode disponibilizar no ambiente outros 
constantes na biblioteca do VB.
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O VistinlWorks não permite que sejam criados novos 
componentes pelo usuário. Eles podem ser apenas utilizados.
FIGURA 3.6: Os c o m p o n e n t e s  d o  V is u a l W o k k s
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3.2 .4 . O cultação de detalhes
Esta  ques tão  refere-se  à  capac idade  dos am bien tes  em  ocu lta rem  detalhes d a  
aplicação. C o m o  os co m ponen tes  d a  interface têm  suas p ro p r ied ad es  ajustadas p o r  
in term édio  de  janelas, o p róprio  am biente  encarrega-se  de m an te r  a tualizados os 
a rquivos q u e  a rm azenam  os valores das tais p rop riedades  (com o, p o r  exem plo , cor, 
fonte  dos caracteres, posição na interface etc.). De um m o d o  geral, estes a rqu ivos ficam 
ocultos du ran te  o p rocesso  de  desenvolv im ento  d a  aplicação. C o m  exceção  do 
V isunlW orks, q u e  u lil i /a  apenas m n a rqu ivo7 de a rm azenam ento , o D elphi8 e o VI3 
utilizam  dois a rqu ivos  a  cada  interface d a  aplicação, em  q u e  um  deles a rm azena  a 
p ró p r ia  interface e o ou tro  as p rop riedades  definidas dos co m p o n en te  des ta  interface.
i  • M -*  i ’
3.2.4. Inspeção de elem entos
Os am bien tes  de desenvo lv im ento  visual de ap licações su p o r ta m  a  inspeção não 
só d a  h ie ra rqu ia  d e  classes d a  l inguagem  e das classes criadas pe los  usuário  com o 
tam b ém  das p rop riedades  a tr ibuídas a  cada  co m p o n en te  in tegran te  d a  aplicação (figuras 
3.7, 3.8 e 3.9).
3.2.5. Im agem  + texto
C o n fo rm e  j á  com entado , os am bientes visuais são  am bientes  h íbridos, ou seja, 
co m b in am  aspectos  d a  p rog ram ação  O O P tradicional com  o uso d e  im agens para  o 
d esenho  de interfaces. E stando  os com ponen tes  aco m o d ad o s  nas jane las  d a  aplicação 
(parte  im agem ), o pro je tis ta  define, então, os a lgoritm os associados a alguns destes 
co m ponen tes  (parte  texto). Estes algoritm os possuem  os m esm os e lem entos da  
p ro g ram ação  tradicional, tais com o  atribuições, laços de repetição, es tru turas d e  decisão 
e outras. As figuras 3 .10 , 3.11 e 3 . 1 2  m ostram  com o os am bientes  analisados tra tam  esta 
questão.
7 Este arquivo, chamado de “ imagem”, contém não apenas a aplicação do usuário, mas também a 
biblioteca dc classes e todas as delinições do ambiente, tais como disposição e configuração das janelas e 
novos objetos Smalltalk criados.
8 As figuras A .2 e A .3 são bons exemplos de ocultação de detalhes.
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O pon to  forte  dos am bien tes  de desenvo lv im ento  visual é, sem dúvida ,  o supo rte  
oferec ido  ao usuário  no m o m en to  em  q u e  ele es tá  escrevendo  a  aplicação, em b o ra  
o fe reçam  recursos  visuais de aco m p an h am en to  d a  execução. N o s  am bien tes  es tudados, 
pe rcebe-se  q u e  o desenvo lv im en to  visual funciona  quase  q u e  d a  m e sm a  maneira. É  
claro q u e  h á  algum as diferenças no  q u e  diz respeito  à  criação de  ob je tos  visuais e no 
m o d o  co m o  são im plem entados. N o entanto, m esm o  com  todas as suas diferenças, os 
am bien tes  visuais possuem  muita co isa  eni com um .
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A janela  Object Inspector (esquerda) permite inspecionar as propriedades e os eventos definidos para 
cada elemento da interface cnquanlo que na Browse Objccts é possivcl verificar toda a hierarquia das 
classes do Object Pascal e aquelas criadas pelos usuário.
FIG U R A  3 .7 :  O S INSPETORES DO DELPHI
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A janela Objcct Browser (esquerda) mostra a hierarquia de classes do VB assim como as classes do 
usuário e a Propertics inspecionar as propriedades e os eventos definidos para cada elemento da 
interface.
. F IG U R A  3.8: O S INSPETORES DO VB
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Uma janela com 5 visões. Na parte superior, a primeira coluna (Class Categories) 
apresenta as classes do sistema. A segunda (Classes) mostra todas as classes , da 
categoria selecionada. Na terceira (Messoge Categories) as mensagens que a classe 
pode responder. N a quarta janela, os métodos. Finalm ente, na parte inferior, a janela 
com código Smalltalk.
FIGURA 3.9: Os INSPETORES DO V isualWorks
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Na esquerda vê-se o fo rm  desenhado pelo usiuino e a direita a un it com os algoritmos que 
serão executados ao serem pressionados os botões “OK” e “C ancel’ .
F IG U R A  3 .1 0 :  IMAGEM E TEXTO DO DELPHI
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A interface desenhada pelo usuário está na janela da esquerda e o código QuickBasic está na janela 
da direita.
FIG U R A  3 . 11 : I m a g e m  E TEXTO NO VB
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Da arquitetura MVC, 
classe “Calculatorlntei
I classe “C alculator”, do exemplo, é parte integrante do Model e n 
acc” da K/eii’.




P r o p o s t a  d e  s u p o r t e
A  explo ração  m aciça  do p a rad ig m a  d a  orientação a  ob je tos  p ro v o ca  o 
su rg im ento  d e  novas  idéias n o  cam po  do  desenvo lv im ento  de  software, não  só co m  o 
intuito de es tender  funcionalidades, m as ta m b é m  p a ra  cobrir  falhas e lim itações nas 
abo rdagens  existentes. Pensando  em reutilização, a  E ngenhar ia  de  Softw are  apresen ta  os 
fram eworks e  os  com p o n en te s9 co m o  u m a  alternativa p a ra  q ue  artefatos de  softw are  
se jam  reutilizáveis não apenas em term os de cód igo  com o  tam b ém  de  projeto.
C onceitualn ien te , um  co m p o n en te  é u m a  un id ad e  de  com pos ição  com  interfaces 
con tra tua lm ente  especificadas e dependênc ias  de  contexto  explícitas [SZY 96], U m a 
in terface especificada não significa ter q u e  dem onstra r  com o  ela foi im plem entada , mas 
sim  descrever  u m  g rupo  de  especificações de  serviços do c o m p o n e n te  e sua  
in d ependênc ia  é g aran tida  pelo encapsu lam ento  de detalhes de  im plem entação.
E m  relação aos am bien tes  de  desenvo lv im ento  visual de softw are, a fo rm a  de  
apresen tação  d e  suas funcionalidades é rea lizada  po r  in term édio  de  e lem en ío ^g rá f íco ? ' 
im p lem en tad o s  p r inc ipalm ente  po r  com ponen tes .  O capítu lo  anterior apresen tou  alguns 
am bien tes  e, em  todos  eles, observa-se  a presença  de co m ponen tes  com o u m a  fo rm a  de 
reutilização de  software. As ferram entas trazem  vários com ponen tes  im plem entados,  
cad a  um  com  sua  especificação e funcionalidade. O papel do usuário, q u a n d o  apenas os 
utilizam, resum e-se  a incorporá-los  à aplicação e cus tom izá-los  co n fo rm e  a  necessidade, 
defin indo  p rop riedades  e interações. E m  te rm os de 0 0 ,  este ajuste n a d a  mais é do que
9 Frameworks orientados a objetos e componentes, conforme apêndice B
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u m a  especialização d a  classe q u e  o co m p o n en te  representa , o n d e  os a tr ibutos e os 
aspectos com p o rtam en ta is  des ta  classe são defin idos por in term édio  d a  interface do 
com ponente .
A p ropos ta  de es tender recursos de reflexão com pu tac iona l  em am bientes  de 
desenvo lv im ento  visual de  so ftw are  deve con tem pla r  co m p o n en tes  q ue  p ro m o v am  
facilidades n a  confecção  de  aplicações com  características reflexivas. Estas facilidades, 
então, d ev em  o co rre r  no m o m en to  em q ue  a aplicação está  a inda  sendo desenvolv ida  
( tem po de design) e não apenas q uando  de  su a  com pilação  ou  execução  (runíime). 
Portan to , a  idéia é prover ,  em  tem po  de design, o resultado d a  p ré-com pilação  através 
de co m p o n en tes  visuais.
P ropõe-se .  então, para  um  suporte  básico à reflexão com portam entaJ , a criação 
de quatro  com ponen tes :  o C o m p o n en te  Reifica (CR), responsável pelo p rocesso  de 
reificação; o C o m p o n e n te  T ex to  (CT) encarregado  de p ro v e r  o resultado d a  reiflcação 
em  co m p o n en tes  visuais; o C o m p o n en te  A ssoc ia  (CA), responsável em p ro m o v er  todo  
o suporte  para  a realização do  p rocesso  de in terceptação de  m ensagens; o C o m ponen te  
Execução  (CE), con tendo  facilidades na definição de (piais m é todos  serão reflexivos.
4.1. Componente Reifica (CR)
Para  p rover  o processo  de reificação, a p ro p o s ta  é criar u m  com ponente ,  
den o m in ad o  de  CR (C o m p o n en te  Reifica). A ntes de  su a  apresentação, considerar  a 
figura  4.1. A classe C_NB, presente  no arquivo ArqClasseBase . x x x ,  possui um  
único  atribu to  Valor e três m étodos: um  constru to r  Init, dois proced im entos
Adiciona e Operacao e u m a  função GetValor.
Capítulo 4 -  Proposta (lc suporte 40
AfcqClassMSàoé IcJcJt
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FIG U R A  4.1. C l a s s e  b a s e  d e  e x e m p l o
Características do co m p o n en te  CR:
•  In terface: n o m e  da classe nível base. a rquivo o n d e  está  dec la rada  e n o m e  do  
com ponente .
•  E xem plo  d e  in terface: (con teúdos  con fo rm e  figura 4.1 )
Proprícdntf? Contend o
Classe base C_N13
Arquivo da classe base A rqClasseBase.xxx
Nome NomeCR
•  Funções: rei ficar as in form ações da classe nível base C_NB e arm azená-las  num  
conjunto  de classes c o n fo rm e  a figura  4.2. O p rocesso  d e  arm azenam ento  
perm anen te  destas classes p o d e  utilizar os recursos de  persis tência  d a  linguagem  
de p rog ram ação  do am biente , um  sis tem a de  arquivos com  u m a  es tru tu ra  de 
dados proprie tária  ou a inda um  sistem a de banco de dados. N esta  esco lha  deve 
ser conside rada  a questão  do d esem penho  de  leitura e g ravação  das in form ações 
reifícadas, de form a a afetar o m enos  possível o d esem penho  d a  aplicação. O utra  
função p ro p o s ta  para  C R  é a  de  criar um  C o m p o n en te  E xecução  (C E) para  cada  
m é todo  da classe base. O C o m p o n en te  Execução  é apresen tado  no item 4 .4  deste 
capítulo.
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•  O utras  caracterís ticas: com ponen te  não v isua l10 e p o d e  ser utilizado tanto era 
tem po  de desenvo lv im ento  quan to  em  execução.
TipoD ado = básicos ( inteiro, real, vetor, registros) ou definidos pelo usuário
TipoAcesso = público, privado, protegido
TipoM etodo = procedimento, função, construtor, destrutor
TipoRetom o = mesmo TipoDado
TipoLigação = dinâmico, estático
TipoPassagem = por valor, por referencia, constante
F IG U R A  4.2: DIAGRAMA DE CLASSES DAS META-INFORMAÇÕES
4.2. Componente Texto (CT)
A função básica deste  co m p o n en te  é p rover  o resultado d a  reificação em 
co m p o n en te s  visuais. Suas características são:
• Interface: n o m e  de u m a  instância  do  co m p o n en te  CR, n o m e  d a  característica 
(a tr ibu tos  o u  m élo d o s)  da  classe, tipo d e  in fo rm ação  a ser  m o s trad a  de acordo  
co m  a característica  escolhida, nom e d o  componeiile .
10 Um componente é dito “visual” quando possui a característica de ser visto, ainda em tempo de design, 
na forma como se apresentará em ninlime e é dito “não visual” quando não possui esta característica (não 
são eles próprios visíveis em tempo de execução, mas podem gerenciar algo que é visual).
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•  E x em p lo s  d e  in terface : (con teúdos  c o n fo rm e  figura  4 .1)
(a)
P r o p r i e d a d e ( o i l t M l d o
Instância CR NoineCR
Característica Adiciona
Tipo Informação TipoM etodo
Nome CoinpoCTl
(b)

















•  Função: p ro v e r  o aparec im ento  do co n teúdo  de tipo de inform ação  d a  
característica  inform ada, ob tido  da  instância  do  c o m p o n e n te  C R  (que  conhece  
toda  a  es tru tu ra  d a  classe nível base). E m  su a  im plem entação , C T  será  derivado 
de u m  co m p o n e n te  visual e te rá  as p rop riedades  ac im a acrescentadas  às do 
co m p o n en te  ancestral. A figura  4 .3 m ostra  um  form ulário  com  vários 
co m ponen tes  C T  im plem entados.
•  O utras carac terís ticas: co m p o n en te  visual e p o d e  ser utilizado tanto em  tem po de  
desenvo lv im ento  quan to  em execução.
Os co m p o n en tes  q u e  p o d em  ser  ancestrais d e  C T  são  aqueles pad rão  oferecidos 
pelo am biente  q u e  po ssu am  a capac idade  de m ostra r  u m a  slring  den tro  de  seu p róprio  
desenho. U m  bo tão ,  p o r  exem plo , possui u m  rótulo. U m  painel é u m  co m p o n en te  q u e  
desenha  u m a  m o ld u ra  q u e  p o d e  abrigar outros co m ponen tes  e este painel tem, tam bém , 
u m  rótulo. O u tros  exem plos: bo tão  de  rádio, painel de  g ru p o  de  bo tões  e bo tões  c o m  
ícone.
Os tipos de in form ações tra tados pelo co m p o n en te  C T  são aquelas descritas nas 
classes Classe, Atrib , M e to d o  e Arg, da figura 4.2, e d ep enderão  da  característica
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esco lh ida  em  su a  interface. E m  outras  palavras, os t ipos d e  in fo rm ações  para  a 
cara terís tica  A tr ibu to  não são as m esm as p a ra  a  característica  M é to d o  (um  atributo 
possui u m  tipo d e  dado  e u m  m é to d o  possui a rgum entos)
CompoCT4
1 Fatmulãtio 11111111
C om poC Tl!!!&!££
Com poCT2
' II1Í&&!
!‘X '!'!'Xv!\vX v‘vX*XiXv'v* v ,vX ,S,iViV//i% w.v.v.VyVAl/ . ,íy.vl*A,í,X'W CompoCT3
.........„........... 2 ...  iiiiífífií:!
C íi í i íS . !  H SÍS .S^ +i
'Í .VM V iV Í.SyS IW VA yAS V.V /.V /AV .V M V AV M V Ay.V W ÍA VAV AVA W .VM V.m r.W AV AV W /W .VM y.V i-AV J.VA VM V.lV .V Í.O rt»» !
CoinpoCTl e CompoCT2 são derivados de um componente “rótulo” ( labei). Já CompoCT3, 
deriva de “botão” (biitton) e CompoCT4, de “painel” (panei). “Tipo de método” e “Tipo de 
acesso” são componentes padrão do ambiente
F IG U R A  4 .3 .  F o r m u l á r i o  c o m  v á r i o s  c o m p o n e n t e s
4.3. Componente Ássocia (CA)
O terceiro co m p o n en te  p ro p o s to  é encarregado  de  p ro v e r  todo  o su p o r te  p a ra  a 
realização do  p rocesso  de in terceptação de  m ensagens, p rocesso  este ind ispensável para  
im plem entação  do suporte  da  reflexão com portam enta l.  O m etanível contro la  a 
execução  da  classe nível base  po r  in term édio  d e  u m  m eta-obje to  associado , o n d e  todas 
as m ensagens  enviadas ao obje to  base  serão in terceptadas e desv iadas ao metanível.
A  figura  4.4 apresenta  um  exem plo  de  u m a  tnetaclasse C_MN, presente  no 
a rqu ivo  ArqC.1 nNn r M í  l n . y.xx, q u e  herda MOI1 e possui um  único m étodo  cham ado 
ControleExecucao. A classe MOP possui alguns m é todos  q ue  necessitam  serem 
sobrescritos  p a ra  a especificação de com o será  este con tro le  d a  execução  
(ControleExecucao é um  deles).
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ArcjC lassaM efca.xxx 
ClaSáé C_MH (MOE>)
ControlaÊxocucao (método, args . . . )  : lógico override
F IG U R A  4.4. M ETACLASSE DE EXEMPLO
C aracterísticas do co m p o n en te  CA:
•  In te rface : n o m e  da  classe nível base  e o arqu ivo  o n d e  está su a  declaração, o 
n o m e  da  classe metanível e o a rqu ivo  o n d e  está sua declaração, n o m e  de u m a  
instância  do co m p o n en te  CR, n o m e  do com ponen te .
•  E x em p lo  de  in terface: (con teúdos  co n fo rm e  figuras 4.1 e 4 .3 e exem plo  de 
interface do co m p o n en te  CR)
IVoprietliuIe C onteúdo
Classe base C_NB
Arquivo da classe base A rqClasseBase.xxx
C lasse metanível C_M.N
Arquivo da classe metanível ArqClasseM eta.xxx
Instância Componente CR NomeCIl
Nome NomeCA
•  Funções: p ro m o v er  a reificação d a  classe base  e p rover  o su p o r te  para  a 
in te rcep tação  de  mensagens. Se for  in fo rm ad a  u m a  instância do co m p o n en te  CR, 
as in fo rm ações  referentes a classe base j á  serão conhecidas. Caso contrário , faz- 
se  necessário  informar, tam bém , além dos  dados  d a  classe do metanível, o n om e 
d a  classe base  e o arqu ivo  q ue  con tém  sua  declaração. Urna das tarefas do 
C o m p o n e n te  A ssocia  é a m esm a  do C o m p o n e n te  Reifica, u m a  vez q u e  não  h á  a 
ob riga to r iedade  da  existência n a  aplicação de u m a  instância  de CR. C o m o  a  
classe base  precisa  eslar rei ficada no m om en to  da  realização do p rovim ento  do 
su p o r te  à  in terceptação de  m ensagens, CA tam b ém  realiza a  reificação. O utra  
função p ro p o s ta  para  C A  é a de  criar um  C o m p o n en te  Execução  (C E ) pa ra  cad a
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m éto d o  d a  classe base. O C o m p o n en te  Execução  é ap resen tado  no  item 4 .4  deste  
capítulo.
•  O utras  características: co m p o n en te  não visual e p o d e  ser utilizado tanto  em  
tem po  de  desenvo lv im ento  quan to  em  execução.
A  im p lem en tação  d a  tarefa de p rover  um  suporte  pa ra  in tercep tação  passa  pela  
especialização de a lgum as classes d a  aplicação do  usuár io  e pela  criação de  outras A 
com p lex id ad e  des ta  im p lem en tação  depende, e m uito , da  l inguagem  de p rog ram ação  do 
am biente , pois  o f luxo  de  execução  alterna-se entre ob je tos  e m eta-ob je tos  (f igura  2.2).
Os desafios envo lvem  não apenas a ques tão  d a  transparência, m as tam bém  d a  
realização de  um  m ín im o  de alterações no cód igo  escrito pelo usuário , j á  que, con fo rm e 
discutido no capítu lo  anterior, os am bientes visuais po ssu em  a  característica  de 
ocu ltam ento  de  detalhes. C om o o pro toco lo  d e  m eta-obje tos  necessita  realizar a lgum as 
alterações internas, então q ue  sejam feitas naquelas  partes d a  aplicação atualizadas 
au tom aticam en te  pelo p róp rio  ambiente.
De u m  m o d o  geral, u m a  aplicação típica de um  am bien te  visual escrita  eom  
recursos reflexivos no  contro le  de sua  execução , passa  p o r  alguns estágios q u e  
ab rangem  d esd e  a inic ia tiva da  incorporação  destes recursos até o p rov im en to  com ple to  
do con tro le  d a  execução.
N u m  prim eiro  estágio, um a aplicação está, po r  exem plo , co n fo rm e  f igu ra  4.5. 
Aplicação11 é responsável pelo  início da  execução  d a  aplicação. Segu indo  o exem plo  
da  f igura  4 .1 , a  classe C_NB con tém  as im plem entações  das funcionalidades da  
aplicação e Interface é a  classe co m  o desenho  d a  interface e especia liza  C_NB.
11 No Delphi e no VB, por exemplo, este arquivo é denominado de “projeto" e não é uma classe. Já no 
VisimlWorks, são atribuídos recursos a uma classe principal.
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F IG U R A  4.5. U m a  a p l i c a ç ã o  t í p i c a
N u m  segundo  estágio, u m a  classe C _M N  é criada  com  o in tenção  de  contro lar  a 
execução  de C _ N B  ( f igura  4.6). C o n fo rm e  o exem plo  d a  in terface do C o m p o n en te  
A ssocia , C_M N  é a  m etaclasse  e C _ N B  é a  classe base. Os cód igos  de C _ N B  e C_M N 
p o d e m  ser observados , respectivam ente , nas figuras 4.1 e 4.4.
F IG U R A  4 .6 .  U m a  a p l i c a ç ã o  t í p i c a  c o m  u m a  m e t a c l a s s e
N o m om en to  em  q ue  o C o m p o n en te  A ssocia  execu ta  suas funções, o pan o ram a  
d a  aplicação passa rá  a  u m  terceiro estágio. As transfo rm ações  ocorridas  após a 
associação de  C_M N  com  C _ N B  p o d em  ser de  duas formas. As figuras 4 .7 a  e 4 .7b  as 
ap resentam , des tacando  as devidas alterações.
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(A)
(B)
F IG U R A  4.7. UMA APLICAÇÃO TÍPICA APÓS ASSOCIAÇÃO
A s novas classes criadas pelo com ponen te .  C_NBGont.role e 
C_NBAlterada. em am bas p ropostas ,  tem  as m esm as funções. C NBControle 
eonlro la  o IIuno ile iwocuçãn dos m clodos ic l lc s ivos  cnlic  a classe miyiual, a 
metaclasse  e C_NBAlterada, e ; esta última, der ivada  de  C_NB, terá seus m étodos  
reflexivos ap o n tados  para  ControleExecucao. im plem entado  em C_MN. Desta  
forma, o contro le  de C_NB será de  aco rdo  com  a im plem entação  do  m étodo  
ControleExecucao, herdado  deMOP.
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A s diferenças entre  as p ropostas  (A ) e (B) estão, fundam enta lm ente ,  no  
tra tam ento  d ad o  a classe Interface, q u e  instancia  C_NB. E n q u an to  (A) p ro p õ e  a  
criação d e  InterfaceAlterada, (B) realiza  as alterações n a  p ró p r ia  Interface. 
As figuras 4 .8 a  e 4 .8b  apresen tam  exem plos  para  m elhor ilustrar a  situação.
A m b as  abo rdagens  apresen tam  vantagens e desvantagens. A  p rim eira  (fig. 4 .8a)  
tem  c o m o  pon to  forte  perm itir  q u e  C o m p o n e n te  A ssoc ia  realize adap tações  n a  classe 
a scenden te  sem alterá-la  diretamente. Isto, de  certa  forma, é u m a  p o s tu ra  e legante  e 
p ro m o v e  u m  bo m  grau de  transparência  n a  criação do su p o r te  à in terceptação de 
m ensagens. As m udanças  em Aplicação (Hg. 4 .7a) , se o am bien te  permitir, são 
necessárias e n ão  in terferem  no processo. N o  entanto, u m a  ou tra  ques tão  é a alta 
in tera tiv idade p ro m o v id a  pelos am bientes de desenvo lv im ento  visual no desenho da 
interface, causando  com o  conseqüência  o su rg im ento  de um  ponto  fraco bastante 
relevante: se u m  novo  evento é acrescentado  a a lgum  co m p o n en te  do form ulário  na  
c lasse Interface (por  exem plo , n u m  botão  q ue  execute  
ClasseNB.Adiciona (5) ) ,  depois q u e  o processo  de criação do  suporte  à 
in tercep tação  de  m ensagens  de  C o m p o n e n te  A ssoc ia  j á  lenha  sido execu lado , se rá  
necessária  u m a  nova  invocação desla  ope ração  para q u e  InterfaceAlterada 
con tenha  as atualizações. Esta desvan tagem  não  ocorreria  se todo  o p rocesso  fosse 
execu tado  em tem po  de  com pilação (o q u e  não é o caso) ou, então, se a  Interface não 
fosse mais a lterada  após a a tuação de CA (a criação do  suporte  te ria  de  ser  a  ú lt im a 
tarefa execu lada  antes da execução  da  aplicação). P o r  ou tro  lado, a  abo rdagem  da  figura 
4 .8b  n ão  apresen ta  a desvan tagem  do caso (A), pois apenas troca  o lipo da  classe base  
definida. O  fato de (B) alterar ju s tam en te  u m a  classe defin ida  pelo usuário  d e n o ta  u m a  
d esvan tagem  q u e  não causa maiores transtornos. P or  ser a ún ica  adaptação , não obrigar 
u m a  nova  ativação de CA para q ue  seja recriado o suporte  à in terceptação de m ensagens 
é um a boa solução. As alterações no formulário , bastan te  norm ais  em tem po  de  design, 
p o d em  ser feitas l ivrem ente sem prejuízos ao su p o r te  j á  definido.
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< 1 > C l a s s e  ü  m
< ; ? >
< 4 >
< f S ! > A d i c i o n a  < i  :  i n t )
< . ê . > O p « x A « a o  < »  t  A n f c ;  o j 5  •*, c h z v )
< 7 > & é f c V a l o £  í  i n f e
< B > í i l u t  ã l a s s e
< 9 >
< 1 0 > C ^ N B . A d i a i O n â ,  < i  1 i t t t )  {  . < ■  }
< n > C J ^ B . - G é t V á l d *  :  i í i f c  {  }
< 1 > ú l i i s e  X n t s e r f a c B
C l a s s « « ^  ;  Ç  T O
o >
t à m .  C i a s s e
< 6 > I n f c e « f a c e ,  C i t e a f e «  {
< 7 >
< $ > C X a * i ? 0 K B  « *  C
< Ô > C l a s s è N B , A d i o i o n a  i $ )
< x o > S h o w  ( C l u s s & V Z - O s t V a l o i ; )
< i l > -
< 1 > C ia r ;  a a  I n t o r f a c o A l t e r a d a < 2 n t© r £ á c e )
C2?- C l »•»so tíb  í c N B A l to r a d a
<íâ!> M«a t o d o s  . . .
< 4 > f i r n  Ç la s - j®
<Í5>
< é > I n t a t  f a e o A l t e r a d a , C u e a t e
< 7>
Cá}* a U s s a iT O  45“ c  í r B A X t e s a d ^ ç j r ^ a t e
< 9 > C l a a s o N B .A d i c i o n a  (3 )
< i d > S how  ( C l a s s e N B . t i í i t V a l o r )
< n > m m m Ê m m m m m m m m m m m
*
(A)
O Componente Associa Iaz uimíi cópi;i de todo o arquivo fonle que contém I n t e r f a c e  para, 
somente após, realizar as alterações em I n t e r f a c e A l t e r a d a  do novo arquivo (linhas <2> e 
<8>). Isto garante que, no arquivo cópia, todos métodos invocados d e 'C la s s e N B  seiain de 
C_NBAI t e r a d a .
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<1'' Clasâa C_NB
<2> Valor : int
Motodos
<A> llIlÉlIllllillIllSiiiiillIlIli^^lIffilllllllllllllIlIlIllll®
C5> Adiciona (i >. int)
Op«racao <n : in t ; op : ch*r)
<T> oetvalor ; int
<8> Fim classa
< d>
<10> C NB AdiaiOnà (i  ; int) { . . )
< n > C MB eétVâlO* : int { . . }
<i> CiafiÉ* T f t & c o
< 2 > ClaBsetïô : C Wfe/lltcrada / / ara ÔjKfi
<3> tíétodos . . .
<4> íim  ClasiB
<,$>
Intorfaco Ct«ato { Í|l|:|l|||ljlg |llll
<;7>
<8> C l& D ùù tm  C_imAltiil:adà.C±Oàt6 / /  eJCà C__tTB.Cxéaté




As únicas alterações provocadas pelo Componente Associa são nas linhas <2> e <8> dc 
Interface.
F IG U R A  4.8: O PÇÕ ES DE TRATAMENTO DA CLASSE INTERFACE
Das alternativas apresen tadas no tra tam ento  da  classe q u e  instancia a classe 
base, a (B) parece  ser a mais apropriada , no  contex to  destes am bien tes  de  p rogram ação . 
C o m o  muitas das tarefas são  realizadas em tem po  de  design, é im portan te  haver a 
p reo cu p ação  de  m inim izar o esforço do  usuário  na execução  de  ativ idades que  não 
envo lvam  reflexos visuais imediatos, com o  é o caso de C o m p o n en te  Associa.
A baixo , um  exem plo  com ple to  é m ostrado  e d iscutido no sen tido  de ilustrar o 
su p o r te  p ropos to  po r  C A  baseado  na alternativa (B). Na figura 4 .9 ,  a  aplicação encontra- 
se  em  seu prim eiro  estágio, co n fo rm e  recentem ente  descrito  e, em  4 .10 ,  já es tá  com  a 
es tru tu ra  d a  i iiterceptação concluída.
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Clmasts Intorfacé





<*t> ClasaeïlB CJïB .Cï&at«






<4> WÊêÊêêêêÊê ê ÍÊÊÊèÊÊÊÊêêêÊêêÊêêêêêS èÊÈÊÊêÊÊÊÊÊÊÊÊÊÊÊÊÊÍÊBSÊÊÊÊ
<$•> Adiciona U  . int)
<é> Oporacaa (n : in t ; op *. ehav)
a o tV A lo t  : in t
<8> Piíti classe
<&>
<10> C NB Adiciona (i : int) { . . .  }
< n > d_HB.G*tValolr : int { . )
FIG U R A  4.9. U m a  aplicação s e m intlrceitaçâo dl m e n s a g e n s
A  aplicação d a  figura 4 .9  não possui n en h u m  m ecan ism o de  in lerceptação de  
m ensagens. Então, q u an d o  a interface in v o ca  um  m é to d o  de  ClasseNB, está, de  fato, 
in v o can d o -o  de C_NB, pois a  classe base não tem  n e n h u m a  m etaclasse  associada  para o 
contro le  d e  sua  execução.
A figura 4 .10  m ostra  as novas classes criadas pelo a lgoritm o do  C om ponen te .  
Associa. A s linhas < 2>  e <7>  de  Interface m ostram  q ue  a classe instanciada  é, 
agora, C_NBAlterada , e não  mais C_NB, com o em 4.9. J á  a classe 
C_NBAlterada tem Iodos os m é todos  herdados  de C_NB apon tados  para o m étodo  
ControleExecucao, de u m a  instância de  C_MN (< 10>  e < I5 > ) .  D e s t a ’forma, o 
usuário  terá a impressão de  estar invocando  Adiciona e GetValor de  Ç_NB, 
enquan to  que , na verdade, será de C_NBAll:erada. Na m etaclasse C_MN está a 
im p lem en tação  de ControleExecucao, sobrescrito  deM OP (linha <3>).
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<x> Cíassô
<í> ClâSâôWB í c HBAltfeEada / /  èra c NB




<7> ClAaeèUB «v c^HBAlteíada.cjíÊat« / / «UíA C NB>C*eafc<*<8> ClAáaeNB.Adieiottâ <3}
<9> Show (ClasáôNB.GefcVàlôr)
<10> **-}
< l> Clâscft cjíBAltoradâ (C JlB) .......................... .................
< z > Mè todos
<3> * < j»
Adiciona (i ; xnt)
<5> GfitValor . int
<€> fim  clansQ
<7>-
C_NÔAlfceraáa. Adiciona {i : in.t) f
<9>
<10> objMtf. CanfcroleBxeeucao (Adiciona, i.)
<li;> --•)
<12>
<13> CJMBAlt«*a(áA.«etVôlo» } i.Olü i
<14>
<1.3 > ob^MN, ConfcjcoieExecucôo {<3afcV#Ao*>
<16> **<}
<1> Claâso C MH (MOP)
<2>- tletodas
<4>
:: ■ ConteoIgSíxtacucao ^rnotodo t ascçfjs^  




cj^N .contíoX^xecpe^o  {motod», **g s ) ; lógico {
ií^ílVAVíí^víSKíiíiíííííííliíííííIví^^
<8> sa «Vôtodo <* " GatValo»" «mfcAo
<S> oJsjCofttjeolè .Bx^cuta imafcodo.
<].D> £i«t s«i
<11>
<1> CÍA«éè 0 NBCdtifciíolè (MOP)
Métodos;
<3> Sxecuta (método, args) : Aóç£Lco override<'4> JPim classe
<5>
Ç^8Ç<?ntcole.jEx«cnti* (metodc-, atgj?) i ioqico 1
<7> Síií^lífeítiy-iííiíiíSi^SíSií^
<Ò> 5«  método *  «Oôtvaior" «ntao
<9> CJNB<Adiciona{metodo, airçte}
<10> í b »  se
^ g m s m 0 iÊ ^ m m Ê Ê m ê m m Ê m Ê Ê Ê ^ m
FIG U RA  4.10. Uma a p l i c a ç ã o  c o m  j n t g r c e p t a ç â o  d e  m e n s a g e n s
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As linhas < 8> , < 9>  e < I 0 >  m ostram  o tipo de  con tro le  ap licado  aos m é todos  
reflexivos de  C_NB. E m  C_NBControle, Executa é sobrescrito  deM OP (< 3 > )  e, em 
sua  im plem entação , está a invocação  do m étodo  original da classe.
A in d a  d a  figura  4 .10, o fluxo de execução  d e  u m a  m ensagem  env iada  a u m  
objeto  é, p o r  exem plo:
1. ClasseNB . GetValor ( l inha  <9>)
2. L inha  <13> de c_NBAlterada
3. Em C_MN, linha <6>.
4. L inha  <8> de C_NBControle.
4.4. Componente Execução (CE)
O quarto  c o m p o n e n te  p roposto  possui a função de  perm itir  a  definição de quais 
m é to d o s  serão  reflexivos. A idéia é criar um  co m p o n en te  C E  pa ra  cad a  m é todo  da  
classe base  j á  reificada, o n d e  a responsabilidade  des ta  ta refa  de  criação será  de  
C o m p o n en te  Rei fica ou de C o m p o n en te  Associa.
C aracterísticas do co m p o n en te  CE:
•  In te rface : status executa , n o m e  do com ponente .






•  F u n ç ã o : p e rm ite  definir  quais  m étodos  da  classe base serão  reflexivos.
•  O utras  características: co m p o n en te  não visual e p o d e  ser utilizado tanto em  
tem po  de desenvo lv im ento  quanto  em execução.
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A p ó s  o p rocesso  de  criação de u m a  instância  p a ra  c ad a  m é to d o  d e  c._NB (figura  
4 .1), o bse rvam -se  os seguintes com p o n en te s  CE  criados:
P ropõe-se ,  ainda, q ue  o n o m e  de cad a  instância  seja  com p o s to  pelo n o m e  do  
c o m p o n e n te  q ue  as criou (NomeCR ou  NomeCA) , acrescido pelo n o m e  do  m étodo .
Conclu indo , este capítu lo  p ro p ô s  a criação de  qua tro  co m p o n en te s  p a ra  u m  
su p o r te  básico à reflexão com portam enta l:  C o m p o n en te  R eifica  (CR), C o m p o n en te  
T exto  (CT), C o m p o n en te  A ssoc ia  (C A ) e C o m p o n en te  E xecução  (CE). Em  term os de 
utilização, pode-se  sinleli/.á-los com  nlj’,mnas considerações:
Para  o supo rte  do contro le  da execução , apenas C A  é suficiente, po is  tam bém  
p ro m o v e  a reificação da classe base, sendo, então, independen te  de  CR.
Os co m ponen tes  C R  e C A  p ro m o v e m  a reificação. Portan to ,  suas instâncias são 








A penas  C T  é u m  co m p o n en te  visual, o restante é não visual. T o d o s  eles p o d em  
ser utilizados em  tem po  de  p ro je to  e em  tem po  de  execução.
Foi ap resen tado , no  capítulo anterior, l im a  p ro p o s ta  de  su p o r te  à  reflexão 
com pu tac iona l  b asead a  em  quatro  com ponen tes .  Aqui, neste  capítulo, apresen ta-se  u m a  
im plem entação  p a ra  o am bien te  Delphi, d en o m in ad a  de  O PM O Vu , de  acordo  co m  esta 
proposta .
L ançado  pela Borland International Inc. em  1994, o Delphi rap idam en te  iornou- 
se u m a  ferram enta  bastante  popu lar  para o desenvo lv im ento  de ap licações no W indow s. 
Ele é b a sead o  no O bject Pascal, u m a  linguagem  h íb r id a  q u e  c o m b in a  o Pascal 
p roced im enta l  com  extensões da POO. De suas carac terís ticas '3, a  mais relevante, no 
con tex to  deste  trabalho, é a presença  de  com ponen tes ,  nativos e de  terceiros, n u m a  
biblio teca  d e n o m in a d a  V C L  ( Visual Componenl Library). E la  é com posta ,  d e  „classes 
não só re lac ionadas com  o desenho d a  interface, com o tam b ém  para  fins gerais, além  de  
conter  classes q ue  não  são com ponentes .  A  figura  3.4 traz  a pa lheta  d e  co m ponen tes  do 
Delphi e a  3 .7  m o s tra  a  jan e la  B row se  Inspec to r  com  parte d a  h ie ra rqu ia  de classes d a  
VCL. C ad a  pág ina  da  pa lhe ta  a g ru p a  os com ponen tes  de  acordo  com  suas 
funcionalidades ou, então, o riundos de  um  m esm o  fornecedor. Desta  forma, a pa lheta  
ab riga  os co m ponen tes  padrão  do  Delphi e aqueles desenvo lv idos por terceiros.
A im plem entação  OPMO? ap resen ta  duas partes distintas. U m a  delas, a unií 
u M O P , con tém  funções de conversão  de  t ipos e definições de  novos  tipos de  dados. A 
outra, con tém  os com ponen tes  Delphi. A m bas são detalhadas a  seguir.
12 O nome W M O P  vein de OI’ (Object Pascal) e M OP {MvtaObject Protocol) 
O apêndice A traz maiores detalhes do ambiente Delphi
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5.1. Á «///£ uMOP
• A lém  de  conter  novos  tipos de dados  específicos (escalares, registros, ponteiros, 
listas e classes) para o uso dos com ponen tes  0 / JM O P. a unif uM O P  con tém  algum as 
funções de conversão  de tipos entre  escalares e strings. Os nom es dos identificadores 
p rocu ram  seguir, den tro  do  possível, o m esm o  padrão  Delphi, c o n fo rm e  quad ro  5.1.
E x e m p l o  <le i d t i K i f i c a d o r C o m e n t á r i o
I E _l ipoD.ulo IE  I ij3(i Escíiliir
T L_A lnbutos TL 4  Tipo Lista
TP_A tiibutos TP ripo  Ponteiro
TR_Atribiitos TR Tipo Registro
TM OP Atributos TM OP Tipo Chissc
TM( >1’ Mcloilo:: TM< >1’ Ml|-i111ic1111 (In:: mi-lnilo:: <l.i rl i::::r TM< IPIÍxecllcmi
Q U A D R O  5 . 1: PADRÃO DE NOMES DOS IDENTIFICADORESI
A figura  5.1, po r  sua  vez, ap resen ta  os tipos escalares presentes nas dem ais 
estru turas  de  d ados  e tam bém  nos com ponentes .  N o ta r  que  T E _ T ip o D a d o  e 
T E _ T ip o R e to rn o  não são exatam ente  escalares. O prim eiro  refere-se  ao tipo de dado de  
cada  a rg u m en to  do m étodo  e o segundo  é o tipo d e  dado  de  re lorno  de um  m étodo  
função. N este  caso, am bos tipos estão sendo  tratados com o  string. !- •
TE_TipoDado = String
TE_Ti poRot-orno - Strang
TE_TipoLigaeao = <tlVirtual, tlOverride, tlNenhum)
TE_TipoAcess<í as (taPublic; taPnvate, fcaPublished, taProteefced) ' 
TE_TapoCarac = (toAfcribufce, teMetode)
TE_TipoMf>todo — (tmPracadurfl, fcmFunefcí o n , tmConstrnctor, trnDesfcructor) 
TE_TipoPnsesgem = (tpV.u., fpConsl-, tpNonhum)
TE_TipoTnfo - (ti Noiw>r] a - ia a  , tlNomeClaspoPai , tiNomo, tJTd,
fciíípoMefcodo, titapoOado, tiTípoAcasso, tiíipoCarac,
t j TipoFtotorno, tiTJ pol.igncno, tlCnhetcOriginal)
FIG U R A  5.1: TIPOS ESCALARES DO O P M O P
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T a m b é m  presen te  na unil uM O P , as funções da  f igura  5 .2  servem  para  
conversão  de  tipos en tre  escalares e slrings. A p re sen ça  delas justif ica-se  pelo uso 
constan te  de slrings q u e  represen tam  valores de  escalares. In ternam ente,  as inform ações 
ficam a rm azenados  em form a de escalares. Já  nas interfaces dos  com ponen tes ,  são 
apresen tadas o pções  em fo rm a de lista d e  slrings q ue  represen tam  escalares.
Function F.scalnrTipoDado (toxto • String) TE_TipoDado;
function EpcalarTipoK<?torno (texto • String) • TE^TipoRetofno;
Function EscalarTipoLigacao (texto : String) : 'ffe_'tipot,igaaaD;
Function EscâlarTipoAcosso (texto : String) • TE_TipoAccsso;
Function EscalarTipoCarac ' (texto : String) ; ÍE_TipaCarao;
Futictiôrt EpcalarTipoKr.todo (t<=>Xto : String) TE_TipoMotodn,
function Er.calr\rTipoPnsc-igeni (texto String) ■ TE TipoPascagem;
FurtCtioh EscálatTípoInfô (teicfc<> ; Sbrihg) : TE^jTipoInf*;
Function TextoTipobado (•"'scalar : TÉ_TipoDnrio) String;
Function ToXtoTaJpoRetorno (escalar : TE_Tipof?etorrto) • String;
Function TeJttoTipoLiqaaao (o?oa) ar : TE_Ti{>oLigacfio) ■ String;
Function TeXfcoTijpoAceáso (éscilàt ; TEJfipoAoefièo) : Stiring,'
Function TéXtoTipoCiraa (esc&lãir ; 1’E_Tíí>óCaíra.6) t  String;
Function TeXfcoTiJpoMètoda (escilai- ; TE^TipoMetodo) ; Stting;
Function TeJcfcoTipoPassagem(escàlajf- í TE^TiÇoffeéèâgem) t String;
Function ^íextoíipoínfo (escalar : TE_Tipoínfo) r String;
F IG U R A  5.2: FUNÇÕES DE CONVERSÃO ENTRE ESCALAR E STRING
O utra  característica  da im plem entação  O P M O P  é conter  u m a  classe 
T M O P E x e c u c a ò  (figura 5 .3). que  p rovê  o contro le  da execução  dos m étodos. Os 
exem plos  apresen tados  mais adiante m ostra rão  com o  po d erá  ser utilizada. P or  enquanto , 
serão apenas com en tadas  as funções dos m étodos  disponíveis:
• I n f c r c c p ta A n tc s :  é um  m étodo  virtual q ue  deve ser im p lem entado  na metaclasse. O 
a rgum en to  ind ica  o m étodo  q ue  está sendo executado . D epois  de  conclu ído  o 
supo rte  para  a iriterceptação de mensagens, é o prim eiro  m étodo  invocado  a cada 
m étodo  da  classe  base.
• I n íc ic e p ta D e p o is :  tam b ém  é um  m étodo  virtual im p lem en tado  n a  metaclasse. É o 
ú ltim o m é to d o  invocado  a cada  m étodo  d a  classe base. Em  ou tras  palavras, 
In tercep taA ntes  e In terceplaD epois  “en vo lvem ” o cód igo  original de  cada método.
• C h a n in T o d a s :  não deve  ser  invocado d ire tam ente  pelo usuário. É utilizado pelo 
O/^M OP para o gerenc iam ento  do contro le  da execução .
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• E x e c u ta :  responsável pela execução  do inélodo indicado c o m o  argum ento . Deve ser 
invocado  da melaclasse. Sem  esta invocação, o m é todo  do  a rgum en to  não será  
execu tado  pela classe controladora.
• C o n t io l e E x c c u ç ã o :  tam b ém  virtual, com  im plem entação  na metaclasse. É um  
m étodo  sem pre  referenciado pela  classe con tro lado ra  (C N B C o n t r o l e ,  do  
exem plo  d a  figura  4 .7). c r iada  pelo supo rte  de  in terceptação de mensagens. T odos  
os m é todos  da classe base  apon tam  para  C ontro leE xecucao . N orm alm ente ,  sua  
im plem entação  con tém  a invocação  d e  Executa.
TMOP_ Ar gr. ~ Varinnt;
TMOP_ Arg - Varinnt;
TMOP_ Mntodo - TR Mfttodns;
TMOPExocucao = einst
Piocf'durö tntorcoptfiAnl<?3 (Mefcodo : ‘lMOP_Mobodo) ; Virtual;
Frocedure IntnrcoptaDopoiS (Mefcodo : TMÔP_j>Íetodo) ; Virtual;
Function CíiamiToda"; CMfitodo ■ TMOF t-li->todo. Args i THoP Args) t 
Booloan; Virtual;
flincLíoti Ex«»ciitâ (Moto’lo . TMOt-'_Motodo, Args ; TMOP_Ajígô) : 
Boolaan; Virtual;
End,
Tunction (JontruloLxocuc-ao (Matotlo TMOP t-tetedo: Args t ÍMoP Args) : 
Bôôleàn.; Viírfcual?
TMOP = CJass (TMOPEx<=c\jeao) ;
FIG U R A  5 .3 :  TlPO S PARA O CONTROLE DA IIXLCUÇÃO
5.2. Os componentes de OPMOV
A proposta  de  supo rte  à reflexão com putacional, d iscu tida  no capítu lo  ajiterior, 
ap resen ta  quatro  co m ponen tes  básicos: C o m p o n en te  Reifica (CR), C o m p o n e n te  Texto 
(CT), C o m p o n en te  Associa  (C A ) e C o m p o n en te  Execução  (CE). E nquan to  CR, CA e 
C E não prevêem  n en h u m a  classe ancestral, C T  é derivado  de  a lgum  co m p o n en te  visual 
padrão  do ambiente. Então, no  m o m en to  de sua  im plem entação , faz-se  necessária  u m a  
análise da h ie rarquia  d e  classes para  a esco lha  des te  ancestral. C o m o  o am bien te  Delphi
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exige q u e  todo  co m p o n en te  seja derivado  de a lgum a classe, a  decisão so b re  o n d e  os 
novos  co m p o n en te s  0 / ’M 0 P  encaixam -se  nesta  es tru tu ra  de classes passa  por um  
estudo  de ta lhado  da  VCL.
N o Delphi, todo  co m p o n en te  não visual d eve  herdar  T C o m ponen t.  J á  os visuais, 
d e p e n d e m  d a  função q ue  exercem . N este  sentido, as decisões de  im plem entação  estão 
descritas no q u ad ro  5.2.
1‘voposla Im plem entação W W OJ»
C o m p o n en te  R cifica  (C R ) T M O P R cificn
C o m ponen te  E xecução  (C E ) T M O P E x ecu ta
C o m ponen te  A sso c ia  (C A ) T M O P A sso c ia
C om p o n en te  T ex to  (C T ) grupo  slring: T M O P L ab e l, T M O P B u tto n , T M O P C h eck B o x , 
T M O P R ad io B u tto n . T M O P G ro u p B o x . 
T M O P P an e l, T M O P B itB ln , T M O P S pcecIB utton  
grupo  lines: T M O P M em o , T M O P L is lB o x , T M O P C o m b o B o x , 
T M O P R ad io G ro u p
Q U A D R O  5 .2 : COM PONENTES IMPLEMENTADOS DA PROPOSTA
Os três prim eiros  com ponen tes  herdam  TC om ponent. e para  o único co m p o n en te  
visual (CT), dois  g ru p o s  de com ponen tes  OPM O P foram criados para apresen tar  as 
m eta- in fo rm ações  d a  classe base: o “g rupo  string” , q u e  utiliza u m a  slring, e  o “g rupo  
/ines", utilizando um a lista de strings. Fnqim nío os co m ponen tes  do g ru p o  slring 
apresen tam  um  tipo de inform ação  única (p o r  exem plo , o tipo de  acesso de um  certo 
m é lo d o  d a  classe base), os do g rupo  Unes m ostram  urna  lista (por  exem plo , a lista de 
todos  os m étodos).
N o  total, foram  im p lem en tados  qu inze  com ponen tes ,  sendo  q u e  apenas 
T M O P E x e c u ta  não está presente  na palheta (figura 5.4). Os visuais estão  assim 
distribuídos:
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grupo  string : T M O P L ab e l ,  T M O P B u tto n ,  T M O P C h e c k B o x ,  T M O P R ad io B u tto n ,  
T M O P G ro iip B o x ,  T M O P P ane l ,  T M O P B itB tn ,  T M O P S p e e d B u tto n
g m p o  lines'. T M O P M e m o ,  T M O P L is tB o x ,  T M O P C o m b o B o x ,  T M O P R a d io G ro u p  
TMOPLabel TMOPRadioButton TMOPPanel TMOPMemo TMOPListBox
d j W m 3^| Syítem In te rn e t| D a t e i j  Controls"\ Q R ^ J X L l
\ t $  ' &  &  A  'jsbJ W  <»« ; Ü da í f í  M  S S  Ü  ►J— ^ - j  ...... ........ | ...... .............................. ■ ■
TMOPReifical TMOPButtonl TMOPGroupBox I TMOPSpeedButton! TMOPRadioGroup 
TMOPAssocia TMOPCheckBox TMOPBitBtn TMOPComboBox
F IG U R A  5 .4 :  A PALHETA DE COMPONEN TES DE OPMOP
As características dos novos com ponen tes  são apresen tadas  ago ra  com  maiores 
detalhes. A ques tão  d e  co m o  usá-los, no  entanto, se rá  a b o rd a d a  n a  seqüência , por 
in term édio  de exem plos.
5.2.1 O com ponente T M O PR eifica
Baseado rio C o m p o n en te  Reifica (CR) d a  p roposta ,  possui co m o  função 
p ro m o v er  o p rocesso  de  reiíicação. U m a  vez in form adas as p ropriedades  Projeto, 
NiveIBaseClasse e N iveIBaseUnit, a  reificação inicia-se q uando  Reifica for True ( f igura  
5.5).
As in form ações d a  classe base  ficam arm azenadas no  atr ibuto  público  Classe. A 
figura 5.6 ap resen ta  a declaração d e  T M O P C lasse  e, as seguintes, de ta lham  as classes 
dos atributos, dos  m é todos  e dos argum entos. A im plem entação  d e  T M O P C la sse  difere 
u m  pouco  do d iag ram a  de classes p roposto  pela figura  4.2, pois a classe T M O P A rgs ,  
q u e  trata dos argum entos ,  não está em T M O P M eto d o s .  Esta alteração, no entanto, 
po u co  afeta a utilização e a com preensão  de T M O PC lasse ,  u m a  vez que  os m étodos  de 
busca  im plem entados  facilitam o acesso aos argum entos  dos m étodos  correspondentes.
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W È Ê ttÈ Ê Ê Ê È ^Ê Ê È Ê Ê B Í
jMOPReifical TMOPReifica _*]
Prop’ilies j u r i t i j
Momo




TC_|J!' e í ^ e  
iitJuelUi'^ 
f it-p tll Jp(
H 0*105 M se
Tflg 0
’IMOPRiri £ i c.i - Cl ,iss (TComponent)
Public
ClasiB TMôrc 1 .Tf.f.o ,
Fubli.^hed
Proporty Projeto Stra ng;
Proporty Nivc»16n5t>Una t : S t n n g »
Proporty NivelBnspCl ao<,o ■ Stnn g ,
Proporty Reífxc* Booloari;
A esquerda, a interface do coinponcnte apresentada na janela Objcct Inspector. No caso. M OPReifiçal 
c uma instância de T M O PR cittca .. As propriedades N am e e Tag são herdadas de TComponent. No 
quadro da direita, a declaração simplificada do componente.
FIG U R A  .5..5. O c o m p o n u n t i ; TMOPREIHCA
T M Q P C ] = CJsxs
Nnmo
Noiv^Pai
Atributos ; ’IMOfAt r' bufc-jr.,
Mofrtdo"« TMOPM»todos,
Aras : TMOPArqs;
TMOP _ Cl&c s«» " Olnao (TM^PClusi-o) ;
FIG U R A  5 .6 : A CLASSE T M O P C L A S S E
T L _ A t nb utos •“ TLifrt. ;
TP_Atrjbiltos = ' TK_Atnbulos ;
TR^Atríbutos ■= Record
Nom<a • Strang;
T3 poDado : TE_Tapo)jadfi> .*
TípoACPSco : TE TinoAcf?<:r.o;
TMOPAtributos « s
Nrolt-^n« : Bytçs,
AtrjbUtrtS : TL_ A M  j blltos
Futiction BuflcfíAtributold (Id • Byt<■>) : TF Atributos 
Function BuscnAt ributoNome (Notnn • String)* TP_AtrJbut-or
FIG U R A  5 .7 : A  c l a s s e  T M O P  A t r i b u t o s
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TI._M9to'Jk>« ■» TlA-st; 
TP_Mrttfidôs * ATR_J"fetodr'í< 
TR Motndúfi
TMOPMetodofi
Nrtfh*» ■ íStrínçj ;
TjpoMotodo : TF,_TipoMotodo/
T3 poRntorno • TF._TipoRntorno,
TipoLicr-icno ■ TE_TipoL,igafino,
TipoAcns^ o : TF._Tl poAeo i s o ;
CnbeoOri gi nnl. Strmg,
Nroltens • Byte;
Mot-odos ■ TL_K<4todos,
Furictj on Busc.iMôtodoId (Id ■ Byte) : TP_Metodos;
Function BuscaM^ todcNtonv» (Nomo : Strang) • TP Métodos,
FIGURA 5 .8 : A CLASSE T M O P M E I’ODOS
TL At gr. = TList,1 P Arg«: - ATR Argp;
TR_Args — Record
IdMotodo
















Function BuscaArgldMetodo (Td ; Byte) ; TPJtt^ s;
FIGURA 5 .9 : A CLASSE TMOPARGS
5.2 .2  O  c o m p o n e n te  T M O P A s s o c ia
Baseado no C o m p o n en te  Associa (C A ) da proposta , T M O P A sso c ia  é 
encarregado  d e  p rover  todo o suporte  do processo  de  interceplação de  mensagens, 
im plem entado  de  aco rdo  com  a alternativa (B). da llgnra 4.8. Na f ig i ira -5 .10, -as
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propriedades  re lacionadas à classe base p o d em  ser ob tidas  de  duas formas: 
p reencliendo-as  con fo rm e  T M O P R eif ica  ou in fo rm ando-se  um a instância de 
T M O P R eif ica  n a  p rop r ied ad e  ObjetoReifica. A s p rop riedades  M etaN ivelU nit  e 
M etaN ivelC lasse  referem -se  à melaclasse. T o d a  estru tura  pa ra  a in terceptação de 
m ensagens é defin ida q u an d o  A ssocia  for True e é desfeita  q u an d o  re tornar  a False.
O utra  tarefa realizada pelo co m p o n en te  é a reificação, tal qual T M O PR eifica ,  
necessária  para  a  tarefa da  associação. Este recurso  n ão  exige a presença  de 
T M O P R eif ica  no projeto do usuário.
i |M 0 P A s s o c ia 1 :^ T M O P A s s o c ia j i j i  
Pióf.&fti&s | Eve-rís |
















Frop^rty N d BsseUint string;
rroporty NivolBasofjlnss» St rtng;
rroporty M<=>t-f»NivrtltJnit-. St-r i nçj;
rroperfcy MefcaNivelClnss© ; Sfcri ng;
Prop<íri-y O h i f íca : TMOPPoifíon
Proporfy As=-oojln : Boolftfm,
F,rvl ;
F IG U R A  5.10. O COMPONENTE T M O P  ASSOCIA
5.2.3 O  c o m p o n e n te  T IM O P E x c c u ta
O co m p o n en te  T M O P E x e c u la  está baseado  no C o m p o n e n te  E xecu ta  (CE), 
possu indo  a função de perm itir  a definição de  quais m é todos  serão reflexivos. Daqueles 
com ponen tes  criados, é o único  q u e  não está  disponível n a  pa lheta  do  ambiente. Sua 
interface to rna-se visível apenas q u an d o  forem criados um  T M O P E x e c u la  a cada  
m é to d o  da  classe base  reificada. N a  figura  5.11, apresenta-se  u m a  ja n e la  q u e  su rge  no 
m o m en to  de u m  dup lo  clique sobre  T M O P R eif ica  ou TM O PA ssoc ia .
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Métòdòsda Gláséé TC iNivèlBáse
Selecionados i Í'i5pem'eit i
(j  ^ I ' (MetlnetMerfia II
(Met) setSoma * ) 1(Met) getSoma
(Melj selTotal } ] (Met) getTotal
<< | .
> | |
»  J '
_ Ü _ J  |
ÇsiKfíb |
À esquerda, estão os métodos escolhidos de Disponíveis, que, por sua vez, apresenta apeiias os 
de TC_NivelBa.se ainda não selecionados. No botão OK, será instanciado um 
TM O PExecuta a cada método selecionado e, no Cancela, serão destruídos.
F IG U R A  5 . 1 1 .  C r i a ç ã o  d e  u m  T M O P E x e c u t a  a  c a d a  m é t o d o
iO bièbt Irisòec io t
[MOPReificalsetMedia: TMOPExecuta TM OFExecut.T — C la s B  (T C o n p o n o n t)
Pfopaitiôi | Cvents] | P l i b l iF h o d
P r ^ p ^ r t y  £ x p c u I ^  . P o o lo a n ;
C ic u ta  Im e
Nônvj jH O PR e^icül^H rüio
fflo !E
• F IG U R A  5.12. 0  COMPONENTE TMOPEXECUTA
A figura 5 .1 2  apresen ta  a interface de u m  co m p o n en te  T M O P E x ecu ta .  A o ser 
a tivado  o bo tão  O K  do  formulário  d a  figura 5 .11. cad a  m é to d o  se lec ionado é u m a  
instância  de  T M O P E x ecu ta .  Então, os novos  co m ponen tes  criados são:
M O P R e i f i c a l s e tM e d ia : T M O P E x ecu ta ;
M O P R e if i c a l s o lS o m a  : TMOPF.xecula .
MOPKcil ic .a lso lTolal  : TMOIM.ixocutn;
O n o m e  de  cada  instância é com posto  pelo n o m e  do co m p o n en te  q ue  as criou 
(neste  caso foi M O P R eif ica l) .  acrescido pelo n o m e  do  m étodo.
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5.2.4 Os com ponentes do grupo Siring
B aseados  n a  p ro p o s ta  de  C o m p o n en te  T ex to  (CT), perm item  visualizar u m a  
única m e ta- in fo rm ação  da  classe base reificada. Vários são os co m ponen tes  visuais que  
fazem  parte  deste  grupo : T M O P L ab e l ,  T M O P B u lto n ,  T M O P P an e l ,  T M O P B itB tn , 
T M O P C h e c k B o x ,  T M O P R a d io B u t to n ,  T M O P G ro u p B o x ,  e T M O P S p e e d B u t to n  (os 
n o m es  ind icam  a classe ancestral: T M O P L ab e l  he rda  T L abel,  T M O P B u l to n  de 
T B utton).  A o  contrário  dos  com ponen tes  não visuais anteriores, q u e  são derivados  do 
T C o m p o n en t ,  os d o  g ru p o  siring  são he rdados  daqueles  q u e  po ssu em  a p rop r iedade  
Caption. Desta  forma, o princípio  de func ionam ento  é atribuir a m eta-inforn iação  à 
p rop r iedade  Caption, herdada  d e  seus respectivos ancestrais.
Nestes  n o v o s  co m p o n en tes  criados, observa-se  a p resença  de p ropriedades 
com uns. A  figura 5.13 deta lha  apenas um  deles e a figura  5 .14 ap resen ta  um  form  com. 
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Published
property MOtCaractorística string
propoity MOFobjetoRoifiça : MOPRoifxca
property MoPíipoInformacno string
End,
FIGURA 5.13. Um componiínti.; do c , R \ i \ ' o s m i N ( ;
Capítulo 5 -  Implementação 06
gÉ:Fi»tm2 u s m............. ....x+x+x+»x <vx-k<4v:+x<:-x-x<x<-x<x<+x+x«v<x<>x-x<-k- : + + x*vx-x<>x>x+x+x*.
K ,  *  . > ► ► %’+'<
‘Ï  ipt» característica M étodo
ï tpo acesso  Public
Nom e c lfisse  IC  NivelBos«*
T ip o  m òlotio RjncUrjn
X-PXvVX+X+X+X•:*::<>x+x+x+x+ J ► + :
V » > t  ,
l j  w w y M . t
x+:-:+:-:+:-Xvx->x->x> x->:4->x->x+:-:+:<+:-:+:-x->x:-x->:o:-:+:*:+:-:+:-:+>x-:-x->x+x+:-:+: +x<v:<x<>x>:-:+:-:+:-:+:-x->X/X->XvX+x+:-:+:*  » ♦  ♦  < « w  m  > ► ► h < < < m  > ► ► +  +  •< ■<><><>•> +  +  •« * < m  > f  » +  + * •<»<>■<► ► + +  < < /< > < > < +  +
O componente TM OPGroupBox (em uni Caption g e tM e d ia .  N a coluna da esquerda eslão 
TLabel comuns do Delphi, enquanto que. .na direita, vários TMOPLabel.
FIGURA 5.14. Um f o r m c o m  v á r i o s  c o m p o n e n t e s  d o  g r u p o  s t r i n g
A interface d e  T M O P G ro u p B o x ,  e tam bém  dos dem ais  com ponen tes  do g rupo  
string. acrescenta  três p ropriedades às he rdadas  de  seu ancestral: M O PO bjetoR eifica , 
q ue  d eve  ser p reenchida  com  uma instância de  T M O P R eil lca  a partir d e  u m a  lista 
apresentada; M O PC araclerislica , com  a característica d a  classe base reificada por 
T M O P R eil lca ;  e M O P T ipoIn fo rm acao ,  com  o tipo de  in form ação  da característica 
escolhida. Os tipos de inform ação d isponíveis  estão contidas no escalar T E _ T ip o ln fo ,  
descrito  na figura 5.1.
5.2.5 Os com ponentes do g m p o  Unes
T a m b é m  baseados  na p ropos ta  de C o m p o n en te  T exto  (CT), perm item  visualizar 
um a lista de m eta- in fo rm ações  da  classe base  reificada. Fazem  parte deste  g rupo  
T M O P M e n io .  T M O P L is lB o x .  T M O P C o m b o B o x  e T M O P R n d io G n ju p .  Diferentem ente  
dos co m ponen tes  do  g ru p o  string. nos quais os ancestrais tinham em co m u m  a 
p ro p r ied ad e  Caption, os do  g rupo  Unes de rivam  de com ponen tes  q ue  possuem  Lines ou 
I tem s c o m o  p ropriedade  co m u m  (Lines e Items sã o ; na realidade, TStrings, um a classe 
abstra ta  do Object Pascal para o tra tam ento  de lista áestrings).
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As figuras 5 .15  e 5 .16  apresentam , respectivam ente , detalhes d e  apenas um  
co m p o n en te  do  g ru p o  lines e u m  fo n n  com  vários  deles.
O bject Inspecto r
|MOPListBox1: TMOPListBox § g |
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TMOPLj »tBox =- Class (TListDox) 
p u b l i s h e d
p r o p e r t y  MOpCabooalhoColunaa : b o o le a n  
property MOpcoXurias. : boolean
property MOPQb^qstoRisitica : MOPfteiiica 
property MOPScparacao : string
property MOf-TdbulatColunas : boolean 
property MOPTipoCuraateristica string
F IG U R A  5.15. U M  COMPONENTE DO GRUPOLINES
M étodos d e  TCLNiveJBase
t i l d 1 t i  Home | tiT ipoA ci
i 1 c je tT o to l | P u b lic
2 1 g e tSoma | Pul)lÍC
3 1 «jeUledia | P u b lic
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5 1 setSòina ' | P u b lic
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F IG U R A  5.16. U M  FORM COM VÁRJOS COMPONENTS DO GRUPO LINES
A  interface de  T M O P L is tB o x ,  e lam bém  dos dem ais  co m p o n en tes  do  g rupo  
lines, ac rescenta  seis p rop riedades  às herdadas d e  seu ancestral: M O P C abeca lhoC o luna ,  
q u e  tem  a função de  habilitar/desabilitar um  cabeçalho  às colunas n a  lista resultante  de 
strings ap resen tada  pelo  com ponen te ;  M O P C olunas ,  u m  set d e  T E _T ipo In fo ,  da  figura
5.1, q ue  perm ite  q u e  sejam escolhidas as co lunas in tegrantes d a  lista; 
M O PO bje toR eif íca ,  u m a  instância d e  T M O PR eif ica ;  M O P S eparacao ,  u m a  slring 
utilizada na  separação  das colunas da lista resultante; M O P T ab u la rC o lu n as ,  q u e  deixa 
as colunas tabuladas (preench idas  co m  espaços); e M O PTipoÇ arac le r is t ica ,  um  escalar
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T E T i p o C a r a c ,  con fo rm e  figura 5 .1, pa ra  q ue  seja esco lh ido  o tipo de  característica, 
m é to d o s  ou  a tributos, das colunas d a  lista resultante.
5.3. Aplicações que usam
Várias aplicações d e  exem plos  foram escritas no intuito de  d em ons tra r  a 
utilização dos com ponen tes  (^/'IVIOP, que, neste  m o m en to ,  serão apenas apresentadas. 
N o  entanto , o anexo D descreve-as  co m  m aiores  detalhes.
In ternam ente, os exem plos estão p ad ron izados  em te rm os de n o m es  de  units e 
classes. S eg u e  alis ta :
•  o projeto: será  sem pre  P r o j e c t l ;
•  a classe base: está n a  «m7 uNivelBase e tem  o n o m e  de TC_NivelBase;
•  a interface: es tá  n u m a  unit ulnterf ace e co n tém  um  /ò/v» ch am ad o  Forml;
•  a metaclasse: está em  uMetaNivel e tem  o n o m e  de TC_MetaNivel;
• os com ponentes não visuais: eslão na  unit uDataModule, q u e  con tém  um 
DataM odule  cham ado  DM;
•  os com ponentes visuais: estão  no  p róprio  Forml.
A  seguir, as apresentações dos exemplos.
5.3.1. A plicação 1 -  D epurador
A  interface é d iv id ida  em  duas partes: em  um a, eslão os co m p o n en tes  norm ais  
d a  aplicação do usuário , q ue  in v o cam  m é to d o s  da  classe base; e m  outra, u m a  lista com  
os m é to d o s  execu tados  (f igura  5.17). O exem plo  alua com o  um  d epurador ,  sendo 
possível,  inclusive, contro lar  a  invocação  dos m étodos. Os co m p o n en tes  0 / JM 0 P  
utilizados fo ram  o T M O P R eif ica  e o T M O P A ssoc ia .  A m etaclasse  a lua  no  sentido de 
invocar  (ou  não )  os  m étodos  d a  classe base.
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FIG U R A  5.17: Intkrkack  do  i íx c m p i .o  “ DiírimAi>oR'J
5.3.2. A plicação 2 -. Desem penho
O utro  exem plo  relacionado à  interceptação de  mensagens. A interface da figura 
5 .18  apresen ta  os  resultados finais do d esem penho  das invocações dos m étodos  da 
prim eira  coluna. Foram  utilizados T M O P  Rei fica e T M O P A sso c ia ,  de  OP MOP. A 
função da metaclasse , aqui, é interceptar as mensagens, ob te r  os horários  inicial e final 
de cada  invocação  e calcular o tem po decorrido.
5.3.3. A plicação 3 -  M cta-inform açõcs em rfesigiitime
As figuras 5 .14 e 5 .16 apresen tam  fornis co m  vários com ponen tes  visuais 
O-PMOP. O exem plo  q ue  os gerou  não tem u m a  m etaclasse  definida.
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FIGURA 5.18: INTERFACE DO EXEMPLO “ D ESEM PEN HO ”
5.3.4. A p l ic a ç ã o  4 -  iV Icta-infonnnçÕcs e m  nin thne
Ao contrário  do exem plo  anterior, em  q u e  o resultado da rei(1 cação é m ostrado 
em  tem po de projeto, este. da  aplicação 4. m ostra  co m o  as m eta- in fo rm ações  da classe 
base são obtidas em  (empo de  execução. A  figura 5 . 1 9  m ostra  um  form  coni páginas 
para as in form ações da classe, dos atributos, dos m étodos  e dos argum entos.  T am b ém  
não foi c r iada  n enhum a metaclasse.
j Alulmtij'! M étodos j A/gntr>iiiilii‘i j
id num« litmRcltmiu tm ô íjg it ii iu  lipoAf:c>ss Í - 1 M * t
: 1 jinit 2-C nnsW iictor 2- 0-Piihlic :C o n stru t:to r inil;
: A  operocoo O-Procedure 1- íOPiihlic iProcedtire operocoo (i;Lu • .  - ±1
Lncnrrndo
FIG U R A  5 . 1 9: INTERFACE DO EXEMPLO “ M ETA -tN  FORMAÇÕES EM RUNTIME”
Capítulo 6
C o n s i d e r a ç õ e s  f i n a i s
Este trabalho apresentou, além de um a p roposta  de supo rte  à reflexão 
com putac iona l  para am bientes de desenvo lv im ento  visual de  software, lima 
im plem entação  para  o Delphi, d en o m in ad a  O P M O P . O m odelo ,  voltado à reflexão 
com portam en ta l ,  levou em conta o fato de q u e  estes ambientes, po r  mais aberturas que  
p ro m o v am , não perm item  interferências na fo rm a com o  trabalham  e q ue  ex tensões de 
funcionalidades às suas l inguagens de p rog ram ação  sejam feitas por in term édio  de 
com ponentes .
U m a pr im eira  avaliação des ta  p ro p o s ta  deu-se  pe la  im plem entação  0 / ’M 0 P .  
P o d e-se  d izer  q u e  os resultados foram  os esperados e som en te  não foram  m elhores 
devido  a limitações de  projeto (esta p r im eira  versão do  pré-processadoS^wão^èSíâ 
tra tando  a rquivos D LL e declarações “ include”) e, principalm ente , as im postas  pelo 
am bien te  Delphi, tais como:
a) não está  docum en tada , no am biente , unia form a de acesso aos a rquivos de  u m  
pro je to  d ire tam ente  da memória. A so lução  a d o tad a  de acessá-los do disco exige que  
a  aplicação esteja g ravada  antes d a  reificação;
b) não é possível, na atual VCL, um  co m p o n en te  saber, no m om en to  em que é 
instanciado, a  unif que  o contém. Isto forçou a decisão de  ser acrescentada, em  
alguns com ponen tes ,  u m a  p rop riedade  na qual deve  ser inform ado o n o m e  do 
pro je to  q ue  con tém  a  classe base e a  metaclasse;
c) os co m p o n en tes  visuais não conseguem  “p erceber” a tualizações d a  classe base. Os 
resultados d a  reificação são no tados  v isualm ente  apenas após a invocação explicita  
desta operação.
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A pesar  disto, vários são os benefícios des ta  p ro p o s ta  d e  suporte:
1. a v isualização dos  resu ltados da reificação a inda  em tem p o  de design  p ro m o v e  u m a  
m aior  agilidade n a  definição do algoritm o d a  m etaclasse  (a  defin ição da classe base 
no seu form ato  original pode  não estar disponível);
2. a utilização de co m p o n en tes  perm ite  facilidades no sen tido  de  alternar a s ituação de 
aplicações no  con tro le  d a  execução. Em  outras  palavras, u m a  aplicação volta a ser 
não reflexiva com  a m esm a facilidade com  q u e  se to m o u  reflexiva;
3. novas funcionalidades podem  ser im plem entadas nos co m ponen tes  através de 
especializações;
4. as adap tações  necessárias à interceptação de m ensagens atingem  um  bo m  grau de 
transparência, m esm o  alterando d ire tam ente  u m a  classe def in ida  pelo usuário;
5. a  característica  d e  criar um  com ponen te  a cada m étodo  da  classe base reificada 
perm ite  alterações increm entais  de u m a  form a clara e objetiva;
6. os constantes ajustes n a  interface d a  aplicação eni te rm os de  apresentação e 
com p o r tam en to  de com ponen tes ,  bastan te  co m u n s  nos  am bien tes  visuais de  
p rog ram ação , não afetam a estru tura  defin ida  p a ra  o contro le  d a  invocação  dos 
m étodos.
Outra  ques tão  q ue  p reocupa  os projetistas de M O P  refere-se ao desem penho  de 
um a  aplicação q ue  con tém  u m  m ecanism o de in terceptação de m ensagens. O apêndice 
C m ostra  u m  estudo  com para tivo  sobre  a im plem entação  O P M O P . N o s  testes aplicados, 
obse rvou-se  que  o desem penho  foi pouco  afetado, pois foram criados, para o 
prov im ento  d a  in terceptação, objetos com  um  m esm o m odelo ,  j á  q u e  vSão escritos em 
Oliject Pascal. A lém  do mais, as operações de m u d an ça  no (luxo de contro le  entre os 
objetos são  rápidas, p o r  serem  feitas p o r  ponteiros n a  m em ória . Estes resultados, no 
entanto, não d evem  ser considerados conclusivos. Um a análise mais p ro funda  faz-se 
necessária  para  a ob tenção  de  resultados mais precisos e confiáveis.
Os co m p o n en tes  visuais ^ / ’M OP. criados com  o intuito de p roverem  o resultado 
da p ré -com pilação  em  tem po  d e design, foram  d ivididos em  dois g rupos: os que  tratam 
as m eta- in fo rm ações  da classe base com o u m a  única slring (utilizando a propriedade  
Caption herdada)  e aqueles q ue  as tratam n um a lista de  slring (p rop riedade  Lines ou
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Iteins). O u tra  m otivação  para  utilizá-los, além daquela  para  a  qual fo ram  criados, es tá  n a  
facilidade de p reench im en to  das p rop riedades  de lista de  sírings, e specia lm ente  se a 
classe base  con tém  u m a  qu an t id ad e  considerável de  atributos e m étodos.
C om  base  nos resu ltados obtidos, acredita-se  q ue  o trabalho  d ev a  ser continuado . A 
seguir, a lgum as perspectivas de continuidade:
•  im plem entar  o m ode lo  atual nou tro  am biente;
•  reescrever a p ro p o s la  de  suporte  com o um framework e  criar co m ponen tes  baseados 
neste framework:
•  acrescentar à p ro p o s la  o tra tam ento  de  persistência  de objetos;
•  im plem entar  novos  com ponen tes  no  OPMOV, com o o tra tam ento  d a  impressão 
(sem elhante  aos da  pasta  Q u ickR eport)  e ao estilo de  T S tr ingG rid  e d e  TtreeView.
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APÊNDICE A 
UMA VISÃO DO DELPHI
Lançado  pe la  B orland International Inc. em  1994 p a ra  com pe tir  com  Visual 
Basic, o Delphi rap idam en te  to rnou -se  u m a  ferram enta  bastan te  p o p u la r  p a ra  o 
desenvo lv im ento  de aplicações no W indow s. Ele é baseado  no O bject Pascal, u m a  
linguagem  híb r ida  q u e  c o m b in a  o Pascal p rocedim enta l com  extensões da  POO.
A. I. Breve histórico
O Pascal foi desenvolv ido  por Nicklaiis W irth em  I 9 6 0  com o  resposta  a ou tra  
l inguagem  d esenvo lv ida  na época, o Algol, p a ra  incorporar  u m a  abo rdagem  oposta  a 
este, sendo  m en o r  e possib ilitando com binar  poder  e simplicidade. A idéia chave d a  
nova  linguagem  era o rdem , adm inistrada por meio de  um  forte conceito  de tipo de 
dados. N a verdade, o Pascal foi e continua sendo  usado com o  u m a  das primeiras 
l inguagens de p ro g ram ação  que estudantes de  com p u tação  aprendem .
O riginalm ente , o Pascal foi visto com o u m a  l inguagem  acadêm ica, até o 
lançam ento , em  1984, do  T u rb o  Pascal, d a  Borland. E m b o ra  existissem outras 
im plem entações  do Pascal para  micros, a prim eira  versão do  T u rb o  Pascal era  
tecno log icam ente  superio r  aos outros, especia lm ente  no  desem penho  d a  com pilação, 
orig inando  daí o n o m e  de  Turbo . A  B orland con tinuou  trabalhando  no produ to , 
alterando a a rqu ite tu ra  básica  d a  l inguagem  na versão 3 com  a  in trodução  do conceito  
de units e. na  versão  5.5, com  o conceito  de objetos. Em  1992, surgiu a  última versão 
para  o am bien te  M S -D O S . den o m in ad a  de  7, ju n tam en te  com  o lançam ento  do T u rb o  
Pascal lor W indow s, para o W indow s 3.x, q ue  u t i l i /ava  a b ib lio teca  O W L  (Object 
Windows Library). A prim eira  versão do Delphi veio em 1994, ainda para  o W indow s 
3.x, baseada  no Object Pascal e já  utilizava a V C L  (Visual Component Library) para o
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desenho  das interfaces. A versão 2 .0  foi lançada logo em  segu ida  p a ra  o W in d o w s  95. 
A tua lm en te  está  n a  versão 5.0.
A.2. Características
Delphi é um a ferram enta  de  desenvo lv im en to  visual para  criação de aplicações 
W indow s,  apresen tado  num  am bien te  in tegrado de  editor de  textos, co m p ilad o r  e 
depurador .
A lgum as características são:
•  supo rle  a banco de dados, incluindo Oracle, Sybase e Inform ix;
•  com pilado r  m uito  rápido;
• ab o rd ag em  baseada  em form ulários e o rientada a  objetos;
•  u m a  b ib lio teca  de  com ponen tes  nativos e de  terceiros;
• possib ilidade do uso de  ferram entas  de terceiros.
P a ra  a criação d a  in terface da aplicações, o usuário  d ispõe  de  u m a  biblio teca  de 
com ponen tes ,  d en o m in ad a  V C L  ( Visual Componení Library). E la  é co m p o s ta  de 
classes não só re lacionadas à interface co m o  tam bém  para  fins gerais, além  de  conter 
classes q u e  não são com ponen tes .  A figura 3.4 m ostra  a palhela  dc co m ponen tes  do 
Delphi. C ada  pág ina  ag rupa  co m p o n en tes  de acordo  com  suas funcionalidades ou então 
o riundos  de um  m esm o fornecedor. Desta forma, a pa lheta  ab riga  não som ente  os 
com p o n en te s  padrão  do Delphi, mas tam bém  os novos co m ponen tes  desenvo lv idos  po r  
terceiros.
A h ierarquia  de classes do  Delphi in troduzida já na versão 1.0 é, n a  realidade, 
um  framework utilizado para a conslrtição  das aplicações m anipu ladas  em  (empo de 
projeto. Isto perm ite  que  alterações no  com p o r tam en to  e características visuais dos 
co m ponen tes  sejam percebidas antes m esm o  da execução  da aplicação.
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A.3. O ambiente.
E co m p o s to  de  quatro  janelas principais, m ostradas n a  figura 3.1. São elas:
•  p r inc ipa l: co n tém  um  m enu com  opções  suspensas , botões  de atalho pa ra  as tarefas 
mais rotineiras (os SpeedB u ttons)  e a p a lhe ta  de com ponentes .  E la  é d en o m in ad a  de  
principal p o rq u e  p ro v o ca  o encerram ento  d a  execução  do  Delphi q u an d o  for 
fechada.
•  Ohject inspector: perm ite  inspecionar os ob je tos  do forn i, m o sfh t t id ò 'usuas 
p rop riedades  e os eventos associados a  cada  um (figura  3.7).
•  forni é o form ulário  com  os com ponen tes  gráficos da  interface. E  no  form  q u e  o 
p ro g ra m a d o r  desenhará  su a  interface.
•  uni f . u m  arqu ivo  texto q ue  contém  ou o código  associado ao form  ou cód igo  Object 
Pascal co m  rotinas genéricas escritas pelo  p ro g ra m a d o r  da  aplicação.
À.4. Escrevendo unia aplicação
O desenvo lv im ento  de u m a  aplicação Delphi tem início pe la  criação de um  
Projcct. U m  project é u m a  coleção dos a rqu ivos fontes em Object Pascal q ue  co m p o rão  
ou u m a  ap licação  ou u m a  DLL. A lguns destes arqu ivos são gerados  em  tem po de 
projeto , enquan to  outros, pelo com pilador. A  figura A. 1 m ostra  um  exem plo  de um  
p ro je to  cham ad o  Project 1.
Os a rquivos fontes em O bject Pascal q u e  co m p o rão  um  projeto  são co locados  
em  nnits. Desta  forma, pode-se  dizer a inda  q u e  um  projeto  é u m a  coleção de  uni Is 
Delphi. U m a  uni! é  u m a  b ib lio teca q u e  con tém  declarações e rotinas úteis à aplicação. 
Este m ecan ism o  ag ru p a  classes, funções, p roced im entos,  tipos, constantes e variáveis, e 
perm ite  a inda  o ocu ltam ento  de  inform ações. Pelo fato do  Delphi p rover  facilidades no 
desenho  de  interfaces, os com ponen tes  visuais (e não  visuais tam b ém ) d a  interface da  
aplicação ficam a rm azenados  em um form . A ssoc iada  a  est eform  existe u m a  unit com  o 
código  fonte dos eventos definidos para  estes objetos. U m a unit não necessariam ente  
está assoc iada  a um  forni, mas um  form  s em p re  está associado a um a unit. As figuras
A .2, A .3 e A .4 m ostram  exem plos d eforni e  de unils.
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< 1', P r o je c t !;
<2>
•- 3 - üsès Forms,
<4> U nítl in ’ U n i t l . p a s r,
<-5> Un.it2 in ’ Unit2 . p a 3 1 {Forml},
--.O- Ünít3 it» ’ UfiitS. páS T ;




<12> Application.CreateîTolrmi'Üï'orinl,, Forml) ;
<13> Application.&ún ;
1 •! -■>
Os números envolvidos por <> não tazem p;irle do fonte, servem apenas para indicação 
do número da linha. As palavras em negrito são palavras reservadas da linguagem. Em 
<3> tem uma cláusula use*. Ela indica os arquivos que la/em  parle do project, ou seja, as 
imit.s. Ein <8> está um arquivo mantido pelo Delphi e entre <10> e <\4> a execução da 
aplicação.
FIG U R A  A. I : Um a r q u i v o  p r o j e c t  d o  D e l p h i
:i: V à te f  d e  A ; f ï  2
OpeiaçSo
l ín j  <* a + «
;^V ôíoV doéf-Í4  " íHii ri + Ks....... .........» f~* A ifc o
m S Ê B Ê B È S m Ê g F 0 ™ ®
. æ p p
C^lcuhf F<= har
Este Foi ml representa a interface da aplicação do usuário. A linha 
<5> da figura Al indica que ele faz parte do projeto Project 1
FIGURA A .2: U m f o /m-/em  D elphi
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I
<1> ob'ject Form] . TForml <111> Caption » 'Fechar*
<2> I,Oft = 220 < 1. J 2 > TAbOrdôi: - 2
<3> Top s= 137 <113> OnClaek BitBtn2Cliek
<4> Width = 304 <1 14> Kind = bkCahccl
<5> Height - 19G <115>
<6> Chption -- 1 i o r m l 1 < 1 16> end
<7> object Labe11: TLab<->l
<8> teft = 28
<9> Top “ 20
<10> Width = 4 9
<11> Height “ 13
<12> Caption = 'Valor de A'
<Í3> e n d
<106> ob^ccfc BitBtn2 • TBitBtn
<107> Left = 168
<108> Top = 112
<109> Width - 101
<110> Height = 37
Parle dc uni programa I'onte conlm hido polo Delphi nos bastidores do projclo do usuário. Está 
associado a o form  F o n n l. Ioda e qualquer alteração ein Form l ó registrada neste fonte. No exemplo 
o usuário foi poupado da digitação de 116 linhas de código Object Pascal
FIG U R A  A .3: BASTIDORES DO PROJETO DE UM FORM
A linlia < 3 >  da figura A .4 m ostra  a palavra reservada  in te r fa c e .  E la determ ina 
q u e  toda  declaração presente  nesta seção se rá  visualizada pelas outras  units. A linha 
< 5 >  tem  uses  segu ida  d e  u m a  lista com  todas as units q u e  farão parte  de  Unit2. N otar  
q u e  uses  não é u m a  declaração “i n c l u d e N a  verdade, serão incorporadas  ao  código  de  
U n i 1 2 apenas as declarações presentes na seção da  interface de  cada  unit da  lisla de 
uses. A linha < 9>  m ostra  a declaração de u m a  classe ch am ad a  TForml q ue  he rd a  
TForm. d a  estru tura  d e  classes do  O bject Pascal. Esta linha, ju n ta m e n te  com  as < 1 0 >  a 
< 2 0 > , são atualizadas pelo Delphi a cad a  a lteração nofôrm
U m a ou tra  seção de  um a unit é a  im p le m e n ta t io n ,  na linha <3()>. E nela  q ue  
serão  co locados  os  a lgoritm os d a  aplicação. T o d a  declaração d e  identif icador nela  
con tida  se rá  visível apenas nesta  unit, não sendo com part i lhada  po r  outras. A linha < 32>  
m o stra  a inclusão do  a rqu ivo  fonte dos  bastidores, con fo rm e  figura  A .3.
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<1 u n i t  tJnitS;
<. } - i n t e r f a c e
< 5 * u s e s  Windows, M ess ag es ,  s y s u t i l s ,  C l a s s e s ,  G r a p h i c s ,  C o n t r o l s ,
■'6> Fotm3 , D i a l o g á ,  StdCtlr lS,  ExfcCtr ls ,  BUttoná;
<7>
<P>
TTOiml " a l a 3 5 ( T F o i h O
< 30 > P i i - P t i U *  TBitBLn;
<11> B i t B t . n ?  r T P i f B t u ;
<12> L a b e l l :  TLabel/
<13> Bc f i t l :  TEdxt;
<1 4> I, 12: Ti.nbo l ;
* 1 E d it  2: TEd i .tí
< .1.0 > ■:.i||:|í:. I-kí i jij.. : j'TVnd i;< > t> r. i i y i i r S
< 1 7  > t , a b e l 3 - TLol , n ] ;
< i c Edli-3: TEdiL;
< 1 9 > p r o c e d u r e  I!U‘i m i ? C l J  Ck (i5«nd**l i T O b j e c t ) /
<20> p r o c e d u r e  1? ’ ‘. BLn 101 It K ( Pc ndci  • T O b j e c t ) ;
< U » p r i v a t e
{ Pr j v.-iL'’ dr-cJ a i a t  ■ uir: 1
3 > pub.l 2 c
( doc l a i . i t .  tun' .  1
< 2 5>
< 27 >
<2B> Form! : Tl òrinJ ;
<?a>
<'.5 i m p l e m e n t a t i o n
<31 J
{$R *.DFM]
< 3 3 >
<• í4? p r o c e d u r e !  TFoiml hi  tptin->eli c >. ( 5<?nd<- r : Tr thj ^ ct ) ;
b e g i n
< 3 é > F c r m l . C l o s e ;
'~YI;
<?3S>
< 3 ? > • ptoúâdujeô TForml . B i t B t n l C l i c k  (Sender; T O b j e c t ) ;
<'!0> v a r  A, fJ, R>'i«lt*jdt' : Rch2 ,
b e g a n
A *jt rToI’ lo . i t i f t ' i - m J  .F.di Ll .Tfi.-.' Í
-"»3" P :-- Sl.i'J'cFJ on t  (Fonnl !:.di f . I . Tox" '
<<14 > C a s e  F ò í t n l . R a d l a â i í o U p l . Itêfnlf tdiáX W êÈ I I S è ê ê Iè ê ê ê ê ê ÊêÊÊÊÊêêêêê$
0 : R e s u l t a d o  *. “ A J B;
.'iji'," i  : R^iuit  t'-ldo : A R;
<•17 .^ 2 : R o - , > ü ta d o  !'• A * B;
- 'is:- 3 : R f s u l  farto A /  B,‘
- V) F O r m l . E d i e 3 . T e x t  :=> F l O a t t o S f c r ( R ê s U l t a d o ) ;
<51 >
c ^ -
- i 5 1>
FIGURA A.4 : U M A  UNIT  ASSOCIADA AO  MM .FORM
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C o n fo rm e  já com en tado ,  u m a  unit não necessar iam ente  está  a ssoc iada  a u m  
form . E la  p o d e  con te r  im plem entações de classes, p roced im en tos  e funções integrantes 
da  ap licação  do  usuário. Esta  flexibilidade de  se  trabalhar com  units pode ,  infelizmente, 
levar a um  estilo confuso  de program ação . U m a b o a  técnica, mas não  u m a  regra, é 
utilizar u m a  unit a  cada  func ionalidade da  aplicação, ou  seja, não “reap rove itar” 
arquivos. Exem plos:
(a) escrever apenas um a classe dentro  de um  arqu ivo  de unit. Se a aplicação 
exigir três classes, colocá-las em  arquivos distintos;
(b) na  unit d e  um  form  deixar apenas o código  referente  às questões  visuais;
(c) co locar  todas as funções e os p roced im en tos  desenvo lv idos  dentro  de um  
único arquivo  de  unit.
E m  relação ao arquivo  de projeto de u m a  aplicação, a  orien tação  é deixar q ue  
apenas o Delphi m antenha-o  atualizado. O am bien te  possui facilidades para o 
gerenc iam en to  d e  p ro je tos  q ue  d ispensam  a intervenção m anual do program ador .  E m  
outras  palavras, a orien tação  é deixar q u e  o Delphi contro le  este arqu ivo  e, se possível, 
ao escrever um a  aplicação, não abri-lo.
A.5. Form c Data Module
A figurá A .2 m o stra  um form  con tendo  alguns co m p o n en tes  visuais. N ele  pode- 
se observar  q u e  “V a lo r  de  A ” é um  com ponen te  do  tipo TLabel em q ue  sua  p rop riedade  
C aption  está  def in ida  com o  “Valor de  A ” . Vale  o m esm o  p a ra  “V alor d e  B ” e 
“R esu l tad o ”. A  caixa b ranca  com  u m  núm ero  12 é ou tro  co m p o n en te  mas do tipo TEdit, 
o qual perm ite  q u e  d ados  sejam editados, isto é, um a ca ixa  de  en trad a  d e  dados. As 
caixas com  4 e 16 tam b ém  são do tipo TEdit. Os bo tões  são do tipo T B u tton ,  em  q u e  a 
p rop r ied ad e  Caplion  de  cada um possui valores diferentes. Em suma, um  form  pode  
conter  com p o n en te s  visuais e não visuais. Form alm en te  falando, um co m p o n en te  é dito 
visual q u a n d o  possui a característica  de ser visto, a inda em  tem po  de desenvolv im ento , 
na form a c o m o  se apresentará  em  tem po  de execução , e é dito não visual q u ando  não 
possui esta característica  (não são eles p róprios  visíveis em tem po  de execução, mas
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podem , no entanto, gerenciar  algo q u e  é visual, com o , po r  exem plo , u m  co m p o n en te  
p a ra  caixa de diálogos).
O Delphi inclui a inda  um  ou tro  tipo de  form ulário  c h am ad o  DataModule. U m  
DataM odule é um  tipo especial d e  formulário q u e  abriga  apenas os com ponen tes  não 
visuais. E m  tem po  de desenvo lv im ento , apresenta-se  c o m o  u m  C ontainer  co m  vários 
co m ponen tes  não visuais, tais conio  T T ab le  e T D atabase  entre  outros . Possui as m esm as 
funcionalidades q u e  um form , exceto  aquelas ligadas ao aspecto  visual.
Basicam ente , escrever u m a  aplicação Delphi é esco lher  um a  série de  
com ponen tes ,  colocá-los  den tro  de  um  form  (ou  de  um  DataM odule) e definir suas 
interações.
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APÊNDICE B 
FRAMEWORKS E COMPONENTES
A  reutilização de softw are  tem  sido u m a  das principais  m etas d a  E ngenharia  de 
Softw are  p o r  vários anos. A lém  de p ro m o v e r  u m a  redução  dos  custos do 
desenvo lv im ento , a reutilização perm ite  tam b ém  u m a  m aior  eficiência da  equ ip e  de 
análise e p rogram ação . Esta reutilização, no entanto, refere-se não som en te  ao código 
das a pli cações, mas tam bém  ao projeto destas aplicações. N u m a  breve  com paração ,  os 
projetis tas d a  é p o ca  da  orientação a  ob je tos  a lcançam  níveis de reutilização d e  cód igo  
m aiores  do q u e  aqueles ob tidos n a  é p o c a  das técnicas procedim enta is . A s b ib lio tecas de 
p roced im en to s  e funções e, mais tarde, as bibliotecas de classes, m an tinham  o foco 
principal n a  reutilização do  código  do software. M attsson  [M A T 99a]  co loca  que , em 
tese, a reutilização de  projeto  seria mais vanta josa  econom icam en te  q ue  a  reutilização 
de  código , p o rq u e  enquan to  o projeto re tra ta  a par te  intelectual do  software, o código  é 
u m a  co n seq ü ên c ia  deste, sendo, portanto , mais fácil de  recriá-lo.
D a  exp lo ração  m aciça  dos parad igm as d a  orientação a  objetos, novas  idéias 
aparecem  no cam po  do desenvolv im ento  do  software, não só com  o intuito de  es tender 
funcionalidades, c o m o  tam b ém  p a ra  cobrir  falhas e limitações nas abordagens  
existentes. C o m o  u m a  conseqüênc ia  natural, su rgem , então, os frameworks e os 
com ponen tes ,  com en tad o s  a seguir.
B.l. Frameworks
São encon tradas  várias definições de  fram eworks  D estaca-se  aqui a  de Ralph 
Jo h n so n  e Brian Foo te  [JOH88], co m o  sendo  um  conjunto  de classes q u e  personifica  
um  projeto  abstra to  de soluções p a ra  u m a  família de  prob lem as relacionados. Pode-se  
tam b ém  dizer  q u e  um  framework  é  u m a  es tru tu ra  de  classes concretas e abstratas, 
po r tan to  d e  im p lem en tação  inacabada, p ro je tad a  p a ra  um  dom ín io  particular (apenas por 
u m a  ques tão  de  padronização , os te rm os “ problem as re lac ionados” e “dom ínio  
particu la r” se rão  tra tados com o “dom ín ios  de ap licação”) . Um framework  surge, então,
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com o  fruto d a  generalização de um  dom ín io  de  aplicação. A  figura  B .l  m o s tra  um  
processo  d e  identificação de u m  framework. Se for possível obse rva r  a lgum as 
funcionalidades e estru turas em co m u m  dentre  várias aplicações de  um  m esm o  dom ínio , 
a in terseção destas características p o d e  da r  o r igem  a  u m  framework.
Aplicação 1
FIG U R A  B . 1: IDENTIFICANDO UM FRAMEWORK
U m a  vez  identificadas, estas funcionalidades e estru turas são retiradas de cada  
aplicação p a ra  fo rm arem  o framework. Desta  forma, tem -se  a principal m otivação  do 
uso  de framework , q u e  é a reutilização do so ftw are  (código  e projeto). As aplicações 
q u e  se u tilizarem  dele  ganham  em p rodu tiv idade  dev ido  à  reutilização. A  figura  B.2 
apresen ta  um  fram ework  genérico e u m a  aplicação q ue  o usa.
A m bien tes  de  desenvolv im ento  de  software, aplicações de  com érc io  eletrônico 
n a  Internet, ap licações para  ap resentação  de resultados científicos e au tom ação  
industrial e comercial são alguns exem plos  de dom ín ios  de aplicação.
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A pjiito sombreada apresenta o jiiiinr.work como lima eslmltira de classes interrelacionadas.
Abaixo estão as definições da aplicação que o usam. Por ser uma implementação inacabada,
a aplicação precisa especializar algumas classes.
F IG U R A  B.2: U m a  a p l i c a c ã o  o u e  u s a  u m  f r a m e w o r k
6.1.1 Pontos fortes e pontos fracos
S urgem  agora  questões  im portan tes  em relação aos frameworks, tais com o 
desenvo lv im ento , do cu m en tação  e uso. T o d as  elas ap resen tam  seus pontos fortes e 
pon tos  fracos, co m en tad o s  a seguir.
Desenvolvimento dc frameworks
A s m etas são produz i- los  de fo rm a q ue  possam  ser genéricos  e flexíveis. O fato 
de ser genérico  su rg e  pe la  generalização de um  dom ín io  d e  aplicação e u m  fram ework  é 
flexível q u a n d o  possui a capac idade  de ser alterado (alterações n a  e s tru tu ra  das classes e 
seus re lac ionam entos)  e es tendido (acréscim os de  novas classes). A presen ta  co m o  ponto  
forte  a  reutilização de  cód igo  e projeto com  co nseqüen te  aum en to  de p rodu tiv idade  e 
com o  po n to  fraco está  a  com plex idade  [RO B98]. Silva [SILOO] tam b ém  co loca  q ue  o 
desenvo lv im ento  de um framework  é  com plexo . A b o rd a  a inda  q ue  as m etodo log ias  de 
desenvolv im entos  existentes, em  sua  maioria, estão voltadas pa ra  p ro d u z ir  cód igo  e não 
utilizam u m a  no tação  de  alto nível. M esm o q u e  se  u se  os preceitos dos projetos e 
análises o rien tados a  objetos (m etodo log ias  O O A D ), elas não são adequadas  a
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frameworks. M attsson  [M A T 9 9 b ]  des taca  os p rob lem as q u e  envo lvem  a  com posição  de 
frameworks co m o  u m a  form a de  desenvo lv im ento  de n o v o s  frameworks. D on Roberts  e 
Ralph Johnson  [R O B 98] co locam  q u e  u m  fram ework  deve  ser desenvo lv ido  apenas 
q u a n d o  existirem  várias aplicações sob re  u m  dom ín io  específico, de  fo rm a  a  tornar 
viável o tem po  gasto  no  seu desenvolvim ento .
Documentação cie frameworks
A  do cu m en tação  de  um  fram ework  deve  con tem plar  três questões: o propósito  
do framework, com o  usá-lo e os detalhes do projeto  Ao framework. Elas existem  po rque  
são destinadas a públicos diferentes. Enquan to  exislem pessoas q ue  precisam  decidir 
quais frameworks  usar (neste  caso u m a  breve descrição do propósito  do framework  é 
suficiente e as principais funcionalidades p o d em  ser d em ons tradas  através de 
exem plos) ,  exislem  aquelas q u e  precisam  desenvo lver  im p lem entações  elem entares 
(m ais óbvias)  a  partir d e  u m  ou  mais frameworks. N este  caso, faz-se necessário  saber 
c om o  usá-los, sem entrar em  detalhes d e  projeto. U m a b o a  alternativa p a ra  saber usar 
um  fram ework  p o d e r ia  ser através dos cookbook (livro de receitas). P o r  u m  ou tro  lado, 
existem im plem entações  não tão óbvias pa ra  as quais o conhec im ento  de  detalhes do 
pro je to  de  \\m fram ework  é fundamental. Para  estes casos, portan to , surge  u m  terceiro 
g rupo  de  pessoas envolv idas  com  a docum en tação  de  frameworks: aquelas que  
prec isam  saber ,  detalhes de su a  im plem entação , das classes abstra ías  ao m odelo  
coopera tivo  de  suas classes. A necessidade destes conhecim entos deve-se  não  apenas 
em  p rocurar  en tender detalhes não do cu m en tad o s  (ou até m esm o d o cu m en tad o s )  para a 
confecção  de aplicações mais com plexas,  com o  tam bém  para m odificar  o framework.
U m a vez q u e  os frameworks não requerem  n en h u m a  tecno log ia  nova, não foi 
e labo rado  n en h u m  pad rão  específico para  do cu m en ta r  todas suas especificações. E isto 
p o d e  se r  considerado  co m o  um  ponto  fraco d a  do cum en tação  d e frameworks. As formas 
atuais m ais com uns  estão voltadas  para  a  descrição textual, o p ró p r io  código do 
fram ework  e o código das aplicações q ue  os utilizam. Silva [SILOO] p ro p õ e  o uso de 
U M L  c o m  extensões sintáticas p a ra  a d eq u a r  a  no tação  às características específicas de
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frameworks. Johnson  [JO H 92] p ro p õ e  o uso de padrões  p a ra  a d o cu m en tação  de 
frcimeworks.
U so d e  fram ew orks
O uso de u m  fram ework  não é o m esm o  q u e  o uso de  u m a  b ib lio teca  de  classes. 
U m a  aplicação baseada  em u m  jram ework  difere princ ipa lm ente  no con tro le  q ue  este 
exerce  em  tem p o  de  execução  no co m p o r tam en to  d a  aplicação, pois o f luxo d e  contro le  
d a  ap licação  está p rev iam ente  defin ido nele  e não é o  desen v o lv ed o r  q u e  o  define. Já em  
aplicações q ue  utilizam bibliotecas de classes, é tarefa do d esen v o lv ed o r  definir as 
cham adas  dos  com p o rtam en to s  das classes, de te rm inando , assim, o f luxo de  controle. À  
ques tão  q u e  su rg e  é q u e  a com preensão  de  um  fram ework  su rge  com o  um  obstácu lo  a  
su a  adoção . Assim com o  são difíceis de  desenvolver,  seu u so  t a m b é m  d ep en d e  m uito  d a  
docu m en tação  ap resen tada  pelo seu projetista.
Jo h n so n  e Foo te  [JO H 88] classificam u m  fram ework  quan to  ao  uso  c o m o  “caixa 
b ran ca” e “caixa  p re ta”. U m a  aplicação que  utiliza u m  fram ework  co m o  u m a  caixa  
b ran ca  ad ic iona  m é to d o s  nas subclasses de  u m a  ou  mais classes. A presen ta  alguns 
p rob lem as, quando , p o r  exem plo , o n ú m e ro  de subclasses a  se rem  criadas for 
re la tivam ente  gran d e  e tam b ém  quan to  ao ap rend izado  de  seu uso, u m a  vez  q ue  a  adição 
destes  n o v o s  m é to d o s  pelo  m ecan ism o de  h e ran ça  exige o conhec im ento  d a  es tru tu ra  d a  
classe. U m a  fo rm a de  m in im izar estes p rob lem as  surge  c o m  o fram ework  caixa  preta, 
o n d e  seu uso  dá-se  pela  d isponibilização d e  u m  conjunto  de  subclasses concretas, 
reutilizáveis po r  com posição  co m o  u m a  alternativa à  reutilização p o r  herança. A través 
d a  com pos ição  d e  classes, é possível usá-las sem  o conhecim ento  p ro fu n d o  de suas 
funcionalidades.
C o n fo rm e  j á  com entado , o pon to  forte no uso de  frameworks é  o altò gráü de 
reutilização d e  p ro je to  e código, enquan to  q u e  os  pon tos  fracos são  as d ificuldades para  
desenvo lvê- los  e usá-los.
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B.2. Componentes
A idéia  d a  confecção  de  so ftw are  através d a  com pos ição  de  co m ponen tes  
reutilizáveis é bas tan te  anterior  à  p rog ram ação  o r ien tad a  a  objetos [SILOO, S Z Y 99], E m  
term os de  especificação, uni co m p o n en te  n ã o  necessar iam ente  prec isa  ser  escrito apenas 
c o m  classes. N as linguagens de  p rog ram ação  q u e  não  p ro v êem  su p o r te  à o rientação a  
objetos, p o r  exem plo , já são encon trados  co m p o n en tes  em  fo rm a  d e  função ou 
p ro ced im en to  (u m a  função  de u m a  b ib lio teca  C é u m  com ponente) .
Partic ipantes do W C O P ’96 defin iram  co m p o n en te  com o  “ u m a  un idade  de  
com p o s ição  c o m  interfaces con tra tua lm ente  especificadas e dependênc ias  d e  contexto  
explícitas. C o m p o n en te s  p o d em  ser desenvo lv idos  indep en d en tem en te  e estar sujeitos a 
com p o s ição  c o m  terce iros” [SZY96], Uma interface especif icada  não significa ter q u e  
dem ons tra r  c o m o  e la  foi im plem entada , mas sim  descrever u m  g ru p o  de especificações 
de serviços do  com ponen te .  O fato d e  serem  independen tes  é garan tido  pelo 
encapsu lam en to  de  detalhes de im plem entação , o que  p erm ite  q u e  as funcionalidades 
sejam escritas em  qu a lq u e r  p a rad igm a  (orien tadas  a  objetos, procedim enta l,  assembly). 
N e m  sem p re  te rem os  u m  co m p o n en te  pa ra  cada  s ituação específica. N este  caso eles 
p o d e m  ser adap tados  através d a  alteração do  cód igo  fonte  ou  d e  wrappers [W EC97],
A  figura  B.3 , ex tra ída  de Silva [SILOO], m o s tra  um  sis tem a co m p o s to  a  partir d a  
conexão  de  vários com ponentes .  U m a vez  q ue  u m a  interface é defin ida  c o m o  u m a  
co leção  de  po n to s  de  acesso, em q ue  cada  um  possui u m a  sem ântica  especif icada 
[W E C 97],  a  fo rm a  de  interação de  u m  co m p o n en te  com  o m eio  ex terno  é através dos 
canais de com unicação .
A tua lm en te  exis tem  alguns padrões  de  especificação de  com ponen tes .  O s mais 
conhec idos  são C O R B A , COM  e JavaBeans. A  O M G  (Object M anagement Group), um  
consórc io  d e  700  em presas  fundado  em  1989, desenvo lveu  o C O R B A  (Common Object 
Rcquest Broker Architectwe) para perm itir  a in teroperab ilidade  de objetos 
independen tes  d e  p la ta fo rm a e localização física. Um objeto  C O R B A  interage com
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outro  através d e  su a  ID L  (Interface Defmition Language), p u ram en te  declarativa, sem  
con ter  detalhes de  im plem entação . A tua lm ente  estão  d isponib ilizadas especificações 
IDL p a ra  as linguagens C, C ++ , Smalltalk e Jav a  [O R F97 , SZY 99], O seg u n d o  padrão , 
C O M  (Component Object M odel), é d a  M icrosoft.  Os co m p o n en tes  A ctiveX  e O LE 
(Objecl Linking and  Embeding) p o d e m  ser escritos em várias l inguagens e nada mais 
são do q u e  co m p o n en te s  C O M  dis tr ibuídos (D C O M ), que, à sem elhança  do  C O R B A , 
tam b ém  utilizam u m a  IDL [O R F97, SZY99J. E, finalmente, o JavaB eans, da Sun  
M icrosystem s, com p o n en te s  desenvo lv idos em  Java  tam b ém  com  independênc ia  de 
p la ta fo rm a d e  execução  e localização |S Z Y 99],
O retângulos cinza são componentes. Neles, observam-se as interlaces representadas 
pelos retângulos brancos. Os retângulos em prelo são os pontos de acesso (os canais de 
comunicação)
F IG U R A  B.3: ESQUEM A DE COM PONENTES
O aum en to  do n ú m ero  de aplicações orien tadas a co m ponen tes  deve-se  a 
d ispon ib ilidade  destes padrões  de  especificação. Em  n o m e  de u m a  m aior reutilização de 
código  e p ro je to , a  tentativa de conexão  de  com ponen tes  cons ide rados  incom patíveis  era 
inevitável. Dois co m ponen tes  p o d em  sei conec tados  se tiverem  suas interfaces 
com patíve is  [S1L00],
A ss im  c o m o  nos  frameworks, os com ponen tes  tam b ém  tem  u m a  classificação 
quan to  à  reutilização. Eles são ditos caixa b ranca  q u an d o  perm item  a inspeção e a 
m odificação  do  co m p o n en te  reutilizado e caixa p re ta  q u an d o  não perm item . Um caso
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hibrido  é d e n o m in ad o  d e  “caixa c inza”, q u an d o  apenas um a parte  d a  im plem entação  do 
co m p o n en te  é aberto  p a ra  inspeção  e alteração. E, por fim, um  c o m p o n e n te  é reutilizado 
ao estilo “caixa de  v id ro ” (glassbox) q u an d o  perm ite  a inspeção d a  im plem entação , mas 
não sua  modificação.
B.2.1. Pontos fortes e pontos fracos
C o m p o n en te s  o fe recem  grandes vantagens n a  reutilização e facilidade de  
m anu tenção  do  softw are, tal qual os frameworks. Entretanto , o uso da  abo rd ag em  de 
p rog ram ação  o r ien tada  p o r  com ponen tes  esbarra  em  alguns detalhes. Nielsen e 
E lm strom  [N IE 99] re la tam  seus p rob lem as 110 uso de co m p o n en te s  binários, 
principalm ente  em  ques tões  co m o  cu ltura  e organização , d o cu m en tação  e 
gerenc iam ento  destes com ponen tes .  C o locam  ainda q u e  u m a  das m aiores  queixas d a  sua  
equ ipe  d e  p ro g ram ação  é qu an to  à responsab ilidade  q u e  estavam  assum indo  pela  
utilização de  co m ponen tes  de terceiros com  d o cu m en tação  precária. Bosch [BOS97J 
co loca  q ue  com p o n en te s  p rec isam  ser adap tados  antes de  se rem  utilizados, pois 
dificilmente estarão ap tos  para  uso imediato. Esta adap tação  p o d e  ser feita po r  
com posição , 0 que  n e m  sem p re  é u m a  tarefa fácil devido às incom patib ilidades entre os 
com ponen tes  com postos .
Pode-se  concluir, então , q ue  tanto  os frameworks quan to  os com ponen tes  
ap resen tam  vantagens e desvantagens e q ue  o uso co m b in ad o  das duas  abordagens 
poderia  aum entar  suas capacidades de  reutilização, assim com o  dim inuir  suas 
deficiências.
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APÊNDICE C 
DESEMPENHO DA INTERCEPTAÇÃO DE MENSAGENS DO
O PM  O  P
U m a p reocupação  dos  projetistas de M O P refere-se  ao desem penho  do  
m ecan ism o d e  in terceptação  d e  m ensagens, u m a  vez q u e  a in terceptação  do nietanível 
tem  relação direta  c o m  o com p o r tam en to  em  tem po de  execução  do  sistema. Desta  
form a, a im plem entação  des te  m ecan ism o deve  p ro d u z ir  p o u c a  influência no 
desem p en h o  do  c ic lo 14 de  execução  dos m é todos  reflexivos | K1C91 j. .
P a ra  efeito de  análise do desem penho  da  in tercep tação  de  m ensagens do 
O f M O P ,  fo ram  elaboradas  duas aplicações, cham adas  de DemoSEM e DemoCOM. 
A m b a s  utilizam a classe C_NB, que  possu i o m étodo  proce.ssa utilizado p a ra  
com paração  (f igura  C . l ) .  A  DemoSEM, utiliza processa sem  q ua lquer  recurso  
reflexivo e, a  outra, aplica  o m ecan ism o  de  in terceptação neste  m esm o  m étodo . A  figura 
C .2 apresen ta  as interfaces destas aplicações. N o  projeto DemoCOM existe a inda  a classe 
C_MN, q u e  é a classe do  melanível con tro ladora  de C_NB (figura  C.3).
tJ «h • llMB,
xjvKéirfeae
í t»V -int* p) ,< <í,
’B&gí.ti
F IG U R A  C. 1: C l a s s e  C _N B  d e  E x e m p l o
14 Entende-se por ciclo de execução de um método o cumprimento d;is elapas de. invocação, 
processamento e retom o ao local dc cluunuda do método.
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F IG U R A  C .2: INTERFACES DOS PROJETOS' DEMOSEM E DEM OCOM
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' FIGURA C,3: Classe C_MN de Exemplo
O s testes e laborados  para  a análise do  desem p en h o  d a  in terceptação de  
m ensagens  possuem  com o  idéia básica a com paração  do  (empo de execução  entre um  
m éto d o  rellexivo e um  não rellexivo. A seguir, a descrição de cada leste.
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C .l. Teste 1 -  tempo ile execução
A m e to d o lo g ia  u til izada  abrangeu  a co le ta  dos dados  e a ap resen tação  dos 
resultados. As variáveis envolvidas são duas: “N ”, com o  o n ú m e ro  de cham adas do 
m é todo  p r o c e s s a ;  e “T e m p o  D eco rr id o ” , co m o  o tem po  de execução  das N 
in terações d o  m étodo .
C . l . l .  - Coleta de Dados
Os dados  cole tados foram os tem p o s  decorr idos  p rovenien tes  da  execução  dos 
p rojetos DemoSEM e DemoCOM.
Basicam ente , cad a  projeto executou  as seguintes etapas:
•  O b tenção  do  horário  atual antes das invocações de p r o c e s s a
•  Invocação  do m étodo  processa , d a  classe c _ N B ,  N  vezes. Para  o projeto  
DemoSEM, processa é não reflexivo e, para  DemoCOM, é reflexivo
•  O b tenção  do horário  atual após esta interação.
•  Cálculo  do  tem po  decorrido, em  m inutos , das N invocações.
C . l . 2. -  Apresentação dos resultados
Os valores fornecidos pelas execuções dos projetos foram  co locados  n u m a  
plan ilha  de eletrônica, con fo rm e tabe la  C .4.
T A B E L A  C.4: RESULTADOS L>0 TESTE 1
Tempo Decorrido
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C.2. Teste 2 -  uso do ProDelphi
N este  seg u n d o  leste da  análise do  desem p en h o  do 0 7 JM 0 P ,  foi utilizado um  
softw are  específico , deno m in ad o  de  ProDelphi. Basicam ente , a função  deste  p ro g ram a  é 
m edir  o tem po  de  execução  de suba lgori lm os (p roced im en tos  e funções) , através d a  
inserção d e  controles  no  inicio e no  final dos b locos, em  todos os a rqu ivos do projeto. O 
p ro je to  é, então, recom pilado  e, após  su a  execução , vários a rqu ivos  são criados pe lo  
P roD elphi [ADOOOj. Os resultados são apresen tados  através dos seus arqu ivos 
específicos ou  através de sua  interface (figura  C .5).
£ PioD elphí - Viewer
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As ctiluiuis mais relevantes são:
Calls: núm ero de invocações do método
RT: tempo total de chamadas do método sem considerar seus procedimentos filhos 
RT-Sum: C alls * RT
RT: tempo total de chamadas do método considerando seus procedimentos filhos 
RT-Sum: C alls * RT
F IG U R A  C.5: INTERFACE DO PRODELPHI
C .2 .I. - C oleta de Dados
Os d ad o s  co le tados foram os tem pos decorr idos  provenien tes  da execução  dos 
pro je tos  DemoSEM e DemoCOM, qu e  estavam  com  as devidas adap tações  feitas po r  
ProDelphi.
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C .2.2. -  A p r e s e n t a ç ã o  d o s  r e s u l t a d o s
Os valores fo rnecidos pelas execuções dos pro je tos  foram  colocados  n u m a  
p lanilha de  eletrônica, con fo rm e tabe la  C .6.
T A B E L A  C. 6: RESULTADOS DO TESTE 2
Tempo Décorrído
Reflexivo Não reflexivo
Calls RT{s* RT-Sum (min) RT (s) RT-Surn (mm)
120 1,044 2,088 1,039 2,078
300 1,041 5,204 1,039 5,195
600 1,039 10,394 1,039 10,394
1200 1,039 20,787 1,039 20,787
A nalisando-se  os resu ltados dos dois tesles, chega-se  a a lgum as conclusões:
•  N o  teste  1, os tem pos provenientes das execuções dos  m é todos  rellexivos e não 
reflexivos fo ram  praticam ente  os mesmos. U m a vez q ue  o overhead  é fixo, as 
d iferenças entre  as invocações p o d e  ser a tr ibu ída  ao m ecan ism o  de in terceptaçào de  
m ensagens  p ro m o v id o  p o r  O/^MOP;
•  No teste  2, q u an to  m aior  o n ú m ero  de cham adas, mais os  valores das colunas RT- 
S u m  das execuções  dos m étodos  rellexivos e não re llexivos aprox im am -se ;
•  A s d iferenças n o  fo rm ato  de  m ed ição  entre  os tesles 1 e 2 ficam evidenciadas  pelos 
valores apurados , co n fo rm e  tabelas C .4 e C .6. E n q u an to  q u e  no  teste 1 o tem po  
d ecorr ido  foi ob tido  considerando-se  não só a invocação  do m étodo , mas tam b ém  a 
e s tru tu ra  de  repetição  responsável pelas várias interações, no teste 2, os p rogram as 
fontes dos p ro je tos  Ibram  alterados pelo P ioD elphi, o qual co locou  um código  no 
início e final do  algoritm o das funções e dos procedim entos.
Apêndice C -  Desempenho da inleiccptação de mensagens do OPMOP 101
De um  m o d o  geral, esles tesles com para tivos serv iram  para  m ostra r  q u e  o 
d esem penho  da  execução  do  O P M O P  não deve  ser  co m p ro m e ted o r .  Entretanto, os 
n ú m ero s  resultantes não  d ev em  ser considerados  com o  finais. U m a  análise mais 
p ro fu n d a  faz-se  necessária  para  a  ob tenção  de resultados mais prec isos  e confiáveis.
I
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APÊNDICE D 
EXEMPLOS DETALHADOS DE USO DOS COMPONENTES 
O P M O P
. Esta  parte  do  trabalho m ostra ,  em  detalhes, os exem plos  apresen tados  no 
capítu lo  d a  im plem entação . E m  alguns deles, são des tacadas versões reflexivas e não 
reflexivas de  u m  m esm o  exem plo . A penas  para  relem brar, os n o m es  de  units e classes 
fo ram  padron izados , co n fo rm e  a seguir:
(a) o p r o je to :  será  sem p re  P r o j e c t l .
(b )  a  c lasse  base :  está n a  unit u N i v e l B a s e  e tem  o n o m e  de T C _ N i v e l B a s e ;
(c) a  in te r f a c e :  está  n u m a  unit u l n t e r f  a c e  e con tém  u m  fo n n  ch am ad o  F o r m l ;
(d )  a  in e ta c la s se :  está  em  u M e t a N i v e l  e tem o n o m e  de  T C _ M e t a N i v e l ;
(e) os c o m p o n e n te s  n ã o  v isu a is :  estão na  unit u D a t a M o d u l e ,  q u e  con tém  um  
DataMoclule cham ado  DM;
(f) os c o m p o n e n te s  v isu a is :  estão no p róprio  F o r m l .
D . l .  A p l ic a ç ã o  1 -  D e p u r a d o r
O exem plo  a tua  com o  um  depurador ,  perm itindo q u e  o usuário , em  tem po de  
execução , con tro le  a  invocação  e a apresen tação  dos m étodos.
(H 1-jr .1-, P ro ju c t.1 ,
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(a )  o projeto
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(b)  a classe base
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(c) o forni interface
Aparência linal da inteiíacc, aplicação não reflexiva ainda, após ires cliques nos bolões 
“ Valor + 1” c ‘‘Valor * 10”. Notar que os métodos executados não foram mostrados.
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(c) a unil interface
A unii da interface do form  anterior. Em destaque, as referências à classe base. As linhas 
marcadas com -> indicam que a aplicação níio está reflexiva, pois a classe instanciada hão 
foi alterada.
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(c) o form  e a unit do  datctmodulc
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(c) oforin  interface 
Aparência linal da interface, estando a aplicação reflexiva, após três cliques nos botões 
“ Valor + 1” e “ Valor * 10”. N otar que o inétodo Operacao não apareceu ju n to  a lista dos 
executados porque, de fato, não foi executado (sua opção Executar não está marcada, cotno 
nos demais métodos).
iii.ii \]IiiLr_r£acn-
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(C) a  unil interface
A unil da interface âoform  anterior. As linhas marcadas com 4  indicam que a aplicação já  
sofreu a ação do componente TM OPAssocia (prover as adaptações necessárias ao .processo 
de interceptação de mensagens). Neste ponto, então, a aplicação está reflexiva.
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D.2. A p l ic a ç ã o  2 -  D e s e m p e n h o
O utro  exem plo  re lacionado à in lerceptação de m ensagens, com  o intuito de  
m ed ir  o d esem p en h o  de  invocações de  m étodos. A  função d a  metaclasse , aqui, é 
in terceptar as m ensagens , o b te r  os horários  inicial e fmal de  cad a  invocação  e calcular o 
tem po  decorrido.
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(c) o form  d a  interface
Como a aplicação não está rcllcxivu, apenas os resultados da aplicação Ibrain 
mostrados. A estatística tlc desempenho, que é tratada pela metaclasse, não foi feita.
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(c) a  unif do ú ltim o form  apresentado
As linhas em destaque são referências à classe base. As indicadas com 4  indicam que a 






g o  :
S 3 ■







































“ r  n :
l o c iC 9~ & Ô I 3 *ï
xtt+xV ôSW x:;:c? ï  : s* ^<9
ÍÍÍÂÔIWAÍÔÍÍÍ î l'O >-> r* r :
N . -» “  
- S :
t t i ^ x i x j Â S x :
W- < 'V& V *• ;
;+ -k O  ; ■a Í5 : 
3 ^
■C >*i 
■3 <* : -if
H '< Ci :
<n-z.
ÇÿftiftïiSi::: s *-+ : $m m m
m ma
















W M  <à -Í 






& S O  : ► — : 
* Ö  3 ! t-> c. a :
& il
v . \ \
3 ">-* 3 
-? •
z z .:
:r i ^»• <r s
V£ "* J
H* <fr





















H' * cr <» 
-
trt 2^
■< :V <Q : 2 w
Ü  « I  :s a :
*■«
Ä
-  :ixjOix: 
«3 : 
ST  :
" î  ^  «a
Í  w  i  '
rf rî ~î
^ *-i i'V
f t^ z: r:::x:^ :::ti>':'frÇ:X 
. < < <i w^x'ltx i^x; :x::^::;ii»:::iw<:x 
•» ^ 3 n> j  h
Ö >Ô- (fi * > <
.Q <r> \£l::x'<5:':'iO:::::iSxx » * “ 
S H? ;X;:jSx;0:x:Qj:;:;: 
^  - tS  I-» :
Z& 7$m m w m  p> ûh
ViOTt-'EBÂTO::: <î> -5 <0-..iaOiC^ SftrS;K  — h -
»  3 “ &  .
- -
s :  w  - i
W  O  G 




^  i  C- 3 cr : ?>.
w ro ïtf 
^  3  r  
û- q, R,
'T < "*î '
û>- C :
iQ  ^  5
>— v>
>::^:>x:>x:x::;i <*3 «î 





‘ "  r  ■ 
i  -  -  :
> -»
"* 3
O  Í9X «
<l>
TÍ5 -C <T ÍT
:x:Ä:Sö;:i:i
I IÿÿtlÎïfeîi::






ti ç? Ou r^:
C C  9,  ^  ff::xSPx:ií>;>:íBt:: 
^  h ,
w  ^
^ *2 
7? vt -Oio- * r* r- o- i :::::*:x-W:;s*: 
O  a .
X Í





h  ^  


















C  H -
:;::&¥::;3::ií 
& "7 »d: *-*
■>
















"C V  •xetx-«ç-: 
G O o r.fl> OS :seixa*íT C. jiiftViWÿ:
fcï ^v&xitoi




c s- 3 t» :
^  • nÆ cr ■<*- cr
Ù» r*- V  :JT J  ^ 5 :a  r  s  ça ;
;fô;:;<^:i^ x;<ûii:i:i 
:  * y  I 
CT “ t  CT -f+H? s  0>>î:&x:î0t::'.-Q:x<5v::: ► * U. r  ~ 
à r  ÿ
>-> £y- w
m m m z  a. » ? t :
H - ÛH £> :
SiöSSiSSK::::
- i  ^  ÎJ




&  ^  p .
«t *f SI 77 T3T »• i> <5 i9 OQQâ >i S  ^
£ / &  fih M X  M  
• i l - l ...................
$#{*$&&&&  
w  *“  -  : -Ä iC <ÎÛ- 
- ï  - i  - «
ï ?  <? t r
i t  ^  (5
*x^+fc*xi**-:-SÎffiÎiwSîK:::::
V  ^  Ç» 
r t  c? 
"  * 
b'- S* b"- 
^  ^  ?  
<£X v d
Apcndicc D -  Exemplos detalhados dc uso dos componentes OPMOP 110
>i,ii i YiMofcnNivnl;
U.í&i Wiucfúrts, UGaíAgeà, 5yíU t iJ-á, C l â-áâè-í, Cl íapM i s , C ofiiP ô Is , StífCttljsl, yMOfV 
T,-fi" TC_MnfcciHivol * "l n -  M” ™ i
W ÊÊÊÈÈÊM ^ÊÊÈÊÊÊÊÊÊÊÊÊÊIÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊ9Í^^^^^^^^^^^SÊÊÊÊÊÈ
jProcetjurç Idt^eo^pfcííAnf^s tmetodo; THOP^M^tcwío); ov^ccid«-; 
Pcoceduix-j inter-copfca&ifpííis ítm to t}^-. THOPJtei;oán ) ;  ovnexx<ie;. ' . 
Fançiutoa c o n ts ro l<?£x<;cmc<w {»<?•('tx fos TMOFj“tet<wJos cvrgs- TMdêWvstjs} »
íkmlfsani Ov«?FfJ.rffi;
i  hipl Offlé »Lã Ld O»
U .-» >  i  i i - M , ,  u t r  " , 1 * i . < 1 ,  u H i  ‘ 1 1  ] - . •  ' . ' n u 1 i  ' * ! * ,
Jnxoí-o, í t n ç l ,  tí3»p-cj f Sfcring;
? ! < V - . . ^ i l J l r t  J / ^ M i t r l H l  > ‘ _1 .J > 1 I '  >) * ‘ | |1  1 ■ ( » ' ■ '  ' '< J '‘> .  l I f . ' t ' _ í * A l  f  - J '  ;  ;
/  /  Otifcdjf O b<Vtá Í.-1 C> Sjfcii&t <* JIltoAt) á“ t<>
V í Jnfe fc<>cíi> - í d ]  .1 i) i< 6 lí)  ; «  f itn fe T ^ S ttrO te W ) ;
focm l <$G<CelÍsí i , m etodtnitJj ** jrom-vt-í^lp.is*., Evt«»et:odo-<Wj+anl«í<iJ;)-;
É I S i ^ P I I i ^ ^ l § i i ® ^ É l l l Í l l l l l l l ^ S I I § ! ^ ^ ^ ^ ^ ^ ^ P M I i l l l l l l l l l §
Frocedure TCj-tetaNlv-ei .Ançercep-taPet>ca‘: tmétodo; TM<5P_W<s<rtídci};
Vau d í i t t e r ã  i Í51 í.‘ i n a ;
SÍ8i$::iSi3íp£&!Í&$£&^
v (mftfcoHo, t<M . í i n a l  i “  Txn^T^^tcíNow);
^ rm l-S G .C e ilr ^ .m íto d t j . i -d J  : *  Fo«ti.->t;-t' =%ltx»;' ,  tvÍ.íti<?t:o<3c>^ 1 rií ► £ i« ítj J J í
// ealcuiíu í> diCçr*iiçi d» h^ráfict? <5 mn$fc£$“Xe
ii\j'll-;i i (>' f lí )i . - i  .............d i Jl M i w i . i ,  '>t»', l o' l . ' - i ' lJ .J i .  >-il ►,
rf i fSen !>" â«Kj>Jndo5 {SfcrtoT i1n* fd í ÍH o i * )  } i
V ítirôtodk.Àd} .tmnpo TftLTôàtr td.tfS<S^ ) ;
Foi-wl .SS .C èiufSym steido^idJ Form at-t’ í io n '. ,  fv[m«t<5do. l,d! .tenüpei]);
Ftmcfclon TC_M»taNi.v»l .c-onttijieExecucso ímetorfo; TMOPj-i«>';o-dcf; a r g o  JHDP^Arysí í 
RèáUl t :»< uN‘GCont:i..O3.í>.^ X^cutíi {^ íí:-LodO, âfga^f
(d)  a  metaclasse
T > |I? ii
Databasel DataSourcel Queiy! Tàblel
MOPReifical MOPAssocial




ns.’-'hi--^, o i in r .
Kt)M »■ c ]  í3.^? (TlX^teModiiI p )




MOFRôí /  ttóâ I : TMOPftOí ÍA câ ? 
! IOPAIS/íO e i '11 ! TMQPAS&OCÍ T >'
Vaz DM> TDl 3;
íln[3léj(i«)A!.«L í úrt 
(SR^.DFM)
<?nd.
(í) o fo r m  e a uni! do d a ta m o d u le
Apcndice D -  Exemplos detalhados de uso dos componentes OPMOP 111
■/OesempenhodosMélodos ÉÜSO !Éi— ----
IIIÉiililiii tempo ívoaoics
<j«(tTol ai. 12 13 55 12 13 55 0
trotKoma 1 12: 13
.....j
55 12: 13:: 55 0
12: 13 56 12: 13:: 56 0
sptlòcal j 12: 13 50 12: 13:: 54 4 2697,00
-  - - - i 12: 13 55 12 :13:: 55 0 264718,92
««MledSa j 12: 13 56 12:: 13 :56 0 98 ,00 : :
Exeçütô
(c) o form  d a  inlerface
N este ponto, a aplicação já  está reflexiva. A tarefa da metaclasse é, a cada invocação, obter o 
horário, inicial e final e calcular o tempo decorrido dos métodos da classe base. As colunas 
preenchidas demonstram isto.
ti.iít ulntí-rfíiííc',*
uses wiricfovtâ, t-tegsaggs, SyôUtiiUs, 01as*6s, OA-s.phí-cs, CtmfcrolSy 
íu N iv e lB ir c J u N iv c tB n ^ C o n lr o lo i
TForml ^  1 ím  iT f - í  < o
BultútlBxwuta : TButfcoft/
pjcoeé<h>£«! FotrriCKoaf-oiSôndett TOto^ct);
pK-úcedut« 8« >„ toftfix-ecul-aClxok (Sender í VGttfQct) i
4  manhaHB {TC JIivolB .-irc} TC_NivolBar.& M ts?r:ida;
Pi-oc^duí« PíeshchèGfidí
var  Forml: fpnrml; 
í  t n p l  ^ í n a .n  1 3  ! ; í  o n
Uâes dDâtaModuld, uMDP;
pjeocGdvvç ’XP^fttl.FomCKeAtíifSífttJíifí TOb^e«tJ;
-> minhníJB := {T C _N ivelB ace}T C _N ivelB nB (tfa tP rndn ,C roa te ,
(c) 0 unit do form  an terior  
As adaptações provocadas pela atuação de TM OPAssocia estão nas linhas indicadas com ■)
O restante do programa fonte não foi alterado.
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D.3. A p l ic a ç ã o  3 -  M e ta - in fo i  m a ç õ e s  em  designtUne
Este exem plo  não  tem  n e n h u m a  m etaclasse  definida. Isto p o rq u e  o resultado da  
reificação, p ro m o v id a  p o r  T M O PR eif íca ,  apenas apresen ta  as m eta- in fo rm açoes  da  
classe base  através dos com ponen tes  visuais OPMOP.
Pròjoct.1 ;
u F o i m s ,
tiïne< sei> «s íf t  , ^TtltaI'ÊSKí$-î>â5i, {POrtil }, 
uNiv«3& aâe iii- ^sJM dVslBKia^.paè',
uOfjfcaMôdyi« i ft ’uüafcaH&diae.pãií* (DH: TpatsMoefule!t 
{SR <,RG3) 
b*')i n
Appí i  t  í o í» - Î li i  t  i&3 i
£pí>Aie?it 3 oli. Ctôíit*P£)riu(TP(>ííiíi3 y fò r tn l} ?  
AppîleafcioiiXV»âbÆt>ito{3T>M, BM) ;
AMPll^l^on'Ruyw
(a)  o projeto
I) 1‘ utüVi'lBnot';
i n te tfâcô
1 ;■! ■ TC_Nj v a lB a rc  1 I- ■*
PCÍVSt<3
t o t a X  ;  R 'S J i t , '
,  3íütn% : Rçíâl ; ; 
lixSdi ía ! t )
P»A 3 j f























1 I ii ; I ,
encu
impl.emistttafclem
Function  TCJUvelB-9$s<3«<j<3tTe>t;il í Re*£í
function TC~HiV«lE»aBí' ^oíSotns ; R<-;<U?
fu n r U p n  IC ^ h i^ ç J llíw .g ^ tM ç c U n  : IV *!,'
tVocoílur« (íK-çrir-iriipn,
f?j òciôiliji;è TC~Nívein^á*.á<ít.S<>iiJã {âr^Catapo,





LI t li j) 
í  t  1 I < '  ,*
Dçíjin EnfJí 
l i  -i! r  1 n - i ,  
'< lí li J n-i. 
li ,u '> r,n i. 
f -p j ín  F ■v), 
f í  ’ ) i  n  t i u . i t
onct.j
(b) a classe base
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M !s-X^íiV-íV-C+lt^K
.... qelMrdia (< < l-rW>
!!!!!!! Tipn rnrodrnMir* MphjiJo
«+H )+W>
Tipo BCÇÜtl) 3s£!rH>"•vÍHjM
íío»V>>5 Nnmo rlnssa 1C Nwe1Bn<se
"■* "
Tipomeludoi&Íílí>Í$ £&£•:•£•£






wwfííf ítfj íid<*>w£r i“1 •’j■*!í.1O: ? ( ây/?Ut3.1áy 
OFMOPCnptjon.
t-ypíí TFornil * cloiss (IForm)
MOPGrtv.pBo^l • TMOtCírouptiox;
tóbeXl i TM*ets 
tebç l  Z ■ tt^bel« 
t,abç>-W •
f ó b a U  : ’tLííbC-l;
M OPI.aboll • TMOPLabcl ; 
M OPLibol? XtTOPL-ibM, 
MOPI>->boJ3 . TMOPI^ibol, 
MOPLnbol 4 ÍMOPI>abol ;
W^ÈMMã^ÊÊMãMÊMS&MMMWMi
s á c  r ò f m l : T F ô í ím l;
...imp.l.è(u*ii.C.íit.t ......
3SR ‘-.»mi
(c )  o forn i e nun i l
Bni destaque, os componentes do grupo string, presentes em O PM OPCaption, utilizados noform.
MélofíosdeTC.MwelfiBse
___———
tilrt | tillome | tiTipoftcesso
| getTotal | Public
| gctSoma | Puhlic
| getlledia | Puilic
| setTotal | Puhlic
5 | setSoma | Puhlic








onj,t i l lh to r fa c e ;
inUçrfíicJ? • • !
WínOoMa, M gddageã, S ^ s O tí lS ,  
OPMOPXdncs;
ty p ç  'ÍÉ‘6í1fiÍ «  T ia«? (tf-oçro)
‘3rw.pBox.l4 íJrotjpBox." 
HOPLístBoxl! TMOÍ I-ístBüX; 
M araa^b ô íiro u p l TMOPRadioâroup ,*
en<3;
v.aí.' FomJ : TffOttftl; 
ii« p l eiwsrtfc xt lon- 
($fç - .6 W  
“n<í-
(c ) o fo rn i  e a  unií
Em destaque, os componentes do grupo Unes, presentes em O PM OPLines, utilizados m form .
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D.4. A p l ic a ç ã o  4  -  M c ta - i i i f o n n a ç õ c s  cm  runtim e
A o contrário  do exem plo  anterior, onde  o resultado d a  reificação é m ostrado  em 
tem po  de  pro je to , este, d a  aplicação 4, m o s tra  co m o  as m eta- in fo rm ações  d á  classe base  
são ob tidas  em  tem po  de  execução.
pirorjjVMi P ro je c fc i;
irt +uTtit-èî Îiîiiiï.pàïi1 ÍPôítalJ, 
tlNiv&iâeiâS il'V Í
Appx \ «"i I, ,* n n. Í ni 1, i * 1 i çç ?
on-CcurãbBFuLM TtTuj tnl, Fcftírt); 
Appïlûâtioh. RiMt;
(a)  o projeto
■il,: t uNivrlBaie
xnt*3rfi9ce
Ty|>4 ÏC WiVâlBâSé >* Claas
PiAV-âtw
val intestat;
Const rai'tui i n i t i
, PfuccduK'i ooa (j : InUasrU
Pimc.lJ on <5<>t;Vat«c : 3 ri t- s>cj ?r ;
ProçpHnr® Qp»(.'2C-ç>o (n : fîyt'ç; Of' : $f-rj ng) ;
xmpXoni'ini'nl ,1.c>ri
CunutjCUCtôr ÏCJ'fi VfeXBaie . i Hit >' Begin valcsK Qt End;
Px'ijcôdut'è TC^ N-í-v^ JBAss-adteiofia (X ; l » P . J .  , 1  l i  ‘ r  ;>-• t  + i ;  rt.dl
Fun«tJ<itt TCJfivelBajiè.osf.VaXot: t Bë<jin -qçtVdlxsh ™ va.3ùxJ; End;
!>íroçeítur” vçtlj^ s» .np“r»o*o (n : dyt«1; np
Îi«>gi r>
3f op <" ’■i 1 'fhçn vjijdi; t.’iloçr ’1 n;
I£ op » Tfinls VíSi oj Vrü oz - A;
■if ofs <■ •" "Xhfo valoK i~ valor *■ u/
ïi of> rr Th&n v-ajSB ;■» vaioi, Div a;
$M $àM £$$$l$§M M ÊÊM SM ÊÊfi$SÊS£M ËË$ËÊÊSM ÊW iM M M
(b) a classe base
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^ ’Meta Infotmações - fiurtTime
C lasse  j Atributos Métüdos I Argumonto? ]
id jnome iipoMetado lipoftelornojtípoLigacaD 1 »♦ *itipoAcesso cnbecOWginal
: 1 jinit 2-Constmctor: 2- ;0-Public Constructor init;
j 2 iodiciona O-Procedure ; \z- O-Piiblic Procedure adiciona (i :j
; 3 igetValor 1-Funclion jlnleger 2- O-Piiblic Function getValor: Intij
: A  :operacaci O-Pracedure 2- O-Puhlic Procedure operacao (i:
Ü J * }
EncDHodo
(c) o form  d a  interface
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ir  l L 'mrt,
uyeâ  W indows, í>y,íUU J 6 y Cl , Cí^épl 12-f^ -íí, OPMOP;
* , t >■ TForm l ■ -1 ’ i j I
proM<J«jc<í F o n n C r^a t«  (Sencterí T O b j^a t)  > 
í.xEQcetfure Forw Eteístm yíSentJo.r; T O b je c t} »
MüPPOi f i e - i l  . TMOPPísí£ien
fçOeç^UITB iíp,vfÍC5>CTO; 
í^i é i <ís;
fÊ$$ÊÊMMÈíWÊWMÊMB$M$MÊMÊÊÊÈSWÊÊÊÊÊÊMMBMã$ÊÊÊÊMMWÊSi
'f-ít: Form 3: iT o m J ;  
i(npie«»ntí>tion
O41SJS uf*IÔP;
pT^oGe du í‘g ■TFòrhtl . Pai : TObjôtjfc) ;
M O PR nifj^nl .-  T m PR r'l£ic.-i.rto:ii--?<5«-')í) ,
ilelíicaca?;
Pr*« nclie i-<3r ic is ;
p1í(Sôsdul*0 ÍFíiJ‘ml ."Fui tnD sS ti*y < á>iíid>3i : TObjeét.).;
M O P R fifio a l D ^-jtroy  ;
F r  c w d u  re  TFo rmJ . Rt? i  #3 c ík  <at?í 
Vos nowsPmj/ eKtPttji < Stromu»
i í  otelet í[ifoii(i5>Çü"á dô fuo^éto
tjòiW Pf^J í»  Extrà£tiFi.l"-i'fãiTi<HAppl Jl-cetíofi. £>:etfé>in*) ; 
BXbPiOJ RxLfàuKFí l*Bi!(. (A ^pticeLS rtn-fiXflHân*) ;
, JPos {ex tm ^ftcM V íPK tfl S  ^ t e x tp j to j}) 1
nrçmePrci-j ■“- nwret-tn;) * '^dpc**
/- / piromovç i;«j f ifsnçSo
M O P R o ific il Piro.'i<-t:a ■= nomoPio;) :
t n r R o i f  Jcn l N iv c lPA r.cU n it -  ' uN lve lB .i-sc ';
M O P R rlfiaa l .N ivrlD noeC la-s-sp == TC N lv o lB n - .e ';
MOPRnlCJn i l  RtstfJc.-» “  T ru c ,
// itiocttíi oi? embe-ç^lbo do Soirm 
C f - j "  “ f  ' '  M O PR oificnl P r o j e to ,
1 uí''t',' r* / ' t O P R í i f i e a l  N iv c d B ao tU n ít;
r . ^  !■ 1 M O PR ftificai M iv^lf^-i^C laíil« !
C c o n t i n u a  na  p a g i n a  s o g u i n t c i >
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d a  págAílà &íitêiíJ.0£>
fcjrçeseHfcUTç 'fí'<3ÍTfflí.-f«eWhf*íí<'*«<íis; 
ç, í  ■ ttytra; 
pAtób i
pM*t í í£M-tetoda£> 
pAegs ; TP^Argu;
U/ t  AbantJons, 6« nan fesm •cia*?« f^xÍAcafí» ;
X£ Mopk** f  idaX. dias As. tf oftiô *■ 1 ’ ftwrv &y.l t :
/ /  ei#«?«? 
gG l.C e l J.is[0< 1] 
S G l.C « 3 ls U / lJ
■í- M O FR eifleal C I íw jc  IVime,
M O PR r-lfica l C la o s p .Nom^Pai’ :
f  /  A tirlbutcxí
s S Itp w C o u n t =- 1 4- MOPR«ifícàl .c la S^ .A t r á i .u t 6 S^ W l t a M f  ^ _ i
f-a r ç  t«  0  TO (MOPftôíficáX , Cl&ss0. À trtfa u to è . U ro íte ftS  ~ te q in
p A tc ift M o d i f i c a i  .C lasse .A fc í-lb w to s .A tribu to s . Item s ( d  ;
S G Í .C e lla iO .c t l}  
SG2.C»f l s t l . d - i l l  
■ «■ ■ 1 - 1 ’, ' ’ 
 ^ -.2 i-v! I -.(->, . ‘11
Frvl,
T t v t f u S t f  ( p A t i í i b * - i í l í  'r
pAtri.b*' .tiümat 1
pAt ti i  bA. t í  í
IntTúStr (OKd tpMrtto*' ^ifioAceasÉp) í + 
TC&toTj pnAC<3 í  pAt K íiy '  < 11 pOACe S-ÇO > /
/ /  Mè b od<>3í
íG3<lRowCoúnt i*í 1 * MopReifioal .Clasee.Motodos.NroXtens;
Foc 9  To (1- íO P R c if ic a l,C la s s e .M e to d o s .N E o I t« n s -  l )  üo B eg in
j?M*t i* MOt>feeifi<tal t l - ^ s ô -M6to<los-M®todos' í  íc1.
Ü»1.
SC<S>OUs (Q,cí*Í1 . 
SGS.Ce-XLísíi-s+Ii 
5Q3 ,C<^ ÍÍ.s*{ £í e-> 1 i
SCii.CsUs! ■?,*>!) 
â f f i í . C é f  l à H , « * * !  :
S 0 3 . Cg I L a í 3 / C H l
..... ..... . J l i l l 8 1 | l l | l i % s ^ ! l | . | .... ...... ...............
j5HetA-n o ^ ;
InfeloStir t-Orâípt-tet'' .ixipcHeSwcta} H ' 
fâX tO? i  pamz d<3» (pMOt''. t  i pohfetodc.) f 
Jjfcfè e " - fcipoRsfcO n\Cj ; 
í iitT o S e r  tO rrf(pM etA . t lp o t lg a ô M )  S * 
T^fcoíipoUgftüfcotpNèfc" - fcif>0*'ll3ã,s<lQ) t 
inkToStr-t 0xú  {pt-tet^-fcipo Atffe-s s a l ) * 1 +
/./ AiíyuiipjftLoA
S e iÍR n w C w ó t -  1 + M O F R e iíica l - C la 3 s e . A * g s .N ro ltc n G ;
F o r c P ?« iM O P H eiíio a i.C la s s e ,A r g s . - W r Q lte n s - i i  Do SegiO; 
P ^ rg s  :"■ M O tR eif i c â l . C lá isQ  .A rg s  A rg s . Ifcems [ c j  *
SÇ<! .C p l ls í? , t : ( l|  
SGÍ -Cèl Js! 3 ( 011! 
. 5G<Í.C^n*í4,tiO!
SC4.C^3 ISÍ^tü-i 11
% crt-ToSt S \ pAc<(»A . 1 <ímtotío í i 
í n t  T«$t s < pA r g ^  - i4>;





(c) a  unit do form  anterior 
Em destaque, a utilização do componente MOPReifica, criado em tempo de execução.
