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Tematika naloge:
Testiranje predstavlja enega kljucˇnih procesov za zagotavljanje kakovostne
programske opreme, prav tako pa je pomembna izbira tehnologij in ogrodij
za njegovo izvedbo.
V diplomski nalogi raziˇscˇite podrocˇje avtomatskega testiranja. Predsta-
vite projekt CII-ELT, ter z uporabo ogrodja Mockito implementirajte simu-
lator storitve s projekta CII-ELT. Na sistemu prikazˇite proces avtomatskega
testiranja z ogrodjem RobotFramework. Analizirajte uporabnost uporablje-
nih ogrodij.
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Povzetek
Naslov: Avtomatsko testiranje z uporabo ogrodij Mockito in RobotFra-
mework
Avtor: Jakob Bernik
Teleskopi nam odstirajo pogled v sˇe neraziskane koticˇke prostranega ve-
solja okoli nas. V prihodnosti bo imel pomembno vlogo pri napredku astro-
nomije teleskop ELT, saj naj bi po koncˇani izgradnji prevzel naziv najvecˇjega
opticˇnega infrardecˇega teleskopa na svetu. V okviru diplomske naloge smo
z uporabo ogrodij RobotFramework in TestNG implementirali in predstavili
postopek, uporabljen pri testiranju kontrolnega sistema teleskopa ELT. Za
potrebe izvedbe testiranja smo razvili simulator poenostavljene storitve kon-
trolnega sistema omenjenega teleskopa. Pri implementaciji simulatorja smo
uporabili ogrodje Mockito, s cˇimer smo sˇe dodatno preizkusili uporabnost
tega ogrodja, ki se sicer uporablja pri testih enote.
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Telescopes give us a view of the still unexplored corners of the vast uni-
verse around us. In the future, the ELT telescope will play an important
role in the advancement of astronomy, as it is expected to take over the ti-
tle of the largest optical infrared telescope in the world after its completion.
As part of the diploma thesis, we implemented and presented the procedure
used in testing the control system of the ELT telescope utilizing the Robot-
Framework and TestNG frameworks. For the needs of testing, we developed
a simulator of a simplified service of the control system of the said telescope.
In the implementation of the simulator, we used the Mockito framework,
which further tested the functionality of this framework, that is otherwise
used in unit testing.





Astronomija, ena izmed najlepsˇih, a hkrati izjemno zahtevnih znanosti, v
zadnjih letih dozˇivlja razcvet. Posnetki osoncˇja v nastajanju, dokaz o ekspo-
nentnem sˇirjenju vesolja ter prva slika cˇrne luknje, so le nekatera izmed mno-
gih, a pomembnih odkritij zadnjega desetletja [1]. Vsa nasˇteta, ter sˇe mnoga
druga spoznanja nasˇega cˇasa, pa ne bi bila mogocˇa brez razvoja mogocˇnih
teleskopov. Zaradi svoje vloge pri raziskovanju vesolja, vsak nov teleskop to-
rej predstavlja pomembno sredstvo in vir potencialnih odkritij astronomskih
razsezˇnosti. Pri tem pa obstajajo nekateri, ki pri tem preprosto izstopajo.
Eden izmed takih je tudi teleskop ELT.
Projekt nacˇrtuje izgradnjo najvecˇjega opticˇnega teleskopa na svetu, ki
naj bi zbral 13-krat vecˇ svetlobe kakor najvecˇji opticˇni teleskopi, ki trenutno
obstajajo. Zajete slike naj bi bile 16-krat ostrejˇse od tistih, ki jih zajame
teleskop Hubble, sam teleskop pa naj bi igral pomembno vlogo v razvoju
podrocˇja astrofizike in razumevanje vesolja [15]. Opticˇni nacˇrt teleskopa
predstavlja zlozˇeni anastigmat1 s tremi ogledali, ki uporablja 39 metrov ve-
liko segmentirano primarno zrcalo, 4 metrsko sekundarno konveksno zrcalo
ter terciarno konkavno zrcalo premera 4 metrov. Zlozˇljivost omogocˇata dve
dodatni plosˇcˇati zrcali, zaradi cˇesar se pridobi prirocˇno postavitev ravnih
povrsˇin za prilagodljivo lupino in stabilizacijo polja [19]. Teleskop se nahaja
1fotografska lecˇa, popravljena za razlicˇne vrste odklonov svetlobe.
1
2 Jakob Bernik
na severu Cˇila, natancˇneje na gori Cerro Amazones, obratovati pa naj bi
zacˇel leta 2025.
Pomembno vlogo pri delovanju teleskopa ELT ima tudi njegov kontrolni
sistem, ki ga razvija podjetje Cosylab. Sam sistem vsebuje vso strojno in pro-
gramsko opremo ter vso komunikacijsko infrastrukturo potrebno za nadzor
teleskopa. Razdeljen je na individualne lokalne kontrolne sisteme, ki so inte-
grirani v celoto. Sistem omogocˇa koordiniran nadzor, varnost na sistemskem
nivoju, spremljanje delovanja sistema ter uporabniˇske vmesnike. Dodatno
skrbi za potrebno opazovanje, belezˇenje in arhviranje storitev, kar omogocˇa
dolgorocˇen pregled nad izvajanjem in dodaten nadzor nad organizacijo delo-
vanja [19].
Pri delu na projektu sem se ukvarjal predvsem z pripravo avtomatskih
testov na eni izmed storitev kontrolnega sistema, kar je predstavljeno v tej
diplomski nalogi.
V nadaljevanju bomo tako najprej spoznali podrocˇje testiranja, se sezna-
nili z uporabljenimi ogrodji TestNG, Mockito in RobotFramework, pripravili
testne primere ter demonstrirali postopek testiranja, ki smo ga uporabili
na realnem kontrolnem sistemu teleskopa ELT. Zaradi svoje kompleksnosti,
predvsem pa zaradi zaupne narave samega projekta CII-ELT, bomo celo-
ten postopek testiranja izvedli na posebej razvitem simulatorju, ki bo po
delovanju predstavljal poenostavljeno verzijo storitve s pravega kontrolnega
sistema. V zakljucˇku bomo postopek testiranja in uporabnost ogrodij ana-
lizirali ter skupaj z izkusˇnjami pri delu na projektu CII-ELT ter razvoju
simulatorja predstavili ugotovitve o uporabi obravnavanih ogrodjih.
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Testiranje
Testiranje programske opreme je proces, s katerim ocenimo funkcionalnosti
in obnasˇanje aplikacije. Z opravljenimi testi potrdimo, da razvita programska
oprema zadosti dolocˇenim zahtevam ter poiˇscˇemo potencialne napake v izva-
janju [12]. Zagotoviti moramo, da se produkt obnasˇa po dolocˇenem nacˇrtu
in predstavlja kvaliteten koncˇni izdelek [11].
Prav tako kvaliteten proces testiranja zgodaj odkrije napake, kar vodi v
zmanjˇsanje strosˇkov razvoja dolocˇene resˇitve in vecˇje zadovoljstvo koncˇnega
uporabnika. Podrocˇje testiranja zajema razlicˇne nacˇine in metode testiranja
ter delitve na podpodrocˇja [16]. Ena izmed teh delitev je delitev na rocˇno
in avtomatsko testiranje. V nadaljevanju se bomo bolj osredotocˇili na avto-
matsko testiranje, vendar je za dobre rezultate potrebno pametno uskladiti
obe vrsti testiranja.
2.1 Rocˇno testiranje
Rocˇno testiranje predstavlja proces preverjanja delovanja programske opreme,
ki ga opravi cˇlovek osebno. Pri tej vrsti testiranja se preveri glavne funk-
cionalnosti aplikacije ter se pri tem ne uporablja ogrodij za avtomatizacijo
testiranja. V primerjavi z avtomatskim je rocˇno testiranje neprimerno za
teste, ki jih je potrebno izvesti vecˇkrat, in pogosto z njim ni mogocˇe testi-
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rati dolocˇenih delov aplikacije. Rocˇno testiranje se ponavadi izvede z mislijo
na koncˇnega uporabnika in iz njegove perspektive [4], ter predstavlja enega
izmed zadnjih stopenj testiranja pred izdajo produkta na trg.
2.2 Avtomatsko testiranje
Avtomatsko testiranje za izvedbo uporablja za to namenjena orodja, ki raz-
vijalcu olajˇsajo zagotavljanje pravilnega delovanje programske opreme v ra-
zvoju. V primerjavi z rocˇnim testiranjem je zacˇetni vlozˇek dela v te teste
vecˇji, a se splacˇa kadar se testi izvedejo velikokrat. Dosezˇeni so bili prihranki
do 80 % glede na kolicˇino dela opravljenega z rocˇnim testiranjem. Nekatere
organizacije, ki niso neposredno prihranile denarja pa so zaradi avtomatiza-
cije testiranja izdelale produkt boljˇse kvalitete hitreje, kot bi bilo to mogocˇe
zgolj z rocˇnim testiranjem [20].
V osnovi je testiranje programske opreme sestavljeno iz treh glavnih kom-
ponent: Priprave testnih primerov, njihove izvedbe, ter primerjave dobljenih
rezultatov z pricˇakovanimi. Za popolno avtomatizacijo testiranja morajo biti
avtomatizirane vse tri komponente [18]. Pogosto pa se testne primere v pra-
ksi pripravi rocˇno, ter avtomatizira predvsem postopek njihove izvedbe ter
avtomatsko preverjanje rezultatov, ki mu nato sledi sˇe rocˇni pregled porocˇila
o izvedbi testiranja s strani razvijalca.
Slika 2.1 prikazuje obe vrsti testiranja glede na sˇtiri atribute Keviatovega
diagrama. Ko je rocˇni test avtomatiziran in prvicˇ pognan, se njegova vre-
dnost znizˇa predvsem zaradi strosˇkov avtomatizacije. Scˇasoma pa se zaradi
konsistente uporabe in vecˇjega sˇtevila ponovnih testiranj njegova vrednost
zviˇsa, v primerjavi z rocˇnim testom [20].
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Slika 2.1: Prikaz primerjave testov glede na sˇtiri atribute Keviatovega dia-
grama (povzeto po [20]).
6 Jakob Bernik
2.2.1 V-Model razvoja programske opreme
V-model razvoja programske opreme ilustrira, kdaj naj bi se dolocˇene testne
aktivnosti odvijale, ter prikazˇe, da ima vsaka razvojna aktivnost svojo ustre-
zno testno aktivnost. Isti princip velja ne glede na izbiro modela zˇivljenskega
cikla programske opreme.
Slika 2.2 prikazuje poenostavljen V-model s sˇtirimi nivoji razvojnih in
testnih aktivnosti.
Slika 2.2: V-model, ki prikazuje zgodnji nacˇrt testov (povzeto po [20]).
Najpomembnejˇsa vlogo pri uporabi V-modela predstavlja vprasˇanje, kdaj
naj bodo dolocˇeni testni primeri zasnovani. Z pravocˇasno dolocˇitvijo ustrezne
testne aktivnosti skozi razvoj programske opreme se izognemo problemom,
ki nastanejo cˇe se le-to pusti do konca razvoja. V tem primeru se namrecˇ
pomankljivosti odkrijejo sˇele po koncˇanem testiranju, kar posledicˇno pomeni
dodatne strosˇke pri njihovem odpravljanju [20].
Temu principu sledi tudi testno usmerjen nacˇin razvoja TDD (anglesˇko
test driven development). V tem primeru so testni primeri dolocˇeni in im-
plementirani takoj, ko so informacije o produktu, na katerih so osnovani,
dostopne. Razvoj programske opreme nato usmerjajo testi, kar posledicˇno
zmanjˇsa strosˇke, saj so napake odkrite in odpravljene vnaprej. V tem pri-
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meru so testi torej pognani v obratnem vrstnem redu, kot so pripravljeni: na
primer testi enote so pripravljeni zadnji, a jih izvedemo kot prve [20].
Pri pripravi testnih primerov in razvoju simulatorja smo se zˇeleli drzˇati
dobrih praks testno usmerjenega razvoja ter slediti V-modelu razvoja pro-
gramske opreme. Cˇeprav smo koncˇne testne primere definirali pred samim
razvojem, smo jih implementirali sˇele po dokoncˇanju simulatorja storitve ter
vseh njegovih komponent. Za namene testiranja smo pripravili teste enote,
integracijske teste ter dva sistemska testa.
2.2.2 Prednosti avtomatskega testiranja
Avtomatsko testiranje omogocˇa veliko ucˇinkovitejˇso izvedbo dolocˇenih opra-
vil v primerjavi z rocˇnim testiranjem. Tukaj so nasˇteti sˇe nekatere dodatne
koristi uporabe avtomatskih testov:
1. Izvedba obstojecˇih testov na novi verziji programa. Glede na
to da so testi zˇe prisotni, bi morala biti njihova izvedba na novi verziji
programa mogocˇa zgolj z minimalnimi spremembami.
2. Vecˇ testov lahko izvedemo vecˇkrat. Avtomatizacija omogocˇa po-
gostejˇse in hitrejˇse izvajanje testov.
3. Izvedba testov, ki jih rocˇno preprosto ne bi mogli. Tukaj pridejo
v posˇtev predvsem nefunkcionalni testi (na primer obremenitev strojne
opreme pri izvajanju programa).
4. Boljˇsa izraba sredstev, saj namesto cˇloveka vecˇino dolgocˇasnih in
ponavljajocˇih se opravil opravi stroj.
5. Konsistenca in ponovljivost testov, kar je pri rocˇnem testiranju
tezˇje dosecˇi.
6. Hitrejˇsi prihod produkta na trg. Zaradi hitrejˇse izvedbe in pono-
vljivosti se cˇas testiranja skrajˇsa.
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7. Viˇsja stopnja samozavesti da program deluje pravilno, kar zmanjˇsa
verjetnost, da bo ob izdaji priˇslo do nevsˇecˇnosti.
Dosezˇemo lahko temeljitejˇso izvedbo testiranja, ter tako pridobimo tako
na kvaliteti, kot tudi na produktivnosti [20].
2.2.3 Obicˇajni problemi avtomatskega testiranja
Seveda pa ima avtomatizacija pri testiranju tudi svoje slabosti, ki pa jih
vecˇino s pravilnim pristopom lahko omilimo ali pa celo resˇimo. Nekatere
izmed njih so:
1. Slabe prakse testiranja. Tukaj nam lahko pomagajo razlicˇni pristopi
k organizaciji izvedbe testiranja (na primer principi TDD).
2. Pricˇakovanja, da bodo avtomatizirani testi nasˇli veliko novih
napak. Dejstvo, da test javi napako zgolj pri prvih nekaj izvedbah,
potem pa ne vecˇ, sˇe ne pomeni, da je neuporaben, ampak da program
deluje pravilno.
3. Lazˇen obcˇutek varnosti. Test z napako, ki se izvede pravilno, nas
lahko zavede v prepricˇanje, da programska oprema deluje pravilno.
4. Vzdrzˇevanje avtomatskih testov je lahko drago, cˇe niso organizi-
rani pravilno.
5. Tehnicˇni problemi. Za avtomatizacijo testov so na voljo razlicˇna
orodja tretjih oseb, ki prav tako niso imuna na napake. To lahko pred-
stavlja resne probleme, zato je vedno treba biti na tekocˇem z stanjem
orodij, ki jih uporabljamo.
2.2.4 Omejitve avtomatskega testiranja
Poleg prednosti in slabosti, pa ima avtomatsko testiranje tudi svoje omejitve,
ki jih pri njihovi uporabi ne smemo zanemariti. Nekatere od teh so:
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1. Ne nadomesti rocˇnega testiranja. Ni zazˇeljeno, niti pricˇakovano,
da se vse teste avtomatizira. To vkljucˇuje predvsem:
• teste, ki se izvajajo redko,
• testiranje sistema, ki se hitro spreminja,
• teste, katerih rezultat z lahko preverimo rocˇno,
• teste, ki vkljucˇujejo fizicˇno interakcijo s testiranim sistemom.
2. Rocˇni testi najdejo vecˇ napak kot avtomatski testi. Po nekaterih
raziskavah naj bi avtomatski testi odkrili zgolj 15 % napak, medtem ko
jih rocˇni testi odkrijejo 85 % [20].
3. Vecˇja odvisnost od kvalitete testov. Cˇe testi niso kvalitetno pri-
pravljeni, je njihov doprinos h kakovosti zanemarljiv.
4. Avtomatsko testiranje lahko omeji razvoj programske opreme.
Ker je potrebno teste pripraviti ter vzdrzˇevati, lahko to v prihodnosti





Pri pripravi avtomatskih testov imamo na voljo sˇirok nabor najrazlicˇnejˇsih
ogrodij. Preden torej zacˇnemo s samo implementacijo testov, moramo pre-
misliti, katero izmed njih nam bo v danem primeru najbolj koristilo. Pripra-
vljeni simulator smo, tako kot del kontrolnega sistema teleskopa ELT, spisali
v programskem jeziku Java, med izbranimi tehnologijami projekta CII-ELT,
pa je bilo za implementacijo testiranja posebej dolocˇeno tudi ogrodje Robo-
tFramework.
Za testirno ogrodje TestNG smo se odlocˇili predvsem zaradi velikega
nabora funkcionalnosti ki ga ponuja. V primerjavi s popularnejˇsim ogrodjem
JUnit, ta izbira prinasˇa dolocˇene prednosti, ki jih bomo spoznali v nadalje-
vanju tega poglavja.
Ogrodje Mockito obicˇajno uporabljamo kot pomocˇ pri pisanju testov
enote. Za razliko od ostalih dveh ogrodij, katerih vloga je jasna, pa smo
Mockitu namenili novo, za katero to ogrodje niti ni bilo prvotno namenjeno.
Definiranje obnasˇanja metod objektov, ki ga omogocˇa Mockito, smo namrecˇ
zˇeleli preizkusiti za implementacijo testiranega sistema (simulatorja) in ne
zgolj za definiranje obnasˇanja njegovih odvisnosti.
Preden pa pricˇnemo s pregledom glavnih treh ogrodij, velja, poleg izbra-
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nega programskega jezika Jave, omeniti sˇe nekatera izmed kljucˇnih orodij,
brez katerih bi bil sam razvoj simulatorja in priprava okolja za izvedbo testi-
ranja zelo otezˇena. To so:
• IntelliJ IDEA, kot izbrano razvojno okolje,
• Git, ki smo ga uporabili za obvladovanje verzij razvite kode,
• Maven, s pomocˇjo katerega smo lazˇje upravljali s projektom, ter
• Bash, ki nam je omogocˇil pripravo zagonskih skript za poenostavitev
celotnega postopka testiranja in priprave okolja.
3.1 RobotFramework
Ogrodje RobotFramework je odprtokodno ogrodje, ki ga uporabljamo za
avtomatizacijo testiranja (predvsem sprejemnih testov) in robotskih proce-
sov (RPA). Integriramo ga lahko s prakticˇno katerim koli ogrodjem, njegove
zmozˇnosti pa lahko dodatno razsˇirimo z uporabo knjizˇnjic implementiranih v
programskih jezikih Java in Python. RobotFramework uvrsˇcˇamo v skupino
ogrodij, za katere je znacˇilna uporaba kljucˇnih besed in preprosta ter zelo
berljiva sintaksa. Dodatno je neodvisno od operacijskega sistema, ter nam
zaradi odprtokodnosti ne predstavlja dodatnega strosˇka [8].
3.1.1 Zgradba
Ogrodje RobotFramework ima modularno arhitekturo, ki jo lahko doda-
tno razsˇirimo z uporabo vgrajenih ali po meri izdelanih knjizˇnjic. Osnovno
ogrodje je spisano v programskem jeziku Python [8]. Dodatno ga lahko upo-
rabljamo tudi s pomocˇjo programskih jezikov:
• Jython predstavlja implementacijo programskega jezika Python, ki jo
je lahko poganjamo z uporabo javanskega virtualnega stroja (JVM) [3].
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• Jezik IronPython predstavlja implementacijo programskega jezika Python,
ki je integrirana z ogrodjem .NET, kar nam omogocˇa dostop in uporabo
.NET knjizˇnjic. [2].
Slika 3.1 prikazuje osnovno strukturo ogrodja RobotFramework.
Slika 3.1: Struktura ogrodja RobotFramework (povzeto po [8]).
3.1.2 Izvajanje in sintaksa
Ogrodje RobotFramework za svoje delovanje uporablja princip kljucˇnih be-
sed. Ob izvedbi se naprej izvrsˇi razcˇlemba podanih podatkov. RobotFra-
mework nato uporabi kljucˇne besede, definirane v pripravljenih knjizˇnjicah
za interakcijo s ciljnim sistemom. Knjizˇnjice lahko s sistemom komunicirajo
neposredno, ali z uporabo zunanjih orodij kot gonilnikov interakcije [8].
Pripravljene datoteke s koncˇnico .robot pozˇenemo preko ukazne vrstice.
Ko se testi zakljucˇijo, dobimo avtomatsko zgenerirano porocˇilo in potek iz-
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vajanja programa v obliki dokumenta HTML. Dodatno imamo tudi mozˇnost
vpogleda v dobljene izhodne podatke v obliki XML datoteke. Z analizo pri-
dobljenih datotek tako dobimo dober vpogled v dejansko izvajanje programa
[8].
3.1.3 Preprost primer
Slika 3.2 prikazuje preprost primer testiranja vpisa v brskalnik. Kot je razvi-
dno na sliki, je sintaksa testnega primera preprosto berljiva, ter nam omogocˇa
hiter razvoj testnih primerov. Velik pomen pri pisanju datotek .robot pred-
stavlja razmak med kljucˇnimi besedami, saj mora ogrodje stavke glede na po-
men ustrezno klasificirati. To dosezˇemo z uporabo najmanj dveh presledkov
med razlicˇnima kljucˇnima besedama, uporaba tabulatorjev pa ni dovoljena.
Slika 3.2: Preprost primer testiranja vpisa v brskalniku (povzeto po [10]).
3.1.4 Robotska procesna avtomatizacija
Robotska procesna avtomatizacija (RPA) predstavlja konfiguracijo robota,
ki posnema cˇlovesˇko interakcijo z digitalnim sistemom z namenom avtoma-
tizacije poslovnega procesa. Uporabljamo jo predvsem za avtomatizacijo
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ponavljajocˇih se procesov kot so kopiranje podatkov, povezovanje z vme-
sniki drugih aplikacij, izpolnjevanjem obrazcev in podobno. V primerjavi z
cˇlovekom so roboti namrecˇ vedno na razpolago ter bolj zanesljivi [9].
Poleg uporabe za namen testiranja, ogrodje RobotFramework uporabljamo
tudi za namene robotske procesne avtomatizacije. Ker gre za odprtokodno
in zelo fleksibilno ogrodje, predstavlja dobro izbiro v primerjavi z drugimi
placˇljivimi alternativami [9].
3.2 TestNG
TestNG je testno ogrodje, namenjeno poenostavitvi procesa testiranja, pa
naj bodo to testi enote ali integracijski testi. Ogrodje je zelo podobno bolj
znanemu in priljubljenemu ogrodju JUnit, a v primerjavi z njim ponuja do-
datne funkcionalnosti zaradi katerih je sposobnejˇse in lazˇje za uporabo [14].
Nekatere izmed funkcionalnosti ogrodja so:
• uporaba anotacij,
• podpora za testiranje vecˇnitnosti,
• podpora za podatkovno usmerjeno testiranje,
• podpora razlicˇnih orodij in vticˇnikov,
• mocˇan model izvajanja,
• nima omejitve glede izbire imen testnih metod,
• omogocˇa zdruzˇevanje testov v skupine, kar z ogrodjem JUnit ni mogocˇe,
• omogocˇa izvedbo testov glede na njihovo skupino, kar ni mogocˇe z
ogrodjem JUnit,
• omogocˇa odvisnosti med posameznimi testi.
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Zaradi dodatnih funkcionalnosti je bilo za potrebe projekta CII-ELT
ogrodje TestNG boljˇsa izbira v primerjavi z ogrodjem JUnit. Zato smo ga
ohranili tudi za pripravo testnih primerov simulatorja. Slika 3.3 prikazuje
preprosta testna primera z uporabo anotacij ogrodja TestNG.
Slika 3.3: primer preprostih TestNG testov z anotacijami (povzeto po [14]).
3.3 Mockito
Ogrodje Mockito uporabljamo pri procesu avtomatskega testiranja kot pomocˇ
pri ustvarjanju testnih dvojnikov. Pri testih enote se pogosto zgodi, da sistem
pri svojem izvajanju potrebuje dolocˇene podatke pridobljene s strani drugega
sistema ali storitve, katere delovanje pa je pri tem testu nepomembno. V
takem primeru je veliko boljˇse izvajanje take odvisnosti zgolj definirati pri
izvajanju konkretnega testa. Mockito nam omogocˇi intuitivno in berljivo im-




Kot zˇe omenjeno so testni dvojniki ucˇinkovita resˇitev pri pisanju testov enote
za ciljni sistem. Dodatno jih lahko delimo na navidezne, okrnjene ter imi-
tatorske dvojnike [13]. Vsak od teh na nekoliko drugacˇen nacˇin prevzame
vlogo odvisnosti, ki jo testirani sistem potrebuje za svoje delovanje.
Navidezni dvojniki
Navidezni dvojniki so objekti z delujocˇo implementacijo, ki pa v primerjavi s
produkcijsko razlicˇico istega objekta svoje delovanje poenostavijo za potrebe
testiranja [13]. Slika 3.4 prikazuje primer uporabe navideznega dvojnika na-
mesto podatkovne baze.
Slika 3.4: Primer uporabe navideznega dvojnika (povzeto po [13]).
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Okrnjeni dvojniki
Okrnjeni dvojniki so objekti, ki hranijo vnaprej definirane podatke kot od-
govor na prejete klice med testiranjem. Uporabimo jih, kadar ne moremo ali
nocˇemo uporabiti objektov, ki bi vrnili prave podatke ali povzrocˇili nezˇeljeno
obnasˇanje [13]. Slika 3.5 prikazuje uporabo okrnjenega dvojnika, ko zˇelimo
pridobiti dolocˇene podatke iz baze.
Slika 3.5: Primer uporabe okrnjenega dvojnika (povzeto po [13]).
Imitatorski dvojniki
Imitatorski dvojniki so objekti, ki registrirajo prejete klice. Uporabimo jih,
ko nas zgolj zanima, ali se je dolocˇena metoda med izvajanjem programa
poklicala ali ne [13]. Implementacija takih objektov je v teh primerih nepo-
trebna. Slika 3.6 prikazuje primer uporabe imitatorskega dvojnika.
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Slika 3.6: Primer uporabe imitatorskega dvojnika (povzeto po [13]).
3.3.2 Delovanje
Mockito za svoje delovanje uporablja nacˇrtovalski vzorec posrednika. To
pomeni da se med objektom, ki mu je klic namenjen in testiranim siste-
mom ustvari posrednik, ki nadzoruje dostop do tega objekta [7]. Ko objektu
posˇljemo dolocˇeno zahtevo, jo posrednik prevzame in nam vrne svoj odgovor.
Mockito si pri tem pomaga z principom zrcaljenja – zmozˇnostjo programa,
da preucˇi in spremeni svojo strukturo in obnasˇanje med samim izvajanjem
[17].
3.3.3 Preprost primer
Slika 3.7 prikazuje klasicˇen primer uporabe ogrodja Mockito. Uporabljeni
seznam v tem primeru zna odgovoriti zgolj na klice, specificˇne za podani ar-
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gument. Cˇe za dolocˇen primer njegovo obnasˇanje ni definirano, privzeto vrne
rezultat null. Mockito sicer omogocˇa tudi definiranje privzetega obnasˇanja.
Slika 3.7: Primer klasicˇne uporabe ogrodja Mockito. (povzeto po [5])
V okviru diplomske naloge smo ogrodje Mockito uporabili in preizkusili na
nekoliko drugacˇen nacˇin, za katerega prvotno ni namenjeno. Uporabili smo
ga kot pomocˇ za izvedbo testiranega sistema. Zanimalo nas je ali, in cˇe v
koliksˇni meri, Mockito lahko pohitri in olajˇsa razvojni proces obravnavanega
sistema.
3.4 Struktura testiranja
Vsako izmed opisanih ogrodij ima pri celotnem procesu testiranja svojo vlogo.
Slika 3.8 prikazuje osnovno strukturo testirnega procesa ter povezovanja med
ogrodji. Testne primere, ki sistem testirajo smo pripravili z ogrodjem Te-
stNG. Pred samo izvedbo testnih primerov moramo seveda poskrbeti, da so
vsa potrebna sredstva za izvedbo na voljo na dolocˇenih lokacijah. Testiranje
zato pozˇenemo preko ukazne lupine s pomocˇjo vnaprej pripravljenih skript
bash, ki poskrbijo za pripravo celotnega okolja in testiranega sistema. Zatem
pozˇenemo pripravljene skripte RobotFramework, ki izvedejo testne primere
s pomocˇjo gonilnika TestNG. Glede na dobljeni rezultat dobimo porocˇilo
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celotnega postopka testiranja. Proces testiranja lahko med izvajanjem spre-
mljamo preko same lupine, kjer preberemo zabelezˇena sporocˇila sistema.




Sistem, na katerem smo testiranje izvedli, smo pripravili na osnovi ene iz-
med storitev kontrolnega sistema teleskopa ELT. Teleskop se med svojim
delovanjem obracˇa, spreminja lego zrcal, pridobiva podatke s senzorjev in
podobno. Vsi nasˇteti podatki so v podatkovni bazi predstavljeni z podat-
kovnimi tocˇkami, ki se skozi cˇas spreminjajo glede na delovanje teleskopa.
Ker pa teh podatkov ne moremo oziroma niti nocˇemo vseh vesˇ cˇas shranje-
vati, potrebujemo storitev, ki bo skrbela za shranjevanje pomembnih podat-
kov. Storitvi lahko podamo konfiguracijo, na osnovi katere bo spremembe
na podatkovnih tocˇkah shranjevala ali ne. Na ta nacˇin lahko izmed vseh po-
datkov izberemo in shranimo le tiste, ki so za nas pomembni. Glavni namen
shranjevanja podatkov je predvsem sledenje trendom delovanja teleskopa,
ter zagotavljanje pravilnega delovanja v prihodnosti. Opisano storitev smo
za razliko od prave implementirali s pomocˇjo ogrodja Mockito ter jo pre-
cej poenostavili. Mockito smo uporabili tudi pri implementaciji vseh ostalih
komponent, ki sestavljajo testirni sistem.
4.1 Zgradba
Testirni sistem vsebuje poleg simulatorja storitve (razred ServiceSimula-
tor) sˇe bazo podatkovnih tocˇk (razred OLDB), shrambo za arhiviranje (ra-
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zred Storage) ter poleg dveh odjemalcev (razreda OLDBAPIClient in
ArchivingAPIClient), ki omogocˇata povezavo s simulatorjem storitve, sˇe
preprosto orodje ukazne vrstice (razred Archiver), ki ga lahko uporabimo
za komunikacijo s simulatorjem. Slika 4.1 predstavlja poenostavljen diagram
sistema in komunikacije med njegovimi komponentami.
Slika 4.1: Diagram poenostavljenega sistema.
Pri implementaciji vsake izmed nasˇtetih komponent smo uporabili ogrodje
Mockito. V vsakega od razredov smo kot atribut dodali taisti razred, vpeljan
s pomocˇjo ogrodja Mockito, ki smo mu nato posredovali klice definiranih
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metod. Primer je prikazan na sliki 4.2.
Slika 4.2: Primer objekta Mockito za pomocˇ pri implementaciji.
Prikazani dvojnik (serviceSimulatorMock) vsebuje definicije obnasˇanja
metod, ter skrbi za pravilno delovanje sistema s pomocˇjo ogrodja Mockito.
Pravi razred simulatorja storitve bo vecˇino klicev svojih metod tako zgolj
prenesel svojemu dvojniku ter vrnil rezultat.
4.2 Komponente in delovanje sistema
Poleg zˇe omenjenih glavnih komponent, smo pripravili sˇe nekatere dodatne
razrede, potrebne za delovanje celotnega sistema. V podatkovni bazi so shra-
njene podatkovne tocˇke (razred DataPoint), ki jih storitev lahko zapakira
v podatkovne pakete (razred DataPacket) in arhivira v shrambo. Dodatne
razrede, smo uporabili tudi za:
• serializacijo podatkov (razred Transporter),
• dolocˇanje obnasˇanja storitve (razred Configuration),
• izvajanje ukazov (razred CommandContainer in enum Command),
• porocˇanje o izjemah (razreda ArchivingException in OldbExcep-
tion)
26 Jakob Bernik
• pomocˇ pri zazanavanju sprememb podatkovnih tocˇk (vmesnik Chan-
geListener) ter
• pomocˇ pri vecˇnitnem izvajanju programa (razred DaemonFactory).
4.2.1 Simulator storitve
Osrednjo komponento sistema predstavlja simulator storitve. Njegov na-
men je urejanje komunikacije med ostalimi komponentami ter arhiviranje
spremenjenih podatkovnih tocˇk. Simulator storitve uporablja preprost raz-
vijalski vzorec opazovalca: mehanizem, ki omogocˇi spremljanje sprememb na
zˇeljenem objektu [6]. Komunikacijo z odjemalci smo omogocˇili z uporabo
protokola HTTP, pri cˇemer simulator deluje kot strezˇnik, s katerim se lahko
povezˇemo preko obeh odjemalcev (OldbApiClient in ArchivingApiCli-
ent). Vse podatke, vkljucˇene v komunikacijo, pred posˇiljanjem zapakiramo
v prenasˇalca (Transporter), ki ga nato serializiramo in posˇljemo ciljnemu
razredu.
Simulator pozˇenemo preko skripte, ki opcijsko lahko prejme argumente, s
katerimi definiramo zajem in arhiviranje dolocˇenih podatkovnih tocˇk. Tocˇke
lahko zajemamo glede na 3 razlicˇne parametre:
• glede na ime podatkovne tocˇke: v tem primeru se arhivira zgolj
spremembe ene podatkovne tocˇke,
• glede na vrednost: cˇe je podan ta argument, se arhivirajo zgolj spre-
membe, pri katerih je nova vrednost manjˇsa od podanega argumenta,
• glede na veljavnost: vsaka tocˇka ima dodaten parameter, ki dolocˇa,
ali je veljavna ali ne, s tem argumentom dolocˇimo ali se shranjuje vse
spremembe, ali zgolj tiste na veljavnih podatkovnih tocˇkah.
Brez podanih argumentov uporabimo privzeto obnasˇanje arhiviranja vseh
sprememb. Slika 4.3 prikazuje implementacijo arhiviranja tocˇke glede na
konfiguracijo z uporabo ogrodja Mockito.
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Slika 4.3: Proces arhiviranja spremenjene podatkovne tocˇke.
Na primeru vidimo sintakso ogrodja Mockito. Ko poklicˇemo metodo da-
taChange, pri cˇemer je argument razreda DataPoint, Mockito odgovori s
pripravljenim odgovorom. Preverimo ustreznost tocˇke za arhiviranje glede na
konfiguracijo storitve ter tocˇko, cˇe ustreza, shranimo. Definiranje obnasˇanja
metod smo v veliki meri opravili v konstruktorjih razredov, ob sami stvaritvi
razreda, prave metode pa so svoj klic posredovale nadomestnemu razredu
ogrodja Mockito. Primer posredovanja klica je prikazan na sliki 4.4.
Slika 4.4: Posredovanje klica nadomestnemu razredu.
4.2.2 Simulator podatkovne baze
Vir podatkov smo simulirali z razredom OldbSimulator. Ta simulator tecˇe
paralelno z simulatorjem storitve v svoji niti, ter periodicˇno nakljucˇno po-
sodablja vrednosti obstojecˇih podatkovnih tocˇk, ter o tem obvesti simulator
storitve.
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Poleg avtomatskega, omogocˇa tudi rocˇno dodajanje, pridobivanje in bri-
sanje podatkovnih tocˇk preko odjemalca (OldbApiClient). Simulator po-
datkovne baze za zagon ne uporablja lastne skripte, ampak ga pozˇenemo
samodejno z zagonom simulatorja storitve. Nit, v kateri se izvaja, je odvi-
sna od glavne niti simulatorja storitve (pri kreiranju smo uporabili razred
DaemonFactory), zaradi cˇesar se ob ustavitvi simulatorja storitve, tudi si-
mulator podatkovne baze samodejno ugasne. Slika 4.5 prikazuje definicijo
obnasˇanja metode run, ki se izvede vsake tri sekunde.
Slika 4.5: Prikaz procesa posodobitve nakljucˇne podatkovne tocˇke.
Podobno kot pri simulatorju storitve, smo tudi tukaj obnasˇanje definirali
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v konstruktorju razreda. Ob klicu metoda glede na nakljucˇno sˇtevilo izbere
nakljucˇno tocˇko ter ji dolocˇi novo vrednost.
Ker smo tocˇko spremenili, moramo na tem mestu popraviti tudi obnasˇanje
vseh odvisnih metod. Z uporabo ogrodja Mockito je to dokaj preprosto, kakor
lahko vidimo na sliki 4.5. Podobno smo definirali tudi metode za dodajanje
in brisanje podatkovnih tocˇk preko odjemalca. Mockito za nas hrani vse
definirane metode, in posledicˇno ne potrebujemo niti preprostega seznama
za shranjevanje podatkovnih tocˇk.
4.2.3 Shramba
Shramba vsebuje vse arhivirane podatkovne tocˇke, ki so shranjene v obliki
podatkovnega paketa. Paket poleg podatkovne tocˇke vsebuje tudi unikatno
identifikacijsko sˇtevilko ter datum arhiviranja. Podatkovne pakete hranimo
dokler storitev deluje, ali dokler celotnega obnasˇanja razreda ne pobriˇsemo.
Shramba neposredno ne vsebuje nobenega seznama do sedaj shranjenih pa-
ketov, ampak celotno obnasˇanje njenih funkcij skozi arhiviranje na novo de-
finiramo in posodabljamo. Mockito omogocˇa preprosto brisanje celotnega
obnasˇanja, kot je to prikazano na sliki 4.6. Ta dodatna funkcionalnost nam
pride prav predvsem pri postopku testiranja za pripravo okolja med testnimi
primeri.
Slika 4.6: Prikaz funkcije za izbris celotne shrambe.
4.2.4 Odjemalec za arhiviranje
S storitvijo ter shrambo lahko komuniciramo preko odjemalca za arhiviranje.
Podatkovne pakete lahko pridobimo glede na njihovo identifikacijsko sˇtevilko,
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jih shranimo ali poiˇscˇemo njihovo identifikacijsko sˇtevilko bodisi glede na ime
njihove podatkovne tocˇke, bodisi glede na datum arhiviranja. Pri iskanju
lahko dobimo identifikacijske sˇtevilke vecˇjega sˇtevila paketov, ki ustrezajo
nasˇi poizvedbi. Slika 4.7 prikazuje postopek iskanja po shrambi.
Slika 4.7: Iskanje podatkovnih paketov glede na podano poizvedbo.
Ob klicu metode searchData se izvede povezava s storitvijo in iskanje po-
datkov. Mockito nam omogocˇi pridobitev potrebnih argumentov na katere se
odgovor nanasˇa, kar lahko vidimo na sliki 4.7. Zatem pripravimo prenasˇalca,
ga serializiramo ter posˇljemo simulatorju storitve preko protokola HTTP. V
primeru pozitivnega odziva nato preberemo in vrnemo podatke, v primeru iz-




Arhivar nam omogocˇa komunikacijo s storitvijo preko odjemalca za arhivira-
nje. Podpira naslednje funkcionalnosti:
• pridobivanje podatkovnih paketov glede na identifikacijsko sˇtevilko pa-
keta,
• shranjevanje podatkovnih paketov,
• iskanje podatkovnih paketov po imenu podatkovne tocˇke, ali datumu
arhiviranja.
Arhivarja lahko uporabimo neposredno preko ukazne vrstice, s pomocˇjo
pripravljene zagonske skripte. Argumente skripte posredujemo arhivarju, ki
ukaze preveri, glede na dodatne parametre ukaz tudi izvede ter nam prikazˇe
rezultat. V primeru nepodprtega ukaza se nam izpiˇsejo navodila uporabe,
v primeru napacˇnih podatkov pa se nam prikazˇe izjema. Slika 4.8 prikazuje
izpisana navodila za uporabo arhivarja z uporabo ukazne vrstice. Zaradi
dolzˇine razlage, smo sliko nekoliko odrezali.
Slika 4.8: Navodila za uporabo arhivarja.
Slika 4.9 prikazuje uporabo arhivarja za iskanje po imenu podatkovne
tocˇke (tocˇka dp 1). Rezultat poizvedbe je seznam identifikacijskih sˇtevilk
arhiviranih paketov, ki vsebujejo podatkovno tocˇko dp 1.
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Slika 4.9: Iskanje z arhivarjem glede na ime podatkovne tocˇke.
Sedaj lahko pridobimo vsebino katerega izmed paketov. Primer izpisa je
prikazan na sliki 4.10.
Slika 4.10: Prikaz vsebine shranjenega paketa.
4.2.6 Odjemalec za bazo podatkov
Odjemalca za bazo podatkov ne moremo uporabiti na podoben nacˇin kot
odjemalca za arhiviranje, saj nismo implementirali orodja za njegovo uporabo
neposredno iz ukazne vrstice. Kljub temu za namene testiranja predstavlja
pomemben cˇlen v celotnem sistemu. Omogocˇa nam dostop do simulatorja
podatkovne baze ter spreminjanje njegovega obnasˇanja. Preko njega lahko
dodajamo, pridobivamo in briˇsemo podatkovne tocˇke. Slika 4.11 prikazuje
pridobivanje podatkovne tocˇke glede na podano ime.
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Slika 4.11: Pridobivanje podatkovne tocˇke preko storitve in protokola HTTP.
Pridobivanje podatkovne tocˇke je zelo podobno zˇe prikazanemu iskanju
paketa odjemalca za arhiviranje. Povezˇemo se z simulatorjem storitve in
podatke serializiramo. V primeru, da tocˇko najdemo, pridobljene podatke
deserializiramo ter vrnemo, v nasprotnem primeru prikazˇemo izjemo. Na
koncu moramo povezavo seveda tudi zapreti.
4.3 Razvoj testov
Pri razvoju celotnega sistema smo testne primere z uporabo ogrodja TestNG
definirani takoj po dolocˇitvi funkcionalnosti razredov sistema. Komponente
sistema, za katere smo teste pripravili in testiranje tudi izvedli, so bile od-
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jemalec za arhiviranje, arhivar in odjemalec za bazo podatkov. Do-
datno smo pripravili sˇe dva testa, s katerima smo preverili delovanje sistema
kot celote.
Z ogrodjem TestNG teste lahko izvedemo neposredno v testnem okolju s
predpostavko, da predhodno pozˇenemo simulator storitve. Za integracijo z
ogrodjem RobotFramework pa smo pripravili sˇe dodatni razred NGRunner.
4.3.1 TestNG
Glavno logiko izvajanja testov in preverjanje pravilnosti smo pripravili s
pomocˇjo ogrodja TestNG. Seznam testnih razredov je prikazan na sliki 4.12.
Slika 4.12: Seznam testnih razredov sistema.
Pred izvedbo vsakega testa smo pripravili testne podatke in jih po koncˇanem
testu tudi pobrisali. Zaradi mozˇnosti uporabe anotacij, ki jih ponuja ogrodje
TestNG je bilo to zelo preprosto, kar tudi prikazuje slika 4.13. Anotacije
uporabljamo tudi za oznacˇitev testnih metod.
Diplomska naloga 35
Slika 4.13: Seznam testnih razredov sistema.
Za dobre testne pogoje smo morali testne podatke pripraviti pred vsakim
testom posebej. S tem smo zagotovili, da so podatki, ki jih testi pricˇakujejo,
na pravem mestu, ter tako brez zapletov testirali izvajanje. Prav tako smo s
cˇiˇscˇenjem po koncˇanem testu preprecˇili napake zaradi potencialnih odvisnosti
med testnimi primeri.
Testni primer na sliki 4.14 nam prikazuje shranjevanje podatkovnega pa-
keta v shrambo. Ko paket uspesˇno shranimo preko odjemalca za arhiviranje,
kot odgovor dobimo identifikacijsko sˇtevilko shranjenega paketa. V nada-
ljevanju nato paket preko odjemalca tudi pridobimo. Ker so nam podatki
predhodno znani, lahko sedaj potrdimo da se pridobljeni podatki ujemajo s
pricˇakovanimi. Za ta test smo potrebovali ogrodju TestNG pri anotaciji testa
zgolj povedati, da pricˇakujemo izjemo.
Slika 4.14: Testni primer za shranjevanje podatkov.
Prav tako smo testirali tudi prikaz izjeme v primeru napacˇnih podatkov.
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Slika 4.15 prikazuje primer testa, ko zˇelimo pridobiti paket, ki v shrambi ne
obstaja. Seveda zˇelimo, da se nam prikazˇe izjema. V tem primeru je test
uspesˇen, cˇe pa med izvajanjem ne pride do napake, bo test neuspesˇen. Da
smo dosegli taksˇno obnasˇanje, smo ogrodju TestNG morali poleg anotacije
testa zgolj povedati, da pricˇakujemo izjemo.
Slika 4.15: Testni primer z izjemo.
4.3.2 RobotFramework
Priprava potrebnih datotek RobotFramework je bila dokaj hitra. Mozˇnost
definicije novih kljucˇnih besed nam je postopek pisanja samih testnih pri-
merov zelo poenostavila. Celoten seznam pripravljenih testov je prikazan na
sliki 4.16.
Slika 4.16: Seznam skript RobotFramework.
Slika 4.17 prikazuje definicijo potrebnih kljucˇnih besed za izvedbo te-
stnih primerov, ter strukturo skript ogrodja RobotFramework. Vidimo, da
sklopu, v katerem na kratko opiˇsemo vsebino skripte, sledi dolocˇitev potreb-
nih knjizˇnjic ter dodatnih nastavitev. V nasˇem primeru smo potrebovali tri
knjizˇnjice, dodatno pa smo cˇas testa omejili z dvema minutama (seveda tega
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nikoli nismo presegli). Ogrodje nam omogocˇa tudi definicijo spremenljivk.
Na tem mestu smo definirali samo dve. Prva nam predstavlja povezavo do
zagonske skripte, ki nam omogocˇa zagon javanskih razredov. Druga pred-
stavlja pot do besedilnega dokumenta, ki vsebuje izhodno kodo gonilnika
TestNG. Zatem sledi definicija kljucˇnih besed. Za potrebe nasˇega testiranja
smo potrebovali dve: Run Java test in Run system test.
Kljucˇni besedi Run Java test definiramo argumenta group in testName.
Nato izvedemo teste TestNG. Pri tem si pomagamo s knjizˇnjico Process,
pripravljeno skripto za zagon javanskih razredov ter gonilnika TestNG, ki
kot argumenta prejme ime testnega razreda in ime testa za zagon. Kljucˇna
beseda Run Process izvede v ukazni lupini skripto java-cli.sh s podanimim
argumenti. Z njo poskrbimo, da so vse potrebne .jar datoteke dostopne ter
pozˇenemo gonilnik TestNG. Kot parametra mu posredujemo ime razreda
TestNG, ki testni primer vsebuje, ter samo ime testnega primera. Sedaj
se test TestNG lahko izvede. Gonilnik TestNG nato preveri ali se je test
izvedel uspesˇno, ter glede na rezultat vrne izhodno kodo, ki jo skripta java-
cli.sh zapiˇse v datoteko exitCode.txt. Obicˇajno bi lahko zgolj pogledali
status izvedbe kljucˇne besede Run Process, a smo pri razvoju ugotovili da
stvar zaradi neznanega razloga ne deluje pravilno. S pisanjem v datoteko
smo problem nedelovanja odpravili. Na koncu iz datoteke preberemo izhodni
status, pobriˇsemo datoteko ter dolocˇimo, ali je bil test uspesˇen ali ne.
Kljucˇna beseda Run system test prejme kot argument ime testa za
izvedbo. V nasˇem primeru smo izvajali sistemske teste. Na tem mestu torej
lahko zˇe dolocˇimo ime testnega razreda, ki vsebuje teste za izvedbo. Sedaj vse
skupaj predamo predhodno definirani kljucˇni besedi Run Java test. Taksˇen
nacˇin zlaganja kljucˇnih besed, nam zelo pomaga pri berljivosti testov.
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Slika 4.17: Defiranje delovanja in priprava kljucˇnih besed.
Zatem smo morali samo sˇe definirati testne primere. Ti so prikazani na
sliki 4.18. Dolocˇeno imamo predlogo za zagon testa (predhodno definirana
kljucˇna beseda Run system test), kratek opis namena testa, ter ime testa
TestNG, ki ga zˇelimo izvesti.
Slika 4.18: Sistemska testa ogrodja RobotFramework.
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4.4 Zagonske skripte
Izvedba celotnega postopka bi brez razvoja potrebnih zagonskih skript pred-
stavljala nepotrebno delo. V zakljucˇni fazi razvoja sistema smo pripravili vse
potrebne skripte za pripravo okolja in sistema ter izvedbo testiranja. Slika
4.19 prikazuje seznam vseh pripravljenih skript.
Slika 4.19: Seznam zagonskih skript.
Slika 4.20 prikazuje implementacijo skripte za pomocˇ pri zagonu simula-
torja storitve. Definirali smo dve funkciji za zagon in ustavitev simulatorja.
Prva posreduje argumente skripte simulatorju, ter tako omogocˇi konfigura-
cijo same storitve. Druga poiˇscˇe identifikacijsko sˇtevilko procesa glede na
ime, ter proces ubije. Za izvedbo samega testiranja se moramo nahajati v
korenski mapi projekta.





V tem poglavju bomo spoznali postopek testiranja, ki smo ga izvedli z raz-
vitim testnim sistemom.
5.1 Izvedba
Za izvedbo testiranja moramo imeti namesˇcˇena predhodno predstavljena
ogrodja in tehnologije:





Dodatno se moramo nahajati v korenski mapi projekta. Pred samim





Skripta poskrbi za nastavljanje okoljskih spremenljivk in izvede pakiranje
projekta Maven. Privzeto se ob tem avtomatsko izvede tudi teste, a te z upo-
rabo skripte preskocˇimo. Slika 5.1 prikazuje koncˇni rezultat izvedbe skripte
setup.exe.
Slika 5.1: Rezultat izvedbe skripte setup.exe.
Po uspesˇni nastavitvi okolja lahko pozˇenemo pripravljene teste. V nada-
ljevanju je prikazana izvedba sistemskih testov. Teste prav tako pozˇenemo s
pripravljeno zagonsko skripto:
$ ./scripts/runSystemTests.exe
S tem poskrbimo, da se simulator storitve izvaja v ozadju, ter nato
pozˇenemo pripravljene skripte RobotFramework. Vsak izmed testov se nato
izvede v svoji lupini. Ob koncu testiranja skripta tudi poskrbi za ustavitev
izvajanja simulatorja storitve. Slika 5.2 prikazuje rezultat izvajanja testov.
Med samim izvajanjem simulator dolocˇene podatke tudi belezˇi, ter s tem
dodatno obrazlozˇi sam potek izvajanja.
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Slika 5.2: Izvedba sistemskih testov.
Po koncˇanem izvajanju dobimo tudi lokacije generiranih porocˇil za na-
tancˇnejˇsi pregled izvajanja.
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5.2 Porocˇila o izvedbi testiranja
RobotFramework po izvedenem testiranju generira predhodno dolocˇene dato-
teke. Njihov pregled nam omogocˇa dodaten vpogled v izvajanje in rezultate
testiranja. Slika 5.3 prikazuje seznam generiranih datotek za vse teste.
Slika 5.3: Seznam generiranih porocˇil o izvedbi testiranja za vse testne pri-
mere.
Porocˇilo o testiranju (Report) prikazˇe povzetek testiranja. Primer je
prikazan na sliki 5.4. Nekoliko natancˇnejˇso analizo ponuja dnevnik izvaja-
nja (Log). Obe porocˇili nam omogocˇata interaktivno sprehajanje med testi,
pregled izvajanja posameznih kljucˇnih besed ter na splosˇno dobro dokumen-
tiran proces. Z dodatnimi komentarji in dokumentacijo v samih skriptah
RobotFramework, lahko uporabnost porocˇil sˇe dodatno izboljˇsamo. Primer
je prikazan na sliki 5.5. V primeru tezˇav lahko pregledamo tudi datoteko
za odpravljanje napak (Debug) za sˇe boljˇsi vpogled v samo izvajanje testov
RobotFramework.
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Slika 5.4: Primer porocˇila o izvedbi testov.
Slika 5.5: Primer dnevnika izvajanja testov.
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Vidimo da nam porocˇila, generirana s strani ogrodja RobotFramework
ponujajo lepsˇi pregled nad izvedenim procesom testiranja, v primerjavi s
porocˇili ogrodja TestNG z uporabo vticˇnika Maven Surefire. Primer tega
porocˇila prikazuje slika 5.6.
Slika 5.6: Primer porocˇila Maven Surefire za testni razred TestNG.
Poglavje 6
Sklepne ugotovitve
V diplomski nalogi smo testirali uporabo ogrodja Mockito pri implementaciji
storitve s projekta CII-ELT. Ugotovili smo, da je uporaba tega ogrodja pri ra-
zvoju celotnega testirnega sistema prestavljala zgolj dodatno kompleksnost.
Kljub temu pa Mockito, v manjˇsem obsegu uporabe pri implementaciji, lahko
prinese dolocˇene izboljˇsave. Tukaj velja izpostaviti predvsem uporabnost pri
implementaciji obnasˇanja metod, ki stanja sistema ne spreminjajo (metode,
ki nam podatke vracˇajo ali iˇscˇejo glede na dolocˇene parametre). V teh pri-
merih smo obnasˇanje lahko definirali takrat, ko je bilo to potrebno, ter se
izognili dodatni logiki, saj je za to poskrbelo ogrodje Mockito (za shranje-
vanje podatkov nismo potrebovali implementirati niti preprostega seznama).
V praksi lahko to uporabimo predvsem za pohitritev razvoja prototipov.
Za dolocˇitev prilagajanja tega nacˇina implementacije shranjevanja podatkov,
glede na njihovo kolicˇino, bi potrebovali dodatno analizo, ampak za namene
prototipiranja to ne smelo predstavljati problema.
Za integracijo ogrodij TestNG in RobotFramework pri postopku avto-
matskega testiranja lahko zakljucˇimo, da je uporabnost odvisna od projekta,
ki ga testiramo. Pri testiranju nasˇega sistema, razvitega z ogrodjem Moc-
kito, je bila uporaba ogrodja RobotFramework odvecˇ. Izboljˇsavo so v tem
primeru predstavljala zgolj pripravljena porocˇila ogrodja RobotFramework,
saj so v primerjavi z porocˇili TestNG (pripravljenimi s pomocˇjo vticˇnika
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Maven Surefire), bolj izcˇrpna. Za testiranje bi bila dovolj uporaba ogrodja
TestNG samega. Pri bolj kompleksnih projektih, kot je projekt CII-ELT,
pa se uporabnost ogrodja RobotFramework povecˇa. Zaradi mozˇnosti inte-
gracije razlicˇnih orodij lahko z njegovo uporabo poskrbimo za konsistentnost
pripravljenih testov, ko na projektu uporabljamo razlicˇne programske jezike
(na primer Java in Python). S tem poskrbimo za lepsˇo strukturo projekta in
preglednostjo testov na enem mestu.
Namen sistema, ki smo ga razvili v sklopu te diplomske naloge je pred-
vsem raziskovalne in izobrazˇevalne narave. Predstavlja namrecˇ preizkus im-
plementacije sistema z ogrodjem Mockito izven obsega testov, ter testiranje
delovanja z integracijo ogrodij TestNG in RobotFramework. Pri projektu
CII-ELT pa smo ogrodje RobotFramework uporabili za zagotavljanje kako-
vosti kontrolnega sistema, ki bo v prihodnosti igralo pomembno vlogo pri
napredku podrocˇja astronomije in nasˇem razumevanju vesolja.
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