The main goal of The Rich Model Toolkit initiative was to explore directions and techniques for making automated reasoning (including analysis and synthesis) applicable to a wider range of problems, as well as making them easier to use by researchers, software developers, hardware designers, and information system users and developers. The Rich Model Toolkit was funded by the European Union as COST Action IC0901 between 2009 and 2013.
the static mining of library specifications. Partial specifications are represented as symbolic automata, so techniques and tools for symbolic automata can be used to reason about, for example, partialness and precision of specification. The state of the automata correspond to abstract internal states of the API and transitions correspond to method calls.
The paper "Synthesizing Efficient Systems in Probabilistic Environments" by Christian von Essen, Barbara Jobstmann, David Parker and Rahul Varshneya studies the problem of synthesizing reactive systems that achieve optimal cost-reward. The theory is based on Markov decision processes, and the techniques proposed use game solving to compute optimal strategies for components, composing these strategies into a final strategy for the system. The paper includes an experimental comparison of the different algorithms.
The paper "Verification of Heap Manipulating Programs with Ordered Data by Extended Forest Automata" by Parosh Aziz Abdulla, Lukáš Holík, Bengt Jonsson, Ondřej Lengál, Cong Quy Trinh and, Tomáš Vojnar presents an approach to the verification of heap-manipulating programs based on tree automata. The abstract program heap is represented as forest-graphs, and sets of such forests are then encoded using forest automata. The paper presents an extension of forest automata that enables encoding constraints over data. The paper reports on the empirical evaluation of the technique verifying a number of heap manipulating programs.
The paper "Guiding Craig Interpolation with Domain-specific Abstractions" by Jerome Leroux, Philipp Ruemmer and Pavle Subotic studies a a method for improving the quality of interpolants used in verification of software programs, that is general, does not require invasive changes to the interpolating theorem prover and that is based on a constructive algorithm for exploring the interpolant space. The paper reports on experimental evaluation of the technique, implemented in an existing model-checker.
