JSON Web Encryption (JWE) is a means of representing encrypted content using JavaScript Object Notation (JSON) based data structures. Cryptographic algorithms and identifiers for use with this specification are described in the separate JSON Web Algorithms (JWA) specification. Related digital signature and MAC capabilities are described in the separate JSON Web Signature (JWS) specification.
Introduction
JSON Web Encryption (JWE) is a means of representing encrypted content using JavaScript Object Notation (JSON) based data structures. The JWE cryptographic mechanisms encrypt and provide integrity protection for arbitrary sequences of octets.
Two closely related representations for JWE objects are defined. The JWE Compact Serialization is a compact, URL-safe representation intended for space constrained environments such as HTTP Authorization headers and URI query parameters. The JWE JSON Serialization represents JWE objects as JSON objects and enables the same content to be encrypted to multiple parties. Both share the same cryptographic underpinnings.
Cryptographic algorithms and identifiers for use with this specification are described in the separate JSON Web Algorithms (JWA) specification. Related digital signature and MAC capabilities are described in the separate JSON Web Signature (JWS) specification.
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This example encrypts the plaintext "The true sign of intelligence is not knowledge but imagination." to the recipient using RSAES OAEP and AES GCM.
The following example JWE Header declares that:
the Content Encryption Key is encrypted to the recipient using the RSAES OAEP algorithm to produce the JWE Encrypted Key and the Plaintext is encrypted using the AES GCM algorithm with a 256 bit key to produce the Ciphertext.
{"alg":"RSA-OAEP","enc":"A256GCM"} Base64url encoding the octets of the UTF-8 representation of the JWE Header yields this Encoded JWE Header value:
eyJhbGciOiJSU0EtT0FFUCIsImVuYyI6IkEyNTZHQ00ifQ
The remaining steps to finish creating this JWE are: The members of the JSON object(s) represented by the JWE Header describe the encryption applied to the Plaintext and optionally additional properties of the JWE. The Header Parameter Names within the JWE Header MUST be unique; JWEs with duplicate Header Parameter Names MUST be rejected.
Implementations are required to understand the specific header parameters defined by this specification that are designated as "MUST be understood" and process them in the manner defined in this specification. All other header parameters defined by this specification that are not so designated MUST be ignored when not understood. Unless listed as a critical header parameter, per , all other header parameters MUST be ignored when not understood.
There are two ways of distinguishing whether a header is a JWS Header or a JWE Header. The first is by examining the alg (algorithm) header parameter value. If the value represents a digital signature or MAC algorithm, or is the value none, it is for a JWS; if it represents a Key Encryption, Key Wrapping, Direct Key Agreement, Key Agreement with Key Wrapping, or Direct Encryption algorithm, it is for a JWE. A second method is determining whether an enc (encryption method) member exists. If the enc member exists, it is a JWE; otherwise, it is a JWS. Both methods will yield the same result for all legal input values.
There are three classes of Header Parameter Names: Reserved Header Parameter Names, Public Header Parameter Names, and Private Header Parameter Names.
Reserved Header Parameter Names
The following Header Parameter Names are reserved with meanings as defined below. All the names are short because a core goal of this specification is for the resulting representations using the JWE Compact Serialization to be compact.
Additional reserved Header Parameter Names can be defined via the IANA JSON Web Signature and Encryption Header Parameters registry . As indicated by the common registry, JWSs and JWEs share a common header parameter space; when a parameter is used by both specifications, its usage must be compatible between the specifications.
"alg" (Algorithm) Header Parameter
The alg (algorithm) header parameter identifies the cryptographic algorithm used to encrypt or determine the value of the Content Encryption Key (CEK). The algorithm specified by the alg value MUST be supported by the implementation and there MUST be a key for use with that algorithm associated with the intended recipient or the JWE MUST be rejected. alg values SHOULD either be registered in the IANA JSON Web Signature and Encryption Algorithms registry or be a value that contains a Collision Resistant Namespace. The alg value is a case sensitive string containing a StringOrURI value. Use of this header parameter is REQUIRED. This header parameter MUST be understood by implementations.
A list of defined alg values can be found in the IANA JSON Web Signature and Encryption Algorithms registry ; the initial contents of this registry are the values defined in Section 4.1 of the JSON Web Algorithms (JWA) specification.
"enc" (Encryption Method) Header Parameter
The enc (encryption method) header parameter identifies the block encryption algorithm used to encrypt the Plaintext to produce the Ciphertext. This algorithm MUST be an Authenticated Encryption algorithm with a specified key length. The algorithm specified by the enc value MUST be supported by the implementation or the JWE MUST be rejected. enc values SHOULD either be registered in the IANA JSON Web Signature and Encryption Algorithms registry or be a value that contains a Collision Resistant Namespace. The enc value is a case sensitive string containing a StringOrURI value. Use of this header parameter is REQUIRED. This header parameter MUST be understood by implementations. A list of defined enc values can be found in the IANA JSON Web Signature and Encryption Algorithms registry ; the initial contents of this registry are the values defined in Section 4.2 of the JSON Web Algorithms (JWA) specification.
"epk" (Ephemeral Public Key) Header Parameter
The epk (ephemeral public key) value created by the originator for the use in key agreement algorithms. This key is represented as a JSON Web Key value. When the alg value used identifies an algorithm for which epk is a parameter, this parameter MUST be present if REQUIRED by the algorithm and this header parameter MUST be understood by implementations; otherwise, this parameter MUST be omitted.
"zip" (Compression Algorithm) Header Parameter
The zip (compression algorithm) applied to the Plaintext before encryption, if any. If present, the value of the zip header parameter MUST be the case sensitive string "DEF". Compression is performed with the DEFLATE algorithm. If no zip parameter is present, no compression is applied to the Plaintext before encryption. This header parameter MUST be integrity protected, and therefore MUST occur only with the JWE Protected Header, when used. Use of this header parameter is OPTIONAL. This header parameter MUST be understood by implementations.
"jku" (JWK Set URL) Header Parameter
The jku (JWK Set URL) header parameter is a URI that refers to a resource for a set of JSON-encoded public keys, one of which is the key to which the JWE was encrypted; this can be used to determine the private key needed to decrypt the JWE. The keys MUST be encoded as a JSON Web Key Set (JWK Set) . The protocol used to acquire the resource MUST provide integrity protection; an HTTP GET request to retrieve the certificate MUST use TLS ; the identity of the server MUST be validated, as per Section 3.1 of HTTP Over TLS . Use of this header parameter is OPTIONAL.
"jwk" (JSON Web Key) Header Parameter
The jwk (JSON Web Key) header parameter is the public key to which the JWE was encrypted; this can be used to determine the private key needed to decrypt the JWE. This key is represented as a JSON Web Key . Use of this header parameter is OPTIONAL.
"x5u" (X.509 URL) Header Parameter
The x5u (X.509 URL) header parameter is a URI that refers to a resource for the X.509 public key certificate or certificate chain containing the key to which the JWE was encrypted; this can be used to determine the private key needed to decrypt the JWE. The identified resource MUST provide a representation of the certificate or certificate chain that conforms to [RFC5280] in PEM encoded form . The certificate containing the public key to which the JWE was encrypted MUST be the first certificate. This MAY be followed by additional certificates, with each subsequent certificate being the one used to certify the previous one. The protocol used to acquire the resource MUST provide integrity protection; an HTTP GET request to retrieve the certificate MUST use TLS ; the identity of the server MUST be validated, as per Section 3.1 of HTTP Over TLS . Use of this header parameter is OPTIONAL. The x5c (X.509 Certificate Chain) header parameter contains the X.509 public key certificate or certificate chain containing the key to which the JWE was encrypted; this can be used to determine the private key needed to decrypt the JWE. The certificate or certificate chain is represented as a JSON array of certificate value strings. Each string in the array is a base64 encoded ( Section 4 --not base64url encoded) DER PKIX certificate value. The certificate containing the public key to which the JWE was encrypted MUST be the first certificate. This MAY be followed by additional certificates, with each subsequent certificate being the one used to certify the previous one. Use of this header parameter is OPTIONAL.
See Appendix B of
for an example x5c value.
"kid" (Key ID) Header Parameter
The kid (key ID) header parameter is a hint indicating which key to which the JWE was encrypted; this can be used to determine the private key needed to decrypt the JWE. This parameter allows originators to explicitly signal a change of key to recipients. Should the recipient be unable to locate a key corresponding to the kid value, they SHOULD treat that condition as an error. The interpretation of the kid value is unspecified. Its value MUST be a string. Use of this header parameter is OPTIONAL.
When used with a JWK, the kid value can be used to match a JWK kid parameter value.
"typ" (Type) Header Parameter
The typ (type) header parameter is used to declare the type of this object. The type value JWE is used to indicate that this object is a JWE using the JWE Compact Serialization. The values used for the cty header parameter come from the same value space as the typ header parameter, with the same rules applying.
"apu" (Agreement PartyUInfo) Header Parameter
The apu (agreement PartyUInfo) value for key agreement algorithms using it (such as ECDH-ES), represented as a base64url encoded string. Use of this header parameter is OPTIONAL. When the alg value used identifies an algorithm for which apu is a parameter, this header parameter MUST be understood by implementations; otherwise, this parameter MUST be omitted.
"crit" (Critical) Header Parameter
The An example use, along with a hypothetical exp (expiration-time) field is:
{"alg":"RSA-OAEP", "enc":"A256GCM", "crit":["exp"], "exp":1363284000 }
Public Header Parameter Names
Additional Header Parameter Names can be defined by those using JWEs. However, in order to prevent collisions, any new Header Parameter Name SHOULD either be registered in the IANA JSON Web Signature and Encryption Header Parameters registry or be a Public Name: a value that contains a Collision Resistant Namespace. In each case, the definer of the name or value needs to take reasonable precautions to make sure they are in control of the part of the namespace they use to define the Header Parameter Name.
New header parameters should be introduced sparingly, as they can result in noninteroperable JWEs.
Private Header Parameter Names
A producer and consumer of a JWE may agree to use Header Parameter Names that are Private Names: names that are not Reserved Names or Public Names . Unlike Public Names, Private Names are subject to collision and should be 
Producing and Consuming JWEs

Message Encryption
The message encryption process is as follows. The order of the steps is not significant in cases where there are no dependencies between the inputs and outputs of the steps. 
Message Decryption
The message decryption process is the reverse of the encryption process. The order of the steps is not significant in cases where there are no dependencies between the inputs and outputs of the steps. If any of these steps fails, the JWE MUST be rejected. 
String Comparison Rules
Processing a JWE inevitably requires comparing known strings to values in JSON objects. For example, in checking what the encryption method is, the Unicode string encoding enc will be checked against the member names in the JWE Header to see if there is a matching Header Parameter Name.
Comparisons between JSON strings and other Unicode strings MUST be performed by comparing Unicode code points without normalization as specified in the String Comparison Rules in Section 5.3 of .
Cryptographic Algorithms
JWE uses cryptographic algorithms to encrypt the Plaintext and the Content Encryption Key (CEK) and to provide integrity protection for the JWE Protected Header and JWE Ciphertext. The JSON Web Algorithms (JWA) specification specifies a set of cryptographic algorithms and identifiers to be used with this specification and defines registries for additional such algorithms. Specifically, Section 4.1 specifies a set of alg (algorithm) header parameter values and Section 4.2 specifies a set of enc (encryption method) header parameter values intended for use this specification. It also describes the semantics and operations that are specific to these algorithms.
CEK Encryption
JWE supports three forms of Content Encryption Key (CEK) encryption:
Asymmetric encryption under the recipient's public key. Symmetric encryption under a key shared between the sender and receiver. Symmetric encryption under a key agreed upon between the sender and receiver.
See the algorithms registered for enc usage in the IANA JSON Web Signature and Encryption Algorithms registry and Section 4.1 of the JSON Web Algorithms (JWA) specification for lists of encryption algorithms that can be used for CEK encryption.
Key Identification
It is necessary for the recipient of a JWE to be able to determine the key that was employed for the encryption operation. The key employed can be identified using the Header Parameter methods described in or can be identified using methods that are outside the scope of this specification. Specifically, the Header Parameters jku, jwk, x5u, x5t, x5c, and kid can be used to identify the key used. The sender SHOULD include sufficient information in the Header Parameters to identify the key used, unless the application uses another means or convention to determine the key used. Recipients MUST reject the input when the key used cannot be determined.
JWE JSON Serialization
The JWE JSON Serialization represents encrypted content as a JSON object. Unlike the JWE Compact Serialization, content using the JWE JSON Serialization can be encrypted to more The representation is closely related to that used in the JWE Compact Serialization, with the following differences for the JWE JSON Serialization:
Values in the JWE JSON Serialization are represented as members of a JSON object, rather than as base64url encoded strings separated by period ('.') characters. (However binary values and values that are integrity protected are still base64url encoded.) The Encoded JWE Header value, if non-empty, is stored in the protected member.
The Encoded JWE Initialization Vector value is stored in the iv member. The Encoded JWE Ciphertext value is stored in the ciphertext member. The Encoded JWE Authentication Tag value is stored in the tag member. The JWE can be encrypted to multiple recipients, rather than just one. A JSON array in the recipients member is used to hold values that are specific to a particular recipient, with one array element per recipient represented. These array elements are JSON objects. Each Encoded JWE Encrypted Key value is stored in the encrypted_key member of a JSON object that is an element of the recipients array. Some header parameter values, such as the alg value and parameters used for selecting keys, can also differ for different recipient computations. Per-recipient header parameter values are stored in the header members of the same JSON objects that are elements of the recipients array. The syntax of a JWE using the JWE JSON Serialization is as follows:
{"protected":<integrity-protected shared header contents>", "unprotected":<non-integrity-protected shared header contents>", "recipients":[ {"header":"<per-recipient unprotected header 1 contents>", "encrypted_key":"<encrypted key 1 contents>"}, ... {"header":"<per-recipient unprotected header N contents>", "encrypted_key":"<encrypted key N contents>"}], "iv":"<initialization vector contents>", "ciphertext":"<ciphertext contents>", "tag":"<authentication tag contents>" } Of these members, only the ciphertext member MUST be present. The iv, tag, and encrypted_key members MUST be present when corresponding JWE Initialization Vector, JWE Authentication Tag, and JWE Encrypted Key values are non-empty. The recipients member MUST be present when any header or encrypted_key members are needed for recipients. At least one of the header, protected, and unprotected members MUST be present so that alg and enc header parameter values are conveyed for each recipient TOC TOC TOC TOC present so that alg and enc header parameter values are conveyed for each recipient computation.
The contents of the Encoded JWE Encrypted Key, Encoded JWE Initialization Vector, Encoded JWE Ciphertext, and Encoded JWE Authentication Tag values are exactly as defined in the rest of this specification. They are interpreted and validated in the same manner, with each corresponding Encoded JWE Encrypted Key, Encoded JWE Initialization Vector, Encoded JWE Ciphertext, Encoded JWE Authentication Tag, and set of header parameter values being created and validated together. The JWE Header values used are the union of the header parameters in the protected, unprotected, and corresponding header members, as described earlier.
Each JWE Encrypted Key value is computed using the parameters of the corresponding JWE Header value in the same manner as for the JWE Compact Serialization. This has the desirable property that each Encoded JWE Encrypted Key value in the recipients array is identical to the value that would have been computed for the same parameter in the JWE Compact Serialization. Likewise, the JWE Ciphertext and JWE Authentication Tag values match those produced for the JWE Compact Serialization, provided that the Encoded JWE Header value (which represents the integrity-protected header parameter values) matches that used in the JWE Compact Serialization.
All recipients use the same JWE Protected Header, JWE Initialization Vector, JWE Ciphertext, and JWE Authentication Tag values, resulting in potentially significant space savings if the message is large. Therefore, all header parameters that specify the treatment of the Plaintext value MUST be the same for all recipients. This primarily means that the enc (encryption method) header parameter value in the JWE Header for each recipient and any parameters of that algorithm MUST be the same.
See
for an example of computing a JWE using the JWE JSON Serialization.
Implementation Considerations
The JWE Compact Serialization is mandatory to implement. Implementation of the JWE JSON Serialization is OPTIONAL.
IANA Considerations
Registration of JWE Header Parameter Names
This specification registers the Header Parameter Names defined in in the IANA JSON Web Signature and Encryption Header Parameters registry .
Registry Contents
Header 
Media Type Registration
Registry Contents
This specification registers the application/jwe and application/jwe+json Media Types in the MIME Media Type registry to indicate, respectively, that the content is a JWE using the JWE Compact Serialization or a JWE using the JWE JSON Serialization. 
Security Considerations
All of the security issues faced by any cryptographic application must be faced by a JWS/JWE/JWK agent. Among these issues are protecting the user's private and symmetric keys, preventing various attacks, and helping the user avoid mistakes such as inadvertently encrypting a message for the wrong recipient. The entire list of security considerations is beyond the scope of this document.
All the security considerations in the JWS specification also apply to this specification. Likewise, all the security considerations in [W3C.CR-xmlenc-core1-20120313] also apply, other than those that are XML specific.
When decrypting, particular care must be taken not to allow the JWE recipient to be used as an oracle for decrypting messages.
[RFC3218] should be consulted for specific countermeasures to attacks on RSAES-PKCS1-V1_5. An attacker might modify the contents of the alg parameter from RSA-OAEP to RSA1_5 in order to generate a formatting error that can be detected and used to recover the CEK even if RSAES OAEP was used to encrypt the CEK. It is therefore particularly important to report all formatting errors to the CEK, Additional Authenticated Data, or ciphertext as a single error when the JWE is rejected. [RFC1951] Deutsch, P., "DEFLA TE Compressed Data Format Specification version 1.3," RFC 1951, May 1996 (TXT, PS, PDF).
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Appendix A. JWE Examples
This section provides examples of JWE computations.
A.1. Example JWE using RSAES OAEP and AES GCM
This example encrypts the plaintext "The true sign of intelligence is not knowledge but imagination." to the recipient using RSAES OAEP and AES GCM. The representation of this plaintext is: [84, 104, 101, 32, 116, 114, 117, 101, 32, 115, 105, 103, 110, 32, 111, 102, 32, 105, 110, 116, 101, 108, 108, 105, 103, 101, 110, 99, 101, 32, 105, 115, 32, 110, 111, 116, 32, 107, 110, 111, 119, 108, 101, 100, 103, 101, 32, 98, 117, 116, 32, 105, 109, 97, 103, 105, 110, 97, 116, 105, 111, 110, 46] A.1.1. JWE Header
{"alg":"RSA-OAEP","enc":"A256GCM"}
A.1.2. Encoded JWE Header
Base64url encoding the octets of the UTF-8 representation of the JWE Header yields this Encoded JWE Header value: eyJhbGciOiJSU0EtT0FFUCIsImVuYyI6IkEyNTZHQ00ifQ
A.1.3. Content Encryption Key (CEK)
Generate a 256 bit random Content Encryption Key (CEK). In this example, the value is: [177, 161, 244, 128, 84, 143, 225, 115, 63, 180, 3, 255, 107, 154, 212, 246, 138, 7, 110, 91, 112, 46, 34, 105, 47, 130, 203, 46, 122, 234, 64 , 252]
TOC TOC
A.1.4. Key Encryption
Encrypt the CEK with the recipient's public key using the RSAES OAEP algorithm to produce the JWE Encrypted Key. In this example, the RSA key parameters are: [161, 168, 84, 34, 133, 176, 208, 173, 46, 176, 163, 110, 57, 30, 135, 227, 9, 31, 226, 128, 84, 92, 116, 241, 70, 248, 27, 227, 193, 62, 5, 91, 241, 145, 224, 205, 141, 176, 184, 133, 239, 43, 81, 103, 9, 161, 153, 157, 179, 104, 123, 51, 189, 34, 152, 69, 97, 69, 78, 93, 140, 131, 87, 182, 169, 101, 92, 142, 3, 22, 167, 8, 212, 56, 35, 79, 210, 222, 192, 208, 252, 49, 109, 138, 173, 253, 210, 166, 201, 63, 102, 74, 5, 158, 41, 90, 144, 108, 160, 79, 10, 89, 222, 231, 172, 31, 227, 197, 0, 19, 72, 81, 138, 78, 136, 221, 121, 118, 196, 17, 146, 10, 244, 188, 72, 113, 55, 221, 162, 217, 171, 27, 57, 233, 210, 101, 236, 154, 199, 56, 138, 239, 101, 48, 198, 186, 202, 160, 76, 111, 234, 71, 57, 183, 5, 211, 171, 136, 126, 64, 40, 75, 58, 89, 244, 254, 107, 84, 103, 7, 236, 69, 163, 18, 180, 251, 58, 153, 46, 151, 174, 12, 103, 197, 181, 161, 162, 55, 250, 235, 123, 110, 17, 11, 158, 24, 47, 133, 8, 199, 235, 107, 126, 130, 246, 73, 195, 20, 108, 202, 176, 214, 187, 45, 146, 182, 118, 54, 32, 200, 61, 201, 71, 243, 1, 255, 131, 84, 37, 111, 211, 168, 228, 45, 192, 118, 27, 197, 235, 232, 36, 10, 230, 248, 190, 82, 182, 140, 35, 204, 108, 190, 253, 186, 186, 27 ] Exponent [1, 0, 1]
Parameter Name Value
Modulus
Private Exponent [144, 183, 109, 34, 62, 134, 108, 57, 44, 252, 10, 66, 73, 54, 16, 181, 233, 92, 54, 219, 101, 42, 35, 178, 63, 51, 43, 92, 119, 136, 251, 41, 53, 23, 191, 164, 164, 60, 88, 227, 229, 152, 228, 213, 149, 228, 169, 237, 104, 71, 151, 75, 88, 252, 216, 77, 251, 231, 28, 97, 88, 193, 215, 202, 248, 216, 121, 195, 211, 245, 250, 112, 71, 243, 61, 129, 95, 39, 244, 122, 225, 217, 169, 211, 165, 48, 253, 220, 59, 122, 219, 42, 86, 223, 32, 236, 39, 48, 103, 78, 122, 216, 187, 88, 176, 89, 24, 1, 42, 177, 24, 99, 142, 170, 1, 146, 43, 3, 108, 64, 194, 121, 182, 95, 187, 134, 71, 88, 96, 134, 74, 131, 167, 69, 106, 143, 121, 27, 72, 44, 245, 95, 39, 194, 179, 175, 203, 122, 16, 112, 183, 17, 200, 202, 31, 17, 138, 156, 184, 210, 157, 184, 154, 131, 128, 110, 12, 85, 195, 122, 241, 79, 251, 229, 183, 117, 21, 123, 133, 142, 220, 153, 9, 59, 57, 105, 81, 255, 138, 77, 82, 54, 62, 216, 38, 249, 208, 17, 197, 49, 45, 19, 232, 157, 251, 131, 137, 175, 72, 126, 43, 229, 69, 179, 117, 82, 157, 213, 83, 35, 57, 210, 197, 252, 171, 143, 194, 11, 47, 163, 6, 253, 75, 252, 96, 11, 187, 84, 130, 210, 7, 121, 78, 91, 79, 57, 251, 138, 132, 220, 60, 224, 173, 56, 224, 201] The resulting JWE Encrypted Key value is: [56, 163, 154, 192, 58, 53, 222, 4, 105, 218, 136, 218, 29, 94, 203, 22, 150, 92, 129, 94, 211, 232, 53, 89, 41, 60, 138, 56, 196, 216, 82, 98, 168, 76, 37, 73, 70, 7, 36, 8, 191, 100, 136, 196, 244, 220, 145, 158, 138, 155, 4, 117, 141, 230, 199, 247, 173, 45, 182, 214, 74, 177, 107, 211, 153, 11, 205, 196, 171, 226, 162, 128, 171, 182, 13, 237, 239, 99, 193, 4, 91, 219, 121, 223, 107, 167, 61, 119, 228, 173, 156, 137, 134, 200, 80, 219, 74, 253, 56, 185, 91, 177, 34, 158, 89, 154, 205, 96, 55, 18, 138, 43, 96, 218, 215, 128, 124, 75, 138, 243, 85, 25, 109, 117, 140, 26, 155, 249, 67, 167, 149, 231, 100, 6, 41, 65, 214, 251, 232, 87, 72, 40, 182, 149, 154, 168, 31, 193, 126, 215, 89, 28, 111, 219, 125, 182, 139, 235, 195, 197, 23, 234, 55, 58, 63, 180, 68, 202, 206, 149, 75, 205, 248, 176, 67, 39, 178, 60, 98, 193, 32, 238, 122, 96, 158, 222, 57, 183, 111, 210, 55, 188, 215, 206, 180, 166, 150, 166, 106, 250, 55, 229, 72, 40, 69, 214, 216, 104, 23, 40, 135, 212, 28, 127, 41, 80, 175, 174, 168, 115, 171, 197, 89, 116, 92, 103, 246, 83, 216, 182, 176, 84, 37, 147, 35, 45, 219, 172, 99, 226, 233, 73, 37, 124, 42, 72, 49, 242, 35, 127, 184, 134, 117, 114, 135, 206] A.1.
Encoded JWE Encrypted Key
Base64url encode the JWE Encrypted Key to produce the Encoded JWE Encrypted Key. This result (with line breaks for display purposes only) is:
OKOawDo13gRp2ojaHV7LFpZcgV7T6DVZKTyKOMTYUmKoTCVJRgckCL9kiMT03JGe TOC TOC TOC TOC TOC ipsEdY3mx_etLbbWSrFr05kLzcSr4qKAq7YN7e9jwQRb23nfa6c9d-StnImGyFDb Sv04uVuxIp5Zms1gNxKKK2Da14B8S4rzVRltdYwam_lDp5XnZAYpQdb76FdIKLaV mqgfwX7XWRxv2322i-vDxRfqNzo_tETKzpVLzfiwQyeyPGLBIO56YJ7eObdv0je8 1860ppamavo35UgoRdbYaBcoh9QcfylQr66oc6vFWXRcZ_ZT2LawVCWTIy3brGPi 6UklfCpIMfIjf7iGdXKHzg
A.1.6. Initialization Vector
Generate a random 96 bit JWE Initialization Vector. In this example, the value is: [227, 197, 117, 252, 2, 219, 233, 68, 180, 225, 77, 219] Base64url encoding this value yields the Encoded JWE Initialization Vector value: 48V1_ALb6US04U3b
A.1.7. Additional Authenticated Data
Let the Additional Authenticated Data encryption parameter be the octets of the ASCII representation of the Encoded JWE Header value. This AAD value is: [101, 121, 74, 104, 98, 71, 99, 105, 79, 105, 74, 83, 85, 48, 69, 116, 84, 48, 70, 70, 85, 67, 73, 115, 73, 109, 86, 117, 89, 121, 73, 54, 73, 107, 69, 121, 78, 84, 90, 72, 81, 48, 48, 105, 102, 81] 
A.1.8. Plaintext Encryption
Encrypt the Plaintext with AES GCM using the CEK as the encryption key, the JWE Initialization Vector, and the Additional Authenticated Data value above, requesting a 128 bit Authentication Tag output. The resulting Ciphertext is: [229, 236, 166, 241, 53, 191, 115, 196, 174, 43, 73, 109, 39, 122, 233, 96, 140, 206, 120, 52, 51, 237, 48, 11, 190, 219, 186, 80, 111, 104, 50, 142, 47, 167, 59, 61, 181, 127, 196, 21, 40, 82, 242, 32, 123, 143, 168, 226, 73, 216, 176, 144, 138, 247, 106, 60, 16, 205, 160, 109, 64, 63, 192] The resulting Authentication Tag value is: [92, 80, 104, 49, 133, 25, 161, 215, 173, 101, 219, 211, 136, 91, 210, 145] A. 
A.1.12. Validation
This example illustrates the process of creating a JWE with RSA OAEP and AES GCM. These results can be used to validate JWE decryption implementations for these algorithms. Note that since the RSAES OAEP computation includes random values, the encryption results above will not be completely reproducible. However, since the AES GCM computation is deterministic, the JWE Encrypted Ciphertext values will be the same for all encryptions performed using these inputs.
A.2. Example JWE using RSAES-PKCS1-V1_5 and AES_128_CBC_HMAC_SHA_256
This example encrypts the plaintext "Live long and prosper." to the recipient using RSAES-PKCS1-V1_5 and AES_128_CBC_HMAC_SHA_256. The representation of this plaintext is: [76, 105, 118, 101, 32, 108, 111, 110, 103, 32, 97, 110, 100, 32, 112, 114, 111, 115, 112, 101, 114, 46] 
A.2.1. JWE Header
The following example JWE Header (with line breaks for display purposes only) declares that:
the Content Encryption Key is encrypted to the recipient using the RSAES-PKCS1-V1_5 algorithm to produce the JWE Encrypted Key and the Plaintext is encrypted using the AES_128_CBC_HMAC_SHA_256 algorithm to produce the Ciphertext.
{"alg":"RSA1_5","enc":"A128CBC-HS256"} Generate a 256 bit random Content Encryption Key (CEK). In this example, the key value is: [4, 211, 31, 197, 84, 157, 252, 254, 11, 100, 157, 250, 63, 170, 106, 206, 107, 124, 212, 45, 111, 107, 9, 219, 200, 177, 0, 240, 143, 156, 44, 207] 
A.2.4. Key Encryption
Encrypt the CEK with the recipient's public key using the RSAES-PKCS1-V1_5 algorithm to produce the JWE Encrypted Key. In this example, the RSA key parameters are:
Parameter Name Value
Modulus [177, 119, 33, 13, 164, 30, 108, 121, 207, 136, 107, 242, 12, 224, 19, 226, 198, 134, 17, 71, 173, 75, 42, 61, 48, 162, 206, 161, 97, 108, 185, 234, 226, 219, 118, 206, 118, 5, 169, 224, 60, 181, 90, 85, 51, 123, 6, 224, 4, 122, 29, 230, 151, 12, 244, 127, 121, 25, 4, 85, 220, 144, 215, 110, 130, 17, 68, 228, 129, 138, 7, 130, 231, 40, 212, 214, 17, 179, 28, 124, 151, 178, 207, 20, 14, 154, 222, 113, 176, 24, 198, 73, 211, 113, 9, 33, 178, 80, 13, 25, 21, 25, 153, 212, 206, 67, 154, 147, 70, 194, 192, 183, 160, 83, 98, 236, 175, 85, 23, 97, 75, 199, 177, 73, 145, 50, 253, 206, 32, 179, 254, 236, 190, 82, 73, 67, 129, 253, 252, 220, 108, 136, 138, 11, 192, 1, 36, 239, 228, 55, 81, 113, 17, 25, 140, 63, 239, 146, 3, 172, 96, 60, 227, 233, 64, 255, 224, 173, 225, 228, 229, 92, 112, 72, 99, 97, 26, 87, 187, 123, 46, 50, 90, 202, 117, 73, 10, 153, 47, 224, 178, 163, 77, 48, 46, 154, 33, 148, 34, 228, 33, 172, 216, 89, 46, 225, 127, 68, 146, 234, 30, 147, 54, 146, 5, 133, 45, 78, 254, 85, 55, 75, 213, 86, 194, 218, 215, 163, 189, 194, 54, 6, 83, 36, 18, 153, 53, 7, 48, 89, 35, 66, 144, 7, 65, 154, 13, 97, 75, 55, 230, 132, 3, 13, 239 , 71] Exponent [1, 0, 1] Private Exponent [84, 80, 150, 58, 165, 235, 242, 123, 217, 55, 38, 154, 36, 181, 221, 156, 211, 215, 100, 164, 90, 88, 40, 228, 83, 148, 54, 122, 4, 16, 165, 48, 76, 194, 26, 107, 51, 53, 179, 165, 31, 18, 198, 173, 78, 61, 56, 97, 252, 158, 140, 80, 63, 25, 223, 156, 36, 203, 214, 252, 120, 67, 180, 167, 3, 82, 243, 25, 97, 214, 83, 133, 69, 16, 104, 54, 160, 200, 41, 83, 164, 187, 70, 153, 111, 234, 242, 158, 175, 28, 198, 48, 211, 45, 148, 58, 23, 62, 227, 74, 52, 117, 42, 90, 41, 249, 130, 154, 80, 119, 61, 26, 193, 40, 125, 10, 152, 174, 227, 225, 205, 32, 62, 66, 6, 163, 100, 99, 219, 19, 253, 25, 105, 80, 201, 29, 252, 157, 237, 69, 1, 80, 171, 167, 20, 196, 156, 109, 249, 88, 0, 3, 152, 38, 165, 72, 87, 6, 152, 71, 156, 214, 16, 71, 30, 82, 51, 103, 76, 218, 63, 9, 84, 163, 249, 91, 215, 44, 238, 85, 101, 240, 148, 1, 82, 224, 91, 135, 105, 127, 84, 171, 181, 152, 210, 183, 126, 24, 46, 196, 90, 173, 38, 245, 219, 186, 222, 27, 240, 212, 194, 15, 66, 135, 226, 178, 190, 52, 245, 74, 65, 224, 81, 100, 85, 25, 204, 165, 203, 187, 175, 84, 100, 82, 15, 11, 23, 202, 151, 107, 54, 41, 207, 3, 136, 229, 134, 131, 93, 139, 50, 182, 204, 93, 130, 89] The resulting JWE Encrypted Key value is: [80, 104, 72, 58, 11, 130, 236, 139, 132, 189, 255, 205, 61, 86, 151, 176, 99, 40, 44, 233, 176, 189, 205, 70, 202, 169, 72, 40, 226, 181, 156, 223, 120, 156, 115, 232, 150, 209, 145, 133, 104, 112, 237, 156, 116, 250, 65, 102, 212, 210, 103, 240, 177, 61, 93, 40, 71, 231, 223, 226, 240, 157, 15, 31, 150, 89, 200, 215, 198, 203, 108, 70, 117, 66, 212, 238, 193, 205, 23, 161, 169, 218, 243, 203, 128, 214, 127, 253, 215, 139, 43, 17, 135, 103, 179, 220, 28 206, 131, 158, 128, 66, 62, 240, 78, 186, 141, 125, 132, 227, 60, 137, 43, 31, 152, 199, 54, 72, 34, 212, 115, 11, 152, 101, 70, 42, 219, 233, 142, 66, 151, 250, 126, 146, 141, 216, 190, 73, 50, 177, 146, 5, 52, 247, 28, 197, 21, 59, 170, 247, 181, 89, 131, 241, 169, 182, 246, 99, 15, 36, 102, 166, 182, 172, 197, 136, 230, 120, 60, 58, 219, 243, 149, 94, 222, 150, 154, 194, 110, 227, 225, 112, 39, 89, 233, 112, 207, 211, 241, 124, 174, 69, 221, 179, 107, 196, 225, 127, 167, 112, 226, 12, 242, 16, 24, 28, 120, 182, 244, 213, 244, 153, 194, 162, 69, 160, 244, 248, 63, 165, 141, 4, 207, 249, 193, 79, 131, 0, 169, 233, 127, 167, 101, 151, 125, 56, 112, 111, 248, 29, 232, 90, 29, 147, 110, 169, 146, 114, 165, 204, 71, 136, 41, 252] 
A.2.5. Encoded JWE Encrypted Key
A.2.6. Initialization Vector
Generate a random 128 bit JWE Initialization Vector. In this example, the value is: [3, 22, 60, 12, 43, 67, 104, 105, 108, 108, 105, 99, 111, 116, 104, 101] Base64url encoding this value yields the Encoded JWE Initialization Vector value:
AxY8DCtDaGlsbGljb3RoZQ
A.2.7. Additional Authenticated Data
Let the Additional Authenticated Data encryption parameter be the octets of the ASCII representation of the Encoded JWE Header value. This AAD value is: [101, 121, 74, 104, 98, 71, 99, 105, 79, 105, 74, 83, 85, 48, 69, 120, 88, 122, 85, 105, 76, 67, 74, 108, 98, 109, 77, 105, 79, 105, 74, 66, 77, 84, 73, 52, 81, 48, 74, 68, 76, 85, 104, 84, 77, 106, 85, 50, 73, 110, 48] 
A.2.8. Plaintext Encryption
Encrypt the Plaintext with AES_128_CBC_HMAC_SHA_256 using the CEK as the encryption key, the JWE Initialization Vector, and the Additional Authenticated Data value above. The steps for doing this using the values from are detailed in . The resulting Ciphertext is: [40, 57, 83, 181, 119, 33, 133, 148, 198, 185, 243, 24, 152, 230, 6, 75, 129, 223, 127, 19, 210, 82, 183, 230, 168, 33, 215, 104, 143, 112, 56, 102] The resulting Authentication Tag value is: [246, 17, 244, 190, 4, 95, 98, 3, 231, 0, 115, 157, 242, 203, 100, 191 
A.2.12. Validation
This example illustrates the process of creating a JWE with RSAES-PKCS1-V1_5 and AES_CBC_HMAC_SHA2. These results can be used to validate JWE decryption implementations for these algorithms. Note that since the RSAES-PKCS1-V1_5 computation includes random values, the encryption results above will not be completely reproducible. However, since the AES CBC computation is deterministic, the JWE Encrypted Ciphertext values will be the same for all encryptions performed using these inputs.
A.3. Example JWE using AES Key Wrap and AES GCM
This example encrypts the plaintext "Live long and prosper." to the recipient using AES Key Wrap and AES GCM. The representation of this plaintext is: [76, 105, 118, 101, 32, 108, 111, 110, 103, 32, 97, 110, 100, 32, 112, 114, 111, 115, 112, 101, 114, 46] TOC TOC TOC TOC TOC TOC
A.3.1. JWE Header
the Content Encryption Key is encrypted to the recipient using the AES Key Wrap algorithm with a 128 bit key to produce the JWE Encrypted Key and the Plaintext is encrypted using the AES_128_CBC_HMAC_SHA_256 algorithm to produce the Ciphertext.
{"alg":"A128KW","enc":"A128CBC-HS256"}
A.3.2. Encoded JWE Header
Base64url encoding the octets of the UTF-8 representation of the JWE Header yields this Encoded JWE Header value: eyJhbGciOiJBMTI4S1ciLCJlbmMiOiJBMTI4Q0JDLUhTMjU2In0
A.3.3. Content Encryption Key (CEK)
Generate a 256 bit random Content Encryption Key (CEK). In this example, the value is: [4, 211, 31, 197, 84, 157, 252, 254, 11, 100, 157, 250, 63, 170, 106, 206, 107, 124, 212, 45, 111, 107, 9, 219, 200, 177, 0, 240, 143, 156, 44, 207] 
A.3.4. Key Encryption
Encrypt the CEK with the shared symmetric key using the AES Key Wrap algorithm to produce the JWE Encrypted Key. In this example, the shared symmetric key value is: [25, 172, 32, 130, 225, 114, 26, 181, 138, 106, 254, 192, 95, 133, 74, 82] The resulting JWE Encrypted Key value is: [232, 160, 123, 211, 183, 76, 245, 132, 200, 128, 123, 75, 190, 216, 22, 67, 201, 138, 193, 186, 9, 91, 122, 31, 246, 90, 28, 139, 57, 3, 76, 124, 193, 11, 98, 37, 173, 61, 104, 57] 
A.3.5. Encoded JWE Encrypted Key
A.3.7. Additional Authenticated Data
Let the Additional Authenticated Data encryption parameter be the octets of the ASCII representation of the Encoded JWE Header value. This AAD value is: [101, 121, 74, 104, 98, 71, 99, 105, 79, 105, 74, 66, 77, 84, 73, 52, 83, 49, 99, 105, 76, 67, 74, 108, 98, 109, 77, 105, 79, 105, 74, 66, 77, 84, 73, 52, 81, 48, 74, 68, 76, 85, 104, 84, 77, 106, 85, 50, 73, 110, 48] 
A.3.8. Plaintext Encryption
Encrypt the Plaintext with AES_128_CBC_HMAC_SHA_256 using the CEK as the encryption key, the JWE Initialization Vector, and the Additional Authenticated Data value above. The steps for doing this using the values from this example are detailed in . The resulting Ciphertext is: [40, 57, 83, 181, 119, 33, 133, 148, 198, 185, 243, 24, 152, 230, 6, 75, 129, 223, 127, 19, 210, 82, 183, 230, 168, 33, 215, 104, 143, 112, 56, 102] The resulting Authentication Tag value is: [83, 73, 191, 98, 104, 205, 211, 128, 201, 189, 199, 133, 32, 38, 194, 85] A.3.9. Encoded JWE Ciphertext 
A.4.3. JWE Unprotected Header
This JWE uses the jku header parameter to reference a JWK Set. This is represented in the following JWE Unprotected Header value as:
{"jku":"https://server.example.com/keys.jwks"}
A.4.4. Complete JWE Header Values
Combining the per-recipient, protected, and unprotected header values supplied, the JWE Header values used for the first and second recipient respectively are:
{"alg":"RSA1_5", "kid":"2011-04-29", "enc":"A128CBC-HS256", "jku":"https://server.example.com/keys.jwks"} and:
{"alg":"A128KW", "kid":"7", "enc":"A128CBC-HS256", "jku":"https://server.example.com/keys.jwks"}
A.4.5. Additional Authenticated Data
Let the Additional Authenticated Data encryption parameter be the octets of the ASCII representation of the Encoded JWE Protected Header value. This AAD value is: [101, 121, 74, 108, 98, 109, 77, 105, 79, 105, 74, 66, 77, 84, 73, 52, 81, 48, 74, 68, 76, 85, 104, 84, 77, 106, 85, 50, 73, 110, 48] A.4.6. Plaintext Encryption Encrypt the Plaintext with AES_128_CBC_HMAC_SHA_256 using the CEK as the encryption key, the JWE Initialization Vector, and the Additional Authenticated Data value above. The steps for doing this using the values from are detailed in . The resulting Ciphertext is: [40, 57, 83, 181, 119, 33, 133, 148, 198, 185, 243, 24, 152, 230, 6, 75, 129, 223, 127, 19, 210, 82, 183, 230, 168, 33, 215, 104, 143, 112, 56, 102] The resulting Authentication Tag value is: [51, 63, 149, 60, 252, 148, 225, 25, 92, 185, 139, 245, 35, 2, 47, 207] A.4.7. Encoded JWE Ciphertext Mz-VPPyU4RlcuYv1IwIvzw
A.4.9. Complete JWE JSON Serialization Representation
The complete JSON Web Encryption JSON Serialization for these values is as follows (with line breaks for display purposes only):
{"protected": "eyJlbmMiOiJBMTI4Q0JDLUhTMjU2In0", "unprotected":
{"jku":"https://server.example.com/keys.jwks"}, "recipients":[ {"header": {"alg":"RSA1_5"}, "encrypted_key": "UGhIOguC7IuEvf_NPVaXsGMoLOmwvc1GyqlIKOK1nN94nHPoltGRhWhw7Zx0-kFm1NJn8LE9XShH59_i8J0PH5ZZyNfGy2xGdULU7sHNF6Gp2vPLgNZ__deLKx GHZ7PcHALUzoOegEI-8E66jX2E4zyJKx-YxzZIItRzC5hlRirb6Y5Cl_p-ko3 YvkkysZIFNPccxRU7qve1WYPxqbb2Yw8kZqa2rMWI5ng8OtvzlV7elprCbuPh cCdZ6XDP0_F8rkXds2vE4X-ncOIM8hAYHHi29NX0mcKiRaD0-D-ljQTP-cFPg wCp6X-nZZd9OHBv-B3oWh2TbqmScqXMR4gp_A"}, {"header": {"alg":"A128KW"}, "encrypted_key": "6KB707dM9YTIgHtLvtgWQ8mKwboJW3of9locizkDTHzBC2IlrT1oOQ"}], "iv": "AxY8DCtDaGlsbGljb3RoZQ", "ciphertext": "KDlTtXchhZTGufMYmOYGS4HffxPSUrfmqCHXaI9wOGY", "tag": "Mz-VPPyU4RlcuYv1IwIvzw" }
Appendix B. Example AES_128_CBC_HMAC_SHA_256 Computation
This example shows the steps in the AES_128_CBC_HMAC_SHA_256 authenticated encryption computation using the values from the example in . As described where this algorithm is defined in Sections 4.8 and 4.8.3 of JWA, the AES_CBC_HMAC_SHA2 family of algorithms are implemented using Advanced Encryption Standard (AES) in Cipher Block Chaining (CBC) mode with PKCS #5 padding to perform the encryption and an HMAC SHA-2 function to perform the integrity calculation -in this case, HMAC SHA-256.
