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There are several amusement robots in our laboratory and the automatic music playing 
robot of saxophone is the most long life one of them. In this study, the control problems 
of the robot are discussed. The robot controls reed pressing force by an artificial mouth 
system, controls blowing air pressure by a special pressure control valve and operates 
fingering system. Under these controls, it can perform any sheet music with original 
sheet music data or MIDI data just like a human player. Wind instruments usually 
require hard practice to control embouchure, breath, fingering and musical expressions. 
Especially the most difficult task for playing the saxophone is to keep proper 
embouchure. It is because human mouth is a very complex muscle and it can move very 
skillfully. It will be very useful to acquire knowledge, knowhow, engineering techniques 
and theoretical hints as the results of creating music performance robots aiming good 
performance like a human professional player.  
The control system of the existing saxophone robot consists of a desktop PC and PCI 
bass interface boards, a power source, and other electrical devices. The control 
commands are sent to each device from PC through interface boards. Because the whole 
system is pretty large, it has a problem of portability and mobility considering the 
situation of attending the concert and playing with human players. To solve the problem, 
compactification of the system is considered. The compactification is attained by using 
a note-PC as a control device and using USB interface of D/A and DIO. Furthermore, 
the power supply and the actuator driving circuits are also compactified.  
The saxophone robot can play any musical sheet of slow or fast, short or long, easy or 
difficult. The technical ability is enough to play music but the artistic ability is beyond 
the reach of human professional player. It cannot use more sophisticated musical 
expression techniques of Jazz players such as some kinds of attacks, glissando, sub-tone, 
over-tone , high level vibration control and other Jazz-like rhythm and tonguing 
although envelope control, vibration control can be realized by including them in MIDI 
data. In this paper, improvements for some of these more sophisticated performance 
abilities are attained.
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コネクタには MIDI 信号を入力する(受信する)MIDI IN 端子，MIDI 信号を出力
する(送信する)MIDI OUT 端子がある．さらにオプションとして MIDI IN に入力
された信号をそのまま出力する MIDI THRU 端子がある．この MIDI THRU 端子
は MIDI 楽器をカスケード接続(複数のハブ（HUB）をつなぎ合わせて、より多
くの端末を接続できるようにすること)することにより 2 台以上の MIDI 楽器を
接続できるように用意されたものである．しかし，いくらでも接続ができるわ
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2.2 MIDIメッセージ 









に相当)．つまり，コンピュータの世界では 8 ビットを 1 バイトとするが，MIDI
ではスタート・ビットとストップ・ビットを含む 10 ビットで 1 バイトとするの
である． 









タス・バイトの上位 1 ビットが 1 で，データ・バイトの上位 1 ビットが 0 であ
る．これにより，ステータス・バイトかデータ・バイトかを区別する．メッセ
ージを 0 と 1 だけの 2 進数で表す方法では分かりにくいことから 0～F の 16 進
数で表される．それは，2 進数は 4 つを 1 組として 1 桁の 16 進数で書き表すこ
とができるからである．よって，MIDI メッセージの内容を表すときは MIDI の
1 バイト(スタート，ストップ・ビットを除く 8 ビット)のうち，最初の 4 ビット(上















図 1. メッセージ概略図 
 
 
図 2. ノート・オン・メッセージ表記 
 
 
図 3. ノート・オフ・メッセージ表記 
 
 以上よりノート・オン，オフ・メッセージを 16 進数で表すと 
ノート・オン・メッセージ：9n  kk  vv(H) 
ノート・オフ・メッセージ：8n  kk  vv(H) 
となる． 
 ステータス・バイトは上位 4 ビットがそれぞれノート・オン・メッセージを
表す 9(H)とノート・オフ・メッセージを表す 8(H)で表記され，下位 4 ビットの
n は 1～16 の MIDI チャンネルを表す． 
 データ・バイトは最初の kk はノート・ナンバー(鍵盤の音程のことで範囲は 0
～127)，後の vv は，ベロシティ(鍵盤を押す，離す時の速さのことで範囲は 0～
127)にそれぞれ相当する． 
 なお，16進数表記の後ろにある(H)の記号はHexadecimal(=16進数)の略であり，
直前の表記が 16 進数であることを示す(00H～07H のように数値に加える場合も
ある)． 
データ・バイト1 データ・バイト2
メッセージ チャンネル ノート・ナンバー ベロシティ
1XXX nnnn 0kkk  kkkk 0vvv  vvvv
ステータス・バイト
0 1 0 0 1 n n n n 1 0 0 k k k k k k k 1 0 0 v v v v v v v 1
ステータス・バイト データ・バイト1 データ・バイト2
↑スタート・ビット ストップ・ビット↑ ↑スタート・ビット ストップ・ビット↑ ↑スタート・ビット ストップ・ビット↑
0 1 0 0 0 n n n n 1 0 0 k k k k k k k 1 0 0 v v v v v v v 1
ステータス・バイト データ・バイト1 データ・バイト2
↑スタート・ビット ストップ・ビット↑ ↑スタート・ビット ストップ・ビット↑ ↑スタート・ビット ストップ・ビット↑
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種類がある．フォーマット 0 の SMF はヘッダー・チャンク×1 とトラック・チャ
ンク×1 から構成され，トラック・チャンクに MIDI チャンネル 1～16 の情報を













図 5. フォーマット 1 の構造 
 
 トラック・チャンクには 




 ヘッダー・チャンクは SMF の先頭 14 バイトのことで以下の情報が格納され
ている． 
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ヘッダー・チャンクのチャンクタイプは MThd で表し，データ長は，フォーマ
ット，トラック数，時間単位の合計バイトで常に 6 である．フォーマットは MIDI
































 管体には 22 あるいは 23 のホールと 2 つのオクターヴホールがあり，いずれ







図 6. テナーサクソフォン 












図 7. サクソフォン自動演奏ロボット 






このシステムは SMF ファイル，つまり MIDI を用いることで演奏や音色など
の情報伝達に用いる通信方法の世界共通規格のものであることから汎用性が高






図 8. システム概略図 
 



















































図 9. 人工口顎部装置 
 


















ックし制御を行っている．送気圧制御装置を図 10 に示す． 
 





図 10. 送気圧制御装置 
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3.3.6 運指機構 
サクソフォンを吹鳴する際，管体にある 22 個のホールと 2 個のオクターヴホ
ールをキーによって操作することで音階をつくる．人間の場合，両手で楽器を
保持しながらこれらのキーを 9 本の指で操作している．しかしながら，人間同














となっている．図 11 に運指機構とユニットを記す． 


































表 4 制御コンピュータの仕様 
 
CPU Intel Corei 5 2.67GHz 
メモリ 4GB 
OS Windows 7 Enterprise 





























御するために用いられている D/A 変換ボードの仕様を以下に記す． 
出力レンジは±5V，±10V，0～10V の 3 つの設定があり，送気圧やタンギング
に関してはチャンネルごとに出力レンジを設定することが可能である．当研究
室のサクソフォン演奏ロボットシステムでは，唇押さえ圧は 0～－10V，送気圧
は 0～10V の範囲を使用するため，バイポーラ±10V に各チャンネルを設定して
いる．この設定では約 1／1000V 刻みの分解能を得ることができる． 
 
表 5 D/A 変換ボードの仕様 
 
メーカー Interface 社 
型番 PCI-3343A 





















2 2 唇押さえ圧 
3 3 タンギング 
4 4 送気圧 





6 2 唇押さえ圧 
7 3 タンギング 
8 4 送気圧 
9～34 ━ ━  未使用 
 






表 7 DIO ボードの仕様 
 
メーカー Interface 社 
型番 PCI-2403A 
出力数 32Bit 
出力レンジ DC 0～5[V] 
 
サクソフォン自動演奏ロボットの指の数は 23 であることから，指一本に対し
出力を 1 つ当てている．出力データは int 型配列へのポインタとして指定されて








3～10 OUT 接点 1～8 
11 －COM 接点 1～8 
12～14 未使用 
15～22 OUT 接点 9～16 
23 －COM 接点 9～16 
24～26 未使用 
27～33 OUT 接点 17～23 
34 未使用 









を用いている．この sax.exe のメイン制御プログラムは C 言語 6)で作成されてい






図 12. アプリケーション画面 
 












図 13. チューニングダイアログ画面 








図 14. ファイル選択画面 
 










図 15. 楽器選択画面 












図 16. 再生ボタンが出てきた時の画面 














いても演奏ができ，音源とのズレをなくせるように sax.cpp に変更を行った． 
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第５章 SMF の処理に関しての問題点 
5.1 演奏の問題点 
 4.2 で述べた問題でサクソフォン自動演奏ロボットが演奏をできる SMF と演







このことからフォーマット 0 では演奏はできない．しかし，調べた結果 Domino






















図 18. 特殊なルールのノート・オフ処理例 
 


















ができるので，データ量が通常のメッセージ処理(図 19)の場合が 6 バイトである








は多々存在する．また，Domino などの MIDI 音楽編集ソフトでは通常のノート・
オフを用いて SMF が作成されているものも多い． 
そこで，既存のメイン制御プログラム sax.cpp に通常のノート・オフ(ステータ















図 21. プログラム変更前の演奏状態 
 








奏ができる．次にプログラム変更後を図 22 に記す． 
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図 22. プログラム変更後の演奏状態 
 
 右がプログラムを変更した後の通常のノート・オフの処理の SMF のテキスト
で，左が先ほどの変更前の SMF のテキストである．プログラム変更後はノート・
オフも表示されて，演奏が可能となった． 
 以上より変更が上手くいき，様々な SMF に対応し，サクソフォン自動演奏ロ
ボットが演奏できるようになった． 




 4.2 で述べた問題で音源の再生ができる SMF と再生ができない SMF がどのよ
うに違うのか，こちらも第 5 章同様に MIDI 音楽編集ソフトを用いて SMF を作




 音源の再生に関しては MCI を用いて行っている． 
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6.3 MCIエラー 







図 23. MCI エラー画面 
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6.3.1 エラーが起きる原因 
 この MCI エラーが起きる原因として 
①MIDI ファイルそのものが破損している 
 
②既存のメイン制御プログラム sax.cpp がいくつかの SMF に対応していない 
 





 以上から②③よりそれぞれの MIDI 音楽編集ソフトの独自の機能，SMF の構
造，制御プログラムの中身等を調べ，対応できるようにメイン制御プログラム













図 24. Domino 構成 
 
通常，MIDI チャンネルごとにトラック・チャンクに分けて格納する．よって，
MIDI チャンネルは最高 16 チャンネルなのでトラック・チャンク数も 16 である
はずである．しかし，例外もあり，同一の MIDI チャンネルを複数のトラック・
チャンクに分けて格納する SMF もある．Domino は例外が当てはまっており，
A1 チャンネルが二つに分かれて独自の A1System Setup のトラック・チャンクを
持っている．なので，トラック数が１つ多く通常は最高で 16 のところ，Domino
では最高 17 になってしまっている．sax.cpp を調べると 16 までの対応になって
いた． 
これより，メイン制御プログラム sax.cpp に独自の A1 System Setup のトラッ
ク・チャンクを回避させて，最高 16 にするように書き加えた． 
 
 























同時再生 MIDI 音源の方は MCI を使用していることから MCI コマンドメッセ
ージを使用することで解決する方法を考えた．MCI コマンドメッセージの一覧
を表 9 に記す． 
 
表 9. MCI コマンドメッセージ一覧 
 
Operations Command message 
Open the device MCI_OPEN 
Play MCI_PLAY 
Stop MCI_STOP 
Close the device MCI_CLOSE 
Pause MCI_PAUSE 
Resume MCI_RESUME 
Scrape the playing time MCI_STATUS_LENGTH 
Scrape the current position MCI_STATUS_POSITION 













図 25. 演奏待機状態表示例 




















図 26. 演奏実験風景 













12bit の分解能であるので 212=4096 までの数の表現ができ，用いる電圧の範囲は







- 44 - 
 
7.3 ベロシティの導入 
ベロシティ 5)とは鳴らした際の音の強さ(音量)を表す．範囲は 1～127 であり，
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7.3.1 ベロシティの処理 
 7.3 よりベロシティの範囲を 3 種類に分けて音量変化を出せるようにするため
にチューニングダイアログの変更を行った．変更点としてはチューニングダイ
アログに強，中，弱のボタンを新たに増やし，チューニングデータを強，中，
弱と 3 種類保存できるように変更した．そして，7.3 よりベロシティの値によっ
て各々対応したチューニングデータを呼び出し，演奏するという方法である． 
 以上よりプログラムを書き換えて新たに作成したチューニングダイアログを




図 27. 音量変化用チューニングダイアログ 
 
 図 27 により，3 種類のチューニングデータを保存できるようになった． 
  
  

















合わせた AKG 製マイク(C3000)を設置し，Cubase9)というアプリで音を取った． 
設定値は 
・1 つ目の音がベロシティの値 2 で音量範囲弱：リード圧(828)，送気圧(0) 
・2 つ目の音がベロシティの値 63 で音量範囲中：リード圧(816)，送気圧(66) 
・3 つ目の音がベロシティの値 120 で音量範囲強：リード圧(805)，送気圧(999) 
の MIDI データを使用し，実験したものである． 
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7.4 エクスプレッションの導入，処理 
エクスプレッション 5)とは MIDI チャンネルごとに 128 段階(0～127)の音量変
化(抑揚)を付ける MIDI メッセージであり，16 進数表記では 
Bn 0B dd  
 n：MIDI チャンネル(1～16) 
0B：コントロールナンバー 
dd：設定値(0～127) 
と記す．127 が最大で 1 が最小の音量である(0 は無音)． 
 これより上記の MIDI メッセージを読み取れるようにプログラムを書き加え
ることで認識はできるようになる． 

















起こしてしまい，演奏ができなくなってしまった(図 30 左)．以上から MIDI メ
ッセージを間に入れられるようにさらに新たにプログラムを書き換えることで







































合わせた AKG 製マイク(C3000)を設置し，Cubase9)というアプリで音を取った． 
 
 図 31，図 32 は 1 つの音に対してエクスプレッションの値を 8，64，126，65，
8，63，94，124 で設定した MIDI データを使用し，実験したものである． 
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7.5 ピッチベンドの導入，処理 
ピッチベンド 5)とは音色のピッチを調節する MIDI メッセージであり，16 進数
表記では 
En dl dm  
 n：MIDI チャンネル(1～16) 
dl：ピッチベンドの下位バイト(0～127) 
dm：ピッチベンドの上位バイト(0～127) 
と記す．dl と dm より最大 16384 段階(128×128)の解像度でピッチ変化のない基
準値(0)を中心にプラス，マイナスの両方向に値が変化する．最大を 8191，基準
値 0，最小値-8192 で表し変化する．エクスプレッション同様ノート・オン・メ
ッセージとノート・オフ・メッセージの間に入る MIDI メッセージである． 




























合わせた AKG 製マイク(C3000)を設置し，Cubase9)というアプリで音を取った． 
 
 図 33，図 34 は 1 つの音に対してピッチベンドの値を最大，最小の値を繰り返
し設定した MIDI データを使用し，実験したものである． 











変調を加える時に利用する MIDI メッセージであり，16 進数表記では 
 Bn 01 dd  
 n：MIDI チャンネル(1～16) 
01：コントロールナンバー 
dd：設定値(0～127) 
と記す．127 が最大で 0 が最小の変調である．エクスプレッション同様ノート・
オン・メッセージとノート・オフ・メッセージの間に入る MIDI メッセージであ
る． 



































合わせた AKG 製マイク(C3000)を設置し，Cubase9)というアプリで音を取った． 
 
 図 35，図 36 は 1 つ目，2 つ目の音にモジュレーションの値 127 で設定した
MIDI データを使用し，実験したものである． 
図 35，図 36 より 1 つ 1 つの音に対してモジュレーションの認識，認識後の処
理が行えており，途中からビブラートが表れていることがわかる． 








































図 39. ビブラート実験(振幅 20，周期 30) 








図 41. ビブラート実験(振幅 30，周期 20) 
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 研究で使用している運指機構の状態は 3.3，3.3.9 よりデスクトップパソコンか
ら出した指令を DO ボードに通して実機に送り，運指の制御を行っている．こ
れをデスクトップパソコンの代わりにノートパソコンで行うのにボードを挿す
ところがなく，既存の DO ボードは使用できない．なので，代わりに USB イン
ターフェース付き PPI ユニットタートル工業製 TUSB-PIO10)を使用することを考
えた．また，電流の増減幅を制御するために東芝製 MP4411 電界効果トランジス




- 63 - 
 
8.2 PPIユニット 
 USB インターフェース付き PPI ユニット(株)タートル工業の TUSB-PIO10)はノ
ートパソコンの USB 端子と機器を USB コードでつなげて使う．出力端子は 2
つあり，フラットケーブル用 34 ピンコネクタを用いる．この機器を用いること
でノートパソコンと運指機構の機器間の制御とデータ転送をインターフェース




図 43. PPI ユニット 
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8.3 MP4411 
 東芝製 MP4411 電界効果トランジスタ(POWER MOS FET)11)は 12 端子あり，
GATE 端子，DRAIN 端子，SOURCE 端子がある．MP4411 の外観を図 44 に，仕




図 44. MP4411 
 






をかけることで増減幅するということである．POWER MOS FET(Metal Oxide 
















図 46. FET 動作時 
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8.4 回路図 
 以上の PPI ユニット，MP4411 から運指を制御するための回路図を作成した．




図 47. 回路図 
 
 運指を動かしたい時に PPI ユニットの対応させたピンに指令を出す．その指
















図 48. 基板上の配線案 
 
34ピンコネクタにPPIユニットのピンからのフラットケーブルが接続される．




図 49. 基板上の配線製作途中 
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 さらに基板上に設置した各コネクタやピン，MP4411 との配線を行うために全
体の配線の組み合わせを検討した．図 50 に基板上の MP4411 に番号を割り振っ




図 50. 基板上の番号振り分け 
 
表 13. 配線組み合わせ 
 
 
なお，運指(ソレノイドアクチュエータ)には 1 から 23 の番号が割り振りされて
いる． 
- 70 - 
 

















ればならない．サクソフォン自動演奏ロボットの 23 個の運指の配線は 4 個の 7
ピンパネルコネクタ(それぞれ 1,2,3,4 と番号が振られている)と接続されている
(図 53 )．既存の演奏制御システムはその 4 個のパネルコネクタに 4 個の 7 ピン
プラグを挿すことで繋ぎ，制御している．なので，新たに製作している演奏制








図 53. ロボット側運指パネルコネクタ間 
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8.5.2 自動演奏ロボット側の配線理解 
 新たな演奏制御システムを繋げられるようにするために 4 個のパネルコネク
タから 23 個の運指への配線を調査した．調査結果を表 14 に記す． 
 




1 から 23 の番号は運指に割り振られている番号である．表 14 より配線が分かっ
たので，この配線に合わせたプラグ付きケーブルの製作を行った．なお，表 14，






1 6 16 23
2 7 15 22
3 8 14 21
4 9 13 20
5 10 12 19
17 × 11 18



















図 54. 配線考案概要 
 
図 54 より青色の部分がロボット側の 7 ピンパネルコネクタの部分となる．薄
い灰色の部分はロボット側と同じ 7 ピンパネルコネクタ，7 ピンプラグにするこ
とを考えた．濃い灰色の部分は電源用の 4 ピンパネルコネクタ．4 ピンプラグを
使用することを考えた． 
  
















図 55 の黄色の部分が 8.5 の製作した基板であり，基板台を製作し，それに載
せる方法を考えた．図 54 の薄い灰色の部分が図 55 では左の図の中が青のコネ
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8.5.4 新たな演奏制御システムの製作結果 





















図 57. 演奏制御用アプリケーション 
 
 図 57 の左側は表 13 の配線組み合わせより Port 番号に対応した運指 1 つずつ
を動かせるようにした．右側はそれぞれの音階の運指を動かせるようにした． 
 使用方法は 
①Dev_Open ボタンを押してアプリケーションと PPI ユニットを待機状態にする．
この時 PPI ユニットが接続されていない場合はエラーを返し，アプリケーショ
ンを使えない． 
②それぞれ Output ボタンを選択する． 
③DirectionSet ボタンを押す． 
④動かしたい運指のボタンを押すことでロボットの運指が動く． 
⑤終わらせる時は Dev_Close ボタンを押して終了する． 
なお，8.2 より PPI ユニットには 2 つの出力端子があることから図 52 の左側は
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図 58. 回転ソレノイド 
 
  












図 59. 回転ソレノイド取り付け 
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宣言 void MIDIfileopen(HWND, HWND, HWND, HWND) 
パラメータ 第 1 引数 … メインウィンドウのハンドル 
第 2 引数 … コンボボックスのハンドル 
第 3 引数 … 再生ボタンのハンドル 
第 4 引数 … コメント表示用スタティックテキストのハンドル 
戻り値 関数が成功 → 0 




この変数は演奏用 SMF 作成に用いられる． 
宣言 int checktrack(unsigned char＊) 
パラメータ 第 1 引数 … SMF 用バッファのアドレス 
戻り値 トラックの開始   →トラック長 






宣言 bool searchmeta(unsigned char＊, int＊) 
パラメータ 第 1 引数 … SMF 用バッファのアドレス 
第 2 引数 … バッファ検索用繰り返し変数のアドレス 
戻り値 メタ・イベント   → TRUE 
メタ・イベント以外 → FALSE 
 






宣言 unsigned char checkevent(unsigned char＊, unsigned char) 
パラメータ 第 1 引数 … SMF 用バッファのアドレス 








宣言 unsigned char checkonoff(unsigned char＊, unsigned char＊, HANDLE) 
パラメータ 第 1 引数 … SMF 用バッファのアドレス 
第 2 引数 … ランニング・ステータス終了判別用変数 
第 3 引数 … トラックデータ出力用テキストのハンドル 
戻り値 ランニング・ステータス終了 →  0 






120 の場合において 2 バイトでおよそ 16 秒，3 バイトで 30 分以上まで対
応可能なため，この関数では 3 バイトまでとしている． 
宣言 void delta(unsigned char＊, int＊, HANDLE) 
パラメータ 第 1 引数 … SMF 用バッファのアドレス 
第 2 引数 … デルタタイムのバイト数判別用変数 
第 3 引数 … トラックデータ出力用テキストのハンドル 












宣言 unsigned char checkcontrol (unsigned char＊, unsigned char＊, HANDLE) 
パラメータ 第 1 引数 … SMF 用バッファのアドレス 
第 2 引数 … ランニング・ステータス終了判別用変数 
第 3 引数 … トラックデータ出力用テキストのハンドル 
戻り値 ランニング・ステータス終了 →  0 
新たなイベントが始まる  → ‐1 
 
・checkpitchbend 
説明 SMF 内のピッチ･ベンドの検出を行う．LSB と MSB のデータ並びを変換，
ピッチ･ベンドを判別し，テキストデータに保存すると同時に，演奏用デ
ータとして配列に保存する． 
宣言 unsigned char checkpitchbend (unsigned char＊, unsigned char＊, HANDLE) 
パラメータ 第 1 引数 … SMF 用バッファのアドレス 
第 2 引数 … ランニング・ステータス終了判別用変数 
第 3 引数 … トラックデータ出力用テキストのハンドル 
戻り値 ランニング・ステータス終了 →  0 






ち多次元配列の 1 つ目の変数が０にヘッダを，1 に 1 つ目のトラックを，
2 に 2 つ目のトラックを書き込んでいる． 
宣言 void MIDIBreak(int) 















宣言 void MakeMIDIFile(HWND) 







宣言 void ReadPlayTrack(int) 
パラメータ 第 1 引数 … ロボットに演奏を行わせるトラックの番号 
 









宣言 void OnActionButton(HWND) 






宣言 void OnPlayButtonDown(HWND) void OnStopButtonDown(HWND) 
パラメータ 第 1 引数 … メインウィンドウのハンドル 
 
・InitMciDev 
説明 デバイスの種類を MIDI に，ファイル名は実行ボタンを押した際に作成さ
れた SMF 名に指定し，MCI デバイスを開き ID を取得する． 
宣言 BOOL InitMciDev() 
戻り値 オープン成功 → TRUE 




取得した ID の MCI デバイスを閉じる． 





宣言 BOOL PlayMciDev() 
戻り値 正常の場合→ TRUE 
エラー発生→ FALSE 















また，時間の取得は 1 [m sec]単位で行っているので，SMF の再生との誤
差が生じることは極めて少ない． 
宣言 void wait(int, bool＊) 
パラメータ 第 1 引数 … 待ち時間をミリ秒単位で指定 





れている．取得は 1 [m sec]単位で行っている． 
宣言 void cyutime(double, int) 
パラメータ 第 1 引数 … ビブラート時間(ミリ秒単位) 
第 2 引数 … 判別用 
 

















解能，テンポ，調，拍子の 4 つの情報を表示する． 













宣言 void OnDestroy(HWND) 
パラメータ 第 1 引数 … メインウィンドウのハンドル 
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1-5 ライブラリ 





宣言 HANDLE WINAPI DaOpen(LPCTSTR) 
パラメータ 第 1 引数 … 任意のデバイス名 
戻り値 関数が成功 → 有効なデバイスハンドル 





宣言 int WINAPI DaClose(HANDLE) 
パラメータ 第 1 引数 … 有効なデバイスハンドル 
戻り値 関数が成功 → 0 
関数が失敗 → エラーコード（0 以外の値） 
 
・DaOutputDA 
説明 DASAMPLCHREG 構造体に格納された番号を指定したチャンネルから 1
件のアナログ出力を行う． 
宣言 int WINAPI DaOutputDA(HANDLE, ULONG, 
 PDASMPLCHREQ, LPVOID) 
パラメータ 第 1 引数 … 有効なデバイスハンドル 
第 2 引数 … チャンネル数 
第 3 引数 … チャンネル番号と出力レンジのポインタ 
第 4 引数 … 出力するデータのポインタ 
戻り値 関数が成功 → 0 
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宣言 HANDLE WINAPI DioOpen( LPCTSTR, DWORD) 
パラメータ 第 1 引数 … 任意のデバイス名 
第 2 引数 … オープン時のフラグ 
0           ＝重複オープン禁止  
FBIDIO_FLAG_SHARE ＝重複オープン可   
戻り値 関数が成功 → 有効なデバイスハンドル 





宣言 int WINAPI DioClose(HANDLE) 
パラメータ 第 1 引数 … 有効なデバイスハンドル 
戻り値 関数が成功 → 0 
関数が失敗 → エラーコード（0 以外の値） 
 
・DioOutputPoint 
説明 指定した開始番号接点から 1接点ずつ int型変数に格納されたデータで接
点を制御する． 
宣言 int WINAPI DioOutputPoint(HANDLE, PINT, DWORD, DWORD) 
パラメータ 第 1 引数 … 有効なデバイスハンドル 
第 2 引数 … 出力するデータのバッファへのポインタ 
第 3 引数 … 出力接点の開始番号 
第 4 引数 … 出力接点数 
戻り値 関数が成功 → 0 
関数が失敗 → エラーコード（0 以外の値） 
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#define ID_ACTION 1000 
#define ID_PLAY 1001 
#define ID_STOP 1002 
#define ID_COMBO 1003 
#define ID_MCISTOP 1004//MCIのみSTOP用 
#define CHOOSE "選択してください" 
#define SCont 10    //音階の高さを調整 
#define tongingtime 10  //ﾀﾝｷﾞﾝｸﾞする時間（ｿﾚﾉｲﾄﾞのｵﾝからｵﾌまでの時間） 
#define BS_PUSHBUTTON (0) 
#define BS_PUSHBUTTON1 (0) 
#define BS_PUSHBUTTON2 (0) 
#define PI 3.1415   //円周率 
 
int TrackSize[21]; 
double bunkai2,tempo1,tempodef,tempobuf;  //tempodef(変更前の元テンポ)追加 
int tkcount=1; 
int TotalTime=0; 
int TrueTotalTime;  //wait抜ける毎にカウンタの値を追加していく 
int TmpTime=0;  //リセットせずに合計時間を保存する変数 
double taptime[6];  //テンポ変更用 カウンタの差を3回保存、[0]には平均値を保存 2枠分は補助用 
double tap[6];      //キー押したタイミングでのカウンタの値を4回保存 2枠分は補助用 
int tapCount=0;  //タップ回数 
 









int LipP[48][3], BlowP[48][3]; 





















int tuningflag = 0; 
 
int PerformanceData[10000][10];  //配列の内容は、 
// [n][0] ﾉｰﾄｵﾌ＝-1，ﾉｰﾄｵﾝ＝音階 
// [n][1] 次のｽﾃｰﾀｽまでのﾃﾞﾙﾀﾀｲﾑ(単位μ秒) 
// [n][2] ﾀﾝｷﾞﾝｸﾞ      （Bn 6e）のｵﾝorｵﾌ 
// [n][3] ﾓｼﾞｭﾚｰｼｮﾝ    （Bn 01）のｵﾝorｵﾌ 
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// [n][4] ﾋﾞﾌﾞﾗｰﾄ･ﾚｲﾄ  （Bn 4c）の値 
// [n][5] ﾋﾞﾌﾞﾗｰﾄ･ﾃﾞﾌﾟｽ（Bn 4d）の値 
// [n][6] ﾋﾞﾌﾞﾗｰﾄ･ﾃﾞｨﾚｲ（Bn 4e）の値 
// [n][7] ﾋﾟｯﾁﾍﾞﾝﾄﾞ（En）の値 
// [n][8] ベロシティ判別用 




int MakeMIDICount=0;    //自作のMIDIファイルを消すときに使う 
double LipPressure[48][3]; //唇(電圧) 









HWND hWnd = NULL; 
HANDLE hDeviceDio,hDeviceDA; 
 



























































static HDC hdc; //確認用 
char str[10];   //確認用 
 
// ウィンドウプロシージャ関数のプロトタイプ（メッセージの処理） 










wcex.cbSize         = sizeof(wcex); 
wcex.style          = CS_HREDRAW | CS_VREDRAW | CS_DBLCLKS ; 
wcex.lpfnWndProc    = WinProc; 
wcex.cbClsExtra     = 0; 
wcex.cbWndExtra     = 0; 
wcex.hInstance      = hInstance; 
wcex.hIcon          = LoadIcon(NULL, "IDI_ICON1"); 
wcex.hCursor        = LoadCursor(NULL, IDC_ARROW); 
wcex.hbrBackground  = (HBRUSH)GetStockObject(WHITE_BRUSH); 
wcex.lpszMenuName   = MAKEINTRESOURCE(IDR_MENU1); 
wcex.lpszClassName  = APP_NAME; 
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hWnd = CreateWindowEx( WS_EX_APPWINDOW, 
APP_NAME, 
APP_TITLE , 
























LRESULT CALLBACK WinProc(HWND hWnd, UINT Msg, WPARAM wParam, LPARAM lParam){ 
void MIDIfileopen(HWND,HWND,HWND,HWND,HWND); 
void MakeMIDIFile(HWND hCombo); 
int i,j,r; 
static HWND hButtonWnd1,hButtonPlay,hButtonPlay1; 
static HCURSOR hArrow,hWait; 
static HWND hCombo; 
char StrCombo[300]; 














MessageBox(hWnd,"DOデバイスのオープンに失敗しました","",MB_OK);   //DioOpenに失敗 
hDeviceDA=DaOpen("FBIDA1"); 
if(hDeviceDA==INVALID_HANDLE_VALUE)     //DaOpenに失敗 
MessageBox(hWnd,"DAデバイスのオープンに失敗しました","",MB_OK); 







































































hButtonWnd1 = CreateWindow("BUTTON", "実行", WS_CHILD | WS_VISIBLE | BS_PUSHBUTTON, 
150, 150, 80, 30, hWnd, (HMENU)ID_ACTION, hInstance ,NULL); 
hCombo = CreateWindow("COMBOBOX", "",WS_CHILD | WS_VISIBLE | WS_VSCROLL | 
CBS_DROPDOWNLIST, 
70, 50, 220, 70, hWnd, (HMENU)ID_COMBO, hInstance, NULL); 
hStatic = CreateWindow("STATIC", "ファイルを選択してください", WS_CHILD | WS_VISIBLE, 
0, 0, 400, 18, hWnd, (HMENU)ID_STOP, hInstance ,NULL); 
SendMessage(hCombo, CB_INSERTSTRING, -1,(LPARAM)CHOOSE);//ｺﾝﾎﾞBOXに文字列を追加し 












wsprintf(Str,"%02x",PerformanceData[r][0]);     //%x:16進数 
fprintf(filep,Str); 
} 
wsprintf(Str," %6d",PerformanceData[r][1]);         //⊿ 
fprintf(filep,Str); 
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wsprintf(Str," %2d",PerformanceData[r][2]);         //舌 
fprintf(filep,Str); 
wsprintf(Str," %3d",PerformanceData[r][3]);         //振 
fprintf(filep,Str); 
wsprintf(Str," %3d",PerformanceData[r][4]);         //ﾚｲﾄ 
fprintf(filep,Str); 
wsprintf(Str," %3d",PerformanceData[r][5]);         //ﾃﾞﾌ 
fprintf(filep,Str); 
wsprintf(Str," %3d",PerformanceData[r][6]);         //ﾃﾞｨ 
fprintf(filep,Str); 






















if(strcmp(StrCombo,"選択してください")==0){         //strcmp:文字列の比較「==0」だと一致 
//ダイアログボックスに”選択してください”と表示されているときの処理 
if(SendMessage(hCombo, CB_SETCURSEL,1,0)==CB_ERR)       //拡張コンボボックス内に楽器名が
ない場合 















hButtonPlay = CreateWindow("BUTTON", "全再生", WS_CHILD | WS_VISIBLE | BS_PUSHBUTTON1, 
150, 250, 80, 30, hWnd, (HMENU)ID_PLAY, hInstance ,NULL); 
 
hButtonPlay1 = CreateWindow("BUTTON", "ロボットのみ演奏", WS_CHILD | WS_VISIBLE | 
BS_PUSHBUTTON2, 




ch.ulChNo=2;                                    //チャンネル2唇圧 
DaOutputDA(hDeviceDA,1,&ch,&NoteOffPressure[0]); 
ch.ulChNo=3;                                    //チャンネル3タンギング 
DaOutputDA(hDeviceDA,1,&ch,&NoteOffPressure[1]); 





























DialogBox(NULL, MAKEINTRESOURCE(IDD_DIALOG1), NULL, TuningDlgProc); 
break; 
case ID_MENU_MANUAL://メニューのマニュアルの処理 























































































void cyutime(double Second2,int now2); 
 
static HWND hUpdown[100], hEdit[100],hParent;  //アップダウンコントロールで使う。 
//static HWND hUpdown2[97], hEdit2[97],hUpdown2[98], hEdit2[98];//ビブラート用20150115 
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static FILE *fPressureData,*fPressureData2,*fPressureData3;//唇、送気圧を保存しておくファイル 
bool PlayCheck=TRUE; 
static OPENFILENAME ofn;   //コモンダイアログに使う構造体 
static TCHAR strFile[MAX_PATH];  //コモンダイアログ構造体に使用する変数 
char strMsg[250];          //コモンダイアログ時に使用する変数 
 
TCHAR Buff[100][5];     //←名前をつけて保存ボタンのための変数。48鍵盤分 
 
int iBuff[100][3];         //48鍵盤分とノートオフの分の唇圧iBuff[48]で計４９個 
int issBuff[100][3]; 
 
int Lip[2], Blow[2], Ton[2]; 
int NoteOffPressure = 0xfff/2; 
 
float dummyA[51], dummyB[51], dLipP[51], dBlowP[51];  //MEXファイルを開くときに用
いる 
 
int nRet, nRetoff;  //Dioボードへの出力の際に用いる 
 
int i,j; 












hUpdown[i] = GetDlgItem(hTuningDlg, idc_spin[i]); 
hEdit[i] = GetDlgItem(hTuningDlg, idc_edit[i]); 
SendMessage(hUpdown[i], UDM_SETBUDDY, (WPARAM)hEdit[i], 0); 
SendMessage(hUpdown[i], UDM_SETRANGE32, (WPARAM)0, (LPARAM)999); 
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SendMessage(hUpdown[i], UDM_SETPOS, 0, (LPARAM)MAKELONG((short)LipP[i][0], 0)); 
 
hUpdown[i+48] = GetDlgItem(hTuningDlg, idc_spin[i+48]); 
hEdit[i+48] = GetDlgItem(hTuningDlg, idc_edit[i+48]); 
SendMessage(hUpdown[i+48], UDM_SETBUDDY, (WPARAM)hEdit[i+48], 0); 
SendMessage(hUpdown[i+48], UDM_SETRANGE32, (WPARAM)0, (LPARAM)999); 
SendMessage(hUpdown[i+48], UDM_SETPOS, 0, (LPARAM)MAKELONG((short)BlowP[i][0], 0)); 
} 
 
hUpdown[96] = GetDlgItem(hTuningDlg, idc_spin[96]); 
hEdit[96] = GetDlgItem(hTuningDlg, idc_edit[96]); 
SendMessage(hUpdown[96], UDM_SETBUDDY, (WPARAM)hEdit[96], 0); 
SendMessage(hUpdown[96], UDM_SETRANGE32, (WPARAM)0, (LPARAM)100); 
SendMessage(hUpdown[96], UDM_SETPOS, 0, (LPARAM)MAKELONG((short)shinpuku[50][0], 0)); 
 
hUpdown[97] = GetDlgItem(hTuningDlg, idc_spin[97]); 
hEdit[97] = GetDlgItem(hTuningDlg, idc_edit[97]); 
SendMessage(hUpdown[97], UDM_SETBUDDY, (WPARAM)hEdit[97], 0); 
SendMessage(hUpdown[97], UDM_SETRANGE32, (WPARAM)0, (LPARAM)100); 
SendMessage(hUpdown[97], UDM_SETPOS, 0, (LPARAM)MAKELONG((short)syuki[50][0], 0)); 
 
//コモンダイアログの設定 
ofn.lStructSize = sizeof (ofn); 
ofn.hwndOwner = hTuningDlg; 
ofn.lpstrFile = strFile;     //選択されたファイル名を代入するためのバッファ 
ofn.nMaxFile = MAX_PATH; 
ofn.lpstrFilter = "チューニングデータ¥0*.sax;*.mex¥0¥0"; 
ofn.nFilterIndex = 1; 
ofn.lpstrDefExt = "sax"; 
ofn.Flags = OFN_FILEMUSTEXIST | OFN_OVERWRITEPROMPT | OFN_NOCHANGEDIR; 
ofn.lpstrTitle = "チューニング(強)";  //新たなウインドウのキャプションバー 
 
//圧力データの取得及びセット(強) 
fPressureData = fopen("PressureData.sax","r+"); 
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fscanf(fPressureData, "%d %d", &LipP[i][0], &BlowP[i][0]); 
//fscanf(fPressureData,"%d %d",&shinpuku[50][0],&syuki[50][0]); 
if(dina==0){ 
SetDlgItemInt(hTuningDlg, idc_edit[i], LipP[i][0], FALSE); 







SetDlgItemInt(hTuningDlg, idc_edit[96], shinpuku[50][0], FALSE); 






fPressureData2 = fopen("PressureData2.sax","r+"); 
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fscanf(fPressureData2, "%d %d", &LipP[i][1], &BlowP[i][1]); 
 
if(dina==1){ 
SetDlgItemInt(hTuningDlg, idc_edit[i], LipP[i][1], FALSE); 






SetDlgItemInt(hTuningDlg, idc_edit[96], shinpuku[50][1], FALSE); 






fPressureData3 = fopen("PressureData3.sax","r+"); 
 








fscanf(fPressureData3, "%d %d", &LipP[i][2], &BlowP[i][2]); 
 
if(dina==2){ 
SetDlgItemInt(hTuningDlg, idc_edit[i], LipP[i][2], FALSE); 
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if(dina==2){ 
SetDlgItemInt(hTuningDlg, idc_edit[96], shinpuku[50][2], FALSE); 






Lip[0] = 200; 
Blow[0] = 150; 
Ton[0] = 300; 
 
Lip[1] = -1*(int)(((double)(Lip[0])/100+10)*4096/20+0.5); 
Blow[1] = (int)(((double)(Blow[0])/100+10)*4096/20+0.5); 
Ton[1] = (int)(((double)(Ton[0])/100+10)*4096/20+0.5); 
 
//チャンネル2にリード圧の出力 
ch.ulChNo = 2; 
DaOutputDA(hDeviceDA, 1, &ch, &Lip[1]); 
 
//チャンネル4に送気圧の出力 
ch.ulChNo = 4; 
DaOutputDA(hDeviceDA, 1, &ch, &Blow[1]); 
 
//チャンネル3にタンギングの出力 
ch.ulChNo = 3; 









case IDC_BUTTON1:     //閉じるボタン 
- 113 - 
 
SendMessage(hTuningDlg, WM_CLOSE, 0, 0); 
break; 
 
case IDC_BUTTON2: //名前をつけて保存ボタン 
for(i=0; i<96; i++) //96個のエディットボックスの値を、Buffに保存 
{ 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[i]), Buff[i], 5); 
} 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[96]), Buff[99], 5); 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[97]), Buff[98], 5); 
for(i=0; i<48; i++) //Buffの値をテキスト分から整数に直す 
{ 
iBuff[i][dina] = atoi(Buff[i]); 
issBuff[i][dina] = atoi(Buff[i+48]); 
} 
iBuff[99][dina] = atoi(Buff[99]); 








if(dina==0) fPressureData = fopen(strFile, "w+"); 
if(dina==1) fPressureData2 = fopen(strFile, "w+"); 
if(dina==2) fPressureData3 = fopen(strFile, "w+"); 
} 
 
if(fPressureData == NULL) 
{ 
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for(i=0; i<48; i++) 
{ 
fprintf(fPressureData, "%d %d¥n", iBuff[i][0], issBuff[i][0]); 
} 
fprintf(fPressureData, "%d %d¥n", iBuff[99][0], issBuff[98][0]); 
} 
if(dina==1){ 
for(i=0; i<48; i++) 
{ 
fprintf(fPressureData2, "%d %d¥n", iBuff[i][1], issBuff[i][1]); 
} 
fprintf(fPressureData2, "%d %d¥n", iBuff[99][1], issBuff[98][1]); 
} 
if(dina==2){ 
for(i=0; i<48; i++) 
{ 
fprintf(fPressureData3, "%d %d¥n", iBuff[i][2], issBuff[i][2]); 
} 









case IDC_BUTTON3:   //*.saxファイルを開く。エディットボックスにある値をLipP[]BlowP[]に上書き 
if(!GetOpenFileName(&ofn)) 
{ 




if(dina==0)fPressureData = fopen(strFile, "r+"); 
if(dina==1)fPressureData2 = fopen(strFile, "r+"); 
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if(dina==2)fPressureData3 = fopen(strFile, "r+"); 
if(fPressureData == NULL) 
{ 





for(i=0; i<48; i++) 
{ 






for(i=0; i<48; i++) 
{ 






for(i=0; i<48; i++) 
{ 








SetDlgItemInt(hTuningDlg, idc_edit[i], LipP[i][dina], FALSE);  //リード圧 
SetDlgItemInt(hTuningDlg, idc_edit[i+48], BlowP[i][dina], FALSE); //送気圧 
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} 
SetDlgItemInt(hTuningDlg, idc_edit[96], shinpuku[50][dina], FALSE);  //リード圧 
SetDlgItemInt(hTuningDlg, idc_edit[97], syuki[50][dina], FALSE); //送気圧 
 
//////////待機状態からすぐ吹鳴させるために行う処理/////////// 
Lip[0] = 200; 
Blow[0] = 150; 
Ton[0] = 300; 
 
Lip[1] = -1*(int)(((double)(Lip[0])/100+10)*4096/20+0.5); 
Blow[1] = (int)(((double)(Blow[0])/100+10)*4096/20+0.5); 
Ton[1] = (int)(((double)(Ton[0])/100+10)*4096/20+0.5); 
 
//チャンネル2にリード圧の出力 
ch.ulChNo = 2; 
DaOutputDA(hDeviceDA, 1, &ch, &Lip[1]); 
 
//チャンネル4に送気圧の出力 
ch.ulChNo = 4; 
DaOutputDA(hDeviceDA, 1, &ch, &Blow[1]); 
 
//チャンネル3にタンギングの出力 
ch.ulChNo = 3; 
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fPressureData = fopen(strFile, "r+"); 
if(fPressureData == NULL) 
{ 




for(i=0; i<49; i++) 
{ 





for(i=0; i<48; i++)  //代入 
{ 
LipP[i][dina] = (int)(100 * dLipP[i] + 0.5); 
BlowP[i][dina] = (int)(100 * dBlowP[i+1] + 0.5); 
} 
 
for(i=0; i<48; i++) 
{ 
SetDlgItemInt(hTuningDlg, idc_edit[i], LipP[i][dina], FALSE);   //リード圧 




Lip[0] = 200; 
Blow[0] = 150; 
Ton[0] = 300; 
 
Lip[1] = -1*(int)(((double)(Lip[0])/100+10)*4096/20+0.5); 
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Blow[1] = (int)(((double)(Blow[0])/100+10)*4096/20+0.5); 
Ton[1] = (int)(((double)(Ton[0])/100+10)*4096/20+0.5); 
 
//チャンネル2にリード圧の出力 
ch.ulChNo = 2; 
DaOutputDA(hDeviceDA, 1, &ch, &Lip[1]); 
 
//チャンネル4に送気圧の出力 
ch.ulChNo = 4; 
DaOutputDA(hDeviceDA, 1, &ch, &Blow[1]); 
 
//チャンネル3にタンギングの出力 
ch.ulChNo = 3; 
DaOutputDA(hDeviceDA, 1, &ch, &Ton[1]); 
//////////////////////////////////////////////////////////// 
 
wsprintf(strMsg, "ファイルが選択されました。¥nファイル名は¥n%s¥nです。", strFile); 





case IDC_BUTTON4: //吹鳴中止の指令 
 
//////////待機状態からすぐ吹鳴させるために行う処理/////////// 
Lip[0] = 200; 
Blow[0] = 150; 
Ton[0] = 300; 
 
Lip[1] = -1*(int)(((double)(Lip[0])/100+10)*4096/20+0.5); 
Blow[1] = (int)(((double)(Blow[0])/100+10)*4096/20+0.5); 
Ton[1] = (int)(((double)(Ton[0])/100+10)*4096/20+0.5); 
 
//チャンネル2にリード圧の出力 
ch.ulChNo = 2; 
DaOutputDA(hDeviceDA, 1, &ch, &Lip[1]); 




ch.ulChNo = 4; 
DaOutputDA(hDeviceDA, 1, &ch, &Blow[1]); 
 
//チャンネル3にタンギングの出力 
ch.ulChNo = 3; 
DaOutputDA(hDeviceDA, 1, &ch, &Ton[1]); 
/////////////////////////////////////////////////////////// 
 




case IDC_BUTTON18:  //タンギングボタン チューニング中、音を安定させるため 
 
//チャンネル3にタンギングONの出力 
Ton[0] = 300; 
Ton[1]=(int)(((double)(Ton[0])/100+10)*4096/20+0.5); 
ch.ulChNo = 3; 





Ton[0] = 0; 
Ton[1]=(int)(((double)(Ton[0])/100+10)*4096/20+0.5); 
ch.ulChNo = 3; 





case IDC_BUTTON14:  //強ボタン 保存先を「強」に 
 
fPressureData2 = fopen("PressureData2.sax","w"); 
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if(dina==1){ 
for(i=0; i<96; i++) //96個のエディットボックスの値を、Buffに保存 
{ 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[i]), Buff[i], 5); 
} 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[96]), Buff[99], 5); 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[97]), Buff[98], 5); 
 
for(i=0; i<48; i++) //Buffの値をテキスト分から整数に直す 
{ 
iBuff[i][1] = atoi(Buff[i]); 
issBuff[i][1] = atoi(Buff[i+48]); 
} 
iBuff[99][1] = atoi(Buff[99]); 
















fprintf(fPressureData2, "%d %d¥n", LipP[i][1], BlowP[i][1]); 
} 
fprintf(fPressureData2, "%d %d¥n", shinpuku[50][1], syuki[50][1]); 
} 
fprintf(fPressureData2, "%d¥n", dina); 
fclose(fPressureData2); 
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fPressureData3 = fopen("PressureData3.sax","w"); 
if(dina==2){ 
for(i=0; i<96; i++) //96個のエディットボックスの値を、Buffに保存 
{ 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[i]), Buff[i], 5); 
} 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[96]), Buff[99], 5); 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[97]), Buff[98], 5); 
 
for(i=0; i<48; i++) //Buffの値をテキスト分から整数に直す 
{ 
iBuff[i][2] = atoi(Buff[i]); 
issBuff[i][2] = atoi(Buff[i+48]); 
} 
iBuff[99][2] = atoi(Buff[99]); 















fprintf(fPressureData3, "%d %d¥n", LipP[i][2], BlowP[i][2]); 
} 
fprintf(fPressureData3, "%d %d¥n", shinpuku[50][2], syuki[50][2]); 
} 
fprintf(fPressureData3, "%d¥n", dina); 




fPressureData = fopen("PressureData.sax","r+"); 
for(i=0;i<48;i++) 
{ 
fscanf(fPressureData, "%d %d", &LipP[i][0], &BlowP[i][0]); 
SetDlgItemInt(hTuningDlg, idc_edit[i], LipP[i][0], FALSE); 
SetDlgItemInt(hTuningDlg, idc_edit[i+48], BlowP[i][0], FALSE); 
} 
fscanf(fPressureData, "%d %d", &shinpuku[50][0], &syuki[50][0]); 
SetDlgItemInt(hTuningDlg, idc_edit[96], shinpuku[50][0], FALSE); 







case IDC_BUTTON15:  //中ボタン 保存先を「中」に 
 
fPressureData = fopen("PressureData.sax","w+"); 
if(dina==0){ 
for(i=0; i<96; i++) //96個のエディットボックスの値を、Buffに保存 
{ 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[i]), Buff[i], 5); 
} 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[96]), Buff[99], 5); 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[97]), Buff[98], 5); 
for(i=0; i<48; i++) //Buffの値をテキスト分から整数に直す 
{ 
iBuff[i][0] = atoi(Buff[i]); 
issBuff[i][0] = atoi(Buff[i+48]); 
} 
iBuff[99][0] = atoi(Buff[99]); 
issBuff[98][0] = atoi(Buff[98]); 
for(i=0;i<48;i++) 
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{ 











fprintf(fPressureData, "%d %d¥n", LipP[i][0], BlowP[i][0]); 
} 
fprintf(fPressureData, "%d %d¥n", shinpuku[50][0], syuki[50][0]); 
} 
fprintf(fPressureData, "%d¥n", dina); 
fclose(fPressureData); 
 
fPressureData3 = fopen("PressureData3.sax","w+"); 
if(dina==2){ 
for(i=0; i<96; i++) //96個のエディットボックスの値を、Buffに保存 
{ 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[i]), Buff[i], 5); 
} 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[96]), Buff[99], 5); 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[97]), Buff[98], 5); 
for(i=0; i<48; i++) //Buffの値をテキスト分から整数に直す 
{ 
iBuff[i][2] = atoi(Buff[i]); 
issBuff[i][2] = atoi(Buff[i+48]); 
} 
iBuff[99][2] = atoi(Buff[99]); 
issBuff[98][2] = atoi(Buff[98]); 
for(i=0;i<48;i++) 
{ 
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fprintf(fPressureData3, "%d %d¥n", LipP[i][2], BlowP[i][2]); 
} 
fprintf(fPressureData3, "%d %d¥n", shinpuku[50][2], syuki[50][2]); 
} 
fprintf(fPressureData3, "%d¥n", dina); 
fclose(fPressureData3); 
 
fPressureData2 = fopen("PressureData2.sax","r+"); 
for(i=0;i<48;i++) 
{ 
fscanf(fPressureData2, "%d %d¥n", &LipP[i][1], &BlowP[i][1]); 
SetDlgItemInt(hTuningDlg, idc_edit[i], LipP[i][1], FALSE); 
SetDlgItemInt(hTuningDlg, idc_edit[i+48], BlowP[i][1], FALSE); 
} 
fscanf(fPressureData2, "%d %d", &shinpuku[50][1], &syuki[50][1]); 
SetDlgItemInt(hTuningDlg, idc_edit[96], shinpuku[50][1], FALSE); 







case IDC_BUTTON16:  //強ボタン 保存先を「弱」に 
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fPressureData = fopen("PressureData.sax","w+"); 
if(dina==0){ 
for(i=0; i<96; i++) //96個のエディットボックスの値を、Buffに保存 
{ 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[i]), Buff[i], 5); 
} 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[96]), Buff[99], 5); 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[97]), Buff[98], 5); 
for(i=0; i<48; i++) //Buffの値をテキスト分から整数に直す 
{ 
iBuff[i][0] = atoi(Buff[i]); 
issBuff[i][0] = atoi(Buff[i+48]); 
} 
iBuff[99][0] = atoi(Buff[99]); 
issBuff[98][0] = atoi(Buff[98]); 
for(i=0;i<48;i++) 
{ 











fprintf(fPressureData, "%d %d¥n", LipP[i][0], BlowP[i][0]); 
} 
fprintf(fPressureData, "%d %d¥n", shinpuku[50][0], syuki[50][0]); 
} 
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fPressureData2 = fopen("PressureData2.sax","w+"); 
if(dina==1){ 
for(i=0; i<96; i++) //96個のエディットボックスの値を、Buffに保存 
{ 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[i]), Buff[i], 5); 
} 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[96]), Buff[99], 5); 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[97]), Buff[98], 5); 
for(i=0; i<48; i++) //Buffの値をテキスト分から整数に直す 
{ 
iBuff[i][1] = atoi(Buff[i]); 
issBuff[i][1] = atoi(Buff[i+48]); 
} 
iBuff[99][1] = atoi(Buff[99]); 
issBuff[98][1] = atoi(Buff[98]); 
for(i=0;i<48;i++) 
{ 











fprintf(fPressureData2, "%d %d¥n", LipP[i][1], BlowP[i][1]); 
} 
fprintf(fPressureData2, "%d %d¥n", shinpuku[50][1], syuki[50][1]); 
} 
fprintf(fPressureData2, "%d¥n", dina); 
fclose(fPressureData2); 
 
fPressureData3 = fopen("PressureData3.sax","r+"); 




fscanf(fPressureData3, "%d %d", &LipP[i][2], &BlowP[i][2]); 
SetDlgItemInt(hTuningDlg, idc_edit[i], LipP[i][2], FALSE); 
SetDlgItemInt(hTuningDlg, idc_edit[i+48], BlowP[i][2], FALSE); 
} 
fscanf(fPressureData3, "%d %d", &shinpuku[50][2], &syuki[50][2]); 
SetDlgItemInt(hTuningDlg, idc_edit[96], shinpuku[50][2], FALSE); 















if(HIWORD(wParam) == EN_SETFOCUS) 
{ 
tuningflag = 1; 
} 
 




if((lParam == (LPARAM)hEdit[i] || lParam == (LPARAM)hEdit[i+48]) && 
(HIWORD(wParam) == EN_CHANGE || HIWORD(wParam) == EN_SETFOCUS)) 
//    if(lParam == (LPARAM)hEdit[i] && HIWORD(wParam) == 
EN_CHANGE)  //確認用 
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{ 




Blow[0] = (int)SendMessage(hUpdown[i+48], UDM_GETPOS, 0, 0); 
Ton[0] = 0; 
 
if(bib3==0)Lip[1] = -1*(int)(((double)(Lip[0])/100+10)*4096/20+0.5); 
Blow[1] = (int)(((double)(Blow[0])/100+10)*4096/20+0.5); 




ch.ulChNo = 2; 
DaOutputDA(hDeviceDA, 1, &ch, &Lip[1]); 
} 
//チャンネル4に送気圧を出力 
ch.ulChNo = 4; 
DaOutputDA(hDeviceDA, 1, &ch, &Blow[1]); 
 
//チャンネル3にタンギングoffの出力 
ch.ulChNo = 3; 
DaOutputDA(hDeviceDA, 1, &ch, &Ton[1]); 
 
//運指 
nRet = DioOutputPoint(hDeviceDio, FingerPosition[i], 1, 32); 
 
//     wsprintf(str, "i=%d¥nLip[0]=%d¥nBlow[0]=%d", i, 
















ch.ulChNo = 3; 
DaOutputDA(hDeviceDA, 1, &ch, &NoteOffPressure); 
 
///////////////チャンネル２に唇圧の出力/////////// 
ch.ulChNo = 2; 
DaOutputDA(hDeviceDA, 1, &ch, &NoteOffPressure); 
 
///////////////チャンネル４に送気圧を出力///////// 
ch.ulChNo = 4; 
DaOutputDA(hDeviceDA, 1, &ch, &NoteOffPressure); 
 
///////////////運指の開放///////////////////////// 













LipP[i][0] = atoi(Buff[i]); 
fprintf(fPressureData, "%d ", LipP[i][0]); 
LipPressure[i][0] = int(LipP[i][0]); 
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GetWindowText(GetDlgItem(hTuningDlg, idc_edit[i+48]), Buff[i+48], 5); 
BlowP[i][0] = atoi(Buff[i+48]); 
fprintf(fPressureData, "%d¥n", BlowP[i][0]); 
BlowPressure[i][0] = int(BlowP[i][0]); 
} 
GetWindowText(GetDlgItem(hTuningDlg,idc_edit[96]),Buff[99],5); 
shinpuku[50][0] = atoi(Buff[99]); 
fprintf(fPressureData, "%d ", shinpuku[50][0]); 
shinpuku2[0] = (shinpuku[50][0]); 
 
GetWindowText(GetDlgItem(hTuningDlg,idc_edit[97]),Buff[98],5); 
syuki[50][0] = atoi(Buff[98]); 
fprintf(fPressureData, "%d ", syuki[50][0]); 




LipPressure[i][0] = int(LipP[i][0]); 
BlowPressure[i][0] = int(BlowP[i][0]); 
} 
shinpuku2[0] = (shinpuku[50][0]); 










LipP[i][1] = atoi(Buff[i]); 
fprintf(fPressureData2, "%d ", LipP[i][1]); 
LipPressure[i][1] = int(LipP[i][1]); 
 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[i+48]), Buff[i+48], 5); 
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BlowP[i][1] = atoi(Buff[i+48]); 
fprintf(fPressureData2, "%d¥n", BlowP[i][1]); 
BlowPressure[i][1] = int(BlowP[i][1]); 
} 
GetWindowText(GetDlgItem(hTuningDlg,idc_edit[96]),Buff[99],5); 
shinpuku[50][1] = atoi(Buff[99]); 
fprintf(fPressureData2, "%d ", shinpuku[50][1]); 
shinpuku2[1] = (shinpuku[50][1]); 
 
GetWindowText(GetDlgItem(hTuningDlg,idc_edit[97]),Buff[98],5); 
syuki[50][1] = atoi(Buff[98]); 
fprintf(fPressureData2, "%d ", syuki[50][1]); 




LipPressure[i][1] = int(LipP[i][1]); 














LipP[i][2] = atoi(Buff[i]); 
fprintf(fPressureData3, "%d ", LipP[i][2]); 
LipPressure[i][2] = int(LipP[i][2]); 
 
GetWindowText(GetDlgItem(hTuningDlg, idc_edit[i+48]), Buff[i+48], 5); 
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BlowP[i][2] = atoi(Buff[i+48]); 
fprintf(fPressureData3, "%d¥n", BlowP[i][2]); 
BlowPressure[i][2] = int(BlowP[i][2]); 
} 
GetWindowText(GetDlgItem(hTuningDlg,idc_edit[96]),Buff[99],5); 
shinpuku[50][2] = atoi(Buff[99]); 




syuki[50][2] = atoi(Buff[98]); 
fprintf(fPressureData3, "%d ", syuki[50][2]); 




LipPressure[i][2] = int(LipP[i][2]); 










ch.ulChNo = 2; 
DaOutputDA(hDeviceDA, 1, &ch, &NoteOffPressure); 
 
/////////////チャンネル3にタンギングの出力///////// 
ch.ulChNo = 3; 
DaOutputDA(hDeviceDA, 1, &ch, &NoteOffPressure); 
 
/////////////チャンネル4に送気圧を出力///////////// 
ch.ulChNo = 4; 
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DaOutputDA(hDeviceDA, 1, &ch, &NoteOffPressure); 
 
/////////////運指の開放//////////////////////////// 























int BMP_W, BMP_H; 
 
hInstance = (HINSTANCE)GetWindowLong(hWnd, GWL_HINSTANCE); 
hBitmap = LoadBitmap(hInstance, MAKEINTRESOURCE(IDB_BITMAP1)); 
GetObject(hBitmap, sizeof(BITMAP), &bmp); 
BMP_W = (int)bmp.bmWidth; 
BMP_H = (int)bmp.bmHeight; 
hmdc = CreateCompatibleDC(hdc); 
SelectObject(hmdc, hBitmap); 
BitBlt(hdc, 0, 18, BMP_W, BMP_H, hmdc, 0, 0, SRCCOPY); 
- 134 - 
 















unsigned char buftk[SEEKSAX],midievent=0,noteornot=0;   //SEEKSAX=10000バイト 
static char StrMsg[250]; 
bool s=0; 
HANDLE hText= NULL;//出力用テキストのハンドル 
 
//関数宣言 
void checkhead(unsigned char *); 
void openfile(HWND,HWND,HWND,HWND); 
void MIDIBreak(int); 
int checktrack(unsigned char *); 






if((fh=open((LPSTR)mciDev.pFileName,O_BINARY|O_RDONLY))==-1) //第1引数：ファイル名  第2引
数：フラグ 
{          
      //バイナリデータで読み込み専用 
MessageBox(hWnd,"ファイルがオープンできませんでした","オープンしません",MB_OK); 






















if(0xc0<=MIDIPiece[i][j] && MIDIPiece[i][j]<=0xcf)   //0xcnはプログラムチェンジ 
{ 
wsprintf(StrMsg, "%s",GAKKINAME[MIDIPiece[i][j+1]]); //j+1が楽器名 
if(i!=1)          
  //トラック1には楽器名は入っていないため 
{ 
SendMessage(hCombo, CB_INSERTSTRING, -1,(LPARAM)StrMsg); 
} 
if(MIDIPiece[i][j+1]==GAKKI) //GAKKI=66  テナーサックスのこと 
{ 
























ofn.lStructSize = sizeof(ofn); 
ofn.hwndOwner = hWnd; 
ofn.lpstrFile = (LPSTR)mciDev.pFileName; 
ofn.nMaxFile = 260;//sizeof(szFile); 
ofn.lpstrFilter = "MIDIファイル¥0*.mid¥0"; 
ofn.nFilterIndex = 1; 
ofn.lpstrFileTitle = NULL; 
ofn.nMaxFileTitle = 0; 
ofn.lpstrInitialDir = NULL; 
ofn.Flags = OFN_PATHMUSTEXIST | OFN_FILEMUSTEXIST; 
 
if( !GetOpenFileName(&ofn) ) 





SendMessage(hCombo, CB_INSERTSTRING, -1,(LPARAM)CHOOSE); 
SendMessage(hCombo, CB_SETCURSEL,0,0); 
SetWindowText(hStatic,"楽器を選択し、実行ボタンを押してください"); 















void checkhead(unsigned char *buf){ 
int bunkai1;//bunkai2はグローバル変数 
 










int checktrack(unsigned char *buf){ 
int tklen[4],tklength=0,i,k; 





for(i=0;i<4;i++){    //データ長が４バイトの可変長表示なので通常の表
示にする。 
tklen[i]=*(buf+4+i); 















bool searchmeta(unsigned char *buf,int *i){ 
void hyousi(unsigned char *); 
void chou(unsigned char *); 







case 0x01:case 0x02:case 0x03: 
case 0x04:case 0x05:case 0x06: 
















































void chou(unsigned char *buf){ 
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buf1=*(buf+3)+7;//*(buf+3)が０のとき C でCesが-7なのでCesを０にするため７をたす 
buf1=buf1*3;//irohaが3文字で一組になっているから3倍する 
if(*(buf+4)==0){ 
wsprintf(chou_chou,"%c%c%c  major",iroha[buf1],iroha[buf1+1],iroha[buf1+2]); 
}else if(*(buf+4)==1){ 




















unsigned char checkevent(unsigned char *buf,unsigned char midievent){ 
if(0x80<=*buf && *buf<=0x9f && *(buf+2)<=0x7f){ 
midievent=1; 
}else if(0xa0<=*buf && *buf<=0xaf){ 
midievent=2; 
}else if(0xb0<=*buf && *buf<=0xbf){ 
midievent=3; 
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}else if(0xc0<=*buf && *buf<=0xcf){ 
midievent=4; 
}else if(0xd0<=*buf && *buf<=0xdf){ 
midievent=5; 









unsigned char checkonoff(unsigned char *buf,unsigned char *noteornot,HANDLE fp){ 
int count=0; 
char StrMsg[250]; 
static bool check=FALSE; 
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unsigned char checkcontrol(unsigned char *buf,unsigned char *controlornot,HANDLE fp){ 
int count=0; 
char StrMsg[250]; 
static bool check=FALSE; 
























































































else if(*(buf+1)<=0x50 && *(buf+1)>=0x31){ 
wsprintf(StrMsg,"範囲中=%3d",*(buf+1)); 












































unsigned char checkpitchbend(unsigned char *buf,unsigned char *pitchbendornot,HANDLE fp){ 
int count=0; 
char StrMsg[250]; 
static bool check=FALSE; 




































void OnActionButton(HWND hWnd){ 
TermMciDev(); 
if(!InitMciDev()){ 





メインウィンドウの終了時の メッセージ処理 : 終了処理 
******************************************************************************/ 


















void OnPlayButtonDown(HWND hWnd){ 
void SendPerformanceData(void); 
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if(!PlayMciDev()){ 








void OnStopButtonDown(HWND hWnd){ 
void SendPerformanceData(void); 
if(!PlayMciDev1()){ 











MCIERROR       ret; 
// 開くデバイスタイプによって指定する名前が違う 
// wav  : waveaudio 
// midi : sequencer 
// cd   : cdaudio 
ZeroMemory(&mciOpenParms, sizeof(MCI_OPEN_PARMS)); 
// デバイスタイプの指定 
mciOpenParms.lpstrDeviceType = "sequencer"; 
mciOpenParms.lpstrElementName = (LPCSTR)mciDev.pFileName; 
ret = mciSendCommand(NULL, MCI_OPEN, MCI_OPEN_TYPE | MCI_OPEN_ELEMENT, 
(DWORD)&mciOpenParms); 
 
if(ret != 0){ 
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mciDev.wDeviceID = mciOpenParms.wDeviceID; 









mciSendCommand(mciDev.wDeviceID, MCI_CLOSE, 0, NULL); 











if(!mciDev.isOpen) return TRUE; 
ZeroMemory(&mciPlayParms, sizeof(MCI_PLAY_PARMS)); 




ret = mciSendCommand(mciDev.wDeviceID, MCI_PLAY, MCI_FROM,(DWORD)&mciPlayParms); 
 
if(ret != 0){// エラー発生したのでデバイスを閉じる 
TermMciDev(); 














if(!mciDev.isOpen) return TRUE; 
ZeroMemory(&mciPlayParms, sizeof(MCI_PLAY_PARMS)); 





ret = mciSendCommand(mciDev.wDeviceID, MCI_STOP, MCI_FROM,(DWORD)&mciPlayParms); 
 










void MIDIBreak(int fh){ 
int i,j,k=14,c,bytetk; 
unsigned char buftk[100000]; 
char tamesi[100]="tamesi"; 
 




















if(bytetk==0)break;      //ファイルの読み込み終了 
for(c=0;c<bytetk;c++){ 
 














if(buftk[k+1]==0xc0 && i==1 && buftk[k-4]!=0xff){  //MuseScore対策トラック１でプログラムチェン
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ジを発見した場合 
MIDIPiece[1][j]=buftk[k]; MIDIPiece[1][j+1]=buftk[k+1]; MIDIPiece[1][j+2]=buftk[k+2]; 
MIDIPiece[1][j+3]=0; //プログラムチェンジまで入力しておく 
MIDIPiece[1][j+4]=255; MIDIPiece[1][j+5]=47; MIDIPiece[1][j+6]=0;  //トラックエンドでトラック１終
わり 
i=2; //次のトラック（２）へ 
MIDIPiece[2][0]=77; MIDIPiece[2][1]=84; MIDIPiece[2][2]=114; MIDIPiece[2][3]=107; //トラックチャン
ク 10進数で書いたけど4D 54 72 6Bのこと 
MIDIPiece[2][4]=0; MIDIPiece[2][5]=0; MIDIPiece[2][6]=0; MIDIPiece[2][7]=(MIDIPiece[1][7])-j+8; //トラ
ックサイズ入力 
MIDIPiece[2][8]=0; //プログラムチェンジ前のデルタタイムまで入力 
MIDIPiece[1][7]=j-1;  //トラックサイズを変更(トラックチャンク8個ぶんを引いた値) 
(MIDIPiece[0][11])++; //ヘッダチャンクのトラック数を１増やす 
k++; //kを１つ読み進める 




if(buftk[k+1]==0x4d && buftk[k+2]==0x54 && 














void MakeMIDIFile(HWND hCombo){         //実行ボタンを押した後、再生ボタンを押す前 
void ReadPlayTrack(int); 
DWORD dwWritten; 







static char filename[100]; 
lstrcpy(filename,"test.mid");       //文字列をバッファにコピー 
//↓test.midが存在する場合test1.mid,test2.midなどにする 
while((hMIDIFile = CreateFile( 
filename,                       //ファイル名 
GENERIC_READ | GENERIC_WRITE,   //ファイルの読み書き 
0, 
NULL, 
CREATE_ALWAYS,                  //ファイルを作成、指定ファイルがある場合上書き 
FILE_ATTRIBUTE_NORMAL,          //ファイルの属性指定なし 
NULL 
))==INVALID_HANDLE_VALUE)       //関数の失敗 
{ 











SendMessage(hCombo, CB_SETCURSEL, DelTrack, 0);     
 //DelTrack番目の楽器名を選択 
GetDlgItemText(hWnd, ID_COMBO, StrComboCopy, sizeof(StrComboCopy)); //選択している楽器
名をStrComboCopyに代入 
if(strcmp(StrCombo,StrComboCopy)==0)break;      
 //StrComboとStrComboCopyが等しい時 
} 






















void write_text(const char* a){ 
 







void ReadPlayTrack(int PlayTrack){ 
unsigned char checkevent(unsigned char *,unsigned char midievent); 
unsigned char checkonoff(unsigned char *,unsigned char * ,HANDLE); 
unsigned char checkcontrol(unsigned char *,unsigned char * ,HANDLE); 
unsigned char checkpitchbend(unsigned char *,unsigned char * ,HANDLE); 
 
void delta(unsigned char *buf,int *,HANDLE); 
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bool searchmeta(unsigned char *,int *); 
int i,midievent=0,del,c=0; 
















if(MIDIPiece[PlayTrack][i+10]==0x91 && MIDIPiece[PlayTrack][i+11]==0x53 && 
MIDIPiece[PlayTrack][i+12]==0x91 && MIDIPiece[PlayTrack][i+13]==0xcc && 





wsprintf(StrMsg,"%02x %02x %02x %02x¥r¥n",MIDIPiece[PlayTrack][i],MIDIPiece[PlayTrack][i+1],MIDIP
iece[PlayTrack][i+2],MIDIPiece[PlayTrack][i+3]); 
write_text(StrMsg); 
if(MIDIPiece[PlayTrack][i]==0x4d && MIDIPiece[PlayTrack][i+1]==0x54 && 






//トラックの終了(ff 2f 00)を確認 
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}else if(noteornot==1){ //ランニングステータス終わり 

















case 3://Bn コントロールチェンジ 
del=checkcontrol(&MIDIPiece[PlayTrack][i],&controlornot,fp); 
if(controlornot==0){ 































































long x,xPoint=0; //ﾋﾞﾌﾞﾗｰﾄ用のﾙｰﾌﾟに使用 
int lip,blow; 
int tong; //DAボードに出力する値 
int forte,piano; //強弱用 mfの時のblowの値が基本値 



























mciStatusParms.dwItem = MCI_STATUS_MODE; 
ret=mciSendCommand(mciDev.wDeviceID, MCI_STATUS, MCI_STATUS_ITEM, 
(DWORD)&mciStatusParms);//mciの現在のモードを取得中 




mciStatusParms.dwItem = MCI_STATUS_MODE; 
ret=mciSendCommand(mciDev.wDeviceID, MCI_STATUS, MCI_STATUS_ITEM, 
(DWORD)&mciStatusParms); 
fprintf(fpre,"MCI準備中演奏待機中¥n"); 
if((DWORD)mciStatusParms.dwReturn == MCI_MODE_PLAY || (DWORD)mciStatusParms.dwReturn == 
MCI_MODE_STOP)break;//もしプレイモードになったらループから抜ける 
}          







































fprintf(fpre," shinpuku= %d¥n",shinpuku); 
fprintf(fpre," syuki= %d¥n",syuki); 
fprintf(fpre," sec_pc= %d¥n",sec_pc); 
fprintf(fpre,"ﾘｯﾌﾟV= %lf",dlipVBase); 
fprintf(fpre," lip= %d¥n",clip); 
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fprintf(fpre,"dina= %d¥n",dina); 
fprintf(fpre," pressureonkai= %lf¥n pressureonkai2= %lf¥n onkai=%d¥n 
performance=%d¥n",BlowPressure[onkai][dina],LipPressure[onkai][dina],onkai,PerformanceData[i][0]); 
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fprintf(fpre," lip= %d¥n",lip); 
fprintf(fpre,"dina= %d¥n",dina); 
fprintf(fpre," pressureonkai= %lf¥n pressureonkai2= %lf¥n onkai=%d¥n 
performance=%d¥n",BlowPressure[onkai][dina],LipPressure[onkai][dina],onkai,PerformanceData[i][0]); 


















































































































































































































fprintf(fpre," lip= %d¥n",lip); 
fprintf(fpre,"dina= %d¥n",dina); 
fprintf(fpre," pressureonkai= %lf¥n pressureonkai2= %lf¥n onkai=%d¥n 
performance=%d¥n",BlowPressure[onkai][dina],LipPressure[onkai][dina],onkai,PerformanceData[i][0]); 















































































処理待ち ミリ秒待つ abe減速、加速も追加ver 
*******************************************************************/ 
void wait(double Second,int now,bool* PlayCheck){ 
MSG msg; 
DWORD timer,timer2; 









LARGE_INTEGER nFreq, nBefore, nAfter, nNow1, nNow2, nClck1,nClck2,nClck3,nClck4,nClck5; 
 
//変数の初期化 
memset(&nFreq,   0x00, sizeof nFreq); 
memset(&nBefore, 0x00, sizeof nBefore); 
memset(&nAfter,  0x00, sizeof nAfter); 
memset(&nNow1,   0x00, sizeof nNow1); 
memset(&nNow2,   0x00, sizeof nNow2); 
 
memset(&nClck1,  0x00, sizeof nClck1); //クリック時のカウンタ 
memset(&nClck2,  0x00, sizeof nClck2); 
memset(&nClck3,  0x00, sizeof nClck3); 
memset(&nClck4,  0x00, sizeof nClck4); 




















if(msg.message==WM_KEYDOWN && msg.wParam==0x09){//Tabキーで処理mciデバイスのみ停止 
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QueryPerformanceCounter(&nNow2); 
TrueTotalTime+=((DWORD)((nNow2.QuadPart - nNow1.QuadPart) * 1000 / nFreq.QuadPart)); 






TrueTotalTime+=((DWORD)((nNow2.QuadPart - nNow1.QuadPart) * 1000 / nFreq.QuadPart)); 










TrueTotalTime+=((DWORD)((nNow2.QuadPart - nNow1.QuadPart) * 1000 / nFreq.QuadPart)); 




TrueTotalTime+=((DWORD)((nNow2.QuadPart - nNow1.QuadPart) * 1000 / nFreq.QuadPart)); 
fprintf(flog," これ以上減速できません テンポ= %lf¥n TotalTime= %d¥n",tempo1,TrueTotalTime); 
nNow1.QuadPart=nNow2.QuadPart; 




/* クリックでテンポ取得テスト */ 
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QueryPerformanceCounter(&nClck1); 






taptime[1]=((DWORD)((nClck2.QuadPart)* 1000000 / nFreq.QuadPart));  //キー押下タイミング(2回目)を
保存(ミリ秒) 
tap[1]=(taptime[1]/1000)-(taptime[0]/1000);                                                   //2
回目と1回目の間隔 
SetWindowText(hStatic,"2回目"); 














taptime[3]=((DWORD)((nClck4.QuadPart)* 1000000 / nFreq.QuadPart)); 
tap[3]=(taptime[3]/1000)-(taptime[2]/1000); 
tap[0]=(tap[1]+tap[2]+tap[3])/3;                //間隔値3つを平均 
tempo1=(double)(60000/tap[0]);                           //テンポを変更 
SetWindowText(hStatic,"テンポを変更しました"); 
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QueryPerformanceCounter(&nClck5); 
taptime[4]=((DWORD)((nClck5.QuadPart)* 1000000 / nFreq.QuadPart)); 
tap[4]=(taptime[4]/1000)-(taptime[3]/1000);  //最新のtapと1つ前のtapの間隔を取得 
if(tap[4]>(tap[0]*2)||tap[4]<(tap[0]/2)){  //元のテンポと違いすぎた場合 
SetWindowText(hStatic,"ERROR! 元のテンポと違いすぎます"); 
taptime[3]=taptime[4];         //taptime3に「最新のtap」を保存しておく 
fprintf(flog,"タップ間隔= %lfﾐﾘ秒(アウツ)¥n テンポ変更 tempo1= %lf¥n%lf と %lf の比較
¥n",tap[4],tempo1,tap[0],tap[4]); 
} 
else if(tap[4]>((60000/tempodef)*3/2)||tap[4]<((60000/tempodef)*2/3)){  //元のテンポと違いすぎた場合 
SetWindowText(hStatic,"ERROR! 元のテンポと違いすぎます"); 
taptime[3]=taptime[4];         //taptime3に「最新のtap」を保存しておく 
fprintf(flog,"タップ間隔= %lfﾐﾘ秒(アウト)¥n テンポ変更 tempo1= %lf¥n%lf と %lf の比較
¥n",tap[4],tempo1,60000/tempodef,tap[4]); 
} 
else{                         //元のテンポと違いすぎず、適正範囲だった場合 
for(n=1;n<4;n++){ 
















if(msg.message==WM_KEYDOWN && msg.wParam==0x27){//→キー：テンポリセット 元のテンポに
戻してタップ回数もリセット 
tempo1=tempodef; 





































if(msg.message==WM_KEYDOWN && msg.wParam==0x1b){ //Escが押された時全停止 




ch.ulChNo=2;  //チャンネル2に唇圧0Vを出力 
DaOutputDA(hDeviceDA,1,&ch,&NoteOffPressure); 
ch.ulChNo=3;  //タンギングに0Vを出力 
DaOutputDA(hDeviceDA,1,&ch,&NoteOffPressure); 
ch.ulChNo=4;  //チャンネル4に送気圧0Vを出力 
DaOutputDA(hDeviceDA,1,&ch,&NoteOffPressure); 
 










if(bib==1 || bib2==1){//ビブラート項目 
if(PeekMessage(&msg, hWnd, 0, 0, PM_NOREMOVE)!=0){ 



















if(((DWORD)((nAfter.QuadPart - nBefore.QuadPart) * 1000000 / 
nFreq.QuadPart))>=(1000*Second/(double)(tempo1*bunkai2))){//演奏中の加速と減速 
accel=0; 
if(nNow2.QuadPart==0x00){TrueTotalTime+=((DWORD)((nAfter.QuadPart - nBefore.QuadPart) * 1000000 / 
nFreq.QuadPart)); //トータルタイムにwait時間を加算 
fprintf(flog," wait終了¥n TotalTime= %d¥n",TrueTotalTime); 
} 
else                    {TrueTotalTime+=((DWORD)((nAfter.QuadPart - nNow2.QuadPart) * 1000000 / 
nFreq.QuadPart));   //保険 















LARGE_INTEGER nFreq, nBefore, nAfter; 
 
//変数の初期化 
memset(&nFreq,   0x00, sizeof nFreq); 
memset(&nBefore, 0x00, sizeof nBefore); 














if(PeekMessage(&msg, hWnd, 0, 0, PM_NOREMOVE)!=0){ 
InvalidateRect(hWnd, NULL, TRUE); 
break; 
} 
sec_pc2 = (nAfter.QuadPart - nBefore.QuadPart)/(double)nFreq.QuadPart;//時間 
 
cyulipVBase=cyulip +(double)(shinpuku[50][dina])*sin(2*PI/(syuki[50][dina]/100)*sec_pc2); 
if(cyulipVBase>999)cyulipVBase=999;//上限突破阻止 
if(cyulipVBase<0)cyulipVBase=1;//一応下限突破阻止 
cyulip2=-1*(int)(((double)cyulipVBase/100+10)*4096/20+0.5); 
ch.ulChNo=2; 
DaOutputDA(hDeviceDA,1,&ch,&cyulip2); 
Sleep(1); 
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