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стров и распределения оперативной памяти ЭВМ,
а также для выполнения некоторых других оптими
зирующих действий при генерировании объектно
го кода, в частности, для уменьшения исполнения
команд безусловного перехода в объектных про
граммах.
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Введение
Алгоритмы генерации комбинаторных множеств
находят широкое применение при построении и ис
следовании разнообразных программнотехниче
ских систем. Например, в различных системах те
стирования. Термин «программный генератор» но
сит достаточно общее толкование, например «гене
ратор отчета», «генератор программного кода», «ге
нератор случайных чисел» [1]. Здесь под генерато
ром будет пониматься программа, реализующая не
который алгоритм генерации комбинаторного мно
жества. Комбинаторное множество представляет
собой конечное множество, элементы которого
имеют некоторую общую структуру. Например,
множество перестановок, разбиений, двоичных де
ревьев, таблиц специального вида и т. д.
Различают 4 класса алгоритмов комбинаторной
генерации [2]:
1) последовательная генерация множества всех
комбинаторных объектов данного класса (listing);
2) нумерация всех комбинаторных объектов дан
ного класса (ranking);
3) генерация комбинаторных объектов в соответ
ствии с процессом нумерации (unranking);
4) случайная генерация реализации комбинатор
ного объекта (random selection).
Наиболее изучены алгоритмы последователь
ной генерации. Однако всё более востребованны
ми являются генераторы, в основе которых лежат
алгоритмы нумерации объектов и генерации
объекта по его номеру.
Методов построения алгоритмов генерации и
нумерации существует большое множество, и все
они зависят от конкретного рассматриваемого
комбинаторного объекта. Сравнительно недавно
появился универсальный метод построения алго
ритмов генерации и нумерации комбинаторных
объектов, основанный на представлении комбина
торного множества в виде дерева И/ИЛИ [3].
В данной статье предлагается на основе метода
построения и исследования алгоритмов генерации
комбинаторных множеств универсальный про
граммный инструмент построения и исследования
генераторов элементов комбинаторных множеств.
Основные этапы и объекты метода
Метод построения алгоритмов генерации и ну
мерации комбинаторных объектов, основанный на
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Предложен универсальный инструмент для построения и исследования генераторов комбинаторных множеств, основанный на
функциональном языке, позволяющем описывать схемы рекурсивных композиций деревьев И/ИЛИ. Предложен вариант реа
лизации такого инструмента, как расширение системной библиотеки STL для языка программирования С++.
представлении комбинаторного множества в виде
схемы рекурсивной композиции построения дере
ва И/ИЛИ, заключается в следующем [3]:
1. Исследуется множество комбинаторных объек
тов для построения рекурсивной композиции
дерева И/ИЛИ. Рекурсивную композицию
можно описать следующей схемой [4]:
где D0 и D – фиксированные деревья, {im}km=1 – мно
жество листьев дерева D, которые будут заменены
на дерево R(n) – полученное на nом шаге.
Операция рекурсивной композиции показана
на рис. 1.
Рис. 1. Операция рекурсивной композиции
Показано, что если мощность комбинаторного
множества задана в виде функции f(n) алгебры
{N,+,×,R,S}, где R – оператор примитивной рекур
сии, S – оператор суперпозиции, то для такого
множества можно построить схему рекурсивной
композиции деревьев И/ИЛИ.
2. Если рекурсивная композиция получена, то для
построения алгоритма генерации объектов ком
бинаторного множества используется алгоритм
генерации варианта дерева И/ИЛИ и далее по
вариантам полученного дерева строятся объек
ты исследуемого множества [5]. Вариантом де
рева И/ИЛИ является поддерево, которое полу
чается из заданного путем отсечения выходных
дуг кроме одной у всех ИЛИузлов.
3. Для алгоритмов нумерации по объекту строится
вариант дерева И/ИЛИ и далее используя алго
ритм нумерации варианта дерева получаем но
мер объекта в исследуемом множестве.
Таким образом, процесс построения генераторов
комбинаторных объектов можно разделить на 3 части:
1. Реализация обобщённых алгоритмов деревьев
И/ИЛИ (нумерации и генерации вариантов).
2. Реализация алгоритма построения дерева И/ИЛИ.
3. Получение варианта дерева И/ИЛИ по объекту
в алгоритмах нумерации и получение объекта
по варианту в алгоритмах генерации.
Первая часть может быть реализована в виде
библиотеки шаблонов классов на языке C++. Это
позволит применять библиотеку для различных ти
пов комбинаторных объектов. Для решения второй
части предлагается использовать специализиро
ванный язык, ориентированный на работу с дере
вьями И/ИЛИ. Это позволит уменьшить объем ко
да, необходимого для реализации генераторов, и
соответственно уменьшить время разработки. Если
первые две части задачи можно автоматизировать,
то третья зависит от конкретного вида объекта и
полностью ложится на плечи программиста.
Язык описания генераторов
Предлагаемый язык является функциональным,
т. к. сам метод построения алгоритмов генерации ос
нован на рекурсивной композиции. Язык позволяет:
1. Описать дерево И/ИЛИ в скобочной нотации
или в виде рекурсивной композиции.
2. Производить над деревьями операции компо
зиции, добавления и удаления узлов, произво
дить доступ к данным в узлах деревьев.
3. Получать вариант дерева И/ИЛИ по его номеру
и получать номер варианта по самому варианту.
Язык является интерпретируемым, а сам интер
претатор выполнен в виде библиотеки, что позво
ляет встраивать его в различные программные си
стемы. Интерпретатор предоставляет интерфейс
доступа ко всем элементам языка.
Язык оперирует только деревьями и функция
ми. Результатом выполнения любой операции или
функции является дерево.
Все деревья в языке являются деревьями И/ИЛИ.
Каждый узел дерева может быть 3х типов: Иузел,
ИЛИузел, лист. Узлы дерева могут быть именован
ными (существует идентификатор для узла) и неиме
нованными (идентификатора не существует).
В качестве способа описания дерева выбрана
скобочная запись:
d1=(l1,{l2,l1},l3);
Скобки ( ) означают узел «И», а скобки { }
узел «ИЛИ». l1, l2, l3 – имена узлов. Дерево d1
представлено на рис. 2.
Узлом дерева может быть математическое выра
жение:
d=(0, sin(0)+cos(x));
В этом случае математическое выражение вы
числяется и именем узла становиться результат. В
данном примере дерево d состоит из неименован
ного корня и двух листов 0 и 1 (т. к.
sin(0)+cos(0)=1).
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Рис. 2. Дерево d1=(l1,{l2,l1},l3);
В языке существует несколько операций над де
ревьями. Операции над деревом записываются в
виде имя_дерева[операции_над_деревом]. Ре
зультатом любой операции является новое дерево.
Исходное дерево не изменяется. Во всех операциях
ветвь (узел или поддерево), над которой требуется
произвести действие, может быть описана нес
колькими способами:
1) leaf1 – описывает лист с именем leaf1.
2) node1(...) – описывает Иузел node1 с про
извольным количеством сыновей.
3) node2{_, _, _} – описывает ИЛИузел с име
нем node2, имеющий 3 сына. Знак подчёркива
ния означает присутствие узла с любым именем.
4) node3(_x, _y) – описывает Иузел node3,
имеющий 2 сына. Здесь _x и _y– условные име
на сыновей узла node3 (отменой строгого соот
ветствия имён узлов служит символ подчёркива
ния). Имена _x и _y могут быть использованы
для манипулирования содержимым узлов.
Рассмотрим операции над деревьями.
Композиция деревьев.
Имеет следующий вид:
tree[branch > tree1]
Все ветви branch дерева tree заменяются дере
вом tree1.
Различные виды композиции будут рассмотре
ны ниже.
Добавление сына к корню дерева. 
Имеет следующий вид:
tree[+ tree1]
К корню дерева tree добавляется крайним пра
вым сыном дерево tree1. Это возможно только в
том случае, когда корень дерева tree не является
листом. Дерево, стоящее в правом операнде, может
быть описано непосредственно в самой операции:
tree[+ root1{node1, node2}]
Удаление узла дерева. 
Имеет следующий вид:
tree[ branch]
Из дерева tree удаляется ветвь branch.
Функции доступа к узлам дерева.
first(node) – возвращает дерево, корнем ко
торого является левый сын узла node.
last(node) – возвращает дерево, корнем ко
торого является крайний правый сын узла node.
parent(node) – возвращает дерево, корнем
которого является отец узла node.
next(node) – возвращает дерево, корнем ко
торого сосед справа узла node.
Функции доступа к вариантам деревьев И/ИЛИ.
vars(tree) – возвращает количество вариан
тов дерева (ветви) tree.
var(tree, num) – возвращает дерево, кото
рое является вариантом дерева (ветви) tree под
номером num.
vfirst(tree) – возвращает первый вариант
дерева (ветви) tree.
vlast(tree) – возвращает последний вариант
дерева (ветви) tree.
vnext(tree, var_tree) – возвращает сле
дующий за var_tree вариант дерева (ветви) tree.
Над деревом можно производить несколько
операций подряд. Тогда эти операции записывают
ся через запятую и выполняются в той последова
тельности, в которой записаны:
tree[leaf1>tree1,+tree1,leaf2>tree2]
tree[node1(...)>node1[+tree1],leaf1>tree2]
tree[node1{_, _}>tree1,node1(_x)>_x1]
Язык позволяет описывать функции. Функция
записывается в виде Имя_Функции([Список_Ар
гументов]) = тело_функции.
В качестве результата любая функция возвращает
дерево. Функции могут быть двух видов: функция,
возвращающая 1 узел (листовая функция), и функ
ция, возвращающая дерево (древовидная функция).
Листовые функции.
Листовая функция возвращает один лист (вы
рожденное дерево), в котором записан результат
выполнения функции. Тип узла далее может быть
изменён при вызове функции в описании дерева.
Например:
F(x)=sin(x);
d=(F(0));
Здесь F(x)– функция, вычисляющая sin(x);
d – дерево, состоящее из неименованного корня и
одного листа c именем 0 (т. к. F(0)=sin(0)=0).
Рассмотрим ещё один пример:
pi=3,1415926535897932384626433832795;
F(x)=sin(x)+1;
d=(F(0){cos(pi),sin(pi)+cos(pi)*(2+1)
(pi,2*pi)});
В данном примере узел F(0)=0 является ИЛИ
узлом, а узел sin(pi)+cos(pi)*(2+1)=–3 явля
ется Иузлом.
В итоге d=(0 {1, 3(3.14, 6.28)}).
Древовидные функции.
Древовидные функции описывают некоторое
дерево. Например:
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pi=3,1415926535897932384626433832795;
F(x)={sin(x), cos(x), tg(x), ctg(x)};
При вызове F(pi) будет построено дерево, кор
нем которого будет неименованный узел, а в сы
новьях будут находиться результаты вычисления
функций sin, cos, tg, ctg от pi.
Рассмотрим ещё один пример:
C(m, n) = {C(m, n1), C(m1, n1)};
C(m, m) = ;
C(0, n) = ;
В данном примере строиться дерево перестано
вок. Узлами дерева являются вызовы функции
C(m, n). Дерево будет строиться до тех пор, пока m
не равно 0, или m не равно n. Здесь запись C(m,m)
означает, что оба параметра функции имеют одина
ковое значение.
Ещё одной особенностью этого примера являет
ся то, что обычно узел, в котором происходит вызов
какойлибо функции, принимает значение равное
результату выполнения этой функции. Т. е. вместо
узлавызова подставляется узелрезультат. Однако в
том случае, когда функция является и древовидной и
рекурсивной, то узелвызов остается, а его сыном
становится узелрезультат. На рис. 3 представлен
результат выполнения вызова C(2, 4).
Рис. 3. Результат выполнения вызова C(2, 4)
Теперь рассмотрим виды композиций деревьев.
Простая композиция.
tree[branch > tree1]
Все ветви branch дерева tree заменяются дере
вом tree1.
Пример:
d1 = (l1, {l2, l1}, l3);
d2 = {l4, (l1, l5)};
d1 [l1 > d2];
Результат:
({l4,(l1,l5)},{l2,{l4,(l1,l5)}},l3)
Таким образом, все листы l1 дерева d1 замене
ны на дерево d2.
Рекурсивная композиция.
В языке нет оператора рекурсивной компози
ции. Однако эта операция легко реализуется при
помощи рекурсивной функции:
d1 = (l1, {l2, l1}, l3);
d2 = {l4, (l1, l5)};
Composition(tree, l, t, 0) = tree;
Composition(tree, l, t, n) =
Composition(tree[l>t], l, t, n1);
Composition(d1, l1, d2, 2);
Результат:
({l4,({l4,(l1,l5)},l5)},
{l2,{l4, ({l4,(l1,l5)},l5)}},l3)
Суперкомпозиция.
Суперкомпозиция записывается как tree
[leaf1 > tree1, leaf2 > tree2]. Это оз
начает, что в дереве tree все листья leaf1 будут
заменены на дерево tree2, а листья leaf2 на дере
во tree2.
d1 = (l1, {l2, l1}, l3);
d2 = {l4, (l1, l5)};
d3 = (l6, l2);
d1 [l1 > d2, l2 > d3];
Результат:
({l4,(l1,l5)},{(l6,l2),{l4,(l1,l5)}},l3)
Рекурсивная суперкомпозиция.
Рекурсивная суперкомпозиция, как и рекурсив
ная композиция, реализуется с помощью рекур
сивной функции:
d1 = (l1, {l2, l1}, l3);
d2 = {l4, (l1, l5)};
d3 = (l6, l2);
Func(tree, 0) = tree;
Func(tree, n) = Func(tree[l1>d2, l2
>d3], n1);
Func(d1, 2);
Результат:
({l4,({l4,(l1,l5)},l5)},
{(l6,(l6,l2)),{l4,({l4,(l1,l5)},l5)}},l3)
Предлагаемый язык можно широко использо
вать для изучения свойств различных множеств, так
как сам метод построения алгоритмов генерации и
нумерации комбинаторных объектов, положенный
в основу языка, прекрасно для этого подходит.
Для генерации двоичных деревьев высотой не
более n можно записать:
w(0) = ;
w(n)={w(0),w(n1),w(n1),(w(n1), w(n1))};
Здесь w – это рекурсивная функция, дерево вы
зовов которой и есть требуемое дерево.
Для генерации возрастающих деревьев можно
записать:
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sum(low, high, cur, iter_func, tree) =
sum(low, high, cur+1, iter_func, tree[ +
iter_func(high, cur)]);
sum(low, high, high, iter_func, tree)
= tree[+ iter_func(high, high)];
sum(low, high, iter_func) = sum(low,
high, low, iter_func, {});
iter_w(n, i)=(w(i), w(ni), C(i, n));
w(0) = ;
w(n) = sum(0, n1, iter_w);
С помощью предложенного языка можно запи
сать все алгоритмы генерации, рассмотренные в [3].
Интерпретатор языка основан на библиотеке,
реализующей шаблонный класс aotree. Данный
класс является реализацией структуры данных
«дерево И/ИЛИ» и является STLсовместимым. В
нём реализованы алгоритмы подсчёта вариантов
дерева И/ИЛИ, алгоритмы генерации и нумера
ции вариантов дерева И/ИЛИ [3], реализованы
итераторы для нескольких видов обхода деревьев и
итераторы для доступа к вариантам деревьев
И/ИЛИ. Интерпретатор языка описания генерато
ров предоставляет доступ ко всем элементам про
грамм, написанных на языке, что позволяет ис
пользовать интерпретатор в различных програм
мных системах.
Рассмотрим пример использования интерпре
татора языка описания генераторов в программе на
языке С++ для создания генератора сочетаний. Ге
нерируемые значения будут подаваться на вход те
стовой системы:
Interpreter interpret;
string program = «\
C(m, n) = {C(m, n1), C(m1, n1)};\
C(m, m) = ;\
C(0, n) = ;\
var(C(2, 4), 3);»;
aotree<Interpreter::TreeFunc>variant =
interpret.run(program);
TestSystem<<VariantConverter(variant);
В данном примере с помощью программы, на
писанной на языке описания генераторов, описы
вается рекурсивная композиция построения дерева
И/ИЛИ для сочетаний, строится дерево И/ИЛИ
C(2, 4) и из полученного дерева извлекается ва
риант дерева под номером 3. Полученный вариант
помещается в переменную variant и, после пре
образования классом VariantConverter, подаёт
ся на вход тестируемой системы TestSystem.
Рассмотрим ещё один пример:
typedef aotree<Interpreter::TreeFunc>
restree;
Interpreter interpret;
string program = «\
C(m, n) = {C(m, n1), C(m1, n1)};\
C(m, m) = ;\
C(0, n) = ;\
C(2, 4);»;
restree tree = interpret.run(program);
for(restree::variator v=tree.vbe
gin();v!=tree.vend();v++)
TestSystem << VariantConverter(v);
В данном примере все варианты дерева сочета
ний C(2, 4) получаются при помощи итератора
вариантов класса aotree.
Как видно из привёденных выше примеров, ис
пользовать интерпретатор языка достаточно про
сто, объем кода становиться существенно меньше
и понятней чем в случае прямого программирова
ния данных примеров на языке C++.
Заключение
1. Предложен универсальный инструмент для по
строения и исследования генераторов комбина
торных множеств, который базируется на пред
ставлении комбинаторного множества в виде схе
мы рекурсивной композиции деревьев И/ИЛИ и
алгоритмах генерации и нумерации вариантов.
2. Описан новый функциональный язык, позво
ляющий описывать схемы рекурсивных компо
зиций деревьев И/ИЛИ и на основе их анализа,
строить алгоритмы генерации и нумерации ва
риантов, соответствующих исследуемому ком
бинаторному множеству.
3. Предложен вариант реализации такого инстру
мента, как расширение системной библиотеки
STL для языка программирования С++.
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