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ABSTRACT 
Computer Scientists and  Engineers spend  considerable  efforts to resolve major  problems 
with  the development  of large  and  complex code. Some experiences  with 
these teams suggest  that, although  often the code  is  good,  many  programmers  do 
not apply or  unknown  the  different software  engineering practices to  write  it better. One 
hypothesis is that most "do not know that they do not know." To prove it, was conducted a 
survey among  141 programmers  members  of this  community. There  were  found 
two important  findings  in  the  investigation:  (1) that  most are  self-taught  and 
(2) although many  think they  know  about software  engineering 
and the applied effectively, the  reality  is  that many  of  them  are  not  familiar with  best 
practices and standards used in industry. 
 
RESUMEN 
Los Científicos Computacionales y los Ingenieros dedican esfuerzos considerables a resolver 
problemas  importantes  con  el  desarrollo  de  código  extenso  y  complejo.  Algunas 
experiencias con estos equipos de trabajo sugieren que, aunque a menudo su código es 
bueno, muchos de los programadores no aplican o desconocen las diferentes prácticas de 
Ingeniería de Software para escribirlo mejor. Una hipótesis es que la mayoría "no saben que 
no saben". Para probarla, se llevó a cabo un estudio entre 141 programadores integrantes 
de esta comunidad. Se encontraron dos hallazgos importantes en la investigación: (1) que la 
mayoría  son  autodidactas  y  (2)  aunque  muchos  piensan  que  saben  de  Ingeniería  de 
Software  y  que  la  aplican  de  forma  efectiva,  la  realidad  es  que  muchos  no  están 
familiarizados con las mejores prácticas y los estándares utilizados en la industria. 
 
 
 
© 2012 IAI. All rights reserved.
 
1.  INTRODUCCIÓN 
Los científicos e ingenieros a menudo realizan funciones 
de desarrollo de software y llevan a cabo tareas que van 
desde  las  relativamente  simples  y  de  pequeña  escala, 
como  correr  un  script  rápido  Python  para  analizar  un 
archivo de datos, hasta las grandes y complejas como el 
mantenimiento de  código  de  simulación  de  reacción  de 
fusión  con  cientos  de  miles  de  líneas,  bibliotecas  que 
integran  programas  escritos  en  Fortran,  assembler  o 
lenguajes  de  última  generación  que  corren  en 
supercomputadores.  La  calidad  del  software  científico 
puede variar enormemente, como quedó demostrado en 
2009  después  que  un  servidor  de  la  Climate  Research 
Unit of the University of East Anglia fuera hackeado. Los 
documentos sustraídos incluían scripts IDL para generar 
gráficos desde datos meteorológicos y un archivo readme 
adjunto que contenía la frase: "Algo está muy mal [sic]. 
Son mis habilidades de programación ¿no es así?" [1]. Ese 
mismo año en un programa de la BBC, un desarrollador 
de  software  profesional  que  examinó  el  código  IDL  en 
detalle juzgo su calidad como muy por debajo del código 
fuente comercial [2] y subsecuentemente los errores de 
cálculo que identificó en el conjunto de datos llevaron a 
correcciones  por  parte  de  la  UK  Met  Office  [3].  Estas 
discrepancias  ocurrieron  a  pesar  de  que  los  resultados 
positivos  de  estudios  de  casos  recientes  del  código  del 
modelo  climático  revelaron  el  uso  de  metodologías  de 
verificación y validación muy sofisticadas [4]. 
 
Aunque las habilidades para desarrollar software se han 
convertido en parte integral de la ciencia y la ingeniería 
del  mismo  modo  que  las  técnicas  de  laboratorio,  la 
comunidad  no  ha  evolucionado  hacia  una  cultura  de 
formación en Ingeniería de software. Frecuentemente los 
científicos  e  ingenieros  adquieren  conocimientos  de 
programación, pero sólo al nivel suficiente para atender 
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sus necesidades y no se actualizan ni están expuestos al 
desarrollo de software tal como se practica en el mundo 
comercial. Como resultado, ellos no saben que no saben. 
 
Este problema de conocimiento se vive en la mayoría de 
comunidades científicas, desde la Ingeniería Química y las 
Matemáticas  Aplicadas  hasta  las  Ciencias 
Computacionales.  Casi  todos  estos  profesionales  creen 
saber  Ingeniería  de  Software  suficiente  como  para 
producir software de calidad razonable y, de hecho, están 
convencidos  que  sus  productos  software  son  de  buena 
calidad. Pero, cuando tienen contacto o se forman en las 
metodologías modernas se dan cuenta de que poseen una 
amplia  brecha  de  conocimiento  acerca  de  las  mejores 
prácticas  para  crear  y  mantener  software  de  calidad; 
además, cuando comienzan a aplicarlas en sus proyectos, 
logran  mejoras  significativas  en  productividad  e 
incrementan la calidad general de sus productos software.  
 
También  se  dan  cuenta  de  que,  antes  de  obtener  ese 
conocimiento, habían creado decenas de miles de líneas 
de  código  de  calidad  insuficiente  que  ahora  tienen  que 
ayudar  a  mantener.  A  medida  que  examinan  sus 
proyectos  previos,  se  ven  en  el  mismo  lugar  que  años 
antes, es decir, con la creencia incorrecta de que sabían 
cómo producir software de calidad.  
 
Con base en estas premisas, surge el interés por obtener 
una visión más amplia del nivel de comprensión que la 
comunidad  de  las  Ciencias  Computacionales  y  la 
Ingeniería  ―CSE  por  sus  siglas  en  inglés―  tiene  de  los 
principios y estándares de la Ingeniería de Software y la 
mejor manera de obtener esa información es a través de 
una  encuesta.  Para  estructurarla  adecuadamente,  se 
requieren conocimientos de Ingeniería de Software y de 
investigación  en  sus  principios  para  el  desarrollo  de 
software [5-8]. La encuesta aplicada en esta investigación 
busca  alcanzar  una  amplia  comprensión  del  nivel  de 
conocimiento y de uso de las diversas prácticas de IS que 
poseen los miembros de esta comunidad. El objetivo es 
lograr la comprensión general de la situación actual con 
miras  a  proponer  el  desarrollo  de  estudios  más 
específicos y detallados para distribución futura. 
 
En el resto del artículo se describe el estudio, incluyendo 
las  preguntas  y  los  destinatarios,  lo  mismo  que  las 
observaciones y análisis a los datos obtenidos. Por último, 
se presentan las conclusiones sobre los  resultados y se 
discuten direcciones futuras de este trabajo. 
 
2. EL ESTUDIO 
El objetivo del estudio era recoger la percepción de los 
encuestados acerca de sus conocimientos de Ingeniería de 
Software  y  el  uso  en  tres  niveles  diferentes:  (1) 
comprender  cómo  se  evalúan  los  encuestados  en 
términos  de  habilidades  en  Ingeniería  de  Software,  (2) 
conocer cómo evalúan los conocimientos y habilidades en 
IS  de  sus  compañeros  de  equipo  y  (3)  compendiar  las 
opiniones de los entrevistados del nivel de conocimientos 
y  destrezas  en  IS  de  la  comunidad  de  las  Ciencias 
Computacionales y la Ingeniería en general. 
 
2.1 La encuesta 
Para lograr una perspectiva general del punto de vista de 
los encuestados acerca de los conocimientos de Ingeniería 
de Software al interior de la comunidad CSE ―Computer 
Science  and  Engineering―,  la  encuesta  comenzó  con 
algunas preguntas de alto nivel: 
 
  ¿Cree que su conocimiento actual y habilidades acerca 
del desarrollo de software y la Ingeniería de Software 
son  suficientes  para  responder  con  eficacia  a  los 
objetivos de los proyectos? Explicar.  
  ¿Piensa que los miembros del equipo de trabajo tienen 
los  conocimientos  y  habilidades  suficientes  en 
desarrollo de software e Ingeniería de Software para 
responder  con  eficacia  a  los  objetivos  de  los 
proyectos? Explicar.  
  En general, ¿cree que el conocimiento y las habilidades 
actuales  en  desarrollo  de  software  e  ingeniería  de 
software  de  la  comunidad  CSE  son  suficientes  para 
progresar efectivamente? Explicar. 
  
Posteriormente,  debido  a  que  la  mayoría  de 
programadores  integrantes  de  esta  comunidad  no  son 
profesionales  en  Ingeniería  de  Software,  se  les  solicitó 
que valoraran de 1 a 4 las siguientes opciones en relación 
con la forma en que obtuvieron habilidades en software: 
 
  Libros de texto 
  Asistencia a cursos de formación 
  Compañeros de trabajo 
  Auto-aprendizaje 
 
A  continuación,  la  mayor  parte  de  la  encuesta  indagó 
acerca  de  las  prácticas  específicas  de  Ingeniería  de 
Software  utilizadas  comúnmente  en  la  comunidad  de 
desarrollo de software comercial: 
 
  Ciclos de vida del software 
  Documentación 
  Requisitos 
  Diseño Básico 
  Diseño intermedio 
  Verificación y Validación V&V 
  Pruebas unitarias 
  Pruebas de integración 
  Pruebas de aceptación 
  Pruebas de regresión 
  Control de versiones/Gestión de cambios 
  Edición/Seguimiento de fallos 
  Desarrollo basado en pruebas 
  Refactorización estructurada 
  Revisiones de código 
  Métodos ágiles 
  Métodos formales 
 
Se  eligieron  estas  prácticas  específicas  porque  se 
consideran  que  son  potencialmente  útiles  para  los 
desarrolladores de la comunidad CSE y se espera que al 
menos  algunas  de  ellas  ya  estén  en  uso  dentro  de  la 
misma.  Para  cada  práctica,  los  encuestados  calificaron 
cada  uno  de  los  siguientes  ítems  mediante  una  escala 
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  Relevancia para mi trabajo  
  Uso a nivel personal  
  Familiaridad personal  
  Uso a nivel de equipo  
  Familiaridad del equipo 
 
Finalmente,  se  recopiló  información  demográfica  sobre 
los  encuestados:  tipo  de  institución  en  la  que  trabajan 
―gobierno,  universidad,  empresa  privada,  otras―, 
número de años como desarrollador de la CSE, fracción 
del  desarrollo  de  software  de  investigación  frente  al 
software de producción y nivel de formación. 
 
2.2 Población objetivo  
Se buscó cubrir una parte lo más representativa posible 
de  la  comunidad  de  la  CSE.  Después  de  realizar  una 
encuesta piloto a nivel local, se envió a una serie de listas 
de correo de la comunidad, entre ellas varias internas del 
Sandia  National  Labs  ―Caronte,  Alegra,  SIERRA,  Xyce, 
Dakota―  y  a  la  lista  de  usuarios  y  desarrolladores 
Trilinos, a la lista de usuarios y desarrolladores PETSc, a 
la lista de miembros del Sandia National Labs CASL y a la 
lista del Numerical Analysis Digest. 
 
2.3 Datos demográficos 
La  muestra  de  141  encuestados  que  respondieron  la 
encuesta  fue  un  tanto  diversa.  El  82%  tenía  título  de 
doctorado  mientras  que  el  16%  de  maestría.  Como  se 
muestra  en  la  Figura  1,  las  áreas  en  las  que  los 
encuestados  obtuvieron  el  nivel  de  formación  más  alto 
son  Matemáticas  y  Estadística,  Ingeniería  y  Ciencias 
Computacionales; el 45% han desarrollado software entre 
3 y 14 años y el 35% entre 15 y 26; el 46% trabaja en una 
universidad, el 34% en un laboratorio del gobierno y el 
resto para la empresa privada. 
 
 
Figura 1. Área general de grado 
 
3. ANÁLISIS DE DATOS 
La  pregunta  principal  que  se  buscaba  responder  con  la 
investigación fue: ¿Creen los desarrolladores de software 
de  la  comunidad  CSE  que  tienen  conocimiento  de 
Ingeniería  de  Software  suficiente  que  les  permitan 
producir  software  de  alta  credibilidad? De  acuerdo  con 
los resultados, de forma general los encuestados confían 
en su propio nivel de conocimiento de IS: el 92% indicó 
que sus conocimientos eran suficiente para sus propios 
proyectos,  pero  tienen  menos  confianza  en  el 
conocimiento de sus compañeros: el 79% dijo que el de su 
equipo  era  suficiente  y  el  63%  afirmó  que  el  de  la 
comunidad en general era bueno. Como justificación de 
estas clasificaciones indicaron mayoritariamente que las 
respuestas se basaban en su propia experiencia en el área 
o en la de su equipo. 
 
En  respuesta  a  la  pregunta  de  cómo  obtienen  sus 
habilidades  de  Ingeniería  de  Software,  los  encuestados 
calificaron  con  mayor  valor  a  "aprendí  por  mi  cuenta", 
con una media de 3.4, seguida de "libros de texto" con 2.8, 
"compañeros de trabajado" con 2.5 y "asistir a cursos de 
formación" con 1.8. Esta respuesta indica también que el 
método principal para adquirir habilidades en desarrollo 
de software es a través de la experiencia en el campo. 
 
En términos generales en la comunidad CSE se desarrolla 
dos tipos de software: (1) de investigación, que se escribe 
con el objetivo principal de publicar un artículo científico 
y  (2)  de  producción,  que  se  escribe  con  el  objetivo 
principal de producir software para usuarios reales. Antes 
de realizar este estudio, se tenía la hipótesis de que las 
prácticas  de  IS  utilizadas  en  el  desarrollo  de  software 
orientado  a  la  investigación  eran  diferentes  a  las 
utilizadas en el desarrollo del de producción. Además, que 
el  primero  era  similar  a  la  creación  de  prototipos 
mientras  que  el  segundo  lo  era  al  desarrollo  comercial 
tradicional  con  usuarios  externos  y  necesidades,  por  lo 
que  se  espera  que  los  programadores  que  escriben 
software  orientado a  la  investigación  respondieran  a  la 
encuesta  de  forma  diferente  a  los  que  escriben  de 
producción. 
 
Para  comprender  mejor  este  factor  se  preguntó:  Qué 
porcentaje  de  su  esfuerzo  en  desarrollo  lo  dedica  al 
software de producción y qué tanto al de investigación. La 
Figura 2 muestra la distribución de las respuestas en la 
que 0/10 indica todo el tiempo dedicado al software de 
investigación y 10/10 todo el tiempo dedicado al software 
de  producción.  Se  resalta  la  distribución  bimodal  al 
centro, lo que indica que tienden a pasar la mayor parte 
de su tiempo en investigación o en producción y sólo unos 
pocos  dividen  su  tiempo  de  forma  homogénea  entre 
ambos tipos de software. 
 
 
Figura 2.  Esfuerzo dedicado al desarrollo de software 
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Con  base  en  estos  datos,  se  dividió  la  muestra  en  tres 
grupos y se analizaron las respuestas de cada grupo de 
forma independiente: 
 
1.  Software de producción: quienes dedican por lo menos 
el 70% de su tiempo a este tipo de software. 
2.  Software mixto: aquellos que pasan entre el 30% y el 
70% de su tiempo al software de producción. 
3.  Software de investigación: los que pasaron no más del 
30% de su tiempo a este tipo de software. 
 
 
Para  cada  práctica  de  Ingeniería  de  Software 
mencionadas  antes,  se  calculó  el  promedio  de  las 
respuestas en cada uno de los tres grupos. La Figura 3 
muestra el promedio de respuesta para cada práctica en 
términos  de:  relevancia  para  mi  trabajo,  uso  a  nivel 
personal y familiaridad personal; donde 1 corresponde a 
ninguno  y  5  a  muy  alto.  No  se  incluyen  los  gráficos 
similares  para  uso  a  nivel  de  equipo  y familiaridad  del 
equipo por falta de espacio, pero presentaron un aspecto 
similar a los presentados en la gráfica, con el promedio 
desplazado a la izquierda. 
 
Figura 3. Promedio de las respuestas para cada práctica de Ingeniería de Software 
 
Mientras que las puntuaciones medias para el grupo de 
desarrollo  de  software  de  producción  casi  siempre  son 
más  altas  que  las  del  grupo  mixto  y  siempre  fueron 
superiores  a  la  media  del  grupo  de  investigación,  la 
diferencia  entre  las  puntuaciones  del  grupo  de 
producción  y  las  del  grupo  de  investigación  varían 
sustancialmente a través de las prácticas. El puntaje del 
grupo  mixto  a  veces  está  más  cerca  del  grupo  de 
producción y otras veces del grupo de investigación. En 
general, las prácticas consideradas como más relevantes 
fueron:  control  de  versiones,  documentación  y 
verificación y validación. 
 
Hubo  una  serie  de  prácticas  que  mostraron  una  gran 
variación  entre  el  grupo  de  investigación  y  el  de 
producción,  como:  edición  y  seguimiento  de  fallos, 
pruebas  de  regresión  y  pruebas  de  aceptación.  En 
retrospectiva,  no  es  sorprendente  que  estas  grandes 
diferencias estuvieran presentes en estas prácticas. En el 
software  orientado  a  investigación,  la  edición  y 
seguimiento  de  fallos  no  es  tan  importante  para  los 
desarrolladores  realizar  un  seguimiento  formal  porque 
los productos son de corta duración y los utilizan ellos 
mismos. Del mismo modo, porque este software no está 
diseñado para uso externo generalizado, no es relevante 
realizar pruebas de aceptación. Por último, en términos 
de  pruebas  de  regresión,  en  el  software  orientado  a 
producción  los  desarrolladores  las  necesitan  para 
asegurar  que  todavía  funcionan  las  características 
iniciales,  mientras  que  en  el  orientado  a  investigación 
pueden  considerar  su  software  más  como  prototipos 
desechables  y  están  menos  preocupados  por  su  futuro 
uso. 
 
Por otro lado, hubo muy poca diferencia en lo que tiene 
que ver con la documentación, en los tres grupos estuvo 
entre  moderada  y  alta.  Este  resultado  es  sorprendente, 
porque  el  desarrollo  orientado  a  producción  tiene  más 
probabilidades  de  generar  productos  para  público 
externo. Típicamente, la necesidad de documentación es 
impulsada, al menos en parte, por la presencia de estos 
usuarios;  por  lo  que  llama  la  atención  que  los 
desarrolladores no le den más importancia que los de la 
orientada a investigación. Una posible explicación es que 
la  definición  de  la  documentación  puede  ser  diferente 
entre ambos desarrolladores. El nivel de documentación, 
que puede ser suficiente para un desarrollador orientado 
a  investigación,  podría  ser  percibido  como  insuficiente 
por uno orientado a producción. 
 
4.  CONCLUSIONES 
Una advertencia importante para recordar es que todos 
los  datos  reportados  en  este  estudio  fueron  opiniones 
personales  de  los  encuestados  y  pueden  o  no  reflejar 
exactamente  la  realidad.  Estas  respuestas  acerca  de  las 
diversas prácticas de Ingeniería de Software constituyen 
una especie de auto-evaluación. Sin embargo, es probable 
que  los  resultados  cambien  con  una  evaluación 
independiente acerca del nivel de conocimiento y uso de 
las prácticas de Ingeniería de Software por parte de los 
encuestados y sus proyectos CSE asociados, aunque no es 
posible conocer qué cambio ocurrirá. 47 
 
Los resultados de la encuesta parecen verificar  muchas 
observaciones  y  reportes  de  un  estudio  previo  [9].  Los 
profesionales de la CSE tienen muy poco entrenamiento 
formal  en  Ingeniería  de  Software  y  tienden  a  ser 
mayormente  autodidactas,  ya  sea  a  través  de  la 
experiencia personal o por medio de lecturas. La mayor 
parte  de  los  encuestados  cree  que  sus  conocimientos  y 
habilidades  de  IS  son  suficientes  para  alcanzar  los 
objetivos de sus proyectos. Sólo el 8% considera que no 
tienen  suficiente  conocimiento  para  lograrlo.  Sin 
embargo, es muy bajo el nivel personal de conocimiento y 
uso de muchas de las mejores prácticas modernas. Esta 
discrepancia  entre  la  valoración  general  sobre  el 
conocimiento y su evaluación individual muestra que no 
conocen esas prácticas. Esta diferencia parece apoyar la 
hipótesis  de  que  la  mayoría  de  los  individuos  en  la 
comunidad de las CSE "no saben qué saben” y si es cierta, 
la tendencia afecta las otras respuestas. 
 
Otro  resultado  revelador  es  que  el  37%  cree  que  en 
general  las  habilidades  de  la  comunidad  no  son 
suficientes  para  avanzar  en  el  campo  de  la  CSE.  Este 
resultado parece constituir un serio auto-diagnóstico del 
problema  al  interior  de  la  comunidad.  Sin  embargo, 
también se debe considerar la hipótesis que motivó este 
estudio acerca de que la mayoría de los individuos en la 
CSE "no saben que no saben" acerca de los temas críticos 
de la Ingeniería de Software. Esta hipótesis parece sugerir 
que el verdadero nivel de las habilidades críticas en IS y el 
conocimiento  de  la  comunidad  en  realidad  pueden  ser 
inferior  al  reportado  en  la  encuesta.  Algunas  de  las 
evidencias para la hipótesis se observa en las respuestas 
con  respecto  a  la  importancia  percibida  y  el  uso  de 
diversas prácticas que se describen a continuación. 
 
Para  todas  las  prácticas  específicas  incluidas  en  la 
encuesta,  la  familiaridad  personal  fue  superior  al  uso 
personal, a la familiaridad del equipo y al uso a nivel de 
equipo. A través de las prácticas, la pertinencia fue casi 
siempre una capacidad superior a la familiaridad o el nivel 
de uso. Esta observación sugiere que los desarrolladores 
de la CSE: (1) no se ven obligados a utilizar prácticas con 
las  que  no  están  familiarizados  o  no  creen  que  son 
importantes y (2) no están utilizando todas las prácticas 
que consideran pertinentes. 
 
Las  puntuaciones  bajas  para  el  diseño  intermedio  y  la 
refactorización  estructurada  sugieren  una  posible 
explicación de por qué son difíciles de mantener muchos 
de los grandes proyectos de código de la CSE. Estas dos 
prácticas  trabajan  juntas  para  controlar  la  acumulación 
de complejidad en los códigos extensos. La falta de uso de 
estas prácticas sugiere que muchos de estos códigos no 
son  lo  suficientemente  diseñados  y  sin  el  uso  de  la 
refactorización  estructurada  es  difícil  mantener  la 
integridad  conceptual  razonable  del  código  durante  la 
típicamente  larga  la  vida  de  modificación  y 
mantenimiento. Con  el tiempo, la falta de (re)  diseño y 
resultados de refactorización en los grandes, complejos y 
frágiles códigos hace que sea muy difícil actualizarlos con 
nuevas funcionalidades una vez que alcanzan cierto nivel 
de complejidad. 
Otra señal de alerta importante es la baja puntuación para 
las revisiones de código y los métodos ágiles, lo que sugiere 
que las prácticas colaborativas de desarrollo [10], que en 
muchas situaciones son útiles para el logro de una calidad 
suficiente, no las están utilizando. La falta de uso de estas 
prácticas sugiere, y podría explicar, la relativamente baja 
calidad de los proyectos de software de la CSE; al menos 
en las primeras etapas de mayor desarrollo. Sólo después 
de desarrollar nuevas funcionalidades la mayoría termina 
en  un  código  complejo  y  es  cuando  los  usuarios 
comienzan a probar realmente el código y se revelan sus 
defectos.  Es  entonces  cuando  la  calidad  del  código  se 
mejora. En esencia, este enfoque no es más que simples 
pruebas beta de alto volumen [10]. De hecho, se puede 
argumentar y lo soporta el argumento de las respuestas 
en  esta  encuesta,  que  el  enfoque  más  efectivo  para 
remover defectos que utiliza la mayoría de proyectos es 
las pruebas beta. Esta situación explica por qué muchos 
proyectos de la CSE son tan reticentes a algún cambio en 
el  código  [4].  La  verificación  de  código  se  realiza 
principalmente por medio de pruebas manuales y no por 
aceptación automática o pruebas de regresión —que son 
necesarias  para  capturar  nuevos  defectos  durante  el 
desarrollo. 
 
Por último, el hecho de que los encuestados calificaran su 
conocimiento de y la relevancia de los métodos ágiles tan 
bajos  es  muy  interesante,  porque  estos  métodos  son  el 
proceso estándar de Ingeniería de Software que más se 
aproxima a lo que la mayoría de los equipos de la CSE 
utilizan  realmente  [11].  Curiosamente  clasifican  a  los 
requisitos  mucho  más  alto  que  a  los  métodos  ágiles. 
Pareciera que si en un proyecto típico se está realizando 
alguna gestión de requisitos, probablemente termina en 
forma de un proceso iterativo ágil. La gestión de requisitos 
generalmente  implica  una  fase  de  captura  adelantada, 
amplia  y  en  cascada.  Hay  poca  evidencia  de  que  la 
mayoría  de  estos  equipos  operen  de  esa  manera.  Estos 
resultados sugieren una falta de formación acerca de los 
modelos de gestión de procesos de software apropiados e 
incluso  exposiciones  de  estos  modelos  en  las 
organizaciones y proyectos de los encuestados. 
 
Cuando se trata de habilidades de desarrollo de software 
en la comunidad, la percepción es la realidad principal. Si 
los  científicos  e  ingenieros  continúan  ajenos  a  que  ya 
están  disponibles  las  mejores  prácticas  de  escritura  de 
software, es poco probable que mejore la calidad general 
de sus productos. 
 
Para  futuras  investigaciones,  se  tiene  la  intención  de 
colectar datos empíricos acerca de las implicaciones del 
estado  actual  de  la  ingeniería  de  software  en  la 
comunidad  CSE;  la  evidencia  anecdótica  sugiere  que 
mucho  código  científico  está  en  mal  estado,  pero  ha 
habido  poca  investigación  sistemática  para  evaluar  su 
calidad  contra  la  aplicación  de  las  mejores  prácticas  y 
estándares de la comunidad de Ingeniería de Software en 
general.  También  se  prevé  evaluar  la  hipótesis  de  que 
existen  barreras  culturales  para  mejorar  la  calidad  del 
código a través de las mejores prácticas. Se encontraron 
desarrolladores  de  la  CSE  que  afirman  que  la  IS 48 
 
simplemente es sentido común. Para ellos, estas prácticas 
no  son  más  que  ayudas  que  sólo  son  útiles  para  los 
simples  mortales  que  desarrollan  software  en  la 
comunidad de TI y para los doctores a quienes les falta 
prestigio.  Si  resulta  que  este  tipo  de  actitudes  se  han 
generalizado en la comunidad de la CSE, entonces se debe 
buscar la forma de incrementar la conciencia acerca de 
una buena Ingeniería de Software: se necesita cambiar la 
cultura. 
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