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ABSTRAKT
Industria softuerike është duke u bërë më kërkuese në kohën zhvilluese. Shpesh,
prodhimi i softuerit ka të bëjë me kërkesa që vazhdimisht ndryshojnë dhe me cikle
zhvillimi që maten me javë ose muaj. Për t’iu përgjigjur këtyre kërkesave dhe që ende të
prodhohet softuer i kualitetit të lartë, ndër vite, praktikuesit e softuerit kanë zhvilluar një
numër strategjisë. Një nga to është edhe Test Driven Development (TDD). Kjo është një
praktikë për zhvillim e orientuar në objekte që për qëllim ka të ndihmoj në prodhimin e
softuerit kualitativ për një kohë të shkurtë. TDD është popullarizuar nëpërmjet
programimit ekstrem. Praktikuesit e TDD pohojnë se për softuer të vogël dhe mesatar,
teknika na ndihmon drejt një zhvillimi të shpejtë dhe me kualitet më të lartë të kodit. Si
rast studimi kemi një ekip të IBM të cilët kanë zhvilluar një produkt duke shkruar teste
në mënyrë rritëse para ose gjatë shkrimit të kodit dhe gjatë procesit kanë zhvilluar një
suitë me teste automatike. Ata arritën të përmirësojnë kualitetin në krahasim me
projektet jo të orientuara në teste dhe si rezultat densiteti i gabimeve ishte shumë më i
ulët se standardi i industrisë. Si rezultat të dhënat e këtij studimi tregojnë se praktika
TDD dërgon drejt prodhimit të një produkti kualitativ.
Gjuha programuese me të cilën do t’a zhvilloj këtë temë është Ruby on Rails.
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1. HYRJE
Sot industria e softuerit është bërë një aktivitet i rëndësishëm ekonomik në vendet me
zhvillim të industrisë. Investimet në këtë industri janë me miliarda dollarë. Paralelisht
me zhvillimin e industrisë është rritur edhe numri i organizatave softuerike të cilat
dallojnë për nga njëra tjetra në madhësi, në llojin e produkteve dhe në llojin e proceseve
të cilat i përdorin për zhvillimin e softuerëve. Këta faktorë kanë ndikuar në zhvillimin e
platformave të ndryshme që mund të përdoren për zhvillimin e produkteve softuerik.
Secila platformë ka metodat dhe teknikat e saj të zhvillimit të cilat mirëmbahen dhe
zhvillohen nga komunitetet përkatëse. Një ndër këto platforma, më e përhapura është
uebi. Kjo ka bërë që shumë teknologji të zhvillimit të produkteve softuerike të
zhvillojnë edhe framework (korniza) që mbështesin zhvillimin e ueb aplikacioneve. Kjo
temë diplome ka të bëjë me procesin e zhvillimit të një ueb aplikacioni duke përdorur
metodologjinë e zhvillimit që bazohet në teste (TDD), përmirësimin e ketij procesi te
zhvillimit si dhe me mirëmbajtjen e produktit të zhvilluar. Një proces i tille i zhvillimit
te softuerit mund të përshkruhet si një mënyrë që një individ, kompani ose organizatë e
zhvillon produktin e tij softuerik dhe të gjitha hapat që ndiqen në secilën fazë të ciklit të
zhvillimit. Ekzistojnë një numër i madh i teknikave të cilat si qëllim kryesor e kanë për
t’i ndihmuar individët në menaxhimin e bazës së kodit të tyre gjatë zhvillimit të
softuerit për të vetmen arsye që ata të prodhojnë një produkt të strukturuar mirë dhe të
kenë më shumë besim në programin e tyre.
Është e pranuar tashmë në mënyrë të hapur nga të gjithë se duke përdorur teknikën e
duhur për zhvillimin e një aplikacioni, do të jetë më e lehtë që të shtohen karakteristika
të reja dhe të modifikohet ai produkt. Ky besim i ka shtyrë komunitetet e ndryshme që
merren me zhvillim, të krijojnë librari dhe vegla të reja që të arrihet në realizimin e
përfitimeve të cekura më lartë. Sigurisht, edhe kjo metodë e zhvillimit nuk e kryen
punën vetëm, andaj duhet të kemi kujdes kur e përdorim. Edhe pse sot këto vegla
ndihmojnë shumë nje zhvillues, duhet të kemi kujdes që të kuptojmë mirë kërkesat për
programin, sepse procesi TDD nuk është një ‘acceptance testing’, që vërteton se
kërkesat e klientit janë përmbushur. Për më tepër duke u bazuar në mjediset e sotme
biznesore ku kërkesat e përdoruesve janë gjithmonë në ndryshim e sipër, teknologjia
çdo herë e më shumë është duke u avancuar, po ashtu edhe metodat e zhvillimit janë
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shumë më komplekse, duhet ditur se përmirësimi ose modifikimi është më i lehtë kur
kemi zgjedhur teknikën e duhur të zhvillimit.
Prandaj ky studim është i fokusuar në tekniken e zhvillimit të softuerit të bazuar në
teste kur ndërtojmë aplikacione duke përdorur framework-un Ruby on Rails, që është i
shkruar në teknologjinë Ruby, si dhe libraritë dhe veglat që janë të zhvilluara nga
komuniteti i kësaj teknologjie për të ndihmuar këtë proces.
Kjo mënyrë e zhvillimit ju mundëson programerëve qe te krijojnë një kod të dizajnuar
mirë dhe të jenë më të sigurte për funksionin e programit të tyre. Rëndësia kryesore e
këtij hulumtimi qëndron në aftësitë themelore për t’i kuptuar dhe për t’i njohur arsyet që
e bëjnë këtë metodologji të zhvillimit të favorshme dhe të përshtatshme për përdorim.
Ky hulumtim po ashtu tregon se si ky proces i zhvillimit ndihmon që me kalimin e
kohës dhe me rritjen e një produkti, vijnë në pah shumë lehtësira dhe benefite tjera të
rëndësishme për mirëmbajtjen e një produkti.
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2. DEKLARIMI I PROBLEMIT
Nganjëherë njerëzit mund të ngatërrojnë TDD testimet me testimin njësi. TDD
testimet zakonisht përdoren për ti prirë testimit njësi, por ato nuk janë të njëjta si
testimet njësi. Testet njësi validojnë kodin tonë për të siguruar se, për secilën njësi
kodi, kur pranon një input të caktuar, kthen rezultatin e pritur. Një arsye se pse
zhvilluesit anojnë kah konfuzimi i TDD me testet njësi është sepse bazohen në
korniza të njëjta për testime [5].

2.1. Problemet më të zakonshme të TDD
Edhe kjo mënyrë e zhvillimit të aplikacioneve softuerike ka kritikët e vet. Në
komunitetin e Rails një nga kritikët kryesorë të TDD, është krijuesi i kornizës Rails,
David Heinemeier Hanson. Ai në një artikull që kishte publikuar në një nga bloget e
tij në vitin 2014, kishte kritikuar TDD në disa pika, dhe e kishte deklaruar të vdekur.
Përkundër kësaj TDD është një praktikë e cila edhe karakterizon kulturën e
zhvilluesve që përdorin teknologjinë Ruby. Disa nga pikat ku David kishte kritikuar
TDD janë:
1. TDD është një mashtrim i mendjes për të inkurajuar testimin automatik regresiv
2. Retorika agresive test-first të dërgon drejt pikëllimit dhe dëshpërimit
3. TDD të dërgon drejt rrjetave shumë komplekse të objekteve dhe drejtimeve
4. Duhet të preferohen sistemet e izoluara të testeve para atyre njësi
5. Për këto arsye, test-first nuk është një praktikë që ne duhet të përdorim më.
Ndaj këtyre pikave kanë reaguar shumë zhvillues të cilët nuk e ndajnë të njëjtin
mendim me të dhe inkurajojnë që të vazhdohen të mësohen libraritë dhe veglat që
mund të përdoren për testimin e aplikacioneve duke përdorur TDD.

2.1.1. Inkurajimi për njësi testesh të mëdha
Për fillestarët, nëse tentoni që në secilin test të bëni progres drejtë zgjidhjes së
problemit përfundimtar, do të përfundojmë me njësi testesh që bëjnë më shumë e më
shumë punë. Testi i parë do të rezultojë me kod që kërkon të zgjidhë një problem
menjëherë. Testi i dytë do të kërkoj më shumë. Testi i tretë do të komplikoj më tutje
dizajnin e kodit. Në asnjë pikë procesi i TDD nuk do të na bëjë me dije se duhet të
3

ndajmë kodin në pjesë më të vogla. Kjo është arsyeja pse shumë avokat të TDD bëjnë
thirrje për rifaktorim pas secilit kalim të një testi, në mënyrë që zhvilluesi të shikoj
kodin dhe të tentojë që të thjeshtojë dizajnin e tij. Por shumë zhvillues në praktikë e
kalojnë këtë hap, dhe nuk reagojnë deri sa t’iu është bërë rrëmujë. Disa mësues janë
mjaft rigoroz në këtë pikë, ata kërkojnë nga studentët që të aplikojnë rifaktorimin
çdoherë derisa t’iu kaloj në shprehi.

Figura 1 Unit Test
Kemi rastin kur shfaqet një kërkesë e re, shumë zhvillues do të bënin gabimin që të
shtonin kod dhe të rritnin kompleksitetin në vend se të shkruajnë një test të ri [10].

2.1.2. Inkurajimi për rifaktorim që mund të jetë i kushtueshëm
Sidoqoftë, të supozojmë se marrim iniciativën që të përformojmë rifaktorim pasi
një njësi kodi ka filluar të rritet. Të mos harrojmë se rifaktorimet shpesh kërkojnë
analiza dhe fokus intensiv në mënyrë që të zgjidhet kompleksiteti në objektin prind dhe
të krijohet një fëmijë (child) më i pastër dhe të kemi një objekt prind më të pastër.
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Figura 2 TDD Test
Ekstraktimi i një pjese të testit njësi të re fëmijë. Testi origjinal mbetet i
pandryshueshëm për tu siguruar se ndryshimi nuk bënë që të dështoj ndonjë gjë [10].

2.1.3. Përsëritja e testimit (redundancy)
Mbulesa e një sjellje dy herë shpesh mund të na bëj të ndjehemi mirë, por nuk
shkon shumë gjatë para se të dalin pasojat e ndryshimit. Të supozojmë se kemi një
kërkesë të re për të ndryshuar sjelljen e objektit fëmijë i cili është ekstraktuar. Kjo do të
kërkonte tre ndryshime (të cilat zhvilluesi duhet ti pres: testi i integruar që verifikon
funksionin, testi njësi që specifikon ndryshimin në sjellje dhe vetë testi njësi në fjalë.
Por në rastin tonë të testimit të dyfishtë, duhet që edhe testi njësi tek objekti prind të
ndryshoj. Edhe më keq, zhvilluesi që implementim ndryshimin nuk ka arsye të pres se
do të dështoj edhe testi njësi i objektit prind. Kjo do të thotë se zhvilluesi do të ketë një
befasi të hidhur kur të dështoi testi i objektit prind dhe të kërkoj që të ridizajnohet kodi
tek objekti prind që të përshtatet me sjelljen e re tek objekti fëmijë. Të imagjinojmë
sikur objekti fëmijë të ishte përdorur në dy apo dhjetë vende!
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Figura 3 Procesi
Një ndryshim në objektin fëmijë shkakton që testi tek objekti prind të dështoj duke
kërkuar që testi i objektit prind të ridizajnohet edhe pse objekti prind nuk është
ndryshuar [10].

2.1.4. Eliminimi i përsëritjes sakrifikon vlerën e regresionit
Nëse shpresojmë të evitojmë problemin eventual që do të na shkaktojë përsëritja e
panevojshme, na kërkon neve që të ridizajnojmë testin njësi të objektit prind. Të
kujtojmë se testi njësi i objektit prind është shkruar korrekt dhe me vlerën e regresionit
në mendje, pra autori mund të mos jetë i kënaqur me mendimin që të eliminohet
përsëritja e panevojshme duke e zëvendësuar njësinë fëmijë tek testi i objektit prind me
një test të dyfishtë në vend të tij. “Por tani testi është i pavlerë sepse nuk verifikon
asgjë!” mund të jenë fjalët e autorit origjinal. Dhe për shkak të filozofisë nën të cilën
është dizajnuar kodi në fillim, argumenti i tyre mund të jetë valid. Por pa një test të
integruar për të siguruar se njësitë punojnë korrekt së bashku, shqetësimi i autorit mund
të vazhdojë. Në këtë pikë ka ndodhur kur shumë ekipe kanë ngecur, ku disa janë “promocking” disa “anti-mocking”, por asnjëra duke mos e kuptuar se kjo është një
simptomë e disa pritshmërive që TDD klasik na inkurajon ti kemi.
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Figura 4 Fake Child
Testi i objektit prind me instancën e fëmijës së tij paraprak të zëvendësuar me një test
double [10].
Në këtë punim diplome do të tentojmë që të gjejmë përgjigjet e 4 pyetjeve më poshtë që
shtjellojnë me se miri procesin e TDD.
● Pse testimi automatik është gjë e mirë dhe jo e mirë në të njëjtën kohë?
● Çfarë është dallimi mes një testi njësi të mirë dhe një jo të mirë?
● Sa na konsumon kohë TDD?
● Kuq, gjelbër dhe gjithmonë të rifaktorojmë?
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3. SHQYRTIMI I LITERATURËS
Në përgjithësi, “rizbulimi” modern i TDD i atribuohet Kent Beck, që njihet edhe si
krijuesi i programimit ekstrem. Ishte pikërisht nëpërmjet programimit ekstrem dhe
mënyrës agjile të zhvillimit kur TDD u pranua nga një pjesë më e madhe e komunitetit
të zhvillimit të softuerit. Thuhet se Kent Beck “rizbuloi” TDD pasiqë prototipi i parë
TDD daton qysh në ditët e para të kompjutimit në vitet e 60-ta. Në kohën e mainframeëve kur kodi i programit futej në “punch cards”, programerët kishin kohë të limituar dhe
kështu duhej ta shfrytzonin kohën në maksimum. Një praktikë që është e dokumentuar
se përdorej ishte të shkruaje outputin e pritur të çfarëdo operacioni që ti po kryeje para
se ta fusësh “punch card" në kompjuter. Pastaj pasi mainframe-i

do të tregonte

rezultatin e programit, ne mund të shihnim menjëherë nëse rezultati që kishim pritur a
ishte i njëjtë me rezultatin e kthyer nga programi.
Dallimi kryesor mes TDD modern dhe ati të asaj kohe është se atëherë procesi ishte
tërësisht manual, ndërsa me rilindjen e TDD procesi i testimit është automatik. Sot TDD
referohet vetëm si zhvillim i orientuar në testime i automatizuar. TDD modern për herë
të parë ishte praktikuar nga komuniteti i Smalltalk. Pasiqe Smalltalk asnjëherë nuk arriti
sukseset më të larta, bëri që përhapja e TDD të zbehej pak.
Ishte në komunitetin e Java ku TDD filloi të përdorej më shumë falë veglës JUnit. JUnit
ishte një port i SUnit i shkruar nga Kent Beck dhe disa të tjerë, dhe kështu solli testimin
automatik në Java. Në këtë kohë shumë programues të programimit ekstrem dhe agile
filluan të përqafonin TDD. Që nga ajo kohë janë krijuar vegla si xUnit për gati secilën
gjuhë nga PHP, Ruby, Python tek JavaScript. Sot, pa marrë parasysh gjuhës që
përdorim, ne mund të gjejmë vegla dhe librari për të implementuar TDD si pjesë e
procesit të zhvillimit të softuerit [2].

3.1. Çka është TDD?
Është me rëndësi të cekim se Test-driven development(TDD) nuk është vetëm një
teknikë për testim, por pjesë integrale e dizajnit, zhvillimit dhe procesit të testimit.
Ideja themelore është që në vend se të shkruajmë kodin në fillim dhe pastaj të
shkruajmë teste për tu siguruar se funksionon, ne shkruajmë testin fillimisht dhe
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pastaj shkruajmë kodin që do të bëjë testin të kalojë. Kjo ndryshe njihet edhe si qasja
Test
First. Në përgjithësi janë dy pikëpamje sa i përket, kur dhe si duhet të përdorim këtë
praktikë në zhvillimin e softuerit tonë.
Pikëpamja e parë e sheh TDD si teknikë për specifikim e kërkesave tona dhe dizajnit
para se të shkruhet kodi për program. Pikëpamja e dytë ka një qëndrim më pragmatik
dhe e sheh TDD si një teknikë që ndihmon programerët të shkruajnë kod më të mirë.
Pa marrë parasysh se prej cilës pikëpamje shohim, në atë që të gjithë praktikuesit e
TDD pajtohen është se ajo nuk do të përmisojë vetëm kodin, por gjithashtu edhe në
përgjithësi dizajnin dhe implementimin e sistemit të softuerit [3].

Figura 5 Paterni MVC [1].
3.2. Procesi TDD
Është e rëndësishme që të shohim me kujdes saktësisht se si procesi test
driven punon. Si saktësisht një zhvillues fillon të implementoj TDD
procesin? [4]
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Figura 6 Procesi TDD [3].
3.2.1. Hapi i parë: Shkruajmë një test të dështuar
Një praktikues i TDD fillon duke shkruar një funksion specifik që nxirret nga sistemi
i kërkesave. Pasi është caktuar funksioni, zhvilluesi shkruan një test dhe pastaj
shkruan një sasi kodi minimal që bënë që testi vetëm të ekzekutohet. Sigurisht pasiqë
funksioni që është përshkruar në test nuk është zhvilluar, fillimisht testi dështon. Ky
dështim fillestar i testit është një faktor kyç i TDD dhe kështu fillon secili test.

3.2.2. Hapi i dytë: Shkruaj kod që testi të kaloj
Pasi një test automatik që dështon është kompletuar, zhvilluesi tani mund të shkruaj
kod që të implementoj funksionin. Duke punuar në kod zhvilluesit mund të
ekzekutojnë testin automatik në çdo moment për të parë nëse kodi i tyre po punon.
Kjo menjëherë i bënë me dije zhvilluesit dhe është pjesë e arsyes se përse TDD
përmison produktivitetin e programerit. Zhvilluesi vazhdon të punoj në kodin e tij
derisa testi automatik të kaloj. Pasiqë të kalojë testi programeri e ka me dije se kodi
i tij punon si duhet.
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3.2.3. Hapi i tretë: Rifaktorimi (nëse ka nevojë)
Pasi një test të kaloj, kodi është gati që të rifaktorohet sipas nevojës. Tani, ky nuk
është gjithmonë një hap që ka nevojë të kryhet, sidoqoftë disa programer do të
mundohen që shpejtë të bëjnë që një test të kaloj dhe gjatë këtij procesi mund të
shkruajnë kod jo të mirë. Nëse ndodhë kjo, atëherë pasi të kaloj kodi, zhvilluesi duhet
të kthehet mbrapa dhe të rifaktoroj kodin e tyre që të jetë më pastaj i implementuar siç
duhet me dizajn të mirë. Gjatë procesit të rifaktorimit, zhvilluesi mund të ekzekutoj
testet automatike që të sigurohet se nuk është ndryshuar një funksionalitet i kërkuar.

3.2.4. Hapi i katërt: Përsërit
Kur programeri ka një test i cili kalon dhe kodi i tyre është i pastër dhe i rifaktoruar,
atëherë mund të fillojnë më implementimin e funksionit të radhës duke ndjekur të
njëjtët hapa. Programuesit duke kaluar të gjitha funksionet e kërkuara të aplikacionit,
në fund dijnë të zhvillojnë aplikacionin e kërkuar i cili është funksional. Një benefit i
vërtet i TDD vie kur në fund kemi një aplikacion i cili është i testuar tërësisht. Është e
rrallë që një programer do të kthehet në kodin e tij dhe të shkruaj teste për të gjitha pasi
që të jetë implementuar aplikacioni i tëri. Arritja në përfundim që të kemi një
aplikacion tërësisht të mbuluar me teste është një benefit që nuk duhet të
nënvlerësohet.

3.3. Rifaktorimi
Siç është përmendur edhe më lart, rifaktorimi është pjesë e procesit TDD dhe është
në fakt një nga avantazhet kyçe të TDD. Kjo është për arsye se rifaktorimi kërkon
kod që është tërësisht i mbuluar nga testimet kështuqë kur një programer përcjellë
TDD, kodi i tyre gjithmonë do të përmbushë kërkesën.
Rifaktorimi i kodit është esencialisht një ristrukturim i një trupi të kodit që ekziston
me qëllim që të përmirësohet struktura dhe dizajni i kodit. Kur ne rifaktorojmë, në
nuk ndryshojmë ose shtojmë funksion, në fakt ne duam që funksioni të mbetet i njëjtë
sikur para rifaktorimit. Kjo është arsyeja pse mbulimi me teste kërkohet para
rifaktorimit, duke ditur se testet na sigurojnë se funksionaliteti nuk ka ndryshuar dhe
gjithçka punon saktësisht sipas kërkesës.
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Një zhvillues mund të rifaktoroj një metodë ose funksion dhe gjatë procesit, ata mund të
ekzekutojnë testet automatike përkatëse për tu siguruar se kodi ende punon siç pritet dhe
se testet të gjitha kalojnë me sukses. Kjo i jep zhvilluesit një besim të madh që të
vazhdoj të rifaktoroj kod që në raste tjera do t'iu shmangeshin pasiqë pa teste, ne kurrë
nuk e dimë nëse ndryshmet mund të kenë prishur diçka.

3.4. Testimi automatik
Fondacioni i zhvillimit test-driven është testimi automatik, pasiqë pa të, TDD
nuk do të ishte i mundur. Në mënyrë që të kuptojmë TDD, është shumë e
rëndësishme që të kuptojmë mirë testimin automatik. Janë tre lloje kryesore të
testimit automatik që përdoren në përgjithësi nga zhvilluesit. Mund të ketë edhe
tipe të tjera të testimit automatik, por këto janë kryesoret.
● Testimi njësi (Unit Testing): Unit testing lejon për testimin e pjesëve
individuale të kodit. Zakonisht një test njësi shkruhet me qëllim të
ekzekutohet një metodë ose funksion brenda një klase ose moduli të kodit.
Qëllimi kryesor në unit testing është që të sigurohemi që secila pjesë
individuale e kodit është duke kryer punën në bazë të kërkesave të sistemit.
● Testimi i integruar (Integration Testing): Integration Testing është
progresioni logjik nga testimi njësi dhe ka për qëllim të testoj disa njësi të
kodit dhe të siguroj se kjo bashkësi e njësive të kodit prodhojnë funksionin e
kërkuar prej tyre kur ato bashkohen. Një integration test do të pasqyroj një use
case dhe do të siguroj se njësitë që përfshihen janë dukë punuar së bashku për
të prodhuar rezultatin e kërkuar prej tyre.
● Testimi i performancës (Performance Testing): me performance testing ne
tentojmë të stimulojmë një skenar të jetës reale kur ne kemi të bëjmë me një
numër të madh të përdoruesve që qasen dhe përdorin aplikacionin tonë në të
njëjtën kohë. Testimi i përformancës i automatizuar do të përdorë një numër
të veglave të ndryshme për të stimuluar një sjellje të tillë dhe siguron se
sistemi mund të përformoj edhe kur është i ngarkuar.
Me TDD, fokusi primar i zhvilluesit do të jetë në shkrimin e Unit Test dhe pastaj
të Integration Tests. Kjo është për arsye se të dyja këto teste janë të ndërtuara duke u
bazuar në kërkesat e sistemit dhe sigurojnë se secili funksion funksionon siç pritet
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edhe si të izoluara edhe kur janë të integruara në një sistem të vetëm. Testimi i
përformancës në përgjithësi nuk përfshihet si pjesë e TDD, por duke u bazuar në
aplikacion, mund të përfshihet. Testimi i përformancës do të ishte i aplikueshëm kur
përformanca e sistemit është një karakteristikë e aplikacionit.

Figura 7 Piramida e testimeve [15]
3.5. Testimi i modeleve
Një aplikacion standard i ndërtuar në Rails përdorë mënyrën e dizajnit që quhet MVC,
që qëndron për model-view-controller. Secili prej këtyre tre seksioneve të MVC është
një shtresë e veçante kodi, që i ka përgjegjësitë e veta dhe komunikon me shtresat
tjera sa më rrallë të jetë e mundur. Në Rails, shtresa e modelit përmban logjiken e
biznesit dhe logjiken e qëndrueshmërisë, ku logjika e qëndrueshmërisë apo
persistencës mirëmbahet nga ActiveRecord. Tipikisht, të gjitha objektet ActiveRecord
do të jenë pjesë e shtresës se modelit, por jo gjithçka në shtresën e modelit është një
objekt ActiveRecord. Testimin e fillojmë me testimin e modeleve fillimisht për arsye
se është shtresa më pak e varur në një karakteristikë të Rails. Testet standarde të
modeleve të Rails janë gati RSpec. Mënyra më e lehtë e fillimit të shkrimit së një testi
është që të shkruajmë një test të thjeshtë fillimisht, ta bëjmë të kaloj, pastaj rifaktoro.
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3.5.1. Testimi i karakteristikave që përmban Rails
Rails ofron funksionalitete që janë të ndërtuara brenda saj për lidhje dhe validime, që
na dërgon tek pyetja se si ti testojmë në mënyrë efektive këto funksione në
aplikacionin tonë.
Në të dyja rastet përgjigja është e ngjashme, dhe na kthen tek principi bazik se ne
testojmë funksionalitet dhe jo implementim. Për lidhjet do të thotë të tregojmë
lidhjet që përdorim.
Për validimet do të thotë testimi i logjikës se çfarë e bënë një instancë valide.
Libraria e quajtur shoulda-matchers, definon metoda që tregojnë se a përputhen dy
funksione, specifikisht testojnë për ekzistencën e validimevev dhe lidhjeve.
Testimi i validimeve është më ndryshe sepse validimi i një pjese të të dhënave
është zakonisht pjesë më legjitime dhe komplekse e logjikës së biznesit të cilën
ndihmësit e Rails mund të mos e mbulojnë.

3.5.2. Testimi i kërkuesve AktivRekord (ActiveRecord finders)
AktivRekord ofron një grumbull të metodave që janë mbështjellës (wrapper) të SQL
kërkesave që i dërgohen databazës. Këtyre metodave iu referohemi si finders (kërkues).
Një karakteristikë shumë e veçante e tyre është se ato mund të kompozohen duke na
lejuar neve që të krijojmë të tilla.

3.6. Testimi i kontrollerëve dhe pamjeve (views)
Rails aplikacionet përcjellin paternin e dizajnit që quhet MVC. Shtresa view ka për
detyrë të bëjë prezantimin e të dhënave te përdoruesi, që në një aplikacion server-side
do të thotë gjenerimi i HTML. Idealisht, shtresa view ndërvepron me modelin
minimalisht. Kontrolleri merr informacionin për kërkesën e bërë nga përdoruesi,
kontakton pjesët adekuate të shtresës së modelit, dhe pastaj dërgon të dhënat tek
shtresa e view.
Testimi i kontrollerëve dhe i views është më sfidues se testimi i modeleve në Rails.
Mund të shohim nga diagrami se kontrollerët dhe views të dyja bashkëveprojnë me
përdoruesin e jashtëm, ndërsa modelet janë krejtësisht të izoluara. Kontrollerët dhe
views janë më interesantë për shkak të efekteve të tyre anësore që kanë sesa për vlerën
të cilën e kthejnë. Gjithashtu, funksionet individuale të kontrollerëve dhe të
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shablloneve të views janë shumë të mëdha që testimi i tyre njësi të ketë kuptim.
Përderisa Rails framework-u dhe veglat tjera na lejojnë që të ndërveprojmë me
funksionet në një kontroller dhe me një shabllon të view, telashet e izolimit dhe të
madhësisë ende ekzisojnë. Diskutimi se si të teston më së miri kontrollerët dhe views,
shpesh sillet tek tema se çfarë kodi takon te kontrolleri e qfarë tek view dhe çfarë duhet
të ekstraktohet në një objekt tjetër. Objekti në të cilin ekstraktojmë, që nuk është pjesë
e kornizes Rails, nganjëherë i referohemi edhe si PORO: Plain Old Ruby Object.
Kemi diskutuar se testet më të mira testojnë ose një proces prej fillimit deri në fund ose
një njësi të vetme. Kontrollerët dhe view testimet janë lehtë të futen në mes dhe kështu
pastaj janë vështirë për tu menaxhuar.

3.7. Testimi i Rrugëve (Routes)
Rails ofron një mënyrë për të specifikuar testimin e routes. Testimet e routes nuk janë
pjesë tipike e procesit TDD. Zakonisht testi i integruar përfshinë në mënyrë implicite
routing. Nganjëherë testimi i routes komplikohet dhe ka logjikë të sajën, kështu që
është mirë që të kemi këtë pjesë në suitën tonë të testimeve.

3.8. Prezentuesit (Presenters)
Testimi i helperëve është i nevojshëm, por nëse kemi shumë logjik në modulin
helper, rekomandohet që ajo logjikë të lëvizet në objektet presenter. Kjo është e
nevojshmë kur kemi një seri të helperëve që marrin të njëjtin argument. Nuk ka
diçka të komplikuar sa i përket shtimit të objekteve presenters. Nëse dëshirojmë më
shumë strukturë mund të përdorim librarinë draper.

3.9. Testimi i Dërguesve (Mailers)
Testimi i mailers në Rails përfshinë dy pjesë të ndara të funksionit: specifikimi nëse
emaili dërgohet si rezultat i një funksioni dhe specifikimi i përmbajtjes së atij
emaili. Specifikimi se nëse është dërguar një email zakonisht fillon si pjesë e një
kontrolleri në një test të integruar, ndërsa specifikimi i përmbajtjes është shumë i
ngjashëm me view testimin.
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3.10.

Shtimi i të dhënave në teste

Krijimi i të dhënave për testim tingëllon si gjëja me e lehtë. Ne duhet të jemi në
gjendje të krijojmë të dhënat shpejt dhe lehtë, si në sasinë që duhet shkruar për të
krijuar të dhëna ashtu edhe shpejtësinë në të cilën testimi ekzekutohet. Të dhënat për
testime duhet të jenë të njëjta sa herë që e gjenerojmë, duhet të jetë specifike për një
pjesë të caktuar të testit, dhe duhet të jetë një reprezentim i saktë i objekteve që do të
përdoren kur kodi ekzekutohet jashtë testimeve.
Komuniteti i Rails ka ndërtuar një grumbull të veglave, që përdorin ndonjë variant të
dizajnit të fabrikës për të krijuar të dhëna. Fabrikat janë të lehta për tu krijuar, por të
ngadalshme për tu ekzekutuar.

3.10.1. Njësitë testuese (Fixtures)
Në përgjithësi, një fixture është një gjendje bazike që dihet se ekziston në fillimin e
një testi. Ekzistenca e një gjendje fikse e bënë të mundur të shkruajmë teste që bëjnë
pritje duke u bazuar në një grumbull të caktuar të të dhenave. Në Rails termi
“fixture” i referohet një mekanizmi specifik për të definuar lehtë një grumbull
objektesh që do të ekzistojnë globalisht për të gjitha testet. Këto janë të definuara si
një grumbull i fajllave YAML që janë automatikisht të shkruar në databazë dhe
konvertohen në AktivRekord objekte në fillimin e secilit test. Një arsye për
përdorimin e fixtures është se fixtures janë të shpejta. Fixtures janë globale.

3.10.2. Fabrikat (Factories)
Zakonisht, fjala factory i referohet një klase ose moduli të aplikacionit tonë ku
qëllimi i vetëm i tij është që në mënyrë të sigurte të krijoj objekte në aplikacion.
Jashtë testimeve, fabrikat përdoren për të enkapsuluar logjikë komplekse për krijim e
një objekti. Në testimet e Rails, fabrikat përdoren për të ofruar shabllone për krijimin
e objekteve valide. Në vend se të specifikojmë të gjitha të dhënat e testit saktë,
fabrika ofron hapat për krijimin e një instance shembull të modelit tonë. Ne mund të
mbishkruajmë hapat për të identifikuar ndonjë vlerë specifike të atributeve që
kërkohen për të bërë që testi të punoj. Vegla e cila përdoret më së shpeshti për Rails
testing kur përdorim fabrika është factory_girl dhe libraria e saj, factory_girl_rails.
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3.10.3. Përdorimi i test doubles si mocks
Një test double është një objekt i “rrejshëm” që përdoret në vend të një objekti real për
qëllim të testit automatik. Një double mund të përdoret kur objekti real është jo i
gatshëm ose i vështirë për tu qasur nga mjedisi i testimeve. Ose ne mund të përdorim
një double për të krijuar një gjendje specifike aplikacioni që ndryshe do të ishte e
vështirë të krijohej një mjedis testimi, siç është databaza ose dështimi i rrjetit. Doubles
mund të përdoren edhe për të limituar ekzekutimin e testimit për një metodë ose
objekt që ndodhet në një test.

3.10.4. Mock objektet të definuara
Termi i përgjithshëm për një objekt që përdoret në vend të një objekti tjetër është një
test double. Një stub është një objekt i rrejshëm që kthen një vlerë të paracaktuar për
një metodë që thirret, por pa e thirrur metodën metodën e objektit. Një mock është i
ngjashëm me stub, por në vend se të kthejë një vlerë të paracaktuar, një mock objekt
vendos një pritshmëri testuese se metoda që po zëvendësohet do të thirret në test. Nëse
metoda nuk thirret, mock objekti ngrehë një dështim testi.
Në fjale të tjera, vendosja e një stub për një metodë është pasive dhe thotë, “Injoro
implementimin e vërtetë të kësaj metoda dhe kthe këtë vlerë”, kurse vendosja e një
mock objekti është më agresive dhe është sikur të themi, “Kjo metodë do të kthejë këtë
vlerë, dhe mos gaboni mos ta thirrni këtë metodë, se përndryshe!”
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4. METODOLGJIA
Për t’a kuptuar plotësisht dhe për të marrë rezultatin e duhur për këtë punim diplome
metodologjinë të cilën e kam përdorur është e fokusuar në disa drejtime:
● Metoda analitike e cila paraqet përmbledhje nga literatura (libra) të ndryshme
● Metoda e kërkimit në internet nga faqe të ndryshme
● Metoda e analizimit të konferencave të ndryshme
● Metoda e krahasimit në mes modeleve të proceseve softuerike
● Raste të studimit (Case Study)

4.1. Studime empirike me temë TDD
Një artikull i publikuar për herë të parë në revistën Empirical Software Engineering
raporton se: “TDD duket i aplikueshëm në domene të ndryshme dhe mundet që në
mënyrë të dukshme të ulë densitetin e defektit të softuerit të zhvilluar pa e zvogëluar
produktivitetin e ekipit zhvillues.” Studimi krahason katër projekte, në Mikrosoft dhe
IBM që përdorën TDD në projekte të ngjashme ku nuk është përdorur TDD. Autor të
artikullit ishin Nachiappan Nagappan (microsoft), E. Michael Maximilien (IBM),
Thirumalesh Bhat (Microsoft) dhe Laurie Williams (Universiteti i shtetit të Karolinës së
Veriut).
Artikulli përfshin një rast studimi nga IBM dhe tre nga Mikrosoft. Secili nga ky studim
krahasojnë dy ekipe që punojnë në të njëjtin produkt, duke përdorur teknologjitë e njëjta
të zhvillimit, nën menaxher të nivelit të njëjtë, dhe vetëm njëri nga këto ekipe përdorë
TDD. Asnjëri nga ekipet nuk e kanë ditur paraprakisht se janë pjesë e një studimi [6].
Tabela 1 Studimi nga Microsoft
2

Testi LOC /Burimi LOC
% mbulesa e bllokut (block coverage)
Koha e zhvillimit
(Muajt personal)
Madhësia e ekipit
Zvoglimi në defekte LOC
Rritja e kohës gjatë zhvillimit

Windows
0.66
79%
24
2
0.62
25-35%

MSN
0.89
88%
46
12
0.76
15%
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4.1.1. TDD praktikat e përdorura nga ekipet
Në artikull përshkruhen praktikat TDD të përdorura nga ekipet si një rrjedhë pune
(workflow) nga minuti në minut dhe si rrjedhë pune në nivel detyre (task-level).
Rrjedha e punës minutë-në-minutë ka këto karakteristika:
● Shkruaj një numër të vogël të testeve të reja
● Ekzekutoj testet dhe shikoj si dështojnë
● Implemento kod për të kënaqur testet
● Ekzekuto përsëri kodin e ri që të sigurohemi se ato kalojnë [7]

Rrjedha e zhvillimit në nivel detyre (Task-Level) ka këto karakteristika:
● Integrimi i kodit të ri dhe testimeve në bazën ekzistuese të kodit
● Riekzekutim i të gjitha testeve për t’u siguruar se kodi i ri nuk dështon asgjë
● Rifaktorimi i implementimit i kodit test
● Riekzekutim i të gjitha testeve se kodi i rifaktoruar nuk ka shkaktuar ndonjë
dështim

Tabela 2 Komponentet me densitetin e defektit më të lartë
Kompleksiteti
Lehte
Mesatar
Veshtire
Mesatar
Veshtire

Kompleksi
Relative i ciklit
1.03
1.24
0.95
1.00
1.10

Test LOC/
Src LOC
0.54
0.09
0.59
0.22
0.76

Testimi
Manual
10
1
39
9
5

Testimi
Automatik
116
31
350
12
232

4.1.2. Densiteti i defektit
Nga rezultatet e treguara mund të shohim sasinë e defektit tek të katër projektet,
i matur në çdo njëmijë rreshta të kodit, është më i vogël për 40% deri në 90% në
krahasim me projektet që nuk kanë përdorur TDD. Menaxhmenti i ekipeve respektive
ka raportuar një rritje subjektive prej 15-35% në kohë në fazën e inicimit të projektit tek
ekipet që kanë përdorur TDD, por ekipet u pajtuan se kjo nuk ka rëndësi më vonë për
shkak së uljes së shpenzimeve të mirëmbajtjes.
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Maximillen dhe Williams mbikqyrën zhvillimin e projektit

TDD në IBM dhe

konstatuan se defekti u reduktua deri në 50% në krahasim me një projekt që përdorte
testim njësi ad-hoc. Studimi gjithashtu tregoi një ulje të lehtë të nivelit të produktivitetit
tek ekipi gjatë zbatimit të TDD. Maximillen dhe Ëilliams sugjerojnë se praktika TDD
ka bërë që ata të prodhojnë një produkt që do të inkorporonte më lehtë ndryshime të
mëvonshme.
Bhat dhe Nagappan studiuan dy ekipe të Mikrosoftit që praktikuan TDD në projekte më
madhësi 6 KLOC dhe 26 KLOC, dhe i krahasuan ato me ekipet që kanë zhvilluar
projekte të ngjashme, por që nuk kanë përdorur TDD. Rezultatet e studimit i ndikojnë
një ngritje të ndjeshme në kualitetin e kodit (më shumë se dy herë) për projektet që janë
zhvilluar duke përdorur TDD. Sidoqoftë rezultatet tregojnë se projektet që janë zhvilluar
me TDD në fillim kanë marrë 15% më shume kohë për shkrimin e testeve edhe pse
testet njësi kanë shërbyer edhe si auto-dokumentacion për kod si dhe për mirëmbajtje të
kodit.
Tabela 3 Komponentët me densitetin e defektit më të ulët
Kompleksiteti
Mesatar
Mesatar
Vështirë
Mesatar
Mesatar

Kompleksi
ciklik relativ
1.29
0.96
0.85
1.20
1.06

Testi LOC/
Src Loc
0.63
0.88
1.12
0.13
0.43

Testet
Manuale
9
3
39
3
0

Testet
Automatike
134
271
168
141
113
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5. REZULTATET
Me rritjen dhe zhvillimin e komunitetit të Rails, zhvilluesit që përdorin Rails gjithmonë
e më shpesh hasin të punojnë me baza të kodit dhe suita testesh që përmbajnë punë të
kryer me vite. Si rezultat, ka pasur shumë diskutime për strategjitë e dizajnit për të
menaxhuar kompleksitetin më lehtë me kalimin e kohës. Nuk ka pasur aq shumë
diskutime sa i përket praktikave që i bëjnë testet dhe suitat e testeve të jenë të vlefshme
me kalimin e kohës. Me rritjen e aplikacioneve, ekzekutimet e testimeve zgjaten,
kompleksiteti rritet, si mund të shkruajmë teste që mund të jenë të përdorshme në të
ardhmen dhe të mos jenë pengesë në zhvillim në të ardhmen? Këshilla më e mirë që
mund të na jepet sa i përket testeve automatike është se edhe testet tona janë kod.
Specifikisht, testet tona janë kod që nuk janë të testuara. Kodi ynë është i verifikuar nga
testet, por testet nuk janë të verifikuara. Të kemi testet sa më të qarta dhe të
menaxhueshmë është mënyra e vetme që ato të jenë efektive gjithmonë.

5.1. Dyshja e madhe (The Big Two)
Nëse një praktikë programuese ose vegël është e suksesshme, përdorimi is saj do të bëjë
më të lehtë:
● Shtimin e kodit që nevojitet për një kohë të shkurtër
● Vazhdimi i shtimit të kodit në projekt me kalimin e kohës
Të gjitha libraritë e ekosistemit të Ruby on Rails ndihmojnë në arritjen e qëllimit të
parë. Shpesh njerëzit mendojnë se kontributi i vetëm që testimi bënë në planin afatgjatë
është verifikimi i logjikës së aplikacionit dhe preventimi i regresit. Në fakt, në planin
afatgjatë zhvillimi i drejtuar në teste paguan veten sepse testimi i mirë na drejton drejt
dizajnimit modular. Kjo do të thotë se një test me vlerë na kursen kohën në termin
afatgjatë, ndërsa testimet e dobëta na kushtojnë në kohë dhe mundim. Ne jemi fokusuar
në pesë kualitete që bëjnë një test të na kursejë kohën dhe mundin. Mungesa e këtyre
kualiteteve shpesh është shenjë që tregon se ai test mund të jetë problem në të ardhmen.
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5.2. Pesëshja e detajuar: Testet SWIFT
Rappin propozon që të përdoren pesë kritere për të vlerësuar kualitetin e testit. Ai e ka
krijuar akronimin SWIFT duke përdorur shkronjën e parë të secilës fjalë. Ato janë:
● I drejtpërdrejt (Straightforward)
● I definuar mirë (Well Defined)
● I pavarur (Independent)
● I shpejtë (Fast)
● I besueshëm (Truthful)
Ti eksplorojmë më në detaje në vijim.

5.2.1. Drejtpërdrejt (Straightforward)
Një test është i drejtpërdrejtë nëse menjëherë kuptohet qëllimi i atij testi. Një test i
drejtpërdrejtë shkon edhe më lart se vetëm të kemi test të qart. Tek një test i
drejtpërdrejtë është poashtu e qartë edhe si ai test përshtatet në një suitë testesh. Secili
test duhet të ketë një kuptim: duhet të testoj diçka që është ndryshe prej asaj që testojnë
testet tjera, dhe ai qëllim duhet të jetë lehtë i dallueshëm kur e lexojmë testin. Emërimi i
testit është pjesë kritike e të qenit i drejtpërdrejtë. Pasiqë testet nuk i kanë testet e tyre,
ne duhet që ti mbajmë testet tona të thjeshta. Në veçanti, duhet të kemi kujdes ndaj
përdorjes së formave të ndryshme për të reduktuar duplikimin mes testeve t të ndryshme
që kanë një strukturë të ngjashme. Ne nuk dëshirojmë të jemi në një situatë ku nuk e
dimë nëse gabimi është në suitën e testeve apo në kod. Kur kemi një gabim (bug) në
suitën e testeve, është më lehtë të rregullohet problemi nëse kodi është i thjeshtë.[1]

5.2.2. I definuar mirë (Well Defined)
Një test është i definuar mirë nëse ekzekutimi i testit të njëjtë vazhdimisht jep të
njëjtin rezultat. Nëse testet nuk janë të definuara mirë ne do të kemi dështime të testeve
kohë pas kohe. Tre raste klasike të problemeve të herë pas hershme janë testimet që
testojnë kohën, datat, numrat e rastësishëm dhe thirrjet nga një palë e tretë ose Ajax. Në
të gjitha këto raste problemi është se të dhënat ndryshojnë nga testi në test. Datat dhe
koha kanë një veti të rritjes përderisa numrat e rastësishëm gjithmonë janë të
rastësishëm. Dështimet që shkaktohen nga datat dhe koha ndodhin zakonisht kur kemi
kaluar një kufi kohor të caktuar. Mund të kemi teste të cilat dështojnë edhe në pjesë të
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ndryshme të ditës ose në zona të ndryshme kohore. Numrat e rastësishëm, në contrast, e
bëjnë të vështirë që të testohet edhe rastësia e numrit edhe numri i gjeneruar rastësisht
në raste kur kemi kalkulime që kërkojnë numra të tillë.
Plani për testim është i njëjtë për data, rastësi dhe shërbime të jashtme, aplikohet
për çdo të dhënë që ndryshon në mënyrë konstante. Ne testojmë të dhënat që ndryshojnë
dukë përdorur një kombinim nga enkapsulimi dhe mocking. Ne enkapsulojmë të dhënën
duke krijuar një objekt që ngërthen në vete funksionalitetin që ndryshon. Duke
ndërmjetësuar qasjen në funksionalitetin që ndryshon, ne e bëjmë më të lehtë që të
dhënat që kthehen ti bëjmë stub ose mock [1].

5.2.3. I pavarur (Independent)
Një test është i pavarur nëse nuk varet nga një test tjetër ose të dhëna të jashtme për t’u
ekzekutuar. Një suitë testesh e pavarur jep të njëjtin rezultat gjithmonë pa marrë
parasysh rendin në të cilin janë ekzekutuar testet dhe tentojnë që të limitojnë rrezen e
dështimeve të testeve në vetëm ato teste që mbulojnë një metodë ku ka gabim (buggy
method). Në contrast një suitë testesh e varur mund të nxisë një varg dështimesh nëse
bëjmë vetëm një ndryshim të vogël në një pjesë të aplikacionit. Një shenjë që tregon se
testet nuk janë të pavarura është nëse kemi dështim testesh kur ekzekutojmë suitën e
testeve në një rend të caktuar-në teste plotësisht të pavarura rendi se si i ekzekutojmë
testet nuk duhet të ketë ndonjë rëndësi. Një shenjë tjetër është edhe kur ndryshimi i një
rreshti të vetëm bënë që të dështojnë disa teste.
Pengesa më e madhe për një suitë testesh të pavarura janë të dhënat globale. Një
shkaktar tjetër në Rails është edhe përdorimi i librarive si palë të treta dhe të mos bëhet
më pastaj shkatërrimi i tyre [1].

5.2.4. I shpejtë (Fast)
Është e lehtë që të anashkalojmë rëndësinë që ka shpejtësia në kuptimin afatgjatë të
mirëmbajtjes së suitës së testeve ose praktikës TDD. Në fillim nuk ka rëndësi shumë
sepse nuk bënë ndonjë dallim. Kur kemi vetëm disa metoda në një test, diferenca mes
një sekondi dhe një të dhjetës së sekondit nuk dallohet fare. Diferenca mes një suite
testesh që ekzekutohet pëe një minutë dhe një që ekzekutohet për gjashtë sekonda është
më e lehtë të dallohet. TDD ka të bëjë me rrjedhën e momentit dhe me mundësinë që të
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kalojmë nga ekzekutimi i testeve dhe shkrimi i kodit pa e humbur fokusin. Kjo është një
pjesë kruciale për përdorim të TDD si vegël për dizajnim. Testet ngadalësohen për disa
arsye, por më të rëndësishmet në kontekstin e Rails janë:
● Koha e fillimit (Startup Time)
● Varshmëria e kodit e cila kërkon krijimin e shumë objekteve për të përdorur
metodën e cila testohet
● Përdorimi i tepërt i databazës dhe shërbimeve tjera të jashtme gjatë një testi
Jo vetëm që një pemë me objekte ngadalësojnë kohën e ekzekutimit të testeve, por edhe
vendosjen e sasive të mëdha të të dhënave bënë që shkruarja e testeve të jetë më
intensive. Dhe nëse shkruarja e testeve bëhet një ngarkesë për neve, ne nuk do ti bëjmë
ato.
Shpejtimi i testeve shpesh do të thotë izolim i logjikës së aplikacionit nga pjesa tjetër e
Rails në mënyrë që logjika që do të testohet mund të testohet pa e ngarkuar të gjithë
grumbullin e objekteve (stack) të Rails ose pa nxjerrë të dhëna nga databaza. Si edhe me
shumë praktika të mira testesh, rezultatet e izoliara sjellin kod më robust që është më i
lehtë të ndryshohet me kalimin e kohës [1].

5.2.5. I besueshëm(Truthful)
Një test i vërtetë reflekton saktë kodin i cili gjendet në aplikacion-kalon kur kodi i cili
përfaqëson ai punon dhe dështon kur ai nuk punon. Kjo është më e lehtë të thuhet se të
bëhet. Një shkaktarë i zakonshëm i testimeve fragjile është targëtimi i pritshmërive që
kanë të bëjnë me sipërfaqen e një karakteristike e cila mund të ndryshojë edhe nëse
logjika pas saj mbetet e njëjtë. Një shembull klasik është testimi i pamjeve (views).
Kemi raste të ngjashme edhe gjatë testimit të modeleve. Ana tjetër e kodit robust nuk
është vetëm një test që dështon kur logjika është e mirë, por një test i cili vazhdon të
kaloj edhe nëse kodi që ai test përfaqëson është i gabuar- me fjalë të tjera një tautologji.
Kur flasim për tautologji, mock objektet kanë anën e tyre të problemeve. Është e lehtë të
krijojmë një tautologji kur përdorim mock objektet. Është po ashtu e lehtë të krijojmë
një test fragjil sepse një objekt mock shpesh krijon një pritshmëri të vështirë se çfarë
metoda do të thirren në të. Nëse shtojmë një rresht ku thërrasim një metodë të papritur
në kodin që po testojmë, ne mund të marrim disa dështime që vinë prej mock objekteve
sepse kemi thirrë një metodë që nuk është pritur [1].
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Tabela 4 Rrjedha e procesit TDD
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6. DISKUTIME DHE PËRFUNDIME
Duke u bazuar ne shtjellimin e literaturës dhe rezultatet e kapitullit paraprak, me poshtë
jemi pergjigjjgjur pyetjeve të cilat i kemi parashtruar te deklarimi i problemit.
Pyetja numër 1: “Pse testimi automatik është gjë e mirë dhe jo e mirë në të njëjtën
kohë?”
Testimi automatik (sidomos si vegla kryesore për TDD/BDD) është absolutisht një
pjesë e rëndësishme e zhvillimit të aplikacioneve modern. Ai është miku ynë gjatë
rifaktorimit, zhvillimit dhe përmisimit të gabimeve (debugging). Kjo është mënyra se si
ne e kuptojmë kodin më thellë dhe na ndihmon të mirëmbajmë kodin pa bërë investime
të panevojshme për vite. Në të njëjtën kohë, testimi automatik mund të jetë edhe vend
ku mund të bëhen shumë gabime dhe të ketë dështime sepse edhe testimet në vete janë
kod, sikurse kodi i ‘vërtetë’. Në këtë mënyrë, testimi automatik është një vegël tjetër e
cila na ndihmon mendjes tonë që të mbajmë arkitekturën dhe abstraksionet në formë të
kodit si dhe ti shpejtojmë gjërat. Kjo do të thotë se nuk kemi nevojë që ti kushtojmë
shumë vëmendjen tonë testimit manual.
Pyetja numër 2: “Cfarë është dallimi mes një testi njësi të mirë dhe një jo të mirë?”
TDD ndihmon në krijimin e komponentëve të softuerit që individualisht sillen sipas
dizajnit tonë. Një suitë me teste njësi të shkruara mirë është shumë e vlefshme:
dokumenton dizajnin tonë, bënë më të lehtë rifaktorimin dhe zgjerimin e kodit duke e
mbajtur një pamje të qartë se si sillet çdo component. Sidoqoftë, një anë jo e mirë e
testeve njësi mund të jetë shumë e mundshme: nuk tregon asgjë qartë dhe mundet që
shumë të na pengoj kur kemi për të rifaktoruar ose ndryshuar kodin në çfarëdo mënyre.
Pyetja numër 3: “Sa na konsumon kohë TDD?”
Ky është një justifikim i zakonshëm për të mos testuar dhe mund të lëndoj të dyja edhe
ekipin zhvillues edhe atë biznesor. Ekipit biznesor nuk i intereson fare procesi i
zhvillimit që ne përdorim, përderisa ai të jetë efektiv. QQfarë iu intereson atyre janë
metrikat e biznesit. Si TDD ndikon në metrikat e biznesit? Rregullimi i gabimeve
ndërpren rrjedhën normale të zakonshme të zhvillimit të softuerit, që shkakton ndërrim
të kontekstit që mund të vazhdoj deri në 20 minuta. Varësisht nga cili këndvështrim ne
shikojmë, procesi TDD shton 10-30% në koston e fillimit të zhvillimit, por me kalimin
e kohës, kur i marrim parasysh edhe mirëmbajtjen edhe rregullimin e gabimeve, TDD
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mund të përmirësoj produktivitetin e zhvilluesit, të rrisë faktorin viral të aplikacionit
dhe të zvogëloje koston e shërbimit të klientit.
Pyetja numër 4: “Kuq, gjelbër dhe gjithmonë të rifaktorojmë?”
Një nga benefitet kryesore të TDD është se na ndihmon të rifaktorojmë kur na duhet,
por duhet të kemi parasysh se: Përderisa kodi nuk është shumë i palexueshëm ose nuk
kemi zbuluar se është shumë i ngadalshëm, atëherë ndoshta nuk kemi nevojë ta
rifaktorojmë. “Perfektja është armik i së mirës” kishte thënë Voltaire. Sigurisht se ne
duhet të shikojmë kodin tonë për të bërë ndonjë përmirësim, por nuk duhet të
rifaktorojmë për hir të rifaktorimit. Koha kalon. Vazhdo me testin tjetër.

6.1. Diskutim i përgjithshëm
Shkruarja e një test suite efektive është e vështirë. Kompleksiteti dhe koha e ekzekutimit
rriten ngadalë dhe zakonisht nuk e kuptojmë problemin derisa të jetë vonë. Kushtimi i
vëmendjes detajave në mbajtjen e testeve të thjeshta dhe të shpejta do të shpaguhet me
kalimin e kohës. Qëllimi i suitës së testeve është që të na lejoj të përdorim teste për të
përmirësuar dizajnin dhe testet që ekzistojnë të na e rrisin vetëbesimin për të bërë
ndryshime me më pak frikë se do të kemi ndonjë gabim (bug). Nëse suita jonë e testeve
është e ngadalshme, komplikuar ose fragjile, atëherë ne humbim mundësinë që testet të
na ndihmojnë në njërën prej këtyre rasteve. Në rastin më të keq ne mund të shohim
veten duke u dashur ta mirëmbajmë një suitë testesh, por ajo suitë na e ngadalëson
zhvillimin për shkak se e kemi të vështirë të mbajmë testet të sinkronizuara me kod.
Të jemi strikt për shkruarjen e testeve së pari, të shkruajmë teste për të testuar sjelljen
para implementimit dhe të kalojmë kohën për të bërë këto teste të thjeshta dhe të shpejta
do të na ndihmojnë që të mbajmë suitën tonë të testeve efektive dhe të shëndoshë gjatë
zhvillimit së një projekti të gjatë.
Shumë kompani te mëdha përdorin këtë metodologji ne produktet e tyre. Njëra ndër to
është një kompani e mirënjohur si “thoughtbot”. Kjo kompani përveç produkteve te
tyre, duke përdorur këtë metodologji ka zhvilluar edhe shume librari qe përdoren mjafte
shume nga komuniteti I Ruby On Rails si factory_bot, clearance, suspenders, paperclip
etj.
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