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Resumen.
Este proyecto nació como necesidad tecnológica de otro del mismo nombre pero que estaba 
representado únicamente por su página web. En este caso lo que se quiere es ampliar las 
funcionalidades  de la versión online a una aplicación para dispositivos móviles Android, en 
concreto teléfonos. El objetivo del proyecto es ofrecer a los usuarios web la posibilidad de poder 
subir nuevas imágenes de cámaras de video vigilancia en espacios públicos desde sus teléfonos 
móviles y poder geo-localizarlas en un Google-Maps.
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Abstract
This project was born as a technological need of another with the same name but, solely it was 
represented by its website. In this case what we want it is to extend the functionality of the online 
version to an application for Android mobile devices, specifically phones. The objective of the 
project is to offer web users the possibility of uploading new images of video surveillance cameras 
in public spaces from their mobile phones and to be able to geo-locate them in a Google-Maps.
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1. Introducción.
Como ciudadano de a pie durante estos últimos años, me ha llamado mucho la atención la situación 
nacional de los espacios públicos, enfatizando en los espacios abiertos, ya sean parques, plazas...etc, 
sobre todo en el modo en que los organismos gubernamentales los gestiona y cómo esa gestión nos 
ha afectado en nuestro comportamiento o en la forma de interactuar con el entorno. La verdad es 
que es algo difícil de explicar en un primer momento, ya que, en mi opinión nos han vendido un 
poco la moto, a la hora de reformar o actualizar el espacio público, que supuestamente, está 
dedicado al disfrute y uso de los vecinos del lugar, y que en lugar de eso, lo que han hecho ha sido 
pensar más en la seguridad y el control. En los espacios públicos ya no existe la intimidad, ya no te 
puedes sentar debajo de un árbol con tu pareja o jugar al escondite, porque no hay privacidad, 
aunque siguen existiendo este tipo de lugares en los que perderse dentro de las grandes ciudades, 
son unos pocos los que quedan, así los sistemas de control se pueden especializar en lugares 
concretos, así sucesos ilegales que se pudiesen dar en estos lugares están más centralizados 
haciendo relativamente fácil el control sobre ellos.
La verdad que es una realidad que todo el mundo tiene en la mente, porque ahora las plazas donde 
se reunía la gente, con sus espacios verdes y sus árboles, se ha convertido en un piso de cemento y 
baldosa. Muchas explicaciones se nos pueden venir a la cabeza, algunas más alarmistas que otras, 
pero cierto es que el control es una muy importante, y aunque no lo creamos, en mi opinión, es la 
razón que ha movido a que se hayan reducido las antiguas ágoras a espacios abiertos sin encanto, 
sin sombra y todo por el hecho, en algunos casos, de que fuese una zona peligrosa, o porque los 
correspondientes ayuntamientos vean una forma de negocio el habilitar espacios, que antes fueron 
lugares de juego y reunión, para el alquiler de terrazas o la construcción de aparcamientos privados, 
es decir, el enriquecimiento de las arcas del Estado, un hecho que es bastante dudoso con los 
momentos que vivimos, de crisis económica mundial, países enteros en la bancarrota, planes de 
ajuste, reducción de derechos sociales... etcétera. 
La impresión que ha generado con el paso de los años desde los trágicos acontecimientos de los 
atentados en Nueva York, Londres y Madrid, es un miedo anónimo, un terror disfrazado, invisible, 
que siempre está ahí, y que con esta necesidad de protección, se han tomado medidas enfocadas a la 
pérdida de privilegios, que tal vez no sean importantes en una escala de valores subjetiva, pero que 
afectan en el modo de ver el mundo que te rodea. Una de las medidas enfocadas a satisfacer 
nuestras necesidades como ciudadanos, incluida la de protección, son los sistemas de 
videovigilancia que han proliferado con el paso de los años, haciendo o creyendo hacer, nuestra 
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vida más segura, y es, en estos sistemas en los que este proyecto ha realizado un estudio de por qué 
los necesitamos, cómo son, cómo afectan a nuestras vidas y que implicaciones tecnológicas tienen.
Este proyecto nace como extensión de uno desarrollado en el MediaLab-Prado , llamado Libertad 1
vs. Seguridad como reflexión sobre el papel de la seguridad, y más concretamente de la 
videovigilancia en nuestra sociedad, fue realizado dentro del 2º encuentro inclusiva-net Redes 
digitales y espacio físico, del 3 al 14 de Marzo del 2008. Su objetivo principal fue implementar una 
aplicación web cuya función era la localización de cámaras de videovigilancia en la ciudad de 
Madrid siendo extensible a otros territorios a través de Google Maps , el proyecto venía 2
acompañado de una video-acción desarrollada en la Plaza Mayor de Madrid, una instalación, un 
foro de opinión, un apartado dedicado a los aspectos legales, otro a los sociales, una campaña para 
que destapes tu cámara!! y hasta un álbum de fotos para la luna de miel.
Este proyecto pretende desarrollar la aplicación para Android  que complemente la plataforma web 3
desarrollada para el MediaLab-Prado, ofreciendo a los usuarios una forma más real de localizar 
cámaras de vigilancia a través de sus teléfonos móviles. La aplicación ofrecerá la posibilidad de 
autenticación contra el sistema web, subir fotografías de cámaras realizadas con sus dispositivos y 
localizarlas en un Google Maps, tanto la suyas como las de otros usuarios registrados, formando así 
una red social de posicionamiento de sistemas de control de video en espacios públicos. 
Todo esto estará implantado a través del conocidísimo sistema para dispositivos móviles 
desarrollado por Google, Android. Hemos elegido esta plataforma tanto por su carácter de software 
libre como por su amplio uso como sistema operativo en plataformas móviles haciendo así la 
posibilidad de llegar a más usuarios, ya que, Android está implantado en un gran número de estos 
dispositivos y es el sistema operativo por el que apuestan un gran número de compañías punteras 
del sector.
 Medialab-Prado es un espacio orientado a la producción, investigación y difusión de la cultura digital y del 1
ámbito de confluencia entre arte, ciencia, tecnología y sociedad. http://medialab-prado.es/article/que_es
 Google Maps es el nombre de un servicio gratuito de Google. Es un servidor de aplicaciones de mapas en 2
la Web. Ofrece imágenes de mapas desplazables, así como fotos satelizares del mundo entero e incluso la 
ruta entre diferentes ubicaciones o imágenes a pie de calle. http://es.wikipedia.org/wiki/Google_Maps
 Android es un sistema operativo basado en el núcleo de Linux diseñado originalmente para dispositivos 3
móviles, tales como teléfonos inteligentes, pero que posteriormente se expandió su desarrollo para soportar 
otros dispositivos tales como tablet, reproductores MP3, netbooks, televisores, lectores de e-book e incluso, 
se han llegado a ver en el CES, microondas y lavadoras. http://es.wikipedia.org/wiki/Android
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Este documento explicará de forma extensiva todo lo dicho hasta ahora, comenzando con una 
pequeña reflexión de cómo hemos llegado hasta el punto de grabar el espacio público, quiénes han 
sido los precursores de estas ideas y cómo se han originado, cómo han afectado a nuestras 
sociedades y hasta dónde llegarán todas las medidas tomadas para proteger el estado de bienestar. 
Todo esto desde un punto de vista histórico y en ocasiones algo subjetivo, pero siempre basado en 
hechos reales y documentados, de los que haré referencia en la bibliografía.
Continuaremos con una explicación de las diferentes tecnologías de video vigilancia que existen en 
estos momentos, y finalizaremos este documento, con el desarrollo e implementación de la 
aplicación, pasando por los objetivos de este proyecto. Como es obvio, la parte más extensa será la 
parte de análisis, diseño e implementación en la que desarrollaremos los objetivos de este proyecto 
informático. 
Durante la especificación de requisitos definiremos las funcionalidades necesarias para llevar a cabo 
los objetivos del proyecto. El análisis  contendrá los casos de usos y diagramas de secuencia que se 
requieren en cualquier proyecto informático, y en los que intentaré explicar cómo hemos 
desarrollado los objetivos y singularidades para llevar a cabo la aplicación. En el apartado diseño,  
explicaré el modelo vista-controlador que hemos seguido como base para proporcionar de las 
características requeridas en nuestro proyecto, y en la parte de implementación comentaré cuáles 
han sido las tecnologías y herramientas utilizadas durante la ejecución del proyecto entrando en más 
detalle para explicar las distintas capas que tiene el proyecto. Esta parte, dará paso a la fase de 
pruebas en la que mostraré las distintos tests que hemos realizado para comprobar las 
particularidades definidas en el apartado de requisitos, a través de capturas de pantalla del entorno 
de pruebas que muestren la ejecución de dichas características. Y por último, siguiendo un guión 
típico de cualquier proyecto terminaré con las conclusiones y la bibliografía.
En definitiva, el proyecto tiene dos principios básicos, plantearnos nuestra situación actual con 
respecto a nuestra libertad como individuo dentro del marco social en el que nos encontramos, 
indagando en el posible punto de partida que ha llevado a plantearnos hasta dónde llega nuestra 
libertad y dónde empieza nuestra seguridad, y estableciendo un contexto histórico para reflejar cuál 
ha sido la evolución político-social. Y segundo, como principio tecnológico, como el uso de las 
nuevas tecnologías pues ayudarnos a reflexionar sobre esta situación desde un punto de vista lúdico.
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2. Visión histórica
La polémica entre la Libertad y la Seguridad no es nueva. De hecho, periódicamente aparece con el 
objetivo de plantearnos de nuevo, si estamos dispuestos a sacrificar parte de nuestras libertades por 
el bien de nuestra seguridad. En la última década las sociedades actuales y en mayor medida 
aquellas del mundo desarrollado, han visto cómo sus gobernantes amparados por la oleada de 
atentados internacionales, una reducción de sus libertades como ciudadanos, en beneficio de una 
mayor seguridad. Esta espiral de restricciones ha puesto o pone en peligro la libertad y la privacidad 
de los ciudadanos.
Son este conjunto de estados elegidos para defender nuestras libertades, los que a base de éste 
principio, están recortando la aplicación de las mismas. Ya en el siglo XVII, Thomas Hobbes  habla 4
del origen del Estado de Derecho como un pacto entre los hombres para estar subordinados a un 
gobernante, cuyo deber es el de procurar el bien a sus súbditos y el de él mismo. Es así, como nace 
a partir de ese pacto los distintos tipos de gobiernos que para Hobbes son necesarios para la 
convivencia de la sociedad. 
En su libro Leviatan (1651), Hobbes establece un manual sobre la naturaleza humana y cómo se 
organiza la sociedad, una sociedad que en la actualidad, llevada por la vorágine de los trágicos 
acontecimientos, se ha llegado a calificar en los medios de comunicación como la sociedad del 
miedo. Principio sobre el cual se fundamentan las teorías de Hobbes: miedo y seguridad. Y es el 
miedo lo que ha llevado al conjunto de ciudadanos a renunciar a sus libertades, a cambio, de un 
conjunto de medidas diseñadas para proteger teóricamente nuestro bienestar, siendo los estados los 
heraldos y ejecutores de estas medidas. 
Hobbes define al hombre como un lobo para el hombre, y que es el Estado o Leviatan, como él lo 
llama, el encargado de asegurar la seguridad del individuo dentro de la sociedad. Este Leviatan es 
un ser divino, un Dios, cuyo objetivo es preservar la paz y mantener la seguridad del hombre, y su 
existencia, por lo tanto, proviene de la naturaleza del hombre, que como afirma, es mala, codiciosa, 
brutal, siendo por ello, imprescindible la presencia de un ser superior en el que descanse la gestión 
de los derechos individuales de cada hombre. Esto tiene una similitud relevante con el momento 
 Thomas Hobbes (5 de abril de 1588 – 4 de diciembre de 1679), fue un filósofo inglés, cuya obra Leviatan 4
(1651) estableció la fundación de la mayor parte de la filosofía política occidental. Es el teórico por 
excelencia del absolutismo político. http://es.wikipedia.org/wiki/Thomas_Hobbes
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actual, ya que, las grandes organizaciones internacionales y estados como la ONU  o los Estados 5
Unidos, nuestros Leviatan, implantaron e incitaron, durante la crisis del 11S , a establecer en la 6
Unión Europea y en todo el mundo, el conjunto de leyes y normas, cuyo objetivo, según promulgan, 
es defender nuestras libertades y protegerlas contra el enemigo. Como consecuencia, está plantearse 
si consiguieron o consiguen defender nuestros derechos y libertades o por el contrario los están 
reduciendo drásticamente.
Aunque Hobbes no es considerado el padre del liberalismo moderno, en ese caso tendríamos que 
hablar de Locke  y Montesquieu , sus ideas sobre el miedo y la seguridad, han tomado relevancia 7 8
en la situación actual que vivimos. Por su parte, Locke y Montesquieu resaltan los derechos 
individuales del individuo frente al estado y la separación de los poderes del Estado, los cuales, se 
sostiene en los principios de soberanía popular y legalidad. Dictaminado que el poder no es 
absoluto sino que debe respetar los derechos humanos. Sus obras influyeron en la Declaración de 
Independencia estadounidense (1776) y en la Declaración de los Derechos del hombre y del 
ciudadano francesa (1789). 
Pero los planteamientos políticos de Hobbes son propios del siglo XVII, legitimando la existencia 
de un estado absolutista. La sociedad actual ha avanzado en los últimos siglos lo suficiente como 
para considerar superadas las propuestas políticas basadas en el poder absoluto de un monarca, 
siendo más propio de nuestra época, la democracia, el respeto a los derechos y libertades del 
ciudadano, sin tener que renunciar por ello, a la seguridad. Así, el artículo 3 de la Declaración 
Universal de Derechos Humanos señala: "Todo individuo tiene derecho a la vida, a la libertad y a 
la seguridad de su persona". Por lo que debemos considerar que la libertad y la seguridad van 
 Las Naciones Unidas son una organización de Estados soberanos. Los Estados se afilian voluntariamente 5
a las Naciones Unidas para colaborar en pro de la paz mundial, promover la amistad entre todas las 
naciones y apoyar el progreso económico y social. La Organización nació oficialmente el 24 de octubre de 
1945. http://www.cinu.mx/onu/onu/index.php
 Los atentados del 11 de septiembre de 2001 (comúnmente denominados como 11-S en España y 6
Latinoamérica; 9/11 en el mundo anglosajón), fueron una serie de atentados terroristas suicidas cometidos 
aquel día en los Estados Unidos por miembros de la red yihadista Al Qaeda mediante el secuestro de 
aviones de línea para ser impactados contra varios objetivos y que causaron la muerte a cerca de 3000 
personas y heridas a otras 6000, así como la destrucción del entorno del World Trade Center en Nueva York 
y graves daños en el Pentágono en el Estado de Virginia, siendo el episodio que precedería a la Afganistán 
y a la adopción por el gobierno estadounidense y aliados de la política denominada de Guerra contra el 
terrorismo. http://es.wikipedia.org/wiki/Atentados_del_11_de_septiembre_de_2001
 John Locke (Wrington, 29 de agosto de 1632 - Essex, 28 de octubre de 1704) fue un pensador inglés 7
considerado el padre del empirismo y del liberarismo moderno. http://es.wikipedia.org/wiki/John_Locke
 Charles Louis de Secondat, Señor de la Brède y Barón de Montesquieu (18 de enero de 1689 - 10 de 8
febrero de 1755), fue un cronista y pensador político francés que vivió en la llamada Ilustración. http://
es.wikipedia.org/wiki/Montesquieu
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unidos y que es una irresponsabilidad plantear que debemos renunciar a una para poder disfrutar de 
la otra.
En muchos casos las medidas de seguridad implantadas por el Estado y que llevan como objetivo 
principal la de proteger nuestras libertades, están demandadas por los propios ciudadanos, en 
respuesta a situaciones de peligro, muchas veces generadas por las desigualdades sociales o las 
diferencias políticas. 
Es por ello, que debemos buscar el origen de las sociedad del miedo a mediados del siglo XX. Dos 
de sus precursores, el egipcio Sayyid Qutb  y el americano Leo Strauss , crearán y fomentarán el 9 10
ideario de dos ideologías aparentemente antagónicas pero que basan sus teorías en las mismas ideas, 
el individualismo y el nihilismo moral. Así nacerán dos bandos bien diferenciados culturalmente 
cuyos enfrentamientos impulsarán la radicalización de las políticas gubernamentales, y por 
consiguiente, un recorte en las libertades y derechos de sus ciudadanos. En 1949,  tras la victoria en 
la segunda guerra mundial por parte de Estados Unidos, el maestro Sayvid Qutb se trasladó a la 
llamada tierra prometida para estudiar su sistema educativo. Su viaje le llevó a formular una serie 
de ideas, que son la base político-religiosa de los grupos islamistas radicales de hoy en día.
Lo que Qutb vio, fue una sociedad decadente, entregada al materialismo y el consumismo 
desmedido, colmado de un vacío personal y sin valores morales. Esto le impulsó a volver a Egipto 
con la idea de frenar la influencia estadounidense en la sociedad islámica.  Según él, la moral 
nihilista estadounidense amenazaba el correcto desarrollo de una vida acorde con los preceptos 
del islam y por eso el medio que ideó para prevenir la entrada de este nuevo nihilismo en Egipto fue 
devolver al islam un lugar preeminente en la política de su país. Así pues, el islam entraría en la 
vida política para implantar reformas sociales que mantuvieran un control de libertades sobre los 
ciudadanos, para así poder tener alejadas las ideas americanas, que según él, amenazaban con 
devorar el país e impedían una vida acorde con las normas del Corán. 
 Sayyid Qutb (8 de octubre de 1906 - 29 de agosto de 1966) fue un autor y activista político egipcio y 9
militante musulmán, ligado a los Hermanos Musulmanes, una de las principales entidades fundamentalistas 
islámicas. http://es.wikipedia.org/wiki/Sayyid_Qutb
 Leo Strauss David (Kirchhain, Hesse, Alemania, 20 de septiembre de 1899 - Annapolis, Maryland, 10
Estados Unidos, 18 de octubre de 1973) fue un filósofo y político estadounidense de origen judío. 
Especializado en la filosofía clásica griega, criticó la concepción descriptiva y empírica de la ciencia política, 
y se mostró proclive al iusnaturalismo. Es una figura de gran influencia en el neoconservadurismo surgido 
tras la desmembración de la Unión Soviética, y opuesto tanto al liberalismo moderno como a cualquier tipo 
de relativismo historicista. http://es.wikipedia.org/wiki/Leo_Strauss
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Después de su ejecución por rebeldía, sus ideas se extendieron rápidamente por la sociedad islámica 
más radical, siendo germen de cultivo de los que sería más adelante la Yihad Islámica . Es de 11
reseñar  que entre los miembros de los Hermanos del Islam, una de las principales entidades 
fundamentalistas islámicas al que pertenecía Qutb, se encontraba el egipcio Ayman al-Zawahiri, que 
años más tarde sería amigo y mentor del jefe de uno de los grupos terroristas más importantes del 
mundo y el hombre más buscado del mundo por los servicios de inteligencia norteamericanos, Bin 
Laden .12
Leo Strauss, por su parte, nació en Alemania, se especializó en filosofía clásica griega y es 
considerado el padre del conservadurismo moderno, surgido después de la caída de la Unión 
Soviética. Hijo de comerciantes judíos, emigró a Estados Unidos después de la llegada de los nazis 
al poder en 1938, donde consiguió un puesto de profesor en la Universidad de Chicago en la 
Facultad de Ciencias Sociales. Los grandes ejes del pensamiento de Strauss giran en torno a los 
clásicos, Aristóteles y Platón, y a su compatriota Friedrich Nietzsche, aunque éstos tienen una gran 
influencia en sus ideas, y son la base de su pensamiento, otros como Hobbes, Maquiavelo, Spinoza 
o Maimónides son en los que se basó gran parte de su actividad investigadora y le dieron las ideas 
expuestas en su ensayo The persecution and the art of writing, en el que distingue dos tipos de 
lectura (y escritura), la esotérica y la exotérica. 
En su libro defiende un método de lectura basado en la idea de que los autores clásicos trataban de 
transmitirnos ideas atemporales, y que por lo tanto, su filosofía no dependía del contexto social o 
político que vivían.  Para Strauss está comprensión de los textos clásicos estaba reservada 
exclusivamente a unos pocos, capaces de comprender el verdadero trasfondo del mensaje, y estos 
poseedores de la verdad, estos sabios, son a los que está reservado el derecho a gobernar, ya que 
Strauss al igual que Platón, creían que el ideal político supremo es el gobierno de los sabios, y que 
la mentiras nobles, como las llamaba Platón, son permitidas para llegar a este fin superior.
 El Yihad Islámico Egipcio también llamado, Yihad Islámico o Grupo Yihad y, con más frecuencia, en 11
femenino (Yihad Islámica, etc.), es un grupo terrorista islamista armado cuyos orígenes se remontan a los 
años setenta, de entre efectivos procedentes de los Hermanos Musulmanes. Su objetivo declarado es el de 
derrocar el actual régimen vigente en Egipto instaurando en su lugar un Estado islámico y atacar intereses 
estadounidenses  e israelíes tanto en Egipto como en el extranjero. http://es.wikipedia.org/wiki/
Yihad_Isl%C3%A1mica
 Usāma bin Muhammad bin `Awad bin Lādin (Riad, Arabia Saudita, 10 de marzo de 1957 – Abbottabad, 12
Pakistán, 2 de mayo de 2011), conocido como Osama bin Laden o Usama bin Ladin, fue un terrorista 
yihadista, miembro de la familia bin Laden y conocido mundialmente por ser el fundador de la red terrorista 
Al Qaeda. http://es.wikipedia.org/wiki/Osama_bin_Laden
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Con esto, Strauss establece una jerarquía social formada por tres tipos de individuos: los filósofos, 
los caballeros y los otros. Aquellos que se encontraban en la cúspide de la cadena eran los 
poseedores de la cruda verdad desnuda y sin alteraciones, los únicos capaces de entenderla. Los 
caballeros son amantes del honor y la gloria. Son los más cumplidores de las convenciones de su 
sociedad. Son verdaderos creyentes en Dios, en el honor y en los imperativos morales. Están listos y 
deseosos de acometer actos de gran heroísmo y auto-sacrificio sin previo aviso. Los del tercer tipo, 
la mayoría del vulgo, son amantes de la riqueza y el placer. Son egoístas, holgazanes e indolentes.
Es fácil comprender el drama de Strauss, extremadamente alejado de la modernidad y de sus 
valores. Para él, la justicia, el orden, la estabilidad, el respeto a la autoridad, carecen de sentido 
porque son precisamente estos valores en los que se reconoce el vulgo. En nuestra época, el vulgo 
ha tenido todo aquello a lo que aspiraba en otras épocas, pero, ni siquiera con esto han remediado su 
situación, todo lo contrario, de hecho, hoy están más reducidas que nunca a su papel miserable de 
bestias de carga. Los cuarenta años que pasó Strauss en EEUU no sirvieron para que aceptara los 
valores de la mentalidad de aquel país. En realidad, estaba convencido de que el proceso 
degenerativo de los tiempos modernos estaba más avanzado en EEUU que en cualquier otro lugar y 
que la vida, tal como previera Carl Schmidt, autor estudiado por Strauss durante sus años de 
universidad, se había trivializado. 
La combinación entre democracia formal, economía liberal y trivialización de la vida, terminarían, 
según Schmidt y Strauss, destruyendo la política y convirtiendo la vida en un entretenimiento. En 
realidad, Schmidt y Strauss coinciden en percibir la política como un conflicto entre grupos 
enemigos dispuestos a competir y luchar hasta la muerte. El ser humano, para Strauss, lo es sólo en 
tanto está dispuesto a luchar, vencer, o morir. Y es entonces cuando llegamos a la noción de guerra, 
a su necesidad y a su ineluctabilidad. La guerra sustrae de las comodidades y de la modernidad y, 
finalmente, termina restaurando la condición humana.
De este modo,  Strauss produjo el mismo efecto que Qutb había conseguido en los países árabes: la 
religión se volvía a mezclar con el Estado. Las ideas de Strauss también tendrían largo alcance, ya 
que, pasado el tiempo, serían las que inspirarían a los denominados neoconservadores, 
neocons, estadounidenses, que durante decenios han estado ostentando los poderes político y 
económico de dicho país (Rumsfeld, Cheney, Bush padre) y cuyas ideas se extienden por Europa 
desde la década de los ochenta gracias al gobierno de Margaret Thatcher en Reino Unido. Como 
último apunte, mencionar que Strauss ya pensó en la posibilidad de que la élite del país no 
compartiera el mensaje que transmitía. De hecho, en su opinión, la élite destinada a propagar el 
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mensaje no necesitaba creer en el mensaje: tan sólo debían hacer lo posible para que la ciudadanía 
sí lo creyera, adoptando en público actitudes que dieran esa impresión.
Este panorama de políticas de control y miedo comenzaron a llevarse a cabo a mediados del siglo 
pasado, el enemigo al cual se enfrentaban estos gobiernos era la Unión Soviética. La Guerra Fría  13
fue la consecuencia de esas doctrinas neoconservadoras y que mantuvo a los ciudadanos alerta, 
inculcandoles la idea de que el bloque comunista estaba planeando sumir al mundo en un caos que 
lo haría desangrarse para posteriormente emerger de este caos y dominarlo. Estas medidas fueron 
una caza de brujas, incluso en Estados Unidos, por todo el mundo se sucedieron enfrentamientos 
contra los soviéticos. Es de destacar, el apoyo que Estados Unidos llegó a dar a Afganistán contra 
los soviéticos, quién iba a pensar que años más tarde esto se convertiría en la semilla que generaría 
una guerra. 
Durante este período de enfrentamiento entre los dos bloques claramente antagónicos, el islamismo 
radical extendió sus redes por todo Oriente Medio, promulgando la idea de que Alá debía prevalecer 
por encima del Estado y así, enfrentar al pueblo contra las ideas capitalistas o comunistas 
provenientes de Occidente. Con la caída del muro de Berlín y el consiguiente declive de la URSS, 
se hizo necesario la idea de buscar otro objetivo que mantuviera el miedo en el pueblo y la atención 
alejada de la vida política que llevará a los llamados tecnócratas a mantener su estatus de liderazgo 
y les dejará las manos libres para poder implantar las medidas necesarias con las que pudieran 
controlar aún más la economía del país. 
Milton Friedman miembro de la escuela de Chicago y compañero de Leo Strauss en la Universidad 
de Chicago defendió estas ideas, ya que, según el era necesario una atmósfera de crisis a gran escala 
para que los “verdaderos conocedores de la verdad”, los tecnócratas , pudieran implantar las 14
 Se denomina Guerra Fría al enfrentamiento ideológico que tuvo lugar durante el siglo XX, desde 1945 (fin 13
de la Segunda Guerra Mundial) hasta el fin de la URSS (que ocurrió entre 1989 «Caída del Muro de Berlín» 
y 1991 «golpe de estado en la URSS»), entre los bloques occidental-capitalista liderado por Estados 
Unidos, y oriental-comunista liderado por la Unión Soviética. http://es.wikipedia.org/wiki/
Guerra_Fr%C3%ADa
 El término tecnocracia se deriva de los vocablos griegos tecnos ("técnica") y kratos ("fuerza", "dominio" o 14
"poder"), por tanto, tecnocracia significa literalmente "gobierno de los técnicos". El "técnico que gobierna" es 
por consiguiente un tecnócrata, o más bien lo que se consideraría como que la tecnocracia es el gobierno 
llevado por un técnico o especialista en alguna materia de economía, administración, etcétera; que ejerce su 
cargo público con tendencia a hallar soluciones apegadas a la técnica o técnicamente eficaces por encima 
de otras consideraciones ideológicas, políticas o sociales. El tecnócrata es quien es partidario o implementa 
la tecnocracia. http://es.wikipedia.org/wiki/Tecnocracia_(burocracia)
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medidas necesarias para mantener el sistema económico, aunque estas medidas fueran impopulares 
y abusivas. 
Este nuevo enemigo se encontró en los islamistas radicales, las agencias de seguridad americana 
tras años de reestructuración propagandística hallaron en las organizaciones islámicas el enemigo 
perfecto para provocar un nuevo estado de alerta, bajo el pretexto de la existencia del enemigo 
difuso, una red de células radicales que podían actuar de forma independiente contra el pueblo 
americano y lo que representaba. Las agencias de inteligencia norteamericanas habían descubierto 
la mecha que encendería una oleada de incidentes internacionales a gran escala. 
Por su parte los seguidores de Qutb, que habían ganado adeptos durante la Guerra Fría,  llevaron las 
ideas de éste un poco más allá, redefiniendo el mito existente de que la moral norteamericana iba en 
contra de las tradiciones y forma de vida musulmana. Por ello, difundieron y defendieron la teoría 
de que era el propio pueblo americano el que destruiría el islam e implantaría un modelo de vida 
occidental, totalmente alejado de las costumbres islámicas. Y esto es algo que caló muy hondo por 
todo Oriente Medio, ya que, Estados Unidos empezó a practicar políticas imperialistas allí donde 
los combustibles fósiles eran un recurso natural fácil de encontrar, ya que, a causa del tipo de vida 
norteamericana comenzaron a ser un país muy dependiente del petróleo y todos sus derivados. Con 
esta situación de enfrentamiento entre los dos bandos, que ha llevado a dos guerras, y una crisis 
económica mundial llegamos hasta nuestro días, en los que el enemigo invisible sigue ahí, incluso 
se ha hecho más fuerte. 
Con este panorama, perfecto para las políticas del miedo que se han estado llevando a cabo durante 
la mitad del siglo pasado, ambos bandos aún más se han radicalizado, enfatizando en lo que 
representa el enemigo y a través, de las actuaciones que han realizado, la captura y ejecución de Bin 
Laden o las diversas actuaciones de radicales islámicos en las diferentes revoluciones que se 
produjeron en Oriente Medio durante la primera década de este siglo, los ciudadanos están más 
preocupados por su seguridad que por el trasfondo de las medidas que se han instaurado o se 
intentan mantener vigentes, dependiendo el bando. Este ambiente de inestabilidad ha sido y es, el 
perfecto caldo de cultivo del que hablaba Milton Friedman para dejar a un lado los intereses y 
preocupaciones de los ciudadanos y enfocar todos los esfuerzos en la resolución de leyes que lleven 
como objetivo, un mayor control y asentamiento del sistema socio-político que defienden tanto unos 
como otros.
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Bruce Schneier en Beyond Fear, empleó un término para hacer referencia a todo este conjunto de 
medidas de seguridad que se estaban llevando a cabo como contramedida a los atentados del 11-S, 
teatro del miedo. Cierto es que el objetivo de estas actuaciones es el de mejorar la seguridad de los 
ciudadanos, pero aún más cierto es que a lo mucho que llegan es a proveer de una sensación de 
seguridad, ya que, para un terrorista suicida poco o nada le importa de que haya policías armados o 
no, o que haya miles de cámaras observando sus movimientos, su objetivo es divino y lo llevará a 
cabo sea como fuere, ya que así, según lo que le han inculcado sus hermanos, alcanzará el cielo por 
morir luchando contra los pecadores. Y es por estas causas tan “loables”, que todas esas medidas 
implantadas para prevenir interfieren en las actividades normales de los ciudadanos, limitando sus 
movimientos y sometiendo a constantes violaciones de su privacidad.
Y la conclusión de esto, es que es más fácil tener a policías y militares vigilando espacios públicos,  
lanzando un mensaje de miedo a la población, dando a entender a los ciudadanos que así están más 
protegidos y gastando miles de millones del dinero de los contribuyentes, que realizar planes de 
educación que tengan como mensaje la compresión de las distintas culturas, que realizar campañas 
de integración tanto de unos como de otros, que se integren a la mujer completamente en la vida del 
hombre, que la vida política esté totalmente integrada en la vida pública, que se escuche la voz de 
todos, en definitiva, que haya democracia y libertad a partes iguales y sin tapujos. Pero como 
siempre, lo fácil está a la orden del día, y los resultados mandan en las elecciones y por tanto nos 
vale más lo rápido e inmediato, que lo largo y constante, el hombre sigue siendo un depredador.
2.1. La sociedad digital bajo vigilancia
Los avances tecnológicos producidos durante el pasado siglo y principios del actual han aumentado 
de forma exponencial con el objetivo primario de hacernos la vida más fácil y amena. Lo que 
sucede es que estos avances al servicio del Estado han producido un mayor control sobre los 
ciudadanos y han proporcionado un sin fin de herramientas a las fuerzas y cuerpos del Estado, 
permitiendo almacenar y compartir información sobre cualquier individuo. Así pues, los guardianes 
de nuestra seguridad tienen al alcance de la mano, en cualquier instante y desde cualquier lugar, 
toda la información necesaria para actuar contra cualquier hecho que se considera punible o vaya en 
contra de las normativas sociales.
En este contexto actual, en el que todo queda grabado y archivado, en el que la maquinaria 
tecnológica está al servicio del control del individuo, florece más aún la idea del establecimiento de 
un sistema perfectamente vigilado donde todo es, en todo momento, controlado por los vigilantes, 
teniendo consecuencias en nuestra conducta y aspiraciones, ya que, estos podrían ser usados en 
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nuestra contra para beneficio del prójimo o del controlador. Esta idea de la que he hecho mención, 
fue desarrollada a finales del siglo XVIII por el británico Jeremy Bentham, quienes mucho 
consideran el padre de la vigilancia moderna. Bentham diseñó un sistema carcelario basado en un 
conjunto de normas coercitivas concebido para evitar las malas acciones pero no para penalizarlas, 
lo denominó panóptico. Su nombre, mezcla de dos raíces griegas (pan que significa «todo» y -
optikós que significa «visión») evoca una cárcel en la que se vigilaría todo y en la que la certeza de 
ello provoque una vigilancia de uno mismo eliminando las acciones no permitidas para eludir así 
los castigos. El modelo tuvo grandes detractores pero aún así tuvo un gran éxito, que se vio 
aumentado con la aplicación del sistema a la industria como método para controlar a los obreros. 
En la actualidad, el sistema se ha ido implantando poco a poco, a lo largo del siglo pasado, en las 
calles, y se ha fortalecido gracias a la incorporación de las nuevas tecnologías a los cuerpos de 
seguridad, y aunque el motivo de estas medidas sea la seguridad y protección de la ciudadanía y del 
Estado de derecho, no es grotesco pensar que el exceso control sobre el libre albedrío condiciona 
nuestras acciones, ya sean para bien o para mal, y suponiendo que el objetivo de éste control es 
limitar o erradicar cualquier hecho que no cumpla las leyes regentes, lo que nos genera es un estado 
de alerta constante, ya sea, para denunciar o ser denunciado de un posible suceso legal o ilegal, o 
para ser usado en beneficio o prejuicio propio.
La sociedad de control
La sociedad digital en la que vivimos hace que para mantener el orden se deba recurrir a un férreo 
control de los ciudadanos. La sociedad digital, participativa y libre, se convierte entonces en la 
sociedad de control. De la amplia libertad de creación y comunicación que permite la tecnología 
digital pasamos a la vigilancia extensiva de los ciudadanos, que es posible gracias a esa misma 
tecnología. El binomio sociedad digital y vigilancia hacen posible el tránsito a la sociedad de 
control, entendiendo como tal una sociedad no asamblearia como la actual, sino una sociedad 
totalitaria en la que un reducido número de personas impone medidas y conductas al resto y en la 
que esta imposición es posible debido a un estricto control de lo que los ciudadanos pueden hacer 
de forma individual.
La clave está en el uso que hacemos de las nuevas tecnologías, en cómo se articula su regulación y 
sus posibilidades, ya que, abren un mundo de posibilidades con respecto a la información que de 
ellas obtienen la sociedades actuales. Tradicionalmente, la jerarquía informativa ha sido piramidal y 
centralizada en los poderes político y económico, y aunque estos intentan mantener un control 
férreo sobre el flujo de ésta, las posibilidades que Internet ofrece al mundo lo hacen muy dudoso. 
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Asimismo, mediante este control pretenden recuperar el poder que las nuevas tecnologías de la 
información les han arrebatado. No hay que pasar por alto en este análisis que toda arquitectura de 
la información sostiene una arquitectura de poder. Las formas, que los gobiernos actuales establecen  
para intentar controlar a sus ciudadanos están basada en lo que hemos venido explicando y que ya 
hemos comentado, la sociedad del miedo. Estableciendo enemigos difusos tanto dentro como fuera 
de los Estados con el objetivo de desestabilizar y atentar contra el estado del bienestar que nos han 
vendido, así se implantan en los ciudadanos actitudes nacionalistas que permitan a los partidos 
políticos gobernar y legislar de forma que nadie cuestione sus actos.
Los espacios digitales y de información en la red atentan directamente contra la intenciones que los 
dirigentes gubernamentales tienen para controlar la información que sus ciudadanos consumen. 
Estos nuevos foros permiten la posibilidad de hablar abiertamente y de intercambiar opiniones 
sobre cualquier tema de forma anónima, sin que se produzca un control sobre de lo que se habla, 
haciendo que los partidos políticos pierdan su papel de dirección y timón social. Los partidos 
políticos han perdido su leitmotiv  porque la gente ha dejado de buscarlos como solución, por eso 15
el desapego social a los mismos es creciente. Las personas han comenzado a buscar a las personas.
La sociedad de control presenta, en consecuencia, muchos problemas, y el primero de ellos es su 
gran déficit democrático. La sociedad de control se sustenta en el poder coercitivo de la vigilancia y 
necesita dichas imposiciones coercitivas para subsistir. Allí donde la sociedad parlamentaria y 
asamblearia posee protocolos en los que todas las partes llegan a un acuerdo (unas elecciones 
democráticas son un protocolo de gobierno), la sociedad de control tiene controles, y un control es 
siempre una imposición de una parte a la otra (como la imposibilidad de mantener la intimidad de 
tus comunicaciones). La sociedad de control es incapaz de defender la democracia porque no nace 
de ideales democráticos, sino impositivos, y por ello, para evitarla, es necesaria la interposición de 
protocolos, acuerdos sociales que limiten estas acciones y mantengan nuestra sociedad dentro de los 
límites que requiere toda sociedad libre.
 Un Leitmotiv es una herramienta artística que, unida a un contenido determinado, se utiliza de forma 15
recurrente a lo largo de la obra de arte terminada. Tiene su origen en la música, más concretamente en la 
ópera, pero ha sido ampliado a muchos otros campos, tanto artísticos como sociales o económicos (entre 
ellos el marketing). http://es.wikipedia.org/wiki/Leitmotiv
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3. Tecnología de control
En este apartado explicaré en detalle aquellos sistemas físicos y tecnológicos que se utilizan para 
controlar y vigilar a la sociedad. Con el abaratamiento de la tecnología, el uso de estos dispositivos 
ha proliferado en nuestro país: cámaras de circuito cerrado, RFID, análisis de datos en internet y 
sistemas sonoros, son elementos que pertenecen a nuestro día a día desde hace algunos años.
A partir de los atentados de Nueva York y posteriormente los de Londres y Madrid, sentimos que no 
estamos seguros, por lo tanto tenemos miedo, y ese sentimiento nos hace creer que aunque 
perdamos algunas libertades todo es por nuestra seguridad. La inseguridad que se respira en el 
ambiente, o mejor que nos hacen respirar y en consecuencia hacemos que se respire, crea una serie 
de condiciones propicias para la pérdida de libertades.
Desde que los gobiernos anunciaron la lucha internacional contra el terrorismo las cosas han 
cambiado mucho. El ciudadano entiende que hay que realizar sacrificios para poder vivir tranquilo, 
sin atentados y sin “malos” circulando por las calles. Entre estos sacrificios, se encuentra la 
colocación de cámaras de circuito cerrado (cctv) que invaden el espacio público, y que cada vez 
proliferan a mayor velocidad y sin un verdadero control.
Cada día que salimos a la calle dejamos nuestras imágenes grabadas en cientos de cámaras. A veces 
somos conscientes de ello, pero la mayor parte del tiempo ni siquiera sabemos dónde están situadas. 
Pero existen otros muchos dispositivos físicos que se están implementando actualmente como: los 
RFID,  en tarjetas de crédito, DNI, Pasaporte, etc. Los cuales guardan información personal y se 16
pueden leer a distancia sin que el propietario de los datos sea consciente de ello, también existen  
dispositivos de sonido, el llamado “mosquito”  que aunque en España todavía no ha sido 17
implementado, en países vecinos como Reino Unido ya se utilizan para controlar reuniones de 
 RFID (siglas de Radio Frequency IDentification, en español identificación por radiofrecuencia) es un 16
sistema de almacenamiento y recuperación de datos remoto que usa dispositivos denominados etiquetas, 
tarjetas, transpondedores o tags RFID. El propósito fundamental de la tecnología RFID es transmitir la 
identidad de un objeto (similar a un número de serie único) mediante ondas de radio. Las tecnologías RFID 
se agrupan dentro de las denominadas Auto ID (automatic identification, o identificación automática). http://
es.wikipedia.org/wiki/RFID
 La alarma del mosquito es un dispositivo electrónico, usado para solucionar problemas en la calle, que 17
emite un sonido molesto con una señal de alta frecuencia. La última versión del dispositivo, puesta en 
marcha en 2008, tiene configuraciones de dos frecuencias, una de aproximadamente 17.4 kHz, que 
generalmente sólo pueden oír personas menos de 25 años, y otra de 8 kHz que puede ser oída por la 
mayoría de la gente. http://en.wikipedia.org/wiki/The_Mosquito
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jóvenes en las calles, estos dispositivos trabajan en una frecuencia que sólo afecta a personas con 
edades inferiores a 25 años.
Dentro de la tecnología, uno de los mayores avances en comunicación de nuestra sociedad es 
internet, en ella nuestros datos personales circulan sin un cuidado adecuado por parte de los 
usuarios, lo que propicia prácticas que violan nuestra privacidad, ya que, son usados para campañas 
de marketing o publicidad. Estos datos pueden ser vendidos sin nuestro consentimiento como 
veremos más adelante. En este medio también existe otro tipos de datos como puede ser nuestra IP, 
es decir, el identificador de nuestra conexión a internet.
3.1. Cámaras de videovigilancia (cctv)
Los datos de 2011 apuntan nítidamente a una conclusión: la videovigilancia es un fenómeno que 
sigue imparable. Todos los datos disponibles apuntan a esta conclusión. Los ficheros de 
videovigilancia inscritos en el RGPD en 2011 han duplicado a los de 2010, alcanzando una cifra 
total de 97. 328. El 98,1% de ellos son de titularidad privada y sólo el 1,9% de titularidad pública.
El comercio sigue ocupando el primer lugar de los sectores que han declarado ficheros de 
videovigilancia, seguido del turismo y la hostelería y de las comunidades de propietarios, que se 
alzan a la tercera posición, desplazando a la cuarta a los ficheros relacionados con la sanidad.
La instalación de videocámaras y el tratamiento de los datos obtenidos mediante éstas, se 
encuentran regulados dependiendo de si la videovigilancia se lleva a cabo por instituciones públicas 
o privadas.
3.1.1. Videovigilancia privada
La videovigilancia privada está regulada a través de una instrucción publicada en el BOE en el año 
2006, la instrucción 1/2006 de 8 de noviembre de 2006, de la Agencia Española de Protección de 
Datos sobre el tratamiento de datos personales con fines de vigilancia a través de sistemas de 
cámaras o videocámaras, es destacable de mencionar el comentario que la AEPD‑  hace al respecto 18
de éstas: Las entidades privadas que instalen videocámaras no tendrán tanto poder como las 
 La Agencia Española de Protección de Datos (AEPD), creada en 1993, es la entidad de control 18
encargada de velar por el cumplimiento de la Ley Orgánica de Protección de Datos de Carácter Personal en 
España. Tiene su sede en Madrid y su ámbito de actuación se extiende al conjunto de España. http://
es.wikipedia.org/wiki/AEPD
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instituciones públicas. La normativa en vigor prevé que la instalación de videocámaras tenga lugar 
sólo cuando no sea asumible, por coste o por dificultad, vigilar un espacio mediante otro sistema.
3.1.2. Video vigilancia pública
Estos derechos constitucionales se han visto pisoteados desde la redacción misma de la ley que 
regula la videovigilancia por parte de las fuerzas de seguridad públicas, que considera que:
“las imágenes y sonidos captados, reproducidos y tratados mediante estos sistemas no serán 
considerados intromisiones ilegítimas en el derecho al honor, la intimidad personal, familiar ni el 
derecho a la imagen”.
Las zonas videovigiladas deberán estar debidamente señalizadas («ZONA VIDEOVIGILADA») 
con una nota que incluya información de contacto sobre el responsable de las grabaciones, por si 
fuera necesario comunicarse con él en caso de que se considerará invadida nuestra intimidad. Las 
grabaciones no podrán nunca recoger imágenes de zonas públicas y estarán sometidas a la LOPD .19
3.1.3. Opinión de la ciudadanía sobre videovigilancia. (Datos del CIS)
En cuanto a las cámaras de videovigilancia, el 73% de la población española se muestra a favor de 
su colocación. De ellos, el 71,1% la apoyan porque proporciona más seguridad, el 18,6% porque 
permite la identificación de los delincuentes y el 11,6% porque evita delitos. En contra de la 
instalación de cámaras se posiciona el 9,5%. El motivo fundamental para posicionarse en contra es 
la pérdida de intimidad con un 78,7%.
El lugar donde parece mal (28,7%) o muy mal (9,6%) la instalación de cámaras es el lugar de 
trabajo, pero le parece bienal 30,7% y muy bien al 15,4%. El 45,6% ve muy bien y el 49,4% ve bien 
la instalación de cámaras en bancos. La instalación de cámaras en guarderías y colegios le parece 
bien al 51,5% y muy bien al 29,3%. Le parece mal o muy mal al 8,5% y al 2,1% respectivamente. 
El 46,6% afirma saber que es obligatorio solicitar autorización para la instalación de estas cámaras. 
El 4,5% dice que no es obligatorio y el 48,7% “no sabe” si es obligatorio solicitar esa autorización. 
 La Ley Orgánica 15/1999 de 13 de diciembre de Protección de Datos de Carácter Personal, (LOPD), es 19
una Ley Orgánica española que tiene por objeto garantizar y proteger, en lo que concierne al tratamiento de 
los datos personales, las libertades públicas y los derechos fundamentales de las personas físicas, y 
especialmente de su honor, intimidad y privacidad personal y familiar. http://es.wikipedia.org/wiki/LOPD
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El 73,2% se muestra a favor de que se controle la difusión de imágenes grabadas por cámaras de 
videovigilancia que se emiten por televisión o Internet y el 14,2% se muestra en contra.
3.2. RDIF
RFID (siglas de Radio Frequency IDentification, en español identificación por radiofrecuencia) es 
un sistema de almacenamiento y recuperación de datos remoto que usa dispositivos denominados 
etiquetas, transpondedores o tags RFID. El propósito fundamental de la tecnología RFID es 
transmitir la identidad de un objeto (similar a un número de serie único) mediante ondas de radio. 
Las tecnologías RFID se agrupan dentro de las denominadas Auto ID (automatic identification, o 
identificación automática).
Al margen de Internet, uno de las más graves peligros para la protección de nuestra vida privada es 
la generalización del “chip rfid”. El propósito fundamental de la tecnología RFID es transmitir la 
identidad de un objeto (similar a un número de serie único) mediante ondas de radio. Cada vez son 
más frecuentes los dispositivos que incorporan este tipo de tecnología, por ejemplo, documentos de 
identidad, pasaportes, los billetes de metro, tarjetas para “fichar” en el trabajo.
¿Cuál es el peligro? En primer lugar, los chips pueden almacenar mucha información sobre nosotros 
a la que la gran mayoría de ciudadanos no tendrían acceso. De esta forma, se ha denunciado que 
nuestro pasaporte podría llevar incorporado información tal como tus “antecedentes policiales” o 
afiliación política. También, y a diferencia de las tarjetas de banda magnética o códigos de barra en 
las que el usuario tiene que realizar una acción ex profeso para que se produzca la comunicación 
entre la tarjeta y el dispositivo lector (por ejemplo, introducir la tarjeta en el cajero automático, en el 
torno de entrada al metro...), este tipo de chips al utilizar radiofrecuencia, se comunican sin 
necesidad de dar nuestro consentimiento.
Esto permitirá, por ejemplo, que en un futuro muy próximo desaparezcan tanto los códigos de 
barras como las empleadas encargadas de las cajas en los grandes comercios.Los consumidores 
cargaremos en nuestro carro las mercancías y al terminar, un lector reconocerá todas nuestras 
compras, sumará el precio y sólo tendremos que pagar para que la máquina nos franquee el paso a 
la salida.
Igual que el supermercado nos leerá todos los chips de los productos, podrá leer el chip que 
llevamos incorporado en nuestra tarjeta de crédito, pasaporte, tarjeta de metro o tarjeta del trabajo. 
Y no sólo el supermercado, sino que nos será imposible conocer cuándo y dónde son leídos los 
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chips que deberemos llevar necesariamente con nosotros y el uso que se hace de esa información. 
Lógicamente, esto dependerá del alcance de la radiofrecuencia. El límite a su potencia debería estar 
perfectamente reglado y vigilado por las autoridades públicas para evitar este tipo de abusos.
Carlos Martínez
Rebelión20
3.3. Mosquito Device
La alarma del mosquito es un dispositivo electrónico, usado para solucionar problemas en la calle, 
que emite un sonido molesto de alta frecuencia. La última versión del dispositivo, puesta en marcha 
en 2008, tiene configuraciones de dos frecuencias, una de aproximadamente 17.4 kHz, que 
generalmente sólo pueden oír personas menores de 25 años, y otra de 8 kHz que puede ser oída por 
la mayoría de la gente.
Aunque en España todavía no se está usando en ningún sentido, es un dispositivo que se utiliza en 
países como Reino Unido para disolver reuniones de jóvenes en las calles. Creo necesario incluirlo 
ya que en nuestro país los dispositivos se van implantando poco a poco tomando modelos como 
Estados Unidos o Reino Unido, y ya hay artistas sonoros aquí, que trabajan sobre él.
Entrevista sobre el mosquito y sus efectos21
CHIU LONGINA ENTREVISTADO POR MERITXELL MARTÍNEZ I PAUNÉ
-¿Es realmente sólo audible por los menores de 30 años? ¿Podrían crearse, a la inversa, ultrasonidos 
sólo audibles por mayores de 30?
Algunas personas mayores de 30 años también lo escuchan, depende de la calidad con la que 
estamos construidos los seres humanos, y me explico. La presbiacusia, (un término médico muy 
poco conocido), es la pérdida de la audición gradual en la mayoría de las personas según van 
envejeciendo, un trastorno común asociado al paso del tiempo (como la aparición de arrugas en la 
piel). Esta pérdida es generalmente mayor para los sonidos de tono alto, para los agudos, así que a 
medida que avanzamos hacia la vejez dejaremos de escuchar las frecuencias más altas reduciendo el 
espectro de escucha en, aproximadamente, un 40%. La causa más común de este problema, 
inherente a la naturaleza humana, tiene que ver con los cambios que se producen en el oído interno 
 http://www.rebelion.org/noticias/conocimiento_libre/2009/3/todos-fichados-8304420
 http://www.lamalla.cat/joves/actualitat/article?id=19591921
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(las células envejecen y reducen su eficiencia para procesar sonidos extremos). Quizás sea necesario 
aclarar que el ser humano es capaz, por lo general, de escuchar un rango de frecuencia que va de los 
20 a los 20.000 hertzios, pero después de los 25 años de edad este rango superior se ve reducido 
bajando a los 16.000Hz -aproximadamente- así que si leemos la ficha técnica del dispositivo 
“Mosquito” nos daremos cuenta de que emite un pitido discontinuo de 17.500Hz a una presión 
acústica importante, y este es el motivo por el que la mayoría de los mayores de 30 años no lo 
escuchan y los menores si lo hacen, pero insisto, es una cuestión relativa a la salud y calidad de 
construcción de los seres humanos.
Respecto a la segunda pregunta, es evidente, después de lo que hemos visto, que no pueden crearse 
ultrasonidos dirigidos exclusivamente a los adultos. Se trata de una cuestión fisiológica asociada a 
la edad cronológica. Lo que sí puede hacerse (y de hecho se hace) es enviar mensajes de audio 
dirigidos a estos adultos como, por ejemplo, un anuncio publicitario en la radio, un consejo de 
compra en un supermercado o un aviso en un aeropuerto apelando a nuestra responsabilidad como 
padres. Parecen evidencias pero es importante que lo hagamos consciente para darnos cuenta de que 
a través de emisiones de audio, se puede condicionar nuestro comportamiento (de este tema 
hablamos cuando abordemos el tema de las tecnologías de control social con sonido, más abajo).
-¿Es dañino para el organismo? ¿Tiene consecuencias psicológicas? ¿Reversibles?
No se conocen los efectos sobre la salud de los que lo escuchan, sobre todo porque no existen 
dispositivos validados por el método científico (medicina legal) que permitan medir este tipo de 
efectos secundarios. Me refiero a lo que muchos adolescentes han descrito después de ser 
bombardeados con este tipo de frecuencias, esto es: dolor de cabeza, malestar general, desasosiego, 
tristeza, desarme del ego u opresión en el pecho. En la medicina alopática (la occidental, para 
entendernos), no existen medidores que puedan demostrar el nivel de estos efectos sobre la salud y 
por lo tanto apenas ofrece herramientas que un juez pueda aceptar para formalizar una denuncia o 
una sentencia en contra del dispositivo. No existen “dolorímetros”, “tristezómetros”, 
“desasosiegómetros”, etc. Es por ello que es difícil medir el nivel de daño y las consecuencias 
psicológicas, al menos demostrar legalmente que existen y que son dañinas, y por lo tanto, punibles.
Estos dispositivos son en realidad sistemas modernos de tortura (con sonido), en ocasiones mucho 
más efectivos que golpear o hacer sufrir de hambre, por poner un ejemplo. Logran la desintegración 
psicológica en pocas horas y el gran problema, como veíamos, es que resulta sumamente difícil de 
documentar, ya que estas “técnicas” no dejan marcas visibles en la superficie carnosa del cuerpo. Su  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objetivo cínico es que su efecto resulte imperceptible, hace unos días leía en algún blog de la red 
una frase muy adecuada al respecto “[...] el pérfido enemigo de la libertad no debería presentar 
prueba de la evidencia de la agresión legitimada”.
-En Internet hay una página donde puede oírse y no parece tan molesto como se dice. ¿Puede llegar 
a ser insoportable permanecer en un espacio abierto donde sea emitido por altavoces? ¿Se puede 
neutralizar con tapones o auriculares?
No se puede comparar el sonido que podemos escuchar en internet, con nuestros cascos o altavoces 
multimedia, con el que emite el dispositivo. Su altavoz (vamos a llamarle Tweeter, un sistema 
especializado en emitir frecuencias altas), consigue niveles de pureza y rendimiento muy superiores 
a los de un sistema hi-fi casero, sobre todo en relación a la presión acústica a la que es emitido ese 
pitido molesto e inaudible, que en algunas ocasiones es bastante superior a los 80 decibelios. Para 
hacernos una idea de lo molesto que puede llegar a ser, sólo tenemos que imaginarnos poniendo 
nuestra oreja en una caja de alarma (esas cajas de color rojo que vemos en los bancos y edificios 
públicos que de vez en cuando suenan por error) o escuchar la alarma de un coche muy cerca de él. 
Estos ejemplos son ciertamente exagerados, pero el dispositivo funciona en realidad cansando el 
oído de los adolescentes, provocándoles un deseo de ir a otro lugar para dejar de soportar esa 
“mosca cojonera” constante, ese sonido “no aparentemente dañino” pero pesado y acuciante que 
induce deseos de dejar de soportarlo, así es como funciona. Obviamente es relativamente fácil de 
neutralizar, con un protector de oídos sencillo, por ejemplo, tapándose los oídos con fuerza o 
utilizando unos sencillos tapones de espuma o silicona, así de sencillo, pero la problemática y 
cuestión de fondo es otra de las que hablaremos a continuación.
-¿Qué consecuencias sociales tiene ahuyentar a los jóvenes de determinados espacios para prevenir 
conductas catalogadas de vandálicas, como el botellón o los graffitti?
El objetivo de estos aparatos es dispersar a los jóvenes de sus lugares habituales de reunión 
(botellón, plazas públicas, exterior de centros comerciales, etc.), pero la cuestión de fondo, la otra 
lectura, es que estos dispositivos demonizan a los adolescentes, simbolizan el malestar en el seno de 
nuestra sociedad y promocionan el “miedo y el odio” a los jóvenes creando una peligrosa y 
creciente brecha entre jóvenes y adultos. Shami Chakrabarti, del grupo de derechos humanos 
Liberty, una de las organizaciones más activas contra este dispositivos en Gran Bretaña, ha 
comentado algo que nos abre los ojos: “[...] Imagínese el clamor si se introduce un dispositivo que 
cause malestar general a las personas de una raza concreta o género, en lugar de a nuestros hijos”, y 
esa es la cuestión a analizar. Vendidos políticamente como dispositivos para la seguridad (excusa 
ideológica y teórica), en realidad lo que esconden es un deseo de ejercer control social y dominio 
 33
sobre la ciudadanía; ese es su objetivo específico, solucionar un problema que genera malestar 
social cuya solución pasa, como mínimo, por el análisis del problema de fondo que esconde, que no 
es otro que una falta de educación y dedicación a la juventud. Se ataca directamente al síntoma, 
pero no a la etiología del problema.
3.4. Documentos de Identificación.
Definición : Un carné de identidad, documento nacional de identidad (DNI), o cédula de identidad 22
es un documento emitido por una autoridad administrativa competente para permitir la 
identificación personal de los ciudadanos.
No todos los países emiten documentos de identidad, aunque la extensión de la práctica acompañó 
el establecimiento de sistemas nacionales de registro de la población y la elaboración de los medios 
de control administrativo del Estado. La posesión de un documento de identidad es obligatoria en la 
mayoría de los países hispanos, mientras que es rara en los que poseen un sistema jurídico basado 
en el derecho anglosajón.
3.5. Escáner de inspección por rayos x.
Quizá de todos los dispositivos usados para controlar, el escáner de rayos x es el que lleva más 
tiempo implantado en España. Hemos pasado nuestros bolsos miles de veces en diversas 
circunstancias y lugares, para después pasar por un arco de detección de metales tras la inspección 
por parte de un agente de seguridad de nuestros enseres personales. La evolución de estos escáneres 
son aquellos que pueden desnudarnos completamente para ver si debajo de la ropa llevamos un 
arma o objeto peligroso. Escáneres que ya están en prueba en algún aeropuerto europeo como el de 
Schipol (Amsterdam), generan una imagen en blanco y negro del cuerpo desnudo del viajero, que 
permite a los servicios de seguridad comprobar si transporta, por ejemplo, armas o droga bajo su 
ropa. Pero, al mismo tiempo, ofrecen una instantánea de toda la anatomía del pasajero.
3.6. Datos.
Según la Agencia de Protección de datos los principios que rigen los derechos y la privacidad de los 
datos son los siguientes.
 http://es.wikipedia.org/wiki/Documento_de_identidad22
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3.6.1 Principios de protección de datos personales.
Los datos recogidos serán adecuados, pertinentes y no excesivos atendiendo a la finalidad para la 
que han sido recabados. Los datos de carácter personal:
- No podrán usarse para finalidades incompatibles para las que fueron recogidos.
- Serán exactos y puestos al día.
- Serán cancelados cuando dejen de ser necesarios y cuando no sean exactos o estén incompletos.
- Salvo que se mantengan para valores históricos, científicos estadísticos, una vez que dejen de ser 
útiles para la función requerida no podrán ser conservados.
- No se podrán recoger los datos por medios fraudulentos, desleales o ilícitos.
3.6.2 Consentimiento del afectado.
El tratamiento de los datos de carácter personal requerirá el consentimiento inequívoco del 
afectado. No será necesario en los siguientes casos:
- Cuando se recojan para el ejercicio de funciones propias de la Administración Pública en el 
ámbito de sus competencias.
- Cuando sean necesarios para la realización de un contrato o precontrato.
- Cuando se necesiten para proteger un interés vital en relación a la gestión sanitaria en su conjunto.
- Cuando se recojan de fuentes accesibles al público.
- En estos casos, y en tanto que una ley no disponga lo contrario, el afectado podrá oponerse al 
tratamiento, siempre que existan motivos fundados y legítimos relativos a una determinada 
situación personal.
3.6.3 Seguridad de datos.
El responsable del fichero y el encargado del tratamiento adoptará las medidas de índole técnica y 
organizativas necesarias que garanticen la seguridad de los datos de carácter personal y eviten su 
alteración, pérdida, tratamiento o acceso no autorizado.
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3.6.4 Deber de secreto.
Cualquier persona que intervenga en el tratamiento de datos de carácter personal está obligado al 
secreto profesional. Dicho secreto deberá guardarse incluso después de haber finalizado su relación 
con el titular del fichero.
3.6.5 Comunicación de los datos.
Los datos de carácter personal objeto del tratamiento, sólo podrán ser comunicados a un tercero 
para fines directamente relacionados con las funciones legítimas del cedente y del cesionario, 
mediante previo consentimiento del interesado.
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4. Objetivos.
Este proyecto persigue dos objetivos claros, el desarrollo de una aplicación para Android que 
extienda la funcionalidad el sistema web desarrollado por ++sensor  para el MediaLab Prado y 23
situar al usuario en una situación de reflexión ante el uso que se hace de los sistemas de 
videovigilancia en espacios públicos. Estos dos principios generadores se complementan el uno al 
otro, el desarrollo de la aplicación viene precedido por una posición de reflexión sobre la finalidad 
de los sistema de videovigilancia instalados en espacios públicos.
4.1. La idea.
Como he venido explicando a lo largo de este documento, el nacimiento del proyecto desarrollado 
en MediaLab Prado tiene una base histórico-política innegable que insta a que los usuarios de la 
misma, se planteen un posicionamiento en contra o a favor del uso y situación, que como medida 
gubernamental, se ha hecho y se hace de los sistemas de videovigilancia.
La idea fundamental que impulsa la ejecución de este proyecto, es la de acercar a los usuarios de la 
plataforma web, el uso de la misma en cualquier momento a través de la aplicación para Android 
que se ha desarrollado. La necesidad de poder denunciar y posicionar cámaras de videovigilancia en 
espacios públicos es el motor ideológico, que unido a un activismo social forman las bases donde se 
sustenta la ejecución del proyecto.
4.2 La tecnología.
Como objetivo tecnológico se definió el uso del software libre para la implementación del proyecto 
tanto en la plataforma web como para su cliente móvil. Para dispositivos móviles se ha usado 
Android que implementa que el cliente que sirva de mediador entre los usuarios y la plataforma 
web, ofreciendo la posibilidad de subir cámaras de videovigilancia en cualquier momento. En 
cuanto a la plataforma web, se decidió Wordpress por su fácil instalación y el gran número de 
plugins que existen y que amplían su funcionalidad. 
La decisión de usar software libre viene definida por la propia naturaleza del proyecto, la libertad. 
También hay una parte educativa en esta decisión, ya que, el ámbito en que se presenta el proyecto 
es universitario. Este entorno nos lleva a pensar que todo proyecto informático debería ser, al igual 
 ++sensor es una plataforma audiovisual y netlabel que desarrolla proyectos musicales, fotografía, video e 23
intervenciones artísticas. addSensor es la unión de 3 sensores (M.Lastra, Daoun y Angel Galán) en busca 
de manifestaciones de energía.http://www.addsensor.com 
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que el software libre, usado, distribuido y modificado libremente por todo aquel individuo que 
quiera o desee hacer uso del mismo. En palabras de un gran defensor de estas ideas, el señor 
Richard Stallman :24
“Todos los usuarios de ordenadores deben insistir en que el software sea libre: el software libre 
otorga a los usuarios la libertad de controlar sus propios ordenadores; con el software privativo, en 
cambio, el programa hace lo que el propietario o el programador quiere que haga, no lo que el 
usuario desea. El software libre también le da a los usuarios la libertad de cooperar unos con otros 
y llevar una vida honrada. Estas razones se aplican tanto a las escuelas como a cualquier persona, 
aunque el propósito de este artículo es plantear los motivos adicionales que interesan 
específicamente a la educación.”
“Software Libre” se refiere a la libertad de los usuarios para ejecutar, copiar, distribuir, estudiar, 
cambiar y mejorar el software. De modo más preciso, se refiere a cuatro libertades de los usuarios 
del software: 
• La libertad de usar el programa, con cualquier propósito. 
• La libertad de estudiar cómo funciona el programa, y adaptarlo a tus necesidades. 
• La libertad de distribuir copias. 
• La libertad de mejorar el programa y hacer públicas las mejoras a los demás, de modo que 
toda la comunidad se beneficie. El acceso al código fuente es un requisito. 
Un programa es software libre si los usuarios tienen todas estas libertades. Así pues, deberías tener 
la libertad de distribuir copias, sean con o sin modificaciones,  gratis o cobrando una cantidad por la 
distribución, a cualquiera y cualquier lugar. El ser libre de hacer significa (entre otras cosas) que no 
tienes que pedir o pagar permisos.
También deberías tener la libertad de hacer modificaciones y utilizarlas de manera privada en tu 
trabajo u ocio, sin ni siquiera tener que anunciar que dichas modificaciones existen. Si publicas tus 
cambios, no tienes por qué avisar a nadie ni de ninguna manera en particular.
La libertad para usar un programa significa la libertad para cualquier persona u organización de 
usarlo en cualquier tipo de sistema informático, para cualquier clase de trabajo, y sin tener 
 Richard Matthew Stallman (nacido en Manhattan, Nueva York, 16 de marzo de 1953), con frecuencia 24
abreviado como «rms», es un programador estadounidense y fundador del movimiento por el software libre 
en el mundo.Entre sus logros destacados como programador se incluye la realización del editor de texto 
GNU Emacs, el compilador GCC, y el depurador GDB, bajo la rúbrica del Proyecto GNU. Sin embargo, es 
principalmente conocido por el establecimiento de un marco de referencia moral, político y legal para el 
movimiento del software libre, como una alternativa al desarrollo y distribución del software no libre o 
propietario. Es también inventor del concepto de copyleft (aunque no del término), un método para licenciar 
software de tal forma que su uso y modificación permanezcan siempre libres y queden en la comunidad de 
usuarios y desarrolladores.
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obligación de comunicárselo al desarrollador o a alguna otra entidad específica. La libertad de 
distribuir copias debe incluir tanto las formas binarias o ejecutables del programa, como su código 
fuente, sean versiones modificadas o sin modificar (distribuir programas de modo ejecutable es 
necesario para que los sistemas operativos libres sean fáciles de instalar). No es un inconveniente, si 
no hay manera de producir un binario o ejecutable de un programa concreto (ya que algunos 
lenguajes no tienen esta capacidad), pero debes tener la libertad de distribuir estos formatos en el 
caso que se puedan generar. Para que las libertades de hacer modificaciones y de publicar versiones 
mejoradas tengan sentido, debes tener acceso al código fuente del programa. Por lo tanto, la 
posibilidad de acceder al código fuente es una condición necesaria para el software libre. Para que 
estas libertades sean reales, deben ser irrevocables mientras no hagas nada incorrecto; si el 
desarrollador del software tiene el poder de revocar la licencia aunque no le hayas dado motivos, el 
software no es libre. Son aceptables, sin embargo, ciertos tipos de reglas sobre la manera de 
distribuir software libre, mientras no entren en conflicto con las libertades centrales. Cuando se 
redistribuya un programa, no se pueden agregar restricciones para denegar a otras personas las 
libertades centrales. Esta regla no entra en conflicto con las libertades centrales, sino que más bien 
las protege. Así pues, quizás hayas pagado para obtener copias de software GNU, o tal vez las hayas 
obtenido sin ningún costo. Pero independientemente de cómo hayas conseguido tus copias, siempre 
tienes la libertad de copiar y modificar el software, e incluso de vender copias. “Software libre” no 
significa “no comercial”. Un programa libre debe estar disponible para uso comercial, desarrollo 
comercial y distribución comercial. El desarrollo comercial del software libre ha dejado de ser 
inusual; el software comercial libre es muy importante. Es aceptable que haya reglas acerca de 
cómo empaquetar una versión modificada, siempre que no bloqueen a consecuencia de ello tu 
libertad de publicar versiones modificadas. Reglas como “Si haces disponible el programa de esta 
manera, debes hacerlo disponible también de esta otra” pueden ser igualmente aceptables, bajo la 
misma condición. (Observa que una regla así todavía te deja decidir si publicar o no el programa). 
También es aceptable que la licencia requiera que, si has distribuido una versión modificada y el 
desarrollador anterior te pide una copia de ella, debas enviársela. 
Cuando se habla de software libre, es mejor evitar términos como: “regalar” o “gratis”, porque esos 
términos implican que lo importante es el precio, y no la libertad. Para decidir si una licencia de 
software concreto es una licencia de software libre, lo juzgamos basándonos en estos criterios para 
determinar si tanto su espíritu como su letra en particular, los cumplen. Si una licencia incluye 
restricciones contrarias a nuestra ética, la rechazamos, aún cuando no hubiéramos previsto el 
problema en estos criterios. El Software Libre es también conocido como Free Software y entra 
dentro de la familia del software de fuentes abiertas (Open Source) poniendo énfasis en ofrecer 
libertades en vez de poner restricciones. Cuando se usa el término “código abierto” (Open source), 
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se hace hincapié en ventajas técnicas, como seguridad o rendimiento, fruto de la disponibilidad del 
código para inspección, mientras que con el término “Software libre” (free software) se quiere 
destacar que estos programas no están completamente controlados por un fabricante. Lo opuesto a 
“abierto” es obviamente “cerrado”, o “privado”. Téngase en cuenta que muchos programas abiertos 
son a la vez comerciales, así que no confunda “abierto” con “no comercial”. Tampoco se ha puesto 
casi ningún programa abierto en el llamado “dominio público”, de modo que tampoco será 
conveniente usar ese término. No es lo mismo. 
En conclusión, después de este pequeño resumen de que significa para nosotros “Software Libre” y 
cuales son sus repercusiones a nivel educativo y por ende social. Creemos que queda claro que la 
decisión de haber usado este tipo de software para la ejecución del proyecto, va más allá del puro 
hecho funcional y que tiene más relación con nuestra forma de ver la sociedad y en definitiva, el 
mundo. 
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5. Especificación de requisitos.
5.1. Introducción.
A partir de éste apartado empezaremos a describir las funcionalidades necesarias que tendrá la 
aplicación para llevar a cabo los objetivos del proyecto.
5.1.1 Propósito.
El propósito de la especificación de requisitos, es definir cuales son los requerimientos que debe 
tener la aplicación que se va a desarrollar y describir la funcionalidad del usuario a lo largo de ella. 
5.1.2. Ámbito.
El desarrollo de la aplicación ofrece la posibilidad a los usuarios, ya registrados en el sitio web, de 
poder subir cámaras de videovigilancia en espacios públicos y poder visualizarlas de un modo 
localizado en un Google-Maps, todo ello desde sus dispositivos móviles. Usando el modelo cliente-
servidor, nos enfocaremos en realizar un cliente para un dispositivo móvil en Android, pero también 
deberemos implementar alguna funcionalidad en la parte del servidor.
5.2. Descripción general.
A continuación se realizará la descripción general del sistema desarrollado con sus funciones, 
características del usuario, restricciones, supuestos y dependencias. También se expondrá una 
especificación detallada de los requisitos detectados.
5.2.1. Perspectiva del producto.
La aplicación desarrollada pretende dar las funcionalidades que tendrían los usuarios registrados 
desde un navegador web, extrapolándolas a un dispositivo móvil en Android. La aplicación en 
Android se podrá obtener desde los servidores de aplicación que ofrece la plataforma de Android 
para la descarga de aplicaciones, en este caso, Play Store .25
 https://play.google.com/store/apps25
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5.2.2. Funciones del producto.
A continuación se muestran las funciones que conforman la aplicación, desde que el usuario se 
autentifica hasta que sale de la aplicación:
Usuario anónimo
- Autenticación: Al arrancar la aplicación se muestra una pantalla de login, en la que el usuario 
podrá autenticarse contra el servidor web para poder subir imágenes nuevas de cámaras a su 
cuenta.
- Guardar usuario y password: La aplicación ofrece la posibilidad de guardar las credenciales en 
una base de datos privada de tipo hash , para luego poder recuperarlas sin necesidad de tener que 26
volver a introducir el password.
Usuario registrado
- Salir: En esta vista, se ofrece la posibilidad de desconectarse del servidor y apagar la aplicación.
- Upload: Esta opción lanzará otra vista que nos mostrará el formulario de subida necesarios para 
registrar una nueva cámara con sus datos de geoposición.
Usuario registrado: formulario de subida de imágenes
- Buscar imágenes: Nos da la posibilidad de buscar imágenes en nuestra galería de imágenes 
almacenada en nuestro dispositivo móvil.
- Subir imagen: Una vez elegida la imagen que queremos subir, y rellenado las partes necesarias del 
formulario, con este botón podremos subir la imagen al servidor.
5.2.3. Características del usuario.
Se puede diferencia entre dos tipos de usuarios, los registrados y los no registrados. Todos los 
usuarios se registrarán a través del servidor web, en la url http://cameramap.addsensor.com.
- Usuarios no registrados: Estos podrán arrancar la aplicación y acceder a la vista de login.
- Usuarios registrados: Además de acceder a la vista de login, podrán subir cámaras y ver qué 
cámaras hay alrededor del punto geográfico en el que se encuentra su dispositivo móvil.
 https://en.wikipedia.org/wiki/Hash_function26
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5.2.4. Restricciones generales.
Todos los usuarios deberán tener un dispositivo móvil con Android con una versión mayor o igual a 
la 5.1, una cuenta de Google para poder descargar la aplicación desde el Play Store y tener instalada 
la aplicación. Además es necesario que los teléfonos móviles tengan acceso a internet.
5.2.5. Supuestos y dependencias.
En la parte del servidor, deberá estar instalado y configurado un Wordpress a partir de la versión 
4.7, en la que viene integrada la WP-API. En el caso de que no se pueda tener esta versión, se 
deberá instalar como plugin la versión 2 de la WP-API. Es también necesario la instalación del 
plugin de Wordpress Geo-Mashup, que nos ayudará a realizar búsquedas de cámaras ya subidas.
Con esto tendríamos los requisitos externos para el correcto funcionamiento de la aplicación en 
Android, pero aún habría que instalar otro plugin que hemos desarrollado específicamente para 
nuestro propósito. Este plugin está subido en un repositorio de código libre llamado Github  en la 27
dirección web https://github.com/ki0/cameramap_wp_custom_rest_endpoint.
5.3. Requerimientos específicos.
5.3.1 Requerimientos funcionales.
5.3.1.1. Autenticación de usuarios.
La aplicación debe permitir la autenticación de los usuarios que se instalen la aplicación en su 
teléfono móvil contra el Wordpress instalado en el servidor web y sólo será satisfactoria para todos 
aquellos que estén registrados en el mismo. A través de la WP-API de Wordpress se realizará la 
petición HTTP para realizar la autenticación. También deberá permitir que los usuarios puedan 
guardar sus credenciales dentro del dispositivo móvil para un posterior uso.
5.3.1.2. Creación de contenido.
La aplicación debe ser capaz de subir las imágenes que los usuarios seleccionen previamente desde 
la galería de sus teléfonos móviles al servidor web a través de la WP-API de Wordpress. Aparte de 
las imágenes, la aplicación tiene que ofrecer la posibilidad de que el usuario puede seleccionar el 
tipo de cámara que quiere subir, de introducir la localización geográfica por medio de la dirección 
postal y de añadir un comentario de la misma.
 https://github.com/27
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La subida de cámaras desde la aplicación quedarán reflejas como “post” en el lado del Wordpress, y 
cada “post” tendrá la geolocalización de la cámara para ser mostrada en un Google-Maps, el 
contenido de ese “post” será el tipo de cámara, la dirección postal y el respectivo comentario, todo 
esto será seleccionado por el usuario registrado y subido desde su dispositivo móvil.
5.3.1.3. Visualización del contenido.
En el dispositivo móvil, el usuario verá todas las cámaras subidas en un radio de dos kilómetros a la 
redonda con respecto a la posición geográfica del dispositivo móvil en un Google Maps. También 
debe ser capaz de que al subir una nueva cámara se visualice en un Google Maps en la posición 
geográfica añadida por el mismo y que se muestre todas las cámaras añadidas por él y por otros 
usuarios en el radio descrito anteriormente en el mismo Google Maps.
5.3.2. Requisitos no funcionales.
5.3.2.1. Interfaces de usuario.
La aplicación Android tiene que ofrecer, al menos, 4 vistas:
- Vista de autenticación: será la que vean todos los usuarios al arrancar la aplicación, y sólo, 
los usuarios con cuenta en el Wordpress del servidor podrán autenticarse satisfactoriamente.
- Vista de Google-Maps: los usuarios una vez autenticados accederán a esta vista que 
mostrará la posición geográfica actual del dispositivo y si existieran cámaras alrededor de dicho 
punto geográfico, también las mostrará.
- Vista formulario: Solo se podrá acceder a esta vista desde la anteriormente mencionada y 
dará la posibilidad de rellenar los campos necesarios para la creación de una nueva cámara.
- Vista galería: Desde la vista formulario se permitirá acceder a la galería de imágenes del 
dispositivo para la búsqueda de la imagen  de una nueva cámara.
5.3.2.2. Interfaces hardware.
El hardware necesario para correr la aplicación será cualquier teléfono móvil con el sistema 
operativo Android a partir de la versión 5.1 conocida como “Lollipop”.
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5.3.2.3. Interfaces software.
La aplicación en Android accede a un servidor web con Wordpress para verificar la autenticación 
del usuario y para obtener las cámaras ya creadas o añadir nuevas. La aplicación necesitará la API  28
(Application programming interface o Interfaz de aplicación programable en castellano) de 
Wordpress accesible desde Internet. Ésta muestra una interfaz HTTP para realizar todas la 
operaciones que se ofrecen desde la interfaz web, además las operaciones que realice la aplicación 
deberán ir autenticadas con un usuario registrado y su correspondiente password. Utilizaremos dos 
plugins oficiales de Wordpress:
- Basic Authentication: que ofrece la funcionalidad para autenticarse como usuario y 
password a través de la API de Wordpress.
- Geo-Mashup: que añade la funcionalidad de posicionamiento geográfico de los “post” y la 
integración de éstos con Google-Maps, además de con otros proveedores de mapas.
También hemos añadido un nuevo “endpoint” a la API que ofrece una interfaz HTTP para obtener 
el listado de posts ya creados en el radio de un punto geográfico dado.
5.3.2.4. Interfaces de comunicación.
Toda la comunicación de la aplicación con el servidor web se realizará a través del protocolo HTTP 
mediante conexiones TCP/IP y por medio de datos en formato JSON . La comunicación desde el 29
dispositivo podrá ser a través de redes WIFI  o redes 3G/4G.30
 https://en.wikipedia.org/wiki/Application_programming_interface28
 https://en.wikipedia.org/wiki/JSON29
 https://en.wikipedia.org/wiki/Wi-Fi30
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6. Análisis.
6.1. Introducción.
Para entender mejor todas las funciones de la aplicación y su interacción con el servidor web a 
través de la API, hemos realizado los correspondientes casos de uso y diagramas de secuencia. A 
continuación vamos a detallar brevemente las características de la aplicación en base a estos 
diagramas.
El usuario será el actor que lleva a cabo todas las funciones que tiene la aplicación, para ello 
interactuará con diferentes clases que vamos a pasar a explicar. “Login” en esta clase, se realiza la 
autenticación con el servidor web, si el usuario se ha autenticado anteriormente de forma correcta, 
la aplicación auto-completará el password del usuario introducido. La clase “Login” usa otra clase, 
“CameraAPI”, que tiene todos los métodos necesarios para la comunicación con la API.
Una vez hecha la autenticación correctamente, se cargará una nueva vista que gestiona y visualiza el 
objeto GoogleMaps. En esta vista, a través de las funciones de la API de Android se obtendrá la 
posición geográfica de dispositivo móvil y, a partir de este punto se realizará una llamada al 
servidor web para obtener todas los “posts” de Wordpress que estén geográficamente en un radio de 
dos kilómetros. Esta última funcionalidad se obtiene a través de un “custom endpoint”  de la API de 
Wordpress que se ha implementado específicamente. 
La funcionalidad principal es la realizada por la clase “Form”, esta clase muestra un formulario para 
poder añadir nuevos “post” o cámaras al servidor web por medio de llamadas HTTP y en formato 
JSON. El proceso normal para añadir un nuevo objeto al Wordpress sería rellenar el formulario con 
los campos correspondientes, el campo Dirección e Imagen son obligatorios, y pulsar el botón 
“Upload”. Esto lo que hace es una serie de peticiones HTTP, todas ellas autenticadas con el usuario 
y password que hemos introducido desde en la clase “Login”. En concreto, se realizan tres 
llamadas, al igual que la clase Login esta clase utiliza los métodos implementados por la clase 
“CameraAPI”:
1. Crear post: en esta petición crearemos el “post” correspondiente para la nueva cámara y 
recogeremos el correspondiente identificador o id del nuevo objeto creado que nos devuelve el 
servidor web al realizar la petición en un objeto JSON, que tendremos que recorrer para capturarlo.
2. Crear media: en esta petición crearemos un nuevo elemento de tipo media, en este caso 
una imagen jpg/jpeg y también nos quedaremos con su id.
3. Update post: Con los id del post y de la imagen creadas en los pasos anteriores, 
actualizaremos el post enlazándolo con la nueva imagen a través de sus respectivos ids.
 47
6.2. Casos de uso.
Los diagramas de casos de uso nos permiten diferenciar los actores que interactúan con nuestra 
aplicación, las relaciones entre ellos y las acciones que puede realizar cada uno dentro del sistema. 
Este tipo de diagramas son fácilmente comprensibles tanto por clientes como por usuarios. 
Representan los requisitos funcionales del sistema y se utilizan como base para un desarrollo 
iteractivo e incremental. Los diagramas de casos de uso tienen tres elementos:
- Actores: Son los usuarios del sistema (figura 1). Un actor puede ser una persona, un 
conjunto de personas, un sistema hardware o un sistema software. Los actores representan un rol, 
que puede desempeñar alguien que necesita intercambiar información con el sistema. 
- Casos de uso: Un caso de uso describe una forma concreta de utilizar parte de la 
funcionalidad de un sistema. La colección de todos los casos de uso describe toda la funcionalidad 
del sistema. (figura 2)
- Comunicación entre actores y casos de uso: Cada actor ejecuta un número específico de 
casos de uso en la aplicación. Por eso decimos que hay comunicación entre actores y casos de uso.
6.2.1. Actores.
Figura 1. Actores
Los usuarios son todas aquellas personas que se instalen la aplicación en su teléfono móvil a través 
del Play Store de Google. Los usuarios registrados son todos aquellos que tengan una cuenta creada 
en el Wordpress.
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6.2.2. Casos de uso del usuario.
Figura 2. Casos de uso del usuario.
Este es el usuario que aún no se ha identificado contra el sistema, por lo tanto, sus acciones son muy 
limitadas. Solamente, sería capaz de acceder a la vista de autenticación, aunque como hemos dicho 
necesitaría una cuenta en el servidor web para poder autenticarse satisfactoriamente.
6.3.3. Casos de uso del usuario registrado.
Figura 3. Casos de uso del usuario registrado.
Este usuario podrá crear nuevas cámaras, buscar en la galería del teléfono móvil la imagen de la 
cámara que desee seleccionar, visualizar su posición geográfica y un conjunto de cámaras ya 
añadidas con respecto a dicha posición, y por supuesto, salir de la aplicación.
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6.2. Diagramas de secuencia.
A  continuación  se  muestran  varios  ejemplos  de  interacción  con  el  sistema  representado,  
mediante  unos  diagramas  de  secuencia  que  reflejan  a  nivel  de  ejecución  los  pasos  que  
sigue  la  aplicación  para  llevar a cabo las acciones indicadas en el apartado anterior. 
• Autenticación de usuario.
Figura 4. Diagrama de secuencia para la autenticación de un usuario.
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• Obtener cámaras.
Figura 5. Diagrama de secuencia para mostrar cámaras en un Google Maps.
• Crear cámara.
Figura 6. Diagrama de secuencia para crear una nueva cámara. 
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• Cerrar aplicación.
Figura 7. Diagrama de secuencia para cerrar la aplicación.
• Consultar galería de imágenes.
Figura 8. Diagrama de secuencia para consular la galería de imágenes.
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7. Diseño.
Para la implementación de las funcionalidades que hemos explicado en los apartados anteriores 
seguiremos el modelo vista-controlador, separando la vista y el controlador en el cliente y el modelo 
en el servidor web con WordPress.
7.1. Vista.
Corresponde a la parte de la interfaz de usuario que muestra la aplicación y que Android separa en 
ficheros XML. Estos ficheros definen la posición y el estilo de los componentes en la pantalla del 
dispositivo durante el uso que los usuarios hacen del software. La vista es el punto de entrada de la 
integración del usuario con las funcionalidad descritas. Por otra parte, gracias a que Android tiene el 
modelo integrado en su framework de desarrollo, la modificación de cualquier parte de la vista no 
afecta a la lógica desarrollada.
Según como Android especifica el diseño de la interfaz, cada vista tiene asociado un fichero XML, 
para cada tipo de dispositivo existirá un fichero que defina las características de cada componente 
dependiendo del tipo de pantalla del dispositivo, en concreto, del tamaño de la misma y del estilo de 
los objetos que formar la interfaz que se quiera aplicar en cada tipo de dispositivo. En el siguiente 
diagrama se muestra de manera sencilla las diferentes vistas por las que puede viajar el usuario. 
 
Figura 9. Conjunto de vistas que forman la interfaz de usuario.
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7.2. Controlador.
Esta parte engloba todo lo que es la lógica de la aplicación y que es necesaria para implementar las 
funcionalidades definidas. Esta parte, está implementada en dos lenguajes JAVA y PHP. La parte de 
JAVA es en la que esta codificada la aplicación para Android y en PHP, la funcionalidad que hemos 
añadido a la API de WordPress para interactuar con el plugin GeoMashup, nos ofrece la posibilidad 
de obtener los “post” con su posición geográfica.
En la parte de JAVA, lo que hemos hecho es implementar un cliente para la mencionada API de 
WordPress y así, tener a nuestro alcance las funcionalidades básicas del mismo, ésta nos da la 
posibilidad de autenticarnos contra el servidor web que almacena los usuarios registrados. También 
nos da un “endpoint” HTTP contra el que atacar todas la funciones relacionadas con añadir, borrar y 
modificar entradas en el gestor de contenidos. Aún teniendo todas éstas opciones, WordPress no 
ofrece la posibilidad de añadir entradas con una localización geográfica en un GoogleMaps. Ésta 
característica la conseguimos a través del plugin GeoMashup, el cual nos da la opción de poder 
añadir entradas con una latitud y longitud que obtendremos del dispositivo, haciendo que podamos 
ver las entradas añadidas por los usuarios en un mapa.
La parte del cliente es la más compleja porque es la que alberga la mayoría de las características. 
Hemos hablado de las comunicaciones que realiza la aplicación con el servidor web a través del 
cliente desarrollado, y que serán la base de dónde se extraiga la información, pero también existen 
otras interacciones importantes que pasamos a explicar. La aplicación también interactúa con otras 
API, como por ejemplo las de Google, en concreto la de GoogleMaps. A través de ella obtenemos el 
objeto “map” que nos servirá para poder mostrar un mapa y poder añadir “markers” en el mismo, 
los cuales serán nuestras entradas en el WordPress. Con esto y las funcionalidad que ofrecen las 
librerías de localización de Google, podremos obtener la posición de nuestro dispositivo móvil y 
visualizarla en un mapa.
Cabe mencionar que nuestra aplicación también hace uso de funcionalidades propias de los 
dispositivos móviles como es la galería de imágenes. Mediante ésta, los usuarios podrán buscar la 
imágenes realizadas de cámaras de videovigilancia y poder añadirlas como adjuntos a las entradas 
que quieran publicar en el gestor de contenidos. 
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Todas las operaciones relacionadas que se hagan contra la interfaz HTTP se han agrupado en una 
misma clase, que podremos instanciar desde cualquier parte de nuestra lógica y tener a nuestro 
alcance todas las operaciones implementadas necesarias para llevar a cabo los objetivos del 
proyecto. Las operaciones del protocolo HTTP que hemos utilizado se resumen en dos, de tipo GET 
y POST, con las primeras nuestro objetivo es traernos información desde el servidor web y con las 
segundas, lo contrario, su propósito es subir información al servidor web. 
Ya que nos encontramos en un entorno para dispositivos móviles, todas nuestra operaciones vía 
Internet deben de ser ligeras y rápidas, ya que nuestro ancho de banda y volumen es limitado, en 
muchos casos, dependiendo del operador de telefonía móvil que tengamos, ya que, en muchas 
ocasiones o en casi todas usaremos la aplicación sin una conexión WIFI. Es por todo esto que el 
formato de información que hemos elegido para el intercambio de datos entre nuestra aplicación de 
Android y nuestro servidor web será JSON, que nos ofrece una forma  sencilla de organizar y 
extraer la información con la que interactúan cliente y servidor, y que está ampliamente extendida 
por muchas compañías en Internet. Es el formato de datos que recomienda la API de WordPress 
pero también existen otros, aunque siempre fué nuestra primera opción.
  
En la parte del PHP, la interfaz REST  de WordPress tiene un “endpoint” por defecto al que atacar 31
todas las funcionalidades  que se pueden realizar desde la interfaz web, pero además te ofrece la 
posibilidad de añadir tus propios “endpoints” extendiendo así las características de la misma. Con 
esto, lo que hemos hecho es implementar lo que llaman un “custom endpoint”, cuya función es la de 
devolver todas las entradas que existen en el gestor de contenido, en un radio de dos kilómetros, a 
partir de una latitud y longitud dadas. Esto lo conseguimos llamando a la API de PHP que tiene el 
plugin GeoMashup, y te da una interfaz de programación para interactuar con el contenido añadido 
por los distintos usuarios.
 https://en.wikipedia.org/wiki/Representational_state_transfer31
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7.3. Modelo.
El modelo viene a definir cuál es el comportamiento e información del dominio de la aplicación, es 
decir, el qué y el cómo están almacenados nuestros datos. Toda esta parte está implementada por 
WordPress, ya que, es nuestro gestor de contenido y servidor web. Como es una herramienta de 
terceros, no entraré en detalle de como hemos diseñado el modelo de los datos, ya que eso es de 
dominio público, pero para que tengamos una idea, aquí podemos ver el diagrama entidad-relación 
que usar WordPress para sus datos.
Figura 10. Modelo entidad-relación de WordPress. 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8. Implementación.
8.1. Tecnologías utilizadas.
8.1.1. Android
Android  es un sistema operativo inicialmente pensado para teléfonos móviles, al igual que iOS, 32
Symbian y Blackberry OS. Lo que lo hace diferente es que está basado en Linux, con un núcleo del 
sistema operativo libre, gratuito y multiplataforma.
El sistema permite programar aplicaciones sobre una variación de la máquina virtual de JAVA 
llamada Dalvik. El sistema operativo proporciona todas las interfaces necesarias para desarrollar 
aplicaciones que accedan a las funciones del teléfono (como el GPS, las llamadas, la agenda, etc.) 
de una forma muy sencilla y en un lenguaje de programación muy conocido como es JAVA.
Figura 11. Arquitectura del sistema operativo Android.
 https://www.android.com/32
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Esta sencillez, junto a la existencia de herramientas de programación gratuitas, hacen que una de las 
cosas más importantes de este sistema operativo sea la cantidad de aplicaciones disponibles que 
extienden. Una de las mejores características de este sistema operativo es que es completamente 
libre. Es decir, ni para programar en este sistema ni para incluirlo en un teléfono hay que pagar 
nada. Y esto lo hace muy popular entre fabricantes y desarrolladores, ya que, los costes para lanzar 
un teléfono o una aplicación son muy bajos.
Cualquiera puede bajarse el código fuente, inspeccionarlo, compilarlo e incluso cambiarlo. Esto da 
una seguridad a los usuarios, ya que algo que es abierto permite detectar fallos más rápidamente. Y 
también a los fabricantes, pues pueden adaptar mejor el sistema operativo a los terminales. 
Por todas estas razones, se decidió implementar el cliente con esta plataforma, ya que como hemos 
dicho, es un entorno de código libre y usado por la gran mayoría de la población mundial, 
permitiéndonos llegar a más gente y haciendo que cualquiera pueda participar en el desarrollo de la 
aplicación.
8.1.1.1 Historia
En octubre de 2003, en la localidad de Palo Alto, Andy Rubin, Rich Miner, Chris White y Nick 
Sears fundan Android Inc. con el objetivo de desarrollar un sistema operativo para móviles basado 
en Linux. Rubin se había dado cuenta de que la gran fragmentación del mercado hacía imposible 
que la tecnología evolucionara rápidamente en el sector de los dispositivos móviles. Por lo tanto 
decidió plantear la idea de un sistema operativo para móviles que fuera de código abierto, adaptable 
a cualquier hardware, pero que ofreciera un entorno de desarrollo único que permitiera crear 
aplicaciones para el sistema operativo y que pudieran correr en cualquier hardware que lo soportara.
Rubin ya tenía varios inversionistas de riesgo dispuestos a invertir en el proyecto Android, pero 
había otro proyecto similar llamado Symbian que también corría sobre Linux. Por lo tanto se 
aproximó a Google para ofrecerles exclusividad en las búsquedas realizadas desde los móviles con 
Android a cambio de que Google expresara su apoyo público a la plataforma. Después de que 
Rubin le hiciera la presentación a Larry Page en el 2005, éste recibió una oferta de compra de parte 
de Google por $50 millones, y la dirección del departamento de la compañía, que se encargaría del 
desarrollo de la plataforma para móviles .33
Hasta noviembre de 2007 sólo hubo rumores, pero en esa fecha se lanzó la Open Handset Alliance, 
que agrupaba a muchos fabricantes de teléfonos móviles, chipsets y Google, y se proporcionó la 
primera versión de Android, junto con el SDK para que los programadores empezaran a crear sus 
aplicaciones para este sistema.
 https://www.wired.com/2008/06/ff-android/?currentPage=all33
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Aunque los inicios fueran un poco lentos, debido a que se lanzó antes el sistema operativo que el 
primer móvil, rápidamente se ha colocado como el sistema operativo de móviles más vendido del 
mundo, situación que se alcanzó en el último trimestre de 2010.
8.1.2. Wordpress
Wordpress  es un sistema de gestión de contenido o CMS ( por sus siglas en inglés, Content 34
Management System) para crear sitios Web, está desarrollado en el lenguaje PHP, puede ejecutarse 
en entornos con MySQL y Apache, y su código esta bajo licencia GPL. Gracias a su flexibilidad y el 
hecho de que es un software de código abierto, se ha transformado en una de las herramientas más 
poderosas y fácil de utilizar para crear páginas web. Posiblemente, las causas de su éxito estén 
relacionadas a dos factores, la estética y la usabilidad. Generar sitios web con Wordpress es bastante 
fácil y rápido por cualquier tipo de usuario, no es necesario tener altos conocimientos en 
Informática, y su uso es sencillo, ya que, ofrece una gran cantidad de herramientas para poder 
configurar el sitio web al gusto del usuario. Esto lo consigue haciendo una separación del diseño y 
el contenido. El diseño se encuadra en el uso de temas, que son un conjunto de CSS y XHTML, que 
configuran la parte visual y pública de nuestro sitio web y que puedes hacer tú mismo o descargarte 
cualquiera de los que muestra Wordpress. También existen números sitios en Internet que ofrecen 
los suyos propios. Una de las formas de ordenar el contenido y fijar un diseño para tu web, son los 
“widget”, que son pequeños bloques de información que te ofrecen la posibilidades de actualizar el 
diseño de tu sitio de forma usable.
Figura 12. Captura de pantalla de la sección para los widgets de Wordpress. 
 https://es.wordpress.org/34
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Otro de los componentes de Wordpress son los “plugins”, estos aumentan la funcionalidad, 
capacidad y posibilidad, tanto de la parte del diseño como de la del contenido, ya que pueden 
mejoran cosas como la seguridad, SEO, marketing… etc.
El contenido se divide en “posts” y “pages”,  son la base de la información que tendrá nuestra 
página web y la gran diferencia entre unos y otros, es que los posts pueden recibir comentarios y las 
pages no ofrecen esa opción, haciendo que unos sean más dinámicos que otros. 
Para crear nuevos posts o páginas, o configurar nuestro tema, añadir nuevos widgets o plugins, se 
hace desde el panel de administración que ofrece Wordpress para la gestión del contenido.
Figura 13. Captura de pantalla del escritorio de WordPress.
1. Es la ventana principal del Escritorio en donde podremos ver un resumen de las entradas 
publicadas, los comentarios recientes, noticias del mundo de WordPress, escribir un post rápido y 
mucho más. Podemos manejar las cosas que aparecen aquí, yendo a la parte superior donde dice 
“Opciones de Pantalla”.
2. Actualizaciones. Todo lo que tenga que ver con actualizar WordPress, temas y plugins podremos 
hacerlo aquí.
3. Entradas. Aquí es donde agregamos y editamos las nuevas entradas (o posts).
4. Medios. Agregar una nueva imagen, documento o incluso video.
5. Páginas. Esta sección se usa para crear páginas más estáticas y que no tienen fecha de 
publicación como los posts. Son muy usadas para crear sitios corporativos, empresariales o de 
venta.
6. Comentarios. Maneja la sección de comentarios incluyendo edición, aprobación, spam y 
papelera.
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7. En la imagen puedes ver que dice “Genesis”, este es el tema que estamos usando en esta 
instalación de WordPress. Ahí aparecerán las opciones del tema que estemos usando para poder 
modificar aspectos de diseño, tipografía, estructura y mucho más.
8. Apariencia. Aquí podemos editar e instalar nuevos temas, modificar el código o CSS para 
mejorar el diseño, cambiar el encabezado y fondo de tu sitio. También está la sección de Widgets.
9. Plugins. Instalar nuevos plugins, revisar los que ya tenemos instalados, eliminar los que no 
necesitemos o también podemos editar el código, si fuera necesario.
10. Usuarios. Agregar nuevos usuarios, editar tu perfil y administrar los diferentes perfiles de las 
personas que tienen acceso a tu sitio.
11. Herramientas. Consultar las herramientas disponibles (algunas vienen con plugins) y también 
importar o exportar configuraciones de temas o documentos de otras plataformas como Blogger, 
LiveJournal, WordPress.com o Tumblr.
12. Ajustes. Configuración básica del sitio, de escritura, lectura, comentarios, medios y enlaces 
permanentes.
Como podemos ver, el escritorio o Dashboard de WordPress nos ofrece la posibilidad de configurar 
nuestro sitio web sin la necesidad de ser un usuario experto en configuración y diseños de sitios 
web.
Con todos estas características y muchas más que aparecen con cada nueva versión, nos decidimos 
a usar esta opción como nuestro servidor Web para que el cliente Android pudiera añadir nuevas 
cámaras como posts, y tuviéramos una manera fácil de poder gestionar el contenidos que se subía 
desde nuestro cliente. Para poder implementar esta funcionalidad usamos una nueva característica 
de Wordpress que en la última versión ya está instalada en el núcleo, pero que antes se añadía como 
plugin, WP-API .35
8.1.2.1. Historia
Wordpress nace como sucesor del, ya, desaparecido CMS, b2/cafelog, fue fundado por Matt 
Mullenweg a principios de 2004. Todas las versiones lanzadas tienen el nombre en clave de músicos 
de jazz, como la versión 1.0 que fue Mingus . La empresa detrás de Wordpress se llama Automattic 36
(juego de palabras entre automatic y Matt), y que también ofrece alojamiento gratuito de páginas 
web basadas en Wordpress a través del sitio web WordPress.com . 37
 http://v2.wp-api.org/35
 https://es.wikipedia.org/wiki/Charles_Mingus36
 https://wordpress.com/37
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8.1.3. JAVA y XML.
Estás dos tecnologías son las más usadas en este proyecto, ya que, son la base de desarrollo de 
aplicaciones para Android. JAVA es un lenguaje orientado a objetos cuyo objetivo era que las 
aplicaciones fuesen escritas una vez y se pudiesen ejecutar en cualquier dispositivo. Fue creado por 
James Gosling para Sun Microsystems y publicado en 1995 como componente fundamental de la 
plataforma JAVA. Su sintaxis es muy parecida a la de C y C++ pero tiene menos utilidades a bajo 
nivel, ya que, las aplicaciones escritas en él necesitan la máquina virtual de JAVA para correr.
El lenguaje XML siglas en inglés de eXtensible Markup Language, es un meta-lenguaje de marcas 
que almacenan datos en forma legible definiendo una gramática para estructurar grandes 
documentos. Una de la funciones principales que lo ha hecho tan famoso es la facilidad de integrar 
diferentes aplicaciones que deben comunicarse entre sí, permitiendo la compatibilidad entre 
sistemas totalmente distintos y que necesitan una forma de compartir información fácil, segura y 
fiable.
En Android el lenguaje JAVA es en el que hemos desarrollado toda la lógica de la aplicación y XML 
ha sido el usado para definir la interfaz del usuario.
8.1.4. PHP
Es un lenguaje de programación diseñado para el desarrollo web en el lado del servidor que 
interpreta el código a través de un módulo que se encarga de procesarlo y genera una página web. 
PHP es un acrónimo recursivo que significa PHP Hypertext Preprocessor y fue creado 
originalmente por Rasmus Lerdorf aunque en la actualidad es mantenido por el grupo PHP y 
publicado bajo la licencia PHP.
En este proyecto hemos usado el PHP para integrar una nueva funcionalidad dentro de la API del 
Wordpress, más concretamente, un “custom endpoint”.
8.1.5. Android Studio.
Ésta aplicación es el entorno de desarrollo oficial de la plataforma Android para el desarrollo de 
aplicaciones móviles para Android. Fue anunciado en las conferencias de Google I/O de 2013 y 
sustituyo a Eclipse como entorno de desarrollo, está basado en el software IntelliJ IDEA de 
JetBrains y se encuentra bajo licencia Apache 2.0 para las plataformas Windows, GNU/Linux y 
macOS.
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8.1.6. MySQL.
Es un gestor de bases de datos relacional desarrollado en ANSI C y C++ y es muy popular en los 
entornos web. Es propiedad de Oracle Corporation y está bajo dos tipos de licencia una 
“Community” de licencia pública general de GNU y otra, “Enterprise” de uso privado. 
Es el sistema de base de datos que hemos usado en nuestro proyecto, ya que, es el sistema que usa 
WordPress para almacenar la información.
8.1.7. SQLite
Es un gestor de base de datos relacional basado en una bliblioteca de funciones relativamente 
pequeña escrita en C, ofrece transacciones atómicas, consistencia de datos, aislamiento, durabilidad, 
triggers y la mayor parte de consultas complejas, ya que, implementa el estándar SQL-92. Su 
código es de dominio público y fue creado por D. Richard Hipp.
8.1.8.  Apache.
Es un servidor HTTP de código abierto para plataformas Unix, Microsoft Windows, macOS y otras, 
desarrollado por la comunidad de usuarios y bajo código libre, la fundación Apache Software 
Foundation se encarga de su supervisión dentro del proyecto HTTP Server. Apache integra el 
concepto de sitio virtual, lo que te permite definir varios espacios web dentro de un mismo servidor, 
otra de sus características es que divide su funcionalidad por módulos, que el usuario puede activar 
o desactivar a su gusto. Uno de estos módulos que hemos utilizado ha sido el de PHP, también tiene 
otros como el que integra el SSL, la funcionalidad de proxy….etc. Es uno de los servidores web 
más utilizados y el que recomienda WordPress por defecto.
8.1.9. REST.
La Transferencia de Estado Representacional (en inglés, Representacional State Transfer) o REST 
es una arquitectura software para sistemas distribuidos que usan el protocolo HTTP como método 
de comunicación. El termino apareció por primera vez en una tesis doctoral de Roy Fielding en el 
año 2000 y se ha convertido rápidamente en uno de los métodos ampliamente utilizado para integrar 
un interfaz entre sistemas. Su ventaja principal y por la que se ha vuelto tan famoso es su 
escalabilidad, ya que, permite un uso menor de los recursos al no necesitar almacenar ningún tipo 
de información en tiempo de ejecución, es decir, que no necesitan guardar el estado en el que se 
encuentran, por esto también se les conoce a los servicios que usan esta arquitectura como 
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“stateless”. Todas las llamadas HTTP que se hacen a un servicio de este tipo tienen que ser 
completas, es decir, sin presuponer que se conoce el estado de las peticiones anteriores o se tiene 
información de ellas.
En nuestro caso, hemos usado este tipo de metodología porque la API de WordPress está diseñada 
de este modo. 
8.1.9.  GeoMashUP.
Este es un plugin de WordPress que hemos utilizado para poder salvar la localización de las 
cámaras que subimos en WordPress a través de la aplicación desarrollada. Esta desarrollado en PHP 
y su código esta disponible en GitHub , implementa varias APIs, en concreto, la que hemos usado 38
para desarrollar el “custom endpoint” de la API, en PHP, también existen para Javascript.
8.1.10. ArgoUML.
Es una aplicación para realizar diagramas de UML , está desarrollada en JAVA y bajo licencia 39
BSD, disponible para cualquier tipo de plataforma que soporte JAVA.
Hemos utilizado esta herramienta para diseñar los diagramas de secuencia y los casos de uso que 
están en este proyecto.
8.2. Descripción del proyecto.
8.2.1. Capa de presentación.
En este apartado haremos referencia a la construcción de las interfaces de usuario en la aplicación 
para Android, ya que, en la parte de servidor no entra dentro de los objetivos del mismo. Como ya 
hemos dicho, las interfaces de usuario en Android se construyen en XML. Hemos construido tres 
interfaces, que son:
- Interface de login.
- Interface del GoogleMap.
- Interface del formulario de subida.
La interface de login es la encargada de mostrar los elementos necesarios para hacer login contra el 
servidor web y su código es el siguiente:
 https://github.com/38
 https://es.wikipedia.org/wiki/Lenguaje_unificado_de_modelado39
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<?xml version="1.0" encoding="utf-8"?> 
<RelativeLayout 
  xmlns:android="http://schemas.android.com/apk/res/android" 
  android:orientation="vertical" 
  android:layout_width="wrap_content" 
  android:layout_height=“wrap_content">
    <ImageView   
        android:layout_width="fill_parent" 
        android:layout_height="fill_parent" 
        android:scaleType="center" 
        android:src="@drawable/cameramap_splash_screen" 
        android:contentDescription="@string/background" />
    <TextView 
        android:id="@+id/login_text" 
        android:paddingLeft="35sp" 
        android:paddingRight="35sp" 
        android:layout_width="fill_parent" 
        android:layout_height="wrap_content" 
        android:textSize="12sp" 
        android:text="@string/login_tag" 
        android:layout_above="@+id/pass_text" 
        android:layout_alignParentStart="true" 
        android:layout_alignTop="@+id/login" 
        android:layout_marginTop="10sp" /> 
    <EditText 
        android:labelFor="@id/login" 
        android:inputType="text" 
        android:id="@+id/login" 
        android:layout_width="215dip" 
        android:layout_marginRight="35sp" 
        android:layout_marginLeft="12sp" 
        android:layout_height="wrap_content" 
        android:layout_above="@+id/pass" 
        android:layout_alignEnd="@+id/login_text" 
        android:textSize="12sp" 
        android:singleLine="true"/> 
    <TextView 
        android:id="@+id/pass_text" 
        android:paddingLeft="35sp" 
        android:paddingRight="35sp" 
        android:layout_width="fill_parent" 
        android:layout_height="wrap_content" 
        android:layout_above="@+id/checkbox" 
        android:textSize="12sp" 
        android:text="@string/pass_text" 
        android:layout_alignTop="@+id/pass" 
        android:layout_marginTop="10sp" />
    <EditText 
        android:labelFor="@+id/pass" 
        android:inputType="textPassword" 
        android:id="@+id/pass" 
        android:layout_width="215dip" 
        android:layout_marginRight="35sp" 
        android:layout_marginLeft="12sp" 
        android:layout_height="wrap_content" 
        android:layout_above="@+id/checkbox" 
        android:layout_alignEnd="@+id/pass_text" 
        android:textSize="12sp" 
        android:singleLine="true"/> 
Según el código podemos destacar varias características, la primera etiqueta que vemos que 
corresponde a la funcionalidad de las interfaces es <RelativeLayout>. Esta etiqueta permite alinear 
y situar los componentes según la situación de otros, así pues, hemos establecido la situación de los 
componentes en relación a su predecesor. Como información, Android ofrece otros dos tipos de 
etiquetas globales, <AbsoluteLayout> y <LinearLayout>, y que no vamos a describir porque la que 
hemos usado para todas las interfaces del proyecto es <RelativeLayout>.
Para establecer la posición de un objeto con respecto a otro se usa el atributo android:layout_above 
haciendo referencia al otro objeto a través del id del mismo cuyo atributo sería android:id. Así pues, 
todos los componente tienen dicha característica para poder hacer referencia a ellos desde el código 
JAVA o desde los archivos XML.
Por otro lado, en algunos componentes se puede ver el atributo android:text cuyo valor es una 
referencia a un fichero xml llamado strings, este fichero contiene variables estáticas de tipo string 
que usamos tanto en los archivos xml de las interfaces como en el código JAVA, un ejemplo de esto 
es el siguiente:
Hemos hablado de los elementos de tipo string, pero también usamos elementos de tipo array que se 
encuentran almacenados en otro fichero XML llamado arrays. Aquí al igual que con los strings 
guardamos conjuntos de elementos de cualquier tipo que nunca cambiarán a lo largo de la ejecución 
del programa.
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    <CheckBox android:id="@+id/checkbox"  
       android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:textSize="12sp"  
        android:layout_above="@+id/loginButton" 
        android:layout_centerHorizontal="true" 
        android:text="@string/checkbox_text" />
   <Button 
        android:id="@+id/loginButton" 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" 
        android:layout_alignParentBottom="true"  
       android:textSize="12sp"  
        android:text="@string/login_button"/>  
</RelativeLayout>
<string name="app_name">Camera Map</string>
<string-array name="cMarkers"> 
    <item>Infrarrojos</item> 
    <item>Domo</item> 
    <item>Fina</item> 
    <item>Bala</item> 
</string-array>
En cuanto a las unidades de medida que hemos utilizado, se ha configurado la unidad “SP” para los 
textos y el “DIP” para el tamaño de los objetos. La primera, que significa “Scale-independent 
Pixel”, es como las “DIP”, “Density-independent Pixels” que se basan en la densidad física de la 
pantalla para definir el tamaño del objeto pero también hace referencia a las preferencias del 
usuario, es decir, que la escala del objeto estará definida tanto por la densidad de la pantalla como 
por las preferencias que el usuario tenga configuradas. 
El elemento de tipo Button es bastante importante dentro toda aplicación para Android porque es el 
enlace entre los interfaces y la lógica de la aplicación, triggea la funcionalidad descrita en el código 
JAVA. El vinculo entre el objeto y su funcionalidad se hace a través del elemento que ya hemos 
comentado anteriormente, android:id, y desde el código se referencia de la siguiente manera:
El objeto de tipo ImageView hace referencia a una imagen, en nuestro caso la imagen que funciona 
como background dentro de las vistas. El elemento más destacables dentro del XML es el atributo 
android:src que guarda la ruta del sistema de ficheros a los archivos estáticos dentro del proyecto, 
en nuestro caso, a imágenes png.
La interfaz de autenticación o login no difiere mucho de la interfaz del formulario, solamente, en 
que una tiene más elementos que la otra, así que,  no entraremos en detalle pero sí lo haremos en la 
interfaz del GoogleMap. Ésta es especial, para poder mostrar un mapa de Google en una vista 
necesitamos usar un tipo especial de etiquetas que son los fragments. Este el contenido del archivo 
XML que define la vista del GoogleMaps:
Los “Fragments” nacen a partir de la versión 3.0 de Android como respuesta al creciente uso de 
tabletas en el mercado, su ventaja con respecto a los otros tipos de vistas, es que son más dinámicos 
y flexibles a la hora de tener que diseñar una aplicación de Android para dispositivos con pantallas 
de diferente tamaño, dándonos la posibilidad de usar varios “Fragments” en una misma “Activity”, 
es decir, que podríamos tener varias configuraciones de vista en una misma pantalla, algo que con 
los tipos de etiquetas nombrados anteriormente sería imposible.
 67
final Button bLogin = (Button) findViewById(R.id.loginButton);
<fragment xmlns:android="http://schemas.android.com/apk/res/android" 
    android:name="com.google.android.gms.maps.SupportMapFragment" 
    android:id="@+id/mv" 
    android:layout_width="match_parent" 
    android:layout_height="match_parent" 
    android:enabled="true" 
    android:clickable="true" />
8.2.2. Capa de negocio o lógica de la aplicación.
La lógica de la aplicación para llevar a cabo los objetivos planteados se divide en tres partes:
- La autenticación.
- La visualización de las cámaras en un GoogleMaps.
- La subida de nuevas cámaras.
La autenticación se lleva a cabo a través de una petición HTTP contra el servidor web con “Basic 
Authentication”, es decir, que cuando hagamos la petición HTTP el servidor estará esperando que 
pasemos el usuario y password correspondientes para un acceso correcto. En la clase “Login”, 
tenemos un botón con un “listener” asociado, que lanzará una acción cuando lo presionemos desde 
la pantalla:
Cuando se presiona el botón se instancia una nueva clase “HTTPResultCredentials”, que 
lanzaremos a través de un “thread”, y que se encarga de mostrar un “Spinner”, en ese thread 
esperará a ver como ha sido el resultado de la petición de autenticación, si todo ha ido bien 
arrancará una nueva “Activity”, el mapa de Google, en caso contrario, mostrará un mensaje de 
error.
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bLogin.setOnClickListener(new View.OnClickListener() { 
 
    public void onClick(View arg0) { 
        http[0] = new HttpResultCredentials(Login.this); 
        http[0].execute(login.getText().toString(), pass.getText().toString(), "login"); 
        final Handler mHandler = new Handler(); 
        final Runnable mUpdateResults = new Runnable() { 
            public void run() { 
                updateResultsInUi(); 
            } 
        }; 
        // Este thread espera hasta que el login ok, entonces guardamos en la bd. 
        new Thread() { 
            public void run() { 
                while (!http[0].getStatus().equals(AsyncTask.Status.FINISHED)) { 
                    try { 
                        sleep(3); 
                        if (http[0].getHttpResult()) { 
 
                            Intent startCameraMap = new Intent(Login.this, CameraMap.class); 
                            startActivity(startCameraMap); 
                            finish(); 
                        } 
                    } catch (InterruptedException e) { 
                        // TODO Auto-generated catch block 
                        e.printStackTrace(); 
                    } 
                } 
                mHandler.post(mUpdateResults); 
            } 
        }.start(); 
    }
La clase “HTTPResultCredentials” será nuestra interfaz de comunicación con la clase 
“CameraAPI” que realiza las operaciones necesarias para llevar a cabo las funciones planteadas, en 
este caso la autenticación. Estará presente en todas la operaciones que tengan como objetivo obtener 
datos del servidor o crearlos, ya que, nos ofrece las funcionalidades necesarias para hacer una 
espera activa durante los procesos de comunicación con el servidor y así, mantener al usuario 
informado de la situación en la que se encuentra su petición. En el caso en que estamos, el código 
relacionado con la autenticación y que nos sirve de interfaz con la clase “CameraAPI” es el 
siguiente:
Una vez realizado login por la clase “CameraAPI” se guardará el resultado en el atributo HttpStatus 
a través del método setHttpResult, el cual es comprobado en la clase “Login” para lanzar una nueva 
“Activity” o informar al usuario de que el proceso no ha sido satisfactorio. La clase “CameraAPI” 
es una clase de tipo “Singleton”, es decir, que usaremos la misma instancia de clase durante la 
ejecución de toda la aplicación, la ventaja que nos ofrece este tipo de clases es que, podremos 
acceder al usuario y password de un proceso de autenticación satisfactorio desde cualquier 
“Activity” y obtener estos atributos sin tener que volver a realizar el proceso nuevamente. La 
función checkLogin hace una llamada a otra función, postLogin, que será la encargada de construir 
la petición y devolvernos el resultado:
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case “login”:  
    CameraAPI.getInstance().setUser(params[0].toString()); 
    CameraAPI.getInstance().setPass(params[1].toString()); 
    if (CameraAPI.getInstance().checkLogin() ) { 
        this.setHttpResult(true); 
    } else this.setHttpResult(false); 
    break;
public boolean checkLogin() { 
    String res = null; 
    res = postLogin( getUser(), getPass() ); 
    if ( res != null) { 
        try { 
            JSONObject lStatus = new JSONObject( res ); 
            String username  = lStatus.getString("slug"); 
            if ( this.getUser().equals(username) ) { 
                this.setStatusLogin(true); 
                return true; 
            } 
        } catch ( JSONException e ) { 
            e.printStackTrace(); 
        } 
    } 
    return false; 
}
Una vez obtengamos el resultado lo transformamos en un objeto JSON para extraer el usuario y 
comprobar que corresponde con el que hemos introducido, estableciendo el estado de la 
autenticación. A la función postLogin le pasaremos el usuario y password introducidos en la vista de 
“Login” y ésta construirá la petición HTTP,  de la siguiente manera:
primero formamos una URL, a continuación, abriremos la conexión con el servidor por medio de 
los siguientes métodos:
Y finalmente estableceremos las cabeceras HTTP necesarias para establecer la conexión y obtener 
una respuesta por parte del servidor:
Como se puede ver en las cabeceras la comunicación será en formato JSON, así será, para todos los 
procesos que hagamos contra el servidor web. También es destacable la cabecera HTTP, 
Authorization, ésta es la encargada de enviar el usuario y password codificados en base64:
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URL url = null; 
try { 
    url = new URL("http://cameramap.fomento20.com/wp-json/wp/v2/users/me"); 
} catch (MalformedURLException e) { 
    e.printStackTrace(); 
}
HttpURLConnection urlConnection = null; 
try { 
    urlConnection = (HttpURLConnection) url.openConnection(); 
} catch (IOException e) { 
    e.printStackTrace(); 
}
try { 
    urlConnection.setDoOutput(false); 
    urlConnection.setRequestMethod("GET"); 
    urlConnection.setConnectTimeout(10000); 
    urlConnection.setRequestProperty("Content-Type", "application/json"); 
    urlConnection.setRequestProperty("Accept", "application/json"); 
    urlConnection.setRequestProperty("Authorization", "Basic " + encoding); 
    urlConnection.connect(); 
    if ( urlConnection.getResponseCode() == 200 ){ 
        InputStream inputStream = urlConnection.getInputStream(); 
        String result = convertStreamToString( inputStream ); 
        return result; 
    } 
} catch (IOException e) { 
    Log.v( CameraAPI.TAG, "IO:" + e.getMessage() ); 
} finally { 
    if (urlConnection != null) { 
        urlConnection.disconnect(); 
    } 
}
Una vez finalizado el proceso cerraremos la conexión y devolveremos el resultado a checkLogin, y 
éste a su vez a la clase “HTTPResultCredentials” que establecerá el estado correspondiente a una 
autenticación satisfactoria o no. Si el login ha ido correctamente, como se ha dicho, se instanciará la 
clase “CameraMap” que es la encargada de mostrar el GoogleMaps. Esta “Activity” se encuentra 
entre dos “Activities”, la clase “Login” que una vez hecha la autenticación correctamente pasará a 
segundo plano y no esperará ningún resultado y, la clase “Form”, que se instancia desde la clase 
“CameraMap” y que devolverá su resultado a ésta. Cuando se instancia la clase “CameraMap” se 
ejecuta el método onCreate:
Aquí configuramos las vistas con respecto a la “Activity”, como se puede ver primero fijamos el 
layout correspondiente a la “Activity”, y seguidamente configuramos la variable mapFragment con 
el id que hayamos configurado en la vista, anteriormente explicada. También es destacable, que la 
configuración de la variables mLocationRequest se realiza en este punto y tiene relación con las 
actualización de posicionamiento que hace la aplicación, es decir, instanciamos un listener que en 
los intervalos de tiempo configurados actualizará el posicionamiento del dispositivo.
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String userPassword = login + ":" + pass; 
String encoding = new String(Base64.encodeToString(userPassword.getBytes(), Base64.URL_SAFE|
Base64.NO_WRAP));
@Override 
public void onCreate(Bundle savedInstanceState) { 
 
super.onCreate(savedInstanceState); 
setContentView(R.layout.cmap); 
d = new Bundle(); 
d = null; 
mCurrentLocation = null; 
SupportMapFragment mapFragment = (SupportMapFragment) 
getSupportFragmentManager().findFragmentById(R.id.mv); 
mapFragment.getMapAsync(this); 
// Create the LocationRequest object 
mLocationRequest = LocationRequest.create() 
.setPriority(LocationRequest.PRIORITY_HIGH_ACCURACY) 
.setInterval(10 * 1000)        // 10 seconds, in milliseconds 
.setFastestInterval(1 * 1000); // 1 second, in milliseconds 
buildGoogleApiClient(); 
}
protected synchronized void buildGoogleApiClient() { 
mGoogleApiClient = new GoogleApiClient.Builder(this) 
.addConnectionCallbacks(this) 
.addOnConnectionFailedListener(this) 
.addApi(LocationServices.API) 
.addApi(AppIndex.API) 
.build(); 
En la última línea llamamos a la función buildGoogleApiClient, la cual se encargará de configurar 
nuestro cliente de GoogleMaps para interactuar con el mapa a través de su API:
Una vez configurado nuestro cliente de GoogleMaps, revisaremos que los permisos de acceso a los 
recursos hardware de red y localización, a través de la funciona onMapReady y si todo ha esta 
correcto llamaremos a la función onConnected:
Como se puede apreciar, aquí volvemos a revisar los permisos al igual que en la función 
onMapReady porque ésta función se llamará repetidas veces a través del listener que hemos 
configurado en la función buildGoogleApiClient, que comprobará el estado de la conexión de 
nuestro cliente con la API de GoogleMaps. Para esta función es destacable reseñar que la primera 
vez que instanciemos esta “Activity” pasará por el if y así obtendremos nuestra última localización, 
de aquí sacaremos nuestra latitud y longitud, y así, colocaremos un marker en el mapa que 
representará nuestra posición actual. En la última línea llamamos a getAroundCameras que nos dará 
todas las cámaras o post subidos por los usuarios en un radio de 2 kilómetros a la redonda:
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@Override 
public void onConnected(Bundle d) { 
Log.d(CameraMap.TAG, "ONCONNECTED"); 
if (ActivityCompat.checkSelfPermission(this, android.Manifest.permission.ACCESS_FINE_LOCATION) != 
PackageManager.PERMISSION_GRANTED && ActivityCompat.checkSelfPermission(this, 
android.Manifest.permission.ACCESS_COARSE_LOCATION) != PackageManager.PERMISSION_GRANTED) { 
return; 
} 
if ( mCurrentLocation == null ){ 
mCurrentLocation = LocationServices.FusedLocationApi.getLastLocation(mGoogleApiClient); 
LocationServices.FusedLocationApi.requestLocationUpdates(mGoogleApiClient, 
mLocationRequest, this); 
LatLng latLng = new LatLng(mCurrentLocation.getLatitude(), mCurrentLocation.getLongitude()); 
addMarkerToMap(latLng, 4); 
getAroundCameras(mCurrentLocation.getLatitude(), mCurrentLocation.getLongitude()); 
} 
}
private void getAroundCameras(Double lat, Double lng){ 
http = new HttpResultCredentials(CameraMap.this); 
http.showDialogSpin = false; 
http.execute(CameraAPI.getInstance().getUser(), CameraAPI.getInstance().getPass(), "list", lat, lng); 
new Thread() { 
public void run() { 
while (!http.getStatus().equals(AsyncTask.Status.FINISHED)){} 
runOnUiThread(new Runnable() { 
@Override 
public void run() { 
mUpdateResultsInUI(); 
} 
}); 
} 
}.start(); 
}
En este punto para poder mostrar todas las demás cámaras alrededor de nuestra posición actual, 
necesitamos crear un thread especial que dibujará en la vista.
El thread instancia la clase “HTTPResultCredentials” pasándole los parámetros necesarios para 
realizar la petición HTTP correspondiente y se quedará esperando el resultado de la petición una 
vez obtenida, si existen datos que mostrar lo realizará el thread principal, por medio de la función 
mUpdateResultInUI:
Lo que hace ésta función es extraer la repuesta HTTP que viene en un JSON y añadir cada “post”, 
que viene en ese array de “posts”, al mapa con el marker apropiado a través de la función 
addMarkers. La construcción de la petición HTTP que realiza la clase pasa por 
“HTTPResultCredentials” a través del siguiente código, que simplemente llama a la clase 
“CameraAPI”:
En la clase “CameraAPI”, la única parte que cambia con respecto a la parte de la clase “Login”, es 
lo que devuelve que en este caso, es un objeto JSON:
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private void mUpdateResultsInUI() { 
try { 
JSONObject jsonObject = http.getJsonResult(); 
if (jsonObject == null) { return; } 
JSONArray jsonArray = jsonObject.getJSONArray("posts"); 
for (int i = 0; i < jsonArray.length(); i++) { 
JSONObject explrObject = jsonArray.getJSONObject(i); 
LatLng latLng = new LatLng(Double.parseDouble(explrObject.getString("lat")), 
Double.parseDouble(explrObject.getString("lng"))); 
String post_content = explrObject.getString("post_content"); 
Pattern pattern = Pattern.compile(".*Type of camera: (.*?)\n"); 
Matcher matcher = pattern.matcher(post_content); 
Integer which = 4; 
while (matcher.find()) { 
which = selectMarkers(matcher.group(1)); 
} 
addMarkersToMap(latLng, which); 
} 
} catch (JSONException e) { 
e.printStackTrace(); 
} 
}
case "list": 
    result = CameraAPI.getInstance().getList(params[3].toString(), params[4].toString()); 
    if (result.has("posts")){ 
        this.setJsonResult(result); 
        this.setHttpResult(true); 
        return  result; 
    } else this.setHttpResult(false); 
    break;
protected JSONObject getList(String lat, String lng){
Dicha función de la clase “CameraAPI” que obtiene todos los post ya creados por otros usuarios, 
llama a un “endpoint” específico de la API de WordPress que hemos creado en PHP. Todos los 
“post” creados tienen unos parámetros de localización, latitud y longitud. Desde nuestra aplicación 
se definen en la clase “Form” cuando se forma el JSON con los datos del “post” que vamos a crear:
Como se puede ver, el campo content contiene una etiqueta geo_mashup_save_location que está 
formada por la latitud y longitud, y que sirve para que el plugin de WordPress, GeoMasUP, añada 
estos campos al “post”, y nos sirva para tener la localización geográfica de esa cámara. Cómo 
hemos mencionado, se creó una integración con la API de WordPress con la finalidad de obtener 
todos los “post” en un radio dado a través de una petición HTTP.  La parte del código PHP que nos 
interesa para este caso es la siguiente:
Aquí vemos la construcción de un objeto de tipo WP_query que nos sirve para obtener el conjunto 
de “posts” deseados y que configuramos con los parámetros de localización que hemos pasado 
desde el dispositivo móvil para buscar un grupo de “posts”. Esto se transformará en una consulta 
SQL contra la base de datos de MySQL que devolverá todos los “post” que se encuentre en el radio 
establecido. Ahora pasaremos a explicar la clase “Form”, que es la última de las clases 
implementadas y que es la encargada de mostrar el formulario con el que el usuario subirá la 
cámara seleccionada a través de una serie de menús en la pantalla del dispositivo y que realizará la 
petición HTTP correspondiente para añadir un nuevo “post” en el WordPress que representará una 
cámara de videovigilancia localizada en un espacio público. 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try { 
json.put("title", eLocation.getText().toString()); 
json.put("categories", "[" + categoryID + "]"); 
json.put("estado", "["+ stateID + "]"); 
json.put("alerta", "[" + vigilanceID + "]"); 
json.put("content", "[geo_mashup_save_location lat=\"" + addss.getLatitude() + "\"" + " lng=\"" + 
addss.getLongitude() + "\"" + "]" + "\n" + eComen.getText().toString() + "\n"); 
} catch (JSONException e) { 
e.printStackTrace(); 
}
function cameramap_get_around_items( $request ){
    $radius_query = new WP_Query( array(
       'posts_per_page' => -1,
       'post_status' => 'publish',
       'geo_mashup_query' => array(
          'near_lat' => $request->get_param('lat'),
          'near_lng' => $request->get_param('lng'),
          'radius_km' => 2,
       ),
    ) );
La clase “Form” se instancia desde el menú de la clase “CameraMap”, que se puede obtener desde 
la esquina superior derecha, el código de cómo se construye un menú en Android no es muy 
reseñable, pero sí que sucede cuando se cliquea. 
La parte interesante es cuando intanciamos la clase “Form” a través de la función 
startActivityForResult, esto quiere decir que la clase desde donde se instancia esperará a que se le 
pase un resultado, en nuestro caso, el formulario le enviará un conjunto de datos a la clase 
“CameraMap”, para realizar una serie de operaciones como por ejemplo, obtener la longitud y la 
latitud a partir de una dirección postal. La clase padre recogerá estos parámetros en otra función 
llamada onActivityResult, que será la primera función que se ejecute cuando desde la clase “Form” 
le devolvamos los resultados.
La clase “Form” es la encargada de mostrar el formulario para que el usuario rellene los campos 
que crea apropiados para la cámara que desea subir, a parte de los tipos de objetos que muestra la 
vista y que son configurados desde el código, la parte más interesante es otra caracterestica que 
desempeña la de subir la cámara al servidor web. También es de mencionar la parte en que 
instanciamos la galería de imágenes interna del dispositivo para elegir la imagen a subir. Como 
hemos mencionado la parte del formulario en la que se definen los distintos objetos para seleccionar 
la información apropiada para la imagen a subir, en código serían de la siguiente manera:
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public boolean onOptionsItemSelected(MenuItem iMenu) { 
super.onOptionsItemSelected(iMenu); 
// Depends the option selected, we do one or other.  
switch (iMenu.getItemId()) { 
case UPLOAD: 
iMenu.setIntent(new Intent(this, Form.class)); 
startActivityForResult(iMenu.getIntent(), GET_CODE); 
return true; 
case (QUIT1): 
finish(); 
return true; 
} 
return false; 
}
ArrayAdapter<CharSequence> adapter1 = ArrayAdapter.createFromResource(this, R.array.cVigilancia, 
android.R.layout.simple_spinner_item); 
adapter1.setDropDownViewResource(android.R.layout.simple_spinner_dropdown_item); 
sVigilancia.setAdapter(adapter1); 
sVigilancia.setOnItemSelectedListener(new OnItemSelectedListener() { 
public void onItemSelected(AdapterView<?> arg0, View arg1, int arg2, long arg3) { 
vigilancia = arg0.getSelectedItemPosition(); 
} 
 
public void onNothingSelected(AdapterView<?> arg0) { 
} 
});
Este ejemplo se repite para los tres tipos de cámaras que hemos definido, tipo de cámara, si es 
pública o privada y si tienen alerta de seguridad, así la función de este objeto es que cuando se 
clickea, muestra un menú de selección con las distintas opciones para cada cámara.
La parte de mostrar la galería de datos para que el usuario seleccione una imagen ya creada, es 
interesante, ya que, debemos quedarnos con la ruta de la imagen para que pueda ser subida al 
servidor durante la creación de la cámara o “post”:
Este trozo de código es el encargado de lanzar la “Activity” de la galería interna de Android, una 
vez que el usuario selecciona la imagen deseada, la clase “Form” esperará en la clase 
onActivityResult la ruta de la imagen y actualizará el texto del botón bExplorer. 
Para obtener un path real, hemos tenido que implementar la función getPath, que a partir de la 
URI , nos devuelve la ruta de la imagen. En versiones anteriores a la KitKat con la URI era 40
suficiente, pero a partir de esa versión, la URI no es más que una referencia al objeto imagen, no es 
la ruta del fichero almacenado en el dispositivo.
 Un identificador de recursos uniforme o URI —del inglés uniform resource identifier— es una cadena de 40
caracteres que identifica los recursos de una red de forma unívoca.
 76
bExplorer.setOnClickListener(new View.OnClickListener() { 
public void onClick(View arg0) { 
Intent aCameraGallery = new Intent(Intent.ACTION_GET_CONTENT, Form.this.targetResource); 
aCameraGallery.setType("image/*"); 
startActivityForResult(Intent.createChooser(aCameraGallery, "Camera Map: Select Picture"), 
GET_CODE); 
} 
});
protected void onActivityResult(int requestCode, int resultCode, Intent data) { 
super.onActivityResult(requestCode, resultCode, data); 
if (resultCode == RESULT_OK) { 
if (requestCode == GET_CODE) { 
// We take the URI from the selected image 
currImgUri = data.getData(); 
try { 
selectedImgPath = getPath(getApplicationContext(), currImgUri); 
} catch (URISyntaxException e) { 
e.printStackTrace(); 
} 
Log.d(Form.TAG, "Image Path: " + selectedImgPath); 
if (selectedImgPath != null) { 
bExplorer.setText(selectedImgPath.subSequence(selectedImgPath.lastIndexOf("/"), selectedImgPath.length())); 
} else 
Toast.makeText(Form.this, "*** ERROR: NO PATH ***", 
Toast.LENGTH_SHORT).show(); 
} 
} 
}
Una vez que tenemos todos los campos seleccionados, los campos obligatorios son la dirección 
postal y la imagen, sin ellos la vista muestra un error. Pues una vez sabido esto y estando listos para 
subir nuestra cámara, llega la parte importante que es el upload.
Esta función se inicia a partir de que el usuario haga click en el botón Upload, ahí comienza un 
proceso que hará que primero se cree un nuevo “post” en el servidor, se suba la imagen y se 
relacione la imagen con el “post” creado, el comienzo de todo esto se ve así:
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bUpload.setOnClickListener(new View.OnClickListener() { 
public void onClick(View arg0) { 
address = eLocation.getText().toString(); 
comentario = eComen.getText().toString(); 
if (selectedImgPath == null) { 
Toast.makeText(Form.this, "*** ERROR: NO IMAGE SELECTED ***", 
Toast.LENGTH_SHORT).show(); 
return; 
} 
if (address.matches("")){ 
Toast.makeText(Form.this, "*** ERROR: NO ADDRESS ***", 
Toast.LENGTH_SHORT).show(); 
return; 
} 
final HttpResultCredentials http = new HttpResultCredentials(Form.this); 
http.execute(CameraAPI.getInstance().getUser(), CameraAPI.getInstance().getPass(), "upload", 
getFromJSON(), selectedImgPath); 
final Handler mHandler = new Handler(); 
final Runnable mUpdateResults = new Runnable() { public void run() {} }; 
new Thread() { 
public void run() { 
while (!http.getStatus().equals(AsyncTask.Status.FINISHED)) { 
try { 
sleep(3); 
if (http.getHttpResult()) { 
Intent map = new Intent(Form.this, 
CameraMap.class); 
Bundle b = new Bundle(); 
address = eLocation.getText().toString(); 
comentario = eComen.getText().toString(); 
b.putString("add", address); 
b.putString("comen", comentario); 
b.putInt("tipo", tipo); 
b.putInt("vigila", vigilancia); 
b.putInt("estado", estado); 
map.putExtras(b); 
setResult(0, map); 
finish(); 
} 
} catch (InterruptedException e) { 
// TODO Auto-generated catch block 
e.printStackTrace(); 
} 
} 
mHandler.post(mUpdateResults); 
} 
}.start(); 
} 
});
Aquí al igual que en otras secciones de la aplicación usaremos la clase “HTTPResultCredentials” 
como intermediario para realizar la petición. Cuando la petición y la respuesta del servidor ha sido 
correcta crearemos un objeto de tipo bundle que pasaremos a la “Activity” que espera el resultado, 
en este caso “CameraMap”. La parte del código de la clase intermedia que interviene en esta 
funcionalidad se ve de la siguiente manera:
Como hemos mencionado anteriormente, la creación de un nuevo “post” lleva consigo varias 
peticiones contra el servidor donde esta alojado nuestro WordPress:
- Creación de ”post”: Esta parte de código no difiere mucho con respecto a la clase “Login”, en 
concreto, esta petición será del tipo POST y dependiendo de si el servidor nos devuelve un 
resultado satisfactorio, es decir, una respuesta HTTP 201: 
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case "upload": 
    if ( CameraAPI.getInstance().postUpload(params[3].toString(), params[4].toString()) ) { 
       this.setHttpResult(true); 
    } else this.setHttpResult(false); 
    break;
try { 
    urlConnection.setRequestMethod("POST"); 
} catch (ProtocolException e) { 
    e.printStackTrace(); 
}
try { 
    outputStream = new BufferedOutputStream(urlConnection.getOutputStream()); 
    outputStream.write(data.getBytes()); 
    outputStream.close(); 
 
    if (urlConnection.getResponseCode() == 201) { 
        inputStream = new BufferedInputStream(urlConnection.getInputStream()); 
        String result = convertStreamToString(inputStream); 
        Log.d(CameraAPI.TAG, "response:" + result); 
        inputStream.close(); 
        try { 
            JSONObject lStatus = new JSONObject( result ); 
            postID  = lStatus.getString("id"); 
        } catch (JSONException e) { 
            e.printStackTrace(); 
        } 
        if ( postMedia( encoding, postID, imagePath) ){ 
            return true; 
        } 
    } 
} catch (IOException e) { 
    Log.v(CameraAPI.TAG, "IO:" + e.getMessage()); 
    return Boolean.valueOf(e.getMessage()); 
} finally { 
    if (urlConnection != null) { 
        urlConnection.disconnect(); 
    } 
} 
return false;
- Subida de la imagen: Si la creación del “post” ha ido correctamente, se llamará a la función 
postMedia, esta difiere un poco más que su predecesora, postUpload, pero tienen algo en común, 
si la subida de la imagen ha sido satisfactoria, es decir, recibimos una respuesta HTTP 201, se 
llamará a la siguiente que enlazará el “post” con la imagen. La parte en la que difieren es, en 
primer lugar en sus cabeceras y que, en este caso vamos a hacer una petición HTTP en streaming, 
ya que, vamos a subir un fichero. Y por lo tanto, tendremos que realizar un envío en binario de los 
datos, es decir, de la imagen.
- Enlace entre el “post” y la imagen: Pues al igual que el caso de la creación del “post”, si la subida 
de la imagen ha ido como esperábamos, se llamará a la función postUpdate, que se encargará de 
actualizar el “post” asignándole la imagen que hemos subido.
Cabe destacar aunque ya se ha mencionado, que toda la comunicación es a través del formato 
JSON, todos los datos que se envían y reciben son de este tipo, ya que, así lo establece la API de 
Wordpress.
Una vez todo este proceso haya devuelto la respuesta apropiada, volveremos a la clase “Form” que 
esta esperando por la respuesta, si todo ha ido correctamente, se llamará a la clase “CameraMap” 
que mostrará la cámara creada y actualizará el mapa con las cámaras que se encuentre alrededor de 
la dada.
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urlConnection.setDoOutput(true); 
urlConnection.setDoInput(true); 
urlConnection.setUseCaches(false); 
urlConnection.setChunkedStreamingMode(0); 
urlConnection.setRequestMethod("POST"); 
urlConnection.setRequestProperty("Authorization", "Basic " + encoding); 
urlConnection.setRequestProperty("Connection", "Keep-Alive"); 
urlConnection.setRequestProperty("Content-Type", this.getMimeType(imagePath)); 
urlConnection.setRequestProperty("Content-Disposition", "attachment;filename=\"" + sourceFile.getName() + "\"" + 
lineEnd);
DataOutputStream dos = new DataOutputStream(urlConnection.getOutputStream()); 
bytesAvailable = fileInputStream.available(); 
bufferSize = Math.min(bytesAvailable, maxBufferSize); 
buffer = new byte[bufferSize]; 
bytesRead = fileInputStream.read(buffer, 0, bufferSize); 
while ( bytesRead > 0) { 
    dos.write(buffer, 0, bufferSize); 
    bytesAvailable = fileInputStream.available(); 
    bufferSize = Math.min(bytesAvailable, maxBufferSize); 
    bytesRead = fileInputStream.read(buffer, 0, bufferSize); 
} 
 
fileInputStream.close(); 
dos.flush(); 
dos.close();
8.2.3. Capa de persistencia de datos.
Todo el modelo de datos del WodPress se guarda en un MySQL servers, es por tanto, que toda la 
persistencia de datos relacionado con los usuarios y sus “posts”, se guarda en el lado del servidor. 
En el cliente para Android en cambio, usamos una pequeña base de datos de tipo SQLite para 
guardar el usuario y password cuando el “checkbox” que aparece en la vista de autenticación está 
activado. El propósito de esta funcionalidad, es para que el usuario no tenga que volver a introducir 
su password una vez se haya autenticado exitosamente con la aplicación. La forma en la que 
hacemos esto, puede verse en el siguiente fragmento de código, cuya función es mirar si el usuario 
existe en la base de datos, en cuyo caso, rellenaremos la parte del formulario correspondiente al 
password con la clave almacenada:
Durante la explicación de la clase “Login” hemos hablado de como esta “Activity” construye una 
petición HTTP para realizar el “login” del usuario, cuando se recibe la respuesta de que los 
credenciales son correctos, si el checkBox de la vista está seleccionado entonces insertaremos 
dichos credenciales en nuestra base de datos interna. Todo esto se puede ver en el siguiente 
fragmento de código:
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login.setOnKeyListener(new OnKeyListener() { 
    public boolean onKey(View v, int keyCode, KeyEvent event) { 
       
        if (event.getAction() == KeyEvent.ACTION_DOWN) { 
            
            switch (keyCode) { 
                case KeyEvent.KEYCODE_DPAD_CENTER: 
                case KeyEvent.KEYCODE_ENTER: 
                    db.open(); 
                    if (login.length() > 0) { 
                        
                        Cursor c = db.getPass(login.getText().toString()); 
                        
                        if (c.getCount() != 0) { 
                            int clogin = c.getColumnIndex("login"); 
                            int cpass = c.getColumnIndex("pass"); 
                            if (c.getString(clogin).equals(login.getText().toString())) { 
                                
                                pass.setText(c.getString(cpass)); 
                                return true; 
                            } 
                        } 
                    } 
                    db.close(); 
                    return false; 
                default: 
                    break; 
            } 
        } 
        return false; 
    } 
});
El modelo de datos que se almacena en esta base de datos es bastante simple, ya que, sólo 
guardamos los usuarios y password cuya autenticación haya sido correcta, por lo tanto, es más bien 
una base de datos de tipo Hash  que relacional, porque para una entrada siempre obtendremos la 41
misma salida, es decir, que para un usuario dado siempre obtendremos su respectivo password. Así, 
las operaciones contra la base de datos se almacenan en la clase CameraAdapterDB y que pasamos 
a explicar en detalle:
- onCreate: cuando instanciamos la clase se crea la base de datos.
- onUpgrade: si el usuario ya existe, actualizamos el password introducido.
- open: obtenemos un objeto de tipo SQLite en modo escritura.
- close: cuando hemos terminado de realizar la operaciones necesarias cerramos la conexión con la 
base de datos.
- insert: introducimos un usuario y password.
- loginExists: devuelve true o false si el usuario existe.
- getPass: devuelve el usuario y password.
 También conocidas como funciones resumen, se basan en que Tiene como entrada un conjunto de 41
elementos, que suelen ser cadenas, y los convierte en un rango de salida finito, normalmente cadenas de 
longitud fija. https://es.wikipedia.org/wiki/Funci%C3%B3n_hash
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private void updateResultsInUi() { 
 
    if (http[0].getHttpResult()){ 
        db.open(); 
 
        if (checkBox.isChecked()) { 
            if (!db.loginExists(login.getText().toString())) { 
                db.insert(login.getText().toString(), pass.getText().toString()); 
            } 
        } 
        db.close(); 
    } else { 
        Toast.makeText(Login.this, "*** ERROR: Something went wrong ***", Toast.LENGTH_SHORT).show(); 
    } 
 
}
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9. Pruebas.
En este apartado explicaremos las diferentes pruebas que hemos realizado para el correcto 
funcionamiento e implementación de las características desarrolladas. Los ejemplos que vamos a 
mostrar se han realizado con un Nexus versión 5 y con la versión de Android 22, las pruebas 
también se han realizado con un Nexus 5X, 6 y 6P y con las versiones de Android 23, 24 y 25.
9.1. Pruebas en la vista de autenticación.
- Autenticación correcta: En éste test probaremos cómo haciendo una autenticación satisfactoria se 
carga la siguiente “Activity”, es nuestro primer “login” con la aplicación, así que, marcaremos el 
“checkbox” que guarda nuestras credenciales en la base de datos interna:
Figura 14. Capturas de pantalla de ejemplo de autenticación correcto. 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En esta captura se ve, en parte, como se rellena el password del usuario autenticado correctamente, 
digo en parte porque hay que fijarse que el cursor esta al comienzo del la entrada del formulario con 
unos caracteres introducidos automáticamente:
Figura 15. Ejemplo de auto-completar la clave del usuario.
- Autenticación incorrecta: En este caso, probaremos a hacer un “login” falso, con varias opciones, 
introduciendo un usuario correcto y una clave falsa, y la inversa, introducir un usuario incorrecto 
y una clave. El error que mostrará la aplicación será el mismos para ambos casos y se maneja 
desde la clase HttpResultCredential:
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Figura 16. Error en la autenticación.
9.2. Pruebas en la vista del GoogleMaps.
En esta vista las pruebas que hemos realizado tienen que ver más con los resultados que se 
obtienen,  aquí cargaremos el GoogleMaps y lo rellenaremos de marcadores de posición,  en primer 
lugar mostraremos un marcador con el icono de Android indicando nuestra localización actual y, 
cuando subamos una nueva cámara lo haremos con un icono de color gris, el resto de cámaras se 
mostrarán con un icono de color verde. 
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Figura 17. Ejemplos de la vista GoogleMaps.
9.3. Pruebas de la vista de formulario.
En esta última vista, hemos realizado test sobre el formulario, probando todas las posible 
posibilidades que existen con respecto a las opciones que tenemos de entrada, así pues, no 
mostraremos todas las capturas de pantalla de esos ejemplos, sólo un conjunto de ellos que nos han 
parecido interesantes para explicar este apartado.
 86
- Mostrar advertencia cuando no se introduce una dirección postal o una imagen.
Figura 18. Error dirección postal e imagen no introducida.
- Mostrar la galería de imágenes: cuando se pulsa el botón Search en la primera imagen, se arranca 
la “Activity” de la galería de imágenes, que se ve en la segunda imagen.
Figura 19. Galería de imágenes.
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- Subida de una cámara con dirección postal y sin localidad.
Figura 20. Prueba de añadir nueva cámara.
- Subida de una cámara con dirección postal y localidad.
Figura 21. Prueba de añadir nueva cámara introduciendo la localidad. 
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9.4. Publicación de la aplicación en PlayStore.
Una vez la aplicación está terminada y probada concienzudamente, se procede a la publicación en 
Google Play Store, pero antes hay que exportar la aplicación firmada, y tener una cuenta de 
desarrollador de Google.
9.4.1. Firmar una aplicación.
Las principales razones por las que debemos firmar nuestra aplicación son: 
- Como medida de seguridad y requisito de garantía. 
- Para poder distribuir e instalar la aplicación sin problemas. 
- Para que sólo nosotros podamos modificar y actualizar nuestra app. 
- Porque es un requisito que exige el Android Market para subir aplicaciones. 
Los pasos a seguir para firmar la aplicación con Android Studio están bien documentados en el 
siguiente enlace proporcionado por Google:
https://developer.android.com/studio/publish/app-signing.html
9.4.2. Cuenta de desarrollador.
Si es la primera vez que subimos una aplicación será necesario darse de alta como desarrollador de 
Android, para ello habrá que pagar 25$, rellenar un formulario de datos y elegir un nombre de 
desarrollador.
9.4.3. Subir una aplicación.
Para añadir una aplicación entramos con nuestro usuario en Google Play Store Developer Console, 
si la aplicación es nueva clicamos sobre +Añadir nueva Aplicación. Damos un nombre a nuestra 
aplicación y procedemos a rellenar la ficha de la aplicación: 
- Título: CameraMap. 
- Descripción Breve: Aplicación para la geolocalización de cámaras de videovigilancia en espacios 
públicos
- Descripción Completa: CameraMap, es una aplicación que funciona como cliente para una 
plataforma web http://cameramap.fomento20.com. Su objetivo es ofrecer a los usuarios la 
capacidad de subir las fotografías de cámaras de videovigilancia colocadas en lugares públicos y 
poder localizarlas en un GoogleMaps.
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- Capturas de pantalla de diferentes tamaños.
- Icono de alta resolución en formato 512x512 pixeles.
- Imagen destacada de la aplicación.
- Tipo de aplicación: aplicación.
- Categoría: Educacional.
- Clasificación del contenido: Nivel de madurez alto.
- Sitio web: http://cameramap.fomento20.com
- Correo electrónico: fran.clasico@gmail.com
- Política de privacidad.
Además hay que subir el archivo “.apk”, que es un archivo comprimido que contiene la aplicación 
(firmada y alineada), y a partir del cual se realiza la instalación de la misma. Por último 
establecemos el precio y la distribución, en este caso la aplicación es gratuita.
9.4.4. Actualizar la aplicación.
A pesar de haber realizado pruebas exhaustivas en la aplicación, siempre hay que corregir pequeños 
errores o realizar mejoras, por lo que es necesario actualizar la aplicación. Para ello es necesario 
aumentar el número de versión de código en el AndroidManifest.xml, ya que sino la plataforma de 
subida no aceptará el fichero “.apk”. El procedimiento es sencillo, repetiremos el proceso de 
exportación y subiremos el fichero “.apk” actualizado y firmado, desde Google Play Developer 
Console.
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10. Conclusiones y trabajo futuro.
10.1. Conclusiones.
Desde el punto de vista didáctico hemos aprendido a programar sobre la plataforma para 
dispositivos móviles Android para dar a los usuarios de la plataforma web un modo de poder añadir 
contenido a la misma de una manera inmediata. De este modo se ampliaba el radio de actuación de 
los usuarios haciendo que el proyecto original, que era la plataforma web, pueda llegar a más 
personas. También cabe destacar que se ha aprendido sobre las funcionalidades y características del  
protocolo HTTP, así como, del formato de transferencia de información, JSON.
 
El proyecto original que nació gracias a la ayuda del MediaLab Prado, tenía como objetivo el de 
concienciar a la población sobre la vigilancia que se hace de los espacios públicos, para qué se usan 
esos datos y cuál es la finalidad de esas actuaciones por parte de los organismos gubernamentales. 
En definitiva, quería llevar al ciudadano a un estado de critica o reflexión con respecto del uso de 
recursos públicos en pro del estado del bienestar. Todo eso se consiguió poner en relieve con la 
plataforma web, que fue el primer paso, pero con el auge de los dispositivos móviles con acceso a 
internet se hacia inevitable un paso más, que hemos llevado a cabo poniendo la aplicación para 
Android al alcance de todos.
Las principales funcionalidades y tareas que se han desarrollado en la aplicación son:
- Autenticación a través de los usuarios registrados.
- Visualización de cámaras ya subidas a partir de la localización del móvil.
- Posibilidad de acceder a imágenes almacenadas en el dispositivo móvil.
- Añadir nuevas cámaras desde el dispositivo móvil.
Desde el punto de vista didáctico el objetivo era aprender a programas aplicaciones para 
dispositivos Android, sobre todo:
- Lenguaje JAVA.
- Lenguaje XML.
- Entorno de desarrollo Android Studio.
- Arquitectura de Android.
- Publicar aplicaciones en Google Play Store.
- Organización y planificación de proyectos.
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10.2. Trabajo futuro.
Una de las funcionalidades que se está pensando en integrar en el futuro es la realidad aumentada, 
haciendo que la cámara del dispositivo te muestre las cámaras ya subidas y te de información sobre 
ellas. También se ha pensado en integrar la posibilidad de crear usuarios en la plataforma web a 
través de la aplicación móvil y de establecer un sistema de autenticación más seguro contra el 
servidor web, en concreto, Oauth2 .42
Existe otro proyecto llamado Andalucía Soundscape  que consiste en la grabación de paisajes 43
sonoros y mostrarlos a través de un GoogleMaps, es decir, geo-localizar grabaciones de campo, que 
me han pedido que implemente lo que hemos hecho en CamaraMap pero en este caso sería con 
grabaciones sonoras.
 Open Authorization (OAuth) es un estándar abierto que permite flujos simples de autorización para 42
sitios web o aplicaciones informáticas. Se trata de un protocolo propuesto por Blaine Cook y Chris Messina, 
que permite autorización segura de una API de modo estándar y simple para aplicaciones de escritorio, 
móviles y web. https://es.wikipedia.org/wiki/OAuth
 http://www.andaluciasoundscape.net/43
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