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than high-level design. More could have been said about the problems of re-using 
Ada tasks, perhaps in Chapter 8 “Tasks and Packages”; and there is no recommenda- 
tion to employ a pictorial representation of tasks and the direction of dataflow and 
rendezvous between them. Similar representations are invariably employed in 
industry for documenting the design of concurrent systems. In the context of 
high-level design, more could have been said in Chapter 1 about packages, compila- 
tion issues and the overall structure of an Ada program; or a stronger recommenda- 
tion made for readers unfamiliar with Ada to consult a general text-book on the 
language. In this way, readers would be quite clear that the design of a concurrent 
Ada program must involve a consideration of the overall package structure as well 
as the task structure. 
The chapter on formal aspects of Ada tasking is to be welcomed, although it is 
rather brief and somewhat confused in places. There is no attempt in the book to 
formally or rigorously justify the non-trivial Ada examples, although they are all 
accompanied by a commentary. Section 6.6 “Mutual Exclusion and Deadlock” 
includes a recommendation to prove the absence of deadlocks in a system, but gives 
no indication of how to construct such a proof. 
In general, the book is well presented, although there are a few typographical 
errors. A general criticism is the tendency of the author to make, apparently, definitive 
statements, which are then qualified in a later chapter. An example is the development 
of a task’s state-transition diagram: figure 6.1 is stated to include “all the situations 
in which a task can find itself”, but a few pages later figure 7.1 has added a further 
state. 
In summary, this book can definitely be recommended to its intended audience, 
with the proviso that it does not claim to include a comprehensive approach to the 
high-level design of concurrent Ada programs, nor to provide a formal or rigorous 
justification for its numerous, non-trivial Ada examples. 
Ian MEARNS 
Marconi Data Systems 
Chelmsford, United Kingdom 
The Logical Basis for Computer Programming. Volume 1: Deductive Reasoning. By 
Zohar Manna and Richard Waldinger. Addison-Wesley, Reading, MA, 1985, 618 
pages. 
The authors’ goal is a presentation of the fundamental reasoning required for 
computer programming generally; their audience is any reader with an intuitive 
grasp of basic mathematical concepts at the level of a good high school course. No 
knowledge of programming languages is assumed. 
Part I describes propositional and predicate calculus entirely from a semantic 
point of view (truth tables and interpretations rather than axioms and inference 
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rules). To show validity in any particular case, the authors rely on the semantic 
rules and common sense. 
Part II is a tour through some of the theories relevant to programming: natural 
numbers; strings; trees; lists; sets; bags; tuples (but not graphs, for example). Each 
is introduced by a list of axioms characterising the structure, usually including an 
axiom (scheme) for induction. Examples then illustrate the authors’ style of deduc- 
tion, and develop intuition for the structure. 
There are two direct connections with programming, in this volume. The first is 
that for reasoning about programs in any language one needs the theory of its data 
types. The second is in the presentation of ‘alternative definitions’, where one or 
the other suggests efficiency in an implementation. For example, reverse is 
axiomatised as follows (p. 374): 
reverse(A) = A 
(for all char u) 
[reverse(u l x) = reverse(x) * u] 
(for all string x) 
(A is empty; l is cons; * is concatenate.) The alternative is the well-known 
(for uN string y)[ rev2(A, y) = y] 
(for uZZ char U) 
(for &string x)[ rev2( t4 l x, y) = rev2(x, u l y)] 
(for all stringy) 
They then prove in detail that 
Vor all string x)[reverse(x) = rev2(x, A)] 
Another example is sorting (p.555), where an insertion-sort like axiomatization 
is given and then proved to imply ordered(sort(x)) and perm(x, sort(x)). By such 
devices the authors abstract algorithmic concerns from particular programming 
languages, and they may intend to pick up these threads in the second volume. 
The organisation and concern for pedagogic detail is extremely high, and this 
makes the book quite easy to read. The notation is absolutely uniform; even the 
structure of the ‘theories’ chapters is repeated faithfully from one to the next. This 
is exactly as it should be (but often isn’t): ‘elegant variation’ has little place in a 
foundational text. There are many exercises, and they are cross-referenced with the 
text in both directions. 
But I am not completely convinced that I would use the text as a primary source 
in an undergraduate computer science course. The authors do not use the “perhaps 
more intimidating” (sic) though standard notation V and 1 for quantifiers; this is 
fine for reading (or even typing?), but it’s less convenient for writing. That makes 
their deductive style slightly intimidating to me, at least; mathematicians for good 
reason do not write 
(integral a to b over x) [x2]. 
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Another point is that the authors’ theories present only the beginning of what is 
interesting about the various structures, and don’t demonstrate the startling 
amplification a really comprehensive set of laws can give to the reasoning process. 
The point could be taken that the volume is about deductive reasoning-not about, 
for example, lists themselves. But the theories’ development stops while the benefits 
are still outweighted by the formality, and this could give the wrong impression. 
I highly recommend the book as a reference, and I would be very pleased to 
teach students who had followed it at high school (but not instead of calculus). I 
recommend it also for non-computer scientists who are interested in the role of 
rigor in computer programming. But to computer science students I would in limited 
time teach formal logic instead, to the standard of mathematicians generally; and 
I would treat fewer theories, each in more depth. 
C. MORGAN 
Oxford University 
Oxford, United Kingdom 
A Practical Introduction to Denotational Semantics. By Lloyd Allison. Cambridge 
University Press, Cambridge, 1986. 
This is a textbook for senior undergraduates and beginning post-graduates on the 
‘standard’ denotational-semantic description techniques for conventional sequential 
languages. The concepts of environments, stores and continuations are discussed 
and there is a brief introduction to the underlying mathematical techniques involved 
in using least fixed-points and solving recursive domain equations. The level is 
comparable to that of Mike Gordon’s text and the final chapter of my own book 
on programming languages. 
The most unsatisfactory aspect of the book is the author’s failure to convey the 
differences between denotational and operational approaches to semantics. The 
principle of compositionality is stated (badly) only in the very last sub-section, and 
there is no mention of the concept of full abstraction or the techniques of structural 
induction and fixed-point induction for reasoning about semantic descriptions. 
The author has confused the issue of denotational versus operational semantics 
further by ‘translating’ the semantic descriptions into programming languages. A 
good example of the resulting confusion appears at the end of Chapter 2, where a 
perfectly acceptable mathematical definition of a conditional construct is criticised 
by the author as being poor merely because its translation into a call-by-value 
programming language would not execute as desired. 
The over-emphasis on translation of semantic descriptions into programs may be 
the only justification for the ‘practicality’ claimed in the title: there is no discussion 
whatever of applications to programming-language design or validation of program- 
ming logics and implementations, and only a brief mention of the possibility of 
