We propose Multi-Strategy Coevolving Aging Particles (MS-CAP), a novel population-based algorithm for black-box optimization. In a memetic fashion, MS-CAP combines two components with complementary algorithm logics. In the first stage, each particle is perturbed independently along each dimension with a progressively shrinking (decaying) radius, and attracted towards the current best solution with an increasing force. In the second phase, the particles are mutated and recombined according to a multi-strategy approach in the fashion of the ensemble of mutation strategies in Differential Evolution. The proposed algorithm is tested, at different dimensionalities, on two complete black-box optimization benchmarks proposed at the Congress on Evolutionary Computation 2010 and 2013. To demonstrate the applicability of the approach, we also test MS-CAP to train a Feedforward Neural Network modelling the kinematics of an 8-link robot manipulator. The numerical results show that MS-CAP, for the setting considered in this study, tends to outperform the state-of-the-art optimization algorithms on a large set of problems, thus resulting in a robust and versatile optimizer.
Introduction
The intelligence, from its etymology, is the capability of understanding. When we talk about machine intelligence, the concept takes a slightly different meaning. Since at the moment the humanity has no full knowledge of the brain process of understanding, it cannot be reproduced into a machine. Nonetheless, we can still talk about intelligence of machines if we focus on their "intelligent behaviour". More specifically, we can consider the intelligence of a machine as the capability of performing a "clever choice". More formally, a choice is clever when it guarantees the best desired conditions. For example, when a route must be decided, the shortest path is in general the choice that guarantees the least fuel consumption (if we neglect the traffic, the pavement of the road etc.). Another example, can be an engineering design, see 1 and 2 . If we consider the design of the profile of some airplane parts, some shape can guarantee the best aerodynamic conditions. A similar consideration can be done for electronic and telecommunication problems, see 3 and 4 as well as for management and civil engineering, see 5 and
6 .
The problem of performing the "correct choice" from an array of (finite or infinite) options is the so-called optimization problem. Optimization is extremely important in engineering and machine learning and has been extensively studied over the last decades. Some pioneering studies on structural optimization have been reported e.g. in 7 , 8 , and 9 . The technological progress as well as the needs of the market impose the solution of complex optimization problems that have to deal with many variables, see 10 and 11 , real-time and hardware limitations, see 12 , and to tackle both design and control issues, see 13 . Some other approaches integrate human decision within the optimization process, see 14 and 15 . Since most of these problems cannot be solved by means of exact methods, meta-heuristics, i.e. algorithms which do not require specific hypotheses on the optimization problem, have been widely diffused. Amongst successful implementations Memetic Computing (MC) approaches, i.e. hybrid approaches composed of diverse interacting operators, see 16 , 17 and 18 , have been extensively used, see e.g. 19 , 20 , 21 and 22 . It is important to remark that optimization algorithms and neural systems are strictly connected. In order to function properly neural systems need learning. Such learning is de facto the correct selection of a set of parameters characterizing the neural system itself. The choice of these parameters is an optimization problem, see 23 , 24 , 25 , 26 , and 27 . Since this optimization problem is continuous, usually multivariate, and implicitly noisy, see 28 , algorithms based on Particle Swarm Optimization (PSO) and Differential Evolution (DE) frameworks have been proposed in the literature in several occasions. Some examples of PSO application neural network training is given in 29 and 30 . As for DE application to neural network training, some successful examples are given in 31 and 32 . The problem whether PSO or DE is preferable for neural network training has also been studied in several cases. As expected comparative studies tend to give mixed results and the best choice appears to depend on many factors such as the network size and architecture, see e.g. 33 and
34 . An important engineering application of the binomial neural systems/optimization algorithms is robotics. A typical application of these methods in this field is the control of robotic arms, with some relevant modern studies presented in 35 , 36 , 37 , 38 . Another example is modelling: typically, robots are extremely complex devices as for both mechanical and electric aspects, therefore writing a mathematical model of their behaviour can be difficult, see 39 . On the other hand, accurate models can be of great support, if not necessary, for designers and users as they allow a proper understanding and thus control of the robotic devices, see 40 . These models naturally include multiple parameters that must be identified. The parameter identification is an optimization problem itself as its meaning is the selection of those parameters that guarantee the most reliable fitting (the minimal error) with the physical system, see e.g. 41 , 42 , 43 , 44 , and 45 . With this background in mind, the present paper proposes a novel, general-purpose MC approach for continuous optimization problems with possible applications in neural systems. The proposed algorithm combines two concurrent/cooperative strategies. The first strategy makes use of the age of each solution to adapt the search logic. The second strategy employs and coordinate multiple perturbation techniques in the fashion of Differential Evolution, see 46 . The proposed approach is a very versatile implementation as it is able to ensure a very good performance over a wide range of problems including multiple dimensionality values. The comparison with modern algorithms confirms that the proposed scheme is actually able to outperform, on a regular basis, optimization algorithms that represent the state-of-the-art in optimization. In addition, the proposed algorithm has been tested on a real world problem, that is the parameter identification of the kinematic model of a robot manipulator. The model in this robotics case is performed with the aid of a Feedforward Neural Network.
The remainder of this paper is organized in the following way. Section 2 describes the principles of the algorithmic functioning and gives details about the implementation. Section 3 shows the numerical result over an extensive testbed of test functions. Section 4 describes the application to robotics of the proposed algorithm. Finally, Section 5 gives the conclusion to this work.
Multi-Strategy Coevolving Aging Particles
We describe here the proposed Multi-Strategy Coevolving Aging Particles (MS-CAP) algorithm. In the following, we refer without loss of generality to the minimization problem of a fitness function f (x), where x is a candidate Multi-Strategy Coevolving Aging Particle Optimization solution to the optimization problem at hand, defined in R D , being D the problem size. At the beginning of the algorithm a set (or "swarm") of N particles is randomly initialized with a single, randomly sampled initial solution x init . Each particle x i is given a lifetime lif e i (initially zero), and, for each j-th variable, a random velocity:
where ub j and lb j are respectively the upper and lower bound of the search space along the j-th dimension, and U(x, y) is a number sampled from a uniform distribution in [x, y).
After the initialization phase, the main generational loop of the algorithm starts. Broadly speaking, the MS-CAP can be seen as a Memetic Computing approach composed of two stages: the first one, responsible for coevolving the aging particles, i.e., dispersing and attracting them towards the best solution; the latter, activated when the first one fails at improving upon the best solution, responsible for mutating and recombining the particles according to a multi-strategy mechanism. The two components are detailed in the next two subsections.
Coevolving Aging Particles
During the coevolving aging phase, first each particle x i saves its previous position and fitness; then, it updates, for each j-th variable, its velocity and position according to the following rule:
where n eval and max eval represent, respectively, the current and the maximum number of fitness evaluations (the latter is the computational budget allotted to the algorithm), while x best represents the current best solution in the swarm. The meaning of this update rule is that, unlike in classic PSO where the attraction for the global best individual is constant, in the proposed scheme the particles are attracted towards the best solution with a force that progressively increases during the optimization process. Thus, at the beginning the attraction is weak (resulting in a larger exploration pressure), whereas in later stages it becomes stronger. Or, in other words, the update rule becomes more exploitative.
The newly perturbed solution is then evaluated and, in case of improvement upon the best solution, the previous particle is replaced and the index of the best particle in the swarm is updated.
\\Coevolving Aging Particles update = false for i = 1, 2, . . . , N do xi Additionally, when the perturbed solution improves upon its parent, the particle's lifetime is set to zero. Otherwise, the lifetime is increased by one, and an exponential decay is computed as decay = e −lif ei . If the decay becomes smaller than a given threshold ε, the particle (as well as its fitness) is replaced with another particle randomly chosen from the swarm, its lifetime is set to zero, and its velocity is reinitialized according to eq. (1) . If the decay is still larger than the threshold, the perturbed particle (and its fitness) is instead reset to the previous values saved at the beginning of this step. Then, if the condition mod(lif e i , 2) = 0 holds true (being mod the modulo operator), i.e., the lifetime has an even value, the velocity is shrunk in the opposite direction (v (i,j) = v (i,j) · (−decay)); otherwise, if the lifetime has an odd value, the magnitude of the velocity is retained, but its sign is changed (v (i,j) = v (i,j) · (−1)). As a remark, it should be noted that the maximum age of an "unsuccessful" particle, i.e. the number of possible perturbations before being reset, is ⌈− ln(ε)⌉. A pseudo-code of this mechanism is shown in Fig. 1 . With r = U{{1, 2, . . . , N } − {i}}, we mean a discrete uniform random number sampled from the set {1, 2, . . . , N }, excluding {i}.
The rationale behind the Coevolving Aging Particles mechanism is that each particle, while being attracted to the best solution, is also perturbed along each dimension, in alternating directions, and with a progressively shrinking radius which decays exponentially with the "age" of the particle. In other words, the particles in the swarm act as micro, parallel local-searchers with an embedded restart mechanism based on the particle decay.
Multi-Strategy Mutation and Recombination
Whenever the Coevolving Aging Particles fail at improving upon the current best solution, a further mutation/recombination step is activated in order to exploit the current genetic material and explore the search space with a rich set of moves according to a Differential Evolution logics and inspired by the concept of ensemble in DE schemes, see 47 . More specifically, L steps of the following procedure are repeated, where L is a parameter of the algorithm. At first, each particle x i saves its previous position and fitness, as in the previous phase. Then, it samples a scale factor F i and a crossover rate CR i , respectively from a random uniform distribution in [0.1, 1) and [0, 1). Finally, the particle selects, randomly and with the same probability, a mutation strategy mut i and a crossover strategy xover i , respectively from a pool of four mutation and two crossover strategies typical of Differential Evolution. The selected strategy mut i is then used, with the selected scale factor F i , to generate a mutant solution x mut . Using the DE-notation to indicate the mutation strategies 46 , we consider here the following pool P mut of strategies:
• rand/1:
• rand-to-best/2:
• cur-to-best/1:
where the indices r, s, t, u and v are mutually exclusive integers within the range [1, N ], randomly generated anew for each i-th mutant solution and also different from the index of the current particle i, and K is a parameter randomly chosen in [0, 1].
After mutation is applied, the newly mutated particle x mut is recombined with its parent x i choosing with equal probability a crossover strategy xover i from a pool of strategies P xover = {bin, exp} consisting of the binomial (or uniform, indicated as "bin") and the exponential (or two-point modulo, indicated as "exp") strategy 48 , in both cases applied with crossover rate CR i . The recombined solution x xover so generated is then compared with its parent x i and, in case of improvement, replaces it according to the DE one-to-one spawning logic.
After L repetitions of this sequence of operations, the particles which were updated (i.e., improved upon) are assigned a new velocity according to eq. (1) and their lifetime is set to zero. A pseudo-code of the multi-strategy mutation and recombination component is given in Fig. 2 .
The algorithm continues applying the Coevolving Aging Particles mechanism described before, until a stop condition based on a maximum budget (max eval ) is reached. The pseudo-code describing initialization and coordination among the algorithmic components is given in Fig. 3 .
\\Multi-Strategy Mutation and Recombination
Pxover apply muti with F = Fi to generate xmut apply xoveri with CR = CRi to generate xxover evaluate fxover n eval = n eval + 1 if fxover < fi old then xi = xxover fi = fxover changedi = true end if end for update best end for 
Algorithmic Philosophy
The proposed MS-CAP is a MC approach where two operators perturb a population of candidate solutions from complementary perspectives, see 49 . In other words, the two mechanisms perturb the solutions according to two very different logics. The coevolving aging particles perturb the variables separately by means of a randomized mechanism, i.e. performing randomized moves along the axes. On the contrary, the DE-like mutations, use the other points to move diagonally by simultaneously perturbing multiple variables. One of the ideas behind the implementation of MS-CAP is that these two search strategies should complement each other and their alternate use should make the algorithm robust enough to tackle problems with diverse features. More specifically, search operators that perform moves along the axes are suitable for separable problems, see 50 , while non-separable problems require the use of operators that perform diagonal moves, as e.g. 51 . The coevolving population, alternatively perturbed by different operators is supposed to prevent from convergence in proximity of local optima thus handling multimodality in fitness landscapes, see 52 . Moreover, as highlighted in 46 , DE schemes are characterized by a limited amount of search moves. This effect is compensated in an ensemble fashion by the use of multiple mutation strategies, see 47 , and in a memetic fashion by the coevolving particle mechanism. The latter further justifies the support action of the DE scheme as it offers a directional search led by the best particle and appears to have a crucially beneficial effect on the DE scheme, as shown in 53 . The aging mechanism is also very important within this scheme as it allows a natural refreshment of the available search directions. More specifically, both PSO and DE like schemes can be prone to stagnation, see 54 , and a refresh action appears to offer a (partial) restart to the search, thus allowing the optimization process to successfully progress, see also 55 . A refreshment mechanism is typical in the context of many optimization algorithms. Also aging mechanisms have been recently proposed in some optimization methods: for instance, in 56 aging is applied within a PSO framework to update the global best. However, while in that mechanism the aging of the global best is used to allow that the other particles improve upon its performance, in the present paper the aging mechanism aims at refreshing the entire population while it is perturbed by two concurrent sets of perturbation rules. All in all, MS-CAP has been designed to be, within the respect of the No Free Lunch Theorem 57 , a robust scheme whose strength is within a proper balancing of diverse components that have the role of compensating each other and aim at achieving solutions with a high quality.
Evaluation on Benchmark Problems
In order to assess the performance of MS-CAP on a broad set of real-parameter optimization problems, we evaluate the results obtained by the proposed algorithm on two different benchmarks, namely:
• the benchmark used at the CEC 2013 58 , composed of 28 bound-constrained test functions;
• the large-scale optimization benchmark used at CEC 2010 59 , composed of 20 bound-constrained test functions.
Furthermore, we study the scalability properties of the proposed algorithm testing the CEC 2013 benchmark in 10, 30 and 50 dimensions, and the CEC 2010 benchmark in 1000 dimensions.
To have a heterogeneous comparison, we confront MS-CAP with ten state-of-the-art optimization algorithms which make use of different search logics and algorithmic structures, namely (1) algorithms whose structure is based on Differential Evolution, and (2) what we call here "alternative" meta-heuristics, i.e. methods based on PSO, Evolution Strategy, and memetic computing. The comparative setup can be summarized as follows:
Differential Evolution based algorithms
• Self Adaptive Differential Evolution (SADE) 60 , with Learning Period LP = 20 and population size N p = 50;
• Adaptive Differential Evolution (JADE) 61 , with population size equal to 60 individuals, p = 0.05 and adaptation rate c = 0.1;
• Self Adaptive Parameters in Differential Evolution (jDE) 62 , with F l = 0.1, F u = 0.9, τ 1 = τ 2 = 0.1 and population size N p = 50;
• Modified Differential Evolution + pBX crossover (MDE-pBX) 63 , with population size equal to 100 individuals and group size q equal to 15% of the population size.
• Ensemble of Parameters and Strategies in Differential Evolution (EPSDE) 47, 64 , with N p = 50, parameter pools P CR = {0.1, 0.5, 0.9} and P F = {0.5, 0.9}, and pools of strategies P xover = {bin, exp} and P mut = {cur-to-pbest/1, cur-to-rand/1}.
• Comprehensive Learning Particle Swarm Optimizer (CLPSO) 65 , with population size equal to 60 individuals;
• Cooperatively Coevolving Particle Swarms Optimizer (CCPSO2) 66 , with population size equal to 30 individuals, Cauchy/Gaussian sampling selection probability p = 0.5 and set of potential group sizes S = {2, 5}, S = {2, 5, 10}, S = {2, 5, 10, 25}, for experiments in 10, 30 and 50 dimensions, respectively;
• Parallel Memetic Structures (PMS) 11 , with α e = 0.95, ρ = 0.4, 150 iterations for short distance exploration, and Rosenbrock tolerance ε = 10 −5 ;
• Memetic Algorithm with CMA-ES Chains (MA-CMA-Chains) proposed in 67 with population size equal to 60 individuals, probability of updating a chromosome by mutation equal to 0.125, local/global search ratio r L/G = 0.5, BLX-α crossover with α = 0.5, n ass parameter for Negative Assortative Mating set to 3, LS intensity stretch I str = 500 and threshold δ min LS = 10 −8 ;
• Covariance Matrix Adaptation Evolution Strategy (CMA-ES) 51 , with the default parameter setting of the original implementation 68 , namely λ = ⌊4 + 3 ln(D)⌋, µ = ⌊λ/2⌋, and initial step-size σ = 0.2.
In 1000 dimensions, the experiments have been carried out by replacing MA-CMA-Chains with its corresponding large scale variant 69 :
• Memetic Algorithm with Subgrouping Solis Wets Chains (MA-SSW-Chains) proposed in 70 with population size equal to 100 individuals, probability of updating a chromosome by mutation equal to 0.125, local/global search ratio r L/G = 0.5, BLX-α crossover with α = 0.5, n ass parameter for Negative Assortative Mating set to 3, LS intensity stretch I str = 500 and threshold δ min LS = 0.
In the following, we indicate with "MACh" either MA-CMA-Chains or MA-SSW-Chains, depending on the problem dimension.
For each algorithm and test function, we execute 100 independent runs, each one with a computational budget of 5000 × D fitness evaluations (where D is the problem dimension). To handle the search space bounds, we implement in all the algorithms a toroidal mechanism, consisting of the following: given an interval [a, b] , if x i = b + ζ, i.e. the i-th design variable exceeds the upper bound by a quantity ζ, its value is replaced with a + ζ. A similar mechanism is applied for the lower bound. The entire experimental setup (fitness functions and algorithms) is coded in Java and executed on a hybrid network composed of Linux and Mac computers, using the distributed optimization platform Kimeme 71 . As a final remark, it should be noted that each algorithm is executed with the parameter setting suggested in its seminal paper. As for MS-CAP, we set N p = 50, ε = 10 −6 (corresponding to a maximum lifetime of 14) and L = 3. The analysis of parameter sensitivity, discussed in subsection 3.2, revealed that this setting guarantees the best trade-off in terms of optimization and scalability at different dimensions. Tables 1-4 show, for each test function and problem dimension, the mean and the standard deviation (over 100 runs) of the fitness error (with respect to the global optimum) obtained by MS-CAP, jDE, CMA-ES, and CCPSO2 at the end of the allotted budget. For the sake of brevity, we report the numerical results of only four algorithms, chosen as representative set. The entire set of detailed results is available at the link https: //sites.google.com/site/facaraff/home/Downloads/MS-CAP_Detailed_Results.pdf.
In the same tables, we report next to each fitness error the result of each pair-wise statistical comparison between the fitness errors obtained by MS-CAP (taken as reference) and those obtained with the algorithm in the corresponding column name. In symbols, "=" indicates an equivalent performance, while "+" ("-") indicates that MS-CAP has a better (worse) performance, with respect to the algorithm in the column label, i.e., it shows a smaller (larger) fitness error. 75 . More specifically, we first test the null-hypothesis of equal distributions (i.e., the two algorithms under comparison are statistically equivalent from an optimization point of view); then, we test the null-hypothesis that the fitness errors of the reference algorithm (MS-CAP) are statistically smaller than those obtained with the algorithm under comparison. In case of non-normal distributions, we instead test the null-hypotheses by means of the non-parametric Wilcoxon Rank-Sum test 76 . In all the tests, we consider a confidence level of 0.95 (α = 0.05). 
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1.42e + 01 ± 7.30e + 00 It can be seen that MS-CAP is superior to the other algorithms in 749 experiments (72%), while it is outperformed in 20.58% of cases. Looking at the aggregate pairwise algorithm comparisons, it emerges that MS-CAP outperforms all the other algorithms in most of the cases. The overall superior performance of MS-CAP is particularly evident against CLPSO, CCPSO2 and PMS, while jDE results the second most competitive algorithm after MS-CAP. Another interesting observation is that the performance of MS-CAP is very good at all the dimensionalities considered in our experiments, with a success rate of approximately 74% in case of 10, 30 and 50 dimensions, and 66.5% in 1000. Thus, although the performance of MS-CAP slightly deteriorates on large-scale problems (compared to jDE, EPSDE, PMS and CMA-ES), the proposed algorithm is able to provide Fig. 4 , where it can be seen how, on that specific problem, MS-CAP converges much faster than the other algorithms towards the optimal solution.
Statistical Ranking through the Holm-Bonferroni Procedure
In order to give a further insight into the results presented above, we ranked the 11 algorithms under study by means of the sequentially rejective Holm-Bonferroni procedure 77 , as described in 78 . The procedure consists of the following. Considering the results obtained by all the algorithms on the two benchmarks (at four different dimensionalities), for each problem we assigned to each algorithm a score R i for i = 1, . . . , N A (where N A is the number of algorithms under analysis, N A = 11 in our case), being 11 the score of the algorithm displaying the best performance on that problem, 10 the score of the second best, and so on. The algorithm displaying the worst performance scores 1. These scores are then averaged, for each algorithm, over the whole set of test problems (104 in our case). The algorithms are sorted on the basis of these average scores. Indicating with R 0 the rank (i.e, the average score) of MS-CAP, taken as reference, and with R j for j = 1, . . . , N A − 1 the rank of the remaining 10 algorithms, the values z j are calculated as
where N T P is the number of test problems in consideration (N T P = 104 in our case). By means of the z j values, the corresponding cumulative normal distribution values p j are derived. These p j values are then compared to the corresponding δ/j where δ is the level of confidence, set to 0.05: if p j < δ/j, the null-hypothesis (that MS-CAP has the same performance as the j-th algorithm) is rejected, otherwise is accepted as well as all the subsequent tests. Table 6 displays the ranks, z j values, p j values, and corresponding δ/j obtained in this way. The rank of MS-CAP is shown in parenthesis in the table caption. Moreover, we indicate whether the null-hypothesis is rejected or not. In this case, all the hypotheses are sequentially rejected. Moreover, it should be noted that the proposed MS-CAP has the highest average rank (8.32), while jDE ranks second (6.64 ). This result not only confirms the superiority of the proposed approach to the state-of-the-art algorithms under comparison, but also shows its applicability as an algorithm fit to tackle a broad range of optimization problems. 
Sensitivity of the Parameters
We performed an analysis of sensitivity varying, independently, the values of N and ε. We replicated the experiments on the entire CEC 2013 testbed in 10 and 30 dimensions, and performed the statistical analysis as described before, using the results obtained with N = 50 and ε = 10 −6 as reference. Numerical results in 10 dimensions are given in Tables 7 and 8 , where for each function the variation of performance depending on N and ε, respectively, is shown. Also in this case, 100 repetitions per function are considered. The results in 30 dimensions, not reported here for brevity, are available at the link https://sites.google.com/site/ facaraff/home/Downloads/MS-CAP_Detailed_Results.pdf. As shown MS-CAP appears to be fairly robust and its performance does not seem to be very sensitive to parameter variations, especially with respect to the decay threshold ε. As for the population size N p , it seems that its influence on the algorithmic performance is slightly stronger. All in all, the parameter setting (N = 50, ε = 10 −6 ) provides the best results, guaranteeing the best trade-off in terms of optimization and scalability.
Application to Neural Network Training
To conclude the presentation of MS-CAP, we describe here an application in the context of industrial robotics. In particular, we consider as a case study the training of a model of the forward kinematics of an all-revolute robot arm.
Generally speaking, the forward kinematics of an all-revolute robot arm can be described as follows:
where θ is the vector of joint (angular) positions, φ is the set of parameters describing the kinematic chain of the arm, and f (·) is the homogeneous transformation matrix which translates the joint positions θ (in the joint space) into the configuration x (in the configuration space) of the end-effector of the arm. The end-effector configuration x is in general a 6-dimensional vector whose components are the Cartesian position [x, y, z] of the end-effector, and its orientation described as a tern of Euler angles (e.g. roll, pitch, yaw). On the other hand, θ is a vector whose cardinality is the number of revolute joints. Finally, the structure of the parameter set φ Table 7 : Average error ± standard deviation and statistical comparison (reference: MS-CAP N = 50 ε = 10 −6 ) for MS-CAP parameter tuning of N on CEC 2013 in 10 dimensions N = 50 ε = 10 −6 N = 10 ε = 10 −6 N = 30 ε = 10 −6 N = 100 ε = 10 −6 f 1 0.000e + 00 ± 0.000e + 00 8.527e − 14 ± 1.101e − 13 = 0.000e + 00 ± 0.000e + 00 = 1.160e − 11 ± 3.361e − 12 + f 2 3.711e + 02 ± 3.244e + 02 1.849e + 04 ± 1.835e + 04 + 7.401e + 03 ± 7.480e + 03 + 3.084e + 03 ± 1.081e + 03 + f 3
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1.996e + 01 ± 5.780e + 00 2.311e + 01 ± 2.883e + 00 = 2.008e + 01 ± 5.247e + 00 = 1.806e + 01 ± 2.657e + 00 = f 19 3.840e − 01 ± 1.458e − 01 4.533e − 01 ± 1.454e − 01 = 4.215e − 01 ± 1.520e − 01 = 6.656e − 01 ± 1.591e − 01 + f 20 2.685e + 00 ± 9.982e − 01 3.236e + 00 ± 4.941e − 01 = 3.261e + 00 ± 4.124e − 01 = 2.610e + 00 ± 3.668e − 01 = f 21 4.002e + 02 ± 0.000e + 00 4.002e + 02 ± 8.039e − 14 = 4.002e + 02 ± 0.000e + 00 = 4.002e + 02 ± 3.591e − 12 + f 22 7.069e + 01 ± 6.495e + 01 1.616e + 02 ± 1.227e + 02 = 2.228e + 01 ± 1.307e + 01 = 2.172e + 02 ± 9.220e + 01 + f 23 9.519e + 02 ± 3.095e + 02 1.301e + 03 ± 3.464e + 02 = 9.606e + 02 ± 2.439e + 02 = 9.099e + 02 ± 3.228e + 02 = f 24
1.740e + 02 ± 3.460e + 01 1.826e + 02 ± 3.136e + 01 = 1.839e + 02 ± 3.865e + 01 = 1.530e + 02 ± 4.010e + 01 = f 25 2.012e + 02 ± 2.585e + 00 2.088e + 02 ± 3.972e + 00 + 1.911e + 02 ± 3.018e + 01 = 2.024e + 02 ± 3.109e + 00 = f 26
1.274e + 02 ± 2.874e + 01 1.404e + 02 ± 3.619e + 01 = 1.174e + 02 ± 1.208e + 01 = 1.436e + 02 ± 4.381e + 01 = f 27 3.126e + 02 ± 3.303e + 01 3.191e + 02 ± 3.089e + 01 + 3.125e + 02 ± 3.305e + 01 = 3.381e + 02 ± 4.794e + 01 + f 28 2.500e + 02 ± 8.660e + 01 2.750e + 02 ± 6.614e + 01 = 2.750e + 02 ± 6.614e + 01 = 2.750e + 02 ± 6.614e + 01 + Table 8 : Average error ± standard deviation and statistical comparison (reference: MS-CAP N = 50 ε = 10 −6 ) for MS-CAP parameter tuning of ε on CEC 2013 in 10 dimensions N = 50 ε = 10 −1 N = 50 ε = 10 −3 N = 50 ε = 10 −5 N = 50 ε = 10 −7 f 1 0.000e + 00 ± 0.000e + 00 = 0.000e + 00 ± 0.000e + 00 = 0.000e + 00 ± 0.000e + 00 = 0.000e + 00 ± 0.000e + 00 = f 2 2.226e + 04 ± 2.411e + 04 + 4.965e + 03 ± 7.505e + 03 + 3.075e + 03 ± 3.096e + 03 = 2.851e + 02 ± 2.992e + 02 = f 3 1.327e + 02 ± 3.426e + 02 = 1.486e + 02 ± 3.704e + 02 = 4.441e + 01 ± 7.175e + 01 = 6.706e + 01 ± 1.532e + 02 = f 4 1.290e + 02 ± 1.611e + 02 + 1.383e + 01 ± 1.522e + 01 = 3.934e + 00 ± 3.584e + 00 = 2.729e + 00 ± 3.859e + 00 = f 5 0.000e + 00 ± 0.000e + 00 = 0.000e + 00 ± 0.000e + 00 = 0.000e + 00 ± 0.000e + 00 = 0.000e + 00 ± 0.000e + 00 = f 6 7.359e + 00 ± 4.249e + 00 = 1.227e + 00 ± 3.245e + 00 = 6.133e + 00 ± 4.750e + 00 = 6.133e + 00 ± 4.750e + 00 + f 7
1.775e − 01 ± 1.751e − 01 = 1.039e + 00 ± 1.983e + 00 = 1.478e + 00 ± 3.198e + 00 = 3.016e − 01 ± 3.929e − 01 = f 8 2.054e + 01 ± 1.142e − 01 + 2.044e + 01 ± 8.397e − 02 + 2.035e + 01 ± 1.762e − 01 = 2.037e + 01 ± 7.057e − 02 = f 9
1.981e + 00 ± 1.197e + 00 = 2.241e + 00 ± 1.488e + 00 = 1.983e + 00 ± 1.109e + 00 = 3.337e + 00 ± 1.435e + 00 = f 10 3.320e − 02 ± 1.742e − 02 = 9.625e − 02 ± 5.286e − 02 = 1.104e − 01 ± 5.139e − 02 = 8.643e − 02 ± 5.478e − 02 = f 11
1.244e − 01 ± 3.291e − 01 = 0.000e + 00 ± 0.000e + 00 = 0.000e + 00 ± 0.000e + 00 = 0.000e + 00 ± 0.000e + 00 = f 12
1.070e + 01 ± 5.306e + 00 = 1.505e + 01 ± 7.904e + 00 = 1.119e + 01 ± 4.498e + 00 = 1.057e + 01 ± 4.249e + 00 = f 13
1.414e + 01 ± 7.612e + 00 = 1.621e + 01 ± 8.909e + 00 = 2.015e + 01 ± 7.202e + 00 = 1.141e + 01 ± 3.922e + 00 = f 14 1.795e + 01 ± 1.928e + 01 = 4.360e + 00 ± 5.505e + 00 = 2.615e + 00 ± 2.698e + 00 = 4.942e + 00 ± 3.925e + 00 = f 15 9.289e + 02 ± 2.976e + 02 = 8.842e + 02 ± 2.197e + 02 = 8.129e + 02 ± 1.965e + 02 = 6.786e + 02 ± 2.204e + 02 = f 16 8.496e − 01 ± 4.547e − 01 + 3.159e − 01 ± 2.571e − 01 = 1.607e − 01 ± 1.713e − 01 = 3.161e − 01 ± 2.835e − 01 = f 17
1.054e + 01 ± 4.400e − 01 = 1.024e + 01 ± 6.812e − 02 = 1.037e + 01 ± 1.428e − 01 = 1.048e + 01 ± 1.705e − 01 = f 18 2.223e + 01 ± 7.151e + 00 = 2.390e + 01 ± 5.943e + 00 = 2.507e + 01 ± 5.033e + 00 + 2.432e + 01 ± 4.199e + 00 = f 19 5.591e − 01 ± 1.687e − 01 = 4.392e − 01 ± 7.951e − 02 = 4.616e − 01 ± 1.464e − 01 = 4.295e − 01 ± 1.603e − 01 = f 20 2.979e + 00 ± 2.121e − 01 = 3.158e + 00 ± 2.244e − 01 = 2.903e + 00 ± 6.511e − 01 = 3.161e + 00 ± 3.947e − 01 = f 21 3.752e + 02 ± 6.621e + 01 = 4.002e + 02 ± 0.000e + 00 = 3.752e + 02 ± 6.621e + 01 = 4.002e + 02 ± 0.000e + 00 = f 22 2.415e + 02 ± 3.395e + 02 = 7.715e + 01 ± 6.285e + 01 = 1.808e + 02 ± 2.731e + 02 = 5.343e + 01 ± 3.993e + 01 = f 23
1.025e + 03 ± 2.524e + 02 = 9.207e + 02 ± 3.829e + 02 = 8.845e + 02 ± 3.416e + 02 = 8.588e + 02 ± 2.931e + 02 = f 24 2.054e + 02 ± 5.834e + 00 + 1.698e + 02 ± 3.722e + 01 = 1.956e + 02 ± 1.734e + 01 = 1.855e + 02 ± 3.063e + 01 = f 25 2.032e + 02 ± 5.413e + 00 = 1.999e + 02 ± 8.584e + 00 = 2.024e + 02 ± 4.351e + 00 = 1.803e + 02 ± 3.465e + 01 = f 26
1.787e + 02 ± 3.690e + 01 + 1.492e + 02 ± 3.948e + 01 = 1.243e + 02 ± 2.889e + 01 = 1.361e + 02 ± 3.722e + 01 = f 27 3.000e + 02 ± 1.831e − 02 -3.375e + 02 ± 4.839e + 01 = 3.250e + 02 ± 4.327e + 01 = 3.126e + 02 ± 3.304e + 01 = f 28 3.000e + 02 ± 3.487e − 12 = 3.000e + 02 ± 3.507e − 12 = 3.000e + 02 ± 7.354e − 12 = 2.750e + 02 ± 6.614e + 01 = depends on the adopted kinematic representation, usually based on the Denavit-Hartenberg convention 79 . For most robots the vector function f (·) can be derived directly from the geometry of the manipulator. Nevertheless, when the structure of the robot is particularly complex, e.g. due to kinematic redundancy, writing this function is not trivial. In addition to that, the transformation matrix f (·) is usually highly nonlinear and affected by noise, due e.g. manufacturing defects, wear of the robot components, and other factors of uncertainties. In all these cases, it is very important to have a reliable approximation of the forward kinematics model, especially for the purpose of control and path planning.
Following the problem definition described in 80 , we consider here the task of predicting the Cartesian distance of the end-effector of an 8-link all-revolute manipulator from a predetermined target in the configuration space, given the angular positions of the eight joints. The target is arbitrarily set to the Cartesian position [0.1, 0.1, 0.1] (relative distance, in meters, to the base frame of the robot arm). It is important to note that, compared to the general forward kinematics problem defined in eq. (3), here we are not interested in the whole configuration (position/orientation) of the end-effector, but only in its distance (thus, a single scalar value) from the target. The latter, however, obviously depending on the first. In this way, the kinematic model is a MISO model, i.e. with multiple inputs and a single output.
Among the eight different datasets available in 80 , we consider two datasets. Both of them refer to the 8-dimensional, highly nonlinear case. The first is characterized by medium uniform noise while the second by high uniform noise. As reported in 80 , the data are generated in Matlab using the Matlab Robotics Toolbox 81 , based on a realistic model of the 6-DOF PUMA 560 arm (Fig. 5 ) with the addition of two fictitious joints to the end of the kinematic chain. The resulting datasets contain both 8192 data points, each one consisting of eight angular positions and one distance value.
To model the kinematics of the robot, we consider a Feedforward Neural Network with eight input neurons (one per joint) and one output node. In the experiments, the neural network is implemented using the opensource Java package Encog 82 , version 3.2.0. To investigate the effect of the network architecture, we consider networks with 3, 4, and 5 hidden nodes. Each hidden node uses a sigmoid activation function with unitary slope.
The purpose of training the neural network consists in finding the optimal weights of the links in the network which guarantee the best approximation to the data. Indicating with N hn the number of hidden nodes, the total number of links is given by the number of input nodes (8 in our case) times N hn , plus N hn links between the hidden nodes and the output node. Considering the three different hidden layer sizes, we then have optimization In total, we have six different optimization problems, corresponding to six combinations of datasets (medium and high noise) and hidden layer sizes (3, 4, and 5). For each problem, we divide the specific dataset in three equally sized subsets, respectively used for training, validating and testing the neural network. The training is performed minimizing the Mean Square Error (MSE) on the training subset. At the end of the training phase, the resulting neural network is then validated and tested on the two other subsets, and the corresponding MSE is calculated.
Comparison against Meta-heuristics
In order to provide an exhaustive comparison, the MSE minimization process is performed using the same 11 algorithms presented in the previous section, with the same parameter setting. For each of the six configurations of dataset/hidden layer size, each algorithm has been executed 32 independent times, each one continued for 5000 × D fitness evaluations.
The experimental results in terms of average MSE (on the test subset) and standard deviation over 32 runs at the end of the budget, as well as the statistical comparison as described in Section 3, are reported in Tables  9 and 10 , respectively for the medium and high noise cases. The box plot of the MSE values in the case of high noise and four hidden nodes is shown in Figure 8 (the boxplots in the remaining five configurations are not shown because very similar).
From the two tables and the figure, it can be seen that MS-CAP displays a respectable performance being as good as the best algorithms and clearly outperforming other competitors such as CLPSO, CCPSO2 and MACh. More specifically, the proposed algorithm statistically outperforms its competitors in 31 cases, is outperformed in 23 cases and displays a similar performance in 6 cases. It can be noticed also that MS-CAP performs slightly better in the high noise case, and when the number of hidden nodes (which, in turn, affects the number of variables) increases. Interestingly, this result suggests on one hand that the MS-CAP algorithm is fairly robust against noise, on the other that it does not suffer from curse of dimensionality or overfitting.
The average MSE trends for two of the six configurations are shown in Figures 6 and 7 . It can be observed that MS-CAP as well as several other competitors quickly detect solutions with a high quality while CLPSO and MACh display a much worse performance than the other algorithms (in particular, MACh suffers from premature convergence, while CLPSO converges slowly).
Comparison against Classical Training Methods
We complete our study of the neural network training problem comparing the proposed MS-CAP against two classical training methods, namely the Error Back Propagation (EBP) 83 and the Resilient Propagation (RP) 84 . For both the algorithms we used the implementation available in Encog, with the default parameter setting. In order to guarantee a fair comparison, we assign the same budget (5000 × D evaluations) also to EBP and RP. Numerical results related to the six configurations of dataset/hidden layer size defined before are reported in Tables 11 and 12 , respectively for the case of medium and high noise. It can be observed that, besides one case (3 hidden nodes, high noise), the proposed MS-CAP significantly outperforms the classical methods in terms of MSE. This result can be explained considering that the two classic algorithms, which are very specific to the training problem, perform better when the network size is smaller (in the presence of high noise); on the other hand, when the number of variables increases, a robust general-purpose optimizer tends to show a better performance.
This experiment shows that MS-CAP is particularly suitable for training neural networks and more in general confirms, once again, that this efficient and versatile algorithm is able to obtain, with no prior tuning, a good performance on optimization problems from various domains.
Conclusions
This paper proposes a Memetic Computing structure in which a population of candidate solutions, termed here coevolving aging particles, are perturbed, independently, along each dimension. The perturbation occurs in such a way that the search radius progressively decays, based on the "age" of the particle, while the same particle is attracted with a progressively increasing force towards the current best solution in the swarm. When this logics fails at finding a fitness improvement, an evolutionary component is activated. The latter, employing a randomized pool of multiple mutation/recombination strategies typically used in Differential Evolution, attempts to further exploit the current genetic material and possibly reach unexplored areas of the search space. The proposed algorithm, named Multi-Strategy Coevolving Aging Particles (MS-CAP), has been tested over a diverse testbed in various dimensions ranging from 10 to 1000 and compared against ten modern meta-heuristics representing the-state-of-the art in continuous optimization. This comparison, assessed through a thorough statistical analysis, showed that the MS-CAP algorithm is superior on the employed setup to the state-of-theart algorithms considered in this study, displaying a high performance in various landscapes characterized by different features in terms of multi-modality, separability, ill-conditioning, and dimensionality.
To further demonstrate the efficacy and robustness of our approach, we presented an application of MS-CAP as a training algorithm for a Feedforward Neural Network in a robotics case study. Also in this case MS-CAP showed a very competitive performance in comparison with both state-of-the-art general-purpose meta-heuristics and classic training algorithms such as Error Back Propagation and Resilient Propagation.
Future research will attempt to improve the proposed scheme, for example integrating it with local search logics or endowing it with self-adapting capabilities, and apply it to different real-world problems.
