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Abstract. This paper presents the ColorAnt-RT algorithms for graph coloring
problems, that was developed to be used in a register allocator. The experiments
demonstrate that ColorAnt3-RT is a promising option among the developed ones
in finding good approximations for several graphs. Besides,the experiments
also demonstrate that our register allocator outperforms the George-Appel re-
gister allocator.
Resumo. Este artigo apresenta os algoritmos ColorAnt-RT para o problema da
coloraç̃ao de grafos, os quais foram desenvolvidos para serem utilizados em um
alocador de registradores. Os experimentos demonstram queColorAnt3-RT é
uma boa opç̃ao dentre os desenvolvidos para encontrar boas aproximações para
diversas classes de grafos. Além disto, os experimentos também demonstram
que o alocador de registradores implementado possui um desempenho superior
aquele obtido pelo alocador de registradores proposto por George e Appel.
1. Introdução
Obter uma soluç̃ao para o problema de coloração de grafos (PCG) consiste basicamente
em encontrar uma quantidadek de cores que possam ser atribuı́das aos v́ertices de forma
que ñao existam v́ertices adjacentes com a mesma cor. Trivialmente, se um grafo G
possuin vértices, ent̃ao basta escolherk = n cores; poŕem, o objetivóe encontrar o valor
mı́nimo dek que respeite a restrição do problema, denominado número croḿatico do
grafo e denotado porχ(G).
Uma aplicaç̃ao real dok-PCGé vista na alocaç̃ao de registradores. Neste pro-
blema, a soluç̃ao ñao se restringe apenas a verificar se um grafoék-coloŕıvel, mas tamb́em
deve utilizar alguma heurı́stica que possibilite “eliminar” as arestas conflitantes da melhor
forma posśıvel, já queé obrigat́orio colorir o grafo apenas comk cores. Contudo, um
problema relacionado a algumas abordagens baseadas em coloraç̃a de grafośe o fato de
utilizarem uma heurı́stica simples, ocasionando um código de ḿa qualidade, o que acar-
retaŕa em um considerável tŕafego entre processador e memória, ocasionando uma perda
de desempenho.
Este trabalho reporta o projeto e desenvolvimento dos algoritmos heuŕısticosCo-
lorAnt-RT para ok-PCG e sua aplicaç˜ o como uma fase de um alocador de registradores
tradicional1. ColorAnt-RT, aĺem de ser um algoritmo heurı́stico baseado em colônia de
formigas [Dorigo and Stützle 2004], utiliza a busca tabu reativa como busca local, com o
objetivo de melhorar a qualidade dos resultados.
Os resultados obtidos porColorAnt-RT mostram que elé uma boa opç̃ao para
encontrar boas aproximações para diversas classes de grafos. Como também, uma boa
opç̃ao para ser utilizado no processo de alocação de registradores. Em termos de valo-
res que s̃ao efetivamente representados em memória e tamanho de código, utilizar uma
heuŕıstica mais agressiva ocasiona um código com melhor qualidade.
O restante deste texto encontra-se organizado da seguinte forma: a Seç̃ao 2 apre-
senta alguns trabalhos relacionados; a Seção 3 apresenta os algoritmosColorAnt-RT e
uma ańalise de desempenho destes; a Seção 4 apresenta uma aplicação do melhorColo-
rAnt-RT dentre os desenvolvidos, uma modificação do alocador de registradores proposto
por George e Appel, bem como uma análise de desempenho deste novo alocador; e por
fim, a Seç̃ao 5 apresenta as conclusõe e trabalhos futuros.
2. Trabalhos Relacionados
Coloraç̃ao de grafos com colˆ nia de formigas foi originalmente proposto com o algo-
ritmo ANTCOL[Costa and Hertz 1997], no qual cada formiga tenta colorir o grafo com o
menor valor dek posśıvel, utilizando ḿetodos construtivos. A diferença entreANTCOL
e ColorAnt-RT est́a no uso da probabilidade, que envolve o feromônio e a informaç̃ao
heuŕıstica: noANTCOLé utilizada para escolher um novo vértice a ser colorido, e em
ColorAnt-RT é utilizada para escolher a cor que irá colorir um v́ertice.
Shawe-Taylor e Zerovnik modelam cada formiga como um procedim nto iterativo
que tenta minimizar o ńumero de conflitos [Shawe-Taylor and Zerovnik 2001]. No traba-
lho de Hertz e Zufferey, cada formiga colore um´ nico v́ertice, de forma que a colônia
inteira encontra apenas uma solução [Hertz and Zufferey 2006] e com base na informação
heuŕıstica e na trilha de ferom̂onio, as formigas andam pelo grafo. Em um trabalho mais
recente de Plumettazet al, o ALS-COL(Ant Local Search) [Plumettaz et al. 2010], cada
formiga é uma busca local derivada da busca tabu. A diferença destestrabalhos para
ColorAnt-RT est́a no fato de emColorAnt-RT as formigas ñao serem procedimentos ite-
rativos, nem buscas locais.
Alocador de registradores baseada em coloração de grafo foi originalmente pro-
posta por Chaitin [Chaitin 1982]. Contudo, o projeto mais bem sucedido foi o desenvol-
vido por Briggset al. [Briggs et al. 1994], que reprojetou o alocador de Chaitin paraadi r
as decis̃oes despill. George e Appel [George and Appel 1996] projetaram um alocador
que utiliza os passos de simplificação de Chaitin e o passo decoalescingconservativo de
Briggs. Estes trabalhos formam a base do alocador de registradores no qualColorAnt-RT
foi utilizado.
O trabalho mais pŕoximo do alocador de registradores que utilizaColorAnt-RT
(CARTRA) é o trabalho desenvolvido por Wu e Li [Wu and Li 2007] que propõe um
1Projeto de Iniciaç̃ao Cient́ıfica, Processo 6500/2010, Tı́tulo: “Algoritmo baseado em colˆ nia de formi-
gas para soluç̃ao do problema de coloraç˜ o de grafos”, Perı́odo: 01/08/2010 a 31/07/2011, Discente: Carla
Negri Lintzmayer, Orientadores: Mauro Henrique Mulati e Anderson Faustino da Silva, Universidade Es-
tadual de Marinǵa.
algoritmo heuŕıstico h́ıbrido que combina diversas idéias de alocadores de registradores
clássicos, com algoritmos evolucionários e busca tabu.
3. O Algoritmo ColorAnt-RT
Para solucionar ok-PCG, foi desenvolvido inicialmente o algoritmoColorAnt-RT
[Lintzmayer et al. 2011c], um algoritmo heurı́stico que utiliza como ḿetodo construtivo
para cada formiga um ḿetodo sugerido comANTCOL[Costa and Hertz 1997], aqui cha-
mado deAnt Fixed k. Posteriormente,ColorAnt-RT passou por melhorias as quais origi-
naram duas novas versões [Lintzmayer et al. 2011a, Lintzmayer et al. 2011d].
Para construir uma solução s, o Ant Fixed k escolhe, a cada ciclo, um vérticev
ainda ñao colorido que possui o maior grau de saturação2 e uma corc entre ask dis-
pońıveis para coloŕı-lo. A cor c é escolhida de acordo com a probabilidadep, apresen-
tada na Equaç̃ao 1, queé calculada baseada na trilha de feromônio τ , apresentada na
Equaç̃ao 2, e na informaç̃ao heuŕısticaη, apresentada na Equação 3.
p(s, v, c) =
τ(s, v, c)α · η(s, v, c)β
∑
i∈{1,...,k}
τ(s, v, i)α · η(s, v, i)β
(1)
ondeα eβ são par̂ametros do algoritmo e controlam a influência dos valores associados
a eles na equaç˜ o, e





















ondePuv é a trilha de ferom̂onio entre os v́erticesu e v, Cc(s) é a classe da corc da
soluç̃ao s, ou seja, o conjunto de vértices j́a coloridos comc nesta soluç̃ao, eNCc(s)(v)
são os v́erticesx ∈ Cc(s) adjacentes av ems.
A trilha de ferom̂onio, armazenada na matrizP|V |×|V |, é inicializada com 1 para
cada aresta entre vértices ñao adjacentes e com 0 para cada aresta entre vértices adjacen-
tes. Sua atualizaç˜ o (reforço) envolve a persistência da trilha atual (por um fatorρ, onde
1−ρ é a taxa de evaporaç˜ o) e depende da experiˆ ncia obtida por cada formiga (arestas en-
tre ńos ñao adjacentes são atualizados quando eles recebem a mesma cor). A evaporaç˜ o
é apresentada na Equação 4 e a forma geral de depósito de ferom̂onio é apresentada na
Equaç̃ao 5.
Puv = ρPuv ∀u, v ∈ V (4)
Puv = Puv +
1
f(s)
∀u, v ∈ Cc(s) | (u, v) /∈ E, c = 1..k (5)
ondeCc(s) é o conjunto de v́ertices coloridos comc na soluç̃aos ef é a funç̃ao objetivo,
que retorna o ńumero de arestas conflitantes da solução.
2Grau de saturação de um v́erticeé o ńumero de cores diferentes que já coloriram seus v́ertices adjacen-
tes.
Algoritmo 1 ColorAnt-RT.
COLORANT-RT(G = (V ,E), k) // V : vértices;E: arestas
1 Puv = 1 ∀(u, v) /∈ E; Puv = 0 ∀(u, v) ∈ E;
2 f ∗ = ∞; // melhor valor da funç̃ao objetivo at́e o momento
3 while condiç̃ao ñao encontradado
// Linha 4 existe apenas emColorAnt1-RT:
4 ∆Puv = 0 ∀u, v ∈ V ;
5 f ′ = ∞; // melhor valor da funç̃ao no ciclo
6 for a = 1 to nants do
7 s = ANT FIXED K(G, k);
// Linha 8 existe apenas emColorAnt1-RT:
8 ∆Puv = ∆Puv + 1f(s) ∀u, v ∈ Cc(s) | (u, v) /∈ E, c = 1..k;
// Linha 9 existe apenas emColorAnt3-RT:
9 s = REACT TABUCOL(G, k, s);
10 if f (s) = = 0 or f (s) < f ′ then { s′ = s; f ′ = f (s′); }
// Linha 11 existe apenas emColorAnt1-RT eColorAnt2-RT:
11 s′ = REACT TABUCOL(G, k, s′);
12 if f ′ < f ∗ then { s∗ = s′; f ∗ = f (s∗); }
13 Puv = ρPuv ∀u, v ∈ V ;// de acordo com a Equaç˜ o 4
// Linha 14 existe apenas emColorAnt1-RT:
14 Puv = Puv +∆Puv ∀u, v ∈ V ;
// Linhas 15–16 existem apenas emColorAnt1-RT eColorAnt2-RT:
15 Puv = Puv + 1f(s′) i ∀u, v ∈ Cc(s
′) | (u, v) /∈ E, c = 1..k;
16 Puv = Puv + 1f(s∗) ∀u, v ∈ Cc(s
∗) | (u, v) /∈ E, c = 1..k;
17 cycle = cycle+1;
// As próximas linhas existem apenas emColorAnt3-RT:
18 if cycle mod
√
max cycles = = 0 then phero counter = cycle ÷
√
max cycles;
19 if phero counter > 0 then
20 Puv = Puv + 1f(s∗) ∀u, v ∈ Cc(s
∗) | (u, v) /∈ E, c = 1..k; // de acordo com a Equaç˜ o 5
21 else
22 Puv = Puv + 1f(s′) ∀u, v ∈ Cc(s
′) | (u, v) /∈ E, c = 1..k; // de acordo com a Equaç˜ o 5
23 phero counter = phero counter−1;
Os tr̂es algoritmosColorAnt-RTsão sintetizados no Algoritmo 1. A principal
diferença entre as três vers̃oes est́a na maneira de depositar feromˆ nio eé como segue:
• ColorAnt1-RT: além de cada formiga da colônia ser utilizada para atualizar a trilha
de ferom̂onio, a melhor formiga da colˆ nia no ciclo (s′) e a melhor formiga até o
momento (s∗) tamb́em s̃ao utilizadas para atualizar a trilha de feromônio;
• ColorAnt2-RT: apenass′ es∗ são utilizadas para atualizar a trilha de feromônio;
• ColorAnt3-RT: s′ e s∗ não atualizam a trilha de ferom̂onio simultaneamente; ini-
cialmentes′ atualiza mais frequentemente do ques∗. Uma gradual mudança na
freqûenciaé feita baseada no número ḿaximo de ciclos do algoritmo: em cada
intervalo de ciclos, a quantidade de ciclos na quals∗ irá atualizar a trilha de fe-
romônio (ao inv́es des′) é incrementada em uma unidade.
Os tr̂es algoritmosColorAnt-RT utilizam um ḿetodo de busca local para me-
lhorar a qualidade dos seus resultados: a busca tabu reativaReact-Tabucol(RT)
[Bl öchliger and Zufferey 2008]. EmColorAnt1-RTe ColorAnt2-RT, a busca locaĺe apli-
cada apenas na melhor formiga da colônia, e ao final de um ciclo. EmColorAnt3-RT, a
busca locaĺe aplicada em todas as formigas da colônia em cada ciclo.
3.1. Resultados e Discussão
As três vers̃oes deColorAnt-RT foram implementadas na linguagemC e compiladas com
GCC 4.4.3 utilizando o ńıvel de otimizaç̃aoO3. Ambas foram executadas em um com-
putador Intel Xeon E5504 de 2.00 GHz, 24GB de memória RAM e sistema operacional
Ubuntu 10.04.3 LTS com Kernel 2.6.32-37-server.
Os experimentos foram realizados em 10 grafos3, a saber:dsjc500.1e dsjc500.5
(grafos aleat́orios); dsjr500.1ce dsjr500.5(grafos aleat́orios geoḿetricos); le45025c e
le45025d (que possuem sempre 450 vértices e ńumero croḿatico χ conhecido); efp-
sol2.i.1, fpsol2.i.2, mulsol.i.1e mulsol.i.2(grafos de interfer̂encia). Nestes experimen-
tos cada inst̂ancia foi calibrada com o objetivo de encontrar os melhores valores para os
par̂ametros:quantidade de formigas, α, β, ρ equantidade de ciclos da busca local.
A Tabela 1 apresenta os resultados obtidos porC lorAnt1-RT, ColorAnt2-RT e
ColorAnt3-RT. Nesta tabela a primeira coluna apresenta o nome do grafoe o parχ/k∗
(com ‘?’ casoχ não seja conhecido, ondek∗ é o valor da melhor solução encontrada
at́e o momento) e a segunda coluna os melhores valores dek encontrados. Nesta tabela
ainda s̃ao apresentados a quantidade de execuções om sucesso (S) sobre o total (T) de
execuç̃oes (S/T), a ḿedia do tempo total de execução em segundos (Time) e a quantidade
média de conflitos (Cfs).
ColorAnt1-RT ColorAnt2-RT ColorAnt3-RT
Graph (χ/k∗) k S/T Time(s) Cfs. S/T Time(s) Cfs. S/T Time(s) Cfs.
dsjc500.1 (?/12) 13 10/10 526,87 0 10/10 11,93 0 10/10 44,11 0
dsjc500.5 (?/48) 51 - - - - - - 3/10 1690,42 2,8
52 - - - 5/10 2465,66 1,9 9/10 682,20 0,4
53 4/10 3075,58 2,1 10/10 515,04 0 10/10 297,62 0
dsjr500.1c (?/85) 85 2/10 3369,69 1,7 6/10 1719,05 0,6 9/10 29,49 0,1
dsjr500.5 (?/122) 122 8/10 1709,11 0,2 - - - 1/10 625,38 1,5
123 10/10 17,69 0 10/10 26,19 0 9/10 164,49 0,1
le45025c (25/25) 26 7/10 1235,02 1,3 - - - 2/10 456,19 3,4
27 10/10 4,88 0 10/10 148,08 0 10/10 15.59 0
le45025d (25/25) 26 3/10 2690.31 2,8 1/10 3270,29 4,6 2/10 724,87 3,4
fpsol2.i.1 (65/65) 65 6/10 1515,91 0,4 8/10 979,77 0,2 6/10 9,43 0,4
fpsol2.i.2 (30/30) 30 8/10 730.83 0,2 7/10 1085,84 0,4 2/10 10,61 0,8
mulsol.i.1 (49/49) 49 10/10 0,99 0 9/10 365,76 0,1 9/10 0,54 0,1
mulsol.i.2 (31/31) 31 9/10 432,42 0,1 5/10 1804,69 0,6 7/10 1,00 0,3
Tabela 1. Resultados obtidos pelos algoritmos ColorAnt1-RT, ColorAnt2-RT e
ColorAnt3-RT.
Os resultados apresentados na Tabela 1 demonstram que as trˆ s vers̃oes de
ColorAnt-RT possuem resultados similares quantoà qualidade das soluções encontra-
das; apenas para as instânciasdsjc500.5e dsjr500.5os algoritmos diferem. No caso da
primeira inst̂ancia, a qualidade do resultado foi melhorado a medida que a maneira de
depositar ferom̂onio nas trilhas era modificado. Alternar entres′ s∗ foi a melhor aborda-
gem para esta instância. Para o caso da segunda instâ cia, utilizars′ es∗ simultaneamente
para atualizar a trilha de ferom̂onio, ocasiona uma perda na qualidade da soluçã encon-
trada.
Os piores resultados foram encontrados para os grafosleat́orios, flat e
geoḿetricos. Para estes, as distâncias ḿedias entre as soluções encontradas e as melhores
soluç̃oes conhecidas são de 8,3%, 4% e 0,4%, respectivamente. Contudo um ponto im-
portante a ser observadoé o fato de todas as versões deColorAnt-RT encontrar a melhor
aproximaç̃ao para todas as instâncias que representam grafos de interferˆ ncia.
Estes resultados demonstram que não existe uma relaç˜ o direta entre densidade
do grafo ou a quantidade de v´ rtices e qualidade dos resultados encontrados. Todas as
3Dispońıvel emhttp://mat.gsia.cmu.edu/COLOR/instances.html, acessado em maio
de 2012.
vers̃oes deColorAnt-RT encontraram a melhor solução para a instância que possui a
maior densidade,dsjr500.1ccuja densidadé de 0,97. Aĺem disto, para as instâncias
mulsol, cuja densidade (0,22)é maior do que as instânciasle450(0,17), ambas versões
encontraram as melhores soluções conhecidas. Quantoà quantidade de vértices,é inte-
ressante observar que apenas as instânciasmulsolpossuem uma quantidade reduzida de
vértices (190 na ḿedia), enquanto esta quantidade varia entre 450 e 500 vértices para as
outras inst̂ancias. Contudo, a distância entre as soluções obtidas e as melhores conheci-
das variam consideravelmente. Portanto, não existe uma relaç˜ o direta entre quantidade
de v́ertices e qualidade dos resultados. Embora fosse naturalmente esperado que um grafo
com uma densidade alta e/ou uma quantidade excessiva de vértices ocasionasse uma perda
de desempenho quanto a qualidade dos resultados.
Um ponto importante a ser destacadoé impacto que a mudança na maneira de
depositar ferom̂onio ocasiona ao tempo de execução do algoritmo; em outras palavras,
em como o algoritmo converge para uma determinada soluçã . No geral, a estratégia uti-
lizada porColorAnt3-RT é a melhor para ocasionar uma convergência mais ŕapida. Para
as melhores soluções encontradas,ColorAnt3-RT obteve um desempenho melhor do que
ColorAnt1-RT, para todos os casos, o que não ocorre quandoColorAnt2-RT é compa-
rado comColorAnt1-RT. Isto demonstra que as modificações efetuadas emColorAnt-RT
alcançaram diversos objetivos, melhorando a qualidade das soluç̃oes como tamb́em me-
lhorando a converĝencia do algoritmo. Outro ponto a ser destacadoé a capacidade de
ColorAnt-RT reduzir a quantidade de conflitos. Em geral,ColorAnt3-RT é melhor que
ColorAnt2-RT, que por sua veźe melhor queColorAnt1-RT.
Em śıntese, os resultados demostraram que a maior influê cia na qualidade dos
resultados obtidos está na maneira de depositar feromˆ nio, bem tamb́em demonstraram
queColorAnt-RT é uma boa opç̃ao para ser aplicadòa alocaç̃ao de registradores.
4. O Alocador de Registradores CARTRA
CARTRA (ColorAnt3-RT Register Allocator) [Lintzmayer et al. 2011b] modifica o al-
goritmo proposto por George e Appel (George-Appel) [Georgeand Appel 1996] com o
objetivo de adicionar uma fase composta pelo algoritmoColorAnt3-RT.
Sendo um algoritmo iterativo, o George-Appel executa diversas vezes até que ñao
existam maisspills4. Os resultados obtidos por este algoritmo demonstraram como mes-
clar coloraç̃ao com heuŕısticas decoalescing5, produzindo um algoritmo qué seguro e
agressivo. Este possui as seguintes fases:build (construir o grafo de interferˆ ncia);sim-
plify (simplificar o grafo de interferˆ ncia);coalesce(realizarconservative coalescing);
freeze(congelar v́ertices relacionados̀a movimentaç̃ao);spill (selecionar um v́ertice para
spill); eselect(atribuir cores aos v́ertices do grafo).
Duas modificaç̃oes foram feitas no algoritmo George-Appel, a saber:
1. A faseselectfoi substitúıda pelo algoritmoColorAnt3-RT: desta forma a coloraç˜ o
é mais agressiva do que aquela implementada em George-Appel; e
2. A estrat́egia utilizada para selecionarspill nãoé mais baseada no grau de um nó,
mas sim baseada na quantidade de conflitos.
4Valores que serão efetivamente representados em memória.
5União de v́ertices que representam uma cópia – origem e destino de uma instrução de movimentaç̃ao.
Inicialmente, as fases clássicas de George-Appel constroem o grafo de inter-
ferência e o reduzem. Após, o algoritmoColorAnt3-RT colore o grafo de interferˆ ncia. E
finalmente, a nova faseSpill seleciona um ńo apropriado para representar em memória.
No algoritmo George-Appel, se não existir oportunidade parasimplifyou freeze,
um ńo seŕa escolhido para ser representado em memória (spilled). Neste caso, a fasespill
irá calcular a prioridade para cada nó utilizando a Equaç̃ao 6.
Pn = ((usesout + defsout) + 10× (usesin + defsin))/degree (6)
ondeusesout é a quantidade de usos fora de um laço;defsout é a quantidade de definições
fora do laço;usesint é a quantidade de usos dentro de um laço;defsin é a quantidade de
definiç̃oes dentro de um laço; edegree é quantidade de arestas incidentes no vértice
(grau).
O vértice que tiver menor prioridade será selecionado para ser representado em
meḿoria. Esta abordageḿe uma aproximaç̃ao otimista: o v́ertice removido ñao iŕa inter-
ferir com nenhum outro v́ertice.
CARTRA utiliza uma abordagem diferente para selecionar um nó paraspill.
Como o grafo resultante da faseColorAnt3-RT pode conter v́ertices conflitantes, a fase
spill funciona selecionando o vértice com maior freqûencia no conjunto de vértices con-
flitantes por classe de cor; em outras palavras, considerando cada corc, o nó colorido
comc que tiver a maior quantidade de arestas conflitantes incidentes´ removido do grafo
e considerado umspill. Isso se repete até que ñao existam mais conflitos no grafo. Se hou-
ver pelo menos umspill, o programa será reescrito como em George-Appel, e uma nova
iteraç̃ao seŕa executada. Portanto, o algoritmo termina quando não existir mais nenhum
spill ao final desta fase.
4.1. Resultados e Discussão
O algoritmo George-Appel e CARTRA foram implementados em um copilador que gera
código IA32, e ent̃ao comparados. Para este objetivo foram utilizados doze programas do
benchmarkSNU-RT6, e os programasMerge Sorte Queens. Cada programa foi execu-
tado 10 vezes em cada alocador. Além disto, os parâmetros utilizados porColorAnt3-RT
foram fixados para todos os programas, portanto ospr gramasnão foram calibrados. Isto
pelo fato de cada programa consistir emN funções, ocasionandoN grafos distintos. As-
sim, os par̂ametros utilizados foram:nformigas = 80, α = 3, β = 16, ρ = 0, 7 e
max ciclos = 625. A busca tabu foi limitada ao ḿaximo de 300 ciclos.
4.1.1. Spill e Fetch
Como pode ser observado pelos resultados apresentados na Tabel 2, CARTTA tem um
desempenho melhor do que o algoritmo George-Appel. CARTRA repres nta uma quan-
tidade menor de valores em memória, pelo fato de gerar uma melhor coloração para o
grafo, de forma que a quantidade de conflitos seja minimizada. Neste caso, CARTRÁe
capaz de utilizar uma quantidade menor de registradores porfunção. Isto melhora o de-
sempenho da função a medida que reduz a quantidade de instruções de acessòa meḿoria
6Dispońıvel emhttp://www.cprover.org/goto-cc/examples/snu.html.
– instruç̃oes que tipicamente possuem um alto custo quando comparadascom outras clas-
ses de instruç̃oes. Aĺem disto, como CARTTA tende a representar uma quantidade menor




Spill Fetch Spill Fetch
Binary Search 19 18 126 142
FFT 80 138 91 159
FFT Complex 53 86 68 103
Fibonacci 4 3 5 5
FIR 49 112 68 128
Insert Sort 12 32 21 39
Jfdctint 89 178 87 165
LMS 83 127 136 186
Merge Sort 40 58 50 70
Quick sort 40 100 171 277
Queens 16 42 18 44
Qurt 27 37 95 126
Select 37 82 191 265
Sqrt 8 11 12 19
Em treze programas, CARTRA alcança uma redução que varia entre 2,778% e
85,317% na quantidade despills. Apenas para um programa George-Appel obteve um
resultado superior a CARTRA, a saber:Jfdctint. Além disto, CARTRA obteve uma
reduç̃ao que varia entre 11,165% e 86,620% na quantidade de dados que necessitam ser
buscados da meḿoria (fetch). Poŕem, para buscas, George-Appel obteve melhores re-
sultados paraFIR e Jfdctint. Em śıntese, apenas para um programa CARTRA não
obteve um melhor resultado que George-Appel. Isto demonstra que o uso deColorAnt-RT
e da estrat́egia de selecionarspill usada por CARTRA s̃ao boas alternativas para reduzir a
quantidade despills.
4.1.2. Converĝencia
Como ambos algoritmos são iterativośe importante analisar a convergˆ ncia de ambos. Por
restriç̃oes de espaço, para esta seção ñao ser̃ao apresentados os dados coletados. Em geral
CARTRA converge mais rapidamente do que George-Appel, que necessita de no ḿınimo
5 vezes a quantidade de iterações necessárias por CARTRA. A abordagem baseada em
defs-usesutilizada por George-Appel ocasiona uma gradual redução da quantidade de
spills, at́e que esta alcance o valor zero. Por outro lado, uma abordagembaseada na
quantidade de conflitos converge rapidamente.
CARTRA não necessita de mais do que trˆ s iteraç̃oes para encontrar uma solução,
enquanto George-Appel necessita na maioria dos casos de pelo menos cinco iteraç̃oes.
Al ém disto, em George-Appel algumas iterações ñao reduzem a quantidade despills,
ocasionando mais iterações.
4.1.3. Tamanho do Ćodigo
CARTRA gera um ćodigo com melhor qualidade, no tocante a quantidade de instruções
Assembly e tamanho do código, o que pode ser observado pelos resultados apresentados
na Tabela 3. Portanto, o código gerado por CARTRÁe mais compacto do que o c´ digo
gerado por George-Appel.
Tabela 3. Tamanho do C ódigo
CARTRA George-Appel
Programa Assembly Tamanho Assembly Tamanho
Instruç̃oes (Bytes) Instruç̃oes (Bytes)
Binary Search 523 4884 809 6148
FFT 991 7596 1021 7720
FFT Complex 797 6276 840 6412
Fibonacci 43 860 47 872
FIR 1732 15104 1759 15192
Insert Sort 337 3496 358 3564
Jfdctint 1525 10276 1501 10204
LMS 867 6352 1000 6996
Merge Sort 501 4424 519 4488
Quick sort 1314 12132 1676 13840
Queens 398 3740 398 3740
Qurt 802 7496 981 8180
Select 1216 11392 1618 13324
Sqrt 108 1436 119 1472
A reduç̃ao da quantidade de instruções Assembly varia entre 8,511% e 35,352%,
o que ocasiona uma redução no tamanho do código entre 1,76% e 20,559%. Apenas para
Jfdctint eQueensCARTRA não ultrapassa o desempenho obtido por George-Appel.
Portanto, estes resultados são importantes para sistemas que utilizam microprocessadores
embarcados, devido ao fato de seus componentes consistiremusualmente de limitado
poder computacional, além de uma meḿoria limitada.
5. Conclus̃oes e Trabalhos Futuros
Encontrar uma solução para ok-PCGé um problemaNP-completo. Desta forma, não
existe um algoritmo em tempo polinomial que o resolva de forma exata (a menos que
P = NP), o que encoraja o uso de algoritmos heurı́sticos para encontrar boas soluções,
como por exemplo otimizaç˜ o por col̂onia de formigas.
Este artigo apresentou as versõe do algoritmoColorAnt-RT, um algoritmo
heuŕıstico baseado em colônia de formigas aplicado ao problema de coloração de gra-
fos. Embora os resultados obtidos porColorAnt-RT não sejam os mesmos das melhores
soluç̃oes conhecidas, para algumas instâ cias este se aproxima em alguns casos dos me-
lhores algoritmos propostos na literatura. Contudo, um ponto positivo da terceira versão
de ColorAnt-RT é o fato desta minimizar a quantidade de conflitos, e em muitoscasos
reduzir o tempo de execução quando comparado com suas versõ s anteriores.
Quando empregado como uma fase do alocador proposto por George Appel,
ColorAnt3-RT ocasionou uma melhora considerável no desempenho do alocador. Em
geral a quantidade de valores do programa que foram efetivamente representados em
meḿoria teve uma redução significativa, o que proporcionou um código gerado de melhor
qualidade.
Trabalhos futuros compreendem: implementar outras heurı́sticas para avaliá-las
(e compaŕa-las) sobre as mesmas condições; estudar e implementar versõe paralelas
de ColorAnt-RT; e um trabalho mais ambicioso compreende tornarColorAnt-RT auto-
adapt́avel às caracterı́sticas da inst̂ancia de entrada, de forma que os parâmetros sejam
calibradosautomaticamente.
Referências
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