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Abstract 
This Master’s Thesis shows how to model the kinematics and forward dynamics for 
the parallel kinematic robot from ABB, IRB340 FlexPicker, and how to implement the 
control using software and hardware from B&R Automation. With conventional 
methods the forward kinematics, inverse kinematics and the kinematics for the 
velocities and accelerations of the robot are modelled. The forward dynamics, 
calculating the generated motor torques, of the robot is modelled with MapleSim and 
code generation of this model, to be implemented in the software from B&R 
Automation and used online during control, is used. In the software from B&R 
Automation, B&R Automation Studio, the kinematic model, path trajectories for the 
TCP with polynomial functions, an interface between the software and a PC and 
programs for communicating with the drives are also implemented together with a 
main program. To simplify, analyze and calculate equations Maple is used. 
Experiments using the generated torque are made for comparison with the model 
and to improve it. The model is improved by measuring the friction torque and the 
torque caused by the inertia of the motor, a gear and one robot arm.  
Because of the parallel structure of the robot the generated dynamic equation 
consists of complex differential equations which can overload the PLC during 
solving. To ensure stability of the dynamic model a second dynamic model with 
constraint stabilization is generated for use during slower movements. Despite the 
risk of starvation of the PLC the robot is moved at 10 g acceleration with good result 
comparing calculated and actual torque. Without using the desired feedforward from 
the dynamic equations, but instead using a simpler less dynamic feedforward 
method, the robot is accelerated at 16 g.  
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41 Introduction 
1.1 Motivation 
The ABB FlexPicker robot is a pick-and-place robot which is able to move at high 
accelerations with very high precision thanks to its parallel structure with three arms that 
have very light-weight forearms that connect together at the tool centre point of the robot. For 
moving the robot, position control will be needed for the motors moving the arms, and a 
dynamic model is needed for good performance. The dynamic model, to calculate the 
needed torque in the motors for feed forward control, is especially needed to be able to move 
the FlexPicker at the high accelerations it is designed for. In this thesis MapleSim is the tool 
that is used to investigate how a dynamic model and kinematic models for the robot can be 
created.  
Figure 1.1 IRB 340 ABB FlexPicker robot [1]. 
There are many works on how the dynamic model of a parallel robot can be created. They 
are based on numerical methods like Newton-Euler classical procedure, Lagrange equations 
and virtual work [8], Jourdain’s principle of virtual power [9] or a so called virtual spring 
approach [10] to mention a few. Used in several applications are also methods where the 
movement of the forearms of the robot are neglected in the model [30]. In this thesis a 
simulation of a parallel robot in MapleSim is used [13] and modified to create the forward 
dynamics of the robot not neglecting movements of any arms. By including all parts and 
having the equations in their algebraic form it is hoped that the solution will be more accurate 
than with the other methods and that the number of calculations can be kept limited for the 
model to be able to be used in a real-time application. Unfortunately the equations in the 
dynamical model are kept in algebraic form only until export, when the Jacobian in the model 
is converted to a numerical form and when a numerical differential equation solver is used.  
5By exporting the model with MapleSim the C-code for the created dynamic model will be 
generated. How to use this in the drives will then be investigated by implementing the 
dynamic and kinematic models and creating a program for movement of the robot in B&R 
Automation studio on a PC. The software is actuated with hardware from B&R; a PLC 
controller and B&R ACOPOS 1045 drives. Furthermore Maple will also be used together with 
MapleSim to analyze, calculate, and simplify equations. 
1.2 Notations 
Variables and parameters used in the thesis 
݈ଵ Horizontal distance between two parallel arms 
݈ଵଷ Vertical distance from base to the universal joint of 4th robot arm (Figure 1.1) 
݈ଷ  Length of the robot’s forearms 
݈ସ  Length of the robot’s upper arms 
݈ସ௥ The vertical distance from the upper arms to the connection of the parallel arms. 
݈ସ௖ The distance to the mass-center for the upper arm. 
ܴ஺ Radius of the base plate centre to one of the three upper arms. 
ܴ஻ Radius of the travelling plate center to one of the three forearms 
ߙଵ Rotation around the vertical axis for arm attached to motor 1. 
ߙଶ Rotation around the vertical axis for arm attached to motor 2. 
ߙଷ Rotation around the vertical axis for arm attached to motor 3. 
ߠଵ Angle of the first upper arm attached to the gear of motor 1.  
ߠଶ Angle of the second upper arm attached to the gear of motor 2. 
ߠଷ Angle of the third upper arm attached to the gear of motor 3.  
ߠସ  Angle of the third upper arm attached to the gear of motor 4. 
ߠ௠ଵ        Angle of motor 1. 
ߠ௠ଶ        Angle of motor 2. 
ߠ௠ଷ        Angle of motor 3. 
ߠ௠ସ        Angle of motor 4. 
ߚଵ Angle for the forarms as defined in Figure 4.7. 
ߚଶ Angle between upper arm and forearms as defined in Figure 4.6 and Figure 12.1. 
݉௎ Mass of the robot’s upper arms. 
݉௟ଷ Mass of the robot’s forearms. 
ܫ௟ସ௫௫  The moment of inertia around the axis of rotation for the upper arms. 
ܫ௟ଷ௭௭௫௫ The moment of inertia for forearms around x-axis and z-axis. 
ܫ௠௢௧௢௥ The inertia of the motor connected to arms 1-3. 
ீݎ The gear ratio of the gears of arms 1-3. 
߱଴ Zero speed for a motor. 
߱ଵ Low speed for the motor defined in Chapter 4.4. 
߱ଶ Medium speed for the motor defined in Chapter 4.4. 
߱ଷ High speed for the motor defined in Chapter 4.4. 
62 Software and Hardware 
2.1 The FlexPicker 
The robot in this thesis is an IRB 340 ABB FlexPicker and except from some minor 
differences (different types of springs and different load at the tool centre point) it looks like 
Figure 1.1. The robot has four degrees of freedom, where the first three is a translational 
motion of the tool centre point. The tool centre point is located at the lower part of the robot 
and is moved by using the three in the picture horizontal arms, which in this thesis are called 
upper arms, and they are connected to three gears connecting to the motors at the base. 
The motors actuate the rotation of the upper arms which at the end are connected to two 
light-weight parallel arms with spherical joints. Two springs are located between every pair of 
parallel arms, one at the top and one at the bottom (Figure 2.1). At the bottom of these 
forearms there is a connection to the travelling plate which consists of a triangular metal 
plate with a hole in the centre allowing the fourth robot-arm a passage. This fourth arm can 
be used to rotate the tool centre point located below the travelling plate, and hereby 
implementing its fourth degree of freedom, and is actuated by a motor at the centre of the 
base. The arm is a telescopic arm which allows it to extend to be able to follow the 
translational motion of the travelling plate. 
Figure 2.1 Visualization of a forearm-pair of the FlexPicker robot with springs.  
72.2 MapleSim 
MapleSim is a physical modelling and simulations tool that uses symbolic computation [2]. 
This means that all the equations in the model are kept in their fully mathematical form 
without any approximations when the model is created and exported to any possible 
application. The user could then change any parameters of the model in the application 
without needing to recreate and export the model from MapleSim again.The symbolic 
equations are also available for analysis in MapleSim and they are simplified to reduce 
computation time. To reduce computation time even further before exporting the model 
optimized code generation is used [2]. 
Figure 2.2 B&R hardware and software used to drive a motor [3]. 
2.3 Drive Design 
The different components needed to drive one motor of the robot, sometimes referred to as 
an axis, are shown in Figure 2.2. There are four components: A PC, a PLC, a drive and a 
motor.  
2.3.1 PC and PLC 
To the left is a Windows PC with the software B&R Automation studio installed. On this 
software the application is programmed and the program together with the hardware 
configuration is transferred to the PLC, the next component. The PLC, programmable logic 
controller, is of the type X20CP1486 and from this the communication to the drive takes 
place through POWERLINK, the red cable in the figure. How the data is transferred over the 
POWERLINK to the drive from the user application is controlled by the NC Manager on the 
PLC. Parameters and commands are sent from the controller to the servo drive and status 
data is sent from the servo drive to the controller. 
2.3.2 Servo drives and motor 
The servo drive used is the B&R ACOPOS 1045 (third component in Figure 2.2), and to be 
able to calibrate it with different types of motors and applications two sets of parameters 
have to be set in Automation studio and then sent and saved on the drives: 
8NC Init Module - Basic axis parameters used by the NC manager to initialize the axis 
reference when starting up the controller on the drive [3]. For example the limits for positions, 
speeds and acceleration and the control parameters for the controller on the drive.  
NC Parameter Tables – Specific axis parameters. Here parameters for the motor and other 
needed specific parameters can be specified.  
In this thesis three drives are used which are all connected to the POWERLINK. The three 
drives are connected to the three motors, in the same way as one motor is connected to the 
drive to the right in the figure. The connection is represented with a green line for the angle 
measurement sensor (a resolver is used). The resolver is used to measure actual position of 
the motor. The orange line represents the current from the drive that actuates the movement 
of the motor.   
3 Kinematics 
The first part of making the model of the robot is to make the kinematic model. The 
kinematics is a geometric description of the robot, and there are two types, the forward 
kinematic and the inverse kinematic. The forward kinematics determines the position and 
orientation of the tool center point given the values for the actuated joint angles of the robot. 
The inverse kinematics determines the values of the actuated joint angles given the position 
and orientation of the tool center point. Both the forward and the inverse kinematics and the 
equations are from [4][5] where no calculation on a fourth arm is made. For the fourth arm 
the angle of the tool centre point and the angle for the fourth arm are the same which means 
no calculation is needed to get either orientation of the tool centre point or the actuated joint 
angle for the fourth arm. However to get the forward kinematics and the inverse kinematics 
the following assumptions are made:  
- The travelling plate (Figure 3.1) which is connected to the 6 forearms is always 
parallell to the base which means that the pairs of parallel rods can be replaced with 
single rods in the calculations without having any effect on the kinematics [6]. 
- The revolute joints at the baseplate which are actuated by motors are symmetrically 
placed on a circle, 120° between them. Also the joints between the three forearms 
and the travelling plate are placed symetrically along a circle. To simplify calculations 
for forward kinematics the travelling plate can then be replaced by a point P which the 
forarms are connected to (Figure 3.2) [6]. 
9Figure 3.1 Simplified picture of FlexPicker without the fourth arm and with the definition of the coordinate system 
by placing the origin at the base-plate [7].
Figure 3.2 Simplification of the geometrics of a robot arm [7].
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3.1 Forward and inverse kinematics 
Instead of calculating the position of the tool centre point of the robot the position of the 
centre of the travelling plate is described. The tool centre point is a small distance along the 
y-axis below the travelling plate since the travelling plate is parallel to the base.  
3.1.1 Forward kinematics 
By using the simplification that all three forearms meet at one point B, called P in Figure 3.2, 
each arm is moved according to Figure 3.2 along the x-axis, which means along the z-axis in 
the coordinate system used in this thesis from the definition in Figure 3.1. The index i=1,2,3 
indicates the three robot arms. The coordinates for the virtual elbow in this simplification is 
then: 
ܿ௜ ൌ ൥
Ͳ
െ݈ସ ሺߠ௜ሻ
ܴ ൅ ݈ସሺߠ௜ሻ
൩ (1)
where ܴ ൌ ܴ஺ െ ܴ஻. In general this is only valid for arm 1 but the coordinates for the other 
virtual elbows, described in the base frame {R} (origin at the base-plate in Figure 3.1), 
obtained by multiplying with a rotation matrix with rotation around the y-axis: 
ܥ௜ ൌ ܴ௬ோ ௜ܿ௜ (2)
where 
ܴ௜௬ோ ൌ ൥
ሺߙ௜ሻ Ͳ ሺߙ௜ሻ
Ͳ ͳ Ͳ
െሺߙ௜ሻ Ͳ ሺߙ௜ሻ
൩ (3)
The matrix describing all three virtual elbow points is given by: 
ܥ ൌ ሾܥଵ ܥଶ ܥଷሿ ൌ ൣ ܴ௬ோ ଵܿଵ ܴ௬ோ ଶܿଶ ܴ௬ோ ଷܿଷ൧ ൌ ൥
ݔଵ ݔଶ ݔଷ
ݕଵ ݕଶ ݕଷ
ݖଵ ݖଶ ݖଷ
൩
்
ൌ ൦
Ͳ െݖଶȀሺ
ߨ
͸ሻ ݖଷȀሺ
ߨ
͸ሻ
െ݈ସ ሺߠଵሻ െ݈ସ ሺߠଶሻ െ݈ସ ሺߠଷሻ
ሺߙଵሻ ሺܴ ൅ ݈ସ ሺߠଵሻሻ ሺߙଶሻ ሺܴ ൅ ݈ସ ሺߠଶሻሻ ሺߙଵሻ ሺܴ ൅ ݈ସ ሺߠଷሻሻ
൪
் (4)
The dependency from the x-values and z-values comes from that the rotation angle around 
the y-axis between the first and the second arm is ߙଶ ൌ ʹߨȀ͵ and thereby ʹߨȀ͵ െ ߨȀʹ ൌ ߨȀ͸
radians from the second arm to the positive x-axis (Figure 3.3). The angle from the third arm 
to the negative z-axis is െߨȀ͸.   
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Figure 3.3 Drawing of the robot seen from above. 
From these three points three spheres can be created with the points as centre points and 
with radius ݈ଷ. These spheres will have two intersection points where the point with negative 
y-coordinate is the position of the travelling plate and thereby the solution to the forward 
kinematics. 
From the equation for a sphere 
ሺݔ െ ݔ଴ሻଶ ൅ ሺݕ െ ݕ଴ሻଶ ൅ ሺݖ െ ݖ଴ሻଶ ൌ ݎଶ (5)
The three constraint equations that need to be solved are: 
ԡܤܥ௜ԡଶ ൌ ݈ଷଶ (6)
Written with equation (5): 
ݔଶ ൅ ሺݕ െ ݕଵሻଶ ൅ ሺݖ െ ݖଵሻଶ ൌ ݈ଷଶ (7)
ሺݔ െ ݔଶሻଶ ൅ ሺݕ െ ݕଶሻଶ ൅ ሺݖ െ ݖଶሻଶ ൌ ݈ଷଶ (8)
ሺݔ െ ݔଷሻଶ ൅ ሺݕ െ ݕଷሻଶ ൅ ሺݖ െ ݖଷሻଶ ൌ ݈ଷଶ (9)
Let: 
ݓ௜ ൌ ݔ௜ଶ ൅ ݕ௜ଶ ൅ ݖ௜ଶ (10) 
With (7) subtracted by (8) rewritten with (10) becomes 
(ݔଵǡ ݖଵ)
(ݔଶǡ ݖଶ)(ݔଷǡ ݖଷ)
ߙଶ ൌ
ʹߨ
͵
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ݔଶݔ ൅ ሺݕଵ െ ݕଶሻݕ ൅ ሺݖଵ െ ݖଶሻݖ ൌ
ሺݓଵ െ ݓଶሻ
ʹ (11) 
And (7) subtracted by (9) rewritten with (10) becomes 
ݔଷݔ ൅ ሺݕଵ െ ݕଷሻݕ ൅ ሺݖଵ െ ݖଷሻݖ ൌ
ሺݓଵ െ ݓଷሻ
ʹ (12) 
By using the equations (11) and (12), x and z can be eliminated to get: 
ݔ ൌ ܽଵݕ ൅ ܾଵ (13) 
ݖ ൌ ܽଶݕ ൅ ܾଶ (14) 
with 
ܽଵ ൌ ͳȀ݀ ή ሾሺݕଶ െ ݕଵሻሺݖଷ െ ݖଵሻ െ ሺݕଷ െ ݕଵሻሺݖଶ െ ݖଵሻሿ
ܾଵ ൌ െͳȀሺʹ݀ሻ ή ሾሺݓଶ െ ݓଵሻሺݖଷ െ ݖଵሻ െ ሺݓଷ െ ݓଵሻሺݖଶ െ ݖଵሻሿ
ܾଶ ൌ ͳȀሺʹ݀ሻ ή ሾሺݓଶ െ ݓଵሻݔଷ െ ሺݓଷ െ ݓଵሻݔଶሿ
݀ ൌ ሺݖଶ െ ݖଵሻݔଷ െ ሺݖଷ െ ݖଵሻݔଶ
 By substituting the equation (13) and (14) in (7) a second order equation for y is obtained: 
ሺܽଵଶ ൅ ܽଶଶ ൅ ͳሻݕଶ ൅ ʹሺܽଵ ൅ ܽଶሺܾଶ െ ݖଵሻ െ ݕଵሻݕ ൅ ൫ܾଵଶ ൅ ሺܾଶ െ ݖଵሻଶ െ ݕଵଶ െ ݈ଷଶ൯ ൌ Ͳ (15) 
Since by definition the travelling plate has a negative y-coordinate the negative solution for y 
is chosen. From this a solution for x and z is obtained by inserting the solution for y in (13) 
and (14), respectively.   
3.1.2 Inverse Kinematics 
Since the robot’s first upper arm by definition only rotates in the Y-Z – plane (revolute joint) a 
circle with radius ݈ସ will then be the area this is restricted to move within.  The joint on the 
platform (ܤԢଵ) is a universal joint and can move in any direction and the movement restriction 
for the forearm relative to the joint (ܤԢଵ) is a sphere with centre at the joint and radius ݈ଷ. The 
intersection of this sphere and the YZ-plane is a circle with the centre in (ܤԢԢଵ) with known 
radius. The point (ܤԢԢଵ) is the projection of point (ܤԢଵ) to the YZ-plane.  One intersection of 
this circle and the circle created by the upper arm is the point (ܥԢଵ).  The second point can be 
dismissed as a solution since this configuration of the angle of the upper arm and the angle 
of the forearm is not possible for the robot. From this point (ܥԢଵ) the rotation angle (ߠଵ) can be 
calculated. The travelling plate’s position is 
ܲ ൌ ܤ ൌ ቈ
ݔ
ݕ
ݖ
቉ (16) 
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The coordinates for the universal joint for the first arm is then 
ܤԢଵ ൌ ൥
ݔ
ݕ
ݖ ൅ ܴ஻
൩ (17) 
The vector (ܤԢଵܤԢԢଵ) from the joint to the Y-Z plane in parallel to the x-axis is:  
ܤԢଵܤԢԢଵ ൌ ቈ
ݔ
Ͳ
Ͳ
቉
(18) 
The coordinates for ܤԢԢଵ:
ܤԢԢଵ ൌ ൥
Ͳ
ݕ
ݖ ൅ ܴ஻
൩ ֜ ܤᇱᇱଵܥԢଵଶ ൌ ሺݕ௖ᇲଵ െ ݕሻଶ ൅ ሺݖ௖ᇱଵ െ ሺݖ ൅ ܴ஻ሻሻଶ (19) 
See Figure 3.4. Since ܤᇱᇱଵܥԢଵ is an orthogonal projection of ܤԢଵܥԢଵ to the YZ-plane, with ܤԢԢଵ
as projection of the point ܤԢଵ , ܤԢଵܤԢԢଵܥଵ is a right-angled triangle: 
ሺܤԢଵܥԢଵሻଶ ൌ ሺܤᇱଵܤᇱᇱଵሻଶ ൅ ሺܤᇱᇱଵܥԢଵሻଶ (20) 
ሺܤԢଵܥԢଵሻଶ ൌ ݈ଷଶ ֜ ݔଶ ൅ ሺݕ௖ᇲଵ െ ݕሻଶ ൅ ሺݖ௖ᇱଵ െ ሺݖ ൅ ܴ஻ሻሻଶ ൌ ݈ଷଶ   (21) 
From Figure 3.4: 
ሺݖ௖ᇱଵ െ ܴ஺ሻଶ ൅ ݕ௖ᇱଵଶ ൌ ݈ସଶ (22) 
Figure 3.4 The projection of the robot on the yz-plane.
ߠଵ ݕ௖ᇱଵ
ܥԢଵ
ݖ௖ᇱଵ െ ܴ஺
ܤԢԢଵ
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Putting equation for ݕ௖ᇱଵଶ from equation (22) into equation (21) gives a solution for ݕ௖ᇱଵ in the 
form: 
ݕ௖ᇲଵ ൌ ܽ ൅ ܾݖ௖ᇲଵ (23) 
whereܽ ൌ ሺݔଶ ൅ ݕଶ ൅ ሺݖ െ ܴ஻ሻଶ ൅ ݈Ͷଶ െ ݈͵ଶ െ ܴ஺ଶሻȀሺʹݕሻ,ܾ ൌ ሺܴ஺ െ ݖሻȀݕ. And for ݖ௖ᇱଵ a 
second degree equation has to be solved and the largest solution for ݖ௖ᇱଵ is chosen. This is 
chosen because if the other solution would be chosen the angle between the upper arm and 
the forearm would be too large (see the other intersection of the circles in Figure 3.4). The 
angle ߠଵ, which is defined positive for negative ݕ௖ᇲଵ, is then calculated:  
ߠଵ ൌ ሺ
െݕ௖ᇲଵ
ݖ௖ᇲଵ െ ܴ஺ሻ (24) 
But if ݖ௝ଵ െ ܴ஺ ൏ Ͳ i.e. ߠଵ is more than ߨȀʹ, the solution found will not be the one above ߨȀʹ
but instead the solution -ߨ from the correct one. So ߨ is added to the solution in these cases. 
To get the inverse kinematics for the other angles the same principle is used, but for it to 
work one have to change coordinate system to a coordinate system where the two other 
arms respectively only moves in one plane. This coordinate change is applied to the 
travelling plate position by use of the rotation matrices. The coordinate change is: 
቎
ݔ௜ᇱ
ݕ௜ᇱ
ݖ௜ᇱ
቏ ൌ ܴ௜௬ோ ቈ
ݔ
ݕ
ݖ
቉ ൌ ሾݔ ሺߙ௜ሻ ൅ ݖሺߙ௜ሻ Ͳ െݔ ሺߙ௜ሻ ൅ ݖሺߙ௜ሻሿ் (25) 
3.2 The Jacobian matrix 
These calculations are from [7] and starts by using the same simplifications as for the 
forward kinematics. Three constraint equations for the robot are 
ԡܤܥ௜ԡଶ െ ݈ଷଶ ൌ Ͳ (26) 
for i=1,2,3 
This constraint means the lengths of the forearm are always constant. If the vector ܤܥ௜ is 
represented by ݏ௜ the Euclidian norm can be rewritten as ݏ௜் ݏ௜. And equation (26) can be 
rewritten: 
ݏ௜் ݏ௜ െ ݈ଷଶ ൌ Ͳ (27) 
First time derivative: 
ݏ௜் ݏሶ௜ ൅ ݏሶ௜் ݏ௜ ൌ Ͳ (28) 
Since this product is commutative this can be rewritten to: 
ݏ௜் ݏሶ௜ ൌ Ͳ (29) 
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ݏሶ௜ ൌ ൥
ݔሶ
ݕሶ
ݖሶ
൩ െ ܴ௬ோ ௜ ൥
Ͳ
െ݈ସ ሺߠ௜ሻ
െ݈ସሺߠ௜ሻ
൩ ߠሶ௜ ൌ ܤሶ െ ܾ௜ߠሶ௜ (30) 
with ܾ௜ ൌ ܴ௬ோ ௜ ൥
Ͳ
െ݈ସ ሺߠ௜ሻ
െ݈ସሺߠ௜ሻ
൩.
With equation (30) inserted in (29) and rewritten in matrix form for all three arms: 
቎
ݏଵ்
ݏଶ்
ݏଷ்
቏ ܤሶ െ ቎
ݏଵ் ܾଵ Ͳ Ͳ
Ͳ ݏଶ் ܾଶ Ͳ
Ͳ Ͳ ݏଷ் ܾଷ
቏ߠሶ ൌ ൥
Ͳ
Ͳ
Ͳ
൩ (31) 
Rewritten:  
ܤሶ ൌ ቎
ݏଵ்
ݏଶ்
ݏଷ்
቏
ିଵ
቎
ݏଵ் ܾଵ Ͳ Ͳ
Ͳ ݏଶ் ܾଶ Ͳ
Ͳ Ͳ ݏଷ் ܾଷ
቏ߠሶ ൌ ܬߠሶ (32) 
Here the Jacobian matrix J is identified as the matrix transforming the joint velocities to 
travelling plate velocity. It depends both on the position of the travelling plate and the joint 
angles. 
3.3 Velocity and acceleration kinematics 
The expression (32) gives the velocity for the travelling plate, given the angle-velocities but 
the opposite is needed in the application. If the Jacobian is square and invertible the angle-
velocities are given by: 
ߠሶ ൌ ܬିଵܤሶ (33) 
Using Maple to Calculate J and ܬିଵ and with simplification of the result gives 
ܬିଵ ൌ ቎
ܬଵି ଵ
ܬଶି ଵ
ܬଷି ଵ
቏ (34) 
where ܬ௜ି ଵ ൌ ሾሺି௫ାୱ୧୬ሺఈ೔ሻோାୱ୧୬ሺఈ೔ሻ௟ర ୡ୭ୱሺఏ೔ሻሻ ିሺ௬ା௟ర ୱ୧୬ሺఏ೔ሻሻ ሺି௭ାୡ୭ୱሺఈ೔ሻோାୡ୭ୱሺఈ೔ሻ௟ర ୡ୭ୱሺఏ೔ሻሻሿ௟రሺୱ୧୬ሺఈ೔ሻ ୱ୧୬ሺఏ೔ሻ௫ିୱ୧୬ሺఏ೔ሻோାୡ୭ୱሺఏ೔ሻ௬ାୡ୭ୱሺఈ೔ሻ ୱ୧୬ሺఏ೔ሻ௭ሻ  , for i=1,2,3 
The Jacobian is squared and also invertible as long as the denominators are not zero, so 
called singularity-free. This will not happen when keeping the robot within its working area. 
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To get the angle acceleration of the actuated joints, the equation (33) is differentiated in 
Maple (result in Appendix 14.5).  
3.4 Motor angles 
Since the robot arms are connected to the motors via gears, the joint angles, ߠ௜, described so 
far are not the actual angles for the motor. These angles are multiplied with the 
corresponging gear ratio, ீݎ  for three first arms,  to give the motor angles ߠ௠௜.
4 Dynamics 
To find the dynamic model of a multibody system there are in general three methods that are 
used; the Newton-Euler classical procedure, Lagrange equations with its multipliers and 
methods based on virtual work [8]. To derive the dynamic solution Jourdain’s principle of 
virtual power can also be used [9]. However when dealing with a closed-loop mechanical 
system with closed kinematic chains (4.5.1) the solution is much more difficult than open 
chain mechanical systems [10]. Here the forward dynamic model of the robot is constructed 
in MapleSim which calculates the equation using graph theory approach [11][12]. One 
advantage of this method to create the equations of motions is that it allows separation of the 
equations how components interact and how they are connected which then leads to a 
computationally efficient set of symbolic equations. With some simplifications and conversion 
to ordinary differential equations by MapleSim the dynamic model is exported to C-code with 
the B&R connector application in the program. Implementation in a program in B&R 
Automation studio makes it possible to solve these differential equations simultaneously as 
controlling the robot.  
4.1 MapleSim model 
The forward dynamic model in MapleSim is constructed with rotation angles, ߠ௜, as inputs 
and torque at the four motors as outputs. The input angles are defined positive as in the 
previous definition in the inverse- and forward kinematics. The base frame for the 
coordinates, {R}, is also the same as previously (Figure 3.1). 
There is another MapleSim model [13] which is made in a similar way. This model used to 
design the robot DeltaBot™, a robot based on cable-actuated design. One thing the models 
have in common is to model the spherical  joint connection between the upper arm and the 
forearm with revolute joints instead of spherical joints (other possibilities for the joints were 
tried but MapleSim couldn’t generate the model in these cases). Otherwise some 
simplifications are made compared to the real robot (Figure 1.1):
- Instead of the double parallel arms in each forearm of the robot, single arms are used.  
- No friction or elasticity is used in the model. 
The overview of the model in MapleSim can be seen in Figure 4.1, where the blue filled 
arrows are the angle-inputs, rectangles with number 1 are subsystems for the three arms 
and number 2 is a subsystem for the middle, telescopic, arm. They are all connected to the 
travelling plate, which is represented by a point mass (black sphere in the figure). To the right 
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is a fixed frame representing the origin of the global coordinate system and between the 
mass and the frame is a block that limits the travelling plate to translational movements in 
relation to the global coordinate system. And to the right are the torque values sent as output 
of the model.  
Figure 4.1 Overview of the forward dynamic model created in MapleSim with inputs and outputs.
4.1.1 First three robot arms 
Figure 4.2 shows how the first three arms of the robot are created (represented by block 1 in 
Figure 4.1). They are made exactly the same way except for that they have one parameter ߙ௜
that differs. This parameter is used as before to decide which position and direction the arms 
are attached to the fixed frame at the x,z-plane (down left in Figure 4.2) with help of the 
rotation matrix (3) (see also ܣ௜ᇱ in Figure 3.2). From the left the input position (full blue 
triangle) is first multiplied with the gear ratio (white triangular gain-block) to get the actual 
reference-angle for the motor. This position is then differentiated to get angle velocity and 
acceleration in the next component. The input signal is converted from a Real-valued signal 
to a flange type, which is used to model rotation. This component thereby forces the output 
angle to follow the input signal. The torque that is needed to do this is extracted out of the 
model by the sensor (the circle with an arrow) and sent to the output (white triangle to the 
right). Connected to the sensor is an inertia component. This is connected to an ideal gear 
component and another intertia component. The first inertia component is to model the 
inertia of the motor and the inertia of the smaller wheel of the gear and the second one is to 
model the bigger wheel of the gear. The ideal gear component is modelled without any 
friction and since the inertia of the gear is unknown these values are set to zero.  
The multibody system for the arm, with masses, torques etc, is modelled below the 
components for the actuator as described earlier. To the left is a fixed frame that decides 
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starting position and rotation (ߙ௜) which connects to the revolute joint that is rotated by the 
actuator around one axis. The upper arm in Figure 4.3 is attached to this joint. 
Figure 4.2 MapleSim model for one of the three robot arms (block 1 in Figure 4.1).
The mass is placed at the position of the masscenter of the upperarm between two massless 
rods. The upper arm also have a vertical rod since the robot joints of the parallell arms 
(modelled as singel arms) are not connected in the center of the upper arm but a distance 
down, ݈ସ௥, modelled by this rod (this differs compared to the kinematic model (Appendix 
14.3)). The upper arm is then connected to two revolute joints that allow rotation for the 
forearm (Figure 4.4) around its local x, and z-axis* but no rotation around the y-axis (which is 
along the length of the forearm). These two joints model the actual spherical joint of the 
robot. The two masses on the right connected to the rod are representing springs that for the 
real robot is connecting the two parallel forearms. The lower part of the forearm is connected 
to a spherical joint which is connected to rods of total length ܴ஻. The direction of these 
depends on the parameter ߙ௜ and they are connected to the travelling plate. 
Figure 4.3 MapleSim model for the upper arms of one robot arm (block 3 in Figure 4.2).
*Each point mass has a local x,y,z-axis and the direction and lengths of the rods are in this 
model described in these local coordinate systems.  
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Figure 4.4 MapleSim model of the forearms of the robot (block 4 in Figure 4.2).
4.1.2 The fourth arm 
The fourth and middle arm of the robot is attached a little bit higher up than the other arms 
(Figure 1.1). To this fixed frame, which is placed at the distance ݈ଵଷ above the base-frame, 
three revolute joints are connected (Figure 4.5). The first joint allows rotation around the y-
axis and is actuated by the motor which is modelled in the same way as the other arms. The 
other two revolute joints model the universal joint of the robot that allows rotation around its 
x- and z-axis. The next part is the two parts of the arm that allows extension of the arm. They 
are modelled in the same way, with two rods and a mass at their respective mass-center. In 
between them is a prismatic joint (the blue object between the two white subsystems). Next 
are two revolute joints to model the other universal joint of the robot which connects to 
another subsystem, also modelled as the others. This connects to the travelling plate of the 
robot. The connection to the travelling plate is made through another revolute joint with 
rotation around the y-axis. Because of this connection the middle arm follows the translation 
of the travelling plate but can still rotate. To the end of this arm the tool center point with a 
load is connected. This is also modelled as a rod in the vertical downward direction 
connected to a mass at the end. 
Figure 4.5 The middle rotating robotarm (2 in Figure 4.1).' 
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4.2 Initial values 
In MapleSim the choice can be made which variables that should be used when generating 
and simulating the dynamic model. It can for example be joint angle positions or mass-
coordinates and the initial values of these can be forced to a value, estimated or ignored. 
The initial values are needed for solving the differential equations in the model and in this 
particular model all mass-positions are ignored. Only joint angles positions are used and 
exactly which can be found in Appendix 14.2. 
MapleSim automatically calculates these initial values for the angle positions and dynamic 
variables, but since the model will be exported to another program a solution how to 
calculate these initial values when a parameter, for example a mass, is changed for the robot 
has to be found.  
The solution is to look into all the dynamic and kinematic equations in MapleSim and solve 
them with the following restrictions: 
- The robot is not moving. 
- The robot is in home position, which is the position when all actuated robot arms are 
at angle zero. 
With these restrictions not only the angles of the upper arms are zero but also as all the 
angles for all joints in the fourth robot arm together withߚଵ (one of the revolute joint angles 
between the upper arms and the forearms, defined in Figure 4.7) will be zero. The only 
revolute joints that don’t have an angle of zero are then the other revolute joints between 
upper arms and forearms, defined as ߚଶ, (Figure 4.6). After simplification in the equations by 
setting the correct angles to zero all of the dynamic variables except nine will be zero. These 
nine are three for each arm: The torque for the upper arm which is connected to the motor 
and forces in y and z-direction at the spherical joint. The three variables for each arm are 
independent of the variables for the other arms which means these equations can be solved 
separately with Maple’s function solve. Unfortunately the three equations of each arm 
depend on ߚଶ. However, an expression for ߚଶ:
ߚଶ ൌ ቆ
ȁݕȁ െ ݈ସ௥
ܴ஺ ൅ ݈ସ െ ܴ஻ቇ (35) 
can be found from Figure 4.6. 
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Figure 4.6 Definition of ߚଶ for a robot arm.
4.3 Inertia 
As was previously explained the inputs in the MapleSim model are angle positions for the 
arms and outputs are torque needed at the motors to follow these inputs. The parameters 
needed to create a dynamic model are the masses, the position of the mass centre of gravity 
and the inertia at the mass centre for every body part around its local axis. The inertia, 
position of the mass centre and mass for the upper arms are given but for the forearms and 
the fourth robot arm they have to be measured and calculated. The inertia for the travelling 
plate and the springs connecting two parallel rods of the forearms are set to zero since these 
parts are not rotating. The travelling plate is not rotating at all and the springs are not rotating 
around their local axis (they follow the rotation of the forearms). 
4.3.1  Forearms 
The inertia for each point mass is the moment of inertia around the local axis and when 
recalculating the inertia at the centre of gravity for the single arms from the double parallel 
arms the following is made which mean a significant simplification of the model is made 
without any loss in the correctness of the calculations of the torques.  
y
ܴ஺ ൅ ݈ସ
݈ଷ
ܴ஻
ߚଶ
݈ସ௥
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Figure 4.7 The two forearm rods and the replacement rod mass centres. 
The two rods are replaced with a rod with its centre of mass directly between them along the 
axis parallel to the horizontal parts of the forearms (Figure 4.7). The mass for the 
replacement rod equals the sum of the two rod-masses and to calculate the moment of 
inertia at the z-axis and x-axis for the replacement rod the superposition principle and parallel 
axis theorem, also called Steiner’s Theorem [14], for mass moment of inertia can be used: 
Moments of Inertia for the double arms are calculated with the assumption that they are solid 
thin rods [14]: 
ܫ௟ଷ௭௭௫௫ ൌ
݉௟ଷ݈ଷଶ
ͳʹ (36) 
The moment of inertia around the y-axis can be neglected since the arms don’t rotate around 
this axis. 
To calculate the inertia around the x-axis at the mass centre of the replacement rod both the 
parallel-axis theorem and superposition principle are used. If one of the rods is considered, 
the moment of inertia for its local x-axis (ݔଵ) is known, and this axis is parallel to the x-axis for 
the replacement rod, with the perpendicular distance to this axis ݈ଵȀʹ ή ሺߚଵሻ (Figure 4.7). 
The parallel-axis theorem gives that the inertia around the x-axis of the mass centre of the 
replacement rod for one of the two rods is 
ܫ௟ଷ௭௭௫௫ ൅ ݉௟ଷ ൬
݈ଵ
ʹ ሺߚଵሻ൰
ଶ
(37) 
Since the moment of the inertia around the x-axis is independent on the x-coordinate the 
contribution of the moment of inertia around the x-axis for each rod can be added together to 
get the total by using the superposition principle.  
ߚଵ
݈ଷ
݈ଵ
ʹ
݈ଵ
ʹ
ݖଵ
ݔଵݕଵ
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By using the same reasoning for the z-axis, with the only difference that the perpendicular 
distance to the z-axis for the centre rod from the z-axis of the two other rods are  ݈ଵȀʹ ή
ሺߚଵሻ , the inertia around the z-axis of the center rod is 
ʹܫ௟ଷ௭௭௫௫ ൅ ʹ݉௟ଷ ൬
݈ଵ
ʹ ሺߚଵሻ൰
ଶ
(38) 
So far this single arm model is exactly as accurate as if a double arm model would be used, 
but a small simplification that means a little less accurate model is made by setting ߚଵ ൌ Ͳ.
With this assumption, the inertia tensor matrix, as defined in [15] for the replacement rod, is
ܫ ൌ
ۉ
ۇʹܫ௟ଷ௭௭௫௫ ൅ ʹ݉௟ଷ ൬
݈ଵ
ʹ൰
ଶ
Ͳ Ͳ
Ͳ Ͳ Ͳ
Ͳ Ͳ ʹܫ௟ଷ௭௭௫௫ی
ۊ (39) 
4.3.2 Telescopic arm 
The fourth actuated robot arm consists of two parts, one connected to the base and one 
connected to the travelling plate that slides over the first. The first part has its mass centre in 
the centre of the rod and it is modelled as solid when estimating the inertia. The second part 
has its mass centre close to the bottom end and is modelled as two parts; two cylinders with 
an inner and outer diameter, but the smaller part at the bottom have a smaller inner 
diameter. Both mass centres of the parts are placed in each centre and the masses for each 
part are calculated using centre of mass equation, by also knowing the total weight from 
using a scale. This is done by balancing it and then measure the distance from the two parts 
mass centre to the balancing point. The inertia at this second parts mass centre is then 
calculated from the mass centres of the two small parts, using parallel axis theorem for the 
inertia around x- and z- axes. The inertia around the y-axis is neglected since this part does 
not rotate around this axis since it is connected to the travelling plate through a joint for which 
the inertia also can be set to zero.  
4.4 Friction 
Torque in the robot caused by friction is modelled as two parts: One constant part that only 
depends on the direction of rotation, Coulomb friction torque ߬௖, of the motor and another 
part that is piecewise linear dependent on the speed (Figure 4.8). For moving in the opposite 
direction the friction is modelled in exactly the same way except the sign of the torque is 
changed and for zero velocity zero torque is chosen. The intervals are between the motor 
velocities ߱଴ ൌ Ͳݏିଵǡ߱ଵ ൌ ʹͲͲݏିଵǡ߱ଶ ൌ ͶͲͲݏିଵǡ߱ଷ ൌ ͸ʹͺݏିଵ. These speeds are chosen 
since some torque losses at these speeds are already given in the available motor data but 
the assumption is made that speed dependent torque losses is more than given by these 
values. Therefore torque measurements and calculations are made at ߱ଵ and ߱ଶ motor 
speed with only an upper arm connected to the motor. At the speed ߱ଷ, no experiments can 
be done without reaching the maximum allowed torque at the motor, but instead the increase 
in torque losses from ߱ଶ to ߱ଷ is assumed to be the same as the increase in the torque 
losses in the motor data. Measurements are also done to get the constant part of the friction 
model.  
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Figure 4.8 Piecewise linear speed dependent friction model. 
4.5 Dynamic model export 
4.5.1 Kinematic constraints 
Another name for the state variables used in a multibody system are generalized coordinates 
[20]. As described before they can be chosen in different ways in MapleSim, by guessing or 
ignoring the initial conditions, but even if all are ignored MapleSim chooses the coordinates 
for you so that sufficient coordinates are used to describe the model.  
The generated model used has 10 generalized coordinates and their corresponding 10 
generalized velocities from the remaining revolute joints. These coordinates can be either 
independent, as in robots with open kinematic chains, or dependent as for this robot which 
has closed kinematic chains. They are closed since the robot arms are connected and 
movement in one arm affects the angles for some joints in the other arms. In other words, the 
angles and angle velocities for the joints chosen depend on each other and can be written as 
a set of equations. These equations, kinematic constraints, could be used to find the inverse 
kinematic of the robot in a similar way (Appendix 14.4) that have been done by P. Gossens 
and T. Richard [16] but the ordinary differential equations that the dynamic response consists 
of can only be solved together with these constraints (in contrary to open kinematic chains 
with independent generalized coordinates) and together they make the whole dynamic model 
including a set of differential algebraic equations [17]. To include the constraint equations in 
the dynamic model a set of reaction forces are enforcing these constraints [18]. These forces 
are internal forces that don’t produce any work, since no extra energy can be put into the 
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system except from the external forces. These are the forces that in Chapter 4.2 are 
described as dynamic variables. 
The differential algebraic equations, DAE, have to be converted into ordinary differential 
equations, ODE, for MapleSim to be able to solve. The goal is to use the model in B&R 
Automation studio which is possible by exporting it to ANSI-C code with MapleSim’s function 
B&R- connector. A number of different choices of ODE solvers can be chosen to be used in 
the C-code, where the simplest one is used, which is an Euler solver. During the automatic 
code-generation simplification on the equations and optimization on the code is performed 
which results in very fast real-time ANSI-C code that can be used in the application on B&R 
Automation studio.  
4.5.2 Stabilizing methods 
The way to convert the DAEs to ODEs is to replace the position constraints with acceleration 
constraints which are integrated simultaneously as the dynamic ODEs. However during 
numerical integration in the C-code the numerical errors can accumulate which leads to 
violation of the constraint equations and which further can lead to the error increasing at an 
exponential rate [19]. Solutions to this problem are Baumgarte Constraint Stabilization [20] or 
constraint projection of the solution on the position constraint. The method of constraint 
projection is used. This method projects the solutions each integration step from the ODEs 
on to the position constraint using the constraint projection routine as described on 
MathWorks website  [21]. When having the constraint projection active on a model the 
integration time increases, but the model will be stable. For this reason two dynamic models 
are created from MapleSim; one model with no stabilization that is used short times for fast 
movements of the robot and one with constraint projection for slower movements.  
4.5.3 B&R connector generated programs 
The fact that MapleSim has the function that enables you to add your own equations which 
then can be optimized, simplified and generated into ANSI C-code is taken advantage of to 
make two other programs for B&R Automation studio. In total the four programs are: 
- Dynamic Model 1. Joint angle, angle velocity and angle acceleration for the four robot 
arms connected to the motors via the gears is used as input and torque for the 
motors as output.  
- Dynamic Model 2. The same as Dynamic Model 1 except that this has projection on 
the constraint equations included in the model. 
- Jacobian. The inverse kinematics for velocity and acceleration, in other words the 
equations that calculates the speed and acceleration for the robot arms given the the 
angle position of the arms, travelling plate position, speed and acceleration. The 
output of this program is the source of input for speed and acceleration for the two 
dynamic models.  
- Initial. The program to calculate the initial state variables and dynamic variables in the 
Dynamic models. 
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5 Path and trajectory generation 
To be able to move the robot it needs to have a path to follow and for this purpose two 
different kinds of paths are created: One to change the position from a stationary point to 
another stationary and the other is to change the velocity from a constant velocity to another 
constant velocity. But not only is the position from the path generation needed but also 
velocity and acceleration. For this purpose a trajectory calculation is made which gives 
position, velocity and acceleration. The trajectory is created with polynomial functions based 
on methods described in [15] with the difference that the end time of the movement is 
unknown and is calculated by setting a value for the maximum acceleration that should be 
reached during the movement (Chapter 5.1.1). The trajectories are implemented in a 
computer program with a specific time step,ɒ (Chapter 8.2).  
5.1 Change position 
The path is created using a 5th order polynomial function for the position of the travelling plate 
ܺ, previously denoted ܤ. The reason is the movement have three initial conditions and three 
end conditions that have to be fulfilled, from start time,ݐ଴, to end time,ݐ௙:
ܺሺݐ଴ሻ ൌ Ͳ
ሶܺ ሺݐ଴ሻ ൌ Ͳ
ሷܺ ሺݐ଴ሻ ൌ Ͳ
    
ܺ൫ݐ௙൯ ൌ ݀
ሶܺ൫ݐ௙൯ ൌ Ͳ
ሷܺ൫ݐ௙൯ ൌ Ͳ
where ݀ ൒ Ͳ is the desired distance for the movement. This will mean there are six equations 
with six unknown constantsሺܽ଴ǡܽଵǡ ܽଶǡ ܽଷǡ ܽସǡ ܽହሻ, which are solvable as long as ݐ௙ ൐ Ͳ [15].  
ܺሺݐሻ ൌ ܽ଴ ൅ ܽଵݐ ൅ ܽଶݐଶ ൅ ܽଷݐଷ ൅ ܽସݐସ ൅ ܽହݐହ (40) 
ሶܺ ሺݐሻ ൌ ܽଵ ൅ ʹܽଶݐ ൅ ͵ܽଷݐଶ ൅ Ͷܽସݐଷ ൅ ͷܽହݐସ (41) 
ሷܺ ሺݐሻ ൌ ʹܽଶ ൅ ͸ܽଷݐ ൅ ͳʹܽସݐଶ ൅ ʹͲܽହݐଷ (42) 
ݐ ൌ ݐ଴ǡ ݐ௙
Without loss of generality we can set start time ݐ଴ ൌ Ͳ. This gives the solution for the 
constants:
ܽ଴ ൌ Ͳ
ܽଵ ൌ Ͳ
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ܽଶ ൌ Ͳ
ܽଷ ൌ
ͳͲ݀
ݐ௙ଷ
ܽସ ൌ െ
ͳͷ݀
ݐ௙ସ
ܽହ ൌ
͸݀
ݐ௙ହ
5.1.1 End time (time-optimal) 
The start time is known but the end time is not. One choice is to make the move to the end 
position as fast as possible where the limiter for the movement will be the maximum 
acceleration. To find the maximum acceleration, ܣܿܿ, (42) is differentiated with respect to 
time and the calculated constants are inserted in this expression and set to zero: 
͸Ͳ݀
ݐ௙ଷ െ
͵͸Ͳ݀
ݐ௙ସ ݐ ൅
͵͸Ͳ݀
ݐ௙ହ ݐ
ଶ ൌ Ͳ (43) 
Solving this for t gives the times with maximum and minimum acceleration, these times 
inserted in acceleration equation (42) gives the maximum acceleration and the end time: 
ܣܿܿ ൌ ͳͲ݀ξ͵͵ݐ௙ଶ ฺ ݐ௙ ൌ
ඨͳͲ݀ξ͵͵ܣܿܿ
5.2 Change velocity 
The velocity change ignores the position and thereby the velocity polynomial, ܸሺݐሻ, only have 
four conditions:  
ܸሺݐ଴ሻ ൌ ݒ௦
ሶܸ ሺݐ଴ሻ ൌ Ͳ
ܸ൫ݐ௙൯ ൌ ݒ௙
ሶܸ ൫ݐ௙൯ ൌ Ͳ
where ݒ௦ is the current velocity and ݒ௙ is the desired end velocity and ݐ଴ ൌ Ͳ. These four 
conditions mean that a 3rd degree polynomial is enough: 
ܸሺݐሻ ൌ ܽ଴ ൅ ܽଵݐ ൅ ܽଶݐଶ ൅ ܽଷݐଷ (44) 
The solution will give 
ܽ଴ ൌ ݒ௦
ܽଵ ൌ Ͳ
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ܽଶ ൌ
͵൫ݒ௙ െ ݒ௦൯
ݐ௙ଶ
ܽଷ ൌ െ
ʹ൫ݒ௙ െ ݒ௦൯
ݐ௙ଷ
And as for the change position the end time have to be calculated from the max acceleration 
with the result 
ݐ௙ ൌ
͵หݒ௙ െ ݒ௦ห
ʹܣܿܿ
The paths are created discretely and the change in position each time-step can be 
approximated by a numerical integration of the velocity:  
ሺሻ ൎ ȟሺሻ ൌ ሺሻ ή ɒ (45) 
5.3 Implementation 
The paths are implemented in the program to create different reference paths for the 
travelling plate of the robot. One path is created for the robot to move from the current 
position, position A, to a desired position, position B, in a straight line. The distance between 
these points in space is calculated and saved as the value d. The fifth order polynomial 
function can then be used but since this function is only in one dimension it is multiplied with 
the direction vector. The direction vector is a unit vector for the direction between position A 
and B. Of course this calculated position is a position change of the travelling plate and is 
added to the current position. The second velocity polynomial function is used for two 
movements: move the robot at a constant speed along a line in space, or at a constant 
angular velocity in a circle. The polynomial is used only when accelerating up to a constant 
speed or angular velocity, or change the speed or velocity. For the first application the 
direction vector and desired velocity is set by the user and the path is created and multiplied 
with this direction vector. Of course here is also the current position of the manipulator added 
to the created path for the position. In the second application the change in velocity from the 
velocity polynomial is added as a change in the current angle velocity of the robot. The angle 
is measured from the z-axis and the circle is created on the zx-plane. These polar 
coordinates need to be transformed back to Cartesian coordinates for the inverse kinematics 
and Jacobian.  
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6 The controller 
6.1 Control principle for one motor 
Figure 6.1 Block diagram of the control-loops for control of a motor [22].
The principle of the B&R ACOPOS controller is shown in Figure 6.1. The controller is a 
cascade controller, were the s_set comes from a set value generator from the drive. The only 
sensor information from the motor is the position. This position is fed as input to the position 
controller, where it is subtracted with the s_set to get the position error in the position 
controller (Figure 6.2). The s_act is also differentiated and subtracted with the output of the 
position controller, v_set, to get the velocity error which is used in the speed controller 
(Figure 6.3). The output of the speed controller is fed to the current controller which sets the 
appropriate voltage on the motor. Both the position controller and the speed controller are 
simple PI-controllers with parameters that can be changed in Automation studio but the 
parameters of the Current controller cannot be set but is instead calculated from given motor 
parameters [22].  
Figure 6.2 The position controller in Figure 6.1 [22].
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Figure 6.3 The speed controller in Figure 6.1 [22].
Figure 6.4 The feed forward controller in Figure 6.1 [22].
The feed forward controller (Figure 6.4) can be used to improve the performance if one 
knows five parameters. Two of the parameters are the load torque (torque from the weight of 
a mass connected to the motor) (torque_load) and the speed dependent torque losses 
(kv_torque). The constant torque, Coulomb torque, when moving in positive (torque_pos) or 
negative (torque_neg) direction respectively are two other parameters and the inertia of the 
motor is the last one. It works in the way that through v_feed, which is s_set differentiated 
and then multiplied with the kv_torque to get the speed dependent torque losses, 
differentiated again and multiplied with the inertia to get the acceleration torque and 
depending on the sign of v_feed, torque_pos or torque_neg will be chosen as the constant 
torque. These three torque values are added together with the load torque to get the 
torque_feed. If all the parameters are correct this value should be the same as the torque 
generated in the motor. To send this value as feed forward to the motor it has first to be 
converted to current which is done by the torque constant given in the motor parameters. 
The resulting i_feed is added to the output of the speed controller and sent to the current 
controller which sets the appropriate voltage to the motor.     
6.2 Control principle for all motors 
In the dynamic model of the robot there are three types of torques that contribute to the total 
torque: Gravitational torque, inertial torque and friction torque. These three are modelled and 
added together to the variable torque_load for each axis when moving the robot. Because 
they are added together the other parameters in Figure 6.4 are then set to zero. The set 
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position value and the value of torque_load for each motor are created according to the 
principle in Figure 6.5: The desired position, velocity and acceleration of the travelling plate 
of the robot given in Cartesian coordinates are transformed into angle position, s_set,
velocity and acceleration of each motor through the inverse kinematics for position and for 
velocity and acceleration. The angle position, velocity and acceleration are inputs to the 
dynamic model currently used and the outputs are the torques for every axis, torque_load,
which together with angle position, s_set, are sent to the drives as described earlier. The 
actual position of each axis is measured and with the forward kinematics the actual position 
coordinates for the travelling plate is acquired. 
Figure 6.5 Block diagram of the principle of controlling all robot motors
7 Program Design 
7.1 Move to position 
The flowchart in Figure 7.1 describes the steps and the states for the program when moving 
a robot to a certain position and the boxes with the text “Control with Dynamic Model 1” or 
“Control with Dynamic Model 2”, is the control described in Figure 6.5.  
STATE_WAIT – The default state when the robot is not moving. Here the robot can be in 
either home position, which is the position when the robots arms are at a horizontal angle 
and no dynamic model is active, or not. In home position the torque and other variables are 
initialized at the first movement of the robot, but also when returning to home position. When 
the robot is at rest in any other position than home position, the Dynamic Model 2 is active.  
STATE_CHECK_WORKSPACE – When the user sends a moving command, either to a 
specific position or to the home position, the program changes its state to this. Here every 
point along the path is checked so it is inside the defined workspace of the robot. If one point 
is outside, the program stops and waits for user to make a reset command and try another 
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path, which means it goes back to the STATE_WAIT again. If all are inside the workspace 
the Dynamic Model 2 is cancelled if it was active and Dynamic model 1 is initialized and 
started and the program changes to STATE_MOVE. 
STATE_MOVING Here the path is created and the robot is simultaneously controlled with 
Dynamic Model 1 (Figure 6.5). When the specified end-time of the movement is reached the 
Dynamic Model 1 is cancelled and if the robot moved to somewhere else than to the home 
position, the Dynamic Model 2 is initialized and activated.  
Figure 7.1 Flow-chart over the states of the program when moving to a position. 
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7.2 Move at constant speed 
Moving the travelling plate at a constant speed, also called jogging, is done either along a 
line or in a circle. The program also has three states, and depending if the desired jog-speed 
of the robot is bigger or smaller than the user-specified parameter switchspeed, Dynamic 
Model 2 or Dynamic Model 1 is used: 
STATE_WAIT – The same as moving to a position; either Dynamic Model 2 or no dynamic 
model is active. When a command to move to a desired jog-speed is executed a check is 
made if the speed is higher than switchspeed, and if it is, then Dynamic Model 1 is activated. 
Otherwise Dynamic model 2 is activated if it wasn’t already active. 
STATE_REF_CHANGE – This state is used whenever the user starts a jog-movement from 
STATE_WAIT or changing the desired speed from STATE_JOGGING. The needed 
parameters to create the path are calculated here by using current jog-speed, desired jog 
speed and maximum acceleration. The exit out of this state is always to STATE_JOGGING. 
STATE_JOGGING – In this state the robot accelerates up to or moves at a constant speed 
until the user sends a stop command. Or in the case when moving in a circle it sends a stop 
command after it moved a whole circle. Changing the desired speed will also make the 
program leave this state. For these three alternatives the new program state will become 
STATE_REF_CHANGE.  A check is also made in this state so that the state changes to 
STATE_WAIT when the robot has stopped.  
8 Automation Studio 
8.1 Communication 
The connection between the PC, with Automation Studio, and the PLC is done with an 
Ethernet-cable. The IP-address for the computer is set to 192.168.0.2 and for the PLC 
192.168.0.1. To connect to the interface (Chapter 8.3) on the PLC, which is used to control 
the program, a VNC-viewer is used with the password “c” for control. 
The communication to the PLC and the NC manager (Chapter 2.3.1) from the computer can 
be made in different ways: 
- Direct control of an axis in automation studio with ACP10 software, a B&R specific 
interface, also called NC Test.  
- Through PLCopen motion control function blocks. 
There are many function block used in the program, some are PLC Open standard functions 
but there are also some B&R specific functions which are operated in the same ways as the 
standard blocks [3]. Some of the blocks used in the application are so called cyclic function 
blocks. These blocks are used every cycle of the task class the program is in (see Chapter 
8.2) and they are: 
- MC_BR_ReadCyclicPosition, reads the actual position of the motor axis. 
- MC_ReadActualTorque, reads the actual torque at the axis. 
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- MC_BR_CyclicWrite, can be used to write to any variable on the drive, but is used to 
write the calculated torque from the models to the variable torque_load for the feed 
forward control. 
- MC_BR_MoveCyclicPosition, writes the reference value for position, s_set, to the 
axis.  
8.2 Threads 
Figure 8.1 Layout on the PC on how the programs are placed in the task classes in the PLC. 
On the CPU it runs several task classes, threads, with different cycle times and different 
priorities. Every program has an initial part and a cyclic part where the initial part is only 
started once when turning on the hardware. 
Starting from the top the first one is Cyclic #1.This is the task class with the shortest cycle 
time, 0.4 ms, and the highest priority. The programs in this task class are: 
- Main1, this is the main program. It has a responsibility to change the state when 
moving to a position and jogging, creating the path, checking workspace and 
calculating the forward and inverse kinematic.  
- AxisConfig, this only has an initial part where each axis in the program with its 
corresponding parameters is set to the correct Acopos-unit which is connected to the 
correct motor. 
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- Axis_00, Axis_01, Axis_02, in these programs all the communication to the drives are 
made with function blocks. The structure is based on the program from [23].  
- Jacobian1. The program from MapleSim to calculate angular velocity and 
acceleration for the axes. 
- Initialaaa, Initialization program from MapleSim and it is used when the robot is in the 
home position, either by the user or called from the main program. 
- ErrorHandling, from [23], checks each all axis for errors and stops the axis in case of 
error. 
All programs in this cycle are executed once every cycle and in order from top to bottom. 
This means that when main creates the reference values for the axis these are sent from the 
programs axis programs at almost exactly the same time and the movement of the axes are 
thereby synchronized.  
In the two task classes Cyclic #3 and Cyclic #5 the program for Dynamic Model 1, called 
NeWmoving, and the program for Dynamic Model 2, called NewDynamic, are found. In these 
dynamic models the joint angles and all the dynamic variables are used as outputs, in 
addition to the torques, and saved in global variables. The reason that all variables are used 
as outputs is to be able to initiate a model when changing between models using these 
variables. The cycle time of these task classes are chosen as small as possible but still large 
enough so that all calculations in the models are done within this time.   
8.3 The interface 
A graphical interface (GUI) has been developed for operator communication, see Figure 8.2. 
Navigation between the different pages is made at the bottom at the GUI. The pages are: 
- Home, this page is for controlling the robot, and looks like Figure 8.2. To the top left 
the desired position and angle for the robot can be entered and the move started. In 
the middle are buttons to activate the use of jogging the robot or deactivate it. Under 
these buttons the user can change the desired acceleration for the movement or the 
turning of the 4th axis, but in this thesis this axis is not connected to a motor. The 
direction, speed, acceleration and switchspeed for jogging the robot can be changed 
to the right with a start and stop button. The buttons circle and line is for the user to 
decide if the robot should move in a circle or in a line. For the circle movement the 
speed and acceleration is angle velocity and angle acceleration in the polar 
coordinates but for moving along a line the speed and acceleration is the velocity and 
acceleration in the Cartesian coordinate system of the travelling plate. Pressing the 
homing button moves the robot to the homing position. Reset is pressed to 
acknowledge the error message which appears the desired path is outside the 
workspace for the robot. This message will appear where now “B&R Template Instant 
Message” is written. 
- Geometric parameters, edit the values of the parameters of lengths, gear ratios and 
the working area for the robot which is used in the dynamic model. 
- Masses, edit the values of the parameters for the different masses of the robot used 
in the dynamic model.  
- Inertias, edit the values of the parameters of the inertia of the different parts of the 
robot used in the dynamic model.  
36
- Start motors, is the page where the motors are started and stopped. They should 
always be started in the order 1-3* and should only be started in home position. 
There are also two buttons to turn on and off the breaks. 
Figure 8.2 Interface to change parameters and move the robot. 
*Even though the FlexPicker have breaks on the first three axes, a signal from one drive to 
turn off the break turns off all of them. Therefore only the first axis has break parameters, 
which makes it very important, to avoid moving an axis with the break on, to start the first 
axis first which then turns off the break for all three and then turn on the other two axes. Also 
important to note is that the fourth arm is not connected to any drive in the current 
experimental setup.  
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9 Experiments 
These experiments, except the varying acceleration experiment (Chapter 9.4.2) and 
experiments with position control for the whole robot (Chapter 9.6), were done on one arm of 
the robot using the NC Test interface in Automation Studio. The generated path is then 
created with the NC Test and the feed forward parameters are used instead of the dynamic 
models (a more detailed description in Chapters 9.1-9.5). The experiments in Chapter 9.4.2 
were done with the programmed software and applied to one arm of the robot, and in 
Chapter 9.6 the whole robot with the programmed software as described in the thesis was 
used (with the modification that the feed forward parameters were used instead of the 
dynamic models in Chapter 9.6.2) .   
9.1 Torque constant verification  
To verify that the torque-constant in the motor data from ABB is correct when using it in B&R 
drive units, an experiment is made. All parts except for the upper arms are detached and a 
weight is attached to the end of the arm. The theoretical torque needed to lift the arm with a 1 
kg weight is calculated and added to the parameter torque_load. The control parameters in 
the position and speed controller are set to zero so that the motor is driven only by the 
current controller with a reference torque value as input (Figure 6.1). A test is made to see 
how much weight is needed to keep the arm motionless in a horizontal position with the 
same force needed when by hand moving the arm up as moving the arm down. The extra 
torque needed to move the arm is due to high static friction. If something else than the 
corresponding force to counterweight the 1 kg load is needed for this a scaling of the value 
from the motor data is needed.   
9.2 Coulomb friction 
To estimate this value the robot-arm was moved at a constant slow speed, first in the 
direction of lifting the robot arm and then moving it in the direction down.  Different values of 
the direction dependent torque feed forward parameters were tried to get the position error to 
vary around zero*. The resulting torque value when lifting the arm (negative direction) should 
theoretically be 
߬௨௣ ൌ െ߬௚ െ ߬௖ (46) 
where ߬௚ is the torque needed to overcome the gravitational pull from the arm and ߬௖ is the 
Coulomb friction. For moving the arm down the torque needed is 
߬ௗ௢௪௡ ൌ െ߬௚ ൅ ߬௖ (47) 
The difference of (46) and (47) will then be 
߬ௗ௢௪௡ െ ߬௨௣ ൌ ʹ߬௖ ֞ ߬௖ ൌ
߬ௗ௢௪௡ െ ߬௨௣
ʹ (48) 
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Since the gravitational component of the torque varies with the position of the arm both 
experiments were performed around angle zero.  
*Since the value of the actual torque was varying too much to get an accurate value by just 
reading it. 
9.3 Speed dependent friction torque 
Measurements of the torque at two speeds, ߱ଵ ൌ ʹͲͲݏିଵ and ߱ଶ ൌ ͶͲͲݏିଵ, were performed 
in a similar way as for Coulomb friction; by trying with different values for the torque feed 
forward parameter but only in negative direction. The value of the torque which gives lag 
error around zero when the arm is moving at constant speed around angle zero is then 
theoretically: 
߬௨௣ ൌ െ߬௚ െ ߬௖ െ ߬௦௣௜ ֞ ߬௦௣௜ ൌ െ߬௨௣ െ ߬௚ െ ߬௖ (49) 
where ߬௦௣௜ is the extra torque needed to compensate for the speed dependent friction at 
speed ߱௜ǡ ݅ ൌ ͳǡʹ. ߬௚ is calculated theoretically from the equations in MapleSim. By 
measuring at these two speeds the torque can be compared to the only given data for friction 
which is the torque losses from the motor data. As talked about in Chapter 4.4 the torque at 
the third speed can’t be measured without reaching the maximum torque in the motor. This 
doesn’t mean that the arm can’t move at this speed but it can’t move at this speed for long 
enough for measurements of the torque to be made without the arm reaching its limit angles. 
9.4 Acceleration experiments. 
9.4.1 Constant acceleration 
When the values of the friction torque are determined some tests with constant acceleration 
are performed and the actual torque is compared to the theoretical. These tests were made 
accelerating up to the two speeds, ߱ଵ and ߱ଶ for two different values of constant 
acceleration: 
Acc1=6283 rad/s-2 
Acc2=12566 rad/s-2
The following simplifications are made when comparing the actual torque and the theoretical: 
- The speed dependent friction torque at the constant acceleration is the same as the 
speed dependent friction torque at the maximum speed of the movement, which 
means the result from the previous experiment is used.  
- The gravitation torque component is the theoretically calculated at position zero of the 
arm.
Using the value from the Coulomb torque experiment the theoretical torque needed at 
constant acceleration in the negative direction is then: 
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߬௔௖௖ ൌ െ߬௚ െ ߬௖ െ ߬௦௣ െ ቆܫ௠௢௧௢௥ ൅
ܫ௟ସ௫௫ ൅ ݈ସ௖ଶ݉௎
ீݎ ଶ ቇܽ (50) 
where ܽ is the absolute value of the acceleration and the quotient in the parenthesis is the 
equivalent inertia for the upper arm at the motor.  
9.4.2 Varying acceleration with generated path 
Compared to the other experiments this was not performed in NC Test in Automation Studio 
but instead performed using a modified version of the jogging of the robot. The modification 
that was made was that it sends the reference position directly as angle position to one axis 
and to the other axis to keep zero as reference. Another modification is that the model used 
is a model from MapleSim modelling just one axis. The program for the model is placed in 
the same thread, Cyclic #1. Also the Jacobian is deactivated in the program since the angle 
velocity and angle acceleration together with the angle reference is sent to the model. There 
are two movements performed in this test: One movement when it starts with the motor at 
position zero and accelerates with maximum acceleration of 23100rad/s-2 up to speed 
200rad/s-1 and when the motor passes 13.2 radians a stop movement is initiated. In this 
movement the friction model is not active, but for the next movement it is and the inertia of 
the motor is increased in the model to get a better result, to 0.00019kgm². The motor is 
turned from 0 to -13.2 motor radians at maximum acceleration of 19800rad/s-2 and speed 
132rad/s-1. Both of the experiments are done with feed forward turned on with the 
parameters used from the tuning (see Chapter 9.5).  
9.5 Tuning 
Tuning of the cascade controllers is performed by tuning the speed controller while having 
the position controller inactive with the method from [24]. The parameter kv for the speed 
controller is set as large as possible and tn as small as possible without too much oscillation. 
Since tn is used in the speed controller another integrator is not needed in the position 
controller. When tuning the position controller a step response is needed but the maximum 
torque sets a limit for this so instead an extremely small change in reference position without 
maximizing the torque is set. This reference change is a step response of 0.0009 radians of 
a motor revolution.  
The feed forward parameters torque_pos and torque_neg are set with the values from the 
results of the friction experiments. Ideally the three parameters torque_load, kv_torque and 
inertia should not be set here since they are included in the dynamic models, but to get the 
best performance when not using the dynamic model they are set. The load torque for the 
motor is something that actually changes depending on the angle of the robot arm, but a 
simplification is made which sets the theoretically calculated torque at angle zero for the arm 
as this parameter. The value used for kv_torque is the resulting proportional value used in 
the first interval in the friction model originating from the results of the friction experiments. 
Finally the value for the inertia is the inertia for the motor, not from the given parameters but 
the value from the result from the acceleration experiments that better fit the measured 
torque, plus the inertia for the arm recalculated to its equivalence at the motor. This inertia 
has the lowest lag-error when testing the performance on different movements.
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9.6 Experiments with position control for the whole robot 
In these movements, with all of the arms of the robot connected, the actual position of the 
travelling plate is compared with the set position of the travelling plate by calculating the 
distance between the points. Since the actual position for the travelling plate in this thesis is 
based on calculations from the actual angles of the motors the actual position might differ a 
bit in reality and need to be measured with some sensors on the robot to give a more 
accurate value. The delay between sending a reference position and reading a reference 
position is taken into account by saving the values of the reference position in a buffer. The 
position of the robot when in home position is ሺݔǡ ݕǡ ݖሻ ൎ ሺͲǤͲ݉ǡെͲǤ͸ͷͷ݉ǡ ͲǤͲ݉ሻ.
9.6.1 With dynamic model 
A movement between two points is made with the dynamic model active. The movement is 
done from home position to ሺݔǡ ݕǡ ݖሻ ൌ ሺെͲǤͳ݉ǡെͲǤ͹ͷ݉ǡ ͲǤ͵݉ሻ with acceleration of 80 m/s².
The inertia of the motor used in the model is the same as used in the second movement as 
described in Chapter 9.4.2. 
9.6.2 Without dynamic model 
Two movements are made: One movement between two positions in space and one in a 
circle are done with the robot with the program described in the thesis except that no 
dynamic model is activated. The movement between positions is done between home
position and ሺݔǡ ݕǡ ݖሻ ൌ ሺͲǤ͵݉ǡെͲǤͺ݉ǡ ͲǤͲ݉ሻ with acceleration of 160 m/s². The movement in a 
circle is done to and from  ሺݔǡ ݕǡ ݖሻ ൎ ሺͲǤͲ݉ǡെͲǤ͹݉ǡ ͲǤʹ݉ሻ with angle velocity 16s-1 and angle 
acceleration 800s-1. The feed forward is used from the tuning with an increase of the value 
torque_load and inertia since these values are expected to be higher when connecting the 
full robot compared to moving only single arms.  
9.6.3 Comparing with and without dynamic model 
The same movement is done as in chapter 9.6.1but with an acceleration of 100 m/s². It is 
done twice; first with the dynamic model active as in that chapter and then with the feed 
forward as done in Chapter 9.6.2.  
10 Results 
In this section the results from the experiments in Chapter 9 are summarized. The plots 
shown have the unit of the torques for the motors in Nm, distances in meters and all angles 
and angle velocities in the figures in Units where one unit is defined in B&R automation 
studio as a thousand of a revolution of the motor. 
10.1 Torque constant 
To keep the arm horizontal and have it equally resistant in both directions to external forces a 
multiplication of the torque constant from the motor data by three is needed.  
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10.2  Coulomb friction 
߬௖ ൎ ͲǤͳ͹Ͳܰ݉
10.3  Speed dependent torque losses 
The total torque at ߱ଵ, is larger than in theory with the torque losses from the motor data and 
Coulomb friction from the experiment included. The increase in torque from ߱ଵ to ߱ଶ is about 
the same as the increase according to the motor data.  
߬௦௣ଵ ൎ ͲǤͳͷͷܰ݉
߬௦௣ଶ ൎ ͲǤʹ͸ͷܰ݉
10.4 Acceleration 
10.4.1 First acceleration experiment 
߬௔௖௖ଵǡ௧௛௘௢௥௬ ൎ െͳǤͳͷܰ݉
߬௔௖௖ଶǡ௧௛௘௢௥௬ ൎ െʹǤͲ͹ܰ݉
From Figure 10.1: 
߬௔௖௖ଵǡ௘௫௣ ൎ െͳǤͺͲܰ݉
From Figure 10.2: 
߬௔௖௖ଶǡ௘௫௣ ൎ െ͵ǤʹͲܰ݉
Figure 10.1 Actual torque and set speed for an axis moving with constant acceleration 6283s-2 up to speed ࣓૚.
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Figure 10.2 Actual torque and set speed for an axis moving with constant acceleration 12566s-2 up to speed ࣓૛.
10.4.2 Varying acceleration experiments 
Results from the first varying acceleration experiment are shown in Figure 10.3 and the 
second in Figure 10.4. The red line is the model and the green the actual torque.  
Figure 10.3 Calculated and actual torque in Nm for the first varying acceleration experiment 
43
Figure 10.4 Calculated and actual torque in Nm for the second varying acceleration experiment 
10.5 Tuning 
A step response with the control parameters from the tuning, but without feed forward is 
shown in Figure 10.5 and lag-error together with actual torque for the second acceleration 
experiment is shown in Figure 10.6. In this experiment the feed forward parameters from the 
tuning is used.  
Figure 10.5 0.009 radians step response. Green is set position and red actual position.
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Figure 10.6 Lag error and the actual torque for the second varying acceleration experiment 
10.6 Moving the robot and jogging the robot 
10.6.1 With dynamic model 
Figure 10.7 Torque from the model (black colour) and actual torque (green colour) for a movement between two 
positions. Axis 1 is top left, axis 2 is down left and axis 3 top right.   
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Figure 10.8 Set position and position error for the travelling plate in meters. Top left plot shows the x-position, top 
right shows the y-position, lower left shows the z-position and lower right shows the position error.  
Figure 10.9 Set speed in the speed controller for axis 1 (blue), axis 2 (purple) and axis 3 (green). Lower right plot 
shows the angle position error for the three axes.  
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10.6.2 Without dynamic model 
10.6.2.1 Moving to a position 
Figure 10.10 Set position and position error in meters for moving the travelling plate to a position. Top left is x-
position, top right is y-position, lower left is z-position and lower right is the position error. 
Figure 10.11 Set speed in the speed controller when moving the travelling plate to a position for axis 1 (blue), 
axis 2 (purple) and axis 3 (khaki). Lower right plot shows the angle position error for the three axes.
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10.6.2.2 Moving in a circle 
Figure 10.12 Set position and position error in meters for moving the travelling plate in a circle. Top left is x-
position, top right is y-position, lower left is z-position and lower right is the position error.
10.6.3 Comparing with and without dynamic model 
Figure 10.13 Position error for the travelling plate for moving to a position with the dynamic model (black) and 
without (blue) 
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11 Conclusions 
11.1 Torque experiments 
11.1.1 Torque constant 
The reason the torque-constant is three times as large could be explained by that the value 
given in the ABB motor data is not the actual mechanical torque but electrical torque. Since 
the motor has three pole pairs one electrical rotation equals one third mechanical rotations.  
11.1.2 Speed torque 
If the same would be valid for the torque losses as for the torque constant the values should 
be three times as big as in the motor data, but this results in that the theoretical values for 
the torque are much bigger than the torque from the experiments. This is unrealistic since the 
total torque from the experiments should be at least as big as the speed dependent torque 
losses from the data. The reason for this is that the experiments are done with a gear and an 
arm connected to the motor which obviously can’t lower the friction. The conclusion is that 
these values should not be multiplied with three as for the torque constant.  
That the torque differences between ߱ଵ and ߱ଶ are about the same for both theory and 
reality is then strange since one expects more losses due to friction. However the 
measurements are not very exact and it can as well be that the torque is a bit more. This 
expected result with more speed dependent torque losses is achieved between ߱଴ and ߱ଵ.
11.1.3 Acceleration experiments 
As can be seen in the constant acceleration experiments there is more than 50 % difference 
between the theoretical values and the experimental. In the varying acceleration experiments 
it is also noticed. This difference between theory and experiment could be explained that the 
inertia for the gear or that the efficiency for the gear is not included in the model. A gear with 
bearing friction can be modelled with another component in MapleSim [25].  
11.2  Experiments with position control for the whole robot 
11.2.1 With dynamic models 
As can be seen in Figure 10.7 the torque from the model and the actual torque in the axis are 
very similar. The spikes in the torque in the second axis at the peak torques are there 
because the middle arm of the robot is shaking when moving the robot this fast, but the robot 
can move even faster since the maximum torque and maximum speed for the motors are not 
reached. One reason this is not done is that the dynamic model is not guaranteed to be 
stable but the main reason is that the calculations is so demanding for this dynamic model 
that the PLC might be overloaded (see Chapter 11.3). In Figure 10.8 position error for the 
travelling plate is shown, which is very small compared to if the robot would have been 
moved with no feed forward at all. That can be seen by deactivating the feed forward on the 
drives, but no results were saved by doing this.  
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11.2.2 Without dynamic models 
In Figure 10.12 when moving the robot in a circle the position error is largest at start and stop 
of the movement. This could be explained that the torque needed to accelerate up to a 
constant angle velocity is larger than the torque needed to keep it moving in this circle with 
the needed circular acceleration. It could also be explained that the path created is a 3rd
degree polynomial for the velocity which compared to the 4th degree for the velocity when 
moving between positions gives a discontinued differentiation of the acceleration. A slower 
increase of the acceleration might be easier for the controller to follow. Another explanation 
could also be that the fourth robot arm is shaking at start and stop of a movement and this 
shaking is a disturbance at the motors that the feed forward is not able to compensate for. 
The shaking is also affecting the result when moving the robot between positions as in the 
experiment with the dynamic model. The effect is even larger since it is moving faster in 
these experiments. This effect is not visible in the position error, but since the position error 
is based on the calculation of the angle positions of the motor the actual position error for the 
travelling plate is probably larger since the fourth arm of the robot is directly connected to the 
travelling plate. At the travelling plate the shaking should have more effect than at the motor 
since this vibration is transferred through the arms of the robot which could damp it. If this is 
true or not could only be validated by measuring the actual position of the tool centre point 
under the travelling plate which is the interesting point since this point is used to interact with 
the environment by picking up and placing objects. 
11.2.3 Comparing with and without dynamic model 
By looking at the position error of the travelling plate for both movements (Figure 10.13) 
nothing can be said which method is better. However the feed forward based on the 
parameters assumes that the inertia is always the same for each axis independent on the 
position of the travelling plate and that the speed dependent friction torque increases linear 
with increasing angle velocity. The dynamic model is a better description of the reality and 
should give a smaller position error when trying many different movements of the robot at 
different accelerations, to different positions and with other paths. Unfortunately, as 
explained before, this is not possible at all accelerations because of starvation, overloading, 
the PLC.  
11.3 ODE-solvers 
The Euler method used, is used since it is the simplest and fastest method. Compared to 
other methods, like Runge-Kutta methods, its region of stability is smaller [26]. If another 
method like Runge-Kutta would be used instead the integration time would then increase 
because of the several extra calculation steps which have to be made [17]. The step size has 
to then be increased and even though the region of stability is larger this increase of the step 
size might make the solver unstable. By using a third method called Implicit Euler the option 
could be made in MapleSim to export the full symbolic Jacobian. This is not made in the 
other methods where the Jacobian is made numerical before exporting. The advantage of 
this method is that it could be more stable since fewer approximations are made in the 
dynamic model when exported, but by using this method the integration time is so much 
larger it makes no sense in using it, especially when for much longer integration time the 
Euler method with projection can be used. 
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When using the Euler method with projection as in Dynamic Model 2 a trade-off between 
step-size and number of projections have to be made. By increasing the number of 
projections both the output of the model and the variables in it are more likely to be close to 
the correct ones but at the same time these projections take time which mean that with more 
projections a bigger step-size have to be used. This larger step size can make the method 
unstable. For this reason this method is only used when moving the robot slowly to be able to 
keep the values from diverging and keeping the model stable. If this method would be used 
when moving the robot fast, both few projections together with a short step size or more 
projections but with a longer step size will make the differential integration in the model 
unstable.    
11.4 Delay 
Since there is a delay from sending the value from the dynamic model to the motor and then 
also a delay for reading the actual torque used at the motor there will be a delay visible when 
comparing calculated torque and actual torque. This is visible in the varying acceleration 
experiments (Figure 10.3, Figure 10.4), but it is not visible when moving the whole robot. The 
reason for this is that the dynamic model has its own delay caused by its longer cycle-time. 
In the result it looks that they match each other, Figure 10.7, but in fact this delay cancels the 
other delay when comparing them and the calculated torque should be shifted to the right to 
show reality. 
12 Future work 
12.1 Baumgarte Constraint Stabilization 
When using the model without projection, the solution can diverge very fast, so something 
recommended is to use the Baumgarte Constraint Stabilization [20] to stabilize it. The 
Baumgarte Constraint Stabilization combines the position, velocity and acceleration 
constraints in one expression together with two parameters that has to be set.  To choose 
good Baumgarte parameters for the model empiric tests have to be done since there are no 
reliable methods in choosing these parameters [27]. Unfortunately the choice of these 
parameters have to be done in MapleSim before exporting it, in the current version, which 
means that doing these empirical tests would be very time-demanding (A suggestion to 
include them as parameters to be set in the exported code have been suggested to 
Maplesoft through their support). The Baumgarte Constraint Stabilization should not be used 
when moving the robot slowly or when it is not moving at all since the solution is, although it 
is stable, diverging from the correct one which is the reason constraint projection is used 
instead. This was seen in some tests done and it is also shown that Baumgarte Constraint 
Stabilization is not always the best method [28]. 
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12.2 Delay 
Also a simple but important thing is to consider is the delay caused by calculating the 
dynamic model in the system. This delay is especially big when using the second dynamic 
model. A solution would be to send the reference value to the models but delay the sending 
the values to the axis a time equal to the duration of the calculation of the dynamic model. To 
make sure that the time for calculating the dynamic models always is the same, the 
calculated torque should be sent at beginning of the program.  
12.3 Simplifications 
Further approximations and simplifications can be made in the model to allow a shorter 
cycle-time when using the second dynamic model with projection, for example moving the 
masses for the lower-arms to the upper arms and the travelling plate and ignore their inertia 
as done in [29]. Another thing that simplifies the generated code a little is to not include the 
rotation angle around the vertical axis, ߙ௜, but to calculate the exact position (since they are a 
third of a circle apart is it possible to write sine and cosine of these rotations as exact 
quotients). And the last thing that can be tested in MapleSim is to include the position of the 
travelling plate in the dynamic model, but this was tested in simulations in the program and 
no observable improvements to lower the integration time could be seen.  Even though the 
position, velocity and acceleration is known for the travelling plate from the path generation, 
this information can’t be used in the forward dynamic model in MapleSim where only the 
position, velocity and acceleration for the motors should be used as input. The last 
modification could be to increase the minimum time for the fastest thread in the CPU. This 
was tried but didn’t seem to improve the calculation-time for the dynamic models. The 
problem with increased cycle-time for the shortest cycle is that if the task class in which this 
function block is in is larger than 0.4ms, which is the cycle time of the drive, the set value 
transferred from the PLC to the drive is then interpolated on the drive [22]. This could give 
less precise reference values.  
One method to construct the dynamic model with no need of solving any differential 
equations is to ignore the movement of the middle arm and the forearms of the robot and 
place a part of these masses in the travelling plate and in the upper arm. The inertias of 
these arms are then ignored. This simplification has been made in [7] and been used in 
many applications [30]. With these simplifications all the movement of the masses can be 
described in the travelling plate position, velocity and acceleration and the actuated joints 
angle position, velocity and acceleration. The torque contribution at the actuated joints from 
the moving upper arm and the moving travelling plate can be calculated using the Jacobian 
(32) and its derivative by using the principle of virtual force in the same way as done in [31]. 
Another way is to use the model created in MapleSim. If the movement of the middle arm in 
this model is ignored and a part of its mass placed in the travelling plate the only unknown 
constraint variables that are left in the algebraic equations that force the model to be solved 
with a differential equation solver are ߚଵ and ߚଶ for every forearm, here denoted ߚଵ௜ and ߚଶ௜
for arm i. The solution for ߚଵ௜, for robot arm i, can be extracted out of the position constraints 
in MapleSim:
െ݈ଷ ሺߚଵ௜ሻ െ ሺߙ௜ሻ ݖ ൅ ሺߙ௜ሻ ݔ ൌ Ͳ (51) 
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With solution  
ߚଵ௜ ൌ ሺ
െ ሺߙ௜ሻ ݖ ൅ ሺߙ௜ሻ ݔ
݈ଷ ሻ
(52) 
Figure 12.1 Projection of a robot arm on the yzi-plane.
The constraints equations from the model in MapleSim which include ߚଶ௜ are more 
complicated but by looking at the geometry in Figure 12.1 where one robot-arm have been 
projected on to the YZi-plane. The Zi-plane is the plane that is specific for each arm and 
which the upper arm rotates in. The following equation can by hand be derived from the 
figure: 
ሺߚଶ௜ െ ߠ௜ሻ ൌ
ሺെݕ െ ݈ସߠ௜ െ ସ୰ሺɅ୧ሻሻ
ܴ஺ ൅ ݈ସ ሺߠ௜ሻ െ ܴ஻ െ ݈ସ௥ ሺߠ௜ሻ ൅ ሺߙ௜ሻ ݔ െ ሺߙ௜ሻ ݖ
(53) 
where the minus sign before y is there since the y-coordinate is negative. The horizontal 
distance from the origin to the travelling plate in the picture is transformed according to (26) 
for the equation to be valid all robot arms. The solution to (53) is  
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ߚଶ௜ ൌ ߠ௜ ൅ ሺ
ሺെݕ െ ݈ସߠ௜ െ ସ୰ሺș୧ሻሻ
ܴ஺ ൅ ݈ସ ሺߠ௜ሻ െ ܴ஻ െ ݈ସ௥ ሺߠ௜ሻ ൅ ሺߙ௜ሻ ݔ െ ሺߙ௜ሻ ݖሻ
(54) 
By differentiating (52) and (54) once and twice in Maple the angle velocities and angle 
accelerations for these angles are given. All kinematic constraints in the model can be 
described with position, velocity and acceleration for the travelling plate and the actuated 
joints. If all the equations for the dynamic model are extracted from MapleSim, and (52), (54) 
and their velocities and accelerations are replacing the variables in these equations, a 
system of equations with only unknown dynamic variables is gained. The dynamic equations 
are then a set of 12 equations with 12 unknowns. 9 unknowns in the equations are the joint 
reaction forces and 3 are the desired torques. These can be tried to be solved with Maple 
function solve or another way. If a solution can’t be found the equations can be copied to a 
MapleSim custom component but with this solution the need of a differential equation solver 
is still needed with given start values of the joint reaction forces, the dynamic variables.  
12.4 Gravitational torque 
If the velocities and accelerations in the dynamic model equations in MapleSim are set to 
zero the rest of the dynamic equations describe the dynamic model when the robot is not 
moving. By using the equations (52) and (54) and either find the solutions to the joint angles 
for the middle arm or ignore the angles by placing a part of the masses from the arm at the 
travelling plate (see Chapter 12.3), a solution to the gravitational component of the torque 
could be found by solving the equations with Maple’s function solve as was done in Chapter 
4.2. However this torque is small compared to the friction torque, and also very small 
compared to the torque from accelerating the robot. Unless the robot is used to lift something 
heavy it is unlikely that a model of only the gravitational torque would make a big difference 
for the control performance.  
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14 Appendix 
14.1 Parameter used in the program in Automation Studio 
Inertial4 Corresponding to parameter ୪ସ୶୶.
MassUpperarm Corresponding to parameter ୙.
Masslowerarm Corresponding to parameter ୪ଷ.
Middleheight Corresponding to parameter ଵଷ.
RAD Corresponding to parameter ୅.
l4center Corresponding to parameter ସୡ.
lmitt Corresponding to parameter ୆.
Middle11 Length of one part of 4th actuated arm of the robot, the upper part which
 that is connected to the base with a universal joint (silver metal part for the
 central arm in Figure 1.1). 
Middle11center Distance to the mass centre from the universal joint of the part with length
 Middle11. 
Middle12 Length of one part of 4th actuated arm of the robot, lower part, the
 telescopic part that slides outside the first (black part for the central arm in
 Figure 1.1). 
Middle12center Distance to the mass centre from the upper edge of the part with length
 Middle12.  
Middlel2 Length of the universal joint at the end of the telescopic arm, which is
 connected to the travelling plate. 
Middlel3 Length of the rod from the travelling plate to the tool centre point. 
MassTravel Mass of the travelling plate. 
MassLoad Mass of the load attached on the tool centre point. 
MassSpring Mass of each spring of the robot. 
MassMiddle11 Mass for the part with length Middle11. 
MassMiddle12 Mass for the part with length Middle12. 
MassMiddle2 Mass of the universal joint with length Middlel2. 
InertiaMiddle11X  The moment of inertia around x-axis for the part with length Middle11. 
InertiaMiddle11Z The moment of inertia around z-axis for the part with length Middle11. 
InertiaMiddle11Y The moment of inertia around y-axis for the part with length Middle11. 
InertiaMiddle12X The moment of inertia around x-axis for the part with length Middle12. 
InertiaMiddle12Z The moment of inertia around z-axis for the part with length Middle12. 
InertiaMiddle12Y The moment of inertia around y-axis for the part with length Middle12. 
InertiaUnderX Corresponding to parameter ୪ଷ୸୸୶୶.
InertiaUnderZ Corresponding to parameter ୪ଷ୸୸୶୶.
Iloady The moment of Inertia for the load attached on the tool centre point
 around the y-axis. 
GearRatio  Corresponding to parameter ୋ.
GearRatioAxis4 The gear ratio of the gear of the 4th actuated arm. 
MotorInertia Corresponding to parameter ୫୭୲୭୰.
MotorInertiaAxis4 The inertia of the motor connected to the 4th actuated arm. 
GearInertia The inertia of the gears of arms 1-3.  
GearInertiaAxis4 The inertia of the gear of the 4th actuated arm. 
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14.2 Generated code for the dynamic models 
Here is part of the generated code for the dynamic models. First the state variables, output, 
input and parameters used, then configurable parameters used in Dynamic Model 2 to set 
number of projections and tolerance and last the SolverSetup function with all the variables 
used in the model.  
 
/*************************************************** 
 * Automatically generated by Maple. 
 * Created On: Fri Jun 07 12:02:19 2013. 
***************************************************/ 
#include <stdio.h> 
#include <math.h> 
 
/*************************************************** 
* Variable Definition for System: 
 
* State variable(s): 
*    x[ 0] = `Main.sub1.Middlearm1.R1.theta`(t) 
*    x[ 1] = diff(`Main.sub1.Middlearm1.R1.theta`(t),t) 
*    x[ 2] = `Main.sub1.Middlearm1.R3.theta`(t) 
*    x[ 3] = diff(`Main.sub1.Middlearm1.R3.theta`(t),t) 
*    x[ 4] = `Main.sub1.Middlearm1.R4.theta`(t) 
*    x[ 5] = diff(`Main.sub1.Middlearm1.R4.theta`(t),t) 
*    x[ 6] = `Main.sub1.Middlearm1.R6.theta`(t) 
*    x[ 7] = diff(`Main.sub1.Middlearm1.R6.theta`(t),t) 
*    x[ 8] = `Main.sub1.part1.R3.theta`(t) 
*    x[ 9] = diff(`Main.sub1.part1.R3.theta`(t),t) 
*    x[10] = `Main.sub1.part1.R5.theta`(t) 
*    x[11] = diff(`Main.sub1.part1.R5.theta`(t),t) 
*    x[12] = `Main.sub1.part2.R3.theta`(t) 
*    x[13] = diff(`Main.sub1.part2.R3.theta`(t),t) 
*    x[14] = `Main.sub1.part2.R5.theta`(t) 
*    x[15] = diff(`Main.sub1.part2.R5.theta`(t),t) 
*    x[16] = `Main.sub1.part3.R3.theta`(t) 
*    x[17] = diff(`Main.sub1.part3.R3.theta`(t),t) 
*    x[18] = `Main.sub1.part3.R5.theta`(t) 
*    x[19] = diff(`Main.sub1.part3.R5.theta`(t),t) 
* 
* Output variable(s): 
*    y[ 0] = `Main.sub1.TorqueAxis4`(t) 
*    y[ 1] = `Main.sub1.torquepart1`(t) 
*    y[ 2] = `Main.sub1.torquepart2`(t) 
*    y[ 3] = `Main.sub1.torquepart3`(t) 
* 
* Input variable(s): 
*    u[ 0] = `Main.sub1.MiddleInp`(t) 
*    u[ 1] = `Main.sub1.Part1Inp`(t) 
*    u[ 2] = `Main.sub1.Part2Inp`(t) 
*    u[ 3] = `Main.sub1.Part3Inp`(t) 
* 
* Parameter(s): 
*    p[ 0] = `Main.GearInertiaAxel4`  
*    p[ 1] = `Main.GearInertia`  
*    p[ 2] = `Main.GearRatioAxel4`  
*    p[ 3] = `Main.GearRatio`  
*    p[ 4] = `Main.Iloady`  
*    p[ 5] = `Main.InertiaMiddle11X`  
*    p[ 6] = `Main.InertiaMiddle11Y`  
*    p[ 7] = `Main.InertiaMiddle11Z`  
*    p[ 8] = `Main.InertiaMiddle12X`  
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*    p[ 9] = `Main.InertiaMiddle12Y`  
*    p[10] = `Main.InertiaMiddle12Z`  
*    p[11] = `Main.InertiaUnderX`  
*    p[12] = `Main.InertiaUnderZ` 
*    p[13] = `Main.Inertial4`  
*    p[14] = `Main.MassLoad`  
*    p[15] = `Main.MassMiddle11`  
*    p[16] = `Main.MassMiddle12`  
*    p[17] = `Main.MassMiddle2`  
*    p[18] = `Main.MassSpring`  
*    p[19] = `Main.MassTravel`  
*    p[20] = `Main.MassUpperarm`  
*    p[21] = `Main.Masslowerarm`  
*    p[22] = `Main.Middle11` 
*    p[23] = `Main.Middle11center`  
*    p[24] = `Main.Middle12`  
*    p[25] = `Main.Middle12center`  
*    p[26] = `Main.Middle2`  
*    p[27] = `Main.Middle3`  
*    p[28] = `Main.Middleheight`  
*    p[29] = `Main.MotorInertiaAxel4`  
*    p[30] = `Main.MotorInertia`  
*    p[31] = `Main.RAD`  
*    p[32] = `Main.l1`  
*    p[33] = `Main.l3`  
*    p[34] = `Main.l4`  
*    p[35] = `Main.l4center`  
*    p[36] = `Main.l4r`  
*    p[37] = `Main.lmitt`  
*    p[38] = `Main.lspring`  
*    p[39] = `Main.sub1.part3.alfa`  
*    p[40] = `Main.sub1.part2.alfa`  
*    p[41] = `Main.sub1.part1.alfa`  
* 
************************************************/ 
 
/* Configurable parameters */ 
#define CONITER 3.000000e0     
#define CONTOL 1.000000e-05 
#define INITCONITER 15 
#define INITCONTOL 1.000000e-08 
#define INITITER 50 
#define INITTOL 1.000000e-08 
#define INITWEIGHT 2.000000e+01 
#define INCONTOL 1e-14 
 
 
 
static void SolverSetup(double t0, double *ic, double *u, double *p, double *y, double h, 
SolverStruct *S) 
{ 
 long i; 
 
 S->h = h; 
 S->w[0] = t0; 
 S->w[1] = Middlearm1_R1_theta; 
 S->w[2] =  Middlearm1_R1_thetadot; 
 S->w[3] =  Middlearm1_R3_theta; 
 S->w[4] =  Middlearm1_R3_thetadot; 
 S->w[5] = Middlearm1_R4_theta; 
 S->w[6] =  Middlearm1_R4_thetadot; 
 S->w[7] = Middlearm1_R6_theta; 
 S->w[8] =  Middlearm1_R6_thetadot; 
 S->w[9] =  part1_R3_theta; 
 S->w[10] =  part1_R3_thetadot; 
 S->w[11] = part1_R5_theta; 
 S->w[12] =  part1_R5_thetadot; 
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 S->w[13] =  part2_R3_theta; 
 S->w[14] =  part2_R3_thetadot; 
 S->w[15] =  part2_R5_theta; 
 S->w[16] =  part2_R5_thetadot; 
 S->w[17] =  part3_R3_theta; 
 S->w[18] =  part3_R3_thetadot; 
 S->w[19] =  part3_R5_theta;   
 S->w[20] =  part3_R5_thetadot; 
  
  
  
 //forces and torques for the middlearm joints... 
 S->w[21] =  var21; 
 S->w[22] =  var22; 
 S->w[23] =  Middlearm1_R2_M; 
 S->w[24] =  var24; 
 S->w[25] =  var25; 
  
  
  
  
  
 S->w[26] = part1_R4_M; 
 S->w[27] = part2_R4_M; 
 S->w[28] = part2_S1_Fx; 
 S->w[29] =  part2_S1_Fy; 
 S->w[30] =  part2_S1_Fz; 
  
 S->w[31] = part3_R4_M; 
 S->w[32] = part3_S1_Fx; 
 S->w[33] =  part3_S1_Fy; 
 S->w[34] =  part3_S1_Fz; 
  
 //outputs 
 S->w[35] =  Middlearm1_R2_M/RobotParameter.GearRatio;  
 S->w[36] =  part1_R4_M/RobotParameter.GearRatio;   
 S->w[37] =  part2_R4_M/RobotParameter.GearRatio; 
 S->w[38] =  part3_R4_M/RobotParameter.GearRatio; 
  
 
  
  
 //differentiated inputs 
 S->w[39]=angle4vel; 
 S->w[40]=angle4acc; 
 S->w[41]=-angle2vel; 
 S->w[42]=-angle2acc; 
 S->w[43]=-angle3vel; 
 S->w[44]=-angle3acc; 
 S->w[45]=-angle1vel; 
 S->w[46]=-angle1acc; 
  
  
 //input 
 S->w[47] =  Middlearm1_R2_theta; 
 S->w[48] =  -part1_R4_theta; 
 S->w[49] =  -part2_R4_theta; 
 S->w[50] =  -part3_R4_theta; 
  
 
   
  
  
 S->w[51] =  RobotParameter.GearInertiaAxis4; 
 S->w[52] =  RobotParameter.GearInertia; 
 S->w[53] =  RobotParameter.GearRatioAxis4; 
 S->w[54] =  RobotParameter.GearRatio; 
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 S->w[55] =  RobotParameter.Iloady; 
 S->w[56] =  RobotParameter.InertiaMiddle11X; 
 S->w[57] =  RobotParameter.InertiaMiddle11Y; 
 S->w[58] =  RobotParameter.InertiaMiddle11Z; 
 S->w[59] =  RobotParameter.InertiaMiddle12X; 
 S->w[60] =  RobotParameter.InertiaMiddle12Y; 
 S->w[61] =  RobotParameter.InertiaMiddle12Z; 
 S->w[62] =  RobotParameter.InertiaUnderX; 
 S->w[63] =  RobotParameter.InertiaUnderZ; 
 S->w[64] =  RobotParameter.Inertial4; 
 S->w[65] =  RobotParameter.MassLoad; 
 S->w[66] =  RobotParameter.MassMiddle11; 
 S->w[67] =  RobotParameter.MassMiddle12; 
 S->w[68] =  RobotParameter.MassMiddle2; 
 S->w[69] =  RobotParameter.MassSpring; 
 S->w[70] =  RobotParameter.MassTravel; 
 S->w[71] =  RobotParameter.MassUpperarm; 
 S->w[72] =  RobotParameter.Masslowerarm; 
 S->w[73] =  RobotParameter.Middle11; 
 S->w[74] =  RobotParameter.Middle11center; 
 S->w[75] =  RobotParameter.Middle12; 
 S->w[76] =  RobotParameter.Middle12center; 
 S->w[77] =  RobotParameter.Middlel2; 
 S->w[78] =  RobotParameter.Middlel3;  
 S->w[79] =  RobotParameter.Middleheight; 
 S->w[80] =  RobotParameter.MotorInertiaAxis4; 
 S->w[81] =  RobotParameter.MotorInertia; 
 S->w[82] =  RobotParameter.RAD; 
 S->w[83] =  RobotParameter.l1; 
 S->w[84] =  RobotParameter.l3; 
 S->w[85] =  RobotParameter.l4; 
 S->w[86] =  RobotParameter.l4center; 
 S->w[87] =  RobotParameter.l4r; 
 S->w[88] =  RobotParameter.lmitt; 
 S->w[89] =  RobotParameter.lspring; 
 S->w[90] =  0.00000000000000000e+00; 
 S->w[91] =  2.09439510300000010e+00; 
 S->w[92] =  4.18879020400000000e+00; 
 
 for(i=0; i<NINP; i++) S->w[i+NDIFF+NIX1-NINP+1]=u[i]; 
 for(i=0;i<NDIFF;i++) S->w[i+NEQ+NPAR+1]=0.0; 
 if(p) for(i=0; i<NPAR; i++) S->w[i+NEQ+1]=p[i]; 
 if(ic) for(i=0;i<NDIFF;i++) S->w[i+1]=ic[i]; 
 numdiffinp(S->w,1); 
 numdiffinp(S->w,1); 
 fp(NEQ,S->w[0],&S->w[1],&S->w[NEQ+NPAR+1]); 
 if(S->w[NEQ+NPAR+1]-S->w[NEQ+NPAR+1]!=0.0) { 
  SolverError(S,"index-1 and derivative evaluation failure"); 
  return; 
 } 
#if INITCONITER>0 
 i=Projection(S->w[0],&S->w[1],INITCONTOL,INITCONITER,NULL); 
 if(i>0 && i!=3) { 
  SolverError(S,"constraint projection failure"); 
  return; 
 } 
 fp(NEQ,S->w[0],&S->w[1],&S->w[NEQ+NPAR+1]); 
 if(S->w[NEQ+NPAR+1]-S->w[NEQ+NPAR+1]!=0.0) { 
  SolverError(S,"index-1 and derivative evaluation failure"); 
  return; 
 } 
#endif 
 SolverOutputs(y,S); 
} 
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14.3 Adjustments between kinematic models and dynamic model 
In the kinematic models the assumption is made that the upper arms are connected directly 
to the forearms, but in reality and in the dynamic model the forearms are connected in the 
lower edge of the upper arms (Figure 14.1). To correct this, the length of the parameter ݈ସ is 
changed to ݈ସଵ according to figure A.1. 
Figure 14.1 Definition of variables for the adjustment between kinematic and dynamic model.
According to: 
݈ସଵ ൌ
݈ସ
ሺ߮ሻ
(55) 
where ߮ ൌ ିଵ ቀ௟రೝ௟ర ቁ 
This value of ݈ସଵ is used in the inverse and forward kinematics. But since the resulting angle 
from the inverse kinematics is the angle from the joint to the xz-plane, phi is added to this 
before sending it as an input to the dynamic model and the motors. For the forward 
kinematics ߮ has to be subtracted from the read angle of the motors to give the correct 
position of the travelling plate.  
14.4 Inverse kinematic with MapleSim 
The method described here is from [32]: 
To find the inverse kinematic solution with a full model of the robot in MapleSim,with parallel 
forearms, is used but without the middlearm. Another difference is that the position of the 
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travelling plate is guessed, since otherwise this position is not included in the model. By 
guessing the position accurately enough a successful simulation is achieved. Using 
MapleSims function multibody analysis the position constraints for the model can be 
extracted. This could also be done with the MapleSim model of the robot with singel forearms 
as well. 
Figure 14.2 Jacobian for position constraint
By looking at the extracted equations one finds 6 groups of three equations where each 
group of equations only contain joint angles of one upperarm and one of the parallel 
forearms, the travelling plate position and rotation. This can be seen in a matrix (Figure 
14.2), where the white areas are elements with value zero and the black areas are elements 
that differ from zero. For example the first three rows represent three constraint equations 
with dependency on the travelling plate position (column 1,2,3) and rotation (column 4,5,6), 
the revolute joint angle ߠ (column 7) and two angles which describes the rotation for one joint 
which connects the travelling plate and one rod (rotation around local z axis, ߚଶ, and x axis, 
ߚଵ). Since there is no rotation of the travelling plate the columns 4,5 and 6 are zero. Left in 
the three equations is the known position of the travelling plate (ݔǡ ݕǡ ݖ), the unkown revolute 
joint angle ߠଵ, the unknown relative angles between one rod and the travelling plate for 
rotation around the same axis as  ߠଵ, the local z-axis ߚଶ, and the local x-axis ߚଵ. The three 
equations are then:  
െ݈͵ ή ሺߚଵሻ െ ሺߙሻ ή ݖ ൅ ሺߙሻ ή ݔ ൌ Ͳ (56) 
ሺߠሻ ή ݕ െ ሺߙሻ ή ሺߠሻ ή ݖ െ ሺߙሻ ή ሺߠሻ ή ݔ െ ሺߠሻ ή ܴ஻ ൅ ሺߠሻ ή ܴ஺
൅ ሺߠሻ ή ݈ଷ ή ሺߚଵሻ ή ሺߚଶሻ െ ሺߠሻ ή ݈ଷ ሺߚଵሻ ή ሺߚଶሻ ൌ Ͳ (57) 
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െସ ൅ ሺߠሻ ή ܴ஻ ൅ ሺߙሻ ሺߠሻ ή ݔ ൅ ሺߙሻ ή ሺߠሻ ή ݖ െ ሺߠሻ ή ܴ஺ ൅ ሺߠሻ ή ݕ
൅ ሺߠሻ ή ݈ଷ ή ሺߚଵሻ ή ሺߚଶሻ ൅ ሺߠሻ ή ݈ଷ ή ሺߚଵሻ ή ሺߚଶሻ ൌ Ͳ (58) 
These three equations can be put in a custom component in MapleSim which then needs a 
guessed initial value to the arm angle to be able to find the correct solution (since there are 
two solutions and the arctan function need to know which quadrat the solution is in). Then 
three costum components can be used with the travelling plate position as input and a good 
guessed value as starting value for the angles to get the the motor angles. 
The velocity jacobian from MapleSim can also be used to find the solution from speed for the 
travelling plate to velocity for the motors. It is made in a similar way with finding three 
equations for each arm that is solved with custom components in MapleSim. The 
acceleration jacobian is in MapleSim only the velocity jacobian diffirentiated.  
For exact solution to the inverse kinematics these three equations could be solved for ߠ with 
Maples function solve or if the beta-angles are known (chapter 12.3) the expressions for 
them could be put in one of the equations and be solved. Solving these equations have been 
tried but gives very long expressions. To solve it with the beta-angles expressions has not 
been tried. 
14.5 Acceleration kinematic solution 
The expressions for the robot arm angle accelerations of axis 1-3 is given in Figures 14.3-
14.5. The extra 1 in almost every variable have no significant meaning and the variables 
݈௠௜௧௧ ൌ ܴ஻ and ܴܾ ൌ ܴ஺.
Figure 14.3 Angle acceleration for axis 1.
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Figure 14.4 Angle acceleration for axis 2.
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Figure 14.5 Angle acceleration for axis 3.
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