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Die vorliegende Arbeit soll die Möglichkeiten von XML und den dazugehörigen 
Technologien bei der Entwicklung eines komplexen Softwaresystems und dem damit 
verbundenen Datenaustausch aufzeigen. Dafür soll die Leistungsfähigkeit und 
Eignung oder ggf. Nichteignung der XML-Technologie durch Entwurf, Aufbau und 
Test eines Prototyps, durch XML-konforme Ein- und Ausgabe sowie durch Daten-
Aufbereitung und -auswertungen nachgewiesen werden. Daten unterschiedlicher 
Datenbestände werden ins XML-Format transformiert und in eine zentrale Datenbank 
gespeichert. Diese sollen mittels XML für alle Fremddatensysteme bereitgestellt 
sowie in HTML- und PDF-Formate transformiert werden. 
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"Die Philosophen haben die Welt 
nur verschieden interpretiert; 
es kommt aber darauf an, 
sie zu verändern." 
Karl Marx  
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1 Einleitung 
 
Liegenschaftsdaten wie Grundstücksbestand, Gebührenbescheide und Pachtdaten 
werden in GE/Office® und damit über CTE (Clear Text Encoding) übertragen. Um für 
den "Datenaustausch der Zukunft" im Bereich des Verkehrswesens aktuelle DV-
technische Entwicklungen in die Überlegungen einbeziehen zu können, soll in dieser 
Diplomarbeit untersucht werden, wie vorhandene Datenstrukturen, die mit dem 
GE/Office definiert sind, auf ein Konzept der Extensible Markup Language (XML) 
übertragen werden können. 
Die Leistungsfähigkeit und Eignung oder ggf. Nichteignung der XML-Technologie für 
die verschiedenen Bereiche und Zwecke des Verkehrswesens soll durch Entwurf, 
Aufbau und Test eines Prototyps, durch XML-konforme Ein- und Ausgabe sowie 
durch Datenaufbereitung und –auswertungen nachgewiesen werden.  
Die prototypische Untersuchung der Eignung eines XML-basierten 
Datenaustausches wird besonders vor dem Hintergrund der im 3. Kapitel dargelegten 
Rahmenbedingungen zu untersuchen sein. 
 
2 Das GE/Office Liegenschaftsverwaltungssystem 
 
Das bestehende Programm GE/Office Liegenschaftsverwaltung (LV) unterstützt die 
Straßenbaubehörden, die in ihrer Zuständigkeit stehenden Grundstücke zu 
verwalten. Das Programm ermöglicht strukturierte Auswertungen des 
Grundstückbestands, die Bearbeitung wiederkehrender Meldungen für vorgesetzte 
Dienststellen, die Verwaltung von Gebührenbescheiden und die Pachtverwaltung von 
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Grundstücken. GE/Office LV ist wie GE/Office GE (Grunderwerb) eine Access-
Datenbank. Sie ist mit GE/Office GE verbunden, Grundstücke aus GE/Office GE 
können direkt in die LV übergeben werden, außerdem können ALB-Daten 
(Automatisches Liegenschaftsbuch) und externe Datenbestände eingelesen werden. 
 
Abb. 2-1: Startfenster der GE/Office Liegenschaftsverwaltung 
 
Die Liegenschaftsverwaltung gliedert sich in folgende Bereiche: Flurstücke, Pacht, 
Schriftverkehr (Dokumenten-Manager), Import/Export, Grundsteuer und Berichte (s. 
Abb. 2-1). 
Im "Import/Export"-Teil können landesspezifische Daten wie Nutzungsarten und 
Gemarkungen eingelesen werden. Eine Reihe von Berichten können erstellt werden, 
wobei die gewünschten Informationen herausgefiltert werden können und das 
Ergebnis nach einer Vorlage auf dem Bildschirm angezeigt wird. 
 
Das geplante System für die Zukunft  
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3 Das geplante System für die Zukunft 
 
Die landesweit zentrale Datenhaltung in der Liegenschaftsverwaltung war immer 
schon ein verständlicher Wunsch der Landesämter. Sie ist im Prinzip auch heute 
schon möglich, nur stößt die Technologie von MS ACCESS ab einer bestimmten 
Datenbankgröße an Performance-Grenzen. 
Mit der Einführung des neuen "Dot.Net-Framework" von Microsoft mit seinem 
Komponenten "ASP.NET" und "ADO.NET" sowie der neu eingeführten 
Programmiersprache "C#" (C Sharp) bieten sich neue Lösungen an, die über Intranet 
und Internet den Zugriff auf zentrale Datenbanken mittels einer Web-Anwendung 
ermöglichen, wobei diese optisch so gestaltet werden kann, dass sie der bisher 
verwendeten Benutzeroberfläche entspricht und somit keine Umstellung der 
Arbeitsweise nötig ist. 
Vorteile dieser Client-/Server-Lösung sind, dass auf den Client-Rechnern nur die 
Web-Anwendung installiert werden muss, keine Datenbank oder Runtime. Die 
eigentliche Arbeit wird vom Server erledigt. So sind eine zentrale Datenhaltung und 
einfach zu installierende Clients mit guten Antwortzeiten auch über gewöhnliche 
Intranet- und Internetverbindungen möglich. 
Dabei soll der Einsatz von XML-Technologien für einen einfachen und zuverlässigen 
Austausch von Daten zwischen unterschiedlichen Systemen sorgen, sowie diese 
Daten in verschiedenen Formaten aufbereiten. 
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4 Analyse zur Erstellung des Prototyps 
 
Für jeden Nutzer kann der Prototyp individuell angepasst werden, dazu hat jeder 
Nutzer einen Nutzernamen und gehört einer Gruppe an. Das heißt, alle 
Eigenschaften des Programms, wie Version und Module, können individuell 
konfiguriert werden. Verschiedene Gruppen arbeiten mit unterschiedlichen Versionen 
oder Modulen und zusätzlich zu den Gruppenprojekten kann jeder User extra 
Projekte haben. 
Nachfolgend wird ein Überblick über diese beide Bestandteile gegeben. 
4.1 Die Verwaltungsstruktur 
4.1.1 Userverwaltung 
Die User des Programms werden unterschiedliche Eigenschaften je nach Projekt 
haben können. Alle Daten des Users werden in einer XML-Datei gespeichert. Seine 
Eigenschaften sind: 
 zu welcher Gruppe der User gehört 
 welche Projekte ihm zugeordnet werden 
 welches Projekt als Default eingestellt wird, das beim Programmstart gleich 
geöffnet wird 
 über welche Rechte der User für jedes Projekt verfügt 
User mit dem Status "admin=true" dürfen das Ganze bearbeiten: neue User anlegen, 
neue Projekte anlegen, User einem Projekt zuordnen, sowie alles ändern und 
löschen. 
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User werden einzeln betrachtet, jedoch gehören sie normalerweise zu einer Gruppe, 
die an einem bestimmten Projekt arbeitet. Wenn ein User einer Gruppe angehört, 
erbt er alle Eigenschaften der Gruppe, z.B. die Projekte, die die Gruppe bearbeitet, 
und die entsprechende Rechte. Falls der User noch an anderen Projekten arbeitet, 
werden diese als extra Projekte in seinen Daten gespeichert. 
4.1.2 Projektverwaltung 
Im Prototyp wurden die Projekte je nach Datenbank bezeichnet. Die Daten eines 
Projekts werden in einer XML-Datei gespeichert und lauten: 
 Projektname, zur Beschreibung des Projektes; 
 Projekt ID, zur eindeutigen Identifizierung des Projektes; 
 Datenbankverbindung, zur Anbindung an die Datenbank. 
4.1.3 Gruppenverwaltung 
Nur der Administrator ist imstande Gruppen anzulegen und zu löschen, sowie ihre 
Eigenschaften zu ändern, wie z.B. welche Projekte von welcher Gruppe bearbeitet 
werden und welche Rechte für diese Projekte die Gruppe hat. 
Wenn ein bestimmter User Sonderrechte auf einem Projekt der Gruppe hat, soll dies 
in seinen User-Daten festgehalten werden. 
4.2 Das Anwendungsdesign 
Der Prototyp soll eine Webbasierte Anwendung zur Verfügung stellen, welche dem 
vorhandenen Programm ähnelt. Daher musste die Oberfläche von GE/Office WEB 
konsequent an die Anforderungen der Nutzung über das Internet angepasst werden.  
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Abb. 4-1: Das Startfenster von GE/Office WEB 
Ein zentrales Menü wurde in der Oberfläche eingebaut, welches eine einfache 
Navigation zwischen Applikationsteilen anbietet. Am oberen Rand befindet sich eine 
Art Werkzeugleiste mit den Funktionen, die das ganze Programm beeinflussen. 
Unter der Option "Extras" im Menü links steht das Modul "Nutzerverwaltung", 
welches nur für Administratoren des Systems freigeschaltet bzw. angezeigt wird. Die 
Funktionalitäten dieses Moduls sollen die Verwaltung aller User-, Projekt- und 
Gruppen-Eigenschaften kontrollieren. 
XML-Technologien werden in folgenden Bestandteilen eingesetzt: 
 Nutzerverwaltung 
 Berichte 
 Import/Export 
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5 XML-Technologien 
 
XML-Technologien finden zunehmend starke Verbreitung im gesamten Bereich der 
IT. Die XML-Technologien sind allerdings noch jung und vor allem noch im Fluss und 
direkte Erfahrungen im Umgang mit Daten aus dem Verkehrswesen auf XML-Basis 
liegen noch nicht in ausreichendem Maße vor. Um die Eignung einer XML-basierten 
Informationsstrukturierung im Verkehrswesen bewerten zu können, sind jedoch 
konkrete und praktische Erfahrungen mit diesen Technologien im fachlichen Umfeld 
des Verkehrswesens notwendig. 
Nachfolgend wird ein Überblick über die XML-Technologie gegeben. Hier wird nicht 
das gesamte Thema XML behandelt, sondern lediglich die Grundsteine der Sprache 
die nötig sind, um den Ablauf dieses Werks verstehen zu können. 
5.1 Zur Geschichte der Entstehung von XML 
XML ist keine Programmier-, sondern eine Beschreibungssprache für Daten. Es 
handelt sich um eine Metasprache, also eine Sprache zur Beschreibung anderer 
Sprachen. 
Sie wurde entwickelt, um einen Ausweg aus dem Dschungel der vielen proprietären 
Datenformate zu finden. Jede Anwendung, von einem einfachen Texteditor bis zu 
einer komplexen Datenbank, speichert die Informationen in ihrem eigenen binären 
Dateiformat. Nun können diese Daten von anderen Anwendungen, manchmal sogar 
von derselben Anwendung in einer anderen Version, gar nicht oder nur mit gewissen 
Einschränkungen bzw. Datenverlust gelesen und verarbeitet werden. D.h., ohne die 
dazugehörige Software war eine Nutzung bzw. Weiterverarbeitung der Daten nicht 
möglich. 
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Nun wurde nach einer Möglichkeit gesucht, Daten und ihre Struktur in einem 
unabhängigen Format zu beschreiben. Die Hypertext Markup Language gab es 
schon, sie ist aber nicht geeignet andere Datenstrukturen als Textdokumente zu 
speichern, beispielsweise mathematische und chemische Formeln, Adressen, 
Steuererklärungen usw. Die Lösung fand man in dem Verfahren, mit dem bereits die 
HTML definiert wurde. 
Die Verwandtschaft zwischen HTML und XML beschreibt die folgende Abbildung. 
 
 
Abb. 5-1: XML-Verwandtschaft 
 
Beide wurden auf Basis der Metasprache "Standard Generalized Markup Language" 
(SGML) definiert. Um einen Standard für eine neue Sprache festzulegen, die die 
unterschiedlichsten Strukturen von Daten beschreiben und auch gut im Internet 
übertragen werden kann, griffen die Entwickler auf einen Teil der SGML zurück und 
schufen daraus die XML [ERLEN03]. Damit lassen sich jetzt verschiedene andere 
Sprachen definieren, XML-Anwendungen genannt, die zur Beschreibung und zum 
Transfer spezifischer Datenformate dienen. Zum Beispiel, unter anderen die: 
 Extensible HTML (XHTML) für das WWW; 
 WML für WAP-Handys; 
XML-Technologien 
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 MathML zur Beschreibung mathematischer Ausdrücke; 
 CML für die Chemischen Formeln. 
5.2 XML-Datenstruktur 
Alle XML-Dokumente setzen sich aus drei Bausteinen zusammen: "Elemente", 
"Zeichenreferenzen" und "Attribute". Elemente sind mittels Zeichenreferenzen 
erkennbar und können selbst andere Elemente enthalten, sowie zusätzliche 
Angaben als Attribute mit sich bringen. 
Der Aufbau einer XML-Datei wird ähnlich zu HTML mit Markierungen gemacht. Da 
diese zusammen mit den eigentlichen Nutzdaten gespeichert werden, beschreibt sich 
eine solche Datei somit quasi selbst. 
5.2.1 Elemente 
Elemente sind dafür da einzelne Information zu beschreiben und zu verpacken. 
Jedoch können Elemente auch andere Elemente enthalten. Jedes XML-Dokument 
enthält immer genau ein einziges so genanntes Dokument-Element, dessen Inhalt 
aus weiteren Elementen besteht. Die Marken des Dokument-Elementes 
kennzeichnen Anfang und Ende der gesamten Daten und daher dürfen keine 
weiteren Elemente nach ihnen folgen, denn sie werden weggelassen. 
 
<?xml version="1.0" encoding="ISO-8859-1"?> 
<!--Das ist ein Kommentar! Dateiname:Beispiel01.xml --> 
<projekte> 
 <projekt>"Projekt 01"</projekt> 
</projekte> 
 
Zur Erläuterung: die erste Zeile ist die XML-Deklaration, die in jeder XML-Datei als 
erstes vorkommen muss. Die zweite Zeile zeigt, wie Kommentare geschrieben 
werden. Die dritte und fünte Zeile markieren den Anfang und das Ende des 
Dokument-Elements "projekte", welches wiederum als Inhalt das Element "projekt" hat. 
XML-Technologien 
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Wenn ein Element keinen Inhalt hat, dann spricht man von einem leeren Element 
und solche Elemente können in zwei unterschiedlichen Arten erscheinen - entweder  
mit Start und Ende-Tags: 
<projekt></projekt> 
oder alles in einem, kurz gefasst: 
<projekt/> 
Leere Elemente werden eingesetzt, um zu vermeiden, dass inkonsistente Daten 
gespeichert werden. Damit bleibt die Ordnung der Datenstruktur erhalten und die 
unvollständigen oder inkonsistenten Daten werden nicht einem Element zugewiesen. 
5.2.2  Referenzen 
Referenzen sind bestimmte Zeichen, die eine besondere Bedeutung für XML haben 
und anders interpretiert werden. Daher können sie nicht beliebig eingesetzt werden. 
Es sind hauptsächlich drei Zeichenkategorien definiert: 
 Reservierte Zeichen wie z.B. <, =, >: diese Zeichen teilen dem Parser mit, das 
es sich um eine Markierung oder eine XML-konforme Eigenschaft handelt. 
Zum Beispiel erwartet der Parser zwischen spitzen Klammern (<, >) immer 
einen Elementnamen und seine Attributliste, falls vorhanden; 
 Umlaute: können zu Interpretationsfehlern führen, wenn Browser und Editor 
verschiedene Kodierungsverfahren für Unicodezeichen mit Code größer als 
127 verwenden; 
 Zeichenreferenzen, die auf Sonderzeichen hinweisen: solche Art von Zeichen 
fangen immer mit kaufmännischem Und (&) an und ihm folgen dann das 
Nummernzeichnen (#) und ein dezimaler oder hexadezimaler Codewert. 
Anschließend kommt das Semikolon, das die Zeichenreferenz schließt. Bei 
reserviertem Zeichen können die Zeichenreferenzen genauso benutzt werden. 
So steht z.B. &lt; für das Zeichen <. 
XML-Technologien 
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5.2.3  Attribute 
Attribute enthalten zusätzliche Angaben zu einem Element, oder sogar die Daten 
selbst. Jedes Attribut besteht aus einem Namen, dem ein Wert zugewiesen wird. In 
dem vorigen Beispiel kommt folgendes Element vor: 
<projekt pname="Projekt 01"/> 
Das ist ein leeres Element namens "projekt". Es enthält das Attribut "pname", das mit 
dem Wert "Projekt01" belegt ist. Ein Element darf beliebig viele Attribute enthalten, in 
diesem Fall nur eins. Der Name dient gleichzeitig zur eindeutigen Identifizierung des 
Attributes (s. [@XMLEW]). 
5.3 Namensräume 
XML-Namensräume dienen dazu, Namenskonflikte und Mehrdeutigkeiten zwischen 
XML-Elementen zu vermeiden. Durch die Bindung an einen "Uniform Resource 
Identifier" (URI) werden Element-Namen an einen Namensraum gebunden und 
daher qualifiziert. Dabei erhalten die XML-Elemente einen Spezifizierer, welcher ein 
falsches Ansprechen des Elements vermeidet. "Ein Namensraum ist also nichts 
anderes als eine Sammlung von Namen für Elementtypen und Attribute, die über 
einen URI eindeutig identifizierbar sind" (s. [@SHTML]). 
Alle erforderlichen Namensräume müssen in dem XML-Dokument deklariert werden. 
Das geschieht durch das Attribut "xmlns" (XML-Namespace) des Dokument-Elements, 
dem nach einem Doppelpunkt ein beliebiges Namensraum-Präfix folgt. Der Wert 
dieses Attributs ist der dazu passende URI. Nun, diese müssen nicht auf eine real 
existierende Web-Ressource verweisen, denn der URI ist lediglich ein eindeutiger, 
formaler Bezeichner für den Namensraum. 
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5.4 Wohlgeformtheit und Gültigkeit eines XML-Dokuments 
Mit dem Begriff "wohlgeformt" meint man den korrekten Aufbau eines XML-
Dokuments. Das heißt, es hat keine Syntaxfehler und kann ohne Weiteres gelesen 
werden. Wohlgeformte XML-Datei halten folgende Regeln ein: 
 am Beginn steht die XML-Deklaration;  
 mindestens das Dokument-Element ist vorhanden; 
 alle Elemente sind korrekt ineinander verschaltet. 
Gültige XML-Dokumente enthalten zu Beginn eine XML-Deklaration und 
anschließend eine "Document-Type-Definition" (DTD) oder ein "XML-Schema-
Definition" (XSD) (siehe Kapitel 5.5). Ein gültiges XML-Dokument ist immer 
wohlgeformt und außerdem noch validierbar, also gegen bestimmte definierte Regeln 
überprüfbar. 
5.5 Dokument-Typ-Definition und XML-Schema-Definition 
Damit die Wohlgeformtheit und die Gültigkeit einer XML-Datei bestehen, müssen ein 
paar Regeln für den richtigen Aufbau eines XML-Dokuments definiert werden. Es gibt 
zwei Mechanismen solche Regeln zu definieren und damit Fehler in der 
Datenstruktur zu identifizieren: DTDs (Document Type Definition) und XSDs (XML-
Schema-Definition). 
Eine DTD ist wesentlich leichter zu verstehen und ebenso schneller zu erstellen als 
ein XML-Schema. DTDs sind aber auch nicht so leistungsfähig wie ein Schema, 
haben jedoch auch ihren Nutzen. Eine DTD legt die Namen jedes einzelnen 
Elementes fest und die Beziehungen zwischen ihnen. Das heißt, nur Elemente die in 
der DTD deklariert worden sind, dürfen im Dokument vorkommen. Eine DTD legt 
auch fest: 
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 wie häufig ein Element vorkommen darf – man spricht auch von der 
Kardinalität des Elementes; 
 ob ein Element andere Elemente oder nur Text beinhaltet – oder eben leer ist; 
 welche Attribute einem Element zugeordnet werden können; 
 welcher Wert einem Attribut zugewiesen werden darf (beliebige Werte, 
voreingestellte Werte oder nur ein einziger fester Wert); 
 die Verbindlichkeit eines Attributes: #REQUIRED (für erforderlicher Angabe) 
oder #IMPLIED (für optionale Angabe); 
 Entity-Referenzen innerhalb eines Dokumentes, welche auf Texte, DTD-
Bausteine oder Elemente verweisen. 
XML-Schemas sind leistungsfähigerer als DTDs und damit auch komplexer zu 
erstellen. Vorteile gegenüber einer DTD sind: 
 Schemas ermöglichen die Regeln eines Dokuments genauer zu beschreiben; 
eine DTD ist nicht in der Lage z.B. einen exakten Wertebereich als Häufigkeit 
eines Elements anzugeben, oder zulassen, dass ein Attribut numerische 
Werte enthält. 
 Eine DTD ist selbst kein XML Dokument und kann daher nicht automatisiert 
mit XML Tools verarbeitet werden  
 Mit Schemas ist eine Typisierung möglich. Es gibt eine große Zahl von 
primitiven Datentypen. Einfache und komplexe Typen können selbst definiert 
werden. 
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5.6 XML-Parser: DOM oder SAX? 
Das Einlesen und Bearbeiten von XML-Dateien wird von einer Reihe von Parsern 
verschiedener Hersteller gemacht, welche sogar die Syntax der Dateien überprüfen 
können. Jedoch gibt es nur zwei wesentlichen Parsertypen: SAX und DOM. Diese 
sind nämlich Schnittstellen, die von den Parsern unterstützt werden. 
Das DOM (Document Object Model) ist eine speicherinterne Darstellung eines XML-
Dokuments in der Form einer Baumstruktur. Mithilfe bestimmter DOM-Objekte, 
Methoden und Eigenschaften können Elemente programmgesteuert gelesen, 
geändert und eingefügt werden. Nachteile dieses Vorfahrens sind zum einen der 
Zeitbedarf, zum anderen der Speicherplatzbedarf bei großen XML-Dateien. 
Die SAX (Simple API for XML) speichert die gelesene Datei intern nicht. Die 
Arbeitsweise hier läuft nach einem ereignisorientierten Ansatz statt eines baum-
basierten. Das bedeutet, die Daten werden sequentiell von vorne nach hinten 
durchgelesen und der Parser meldet jedes Ereignis das auftritt, zum Beispiel: Beginn 
einer Datei, Ende eines Elements, Inhalt eines Elements und Attributwerte. Mithilfe 
bestimmter Methoden der SAX-API können solche Ereignisinhalte ausgegeben oder 
in einer Variable bzw. einem Objekt gespeichert werden. 
Beide haben ihre Vor- und Nachteile. In der folgenden Tabelle werden die 
Charakteristika von beiden zusammengefasst. 
SAX DOM 
Elemente werden sequentiell 
ausgelesen 
Wahlfreier Zugriff auf jedes einzelne 
Element 
Ereignisorientiertes Modell Spiegelung der Daten als 
Baumstruktur 
Geringer Speicherbedarf Hoher Speicherbedarf 
Dient dazu Teile eines 
Dokuments auszuwerten 
(ereignisorientierter Ansatz) 
Die Daten stehen für die Bearbeitung 
zur Verfügung (baum-basierter 
Ansatz) 
Tabelle 5-1: SAX vs. DOM [ERLEN03] 
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Für welche von den beiden APIs man sich entscheiden soll, hängt davon ab, was 
man mit den Daten anfangen möchte. SAX wäre ideal, wenn das XML-Dokument nur 
einmal durchgelesen werden soll, um zum Beispiel eine gezielte Information aus der 
Datei zu erhalten. DOM ist bedeutend langsamer wegen der speicherinternen 
Spiegelung der Daten als Baumstruktur, bietet aber die Möglichkeit der einfachen 
Manipulation des XML-Dokuments. DOM kommt zum Einsatz, wenn man wahlfrei 
und mehrfach auf das XML-Dokument zugreifen muss (s. [@PARSE] für weitere 
Informationen). 
5.7 Der Lokalisierungspfad mit XPath 
Die "XML-Path Language" (XPath) formuliert hauptsächlich, wie Teile eines 
Dokuments adressiert werden können. Sie verwendet gewisse Ausdrücke als 
Lokalisierungspfad und referenziert ein XML-Dokument als Baum mit Knoten aller 
Arten, einschließlich Elementen, Attributen und Texten. 
Das W3C definiert XPath genau wie folgt [@W3ORG]: 
"Die Sprache XPath dient zur Adressierung von Teilen eines XML-Dokuments. Sie 
wurde für die Verwendung sowohl in XSLT als auch in XPointer 1 entworfen." 
Um die gesuchte Information eindeutig zu identifizieren, benutzt XPath den 
"Verwandtschaftsgrad" zwischen Knoten, den "Knotentest" zur Ermittlung der 
Knotenart und eventuell noch eine "Prädikatsangabe". Diese drei Eigenschaften von 
XPath werden in den nachstehenden Unterkapiteln erläutert. 
Darüber hinaus baut XPath den so genannten "Lokalisierungspfad", ein vollständiger 
Ausdruck aus Verwandtschaftsgrad, Knotentest und eventueller Prädikatsangabe. 
                                            
1 XPointer wird eingesetzt, um bestimmte Teile innerhalb eines XML-Elements zu referenzieren. Der 
Einsatz von XPointer hat bei der Volltextsuche große Bedeutung. Im Prototyp wurde XPointer nicht 
eingesetzt. 
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5.7.1 Verwandtschaftsgrad 
Der Verwandtschaftsgrad ergibt sich aus der relativen Position des gewünschten 
Knotens zu dem aktuellen Knoten, "Kontextknoten" genannt. Die Tabelle 5-2 zeigt 
die verschiedenen Verwandtschaftsverhältnisse, die XPath versteht. 
 
Verwandtschaftsgrad Bezeichnung 
Kontextknoten self 
Kind child 
Nachkomme descendant 
Nachkomme oder selbst descendant-or-self 
Eltern parent 
Ahne ancestor 
Ahne oder selbst ancestor-or-self 
nachfolgende Geschwister following-sibling 
Nachfolgende following 
vorhergehende Geschwister preceding-sibling 
vorhergehende (ohne Ahnen) preceding 
Attribute attribute 
Namensräume namespace 
Tabelle 5-2: Der Verwandtschaftsgrad zwischen Knoten 
Es gibt einige Abkürzungen, die das Eintippen von XPath-Ausdrücken leichter 
machen. Zum Beispiel existiert eine Regel, die besagt, dass "child" immer 
weggelassen werden darf, sowie "@" für "attribute " ersetzt werden kann. Damit wären 
folgende XPath-Ausdrücke völlig identisch: 
 
child::projekt[attribute::projektID="1"] 
 
projekt[@projektID="1"] 
 
Außerdem können folgende Abkürzungen verwendet werden: 
 Kontextknoten: "self" oder "." 
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 Nachkomme oder selbst: "descendant-or-self" oder "//" 
 Eltern: "parent" oder ".." 
Wenn man die Baumstruktur eines XML-Dokuments betrachtet, stehen diese 
Verwandtschaftsgrade in Verbindung mit den "Achsen" des Baums (s. Abb. 5-2). 
 
Abb.5-2: Baumstruktur eines XML-Dokuments 
 
5.7.2 Knotentest 
Achsen referenzieren in der Regel eine ganze Gruppe von Elementen, z.B. alle 
Nachkommen des Kontextknotens. Deshalb muss zusätzlich angegeben werden, ob 
wirklich die ganze Gruppe oder nur bestimmte Knoten gemeint sind. Das tut der so 
genannte Knotentest. Er wählt anhand eines Musters einen oder mehrere Knoten 
innerhalb der betroffenen Achse aus. 
Die Tabelle 5-3 zeigt alle möglichen Knotentestbezeichnungen. 
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Knotentest Bezeichnung Beispiel Erläuterung 
Alle * child::* Alle Kindelemente 
Element der Elementname attribute::projekt Nur die Knoten, die ein 
"projekt" als Attribut haben 
Kommentar-Knoten comment() following::comment() Alle Kommentare der 
Knotennachkommen 
PI-Knoten processing-instruction() preceding::processing-
instruction() 
Die PIs der Elternknoten 
Text-Knoten text() child::text() Kindelemente, die Text 
beinhalten 
Beliebige Knoten node() child::node() Alle Knoten jeder Art, auch 
Elemente und Attribute 
Tabelle 5-3: Knotentestbezeichnungen 
Die Beispiele in Tabelle 5-3 sind alles relative Lokalisierungspfade und beziehen sich 
auf den aktuellen Kontextknoten. Nun gibt es auch ein so genanntes "root-Element", 
welches nicht das Dokument-Element selber ist, sondern ein virtueller imaginärer 
Knoten, der ein Elternknoten des Dokument-Elements ist. 
Dieses root-Element wird mittels eines Schrägstrichs bezeichnet "/" und damit 
werden absolute Pfade generiert. Ab diesem root-Element können Kommentare und 
PIs, welche in der Regel am Dateianfang stehen, adressiert werden – was vom 
Dokument-Element aus nicht möglich ist. 
5.7.3 Prädikate 
Prädikate dienen den weiteren Einschränkungen der Knoten. Sie werden zwischen 
eckige Klammern gesetzt und der Kombination aus Achse und Knotentest 
angehängt. Prädikate können folgende Ausdrücke zur eindeutigen Identifizierung der 
Knoten beinhalten: 
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 Eine Position: mithilfe der XPath-Funktion2 "position()" wird eine Position 
relativ zu dem Kontextknoten adressiert; sie kann mit entweder einem 
festgelegten Wert oder mit weiteren Funktionen zugewiesen werden. Beispiele 
dafür sind: 
child::projekt[position()=1] bzw. projekt[1] = erster Kindknoten namens "projekt" 
child::projekt[position()=last()] bzw. Abschnitt[last()] = letzter Kindknoten "projekt" 
child::projekt[position()=last() - 1] bzw. Abschnitt[last() - 1] = vorletzter Kindknoten "projekt" 
projektchild::projekt[position() > 1]  bzw. Abschnitt[ >1] = alle Kindknoten namens "projekt" ab 
dem ersten 
/child::projekte/child::extra_projekt[position()=5]/child::projekt[position()=2] bzw. 
/projekte/extra_projekte[5]/projekt[2] = Das 2. "projekt" des 5. Kindknoten "extra_projekte" von 
"projekte" 
 Attribute und ihr Wert: damit können die zusätzlichen Angaben eines Elements 
adressiert werden. Zum Beispiel: 
child::gruppe[attribute::name=“Berlin“] bzw. gruppe[@name=”Berlin“] = alle Kindknoten 
des Kontextknoten, die ein Attribut "name" mit dem Wert "Berlin" haben 
 Knotentest: somit werden weitere Elementbeziehungen angesprochen. 
Beispiel dafür: 
child::*[self::projekt or self::default] = Wählt alle Elemente "projekt" und "default" aus, die 
Kinder des Kontextknotens sind 
 
                                            
2 XPath-Funktionen erweitern die Funktionalitäten von XPath. Eine Zusammenfassung wird in dem 
nächsten Unterkapitel gegeben. 
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5.7.4 XPath-Funktionen 
XPath-Funktionen werden innerhalb von XSLT-Stylesheets für den Aufbau des 
Ergebnisbaums eingesetzt. Sie erfüllen einen bestimmten Zweck, wie zum Beispiel 
das Extrahieren einer Teilzeichenkette aus einer Zeichenkette. Somit helfen sie 
XPath-Ausdrücken die Daten genauer zu kontrollieren und bieten zusätzliche 
Features an. 
Die Funktionen bestehen aus einem Namen, gefolgt von runden Klammern. In 
diesen Klammern können so genannte Argumente eingegeben werden. Argumente 
werden eingesetzt, um den notwendigen Dateninput zu geben. Zum Beispiel muss 
einer Funktion, die aus einer Zeichenkette eine Teilzeichenkette extrahiert, mitgeteilt 
werden, aus welcher Zeichenkette welches Teil extrahiert werden soll. Dies 
geschieht durch Argumente. 
Es soll darauf geachtet werden, dass unterschiedliche XSL-Prozessoren die hier 
aufgelisteten XPath-Funktionen nicht verstehen oder in vollem Umfang verarbeiten 
können. Hier einige XPath-Funktionen (s. @SHTML]): 
 concat(): hängt mehrere Zeichenketten aneinander. Bsp.: 
<xsl:value-of select="concat(vorname, ' heißt mit Zuname ', zuname)"/> 
 count(): ermittelt die Anzahl der Knoten in einem Knoten-Set. Bsp.: 
<xsl:value-of select="count(//projekt)" /> 
 current(): referenziert den aktuellen Kontextknoten. Bsp.: 
<xsl:value-of select="current()"/> 
  last(): ermittelt die Positionsnummer des letzten Elements. Bsp.: 
<xsl:if test="position() == last()"> 
 position(): ermittelt die Positionsnummer des aktuellen Knotens. Bsp.: 
<xsl:value-of select="position()" /> 
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  substring(): extrahiert einen Teil aus einer Zeichenkette ab einer bestimmten 
Zeichenposition. Optional kann eine Endposition mit angegeben werden. Bsp.: 
<xsl:value-of select="substring(.,1,5)" /> 
<xsl:value-of select="substring(.,7)" /> 
 sum(): Liefert die Summe der ermittelten Werte zurück. Bsp.: 
<xsl:value-of select="sum(//Auswahl/flFlstFlaeche)"/> 
 
 
5.8 Die Extensible Stylesheet Language 
XML verwendet keine vordefinierten Markierungszeichen, wie HTML. Anwendungen 
sind also nicht imstande, diese Daten zu verstehen und daher anzuzeigen. Nun, 
muss es also ein Werkzeug geben, welches weiß, wie diese Daten zu interpretieren 
und darzustellen sind. Dieses Werkzeug heißt XSL, die Extensible Stylesheet 
Language. 
XSL ist eine Sprache, die Stylesheets formuliert. Stylesheets enthalten so genannte 
Templates, welche Darstellungsanweisungen eines XML-Elements enthalten. Diese 
Templates sind in einer Blockstruktur definiert und enthalten ein Attribut Namens 
"match", das angibt, für welches Element diese Vorlage gilt. 
Ein XSL-Dokument ist ein wohlgeformtes XML-Dokument und wird mit der 
Namenserweiterung ".xsd" gespeichert. Es fängt also mit einer XML-Deklaration an 
und hat ein Dokument-Element, welches stets "stylesheet" heißt. Nachfolgend steht 
ein Beispiel eines XSL-Dokuments, das seine Syntax darstellt. Später im Kapitel 6 
wird ein vollständiges Beispiel erläutert. 
<!-- Deklarationen der XML und der Stylesheet > 
<?xml version="1.0"?> 
<xsl:stylesheet xmlns:xsl="http://www.w3.org/TR/WD-xsl"> 
 
<!-- Definition einer beliebigen Template > 
<xsl:template match="xml_element"> 
     … <!-- Darstellungsanweisungen --> 
</xsl:template> 
… 
<!-- Definition der Template des Dokument-Elements > 
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<xsl:template match="/"> 
     … 
     <!-- ruft die entsprechende Template für einen durch XPath ausgewählten Element auf > 
     <xsl:apply-templates select="xpath_ausdruck"/>  
     … 
</xsl:template> 
<!-- Ende der Stylesheet > 
</xsl:stylesheet> 
Stylesheets können aber nichts weiter tun, als die Darstellungsanweisungen 
vorhandener Daten zu formulieren. Nun, XSL umfasst noch zwei weitere Bereiche: 
XSL-Transformations, der beschreibt wie XML-Dokumente in andere Formate 
transformiert werden können; und XSL-Formatting Objects, der erweiterte 
Formatierungsanweisungen bereitstellt. 
5.8.1 XSL-Transformations 
XSL-Transformations (XSLT) ist, wie der Name allein schon sagt, eine Sprache zur 
Umwandlung von XML-Dokumenten. Die genaue Definition laut W3C besagt: 
„XSLT ist entwickelt worden, um als ein Bestandteil von XSL, einer Stylesheet-
Sprache für XML, benutzt zu werden. Zusätzlich zu XSLT enthält XSL ein XML-
Vokabular, um eine Formatierung zu spezifizieren. XSL spezifiziert das Layout eines 
XML-Dokuments, um unter Benutzung von XSLT zu beschreiben, wie das Dokument 
in ein anderes XML-Dokument, welches das Formatierungsvokabular benutzt, 
transformiert wird.“ [@W3ORG] 
Sie ist das wichtigste Teil des Standard XSL. Sie kann dem originalen XML-
Dokument sowohl neue Knoten hinzufügen, als auch unnötige entfernen. Sie kann 
die Struktur komplett neu gestalten, prüfen und entscheiden welche Knoten zulässig 
sind und vieles mehr. 
Eine übliche Art diesen Transformationsprozess zu beschreiben ist, dass XSL XSLT 
nutzt, um einen XML-Quellbaum in einen XML-Ergebnisbaum zu transformieren (s. 
Abb. 5-3). 
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Abb.5-3: Transformation der Baumstruktur eines XML-Dokuments mit XSLT 
In diesem Transformationsprozess setzt XSLT XPath ein, um festzulegen, welche 
Teile des Codes in dem Quellbaum mit welcher bzw. welchen Templates 
zusammenpassen. Wenn dies geschieht, transformiert der Parser diesen Teil des 
Codes in einem Teil des Ergebnisbaums. Der Teil, dem keine Template zugeordnet 
wurde, wird unverändert in den Ergebnisbaum angestellt. Teile, die in dem 
Transformationsprozess nicht selektiert wurden, werden nicht in den Ergebnisbaum 
angestellt. 
Der Einsatz von XSLT wird, z.B., für folgende Fälle gebraucht: 
 Umschreibung in anderes Vokabular: ein XML-Dokument soll von Deutsch ins 
Niederländische übersetzt werden; 
 Filterfunktion: Daten in dem Quellbaum sind unnötig und sollen nicht in 
Betracht genommen werden; 
 Darstellung im Browser: die Daten eines XML-Dokuments sollen als HTML 
angezeigt werden; 
 Datenverarbeitung: ein neues Dokument wird aus mehreren Quellen erzeugt. 
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Um all das zum Laufen zu bringen, werden so genannte XSLT-Elemente eingesetzt. 
Hier die am häufigsten im Prototyp eingesetzten XSLT-Elemente: 
 xsl:apply-templates – alle Kind-Elemente des Kontext-Knoten werden 
verarbeitet 
 xsl:choose – erlaubt eine Auswahl aus mehreren Optionen; wird in 
Zusammenhang mit xsl:when, xsl:otherwise,  und xsl:if verwendet 
 xsl:for-each – die XML-Dokument wird rekursiv verarbeitet 
 xsl:if – für bedingte Anweisungen 
 xsl:otherwise – wird nur in Zusammenhang mit xsl:when eingesetzt und wird 
ausgeführt nur wenn keine xsl:when zutrifft 
 xsl:sort – zur Sortierung der Daten; wird als Kind-Element von entweder 
xsl:apply-templates oder xsl:for-each eingesetzt 
 xsl:stylesheet – beinhaltet die Templates zu einem XML-Dokument 
 xsl:template – beinhaltet die Darstellungsanweisungen eines XML-Elements 
 xsl:value-of – gibt den Wert eines XML-Elements zurück 
 xsl:when – prüft ein Element nach einer Bedingung; wird innerhalb von 
xsl:choose und in Zusammenhang mit xsl:otherwise eingesetzt 
Später im Kapitel 6 wird der Einsatz von XSL-Elementen unter Verwendung eines 
Beispiels aus dem Prototyp gezeigt. 
5.8.2 XSL-Formatting Objects 
XSL-Formatting Objects (XSL-FO) ist eine Sprache zur Umwandlung von XML-
Dokumenten in PDF-, PostScript-, RTF-, REXP-, Apache FOP- Formate zwischen 
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anderen. XSL-FO baut ein Seitenlayout mit Seitenränder, Kopfzeilen, Fußnoten, 
Seitenzahlen, usw. 
Das Formatierungsmodell von XSL-FO setzt eine Anzahl von rechteckigen Flächen 
("areas" genannt) ein, um den Outputinhalt auszugeben. Alle Outputs (Texte, Bilder 
oder was auch immer) werden mithilfe dieser Boxen formatiert und auf den 
entsprechenden Medien ausgegeben. 
Zwei areas sorgen für den Layoutaufbau der Seite und werden als Container der 
anderen areas verwendet, die den Inhalt selber beinhalten: 
 pages: der Output von XSL-FO wird in "pages" (Seiten) formatiert, wobei 
ausgedruckte Outputs in der Regel in Seiten aufgeteilt sind. Browser Outputs 
dagegen sind normalerweise in einer langen Seite gefasst. XSL-FO Pages 
enthalten "regions". 
 regions: XSL-FO "regions" teilen das Element "page" in fünf Standard 
Bereiche (s. Abb. 5-4) , wie "Frames" in einer HTML-Seite: 
à region-body: Body der Seite 
à region-start: Kopfbereich 
à region-end: Fußzeilenbereich 
à region-before: linker Rand 
à region-after: rechter Rand 
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Abb. 5-4: XSL-FO: die fünf übliche "regions" einer Seite plus die gesonderte "region-title"3 
Die anderen areas kümmern sich darum, den Inhalt der Seite zu formatieren und 
wiederzugeben: 
 block areas: definieren kleine Block-Elemente, wie Absätze, Tabellen und 
Listen. Sie können andere block areas beinhalten, sind aber am meisten mit 
"line areas" gefüllt. 
 line areas: Bereich für Textzeilen in einem "block area". Line areas können 
"inline areas" enthalten. 
 inline areas: inline areas markieren Texte innerhalb einer Zeile (Buchstaben, 
Worte, Bilder, usw.). 
                                            
3 "region-title" steht nur bei scrollbaren Medien zur Verfügung. 
region-before 
region-body 
region-start 
region-after 
region-title 
region-end 
XML-Technologien 
 
 
Luís Gustavo Eickhoff  - 34 - 
Fachhochschule Konstanz 
AKG Software Consulting GmbH 
Alle XSL-FO-Dokumente sind gültige XML-Dokumente und dem Namensraum "fo" 
zugeordnet, wobei das Dokument-Element immer "root" heißt. Ihre Deklarationen 
fangen also immer mit folgenden Zeilen an: 
 
<?xml version="1.0" encoding="iso-8859-1"?> 
<fo:root xmlns:fo="http://www.w3.org/1999/XSL/Format"> 
 
Der Aufbau des Seitenlayouts wird mithilfe folgender FO-Elemente festgelegt, indem 
die erwähnten areas in dem Dokument definiert werden: 
 <fo:layout-master-set> - es ist ein Container von "simple-page-master"-
Elementen. Hier werden alle benötigten Seitenlayouts deklariert. Dieses 
Element kommt einmalig vor und beinhaltet alle Layoutdefinitionen aller Seiten 
des Dokuments. 
 <fo:simple-page-master> - dieses Element beschreibt das Seitenlayout einer 
Reihe von Seiten, die unter dem gleichen Muster laufen. Es legt fest, wie eine 
area page von der Struktur her aufgebaut wird. Somit werden verschiedene 
Strukturen für unterschiedliche Seite definiert, wie z.B. eine simple-page-
master für die Seiten im Inhaltsverzeichnis, eine simple-page-master für das 
Deckblatt und eine simple-page-master für die normalen Text-Seiten. 
 <fo:region-…> - die region-Elemente, wie schon erwähnt: body, before, after, 
start, end und title. 
Der Inhalt der Seiten wird mithilfe einer Anzahl von FO-Elementen gesteuert, welche 
die Formatierung des Inhalts festlegen. Nachfolgend werden die wichtigsten im 
Prototyp am häufigsten eingesetzten zusammengefasst: 
 <fo:page-sequence> - ein "page-sequence"-Element beinhaltet die Inhalt-
Elemente eines Dokuments und ist einem "simple-page-master" zugeordnet. 
Damit wird die zu definierende Seite dem Layout der simple-page-master 
folgen. 
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 <fo:flow> - es ist ein Container-Element aller FO-Elemente, die den Inhalt 
einer Seite bestimmen. Dieses Element kommt in jedem "page-sequence"-
Element einmalig vor. 
 <fo:static-content> - dieses Element gilt auch als Container einer "page-
sequence", darf aber mehrmals vorkommen. 
 <fo:table> - erzeugt einen Bereich auf Blockebene für eine Tabelle. Eine 
Tabelle besteht aus den Elementen "table-body", "table-columm", "table-
header", und "table-footer". Jedes davon beinhalten eins oder mehrere "table-
row"-Elemente mit einem oder mehreren "table-cell"-Elementen. 
 <fo:table-columm> - diese Elemente legen lediglich die Spaltenbreite fest. 
 <fo:table-body> - hier wird der Inhalt der Tabelle definiert. 
 <fo:table-row> - erzeugt die Zeilen der Tabelle. 
 <fo:table-cell> - wird in jedes "table-row" eingesetzt, um den Inhalt zu jeder 
Spalte zu definieren. Der Inhalt wird mittels einer "block"-area erzeugt. 
 <fo:block> - erzeugt einen Bereich auf Blockebene, der Textzeilen enthält. 
 <fo:external-graphic> - dieses Element legt ein Bereich auf Blockebene, der 
eine Grafik aufnehmen kann. Bemerkenswert daran ist, dass zur Zeit nur 
Grafiken in JPEG- und GIF-Format unterstützt werden. 
Die Abbildung 5-5 verdeutlicht die Schachtelung/Zuordnung einiger FO-Elemente: 
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Abb. 5-5: XSL-FO Formatierungsmodel: Schachtelungsbeispiel der Formatting Objects 
 
Im nachstehenden Kapitel wird gezeigt, wie XSL-FO im Prototyp eingesetzt wurde, 
um aus einer XML-Datei eine PDF-Datei zu erzeugen. 
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6 XML Einsatz im Prototyp 
 
Der erste Punkt bei der Entwicklung des Prototyps war der Entwurf eines 
Nutzerverwaltungssystems, in dem User mit Administrator-Status die Eigenschaften 
von Gruppen, Projekten bzw. User verwalten können. Dafür wurden drei XML-
Dateien zur Speicherung der entsprechenden User-, Gruppen- und 
Projekteigenschaften erstellt. Der Zugriff auf die XML-Daten ist mit C# realisiert (s. 
Kapitel 7). 
Für jede dieser drei XML-Dateien wurde jeweils eine interne DTD geschrieben, 
welche die Regeln für die Wohlgeformtheit des Dokuments festhält. Noch in diesem 
Kapitel wird am Beispiel einer der entworfenen DTDs erläutert, wie DTDs aufgebaut 
werden. 
XML-Schemas wurden für das Importieren von XML-Dateien eingesetzt und sorgen 
dafür, dass nur gültige XML-Daten in das System eingetragen werden können. Ein 
Beispiel aus dem Prototyp wird untersucht und seine Funktionalitäten werden 
dargestellt. 
Weiterhin wird auf die Verfahren mit XSL-Transformations bzw. XSL-Formatting 
Objects für die Umwandlung der XML-Daten in HTML, PDF und XML-Formate näher 
eingegangen. 
6.1 Strukturierung der Nutzerverwaltungs- XML-Dateien 
Die XML-Dateien wurden so strukturiert, dass sie eine ordentliche und 
zusammenhängende Struktur haben. Nachfolgend werden Abschnitte der drei 
Dateien vorgestellt, die diese Strukturierung deutlich machen. 
Zunächst die Basisdatei "projekte.xml": hier werden alle Projekte als Unterknoten des 
Dokument-Elements "projekte" eingetragen und erhalten drei Attribute: eine "ID", die 
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automatisch vom System vergeben wird, ein "verbindungsstring", welcher den DB-
Anbindungspfad angibt, und das selbsterklärende Attribut "datenbanktyp". Eine 
Projektbezeichnung wird als "InnerText" des Elements eingetragen. 
<projekte> 
  <!-- Projektdefinition --> 
  <projekt 
 id="1" 
 verbindungsstring="Data Source=f:\\Nutzerdaten\\LV.mdb; 
         Provider=Microsoft.Jet.OLEDB.4.0;" 
 datenbanktyp="ACCESS">LV Access 
  </projekt> 
   
  <!-- Projektdefinition --> 
  <projekt 
 id="2" 
 verbindungsstring="Persist Security Info=False; Initial Catalog=LV; 
         Data Source=SQLSVR18; User ID=CS; PWD=cs" 
 datenbanktyp="SQL">LV SQL Server 
  </projekt>   
</projekte> 
Die Datei "gruppen.xml" legt die Eigenschaften mehrerer Gruppen fest: die gekauften 
Versionen des Programms, welche Projekte für diese Gruppe zugelassen sind, und 
für welche Projekte die Gruppe Schreibrechte besitzt. 
Jede Gruppe wird als Unterknoten des Dokument-Elements "gruppen" eingetragen 
und enthält ein einziges Attribut, nämlich "gruppename". Die Gruppeneigenschaften 
werden dann als Unterknoten jedes "gruppe"-Elements eingetragen und lauten, 
entsprechend den obigen Angaben: "programmeinstellungen", "gruppe_projekte" und 
"gruppen_rechte". 
<gruppen> 
  <!-- Gruppedefinition --> 
  <gruppe gruppename="Berlin"> 
 
 <!—Unterknote für die erlaubte Versionszugriff --> 
 <programmeinstellungen> 
       <mod id="1" /> 
 </programmeinstellungen> 
 
 <!-- Projekte mit Leserechte --> 
 <gruppen_projekte> 
       <projekt id="1" /> 
       <projekt id="2" /> 
 </gruppen_projekte> 
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 <!-- Projekte mit Schreibrechte --> 
 <gruppen_rechte> 
       <projekt id="1" /> 
       <projekt id="2" /> 
 </gruppen_rechte> 
  </gruppe> 
 
<!-- weitere Gruppendefinitionen > 
</gruppen> 
Die Datei "benutzer.xml" legt die Eigenschaften mehrerer User fest. Zur 
Identifizierung des Users ist ein eindeutiger "user_name" als Attribut vorgesehen. 
Jeder User muss einer Gruppe zugeordnet werden, welche in dem Attribut 
"gruppename" gespeichert wird. Das dritte Attribut "admin" besagt, ob der User über 
Zugriff auf die Nutzerverwaltungstools verfügt oder nicht (mögliche Werte: "true" falls 
ja und "false" falls nein). Die Userdaten enthalten nur die dem User extra 
zugeordneten Projekte und Rechte – d.h., die Standard Projekte der Gruppe, zu 
welcher der User gehört, werden hier nicht mit aufgelistet.  
Jeder User wird als Unterknoten des Dokument-Elements "benutzer" eingetragen und 
seine Usereigenschaften als Unterknoten jedes "user"-Elements. Sie lauten: 
"extra_projekte", "extra_schreibrechte" und "default_projekt". Im "default_projekt" wird ein 
einziges Projekt eingetragen, welches beim Anmelden des Users bereitgestellt wird. 
<benutzer> 
  <!-- Userdefinition --> 
  <user user_name="Eickhoff" gruppe="Koeln" admin="true" status="aktiv"> 
 <!-- zusätzliche Leserechte --> 
 <extra_projekte> 
       <projekt id="1" /> 
 </extra_projekte> 
 <!-- zusätzliche Schreibrechte --> 
 <extra_schreibrechte> 
       <projekt id="1" /> 
 </extra_schreibrechte> 
 <!-- das Default Projekt --> 
 <default_projekt> 
       <projekt id="2" /> 
 </default_projekt> 
  </user> 
 
<!-- weitere Userdefinitionen> 
</benutzer> 
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6.2 Aufbau einer DTD anhand eines Beispiel aus dem Prototyp 
Nachfolgend wird den Aufbau der DTD für die XML-Datei "gruppen.xml" erläutert. 
Diese ist eine so genannte interne DTD, da sie zusammen mit den Daten in ein und 
derselben Datei geschrieben wurde und gilt für dieses Dokument allein – DTDs die 
für mehrere Daten gelten werden in einer externen Datei beschrieben und erhalten 
die Namenserweiterung ".dtd". 
<!-- Deklaration der Dokumenttyp --> 
<!DOCTYPE gruppen[ 
<!-- Definition der DTD --> 
<!ELEMENT gruppen (gruppe)+> 
 
<! -- Deklaration des Elements "gruppe" und seine Inhalt --> 
<!ELEMENT gruppe (programmeinstellungen, gruppen_projekte, gruppen_rechte)?> 
<!ELEMENT programmeinstellungen (mod)+> 
<!ELEMENT gruppen_projekte (projekt)+> 
<!ELEMENT gruppen_rechte (projekt)*> 
 
<!-- Deklaration der Unterknoten des Elements "gruppe" --> 
<!ELEMENT mod EMPTY> 
<!ELEMENT projekt EMPTY> 
<!ELEMENT rechte EMPTY> 
 
<!-- hier werden die Attribute aller Elementen deklariert --> 
<!ATTLIST gruppe gruppename CDATA #REQUIRED> 
<!ATTLIST mod id CDATA #REQUIRED> 
<!ATTLIST projekt id CDATA #REQUIRED> 
<!ATTLIST rechte id CDATA #REQUIRED> 
<!-- Ende der DTD bzw. der Dokumenttyp --> 
]> 
Die erste Zeile ist ein Kommentar. Genau wie in einer XML-Datei, werden 
Kommentare innerhalb einer DTD mit "<!--"angefangen und mit der schließenden 
eckigen Klammer > beendet. 
Jede DTD wird durch eine so genannte Dokumenttyp-Deklaration beschrieben, 
welche mit "<!DOCTYPE" anfängt. Sie gibt an, ob und wo eine DTD für das Dokument 
vorhanden ist. Danach folgt das Dokument-Element "gruppen" und anschließend eine 
öffnende eckige Klammer "[", welches den Beginn der internen DTD signalisiert. Die 
entsprechende schließende eckige Klammer "]" beendet die Definition der DTD und 
die schließend spitze Klammer ">" die Deklaration des Dokumenttyps.  
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Zwischen diesen eckigen Klammern werden alle Elemente und ihre Beziehungen 
(oder ihr Verwandtschaftsgrad) definiert. Jede Element-Deklaration beginnt mit 
"<!ELEMENT" und endet mit der schließenden spitzen Klammer ">". Dazwischen 
kommen der Name des definierten Elementes (in diesem Fall "gruppen") und eine 
Angabe zu seinem Inhalt (in diesem Fall ein anderes Element: "gruppe"). Wenn der 
Inhalt eines Elementes ein anderes Element ist, steht dieses zwischen 
Rundklammern und mithilfe von Sonderzeichnen wird angegeben, wie häufig dieses 
Element vorkommen darf (s. Tabelle 6-1). Wenn das Element aus mehreren 
Elementen besteht, werden diese mittels eines Semikolons von einander getrennt. 
 
Kardinalität Bedeutung 
ohne Muss genau einmal vorkommen 
* Darf keinmal, einmal oder beliebig oft vorkommen 
+ Darf einmal oder beliebig oft vorkommen 
? Darf nur einmal oder keinmal vorkommen 
 
Tabelle 6-1: Kardinalität für Elemente als Inhalt anderem Element 
 
Im obigen Beispiel werden die letzen Elemente "mod", "projekt" und "rechte" das 
Schlüsselwort "EMPTY" bekommen, welches für "kein Inhalt" steht. Die 
Inhaltsparameter sind in folgender Tabelle 6-2 angezeigt. 
 
Parameter Bedeutung 
EMPTY Dieses Element darf keinen Inhalt besitzen 
#PCDATA Für Elemente, die entweder leer oder nur Text 
enthalten dürfen 
ANY Es wird keine Einschränkung festgelegt (sollte nur 
beim Test- oder Entwicklungsphasen vorkommen) 
 
Tabelle 6-2: Inhaltsregel für Elemente 
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Attribute werden ganz ähnlich behandelt. Wie man in dem Beispiel sehen kann 
(unten nochmals das entsprechende Codestück), fängt es mit der Marke "<!ATTLIST" 
an, gefolgt von dem Namen des Elementes, für das die Attribute definiert werden. 
<!-- hier werden die Attribute aller Elementen deklariert --> 
<!ATTLIST gruppe gruppename CDATA #REQUIRED> 
Danach kommt der Name des Attributs selbst (in dem Fall "gruppename"), der 
Attributtyp ("CDATA" steht für normalen, ungeparsten Text) und eine 
Verbindlichkeitsangabe ("#REQUIRED" für erforderlich oder "#IMPLIED" für optional). 
6.3 Aufbau eines XML-Schemas anhand eines Beispiels aus dem 
Prototyp 
Ein Schema ist ein XML-Dokument, fängt also mit einer XML-Deklaration und hat 
mindestens ein Element: das Dokumentelement, welches für ein Schema immer 
"schema" heißt. In dem Code-Beispiel unten ist es in der dritten Zeile deklariert 
worden. Der Namensraum wird durch das Präfix "xs" mit angegeben und laut 
Definition von W3C für XML-Schemas besitzt den dabei geschriebenen URI. 
<?xml version='1.0' standalone='yes'?> 
<!--Schema-Definition --> 
<xs:schema id="NewDataSet" xmlns:xs="http://www.w3.org/2001/XMLSchema"> 
<!--Dokument-Element:NewDataSet--> 
<xs:element name="NewDataSet"> 
      <xs:complexType> 
      <xs:sequence> 
 <!--Name der Kind-Elementen = Gemarkung--> 
 <xs:element name="Gemarkung" maxOccurs="unbounded"> 
      <xs:complexType> 
      <xs:sequence> 
   <!--Definition des Inhalts jedes Kind-Elements Gemarkung folgt--> 
               <xs:element name="gkGmkgSl" type="xs:string" minOccurs="0" /> 
               <xs:element name="gkGmkgText" type="xs:string" minOccurs="0" /> 
               <xs:element name="gkGemeindeNr" type="xs:int" minOccurs="0" /> 
               <!--Definition weiterer Kind-Elementen--> 
      </xs:sequence> 
      </xs:complexType> 
 </xs:element> 
      </xs:sequence> 
      </xs:complexType> 
</xs:element> 
</xs:schema> 
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Bei der Deklaration eines XML-Schemas wird übrigens eine ID mit angegeben, 
welche den gleichen Namen wie das Dokument-Element haben muss. 
Wie in einer DTD muss auch hier jedes Element des Dokuments definiert werden. 
Sie werden mit "xs:element" deklariert und enthalten das Attribut "name", welches den 
Elementnamen festlegt. Der Inhalt dieses "element"-Element sind die Regeln, die das 
zu definierende Element beschreiben. 
Elemente werden in einem XML-Schema in zwei verschiedenen Arten vorkommen: 
einfache und komplexe Elementtypen. Einfache Typen enthalten nur Text oder sind 
leere Elemente. Komplexe Typen dagegen können auch andere Elemente 
beinhalten, sprich Kind-Elemente. Wenn ein Element vom Typ komplex ist, soll das in 
seiner Definition als Inhalt dessen "element"-Element (wie in der 6. Zeile des obigen 
Beispiels) deklariert werden. 
Bei komplexen Elementtypen können nun beliebig viele Kind-Elemente auftreten. 
Auch das kann in dem XSD kontrolliert werden: ob die zu definierenden Kind-
Elemente in einer bestimmten festgestellten Reihe oder ob sie in irgendeiner 
Ordnung vorkommen dürfen. Entsprechend dafür setzt man die Elemente "sequence" 
oder "choice" ein. In dem obigen Beispiel wurde nur das Element "sequence" verwendet 
(s. Zeile 7). In dem Fall, dass ein Element zwischen mehreren auszuwählen ist, 
verwendet man das "choice"-Element – im Prototyp wurde dieses Element nicht 
benötigt. 
Bei der Definition eines Elements können auch dessen Typ und dessen Häufigkeit 
mit angegeben werden. Der Typ wird durch das Attribut "type" festegelegt und kann 
beispielsweise mit folgenden Werten belegt werden (hier die üblichsten): 
 string: für allgemeine Zeichenketten. 
 boolean: Wahrheitswerte "true" und "false". 
 decimal: allgemeine Dezimalzahlen. 
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 float: 32-Bit-Fließkommazahlen. 
 double: 64-Bit-Fließkommazahlen. 
 dateTime: Datum mit Uhrzeit (CCYY-MM-DDThh:mm:ss). Zeitzonen werden 
durch Z (=UTC) oder die Zeitdifferenz angehängt. 
 time: Uhrzeit (hh:mm:ss.sss). Zeitzonen können wie bei "dateTime" angegeben 
werden. 
 date: Datum (CCYY-MM-DD). Zeitzonenangabe wie in "dateTime". 
Die Häufigkeit des Elements wird durch zwei Attribute festgestellt: 
 minOccurs: wie viel Mal darf das Element mindestens auftreten. Wird "0" 
eingegeben, das Element darf also weggelassen werden. 
 maxOccurs: wie oft darf es im Maximum auftreten. Für unbegrenzte Anzahl wird 
"unbounded" eingegeben. 
Beide Häufigkeitsattribute sind mit dem Standardwert "1" belegt. Werden beide 
Attribute weggelassen, soll das Element genau ein Mal vorkommen.  
Attribute werden ähnlich wie Elemente definiert. Im Prototyp wurden sie allerdings 
nicht gebraucht, denn die notwendigen Informationen konnten durch einfache 
Elemente vollständig übermittelt werden. 
6.4 Datenausgabe via Berichtmanager 
Weitere Einsätze der XML-Technologie im Prototyp sind bei der Datenaufbereitung 
für die Ausgaben in unterschiedlichen Formaten zu finden. Hier trägt der Bereich von 
XSL-T viel bei, mit der Umwandlung vorhandener Daten in dem entsprechenden 
Format. 
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Der User kann die gewünschten Daten in zwei Ausgabeformaten erhalten, welche 
mittels einer Berichtmanagermaske (s. Abb. 6-1) zur Verfügung stehen: als HTML 
und PDF-Dateien. 
 
Abb. 6-1: Die Berichtmanagermaske 
In dieser Maske werden die möglichen Auswahlkriterien zur Gestaltung des 
gewünschten Informationsberichts bereitgestellt.  
Nachfolgend werden die beiden XSLT-Verfahren, welche die Transformation der 
Daten durchführt, ausführlich erläutert. 
6.4.1 Ausgabe in HTML-Format 
XML-Dokumente bringen die gesamte Struktur der Daten mit sich und die Elemente 
sind meistens von allein selbst beschreibend. Jedoch ist eine Transformation eines 
XML-Dokuments in eine HTML-Datei oftmals sinnvoll. 
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Am Beispiel des Prototyps wurden HTML-Dateien dynamisch nach einem Muster 
erzeugt und somit eine klare aussagekräftige Darstellung der Daten im Browser 
geschildert. 
 
Abb. 6-2: Ausgabe der Daten in HTML-Format 
In diesem Verfahren wird ein Stylesheet verwendet (XSL-Datei), welches die 
notwendigen Darstellungsanweisungen enthält. Nachfolgend werden Ausschnitte des 
Codes dieses Stylesheets schrittweise erläutert. 
Eine XSD-Datei ist eine XML-Datei, fängt also mit der XML-Deklaration an. Das 
Dokument-Element eines Stylesheets heißt immer "stylesheet" und der Namensraum 
laut W3C ist wie in der 2. Zeile festgelegt. Die dritte Zeile enthält das Element 
"output", welches die Ausgabeart für die Umwandlung durch das Attribut "method" 
angibt – erlaubte Werte sind html, xml und text. 
<?xml version="1.0" encoding="iso-8859-1"?> 
<xsl:stylesheet version="1.0" xmlns:xsl="http://www.w3.org/1999/XSL/Transform"> 
<xsl:output method="html" /> 
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Demnächst werden die Templates (s. Kapitel 5.8) für einige Elemente definiert, 
welche besondere Darstellungsanweisungen bekommen. Hier ein Beispiel aus dem 
Code: 
<xsl:template match="flBemerkung"> 
    <font color="red" size="3pt"> 
 <xsl:value-of select="flBemerkung"/> 
 <xsl:apply-templates/> 
    </font>  
</xsl:template> 
Das Element "flBemerkung" wird also nach den Regeln dieser Template formatiert: 
Schriftfarbe rot und Schriftgroße 3pt – mit dem Befehl "xsl:value-of" wird der innere 
Text des Elements zurückgegeben (s. XSLT-Elemente in Kapitel 5.8.1). 
Es gibt keine bestimmte Reihenfolge für die Definition der Templates. Hier wurde 
bevorzugt, die kleinen Template-Definitionen am Anfang der Datei zu schreiben. Sie 
können aber nach Belieben im Dokument definiert werden – bloß die 
Wohlgeformtheit der Datei darf nicht vergessen werden. 
Eine Template wird dem Dokument-Element zugeordnet. Diese strukturiert der 
Aufbau der HTML-Seite, wobei alle Elemente des XML-Dokuments mit HTML-
konforme "tags" eingebettet werden. Am Anfang dieser Template werden die übliche 
HTML-Tags HEAD, TITLE und BODY deklariert. Um die XML-Elemente 
herauszukriegen werden XSLT-Elemente eingesetzt. 
<xsl:template match="/"> 
   <HTML> 
     <HEAD> 
       <TITLE>Berichtmanager - HTML Ausgabe</TITLE> 
     </HEAD> 
 
     <BODY bgcolor="darkgreen"> 
       <div align="center"> 
        <H1><font color="white">Flurstuecke der Gemarkung <xsl:value-of select 
               ="//gkGmkgText"/></font> 
 </H1> 
       </div> 
 
       <hr size="3" color="gold" width="100%"/> 
       <p></p> 
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Mit "choose" wird eine von den beiden "when" Optionen ausgewählt. Das XSLT-
Element "choose" wird mithilfe des Attributs "test" eine Bedingung prüfen, hier eben, 
wie viele Elemente "Auswahl" in dem XML-Dokument vorkommen. Die erste Option 
verwendet das XSLT-Element "for-each", um für jedes Element "Auswahl" eine Tabelle 
in HTML-Syntax zu erzeugen.  
       <xsl:choose> 
        <xsl:when test='count(//Auswahl) &gt; 0'> 
          <xsl:for-each select="//Auswahl"> 
 
      <TABLE bgcolor="mintcream" width="90%" align="center"> 
          <TR bgcolor="lightgreen" valign="top"> 
                 <TD width="130"><font color="darkgreen"><B>Flurstueck ID: </B> 
        </font></TD> 
                 <TD width="150"><font color="blue" size="3"><xsl:value-of select="flFlstID"/> 
       </font></TD>   
          </TR> 
          <TR valign="top"> 
  <TD width="130">Gemarkung:</TD> 
                 <TD width="150"><xsl:value-of select="flGmkgFS"/></TD> 
                 <TD width="130">Gemessen zu Gemarkung:</TD> 
                 <TD width="300"><xsl:value-of select="flNeuGmkgFS"/></TD> 
                 <TD width="130">Flaeche:</TD> 
                 <TD width="300"><xsl:value-of select="flFlstFlaeche"/></TD> 
                 <TD width="170">Liegenschaftsbuch-Nr:</TD> 
                 <TD width="300"><xsl:value-of select="flLiegenschaftsbuchNr"/></TD> 
          </TR> 
          <!-- weitere Definitionen --> 
          <TR valign="top"> 
              <TD width="130"><font size="2pt">Bemerkung:</font></TD> 
  <!-- mit apply-Templates wird die passende Template des selektierten 
                       Elements aufgerufen --> 
                 <TD width="150" colspan="7"><xsl:apply-templates select="flBemerkung"/> 
  </TD> 
          </TR> 
          <!-- weitere Definitionen --> 
      </TABLE> 
 
      <br></br> 
          </xsl:for-each> 
            </xsl:when> 
 
            <xsl:otherwise> 
           <div align="center"> 
       <br></br> 
             <p><font color="mintcream" size="5">Keine Daten gefunden.</font></p> 
             <br></br> 
           </div> 
            </xsl:otherwise> 
      </xsl:choose> 
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Anschließend werden XPath-Funktionen (s. Kapitel 5.7) eingesetzt, um die Anzahl 
der getroffenen Einträge und die Summe ihrer Fläche zu berechnen. 
      <div align="center"> 
       <font color="MintCream" size="4"> 
              <p>Trefferanzahl: <B> 
       <xsl:value-of select="count(//Auswahl)"/> </B> 
        </p> 
        <p>Gesamt Flaeche: <B> 
            <xsl:value-of select="sum(//Auswahl/flFlstFlaeche)"/> </B> 
        </p> 
       </font> 
      </div> 
Und die schließenden HTML- und XSLT-Tags. 
      <!-- weitere Definitionen --> 
    </BODY> 
  </HTML> 
</xsl:template> 
</xsl:stylesheet> 
Die Implementierung zur Transformation des XML-Dokuments in die HTML-Datei 
wurde unter C# gemacht und wird im Kapitel 7 gezeigt.  
6.4.2 Ausgabe in PDF-Format 
HTML-Dateien sind einerseits eine effiziente Methode, um Daten schön und 
ordentlich anzuzeigen. Nun genügen die Eigenschaften von HTML-Seiten nicht, 
wenn es zum Erstellen professionell ausgedruckter Berichte kommt. 
PDF-Dateien werden mithilfe von XSL-FO erzeugt, welche strenge präzise 
Darstellungsanweisungen für Seitenorientierten Dokumentenaufbau anbieten. 
Die Umwandlung eines XML-Dokuments in eine PDF-Datei erfordert den Einsatz von 
XSL-FO. In dem Entwurf des Prototyps wurden die erforderlichen FO-Elemente in 
einem Stylesheet eingebettet. Nachfolgend werden Ausschnitte des Codes dieses 
Stylesheets schrittweise geklärt. 
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Abb. 6-3: Ausgabe der Daten in PDF-Format 
Zunächst müssen die verwendeten Namensräume in der Deklaration der Stylesheet 
definiert werden: 
<?xml version="1.0"?> 
<xsl:stylesheet version="1.0" 
    xmlns:xsl="http://www.w3.org/1999/XSL/Transform" 
    xmlns:fo="http://www.w3.org/1999/XSL/Format" 
    > 
Wie bei der Umwandlung in eine HTML-Datei werden Templates den Aufbau der 
resultierenden Datei regeln. Die ersten Templates der Datei enthalten 
Darstellungsanweisungen für einzelne Elemente und wurden wie in dem vorherigen 
Unterkapitel definiert. In dem Template, welches dem XML-root-Element zugeordnet 
ist, wurde das "fo:root"-Element definiert. Es enthält das ganze Set von Layouts, 
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welche die zu erzeugenden Seiten formatieren werden. In dem Fall wird ein einziges 
Seitenlayout definiert, welches als "seiten-layout" benannt wurde. 
<xsl:template match="/"> 
  <fo:root> 
    <fo:layout-master-set> 
          <fo:simple-page-master master-name="seiten-layout"> 
    <fo:region-body margin="2.5cm" region-name="inhalt" 
         background-color='#FFFFFF'/> 
 
    <fo:region-before extent="2cm" region-name="header" precedence="true" 
            background-color='#008000'/> 
     
    <fo:region-after extent="1cm" region-name="footer" precedence="true" 
        background-color='#008000'/> 
     
    <fo:region-start extent="2cm" region-name="links" background-color='#F5FFFA'/> 
 
    <fo:region-end extent="1cm" region-name="rechts" background-color='#F5FFFA'/> 
  
          </fo:simple-page-master> 
    </fo:layout-master-set> 
 
    <xsl:apply-templates/> 
  </fo:root> 
</xsl:template> 
 
Danach folgt das Template fürs XML-Dokument-Element "NewDataSet". Hier werden 
die einzelnen Seiten der resultierenden Datei erzeugt, wobei jedes Kind-Element 
"Auswahl" in einer neuen Seite dargestellt wird. 
<xsl:template match="NewDataSet"> 
<xsl:for-each select="//Auswahl"> 
  <fo:page-sequence master-reference="seiten-layout"> 
Jede einzelne Seite wird mit dem FO-Element "page-sequence" definiert. Dieses 
Element darf nur ein "flow"-Element in seinem Inhalt haben, "static-content"-Elemente 
werden je nach definierten "regions" vorkommen. Beide gelten als Container der 
tatsächlichen Inhalt-Objekte. 
Das erste "static-content"-Element ist dem region "header" zugeordnet und sein Inhalt 
wird in diesem Bereich dargestellt. Es enthält ein Element "block-containter", welches 
anders als ein "block"-Element, genau positioniert werden kann. Es wurde hier 
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eingesetzt, um mithilfe des "external-graphic"-Elements das Logo der Firma auf der 
Seite links oben zu platzieren. 
 
     <fo:static-content flow-name="header"> 
 <fo:block-container absolute-position='absolute' left='0.3cm' top='0.3cm'> 
     <fo:block> 
  <fo:external-graphic src="url(images\AKG2.gif)" content-width='3cm' 
              content-height='1.3cm'/> 
     </fo:block> 
 </fo:block-container> 
 
Mit einem "block"-Element wird der Titel der Seite festgelegt. 
 
  <fo:block  margin="0.65cm" text-align='center' font="20pt garamond" 
         color='mintcream'>Flurst&#252;ck der Gemarkung 
         <xsl:value-of select="following-sibling::gkGmkgText"/> 
 </fo:block> 
 <xsl:apply-templates/> 
     </fo:static-content> 
 
Ein "flow"-Element wird eingesetzt, um den Hauptinhalt der Seite zu definieren. Dies 
wird in dem "region-body" eingetragen. Dabei werden Tabellen erstellt, die durch 
horizontale Linien ("leader"-Elemente) voneinander getrennt werden. Horizontale 
Linien müssen in einem "block"-Element definiert werden. Die Beschriftungen der 
Tabellen werden in auch mit solchen FO-Elementen definiert. 
 
     <fo:flow flow-name="inhalt"> 
 <fo:block margin-top="12pt"> 
  <fo:leader leader-pattern="rule" rule-thickness="1pt" 
        color='green' leader-length="17cm"/> 
 </fo:block> 
 <fo:block margin-top="6pt" margin-bottom="12pt" font="bold 12pt helvetica" 
       color='black'>Allgemeine Daten 
 </fo:block> 
Tabellen folgen einem komplexen Schachtelungsmodell. Es gibt nämlich eine Menge 
FO-Elemente für die Gestaltung von Tabellen. Hier werden nur die in dem Prototyp-
Beispiel eingesetzte betrachtet. 
Zunächst wird eine Tabelle mit dem FO-Element "table" deklariert, gefolgt von den 
Definitionen der Spalten: "table-column". Jetzt müssen die Zeilen definiert werden. 
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Diese werden in einem "table-body"-Element definiert, und ihre Inhalte sind die Zellen 
("table-cell"-Elemente), welche in den vordefinierten Spalten eingetragen werden. 
 <fo:table> 
  
 <fo:table-column column-width='14%'/> 
 <fo:table-column column-width='8%'/> 
 <fo:table-column column-width='20%'/> 
 <fo:table-column column-width='16%'/> 
 <fo:table-column column-width='21%'/> 
 <fo:table-column column-width='21%'/> 
  
 <fo:table-body> 
      <!-- Definition einer Zeile --> 
      <fo:table-row> 
  <!-- FlurstuecksID --> 
  <fo:table-cell padding='2pt'> 
        <fo:block font-size='10pt'>Flurst&#252;cksID:</fo:block> 
  </fo:table-cell> 
  <fo:table-cell padding='2pt'> 
        <fo:block font-size='10pt' background-color="#FFFFCC"> 
          <xsl:value-of select="flFlstID"/></fo:block> 
  </fo:table-cell> 
 
  <!-- Flaeche des Flurstuecks --> 
  <fo:table-cell padding='2pt'> 
        <fo:block font-size='10pt'>Fl&#228;che:</fo:block> 
  </fo:table-cell> 
  <fo:table-cell padding='2pt'> 
        <fo:block font-size='10pt' background-color="#FFFFCC"> 
          <xsl:value-of select="flFlstFlaeche"/></fo:block> 
  </fo:table-cell> 
   
  <!-- Bodenwert des Flurstuecks --> 
  <fo:table-cell padding='2pt'> 
        <fo:block font-size='10pt'>Bodenwert:</fo:block> 
  </fo:table-cell> 
  <fo:table-cell padding='2pt'> 
        <fo:block font-size='10pt' background-color="#FFFFCC"> 
          <xsl:apply-templates select="flBodenwert"/></fo:block> 
  </fo:table-cell> 
      </fo:table-row> 
 
       <!-- weitere Zeilendefinitionen --> 
    </fo:table-body> 
 </fo:table> 
Und die schließenden Tags. 
 <xsl:apply-templates/>  
     </fo:flow> 
  </fo:page-sequence> 
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</xsl:for-each>     
</xsl:template> 
</xsl:stylesheet> 
Für die Transformation des XML-Dokuments in die PDF-Datei ist ein FO-Prozessor 
erforderlich, welcher die FO-Elemente interpretieren und parsen kann. Im Prototyp 
wurde eine Evaluationsversion des FO-Prozessors IBEX® verwendet [@VPFOP]. Die 
Implementierung dieser Transformation wird im Kapitel 7 gezeigt.  
6.4.3 Ausgabe in XML-Format 
Eine Ausgabe in XML-Format wurde im Prototyp implementiert, als Vorbereitung für 
das Exportieren der Daten. Damit wurden die Daten aus der Datenbank gelesen und 
mithilfe einer Methode einfach und schnell als XML-Dokument transformiert. 
 
Abb. 6-4: Ausgabe der Daten in XML-Format 
Die Implementierung wird ausführlich im Kapitel 7 gezeigt. 
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6.5 Datentransfer via XML-Import 
Ein wichtiger Punkt des Prototyps ist einen einfachen zuverlässigen Datenaustausch 
zwischen den beteiligten Systemen anzubieten. Mit dem Einsatz von XML-Schemas 
werden sowohl interne als auch externe Daten in einen konsistenten Zustand 
konfrontiert bzw. bereitgestellt. 
Der Datenaustausch gelingt über eine Datentransfer-Schnittstelle – im Menü unter 
"Datentransfer" (s. Abb. 6-5).  
 
Abb. 6-5: Die Maske der Datentransferschnittstelle 
Bei der Importierung externer Daten, muss entweder der Pfad der Datei in dem 
entsprechenden Feld oder die vollständige Datei in die dafür vorgesehene Textbox 
eingegeben werden. 
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Nun sind im Prototyp zwei XML-Schemas implementiert worden, jeweils für 
Gemarkungs- und für Flurstücksdaten. Der User muss das passende Schema in der 
DropDownBox selektieren und den Knopf "Datei validieren" betätigen. Wenn die 
Daten irgendwelche Inkonsistenz haben, wird eine Fehlermeldung angezeigt. Sind 
die Daten aber mit dem Schema konform, wird eine Bestätigungsmeldung angezeigt 
und erst dann wird der Knopf "Importieren" aktiv. 
Beim Betätigen des Knopfs "Importieren" werden die angegebenen Daten in das 
System aufgenommen. Die Implementierung wird im nächsten Kapitel gezeigt. 
 
7 Implementierung 
 
7.1 Überblick der wichtigsten XML-Klassen 
Zur Bearbeitung der XML-Dateien stehen eine Reihe von Methoden und 
Eigenschaften bestimmter Klassen zur Verfügung. Hier wird auf die in dem Prototyp 
eingesetzten Klassen näher eingegangen. 
7.1.1 Die "XmlDocument"-Klasse 
Die DOM (Dokumentobjektmodell)-Klasse ist eine speicherinterne Darstellung eines 
XML-Dokuments. Mit dem DOM können XML-Dokumente programmgesteuert 
gelesen, verwaltet und geändert werden. Das Bearbeiten ist die wichtigste Funktion 
des Dokumentobjektmodells. XML-Daten werden auf die übliche und strukturierte 
Weise (Baumstruktur) im Speicher dargestellt, während die tatsächlichen XML-Daten 
in einer Datei oder bei der Übergabe aus einem anderen Objekt in linearer Form 
gespeichert werden.  
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Beim Einlesen von XML in den Speicher werden Knoten erstellt. Nicht alle Knoten 
sind jedoch vom gleichen Typ. In XML gelten für ein Element andere Regeln und 
Syntax als für eine Verarbeitungsanweisung. Beim Einlesen der unterschiedlichen 
Daten wird also jedem Knoten ein Knotentyp zugewiesen. Dieser Knotentyp 
bestimmt die Merkmale und Funktionen des Knotens. 
Das DOM ist besonders nützlich zum Einlesen von XML-Daten in den Speicher, um 
deren Struktur zu ändern, Knoten hinzuzufügen oder zu entfernen oder die in einem 
Knoten gespeicherten Daten zu bearbeiten, z. B. den Text in einem Element.  
Allerdings stehen auch andere Klassen zur Verfügung, die in anderen Situationen 
schneller als das DOM sind. Wenn eine Anwendung die vom DOM bereitgestellte 
Struktur oder Bearbeitungsmöglichkeiten nicht erfordert, bieten die "XmlReader"- und 
die "XmlWriter"-Klasse nicht zwischengespeicherten Vorwärtsstreamzugriff auf XML. 
Das bedeutet aber, dass es nicht möglich ist, die Werte eines Attributs oder den 
Inhalt eines Elements zu bearbeiten oder Knoten mit dem "XmlReader" einzufügen und 
zu entfernen. 
Die wichtigsten Methoden der "XmlDocument"-Klasse, die in diesem Prototyp 
eingesetzt wurden, stehen in der folgenden Auflistung: 
 Load(„Dateipfad“): diese Methode lädt die mit Dateipfad angegebene XML-Datei; 
 Save(„Dateipfad“): zum Laden der XML-Datei – der Dateipfad kann relativ oder 
absolut angegeben werden; 
 GetElementsbyTagName(TagName): gibt eine XmlNodeList zurück, welche all die 
betroffenen Knoten enthält – "TagName" kann mittels XPath angegeben 
werden; 
 CreateElement(„element_name“): erzeugt einen neuen Knoten mit dem 
angegebenen Namen "element_name"; 
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7.1.2 Die "XmlNodeList"-Klasse 
Die Methoden dieser Klasse ermöglichen das Durchsuchen der XML-Datei nach 
einer strukturierten Knotenordnung, indem eine Liste aller betroffenen Knoten in eine 
Variable dieses Datentyps zugewiesen wird. Die Syntax lautet wie folgt: 
 
XmlNodeList node_name = XmlNode.Methode(); 
 
Die Variable "node_name" ist also vom Datentyp XmlNodeList und ihr Wert wird aus dem 
Element "XmlNode" je nach eingesetzter Methode übernommen. Unter "XmlNode" ist 
eine Variable vom Typ XmlDocument oder XmlNode oder sogar XmlNodeList zu vertreten. 
Eine XmlNodeList wird mithilfe folgende Methoden und Eigenschaften erzeugt:  
 ChildNodes(): damit werden alle untergeordneten Knoten des Knotens als Liste 
zurückgegeben oder, eben eine leere XmlNodeList wenn das Element keinen 
Unterknoten enthält. Die zurückgegebenen Knoten können über einen Index 
zugegriffen werden (z.B. mit "node_name[1].ChildNodes[3].Value"). 
 SelectNodes(XPath): mit dieser Methode werden alle Knoten, die mit der XPath-
Abfrage übereinstimmen, zurückgegeben. 
 GetElementsByTagName(TagName): gibt eine "XmlNodeList" mit einer Liste aller 
untergeordneten Elemente zurück, die mit dem angegebenen "TagName" 
übereinstimmen – als TagName kann auch eine XPath-Ausdruck sein. 
Mithilfe dieser Klasse kann die Anzahl der Knoten ermittelt werden (mit 
"user_nodes.ChildNodes.Count") und mit der Referenzierung der zurückgegebenen 
Knoten kann die Steuerung der XML-Datei gezielt gemacht werden. 
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7.1.3 Die "XmlNode"-Klasse 
Diese Klasse wird genauso häufig wie „XmlNodeList“ in dem Prototyp vorkommen. 
Damit wird ein einziger Knoten eines XML-Dokumentes zurückgegeben, welcher 
mithilfe von XPath gezielt angegeben werden kann. Die Syntax lautet: 
 
XmlNode node_name = docname.Methode(); 
 
Die XmlNode verfügt über viele Methoden und Eigenschaften. Nachfolgend einige 
Eigenschaften, die im Prototyp am häufigsten verwendet wurden: 
 Attributes: Stellt eine Auflistung von Attributen dar, die über Name oder Index 
zugänglich sind. Damit können einzelne Attribute gelesen, geändert, eingefügt 
oder gelöscht werden (z.B. "user_node.Attributes.RemoveAll()"). 
 ChildNodes: Ruft alle Unterknoten des aktuellen Knotens ab. Kann auch 
referenziert werden (node.ChildNode[Index]) und mithilfe seiner Eigenschaft 
"ChildNodes.Count" kann die Anzahl der Unterknoten ermittelt werden. 
 HasChildNodes: Prüft, ob dieser Knoten über Unterknoten verfügt. 
 FirstChild und LastChild: Damit wird der erste bzw. der letzte Unterknoten 
abgerufen. 
 InnerText: Liest die verketteten Werte des Knotens oder legt sie fest. 
Und die öffentlichen Methoden, die im Prototyp am häufigsten verwendet wurden: 
 SelectSingleNode(XPath): Ruft einen bestimmten einzelne Unterknoten ab, 
welcher mit dem XPath-Ausdruck übereinstimmt. 
 AppendChild(Element): Fügt den angegebenen Knoten "Element" am Ende der 
Liste der Unterknoten hinzu. 
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 InsertAfter(Element, XPath) oder InsertBefore(Element, XPath): fügt "Element" entweder 
nach oder vor einem mit "XPath" bestimmten Knoten hinzu. 
 RemoveChild(Childname): Entfernt den angegebenen Unterknoten. 
7.1.4 Die "XmlElement"-Klasse 
Die Methoden dieser Klasse werden verwendet, um auf einzelne Elemente zugreifen 
zu können. Sie ermöglichen den Zugriff auf das oberste Niveau in der Baumstruktur – 
das Dokument-Element – bis auf das niedrigste Niveau von XML-Dokumenten – das 
Attribut. 
Am häufigsten werden die Methoden und Eigenschaften dieser Klasse bei der 
Erstellung und der Bearbeitung von XML-Elementen genutzt. Die wichtigste Methode 
dieser Klasse im Einsatz in diesem Prototyp ist: 
 SetAttribute(„attribute_name“, „attribute_wert“): diese Methode fügt dem aktuellen 
Knoten ein neues Attribut hinzu; erwartet werden zwei Parameter: 
"attribute_name" setzt den Namen des Attributes fest und "attribute_wert" legt 
dessen Wert fest. 
Andere Methoden und Eigenschaften dieser Klasse, die in diesem Prototyp benutzt 
wurden, sind eigentlich von den anderen Klassen geerbt – am meisten von der 
"XmlNode"-Klasse. 
7.1.5 Die "XslTransform"-Klasse 
Die Methoden dieser Klasse werden verwendet, um XML-Dokumente mithilfe von 
XML-Stylesheets zu transformieren. Die wichtigsten Methoden dieser Klasse im 
Einsatz in diesem Prototyp sind: 
 Load(XPath): diese Methode lädt das mit XPath angegebene XML-Stylesheet. 
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 Transform(„IXPathNavigable“, „args“, „XmlTextWriter“, „resolver“): Transformiert die 
XML-Daten in "IXPathNavigable" mit Hilfe des angegebenen "arg" und gibt das 
Ergebnis an einen "XmlTextWriter" aus. "resolver" löst externe XML-Ressourcen 
auf, die durch einen URI benannt werden. 
7.2 Bearbeitung von XML-Dateien 
7.2.1 XML-Dateien einbinden 
Jedes Mal wenn eine XML-Datei aufgerufen wird, muss eine Variable deklariert 
werden, welche als ein Verweis zu der Datei gilt. Mehrere XML-Dateien können 
gleichzeitig offen sein, da jede Datei zu einer eindeutigen Variable zugewiesen ist. 
Solche Variablen nennt man ein "XML-Dokument". 
Die Einbindung einer XML-Datei kann auf verschiedene Arten erfolgen. Im Prototyp 
wurde hauptsächlich das DOM eingesetzt, welche eine wahlfreie Knotenbearbeitung 
ermöglicht. Die Methoden zur Datenbearbeitung mit DOM sind in der Klassen-
Bibliothek "XmlDocument" definiert. Die Bindung wird folgendermaßen gemacht: 
 
// Erzeugt ein neues XML-Dokument für das Auslesen der Daten 
XmlDocument docname = new XmlDocument(); 
 
// Die XML-Datei laden 
docname.Load("dateipfad\\datei.xml"); 
 
Die erste Zeile deklariert die Variable "benutzerdoc" als eine Instanz vom Typ 
XmlDocument (s. Kapitel 4.1.4). Dieser Instanz wird mithilfe der Methode "Load()" der 
Inhalt der XML-Datei zugewiesen. 
Die Methoden der Klasse XmlDocument sind in der "System.Xml.dll"-Bibliothek 
enthalten, welche zu den Projektverweisen hinzugefügt werden muss. Im Code wird 
folgende "using"-Anweisung deklariert: 
 
using System.Xml; 
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7.2.2  XML-Elemente erstellen 
Zur Erläuterung der Vorgehensweise, wie man ein neues Element erstellt und dieses 
in die XML-Datei einbindet, wird ein Beispiel aus dem Prototyp dargestellt. In dem 
Fall wird ein neuer User angelegt und die Attribute "user_name" und "gruppe", sowie der 
Unterknoten "default_projekt" werden erzeugt.  
Zunächst wird der neu anzulegende User mit der Methode "CreateElement()" der 
"XmlElement"-Klassenbibliothek kreiert. Der Wert zwischen den Klammern steht für 
den Tagnamen, welcher konform der DTD der XML-Datei sein muss. 
 
// Erzeugt einen neuen Element 
XmlElement neu_user = benutzerdoc.CreateElement("user"); 
 
Wie in der DTD definiert, muss dieses Element zwei Attribute enthalten: "user_name" 
und "gruppe". Diese müssen zunächst erzeugt, ihnen ein Wert zugewiesen und 
anschließend dem Element "neu_user" zugeordnet werden. 
 
// Wertet die Attribute aus 
neu_user.SetAttribute("user_name", txtName.Text); 
neu_user.SetAttribute("gruppe", Gruppen.SelectedValue); 
 
Mit der Methode "SetAttribute()" werden Attribute neu definiert und mit einem Wert 
belegt. Diese Methode gilt nur für das Erstellen von Attributen und nicht zum Ändern 
eines Attributwertes, wie im nächsten Unterkapitel erläutert wird. 
Als Beispiel wird noch ein Unterknoten dem Element angefügt: das Element 
"default_projekt". Dafür setzt man die Methoden "CreateElement()" und "SetAttribute()" noch 
mal ein. Das Element "default_projekt" enthält einen einzigen Unterknoten: "projekt".  
 
// Erzeugt einen neuen Element 
XmlElement element = benutzerdoc.CreateElement("default_projekt"); 
XmlElement def_proj = benutzerdoc.CreateElement("projekt"); 
 
// Wertet das Attribut "value" aus 
element.SetAttribute("value", txtDefault.Text); 
def_proj.SetAttribute("id", Default.SelectedIndex); 
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Nun müssen diese beiden Elemente zusammengestellt werden. Das geschieht 
mithilfe der Methode "AppendChild()", welche das angegebene Element als "child" 
(Unterknoten) dem aktuellen Knoten anfügt. 
 
// Fügt der Unterknoten "def_proj" dem Knoten "element" hinzu 
element.AppendChild(def_proj); 
// Fügt der Unterknoten "element" dem Knoten "neu_user" hinzu 
neu_user.AppendChild(element); 
 
Jetzt wurde das Element zwar kreiert, aber hat noch keinen Zusammenhang mit dem 
Ganzen. Um dieses neue Userelement in die XML-Datei einzuführen, muss die 
Methode "InsertAfter()" der "XmlDocument"- Klassenbibliothek aufgerufen werden. Diese 
Methode erwartet zwei Argumente: das anzufügende Element und nach welchem 
Unterknoten des aktuellen Elementes dies angefügt werden soll. In dem Fall wird das 
neue Element "user" mithilfe der Eigenschaft "LastChild" ans Ende der Datei angefügt. 
 
// Fügt der Knoten neu_user nach dem letzten Knote (LastChild) in der 
// XML-Dokument benutzerdoc hinzu 
benutzerdoc.DocumentElement.InsertAfter(neu_user, 
            benutzerdoc.DocumentElement.LastChild); 
Es ist wichtig darauf zu achten, dass DOM mit der speicherinternen Kopie der Daten 
arbeitet. Deshalb müssen die Daten nach den Änderungen in der tatsächlichen Datei 
gespeichert werden. Die Methode „Save()“ erledigt das: 
 
// Die Änderungen werden in der Datei gespeichert 
benutzerdoc.Save("Dateipfad\\benutzer.xml"); 
 
7.2.3  XML-Elemente ändern 
Beim Ändern der XML-Daten werden die Methoden der Klasse XmlNode verwendet. 
In dem Beispiel werden die Daten eines bestimmten Users aktualisiert. Zunächst wird 
der User gesucht und danach, werden seine Attribute "gruppe" und "user_name" mit 
neuen Werten belegt. 
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// Prüfen, ob der aktuelle Username stimmt 
if(user_node.Attributes["user_name"].Value==username) 
{ 
 // Falls ja, seine Attribute werden aktualisiert (geändert) 
 user_node.Attributes["gruppe"].Value = Gruppen.SelectedValue; 
 user_node.Attributes["user_name"].Value = Name.Text; 
 // …und die andere Eigenschaften ebenso 
 foreach(XmlNode user_eigenschaften in user_node) 
 { 
  … 
 } //foreach user_eigenschaften 
// Damit werden die Änderungen in die XML-Datei gespeichert 
benutzerdoc.Save("benutzer.xml"); 
// da der gewünschte User schon gefunden ist: 
break; 
} // if username stimmt 
Wie schon erwähnt, gilt die Methode "SetAttribute()" nur für das Erstellen neuer 
Attribute. Der Wert eines Attributes wird mithilfe der Eigenschaft "Value" festgestellt. 
Der Inhalt eines Elements wird in ähnlicher Weise aktualisiert. Statt der Eigenschaft 
"Value" wird die Eigenschaft "InnerText" verwendet. Ein kleines Beispiel dafür: 
 
// der ausgewählte Projekt wird gesucht… 
if(projekt_node.Attributes["id"].Value==projekt_auswahl) 
{ 
          // und die Änderungen werden vorgenommen 
          projekt_node.Attributes["verbindungsstring"].Value=Session["txtVerbindung"].ToString(); 
          projekt_node.InnerText=Session["txtNeuerBezeichnung"].ToString(); 
          projekt_node.Attributes["datenbanktyp"].Value=cbxDatenbanktyp.SelectedValue; 
} 
 
7.2.4  XML-Elemente löschen 
Für das Löschen eines Elementes aus einer XML-Datei werden Eigenschaften und 
Methoden der Klasse XmlNode verwendet. Damit ist es möglich ein bestimmtes 
Element in der Datei zu finden und darüber hinaus entweder seine Attribute, 
Unterknoten oder das Element selbst zu entfernen. 
In dem nachstehenden Beispiel wird ein Projekt gelöscht. Um Inkonsistenzen zu 
vermeiden, werden alle Einträge in den anderen Dateien durchsucht und alle 
Elemente, die auf das eine Projekt verweisen, gelöscht. Dafür müssen drei XML-
Implementierung 
 
 
Luís Gustavo Eickhoff  - 65 - 
Fachhochschule Konstanz 
AKG Software Consulting GmbH 
Dokumente erzeugt und geladen werden: eins für die User-Datei, eins für die 
Gruppen-Datei und eins für die Projekte-Datei selber. 
// Die XML-DokumentElementen werden hier initialisiert 
XmlDocument gruppendoc = new XmlDocument(); 
XmlDocument benutzerdoc = new XmlDocument(); 
XmlDocument projektedoc = new XmlDocument(); 
 
// Die XML-Dateien werden aktiviert 
gruppendoc.Load("gruppen.xml"); 
benutzerdoc.Load("benutzer.xml"); 
projektedoc.Load("projekte.xml"); 
Danach folgt das Auflisten aller Knoten, welche den Tagname "projekt" haben (s. 
Kapitel 4.2.3 – Strukturierung der XML-Dateien) und die Ermittlung des zu 
löschenden Projekts. 
// Die Startknoten werden festegelegt 
XmlNodeList gruppen_nodes = gruppendoc.DocumentElement.SelectNodes("//projekt"); 
XmlNodeList user_nodes = benutzerdoc.DocumentElement.SelectNodes("//projekt"); 
XmlNodeList projekt_nodes = projektedoc.DocumentElement.SelectNodes("//projekt"); 
// Das zu löschende Projekt auswählen 
projekt_auswahl=getProjektID(cbxBezeichnung.SelectedValue); 
Zu jeder Datei werden die gefundenen Einträge gelöscht. Da die Vorgehensweise bei 
den drei Dateien gleich ist, wird hier nur der Prozess bei der Gruppen-Datei 
dargestellt. 
// Durchlesen der XML-Datei "gruppen.xml" 
foreach(XmlNode projekt_node in gruppen_nodes) 
{ 
 // wenn das Projekt gefunden wird... 
 if(projekt_node.Attributes["id"].Value==projekt_auswahl) 
 { 
  // dieses löschen. 
  projekt_node.ParentNode.RemoveChild(projekt_node); 
 } 
} //foreach projekt_node 
Der erste Schritt ist die Durchsuchung aller Knoten der Datei nach dem 
ausgewählten Projekt. Da es mehrfach vorkommen kann, wird die ganze Datei 
durchsucht. Wenn das Projekt an irgendeiner Stelle gefunden wird, verweisen wir 
den aktuellen Knoten auf seinen Eltern-Knoten mithilfe der Eigenschaft "ParentNode" 
und die Methode "RemoveChild(projekt_node)" erledigt das Löschen des angegeben 
Elementes "projekt_node". 
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7.3 XML-Datenaufbereitung 
Wie im Kapitel 5 schon erwähnt, wurde die Aufbereitung der bestehenden Daten 
mithilfe von XSLT bzw. XSL-FO implementiert. In diesem Abschnitt werden die 
Implementierungen gezeigt, welche die XML-Daten in HTML- und PDF-Formate 
transformieren. 
7.3.1 Transformation in HTML-Format 
Bei der Transformation der XML-Daten in HTML-Format werden die Methoden der 
Klasse "XslTransform" eingesetzt (s. Kapitel 7.1.5).Zunächst wird die XML-Datei als 
eine Instanz der Klasse "XPathDocument" definiert, welche einen schnellen 
schreibgeschützten Cache des XML-Dokuments zur Verarbeitung unter Verwendung 
von XSLT bereitstellt. 
XPathDocument mydata = new XPathDocument("F:\\WWW_Workspace\\ 
    Liegenschaftsverwaltung_ASP\\Ergebnis.xml"); 
Dann muss die Ergebnisdatei definiert werden. Hier wurde die "XmlTextWriter"-
Klasse verwendet, da eine Instanz aus dieser Klasse als Parameter für die 
Transformation erwartet wird. Sie ermöglicht eine schnelle, nicht 
zwischengespeicherte Vorwärtsgenerierung von XML-Daten. 
XmlTextWriter writer = new XmlTextWriter("F:\\WWW_Workspace\\ 
    Liegenschaftsverwaltung_ASP\\HTMLBericht.html",null); 
Nun wird eine Instanz der "XslTransform"-Klasse erstellt und das notwendige 
Stylesheet mittels der Methode "Load" geladen.  Mit der Methode "Transform" wird 
die XML-Datei konform der Stylesheet transformiert und das Ergebnis wird in die 
angegebene Datei gespeichert. 
 
XslTransform xslt = new XslTransform(); 
xslt.Load("F:\\WWW_Workspace\\Liegenschaftsverwaltung_ASP\\HTMLBericht.xsl"); 
xslt.Transform(mydata, null, writer, null); 
 
Implementierung 
 
 
Luís Gustavo Eickhoff  - 67 - 
Fachhochschule Konstanz 
AKG Software Consulting GmbH 
7.3.2 Transformation in PDF-Format 
Die Transformation der XML-Daten im PDF-Format benötigt einen passenden 
Prozessor zum Parsern der Formatting Objects. Zum Testen wurde der FO-
Prozessor IBEX® der Firma Visual Programming benutzt [@VPFOP].  
Zunächst wird eine Instanz der von IBEX FOP definierten Klasse "FODocument". Die 
zu bearbeitenden Dateien werden in FileStreams eingelesen. 
FODocument doc = new FODocument(); 
FileStream f1 = new FileStream("F:\\WWW_Workspace\\Liegenschaftsverwaltung_ASP\\ 
      Ergebnis.xml", FileMode.Open, FileAccess.Read); 
FileStream f2 = new FileStream("F:\\WWW_Workspace\\Liegenschaftsverwaltung_ASP\\ 
      PDFBericht.xsl", FileMode.Open, FileAccess.Read); 
FileStream f3 = new FileStream("F:\\WWW_Workspace\\Liegenschaftsverwaltung_ASP\\ 
      PDFBericht.pdf", FileMode.Create, FileAccess.Write); 
 
Die Methode "generate" übernimmt alle "FileStreams" als Parameter und wandelt die 
XML-Datei in die PDF-Datei um. Schließlich müssen die FileStreams geschlossen 
werden. 
doc.generate(f1,f2 ,f3); 
 
f1.Close(); 
f2.Close(); 
f3.Close(); 
 
7.3.3 Transformation in XML-Format 
Die Transformation der Daten in XML-Format dient dazu, die vorhandenen Daten aus 
der Datenbank zu lesen und für dessen Export aufzubereiten. Zunächst wird 
erläutert, wie die Informationen ausgelesen werden. 
Eine extra Klasse wurde implementiert, um die Bindung an die Datenbank 
aufzubauen und die Daten bequem auslesen zu können: "DBZugriff". Hier wird eine 
Instanz dieser Klasse erstellt und der String für die Selektionsauswahl wird gebaut. 
// die Datenbank aus der Sessionvariablen extrahieren 
DBZugriff Datenbank = (DBZugriff)Session["Datenbank"]; 
string xml;  
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string where = "0=0"; 
 
if (cbxGemarkung.SelectedValue != "Keine Auswahl") 
 // hier muss der Benutzerfreundlichkeit Rechnung getragen werden und 
 // der Gemarkungsschlüssel über Substring extrahiert werden 
 where += " AND flGmkgFS='" + cbxGemarkung.SelectedValue.Substring(0,6) + "'"; 
 
if (txtFlaecheVon.Text != "") 
 where += " AND flFlstFlaeche>=" + txtFlaecheVon.Text; 
 
if (txtFlaecheBis.Text != "") 
 where += " AND flFlstFlaeche<=" + txtFlaecheBis.Text; 
 
if (txtBodenwertVon.Text != "") 
 where += " AND flBodenwert>=" + txtBodenwertVon.Text; 
 
if (txtBodenwertBis.Text != "") 
 where += " AND flBodenwert<=" + txtBodenwertBis.Text; 
 
if (cbxGEStand.SelectedValue != "Keine Auswahl") 
 where += " AND gsGEStand='" + cbxGEStand.SelectedValue + "'"; 
 
if (cbxGEArt.SelectedValue != "Keine Auswahl") 
 where += " AND gaGEArt='" + cbxGEArt.SelectedValue + "'"; 
 
if (cbxStrassentyp.SelectedValue != "Keine Auswahl") 
 // auch hier muss für den Datenbankzugriff der Typ wie Substring extrahiert werden 
 where += " AND flStrTyp='" + cbxStrassentyp.SelectedValue.Substring(0,1) + "'"; 
Die zurückgegebenen Daten werden einer "DataSet"-Instanz zugewiesen, da sie 
Daten sowie das Schema als XML-Dokumente lesen und schreiben kann. Somit 
können die Daten über HTTP übertragen und von sämtlichen Anwendungen auf allen 
XML-fähigen Plattformen verwendet werden [@MSDNT]. Die ausgelesenen Daten 
werden dann mithilfe der Methode "GetXml" als XML-Format gespeichert und in eine 
Session-Variable übergeben. 
// so nun die Daten holen 
DataSet ds = Datenbank.ExecSelect("*","Flurstuecke,Gemarkungen,GEArt,GEStand", 
"gaGEArtSl=flGEArtFS AND gsGEStandSl=flGEStandFS AND flGmkgFS=gkGmkgSl AND " + 
where); 
// die XML - Darstellung extrahieren 
xml = ds.GetXml(); 
// die XML - Darstellung in einer Sessionvariablen sichern 
Session["XML"] = xml; 
Dazu wird die Anzahl der gefundenen Daten ermittelt, welche unter "Auswahl" 
gespeichert wurden. 
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int anzahlergebnisse = ds.Tables["Auswahl"].Rows.Count; 
txtAnzahlTreffer.Text = anzahlergebnisse.ToString(); 
 
Das Ergebnis wird in einer XML-Datei gespeichert, und steht damit für 
Transformationen in HTML und PDF-Formate zur Verfügung. 
 
// Erzeugt ein neues XML-Dokument 
XmlDocument berichtdoc = new XmlDocument(); 
// Ladet die XML-Datei 
berichtdoc.LoadXml(xml); 
 
// Erzeugt eine XML-Deklaration 
XmlDeclaration xml_verweis; 
xml_verweis = berichtdoc.CreateXmlDeclaration("1.0", "iso-8859-1", "yes"); 
 
// Lokalisiert das erste Kind-Elemente der Datei (die XML-Deklaration) 
XmlNode bericht_root = berichtdoc.DocumentElement.SelectSingleNode("/"); 
// fügt die erzeugten Deklaration am Anfang der Datei hinzu… 
berichtdoc.InsertBefore(xml_verweis, bericht_root.FirstChild); 
// …und speichert die Änderungen in der Ergebnis-Datei 
berichtdoc.Save("F:\\WWW_Workspace\\Liegenschaftsverwaltung_ASP\\Ergebnis.xml"); 
 
8 Überblick des Prototyps 
 
In diesem Kapitel werden einige "Use-Cases" des Prototyps angezeigt, welche die 
Begebenheiten mit XML-Technologien zutreffen. Hier wurden die Funktionalitäten 
des Prototyps in zwei Anwenderbereich aufgeteilt: die Nutzerverwaltung und die 
Standard Usertools. 
8.1 Nutzerverwaltung 
Das Startfenster  zeigt eine Auflistung aller User an (s. Abb. 8-1), mit den 
entsprechenden Eigenschaften. Hier werden "Username" und "Usergruppe" ein Link 
zu den entsprechenden Bearbeitungsfenstern verweisen. 
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Abb. 8-1: Das Nutzerverwaltungsfenster 
Nachfolgend werden einige Fälle dargestellt, wobei der Administrator die XML-
Dateien anhand des Prototyps bearbeitet. 
8.1.1 Neuen User anlegen 
Um einen neuen User anzulegen muss der Administrator im seinem Startfenster 
(Nutzerverwaltung) auf den Knopf "User anlegen" klicken. Somit gelangt er auf das 
"Usereigenschaftsfenster" (s. Abb. 8-2), wo alle Userdaten eingetragen werden. 
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Abb. 8-2: Die Usereigenschaftsfenster 
Die Listen "Gruppenprojekte" und "Gruppenrechte" enthalten die entsprechenden 
Gruppendaten, welche der im DropDownMenü "Gruppe" ausgewählten Gruppe 
zugeordnet sind – hier: "Freiburg".  
In dem Fenster für "Leseberechtigungsvergabe"  (s. Abb. 8-3) werden alle 
vorhandenen Projekte angezeigt und die für den User zugelassenen Projekte werden 
markiert – hier erscheinen die Projekte der Gruppe, der der User gehört, angekreuzt 
und inaktiv. 
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Abb. 8-3: Das "Projekte hinzufügen/entfernen"-Fenster. Hier wurde das Projekt mit der ID 1 dem User 
zugeordnet. Das Projekt mit der ID 2 ist der Usergruppe zugeordnet. 
Bei der Vergabe von Schreibrechten wird ebenso eine Auflistung angezeigt (s. Abb. 
8-4). Projekte, welche dem User NICHT zugeordnet sind, inaktiv UND nicht 
angekreuzt erscheinen. Projekte, die in der Gruppe des Users als schreibberechtigt 
definiert sind, werden zwar angekreuzt, aber inaktiv angezeigt – das ist eine Art 
Eigenschaft der Gruppe. 
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Abb. 8-4: Die Maske "Rechte hinzufügen/entfernen". Das dem User extra zugeordnete Projekt mit der 
ID 1 wird aktiv angezeigt.  
Beim Abbrechen, wie beim Entfernen auch, werden die temporären neu 
anzulegenden Daten gelöscht und die Userdatei bleibt unverändert. Erst beim 
Speichern werden die Daten in die XML-Datei geschrieben. 
8.1.2 Gruppeneigenschaften ändern 
In diesem Fall muss man zunächst eine Gruppe auswählen. Der Administrator ist in 
der Lage die Eigenschaften einer bestimmten Gruppe direkt aufzurufen, indem er auf 
den entsprechenden Link im Nutzerverwaltungsfenster klickt oder mithilfe des 
"Gruppen"-Knopfs. Damit gelangt man in dasselbe Gruppeneigenschaftsfenster (s. 
Abb. 8-5). 
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Abb. 8-5: Gruppeneigenschaftsfenster 
Hier ist besonders, dass die ausgewählte Gruppe mithilfe des "Anlegen als" –Knopfs 
kopiert werden kann. Damit werden die aktuellen Gruppendaten unter einen neuen 
angegebenen Namen gespiegelt und die Eigenschaften der neuen Gruppe können 
nachher angepasst werden. 
Beim Löschen einer Gruppe, prüft das System, ob die Gruppe gelöscht werden darf. 
Es sei denn, eine Gruppe darf nicht entfernt werden, wenn der Gruppe noch User 
zugeordnet sind. Falls das passiert wird eine Meldung ausgelöst, welche die 
Informationen von dem betroffenen User anzeigt (s. Abb. 8-6). 
 
Abb. 8-6: Meldung für das Verweigern einer Gruppe zu löschen 
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8.1.3 Projekt löschen 
Projektdaten werden nur mittels des Knopfs "Projekte" im Nutzerverwaltungsfenster 
aufgerufen. Damit gelingt man in das Projekteigenschaftsfenster (s. Abb. 8-7). 
 
Abb. 8-7: Projekteigenschaftsfenster 
Wie bei Gruppen können Projekte mithilfe des "Anlegen als"-Knopfs kopiert werden. 
Die Berechtigungsvergabe ist in den Listen widergespiegelt (Änderungen werden 
aber erst nach dem Speichern gesichert). 
Um ein bestimmtes Projekt zu löschen, muss der Administrator das entsprechende 
Projekt unter "Projektbezeichnung" auswählen und den Knopf "Löschen" betätigen. 
Hiermit werden alle Einträge dieses Projekts aus allen User- bzw. Gruppedaten 
endgültig gelöscht. 
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8.2 Anwenderbereich 
Die Bearbeitung der Liegenschaftsdaten werden durch Applikationen verwaltet, 
welche in einem "Outlook-like" Menü unterbracht wurden. Eine Evaluierungsversion 
des Menüs wurde von der Firma Abderaware® verwendet. 
8.2.1 Neues Flurstück anlegen 
Unter dem Menüpunkt "Flurstücke" werden Flurstücks- sowie Gemarkungsdaten 
verwaltet. Eine Gemarkung kann mehrere Flurstücke enthalten. 
 
Abb. 8-8: Daten eines Flurstücks anzeigen 
Im Untermenüpunkt "Bestandsblatt" werden die Daten eines Flurstücks angezeigt (s. 
Abb. 8-8). 
Für das Anlegen eines neuen Flurstücks muss der Knopf "Neues Flurstück" betätigt 
werden und das Fenster zu Datenangaben wird geöffnet (s. Abb. 8-9). 
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Abb. 8-9: Anlegen eines neuen Flurstücks 
8.2.2 Gemarkungsdaten ändern 
Gemarkungen sind im gleichen Menüpunkt untergebracht. Um Gemarkungsdaten 
anzusehen, muss der Knopf "Gemarkungen/Gemeinden" betätigt werden und die 
angezeigten Daten können direkt bearbeitet werden (s. Abb. 8-10). 
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Abb. 8-10: Gemarkungsdaten anzeigen bzw. ändern 
8.2.3 Bericht erstellen 
Unter allen anderen Applikationen zur Bearbeitung der Liegenschaftsdaten, treten 
XML-Technologien nur bei der Erstellung von Berichten auf, mit der Transformation 
der Daten in verschiedenen Formaten, und bei dem Austausch von Daten, welche in 
XML-Format umgewandelt werden müssen. 
Die Verfahren mit XSL-Transformationen wurden in Kapitel 6 bzw. Kapitel 7 erklärt. 
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9 Zusammenfassung der Ergebnisse 
 
Der Nutzen von XML-Technologien wurde anhand eines Prototyps zur 
Datenverwaltung bzw. Datenaustausch veranschaulicht und die Komplexität dieser 
Anforderungen im technischen Bereich wird aus der Projektdokumentation 
ersichtlich. 
Es zeigte sich, dass die XML-Technologien eine bedeutende Rolle bei der 
Realisierung komplexer Anforderungen einnehmen. Allein die Struktur der Daten mit 
ihren Beschreibungen machen XML zu einer besonderen Sprache. Dank vieler 
Funktionalitäten, die XML bietet, kann dieselbe XML-Datei in den verschiedensten 
Formen verarbeitet werden, sei es zur Aufbereitung der Daten in ein passendes 
Format oder einfach zum Prüfen der Datenkonsistenz. 
Besonders für den Austausch von Daten zwischen heterogenen Systemen, die auf 
unterschiedlichen Plattformen aufsetzen, lassen sich XML-Daten mithilfe von DTDs 
bzw. XSDs einfach und zuverlässig einsetzen. Die Methoden zur Validierung der 
XML-Daten werden von der Entwicklungsumgebung Microsoft .Net® vollständig 
unterstützt. 
Auf der einen Seite bietet XML den Vorteil eines flexiblen Datenaustauschs, auf der 
anderen Seite kann ein enormer Aufwand bei der Erstellung von XML-Stylesheets 
(besonders bei XSL-FO) ziemlich viel Zeit in Anspruch nehmen, wenn man sich nicht 
mit der Syntax vom XSL-FO gut auskennt. Hinzu kommen die Kosten eines FO-
Prozessors, der für die Bearbeitung von XML-Anwendungen unter C#.Net benötigt 
wird. 
Der Prototyp soll weiter entwickelt werden, um alle Funktionalitäten des Altsystems 
von GE/Office® abzudecken. 
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GLOSSAR 
 
API   "Application Programming Interface": beschreibt, wie auf ein 
   System zugegriffen werden kann 
Attribut   zusätzliche Angaben eines XML-Elements. hat einen Namen und 
   einen Wert (Attributname="Wert") 
CDATA   "Character Data": wird innerhalb von DTDs und XSDS  
   eingesetzt, um ungeparsten Text aufzunehmen 
CML   "Chemical Markup Language": ermöglicht die Darstellung von 
   Daten für Anwendungen der Chemie 
Dokument-Element das oberste Element eines XML-Dokuments 
DTD   "Document Type Definition": enthält die Strukturregeln eines 
   XML-Dokuments 
DOM   "Document Object Model": Protokoll für die Darstellung eines 
   XML-Dokuments als Baumstruktur 
Element  Grundbaustein eines XML-Dokuments, durch Markierungen 
   gekennzeichnet 
HTML   "Hypertext Markup Language": Beschreibungssprache für die 
   Darstellung von Text in einem Browser 
MathML  "Mathematical (Formula) Markup Language": XML-Anwendung 
   für die Darstellung mathematischer Formeln 
PCData  "Parsed Character Data": für geparste Zeichendaten 
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PI   "Processing Instruction": Anweisung für spezielle Anwendungen 
SAX   "Simple API for XML": Protokoll für die serielle Verarbeitung 
   eines XML-Dokuments; 
URI   "Uniform Resource Identifier": allgemeine Adresse für Resourcen 
   in Internet 
W3C   "World Wide Web Consortium": Organisation, die XML und  
   HTML standardisiert 
WAP   "Wireless Application Protocol": erlaubt den Zugriff auf Internet 
   von Handy aus. 
XHTML   "Extensible Hypertext Markup Language": neue Fassung von 
   HTML mittels XML 
XLink   "XML Linking": Spezifikationen für das Einfügen von Ressourcen 
   in XML-Dokumente 
XML   "Extensible Markup Language": Beschreibungssprache für den 
   plattformübergreifenden Datenaustausch 
XPath   "XML Path Language": Spezifikation für die Adressierung von 
   Elementen in einem XML-Dokument 
XSD   "XML Schema Definition": enthält ein Schema zur Validierung 
   von XML-Dokumenten 
XSL   "XML-Stylesheet Language": Werkzeug für die Übersetzung von 
   XML-Daten in anderen Formaten 
XSLT   "XSL-Transformation": Spezifikation zur Umwandlung einer 
   XML-Datei in einer Ergebnis-Datei 
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