Abstract-Many natural and man-made objects consist of simple primitives, similar components, and various symmetry structures. This paper presents a divide-and-conquer quadrangulation approach that exploits such global structural information. Given a model represented in triangular mesh, we first segment it into a set of submeshes, and compare them with some predefined quad mesh templates. For the submeshes that are similar to a predefined template, we remesh them as the template up to a number of subdivisions. For the others, we adopt the wave-based quadrangulation technique to remesh them with extensions to preserve symmetric structure and generate compatible quad mesh boundary. To ensure that the individually remeshed submeshes can be seamlessly stitched together, we formulate a mixed-integer optimization problem and design a heuristic solver to optimize the subdivision numbers and the size fields on the submesh boundaries. With this divider-and-conquer quadrangulation framework, we are able to process very large models that are very difficult for the previous techniques. Since the submeshes can be remeshed individually in any order, the remeshing procedure can run in parallel. Experimental results showed that the proposed method can preserve the high-level structures, and process large complex surfaces robustly and efficiently.
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INTRODUCTION
Q UAD mesh is very useful for its bilinear nature and superior performance in many graphics and scientific computing applications. However, it is very challenging to remesh a surface into a provably high-quality quad mesh, because there are very diverse requirements on the shape, the orientation and the size of the quads, the alignment of features, and the regularity of the mesh in term of singularity points. Some of the recently developed methods [1] , [2] take into account these low-level requirements via global optimization techniques; however, the optimization cost may increase rapidly, and even become unacceptable, when processing large complex models.
On the other hand, many natural and man-made objects consist of simple primitives, similar components, and various symmetric structures. Taking advantages of the high-level structural information would be helpful for developing a better quadrangulation method. However, the previous methods are not aware of such high-level structural information. They conduct the same kind of computation on all components, which wastes a lot of computation resources. Moreover, the global structure might not be preserved because different results might be generated for those similar parts.
In this paper, we propose a top-down quadrangulation method that exploits the high-level structural information. Our primary goal is to develop a practical solution to robust and efficient remesh large complex surfaces with many components and regular structures. The basic idea to achieve this goal is "divide and conquer," i.e., segmenting the input surface into small, easy-to-remesh submeshes, so as to reduce the complexity of the problem and reuse the quadrangulation results on the other similar parts. For the submeshes, we developed two remeshing techniques. One is template based, which remeshes a submesh by subdividing a predefined quad mesh template. The benefits of templates include: 1) saving on computation cost, 2) control of the quad mesh structure, and 3) ability to generate the same quad mesh for similar and repeated components. The other is an extension of the wave-based quadrangulation method [2] , which can preserve symmetric structures and generate compatible boundaries.
A key issue in developing a divide-and-conquer quadrangulation method is how to ensure that the individually remeshed submeshes can be stitched together seamlessly. As a technical contribution, we formulate a mixed-integer optimization problem by a set of novel stitching constraints, and design a heuristic solver to optimize the subdivision numbers and the size fields on the boundaries of the submeshes, such that a seamless stitching can be guaranteed. The proposed stitching technique allows us to convert a large quad remeshing task into many small remeshing tasks, and is substantially different from the previous stitching techniques [1] , [2] , [3] , which find some proper transition functions across the cutting boundary to obtain global parameterizations.
The proposed method runs in a top-down manner, thus is suitable for processing large complex models, particularly CAD models. Besides, it has several useful features:
1. It can generate the same quadrilateral structures for similar components. 2. It can preserve the symmetry structures in the model.
3.
Its quadrangulation ability can be extended by predefining richer quad mesh templates. 4. It can run in parallel to remesh the submeshes.
PREVIOUS WORK
Surface quadrangulation has received a lot of attention in geometry related fields. A direct approach to quadrangulation is by parameterization and regular grid sampling [4] .
To deal with models of complex topology, Marinov and Kobbelt [5] partition the input mesh into nearly developable regions via variational shape approximation. Lai et al. [6] developed a local updating technique to incrementally transform triangles into quads. Though conceptually simple, it cannot transform all triangles. Recently, Remacle et al. [7] find the set of triangle pairs that forms the best possible quadrilaterals with the constraint of not leaving any remaining triangle in the mesh based on the Blossom algorithm [8] .
To generate high-quality quad meshes, many methods directly trace a network of curves on the surface. For example, Alliez et al. [9] trace the minimum and maximum curvature lines. Marinov and Kobbelt [10] improved this algorithm with an efficient proximity query method for tracing. Ray et al. [11] and Kälberer et al. [3] proposed two globally smooth parameterization methods for arbitrary surfaces, which can be naturally applied in tracing the curve network. Since these methods construct the quad incrementally, pure quad mesh is not guaranteed.
Recently, some global chart creation techniques were proposed for pure quad remeshing. Dong et al. [12] developed the first automatic algorithm to partition the input mesh into a set of quadrilateral charts using the Morse-Smale complex (MSC) of Laplacian eigenfunctions. Huang et al. [13] extended this method to enable the control over the chart size. Their results showed that the MSC produces high-quality quadrilateral charts. Creating a global quadrilateral charting is equivalent to determining the singularity points. Tong et al. [14] introduced a userassisted method to interactively identify the singularity points, while Bommes et al. [1] developed a mixed-integer solver to automatically optimize the singularity points. Myles et al. [15] used quadrilateral T-mesh to partition the input surface into smaller number of charts and achieved better feature alignment result. Tierny et al. [16] transfer the global structure (singularity and patch layout) from a quadrilateral mesh to another mesh to be remeshed as the domain of cross parameterization.
The ability to control the orientation and the size of the quads is important for a quadrangulation method to align the quads with the geometric features and sample the input mesh adaptively. Most of existing methods can orient the quads using a vector field over the surface. Such vector field can be obtained by computing and optionally smoothing the principal curvature directions [17] , [18] , [19] . The sharp feature lines on the input mesh are then taken into account during the smoothing step. Dong et al. [20] suggested to use the gradient vectors of a harmonic scalar field to avoid the noisy singularity points in the principal directions. To control the size of the quads, Ray et al. [11] augmented the surface with a scalar field to determine the spacing between the adjacent iso-parameter lines. Zhang et al. [2] extended this method to enable anisotropic control over the size. They also proposed a wave construction method to exactly align the quad mesh with the feature lines. Bommes et al. [1] achieved feature alignment by using a mixed-integer solver to determine the corresponding integer parameters. Kovacs et al. [21] proposed a simple method to control the shape of the quads by curvature to decrease the remeshing error.
A number of recent algorithms aim at simplifying and optimizing a quad mesh [22] , [23] , [24] . Similar to triangle mesh simplification, quad mesh simplification techniques incrementally decimate some quads by applying some decimation operators, e.g., polychord collapse, quadrilateral collapse, and doublet collapse. These operators are carefully designed to maintain the quadrilateral structure of quad mesh. Bommes et al. [24] optimize the global quadrilateral structure by detecting the topological helices and applying a novel grid preserving simplification operator to remove them. Li et al. [25] optimize the shape of faces by adjusting the number and spacings of grid lines in each quad patch extracted from the input quad mesh. However, these methods do not optimize the global distribution of the singularity points. The latest work in above shows that significant progresses in quad remeshing have been made. Most of them are bottom-up remeshing approaches. The two-step method by Marinov and Kobbelt [5] can be considered as a topdown approach; however, it is restricted to planar patch approximation, and is not flexible to control. Lizier et al. [26] decompose the surface into a set of triangular or quadrilateral patches according to the features as the base domain of global parameterization. As a major difference with the previous work, we propose a flexible top-down quadrangulation approach.
OVERVIEW
We begin with an overview to present our quadrangulation method. As many previous methods did, we assume that the input model is represented as a triangulated manifold surface M. As shown in Fig. 2 , our method consists of five main steps.
Segmentation
First we segment the input model into a set of submeshes: M ¼ [fM i g, and analyze their shape and structures. We define a set of quad mesh templates to match with the submeshes, e.g., the rectangle, disc, and cylinder templates shown in Fig. 7 for the CAD models in our experiments.
If a submesh M is similar to a predefined quad mesh template Q, and can be remeshed as Q up to a number of subdivisions, then M is identified as a matched submesh. The others that cannot be matched with any template are called unmatched submeshes.
If a group of submeshes have very similar geometry and can be remeshed in the same way up to small deformation, then they are called repeated submeshes. For each group of repeated submeshes, we randomly choose one as the representative submesh of the group.
For convenience, the submeshes other than matched and repeated are called misc submeshes. As segmentation and submesh analysis is not the focus of this work, we postpone the details to Section 6.
Initialize Vector Fields and Size Fields
After segmentation, we compute and smooth the principal curvature directions [11] , [17] to generate a pair of vector fields ðX;Ỹ Þ for orienting the quads. To align the quads with boundaries of the submeshes, we replace the corresponding principal directions with the edge direction of the boundaries before smoothing. Then, we adopt the curl minimization-based method [2] to define a pair of size fields ð; Þ for anisotropically controlling the size of the quads.
Set Up and Solve Stitching Constraints
Before remeshing, it is necessary to properly constrain the boundaries of adjacent submeshes to have the same number of quads, such that they can be seamlessly stitched together.
We propose four kinds of stitching constraints. The first is defined between a matched submesh and an unmatched submesh, which constrains the subdivision numbers of the corresponding quad mesh template to be compatible with the size fields of the unmatched submesh at the joint boundary (see Section 4.1).
The second is defined for unmatched submeshes, which constrain the size field on the boundary to be compatible with quad mesh (see Section 4.2).
The third is defined between two adjacent matched submeshes, which constrains the subdivision numbers for the corresponding quad mesh to produce the same number of quads at their joint boundaries (see Section 4.3).
The last is defined between two repeated submeshes, which constrains their size fields to be compatible at the corresponding boundaries, such that the quad meshing result can be reused on both of them (see Section 4.4).
Combining these constraints with the wave-based quadrangulation method [2] , we obtain a mixed-integer optimization problem. Then, we design a heuristic solver to the optimization problem (see Section 4.6).
Remesh Submeshes
With the optimized subdivision numbers and size fields, we then remesh the submeshes individually.
The matched submeshes are remeshed by subdividing their templates. Since the template quad mesh can be regarded as the parameterization space of the matched submesh, we first subdivide the template, and then map the new vertices and the new edges of the template onto the matched submesh. To avoid introducing new singularity points, we keep a simple rule to subdivide the quad mesh templates: any two opposite edges of any quad must be simultaneously subdivided into the same number of subedges. Fig. 3 shows an example subdivided by this rule, where ½" e, called the subdivision number of edge " e, denotes the number of the subedges that " e is subdivided into. Under this rule, one can see that subdivision number ½" e has a transitive property along quad strips, as shown in Fig. 3b . Therefore, the subdivision DoF of a quad mesh equals the number of quad strips. In addition, for any open quad mesh, their boundary edges can be grouped into pairs, such that the two edges in every pair must have the same subdivision number.
The repeated submeshes and the misc submeshes are remeshed using an improved wave-based quadrangulation method, which can generate prescribed number of quads along the boundary for seamless stitching, and preserve symmetric structures (see Section 5).
Optimize the Quad Mesh
Finally, we merge the remeshed submeshes together, and adopt the iterative relaxation method [2] to optimize the quadrangulation result, which is basically a Laplacian smoothing. Fig. 4 shows the workflow of remeshing a Fandisk model. In the above steps, wave construction is divided to the submeshes, while field smoothing, curl minimization, and constraint system solving are performed globally.
STITCHING PROBLEM
In this section, we consider the stitching problem between two adjacent submeshes M and M 0 . Let C ¼ e 1 e 2 . . . e k @M \ @M 0 be a boundary curve between M and M 0 , where @ denotes the boundary of a mesh, and e 1 , e 2 , . . . , and e k are the consecutive edges of both @M and @M 0 . Remember that we have constrained the vector fields to be aligned with the direction of the boundary edges during the initialization step (step 2 in Section 3). For convenience, we assume thatX is aligned with the boundary edge direction. Then, the size field in the direction of an edge e i on C is ½e i .
To design the stitching method, we distinguish the following three cases for M and M 0 : To ensure seamless stitching, we must generate the same number of quads on curve C for M and M 0 . For a matched submesh, the number of quads on curve C is related to the subdivision numbers. For an unmatched submesh, it is related to the size field that we used to construct the wave function. We will setup the relationships between these variables in the following sections:
Constraints between Matched Submesh and Unmatched Submeshes
In Case 1, M 0 is a matched submesh, but M is not. As illustrated in Fig. 5a , Q 0 is the quad mesh template for M 0 . For each boundary quad edge " e 0 i of Q 0 , we can identify all of triangle edges that have overlaps with it (Throughout this paper, e without a bar denotes the edge of the triangle mesh, while " e with a bar denotes the edge of the template quad mesh).
Since the size field is an indication of the quad size, the quad number on " e 0 i can be approximated by P e j &" e 0 i je j j ½ej , where je j j denotes the length of edge e j . Therefore, we have the following stitching constraint:
Constraints between Unmatched Submeshes
In Case 2, both M and M 0 are not matched submeshes. Similarly to Case 1, the quad number on C can be also approximated by: P k j¼1 je j j=½e j . This number should be a positive integer. Denote it by ½C, then we have the following constraint:
where je j j denotes the length of edge e j . Process all constraints in (1) and (2), and assemble them into a matrix form, then we have
where C 1 and C 2 are the coefficient matrices, C ¼ ðC 1 C 2 Þ, and x is the column vector composed of and, the logarithms of the size fields that Zhang et al. [2] defined to prescribe the size of the quad mesh. We assume that the boundary edge e j either completely lie in a quad edge or completely outside of it without loss of generality. If there is an edge crossing two quad edges, we can presplit it such that this assumption holds. Therefore, each column in matrix C has at most one nonzero value.
In addition, as pointed out in some previous work [22] , [27] , it is impossible to quadrangulate a surface with an odd number of vertices on the boundary. This can be shown by considering an opened quad mesh with Nuads and N i internal edges. Then, the number of the boundary edges is 4N q À 2N i , which is obviously an even number.
Therefore, for each unmatched submesh M, we set up the following integer constraint:
where ½M denotes the integer variable associated with submesh M, which equals a half of the boundary quad edge number of M.
Constraints between Matched Submeshes
In Case 3, both M and M 0 are matched submeshes. As illustrated in Fig. 5b , Q and Q 0 denote the quad mesh templates of M and M 0 . According to the 1-1 correspondence between Q and M, we can find all of the boundary quad edges that overlap with curve C. Denote the edges by " e 1 , " e 2 , . . . , and " e m in consecutive order. Without loss of generality, we assume that these edges are all in curve C, i.e., " Fig. 5b . Otherwise, we can presubdivide quad mesh template Q by subdividing " e 1 and/or " e m at the end point of C to clip the edges, such that this assumption holds. When Q is subdivided, the number of the subquads connected with curve C equals the summed subdivision numbers of the quad edges, i.e., P m i¼1 ½" e i . Similarly, the number of the subquads connected with curve C equals
To ensure that Q and Q 0 can be seamlessly stitched together after subdivisions, the subdivided quad meshes must have the same number of edges on the boundary curve C. Therefore, we set up the following subdivision constraint:
It is obvious that the above constraint is homogeneous and the possible solution space for these variables is large. Meanwhile, the subdivision numbers are better to meet the size requirements on the corresponding edges. Therefore, we find the quad edges whose subdivision number have not been related to the size fields, and apply the same type of constraints in (1) on these edges:
When apply the constraints in above for all of the quad edges on the interface curve of Q and Q 0 , we have
je j j ½ej and
, which implies the subdivision constraint in (5) becomes redundant. However, the subdivision constraint cannot be replaced, because the alternatives in (6) may not be satisfied accurately enough for producing the same number of subdivided edges along the interface curve, due to the possible numerical error of the solver (see Section 4.6).
Process all constraints in (4) and (5), and assemble them into a matrix form, then we have:
where A is the coefficient matrix, is the vector composed of the subdivision variable of the boundary edges and the joint curves (see (2)), and the integer variable associated with the unmatched submeshes (see (4)).
By (4) and (5), we know that the coefficients in A can take only four possible values: fÀ2; À1; 0; 1g. Since any boundary quad edge belongs to only one boundary curve, each column of A has only one nonzero coefficient. In addition, the subdivision numbers are not all independent variables, since the subdivision rule (Section 3, step 4) indicates that the boundary edges of the same quad strip must have equal subdivision numbers. Therefore, we can condense A and , and the condensed matrix A satisfies the following: 1) All the coefficients are integers in ½À2; 2; 2) each column has at most two nonzero values. In the following, we still denote the condensed matrix and vector by A and without confusion. A ¼ 0 is a set of hard constraint on the integer variables, which must be satisfied first of all. However, as the number of matched sum-meshes increases, the neighboring relationship may become more and more complex, such that it is possible that A ¼ 0 cannot be satisfied. To help the user to find this situation and avoid it, we must check whether there is a positive solution to fulfill A ¼ 0. Note that A ¼ 0 is a linear system with integer coefficients, which is also called linear Diophantine equations. We first conduct a series of unimodular row operations and column swaps to reduce the matrix into an upper triangular form. Then, we can divide the variables into two sets, the dependent variables 0 and the free variables 00 , and rewrite the equations as the following equivalent form:
where both A 0 and A 00 are integer matrices, and A 0 is full rank and upper triangular.
If the free variable set 00 is empty, then A ¼ 0 cannot be satisfied. In this case, we find the matched submesh that corresponds to the last variable in 0 , remove it from the set of matched submeshes and treat it as an unmatched submesh. Then, we update the linear Diophantine equations accordingly.
Otherwise, 00 is not empty. have the same number of solutions, because they are homogenous systems. Therefore, solving the original Diophantine equations is equivalent to finding positive integer 00 that satisfy gðA 0 Þ À1 A 00 00 > 0. Note that these inequations define some hyperplanes in the space of 00 , and the solution is a hyper polyhedron. Then, we can find if the solution space is empty or not by linear programming. If the solution space does not contain any positive integer point, we find the matched submesh that corresponds to the first variable in 0 that cannot be satisfied (i.e., the first hyperplane that reduces the solution space to zero), remove it from the set of matched submeshes, and treat it as an unmatched submesh. Then, we update the linear Diophantine equations accordingly.
We repeat these examinations and updates until the integer hard constraints are all compatible.
Constraints between Repeated Submeshes
At last, we consider the corresponding boundaries of two repeated submeshes M 0 and M, and describe the size field constraints between them. To generate the same quad mesh for the repeated submeshes, it is natural to require their corresponding edges to have the same size fields. To reduce computation cost, we remesh only one submesh and transfer the result to the others. Therefore, we constrain their size fields only on their boundaries instead of the whole submeshes.
For each mesh edge e 2 @M, we can find an edge e 0 2 @M 0 by the correspondence between @M and @M 0 . Then, we constrain their size fields to be as close as possible using the following least squares energy:
where we use the logarithm of the size fields to have a quadratic function in (10) . By summing the above energy terms over all pairs of repeated submeshes, we define the following energy function:
Mixed-Integer Problem
Now, we describe a constrained mixed-integer problem for optimizing the subdivision numbers and the size fields. First, we add the energy term in (8) into the size field optimization energy function E total ð;Þ (see [2, (14) ]), defining a new objective function as follows:
where the terms are all quadratic functions of x. Then, take into account all of the constraints in (3) and (7), we formulate a minimization problem as follows:
arg min EðxÞ s:t:
. . .
< : ð11Þ
This is a large optimization problem, where the number of variables is the order of the edge number of the input triangle mesh. Though the objective function EðxÞ is quadratic, the constraints consist of exponential functions and positive integer variables, which make it very challenging to solve. We note that Bommes et al. [1] developed an effective greedy solver for mixed-integer optimization problem for their quadrangulation technique, but their solver does not deal with the positive integer constraints that we have in (11). In the following section, we will describe a heuristic solver to approximate the solution based on Gurobi optimizer [28] , a commercial mixed-integer quadratic optimizer.
A Heuristic Solver
The basic idea of the heuristic solver is to first solve the continuous relaxation problem, then solve for the integer variable to satisfy the hard constraints. It has three main steps: 
be a pseudoinverse of D. Then, the changes in x due to the rounding error Á can be computed as follows:
Remember that EðxÞ is quadratic, its change by Áx can be expressed using the Hessian matrix H of EðxÞ as: ÁE ¼ 1 2 Áx t HÁx. Then, we have
Therefore, we formulate the following constrained mixed-integer minimization problem to obtain : arg min ÁE s:t:
We used the MIQP Optimizer in Gurobi software [28] to solve the above minimization problem. 3. Update the size fields. After getting the solution to ,
we update x at the boundary by x x 0 þ GÁ. Since (13) is a first order approximation, this update may not satisfy the hard constraints in ¼ Ce x . To address this issue, we examine every constraint in ¼ Ce x , and perform a uniform scaling on the size fields of the corresponding boundary edges, such that the constraint is precisely satisfied. At last, we fix the values on the boundary edges, and propagate the errors over the whole surface by minimizing the objective energy function EðxÞ.
QUADRANGULATION OF SUBMESHES
After solving the stitching problem, the quad number on each joint curve (the variables) and the corresponding size field are determined. Therefore, we can remesh the submeshes independently as long as we generate the same number of quads along the joint boundaries as prescribed in . This allows to remesh complex models in parallel fully taking advantage of the computing power of multicore processors.
As introduced in the overview section, the matched submeshes are remeshed by subdividing the corresponding quad mesh templates and projecting the new vertices to the submeshes.
For the unmatched submeshes, we adopt the wave-based method [2] to remesh them, and extend it for generating prescribed number of quads on the boundaries and preserving the symmetry structure. When a repeated quad mesh is remeshed, the generated quad mesh is then transferred to the other instances. The transfer process is the same as remeshing a matched submesh, except that it does not need subdivision. Fig. 6 shows the outline of the extended wave-based quadrangulation method. In the following, we will present the details in setting up the wave value constraint and the symmetry preservation constraint.
Wave Value Constraint
An important step of the wave-based quadrangulation method is to construct a wave function. As in previous sections, let M denote a submesh to remesh, C ¼ e 1 [ e 2 Á Á Á [e m be boundary curve, and e i ¼ ðp iÀ1 ; p i Þ, i ¼ 1; 2; . . . m. Since we have determined ½C (the quad number along curve C) during the stitching step (step 3 in Section 3), we need to ensure that the wave function on C will generate ½C quads. Otherwise, seamless stitching is not promised. We achieve this goal by imposing extra value constraints for the wave function.
Recall that the vector fields on M are aligned with the direction of the boundary edges during the initialization step. For convenience, we assume thatX equals the edge direction of the boundary C. Then,X½e i ¼ ðp i À p iÀ1 Þ=je i j. Let ð i ; i Þ be the phase angles of point p i . Then, by the wave construction method in [2] , we have
Then, the wave function values at p i can be expressed as
by trigonometry, where T i is a constant matrix
Therefore, the wave function on curve C is completely determined by its value at point p 0 . Then, we substitute all f ðp i Þ with (15) in the wave construction energy function E wave (see [2, (19) ]) and construct the wave function.
jeij ½e i ¼ ½C, the wave function has ½C half periods on curve C. By the MSC extraction method, ½C quads will be generated on C, which exactly satisfies the stitching requirement mentioned above.
Symmetry Preservation
Many models contain symmetric or nearly symmetric structures. In this section, we describe a method to preserve the symmetric structures. Since the vector/size fields are defined on the mesh edges and it is too strict to require two edges to be symmetric, we set up the symmetric correspondence by the mid points of the edges: For each point, we compute the symmetric position, and then find the nearest midpoint to the symmetric position.
Given a symmetric region and the symmetry plane P , we first prepare symmetric vector fields and symmetric size fields in . During the vector field smoothing step, we require the symmetric edges to have symmetric vector fields. During the size fields optimization step, we add an extra energy term to minimize the squared differences between the size fields of the symmetric edges.
Then, we add a symmetry preservation energy term into the wave construction energy E wave to constrain the wave function. Since both even and odd wave functions can produce symmetric quad meshes, we define the symmetry preservation energy term as follows:
where V denotes the set consisting of all symmetric vertex pairs in .
IMPLEMENTATION AND RESULTS
We have implemented the presented quadrangulation method, and tested it on various models. Before going to the experimental results, we first introduce how we segment and analyze the submeshes for quadrangulation. Segmentation and analysis. To automatically segment the input model, we adopted the SDF-based consistent mesh partitioning tool [29] (public downloadable from http:// www.cs.tau.ac.il/liors/research/projects/sdf/). With this tool, we can segment a mesh in seconds. For large complex models, we use a simplified proxy to perform the segmentation task, then map the result back to the original mesh and smooth the cutting boundaries. After segmentation, we perform shape comparison on the submeshes to find repeated components and match them with predefined templates. Given two meshes, we first compare the following simple shape characteristics between them: The number of the boundary curves, the relative length of the boundary curves, and the aspect ratio ð 2 = 1 ; 3 = 1 Þ (where 1 ! 2 ! 3 are the eigen values obtained by applying the PCA method on the mesh vertices). When these simple comparisons pass, we try to build a 1-1 mapping based on heat kernel signature [30] and spectral embedding [31] . If any step in above fails, the two submeshes are regarded as different in shape. This lightweight analysis method can efficiently identify similar shapes up to small deformation. We leave it to a future work to handle large nonrigid deformation.
Since CAD models usually consists of simpler patches that we cannot segment out using the SDF-based method, we developed another lightweight segmentation method. Given a CAD model, we first find the sharp feature edges where the adjacent triangles' normal angle is greater than a threshold of 45 degree, and connect them to create some curves for segmentation. Then, we obtain a submesh by randomly seeding a triangle and growing the region as far as to the segmentation curves or the mesh boundaries. This seeding-and-growing procedure is repeated until there is no triangle left. At last, the user can optionally pick and merge some submeshes to eliminate over segmentation. To facilitate analyzing the CAD model submeshes, we define three simple primitives for matching, namely disc, rectangle, and open cylinder. Fig. 7 shows the quad mesh templates of these primitives.
Experimental results. Now, we show some quadrangulation results. In the following figures, RSD denotes the relative standard deviation of the quad angles, N sp denotes the number of singularity points of the quad mesh, and d H denotes the Hausdorff distance between the input model and the remeshed model and is normalized by the diagonal length of the input model's bounding box. All of the quad meshes shown in the result section are available in the supplementary materials, which can be found on the Computer Society Digital Library at http:// doi.ieeecomputersociety.org/10.1109/TVCG.2012.301. Fig. 8 plots the distribution of the scaled Jacobian measurement to show the mesh quality of our quadrangulation results.
First, we demonstrate the ability to remesh large complex objects using the Lucy model shown in Fig. 1 . This model consists of 1; 413K vertices, which the previous wave-based method cannot handle due to the huge memory requirement. In Figs. 9, 10, and 11, we test the divide-and-conquer quad remeshing techniques on larger, more complex models, which contain a great number of featured structures. The results showed that our method can successfully deal with them. Table 1 lists more timing results on a number of models, where N v is vertex number, N s is submesh number, N t and N r are the number of matched and repeated submeshes, t m is the computation time in mixed-integer optimization, jj is the number of integer variables, t q is the computation time for remeshing all submeshes, and N q is the quad number of the final result. The timing is carried out on a PC with a Table 2 ]). For the Fandisk model, our method took 23.1 seconds of computation time when segmenting the model into 12 submeshes, which is 17.7 seconds faster. For the fertility model, our methods took 93.8 seconds to remesh with symmetry preservation, which approximately equals to the original wave-based method, showing that the symmetry constraint does not incur significant computation cost. In addition, the original waved-based method took about 586 seconds of computation to remesh a CAD model of 136 K vertices, while our method took about 140 seconds of computation to remesh a CAD model of 267 K vertices, which indicates an acceleration of eight times. In summary, our method can efficiently deal with large models by simply segmenting them into smaller ones, thanks to its divide-andconquer nature. The last row in Table 1 shows that it takes about 10 minutes to remesh a large model with 500 K vertices.
As shown in Table 1 , the major computation cost of our method is taken by the wave-based procedure. Compared with the surface meshing techniques based on advancing front, Delaunay and quadtrees [27] , our method is much slower, while it can simultaneously optimize the size and the orientation of the final quads.
In Figs. 13 and 14, we demonstrate effects of symmetry preservation. In these examples, the symmetry regions were manually painted, while the symmetry plane is automatically computed. As shown in the results, we successfully obtain symmetric quad mesh in the identified regions. And the comparison in Fig. 14 shows that preserving the symmetry structure significantly improves the quality of the quad mesh.
In Fig. 15 , we test how much the granularity of the segmentation affects the final result. As shown in this example, while different segmentation will lead to different quadrangulation, the overall quality are similar to each other. The result in Fig. 15d shows that by identifying some as matched submeshes with cylinder, we can significantly reduce the number of the singularity points and thus improve the result.
At last, we compare our method with CUBIT [32] , an industrial commercial software generating FEM meshes. CUBIT requires to partition the input surface into a cover of some quad patches, then uses the interval assignment technique [33] , [34] to determine the number of subdivided mesh edges for each boundary curve. But it is a difficult and manual task to produce a reasonable quad patch decomposition. As mentioned in [35] , among 10 steps of a typical the model generation and analysis process, geometry decomposition is the most time consuming one (about 32 percent). In our method, we allow for arbitrary segmentation, alleviating the constraints for geometry decomposition and making it possible to take advantage of the mesh segmentation techniques to automate the decomposition step.
Moreover, CUBIT does not take into account the distortion in the patches during the interval optimization, while our method is aware of the relationship between edge number and the quality related terms, such as curl-free energy, orientation, mesh size, and so on. As shown in Fig. 12b , the sizes of the subdivided edges (equivalent to the numbers of the intervals) affects the curl energy very much. Therefore, our method is likely to produce better results than CUBIT. As shown in Figs. 12c and 12d , both quadrangulation results satisfy the interval requirements, but the slight difference in the intervals leads to great difference on the quality. We have presented a top-down quadrangulation method, and successfully tested it on many models. The experimental results show that this method can generate highquality results and preserve high-level mesh structures. Compared with the original wave-based method, the proposed method not only improves the performance very significantly, but also extends its ability and robustness in dealing with huge and complex models, thanks to its divide-and-conquer nature that avoids solving large nonlinear systems for wave functions. When structure information, e.g., symmetry and repetition, is provided, our method can not only be faster, but also generate better results. However, if there is no such structure information, it may generate worse result than the original wave-based method, because it is optimized under a specific segmentation, while the original method is globally optimized. This explains why there are more singularity points on the Lucy model in Fig. 1 than we expected.
Although not the focus of this work, shape segmentation and analysis play an important role in our divide-andconquer quad remeshing framework. We developed a lightweight approach to automatic mesh segmentation and analysis based upon existing techniques. It works for our testing models, but is neither general nor robust enough for arbitrary mesh models, because it has very limited ability in matching submeshes with nonrigid deformation. In addition, the segmentation results do not match with the semantic meaning as the user perceived. In the future, we plan to exploit more shape segmentation and analysis techniques [36] , [37] , [38] to improve the robustness of our quadrangulation method, particularly to develop a better approach to dealing with more shape variations and automatically identifying the symmetry structures [39] , [40]. Our current approach requires the user input to identify the region with symmetry structure. In addition, we plan to create a rich data set of quad mesh templates to improve the quality. His main research interest is computer graphics and computer vision, including real-time rendering technique, geometry computing, virtual reality, and 3D reconstruction.
. For more information on this or any other computing topic, please visit our Digital Library at www.computer.org/publications/dlib.
