This study proposes an exact algorithm for the single-machine total weighted tardiness problem with sequence-dependent setup times. The algorithm is an extension of the authors' previous algorithm for the single-machine scheduling problem without setup times, which is based on the SSDP (Successive Sublimation Dynamic Programming) method. In the first stage of the algorithm, the conjugate subgradient algorithm or the column generation algorithm is applied to a Lagrangian relaxation of the original problem to adjust multipliers. Then, in the second stage, constraints are successively added to the relaxation until the gap between lower and upper bounds becomes zero. The relaxation is solved by dynamic programming and unnecessary dynamic programming states are eliminated to suppress the increase of computation time and memory space. In this study a branching scheme is integrated into the algorithm to manage to solve hard instances. The proposed algorithm is applied to benchmark instances in the literature and almost all of them are optimally solved.
Introduction
This study is devoted to the single-machine total weighted tardiness problem with sequence-dependent setup times. In practical production systems it is often the case that setup times are incurred when a machine starts processing a job. It is also the case that they differ in accordance with the job finished just before it. Such setup times are called sequence-dependent [1] . Our problem is to minimize total weighted tardiness on a single machine under the existence of sequencedependent setup times. According to the standard classification of scheduling problems, this problem is denoted by 1|s i j | ∑ w i T i .
For 1|s i j | ∑ w i T i , or, its unweighted version 1|s i j | ∑ T i , there are many studies on metaheuristics such as GA (Genetic Algorithm), SA (Simulated Annealing), TS (Tabu Search), ACO (Ant Colony Optimization), PSO (Particle Swarm Optimization), DE (Differential Evolution Algorithm), GRASP (Greedy Randomized Adaptive Search Procedure), VNS (Variable Neighborhood Search) and so on . In recent studies, effectiveness of algorithms for 1|s i j | ∑ w i T i is evaluated by 120 benchmark instances with 60 jobs, which were generated by Cicirello [8, 16] . Best solutions of the instances have been updated by several researchers and the latest are summarized in [28] . For 1|s i j | ∑ T i , the benchmark instances with 15, 25, 35 and 45 jobs by Rubin and Ragatz [2] and those with 55, 65, 75 and 85 jobs by Gagné et al. [7] play the same role.
There are also some studies on exact algorithms for 1|s i j | ∑ T i [29] [30] [31] , for the unweighted earliness-tardiness problem with a common duedate (1|s i j , d i = d| ∑(Ei + T i )) [32] , for the weighted earliness-tardiness problem with distinct duedates (1|s i j | ∑(Ei + T i )) [33] , and for the maximum tardiness problem [34] . Among them, Bigras et al. [31] succeeded in solving instances of 1|s i j | ∑ T i with up to 45 jobs, but it took more than 7 days for the hardest instance. Moreover, there has been no attempts so far to solve 1|s i j | ∑ w i T i optimally. Therefore, it is quite a challenging theme to solve this NP-hard combinatorial optimization problem.
This study proposes an exact algorithm for 1|s i j | ∑ w i T i . It is derived from the authors' previous ones [35, 36] for single-machine scheduling without setup times. These algorithms are based on the SSDP (Successive Sublimation Dynamic Programming) method [37, 38] . In [35, 36] it was shown that this framework is so effective that instances with 300 jobs of the total weighted tardiness problem (1|| ∑ w i T i ) can be solved optimally. However, the framework is not so efficient for 1|s i j | ∑ w i T i as for the problems in [35, 36] because a tight lower bound is harder to obtain due to the existence of sequence-dependent setup times. Therefore, a branching scheme is integrated into it to suppress memory usage, which is the bottleneck of the framework. It will be demonstrated that this algorithm can solve all the 1|s i j | ∑ w i T i instances by Cicirello, all the 1|s i j | ∑ T i instances by Rubin and Ragatz, and almost all of the 1|s i j | ∑ T i instances by Gagné et al. Although it is still time-consuming to solve some instances, the optimal objective values enable us an absolute (and not relative) performance evaluation of the existing and developing metaheuristic approaches.
The remainder of this paper is organized as follows. In Section 2, the problem is formulated as a constrained shortest path problem. Next, in Section 3, an exact algorithm is constructed based on our previous ones, and in Section 4, it is applied to the 1|s i j | ∑ w i T i instances. Then, in Section 5, the algorithm is improved to solve the unsolved instances, and in Section 6, the improved algorithm is applied to the remaining instances. Finally, Section 7 summarizes this study.
Problem description and formulation
Consider that a given set of n jobs N = {1, . . . , n} are to be processed without preemption on a machine that can process at most one job at a time. Job i (i ∈ N ) has a processing time p i > 0, a duedate d i ≥ 0 and a weight for tardiness w i ≥ 0. A setup time s i j ≥ 0 is given for every pair of jobs i and j, and s i j is required before processing job j if job i is an immediate predecessor of job j. A setup time s 0 j ≥ 0 is required even when job j is the first job on the machine. All the processing times, duedates, weights and setup times are assumed to be integers.
Let us define the cost function f i (t) of job i by
Then, the objective of our problem is to find an optimal schedule that minimizes the total cost ∑ i∈N f i (C i ), where C i denotes the completion time of job i. Since f i (t) is a nondecreasing function of t, we only need to consider schedules without idle time. In other words, a job should be started immediately when it can be started, after the preceding job is finished and then the required setup is finished. Therefore, job completion times can be assumed to be integral without loss of optimality because all the processing times and the setup times are integral. In addition, the optimal objective value can also be assumed to be integral. Next, to make our problem more tractable, it is converted to a constrained shortest path problem on an acyclic directed graph G = (V, A,W ). Roughly speaking, this is done by assigning one node v it to the completion of job i ∈ N at t = p i , p i + 1, . . . , T max , where T max denotes the maximum makespan over all feasible schedules. Let us define a node set V by
Here, v 00 and v n+1,T max denote the source and sink nodes, respectively. We also define an arc set A by
where T min is the minimum makespan over all feasible schedules. The length W (e) of an arc e ∈ A is given by
Then, our problem, which is referred to as (P), is equivalent to the shortest path problem from v 00 to v n+1,T max on G under the constraint that v it should be visited exactly once for any i ∈ N . Indeed, the length of a shortest path is identical to the minimum total weighted tardiness and v it visited in the path corresponds to the completion of job i at t in an optimal solution. The problem to obtain the exact values of T min and T max is equivalent to the asymmetric traveling salesman problem [1] and hence is not easy to solve optimally. Therefore, we compute a lower bound of T min and an upper bound of T max by solving the following assignment relaxation problems and regard them as T min and T max , respectively.
∑ 0≤ j≤n j =i
s.t. (10), (11), (12).
These problems can be polynomially solved by, for example, the Hungarian method [39] . Let P denote a set of nodes visited in a path from v 00 to v n+1,T max on the network G. In the following, the path corresponding to P is referred to as "path P" for simplicity. Let L(P) denote the length of a path P, which is defined by
Then, the constraints in our problem that v it should be visited exactly once in a path P for any i ∈ N can be written as
If we denote by Q, the set of all feasible paths satisfying (15) , our problem (P) can be formulated as follows.
Proposed Algorithm
In our previous studies [35, 36] , exact algorithms for the single-machine problem without setup times were proposed based on the SSDP method [37, 38] . In these algorithms, we start from a Lagrangian relaxation of the original problem and then constraints are successively added to it until the gap between lower and upper bounds vanishes. Since the relaxation is solved by dynamic programming, it is inevitable that the number of dynamic programming states increases as the number of added constraints increases. To suppress it, unnecessary dynamic programming states are eliminated in the course of the algorithm.
One of the primary differences between the problem in this study and the problems in [35, 36] is that constraints derived from the dominance of adjacent pairs of jobs [40, 35] cannot be imposed on the relaxations. These constraints are to restrict the processing order of adjacent pairs of jobs i and j, by checking their costs when sequenced as i → j and as j → i, respectively. However, it relies on the fact that interchanging jobs i and j does not affect the other jobs, which is not true for 1|s i j | ∑ w i T i because of the existence of sequence-dependent setup times. Since these constraints are very much effective for both improving the lower bound and reducing computation time, we cannot expect that the framework in [35, 36] works for 1|s i j | ∑ w i T i as efficiently as for the problems without setup times. Nonetheless, a simple extension of our algorithm can solve most of the benchmark instances, although further improvements are necessary to solve the remaining instances. In the following, we will first give the Lagrangian relaxation and the constraints to be added. Next, how to reduce the size of the network, which corresponds to the elimination of dynamic programming states, will be stated briefly. Then, a heuristic algorithm to obtain a tight upper bound will be constructed. Finally, we will explain our algorithm.
Lagrangian Relaxation
To obtain a lower bound of (P), the violation of the constraints (15) is penalized by Lagrangian multipliers µ i (i ∈ N ). This relaxation is denoted by (LR 1 ). In (LR 1 ), the length of a path P is given by
It implies that (LR 1 ) for a fixed set of multipliers is equivalent to find the unconstrained shortest path from v 00 to v n+1,
(LR 1 ) can be solved by dynamic programming. In the forward dynamic programming, the length of a path from v 00 to every other node v it ∈ V \ {v 00 } is computed recursively by increasing t. This computation can be done in O(n) time for one node because the number of incoming arcs to a node (except v n+1,T max ) is at most n − 1. Since there are at most O(nT max ) nodes, the time complexity of the dynamic programming is given by O(n 2 T max ). If we note that each arc is checked only once, the time complexity is given simply by O(|A|) (clearly, the number of arcs is O(n 2 T max )). As a matter of fact, the backward dynamic programming can be performed with the same time complexity.
To improve the lower bound obtained by this relaxation, the following two types of constraints are imposed on it. The first are on successively visited nodes on a path, which are described by For any i ∈ N , nodes corresponding to job i, i.e. v it , should not be visited more than once in any k + 1 (k ≥ 2) successive nodes in a path.
These correspond to the k-cycle elimination constraints that often appear in routing problems (e.g. [41] ). It should also be noted that this type of constraint is also utilized in the exact algorithm for 1|s i j | ∑ T i by Bigras et al. [31] . The set of P satisfying the constraints is denoted by Q k and the problem to find the shortest path in Q k on G is denoted by (LR k ). This problem can be solved by dynamic programming in O(n k T max ) time [35] . Unlike the relaxations of the problems without sequence-dependent setup times for which the time complexities of (LR 1 ) and (LR 2 ) differ, they are the same due to the existence of sequence-dependent setup times. Therefore, only (LR 2 ), whose time complexity is O(n 2 T max ) or O(|A|), is employed in this paper.
The second are the relaxed constraints (15) and some of them are recovered to
Next, the node set V m is defined by
where 0 m and 1 m denote m-dimensional vectors whose elements are all zero and all one, respectively. The arc set A m is defined by
Then, (LR m 2 ) is equivalent to the shortest path problem from v 0 m 00 to v 1 m n+1,T max on G m under the 2-cycle elimination constraints. The time complexity of this problem is O(n 2 2 m T max ) [35] . It can also be given by O(|A m |).
Network reduction
The primary bottleneck of the algorithm is heavy memory usage for storing the network structure (dynamic programming states). To reduce it, unnecessary nodes and arcs are removed from the network. Since the time complexities of (LR 2 ) and (LR m 2 ) are given by O(|A|) and O(|A m |), respectively, this network reduction also enables us to reduce the computation time. All the techniques in [36] are exploited except the one based on the dominance check that is inapplicable to our problem. It is because this reduction also requires that interchanging jobs does not affect the other jobs as the constraints on adjacent pairs of jobs described in the top of this section.
Network reduction by an upper bound
In this network reduction [38] , a lower bound of the length of paths that pass through a node (an arc) is computed and the node (resp. the arc) is removed from the network if it is greater than or equal to an upper bound of the path length. This lower bound can be computed by applying dynamic programming in both forward and backward manners when the shortest path problem on the network is solved.
Network reduction by constraint propagation
The constraint propagation technique is applicable to reduce the size of the network. Several consistency tests have been proposed so far [42] and their extensions to the problem with setup times were also proposed [43, 44] . However, we simply apply the same consistency tests exploited in [36] by assuming the processing time of job i to be p i = p i + min 0≤ j≤n s ji .
Network reduction by node compression
When the network structure is stored, successive nodes are compressed into one super-node. This contributes to improving a lower bound as well as reducing memory usage [36] . In [36] , a maximum of four successive nodes are compressed into one super-node, while a maximum of six are in the proposed algorithm.
Upper bound computation
It is crucial to obtain a good upper bound for the algorithm because the efficiency of the network reduction in 3.2.1 highly depends on the tightness of an upper bound. To compute such an upper bound, a solution of a Lagrangian relaxation is converted to a feasible one by first removing duplicated jobs and next adding the unprocessed jobs greedily as in [36] . Then, it is improved by a local search. As this local search, the enhanced dynasearch [45, 46] and its extension to the problem with idle times [47] were employed in [35] and [36] , respectively. Following these, we adopt the (extended) dynasearch in the proposed algorithm.
The dynasearch is a local search algorithm that adopts the dynasearch swap neighborhood, This neighborhood is defined by a set of solutions generated by applying pairwise interchanges (PIs) to the original solution. The number of these PIs is not restricted, but they should not intersect with each other. The primary advantage of this neighborhood is that the best solution in the neighborhood can be obtained in polynomial time for the problem without setup times nor idle time, although the neighborhood is composed of an exponential number of solutions. An extension of the dynasearch to the problem with sequence-dependent setup times is already proposed in [47] . Let us denote the current solution (job sequence) by σ (1), σ (2), . . ., σ (n) and let σ (0) = 0. Then, the recurrence equations of the dynamic programming to obtain the best solution in the dynasearch swap neighborhood are given as follows.
where the best objective value is min T min ≤t≤T max min 1≤i≤n F(n, i,t). Here, s ii = 0,
and σ ki ( j) is defined by
Since this recursion takes O(n 4 T max ) time (O(n 3 T max ) time even if the method in [48] is applied), it is a little too slow. Therefore, we propose a simpler extension where the modified dynasearch swap neighborhood is employed. On this neighborhood, an additional constraint is imposed that each PI should be separated by at least one job. For example, 4,2,3,1,7,6,5,8 belongs to the dynasearch swap neighborhood of 1,2,3,4,5,6,7,8, but does not to the modified dynasearch swap neighborhood. On the other hand, 4,2,3,1,5,8,7,6 belongs to both the neighborhoods because the PIs (1 ↔ 4 and 6 ↔ 8) are separated by job 5. Let us assume that the (n + 1)-th job in the current solution is a dummy job n + 1 (σ (n + 1) = n + 1) such that p n+1 = 0, f n+1 (t) ≡ 0, and s i,n+1 = 0 for any i. Then, the best solution in the modified dynasearch swap neighborhood is given by min T min ≤t≤T max F (n + 1,t), 
and
) .
It follows that the time complexity reduces to O(n 3 T max ) although the neighborhood becomes smaller. To compensate the smaller neighborhood size, we introduce several new operators as well as EBSR (Extraction and Backward Shifted Reinsertion) and EFSR (Extraction and Forward Shifted Reinsertion) [49] in the enhanced dynasearch [46] , and twist in [48] . These new operators, PI 2 , EBSR 2 , EFSR 2 and BI (Block Interchange), are defined as in Figure 1 . Preliminary experiments showed that this extension can obtain better solutions in shorter time than the direct extension in [47] .
Outline of the Algorithm
Now, our proposed algorithm is summarized. The algorithm is composed of two stages. In the first stage, Lagrangian multipliers µ i (1 ∈ N ) are adjusted for (LR 2 ). Next, in the second stage, (LR m 2 ) is solved by increasing m.
Stage 1
An initial upper bound UB is computed by applying the dynasearch in 3.3 to a greedily obtained job sequence. The conjugate subgradient algorithm [50, 51] is applied to adjust Lagrangian multipliers of (LR 2 ). More specifically, the Lagrangian multipliers at the (k + 1)th iteration, µ µ µ (k+1) , are calculated by
where
and γ (k) is the step size parameter, which is controlled as in [36] . In the course of the algorithm, upper bounds are computed by the method in 3.3 and the best upper bound UB is updated if necessary. The network reduction in 3.2.1 is performed every time when the best lower bound or UB is updated. If UB − LB (k) < 1, the algorithm is terminated without entering Stage 2. The obtained multipliers and best lower bound in this stage are denoted by µ stage1 and LB stage1 , respectively.
Stage 2
We repeat Subprocedure(UB tent ) with UB tent increased by ∆ from LB stage1 until UB tent = UB (UB tent is rounded off to the nearest integer). Here, ∆ is a parameter to determine the increment size of the tentative upper bound UB tent . Subprocedure(UB tent ):
(0) Let M := / 0 and LB := LB stage1 .
(1) Add a maximum of three jobs to M from N \ M , and (LR m ) for µ stage1 (m = |M |) is solved by forward or backward dynamic programming in turns to compute the lower bound LB. All the network reduction techniques in 3.2 are performed, where UB tent is used instead of UB for the network reduction in 3.2.1.
(2) A new upper bound is searched for by the method in 3.3 if the best lower bound is updated. Update UB and UB tent if they are dominated by it.
(3) Stop if UB tent − LB < 1. Otherwise, go to (1).
Numerical Experiments I
In this section, the proposed algorithm is applied to the benchmark instances of 1|s i j | ∑ w i T i by Cicirello [8, 16] 1 . In these instances with 60 jobs, processing times p i are generated from the integer uniform distribution between 50 and 150, and the weights w i from the integer uniform distribution between 0 and 10. The duedates d i and the setup times s i j are generated from integer uniform distributions by changing three parameters. The first is on the tightness of the duedates and there are three settings: "loose", "moderate" and "tight". The second is on the duedate range and has two settings: "loose" and "tight". The last is on the setup times and has two settings: "mild" and "severe." For every 12 combinations of the settings, 10 instances were generated. Therefore, the set consists of 120 instances.
The algorithm is coded in C (gcc) and we run it on a desktop computer with an Intel Core i7 980X Extreme Edition CPU (3.33GHz) and 24GB RAM. The maximum memory size for storing the network structure is restricted to 512MB. The parameter ∆ in Stage 2 of the algorithm is set to 0.01UB by some preliminary experiments.
Before applying our proposed algorithm, the problem was formulated by a mixed-integer programming problem as in Appendix A and a general-purpose MIP solver, IBM ILOG CPLEX 12.1, was applied to 24 instances (Nos. 1, 6, . . ., 116) out of the 120 instances. However, no instance could be solved within one day. This fact validates the necessity of constructing an exact algorithm for this problem.
Tables 1 and 2 summarize the results of our algorithm for the instances Nos. 41-120 ("moderate duedates" and "tight duedates"). In these tables, the optimal objective values and CPU times are given together with the best known objective values summarized in [28] . From these tables, we can see that optimal solutions are obtained for all the 80 instances in at most 320 seconds. It is also revealed that the current best objective values are already optimal for 62 out of 80 instances, but those for the two instances Nos. 69 and 116, which were given in [17] , turned out to be incorrect. We verified that the solutions sent to us from the corresponding author of [17] do not yield the objective values in [17] . It seems that corrupted instance data was used in [17] .
For the instances Nos. 1-40 ("loose duedates"), the conjugate subgradient algorithm in Stage 1 did not work well for adjusting Lagrangian multipliers and hence failed in obtaining good lower bounds. Therefore, the algorithm was terminated due to shortage of memory without finding optimal solutions except for the 17 instances. For these instances (Nos. 12, 21, 22, 23, 25, 26, 28, 29, 31, 32, 33, 34, 35, 36, 38, 39, 40) zero (and hence obviously optimal) solutions are obtained as initial upper bounds.
Improvement of the Algorithm
As described in the preceding section, 23 instances with "loose duedates" could not be solved by the proposed method due to shortage of memory. To solve them, the algorithm is improved so that a good lower bound is obtained in Stage 1 and that memory usage is reduced as much as possible. 
Removal of Zero Cost Jobs
In the Cicirello's benchmark instances, some jobs has the zero tardiness weight (w i = 0). These jobs are removed as far as the problem structure is kept unchanged.
If job i with w i = 0 satisfies
it can be moved to the last position in any solution without increasing the objective value. Hence we can ignore such a job without loss of optimality and the proposed algorithm is applied to the remaining jobs. This makes the the problem smaller and thus easier to solve. Please note that (40) should always be satisfied from a practical point of view. Indeed, it is quite often the case for the problem with sequence-dependent setup times to assume that the triangle inequality
holds, which yields (40) . However, some jobs in the Cicirello's benchmark instances break (40) and zero weight jobs cannot always be removed.
Column Generation
To avoid the failure in adjusting Lagrangian multipliers in Stage 1, the column generation algorithm is applied instead of the conjugate subgradient algorithm.
More specifically, multipliers are updated by solving the following problem.
where P (0) is the path corresponding to the initial upper bound. It is terminated if P (k) satisfies
Since this solves the Lagrangian dual corresponding to (LR 2 ) optimally, we can obtain the best Lagrangian multipliers that maximize the lower bound. The problem (42)-(43) is written in the form of the cutting plane algorithm, but its dual is actually solved in the proposed algorithm. Therefore, we refer to it as column generation here. In this column generation algorithm, the dual stabilization technique in [52] is employed to speed up the convergence.
Iterated Dynasearch
To obtain a better upper bound, the modified dynasearch in 3.3 is employed in the framework of the iterated local search as in [45] . In this search, a locally optimal solution obtained by the dynasearch is perturbed by applying random pairwise interchanges α times (this is called "kick") and then the dynasearch is applied again. For every β applications of the dynasearch, the current locally optimal solution is replaced by the best solution obtained so far (this is called "backtrack") and it is perturbed by the kick. These iterations are terminated after γ applications of the dynasearch. In our algorithm, α, β and γ are set to 3, 2 and 100, respectively, by some preliminary experiments.
Interval Branching
It is true that the two improvements in the preceding subsections improve the algorithm to some extent, but the algorithm still terminates in Stage 2 due to shortage of memory. Therefore, we integrate a branching strategy into Stage 2.
If shortage of memory occurs in Subprocedure(UB tent ), branching is performed by dividing the time window of a job into two intervals. For example, assume that the completion time of job 1 belongs to the interval [a 1 , d 1 ]. That is,
where V O is the node set of the network G at the start of Stage 2. Then, we calculate c 1 so that
is satisfied. In other words, the numbers of the occurrences of job 1 in the intervals The job with the largest number of occurrences in G is selected first and two jobs are selected at once. Hence four networks are generated at the first level of the search tree. This branching is performed recursively when Subprocedure(UB tent ) is terminated due to shortage of memory. For one value of UB tent , the maximum depth of the search tree is recorded and it is used for the next value of UB tent . If, for example, the maximum depth is two for one value of UB tent , 16 networks (corresponding to four selected jobs) are generated from the start for the next value of UB tent .
Numerical Experiments II
The improved algorithm is applied to the Cicirello's instances Nos. 1-40 ("loose duedates"). To solve the dual of (42)- (43) in the column generation algorithm, lpsolve [53] is used. Since shortage of memory occurs in Stage 2, three settings of the maximum memory size are considered: 512MB, 2GB and 20GB. For the instances with LB stage1 = 0, ∆ in Stage 2 is set to 1 to concentrate on finding a solution with the zero objective value.
The results are summarized in Table 3 . For instances Nos. 18 and 24, we gave up applying the algorithm with 512MB or 2GB memory size because the search tree became too deep in Stage 2. Although it took too long CPU times for the two (2 weeks and 1 month, respectively, even with 20GB memory size), all the instances were solved optimally. Again, the best objective value for the instance No. 6 given in [17] turned out to be incorrect. It seems that the instances with loose duedates are hard also for the existing metaheuristic approaches because no optimal solutions are obtained by them except for those with the zero optimal objective value. The CPU time can decrease by increasing the memory size for those instances where shortage of memory occurs and hence branching should be performed in Stage 2 (eg. No. 11). However, it is observed that the CPU time rather increased for some instances (eg. No. 17) . This is because the CPU time also depends on when a good upper bound is obtained in the course of the algorithm. For the instances, the algorithm with a smaller memory size happened to find a good upper bound earlier.
Next, the improved algorithm is applied to the instances of 1|s i j | ∑ T i . Two sets of instances are used here: the set of instances with 15, 25, 35 and 45 jobs in [2] 2 and that with 55, 65, 75 and 85 jobs in [7] 3 . Hereafter, these are referred to as Rubin's instances and Gagné's instances, respectively.
The results are summarized in Tables 4 and 5 . In Table 4 , the shorter CPU times of the two branch-and-bound algorithms by Bigras et al. [31] are also presented for comparison. For prob603, the CPU time of a general MILP solver (CPLEX) reported in [31] is given because those of the branch-and-bound algorithms were not reported in [31] . Please note that the computer in this study is 2 or 2.5 times as fast as a 3.4GHz Pentium4 computer in [31] . Nevertheless, from Table 4 we can verify that our algorithm is much faster for the instances with 25 jobs or more, except prob705, even if the difference of the CPU speed is taken into account. Larger instances with n ≥ 55 can be solved by the proposed algorithm as in Table 5 except prob851 and prob855. The instance prob751 could be solved optimally by the algorithm with 20GB memory size, but the two instances could not be. However, the best objective values of these instances would be almost optimal because the algorithm ensured that optimal objective values of prob851 and prob855 are not better than 357 and 254, respectively.
Conclusion
In this study we proposed an exact algorithm for the single-machine total weighted tardiness problem with sequence-dependent setup times based on our previous algorithms for the problem without setup times. Then, the proposed algorithm was applied to well-known benchmark instances and almost all of them were optimally solved. To the best of the authors' knowledge, this is the first attempt to solve the Cicirello's instances and the Gagné's instances optimally. However, it still takes a very long computation time. To reduce it, we should improve the lower bound by, for example, introducing effective cuts such as those proposed in [52] . It is left for future research.
[52] Pessoa A, Uchoa E, Poggi de Aragǎo M, Rodrigues R. Exact algorithm over an arc-time-indexed formulation for parallel machine scheduling problems, Mathematical Programming Computation 2010;2:259-290.
[53] lpsolve: http://sourceforge.net/projects/lpsolve.
Appendix A. Naive Mixed-Integer Programming Formulation
Our problem is formulated as the following mixed-integer programming problem to apply a general-purpose MIP solver:
where y i j is a binary decision variable such that y i j = 1 if and only if job j is the immediate successor of job i. In addition, M is a sufficiently large integer and is chosen as M = T max . 
