The Object-Oriented (OO) 
Introduction
In software engineering, many methodologies have been proposed to capture real-world problems into manageable segments, which can be communicated, modeled and developed into error-free maintainable software modules/systems. Similarly, in the case of data models, the main objective of conceptual models is to define real-world objects and their relationships in such a way that they represent meaningful units of information with respect to the semantics of the domain in question [1] [2] [3] . These models span from early data centered models (e.g. ER/DFD) [4, 5] to the modern Object-Oriented (OO) models [1, 3] , where a software system is modeled at varying levels of abstractions.
Since the introduction of eXtensible Markup Language (XML) [6] , it is fast emerging as the dominant standard for storing, describing and interchanging data among various Enterprises Information Systems (EIS) and heterogeneous databases. In combination with XML Schema [7] , which provides rich facilities for constraining and defining XML content, XML provides the ideal platform and the flexibility for capturing and representing complex EIS data formats.
OO conceptual models have the power in describing and modeling real-world data semantics and their inter-relationships in a form that is precise and comprehensible to users [1, 3] . Yet, OO modeling languages (such as UML) provide insufficient modeling constructs for utilizing XML schema based data descriptions and constraints, while XML Schema lacks the ability to provide higher levels of abstraction (such as conceptual models) that are easily understood by humans. In addition, existing OO paradigm and modeling languages provide minimal or no semantics to capture abstract view formalisms [8] [9] [10] [11] [12] (at the conceptual and logical levels) and the existing XML technology standards have no support for concrete view formalisms [9, 13] . To tackle this issue, in our work, we have proposed to extend the concept of semistructured XML view with conceptual and schemata notions [14] , so that it can be applied in modeling and designing complex, large-scale EIS such as XML document warehouses [15, 16] , web and e-commerce systems and Semantic Web/Ontology views [17] .
In this paper, we present a systematic way of constructing conceptual views [8] using conceptual operators. Note that the intension of this paper is neither to propose a new view standard for XML nor extensions to XML query languages. Rather, we focus on providing XML view mechanism at the conceptual, schema, and document levels by means of OO conceptual modeling and view definition using conceptual operators.
The rest of this paper is organized as follows. In section 2, we review early work done in view related domains, followed by the introduction of our layered view model in section 3. In section 4, we provide a formal introduction to conceptual operators, followed by a practical walkthrough of the view model using an illustrative case study in section 5. Section 6 discusses the transformation between the conceptual operators and the language specific query expressions. We conclude the paper and outline future work in section 7.
Related Work
Here we first briefly look at some of the view models available today and some of the proposals for new view mechanisms supporting semi-structured data, namely XML, RDF and OWL and view constraint specification. A detailed, comprehensive discussion on view models can be found in [17] .
We can group the existing view models into three categories, namely; (a) classical (namely relational) views, (b) OO view models, (c) semi-structured (namely XML) view models and (d) views for SW. Early view models includes relational [4, 18] and OO [19, 20] . An extensive set of literature can be found in both academic and industry forums in relation to various view related issues such as (i) models, (ii) design, (iii) performance, (iv) automation and (v) turning/refinement, mainly supporting the 2-Es; data Extraction and Elaboration (with and some research directions towards 3-Es, i.e. 2-Es and data Extension).
Since the emergence XML [21] , the need for semistructured data models that have to be independent of the fixed data models and data access, violates fundamental properties of classical data models. Many researchers attempted to solve semi-structured data issues by using graph based [22] and/or semistructured data models [23, 24] . Again, the actual view definitions are only available at the lower level of the implementation and not at the conceptual and/or logical level [17] . One of the early discussion on XML views was by Serge Abiteboul [13] and later more formally by Sophie Cluet et al. [25] . They proposed a declarative notion of XML views. Abiteboul et al. pointed out that, a view for XML, unlike classical views, should do more than just providing different presentation of underlying data [13] . These concepts, which are implemented in the Xyleme project [26] , provide one of the most comprehensive mechanisms to construct an XML view to-date. But, in relation to conceptual modeling, these view concepts provide no support. Other view models for XML include; (a) the MIX (Mediation of Information using XML) view system [27, 28] and (b) an intuitive view model for XML using Object-Relationship-Attribute model for Semi-Structured data (ORA-SS) [9] . This is one of the first view model that supports some of abstraction above the data language level.
In related work in Semantic Web (SW) [29] paradigm, some work has been done in views for SW [12, 30] , where the authors proposed a view formalism for RDF document with support for RDF [31] schema (using a RDF schema supported query language called RDQL [32] ). This is one of the early works focused purely on RDF/SW paradigm and has sufficient support for logical modeling of RDF views. The extension of this work (and other related projects) can be found at [33] . In related area of research, the authors of the work propose a logical view formalism for ontology [10] with limited support for conceptual extensions, where materialized ontology views are derived from conceptual/abstract view extensions. Another area that is currently under development is the view formalism [34] for SW Meta languages such as OWL [35] , namely views for OWL in the "User Oriented Hybrid Ontology Development Environments" [36] project.
The Layered View Model
Our Layered View Model is comprised of three different levels of abstraction, namely, conceptual level, logical or schema level, and document or instance level. Our XML view study is based on the postulates 1 and 2, about the real world.
Postulate 1: The term context refers to the domain that interests an organization as a whole. It is more than a measure, and implies a meaningful collection of objects, relationships among these objects, as well as some constraints associated with the objects and their relationships, which are relevant to its applications.
Postulate 2: The term view refers to a certain perspective of the context that makes sense to one or more stakeholders of the organization or an organization unit at a given point in time.
Conceptual Level
The top conceptual level describes the structure and semantics of views in a way which is more comprehensible to human users. It hides the details of view implementation and concentrates on describing objects, relationships among the objects, as well as the associated constraints upon the objects and relationships. This level can be modeled using some well-established modeling language such as UML, or our developed XML-specific XSemantic Net [37] [38] [39] , etc. Thus, the modeling primitives include object, attribute, relationship, and constraint. The output of this level is a well-defined valid conceptual model in UML, XSemantic Net, or even OMG's MOF (MetaObject-Factory), which can be either visual (such as UML class diagrams) or textual (in the case of XMI models). 
Logical/Schema Level
The middle scheme level describes the schema of views for the view implementation, using the XML Schema definition language. Views at the conceptual level are mapped into the views at the schema level via the schemata transformation mechanism developed in previous works such as [39] [40] [41] [42] . The output of this level will be in either textual (such as XML Schema language) or some visual notations that comply from the schema language (such as graph). In our previous works such as [14, 38, 43] , we have shown how conceptual views (captured either in UML/OCL or XSemantic nets) are mapped to XML Schema. This includes mapping UML (view specific) stereotypes, constraints (both UML and XSemantic nets) and constructional constructs (such as bag, set, list etc.) to XML Schema.
Document/Instance Level
In the layered view model, the bottom layer; the instance level, implies a fragment of instantiated XML data, which conforms to the corresponding view schema defined at the upper level. Here, the conceptual operators are mapped to query expressions (e.g. XQuery), which are syntax specific. 
Query

Conceptual Operators
Context is presented in UML using modeling primitives like object, attribute, relationship and constraint in this study. To enable the construction of a valid conceptual view from a context, we introduce the notion of conceptual operator . These conceptual level operators are comparable to relational operator in the relational model, but they operate on conceptual level objects and relationships.
Conceptual operators are grouped into set operators, namely union, difference, intersection, Cartesian product and unary operators namely projection, rename, restructure, selection and joins, and can facilitate systematic construction of conceptual views from context. These conceptual operators can be easily transformed into query segments, user-defined functions and/or procedures for implementation. By doing so, they help the modeler to capture view construct at the abstract level without knowing or worrying about query/language syntax. The set of binary and unary operators provided here is a complete or basic set; i.e. other operators, such as division operator and compression operator [17] can be derived from these basic set of operators.
Conceptual Binary Operators
The conceptual set operators are binary operators that take in two operands produces a result set. The following algebraic operators are defined for manipulation of CO collection sets. A CO collection set can be represented in UML, XSemantic nets or other high-level modeling languages.
Let be two set of objects, ( C 
Conceptual Unary Operators
We propose four unary conceptual operators to construct conceptual views without loss of CO semantic that are represented in the model. The four conceptual operators are projection, selection, rename, and restruct(ure). Note: The operators presented above are referred to as extended or non-restive basic set, as many secondary operators (e.g. DIVISION and restrictive operators [17] for Ontology extraction) can be derived by combining one or more of these binary and unary operators.
A Practical Walkthrough
To help illustrate our concepts, in this section, we conduct a real-world case study in a fictitious global (Fig. 1) . The e-Sol Inc. aims to provide logistics, warehouse, and cold storage space for its global customers and collaborative partners. Some real-world applications of such company, its operations and IT infrastructure can be found in [45] [46] [47] . Here, we only use a subsystem of the e-Sol, the Warehouse Management System (WMS). In WMS (Fig. 2) , customers book/reserve warehouse and cold storage space for their goods. They send in a request to warehouse staff via fax, email, or phone, and depending on warehouse capacity and customers' grade (individual, company or collaborative partner), they get a booking confirmation and a price quote. When the goods physically arrive at the warehouse, they are stamped, sorted, assigned lots numbers and entered into the warehouse database (in Lots-Master). From that day onwards, customers get regular invoices for payments. In addition, customers can ask the warehouse to handle partial sales of their goods to other warehouse customers (updates LotsMovement and Goods-Transfer), sales to overseas (handled by LMS) or take out the goods in full or in partial (Lots-Movement). Also customer can check, monitor their lots, buy/sell lots and pay orders via an eCommerce system called e-WMS.
Example 1: Context (in Fig. 2 ), "staff", "order", and "customer" can be some of the context examples in the e-Sol system.
Example 2: Conceptual views, for example, "processed-order" and "overdue-order" are two contrasting views in the context of "order" of the eSol system.
Example 3: In Fig. 2 , "Warehouse-Manager" is a valid XML conceptual view, named in the context of "Staff". Its constructed using the conceptual SELECT (see Section 4.2) operator, which can be shown as;
warehouse-Staff.Role="manager" (Core-Users).
Example 4:
If a new domain requirement exists to add new conceptual view "Management-Memo" send to all "Warehouse-Manager", we can do that using 
Transformation of Conceptual Operators to Query Expressions
An XML instance view is an instantiated imaginary XML document which conforms to the XML schema view defined at the schema level. An instance view can be used for many purposes such as database views, materialised semantic Web-views, etc., and can be generated from simple projection of selected document tags to provide dynamic window into complex heterogenous documents.
XML instance views can be constructed via a native XML query language or some specific algorithms such as Ontology Extraction Methodology (OEM) [10, 17] , which can be achieved by the transformation of conceptual operators , defined at the conceptual level into a language-specific query fragment , say FLWOR expressions in XQuery [48] , SQL 2003 [49] or OEM etc. In a related work [17] , the authors have shown how conceptual operators can be transformed into Ontology extraction algorithms.
Query
Here, we choose XQuery as document view constructor as it is gaining momentum as the language of choice for XML databases and repositories. It is a functional language [50] and its functionalities are comparable to early/mid SQL standards (in the relational model). In addition it is well-suited for our purpose better than other XML query languages (such as XPath or XSLT) as; (a) XQuery is easy to read and write in comparison XPath and XSLT, (b) in direct contrast to XQuery's powerful For-Let-Where-OrderReturn (FLWOR) expression, XPath/XSLT are purely presentation oriented, (c) XQuery provides UserDefined Functions (UDF) and variable binding and (d) XQuery support XML Schema. Example 6: As described in Examples 3 and 8, the conceptual view operators of the view "WarehouseManager" can be mapped to the document view construct (XQuery expression) as shown below in the code segment. 
Conclusion and Future Work
In this paper, we presented a view formalism with conceptual and schema extensions with illustrated case study examples. We also presented a detailed discussion on mapping conceptual operators to query language specific expressions (namely XQuery) at the document level.
For future work, some further issues deserve investigation. First, the investigation of a formal transformation methodology between conceptual operators and the query language expressions. Second, the automation of the mapping process between conceptual operators to various query language expressions (mainly XQuery).
Third, is the investigation into dynamic perspectives of the conceptual view formalism that can be applied to Semantic Web and web service domains.
