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Abstract
First part of this work is an overview of existing IDE tools that can be used
to edit the code and visualize the scene of graphics applications that use
GLSL shaders. The advantages and disadvantages of the different tools will
be evaluated.
The second part of this work focuses on creating a GLSL editor. This new
tool will allow the user to easily create and visualize a new effect. User will
be able to create a scene using C# language and GLSL shaders in interactive
editor.
Abstrakt
U´kolem prvn´ı cˇa´sti te´to pra´ce je sezna´mit se s existuj´ıc´ımi vy´vojovy´mi pro-
strˇed´ımi pro u´pravu a vizualizaci GLSL shader˚u. Budou popsa´ny vy´hody a
nevy´hody jednotlivy´ch na´stroj˚u.
U´kolem druhe´ cˇa´sti te´to pra´ce je navrhnout GLSL editor, ktery´ bude
umozˇnˇovat uzˇivateli jednodusˇe vytvorˇit a zobrazit novy´ efekt. Uzˇivatel bude
moci sestavit sce´nu v jazyce C# za pouzˇit´ı GLSL shader˚u v interaktivn´ım
editoru.
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1 U´vod
C´ılem te´to diplomove´ pra´ce je vyvinout software, ktery´ p˚ujde jednodusˇe pou-
zˇ´ıt pro vy´voj efekt˚u pro graficke´ karty. Program mus´ı by´t schopen jednodusˇe
a pohodlneˇ umozˇnit programa´torovi inicializovat zdroje, sestavit sce´nu, spe-
cifikovat vykreslovac´ı smycˇku a napsat programovy´ ko´d shader˚u pro konecˇne´
vykreslen´ı. Programa´tor bude mı´t k dispozici mozˇnost upravovat program
vizualizacˇn´ı smycˇky v jazyce C#. Shadery bude programa´tor psa´t v jazyce
GLSL.
Teoreticka´ cˇa´st bude popsa´na v kapitole vysveˇtluj´ıc´ı za´klady graficke´ho
rˇeteˇzce a pouzˇ´ıva´n´ı OpenGL. Bude zde vysveˇtlena terminologie cele´ proble-
matiky a z´ıskane´ znalosti o funkci OpenGL programu˚ aplikujeme prˇi na´vrhu
editoru.
Soucˇa´st´ı pra´ce je da´le analy´za software, ktery´ se v soucˇasne´ dobeˇ mu˚zˇe
pouzˇ´ıt pro u´cˇely editace, testova´n´ı, ladeˇn´ı a vy´voj shader˚u. Bude zhodnocena
kvalita jednotlivy´ch programu˚ z hlediska zameˇrˇen´ı te´to pra´ce. V za´veˇru te´to
kapitoly bude shrnut´ı vlastnost´ı dany´ch programu˚ a bude vysveˇtleno, co by
bylo trˇeba udeˇlat le´pe nebo cˇ´ım by se dalo inspirovat.
V cˇa´sti programove´ realizace budou zhodnoceny neˇktere´ existuj´ıc´ı progra-
move´ komponenty a technologie, ktere´ mohou by´t pouzˇity prˇi implementaci.
Za´rovenˇ budou popsa´ny jednotlive´ vlastnosti vy´sledne´ aplikace a jejich im-
plementace.
V prˇ´ıloze bude vysveˇtlena pra´ce s vy´sledny´m programem na prˇipraveny´ch
uka´zkovy´ch u´loha´ch.
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2 Graficky´ rˇeˇteˇzec
Prˇi vyuzˇ´ıva´n´ı fixn´ı funkcionality graficke´ho rˇeteˇzce je teˇzˇke´ dosa´hnout pokro-
cˇilejˇs´ıch efekt˚u. Bud’ je trˇeba cˇasto prˇep´ınat stavy, nebo je nutne´ vyvinout
novy´ hardware, ktery´ doka´zˇe dany´ efekt prove´st. S t´ım se vsˇak va´zˇ´ı pro-
ble´my s nekompatibilitou r˚uzny´ch graficky´ch karet. Nav´ıc nar˚usta´ neu´meˇrneˇ
komplexita cele´ho rˇeteˇzce. Velmi cˇasto nen´ı mozˇne´ dosa´hnout urcˇite´ kvality
pozˇadovany´ch efekt˚u nebo dokonce nemu˚zˇeme zobrazen´ı dany´ch efekt˚u do-
sa´hnout v˚ubec.
Trendem modern´ı doby prˇi programova´n´ı graficky´ch aplikac´ı je vymeˇnit
fixn´ı funkcionalitu graficke´ho rˇeteˇzce a nahradit ji za programovatelne´ sha-
dery. Vy´hody vyply´vaj´ı z toho, zˇe u programovatelny´ch graficky´ch karet je
mozˇne´ popsat mnohem slozˇiteˇjˇs´ı a rozmaniteˇjˇs´ı efekty, nezˇ v prˇ´ıpadeˇ fixn´ı
funkcionality.
Nejcˇasteˇjˇs´ı a nejjednodusˇsˇ´ı vyuzˇit´ı je prˇi zpracova´n´ı vrchol˚u prˇicha´zej´ıc´ıch
na vstupu graficke´ho rˇeteˇzce (transformace pozic jednotlivy´ch bod˚u) a zpra-
cova´n´ı fragment˚u, ktere´ jsou vy´stupem z rasterize´ru. Aplikacˇn´ı programa´-
torˇi mohou vyja´drˇit programovy´m ko´dem, jak se budou primitiva (vrcholy,
fragmenty, nebo jina´) zpracova´vat v programovatelny´ch bodech graficke´ho
rˇeteˇzce. Jednotlive´ programy, ktere´ se p´ıˇs´ı pro programovatelne´ procesory
zmı´neˇny´ch bod˚u, se nazy´vaj´ı shadery [1].
2.1 OpenGL
OpenGL je prostrˇed´ı pro vytva´rˇen´ı prˇenositelny´ch a interaktivn´ıch 2D cˇi 3D
graficky´ch aplikac´ı. OpenGL 1.0 bylo poprve´ vyda´no v roce 1992. OpenGL
se stalo jedn´ım z nejrozsˇ´ıˇreneˇjˇs´ıch API, ktere´ podporuje 2D a 3D graficke´
aplikace. Ekvivalent k OpenGL, ktery´ je pomeˇrneˇ rozsˇ´ıˇreny´, je DirectX, ktery´
se da´ pouzˇ´ıvat pouze na platforma´ch se syste´mem od Microsoftu.
OpenGL API je standardem v pr˚umyslu, neusta´le se vyv´ıj´ı a je stabiln´ı.
OpenGL aplikace mohou beˇzˇet na osobn´ıch PC, tak na prˇenosny´ch zarˇ´ızen´ıch.
Toto API je velmi dobrˇe zdokumentova´no: bylo publikova´no mnoho knih o
OpenGL a za´rovenˇ vyda´no mnoho prˇ´ıklad˚u, kde se toto API vyuzˇ´ıva´ [3].
Na obra´zku 2.1 je zna´zorneˇn graficky´ rˇeteˇzec. Ova´lne´ ra´mecˇky ukazuj´ı
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Vertex fetch
Geometry shader
Vertex shader Tessellation 
control shader
Fragment shader
Tessellation 
evaluation shader Primitive Generator
Rasterization
Frame buffer
operations
Obra´zek 2.1: Graficky´ rˇeteˇzec v OpenGL 4.3 [4]
cˇa´sti rˇeteˇzce, ktere´ jsou fixn´ı. Obde´ln´ıkove´ ra´mecˇky ukazuj´ı cˇa´sti rˇeteˇzce,
ktere´ jsou programovatelne´. Tyto programovatelne´ cˇa´sti spousˇteˇj´ı shadery,
ktere´ programa´tor poskytuje.
Shadery jsou neza´visle´ a daj´ı se kompilovat zvla´sˇt’. Program je pak mno-
zˇina shader˚u, ktere´ jsou kompilovane´ a spojene´ dohromady (te´to fa´zi se rˇ´ıka´
anglicky linking). OpenGL pouzˇ´ıva´ entry pointy pro manipulaci a komunikaci
s teˇmito programy.
2.2 GLSL jazyk
Jazyk GLSL byl navrzˇen proto, aby dal vy´voja´rˇ˚um mozˇnost psa´t prˇenositelne´
shadery, tedy bez specificky´ch instrukc´ı hardwaru pro r˚uzne´ graficke´ karty.
Existuje neˇkolik jazyk˚u pro shadery OpenGL, ale GLSL je jediny´, ktery´ je
cˇa´st´ı ja´dra OpenGL. Tento jazyk sd´ıl´ı model zastara´va´n´ı urcˇity´ch funkc´ı (de-
precation model).
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GLSL je zalozˇen na ANSI C. Prˇ´ıpady, kdy ma´ tento jazyk jine´ vlastnosti,
nastanou pouze tehdy, kdyzˇ by stejna´ funkcionalita ve skutecˇnosti snizˇo-
vala vy´kon takto napsane´ aplikace nebo jednoduchost implementace. Na roz-
d´ıl od implementace ANSI C byly prˇida´ny naprˇ´ıklad vektorove´ cˇi maticove´
typy (ktere´ jsou hardwaroveˇ podporova´ny). Byly pouzˇity i neˇktere´ mecha-
nismy z C++, jako naprˇ´ıklad prˇeteˇzˇova´n´ı funkc´ı na za´kladeˇ typu argumentu
a schopnost deklarovat promeˇnne´ kdekoliv uvnitrˇ funkcˇn´ıho bloku (ne pouze
na zacˇa´tku) [5].
2.2.1 GLSL kompilacˇn´ı model
Kompilacˇn´ı model je podobny´ standardu paradigma C. Je to imperativn´ı
programovac´ı jazyk. Kompilac´ı GLSL ko´du z´ıska´me GLSL objekty. GLSL
objekt zapouzdrˇuje kompilovane´ cˇi nalinkovane´ programy, ktere´ zpracova´vaj´ı
cˇa´st rˇeteˇzce.
GLSL ma´ slozˇiteˇjˇs´ı kompilacˇn´ı model nezˇ jine´ jazyky pro graficke´ karty.
Ostatn´ı jazyky maj´ı jednofa´zovy´ model, kdy pro danou fa´zi graficke´ho rˇeteˇzce
(vertex shader, fragment shader) stacˇ´ı pouze jeden rˇeteˇzec (ko´d shaderu).
Tento rˇeteˇzec se zkompiluje a z´ıska´ se objekt shaderu (v anglicˇtineˇ shader
object), ktery´ se pak jen nava´zˇe na kontext.
V jazyce C se v jednoduche´m prˇ´ıpadeˇ z jednoho zdrojove´ho souboru vy-
tvorˇ´ı jeden objektovy´ soubor. Ve slozˇiteˇjˇs´ım prˇ´ıpadeˇ zdrojovy´ soubor mu˚zˇe
obsahovat reference na neˇktere´ extern´ı hlavicˇkove´ soubory. Pak se zkompi-
luje neˇkolik zdrojovy´ch soubor˚u do neˇkolika objektovy´ch soubor˚u a objektove´
soubory jsou pak mezi sebou propojeny do jednoho programu.
Ko´d GLSL se kompiluje podobny´m zp˚usobem jako ko´d jazyka C. Neˇkolik
zdrojovy´ch soubor˚u se zkompiluje do objektu shaderu, cozˇ je jako analo-
gie k objektove´mu souboru. Pak se tyto objekty mus´ı nalinkkovat. GLSL
model doka´zˇe neˇkolik takovy´chto objekt˚u spojit do jednoho programu. Po-
kud nema´ shader ve sve´m ko´du funkci main, pak nen´ı aktivn´ı (program vy-
kresluje tak, jakoby shader chybeˇl). Za podmı´nky, zˇe je v programu pouzˇito
glEnable(GL_RASTERIZER_DISCARD), je mozˇne´ pouzˇ´ıt graficky´ rˇeteˇzec pouze
s vertex shaderem [4].
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2.2.2 Standardn´ı knihovn´ı funkce
Existuje mnoho standardn´ıch funkc´ı. Neˇktere´ jsou specificke´ pouze pro danou
fa´zi shader˚u, ale veˇtsˇina z nich jsou pouzˇitelne´ ve vsˇech fa´z´ıch.
Neˇktere´ funkce, jako naprˇ´ıklad vzorkova´n´ı textury, se nedaly pouzˇ´ıvat
v nizˇsˇ´ıch verz´ıch OpenGL ve vertex shaderu. Od verze OpenGL 2.0 je toto
jizˇ umozˇneˇno [6]. Pokud prˇekladacˇ sta´le hla´s´ı chybu, mu˚zˇe to by´t omezen´ım
hardware nebo ovladacˇ˚u.
Matematicke´ funkce se veˇtsˇinou daj´ı pouzˇ´ıvat ve vsˇech fa´z´ıch vy´pocˇtu.
Jde naprˇ´ıklad o cˇasto pouzˇ´ıvane´ funkce pro linea´rn´ı interpolaci (mix), skoko-
vou funkci (step) nebo matematicke´ operace s vektory (skala´rn´ı soucˇin dot,
vektorovy´ soucˇin cross).
2.2.3 Prˇeddefinovane´ promeˇnne´
Existuje urcˇity´ pocˇet specia´ln´ıch promeˇnny´ch, ktere´ jsou jizˇ definovane´ jazy-
kem. Jsou pouzˇ´ıva´ny veˇtsˇinou pro komunikaci s vneˇjˇs´ımi cˇa´stmi graficke´ho
rˇeteˇzce, na ktere´ navazuje programovy´ ko´d shader˚u. Dı´ky konvenci zacˇ´ınaj´ı
vsˇechny prˇeddefinovane´ promeˇnne´ rˇeteˇzcem gl_. Uzˇivatelem definovane´ pro-
meˇnne´ tak zacˇ´ınat nesmı´.
V programove´m ko´du shader˚u bude programa´tor ve veˇtsˇineˇ prˇ´ıpad˚u vyu-
zˇ´ıvat alesponˇ promeˇnnou gl_Position. Pokud chceme, aby probeˇhlo vykres-
lova´n´ı, mus´ı se tato promeˇnna´ nastavit v ko´du shaderu, ktery´ prˇedcha´z´ı frag-
ment shaderu (geometry shader a tessellacˇn´ı shadery jsou nepovinne´, takzˇe
to mu˚zˇe by´t jaky´koliv z prˇedesˇly´ch trˇ´ı shader˚u). Pokud se te´to promeˇnne´
neprˇiˇrad´ı platna´ vec4 hodnota, neuvid´ıme prˇi rasterizaci zˇa´dny´ vy´stup.
2.2.4 Datove´ typy promeˇnny´ch
GLSL definuje mnoho datovy´ch typ˚u. Za´rovenˇ definuje zp˚usob, ktery´ je mozˇne´
vytva´rˇet vlastn´ı datove´ typy (struktury). Vektorove´ a maticove´ datove´ typy
jsou slozˇeny ze za´kladn´ıch datovy´ch typ˚u.
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• za´kladn´ı typy
– skala´rn´ı
∗ bool (true/false)
∗ int (zname´nkovy´ 32-bitovy´ int s dvojkovy´m doplnˇkem)
∗ uint (nezname´nkovy´ 32-bitovy´ int)
∗ float (cˇ´ıslo v plovouc´ı rˇa´dove´ cˇa´rce podle IEEE-754)
– vektorove´ (n je 2, 3 nebo 4)
∗ bvecn (vektor bool hodnot)
∗ ivecn (vektor zname´nkovy´ch int)
∗ uvecn (vektor nezname´nkovy´ch int)
∗ vecn (vektor float cˇ´ısel)
∗ dvecn (vektor double cˇ´ısel)
– matice
∗ matnxm
∗ matn
– nepr˚uhledne´ (anglicky opaque)
∗ vzorkovacˇe
∗ obra´zky
∗ atomicke´ cˇ´ıtacˇe
• pole
• pole pol´ı
Skutecˇny´ datovy´ typ je da´n azˇ po prˇekladu. Velikosti a forma´ty integer
a float cˇ´ısel jsou da´ny azˇ od GLSL 1.3 a vy´sˇe. Nizˇsˇ´ı verze mohou pouzˇ´ıvat
r˚uzne´ specifikace.
Pro pohodlne´ zacha´zen´ı s promeˇnny´mi maj´ı vektory velke´ mnozˇstv´ı kon-
struktor˚u. Cˇtyrˇslozˇkovy´ vektor lze slozˇit ze dvou dvouslozˇkovy´ch vektor˚u
nebo z trˇ´ıslozˇkove´ho vektoru a skala´ru apod. Lze take´ vytvorˇit trˇ´ıslozˇkovy´
vektor z cˇtyrˇslozˇkove´ho (ignoruje se posledn´ı hodnota).
Prˇi nastavova´n´ı hodnot vektorovy´m promeˇnny´m na´m poma´haj´ı vlastnosti
glsl jazyka nazvane´ swizzling a masking. Swizzling umozˇnˇuje prˇeha´zet slozˇky
vektoru (hodnoty na prave´ straneˇ vy´razu) bez psan´ı slozˇity´ch a dlouhy´ch
konstruktor˚u. Masking naopak umozˇnˇuje prˇeha´zet hodnoty na leve´ straneˇ
vy´razu, cˇ´ımzˇ se nastav´ı, do ktery´ch hodnot se ma´ zapisovat.
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vec4 vector4 = another_vector.xxyw;
vector4.xw = vector2;
Pro operace s vektory jsou opera´tory prˇet´ızˇeny tak, aby se operace prova´-
deˇly po slozˇka´ch. Oba vektory mus´ı mı´t vsˇak stejny´ pocˇet polozˇek. Na´soben´ı
vektor˚u skala´rem pak ma´ ocˇeka´vatelny´ efekt, kdy se vsˇechny slozˇky vektoru
vyna´sob´ı skala´rn´ım cˇ´ıslem.
U matic se da´ prˇistupovat k jednotlivy´m sloupc˚um (Matrx[col]) nebo k
jednotlivy´m hodnota´m (Matrx[col][row]).
2.2.5 Kvalifika´tory promeˇnny´ch
GLSL jazyk specifikuje obsahuje mnoho kl´ıcˇovy´ch slov, ktere´ meˇn´ı nejr˚uzneˇjˇs´ı
vlastnosti datovy´ch typ˚u. Modifikuj´ı loka´lneˇ a globa´lneˇ definovane´ promeˇnne´.
Kvalifika´tory mohou ovlivnˇovat zdroj dat pro promeˇnne´, zarovna´n´ı v pameˇti
cˇi sd´ılen´ı.
Kvalifika´tory ukla´da´n´ı
Loka´ln´ı promeˇnne´ bez kvalifika´toru se chovaj´ı jako standardn´ı loka´ln´ı pro-
meˇnne´, ktere´ jdou inicializovat prˇi deklaraci a meˇnit.
• const (promeˇnne´ se nemohou beˇhem jejich existence zmeˇnit, mus´ı by´t
inicializova´ny prˇi deklaraci vy´razem, ktery´ mus´ı by´t opeˇt konstanta)
• in, out (promeˇnne´ pro vstup a vy´stup mezi fa´zemi, nemu˚zˇe by´t pouzˇito
na loka´ln´ı promeˇnne´)
• attribute (pouzˇitelny´ pouze v kompatibility mo´du a pouze ve vertex
shaderu, nahrazuje kvalifika´tor in)
• uniform (globa´ln´ı promeˇnne´ nastavene´ uzˇivatelem v OpenGL API,
hodnota se nemeˇn´ı beˇhem vykreslova´n´ı, spolecˇne´ pro vsˇechny fa´ze)
• varying (pouzˇitelny´ pouze v kompatibility mo´du, nahrazuje out ve
vertex shaderu a in ve fragment shaderu)
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• buffer (pouze od GL 4.3, umozˇnˇuje sd´ılet informaci buffer objekt˚u
mezi GLSL ko´dem a OpenGL API)
Vstupn´ı a vy´stupn´ı promeˇnne´ mohou mı´t jesˇteˇ specifikova´n nav´ıc jeden
ze trˇ´ı interpolacˇn´ıch kvalifika´tor˚u – smooth, flat nebo noperspective. Kva-
lifika´tor smooth je prˇednastaveny´, kvalifika´tor flat neprova´d´ı zˇa´dnou inter-
polaci a kvalifika´tor noperspective prova´d´ı linea´rn´ı interpolaci bez ohledu
na perspektivu.
Kvalifika´tory rozvrzˇen´ı
Kvalifika´tory pro rozvrzˇen´ı ovlivnˇuj´ı, kde je ukla´dac´ı prostor pro promeˇnnou.
Kvalifika´tory rozvrzˇen´ı mohou mı´t i prˇiˇrazene´ hodnoty. Existuje mnoho forem
jejich deklarace:
• Rozvrzˇen´ı rozhran´ı – specifikuje indexy hodnot, naprˇ.
layout(location=0) in vec4 color;
layout(location=1) in vec2 texCoord;
• binding points – bloky v pameˇti maj´ı index, ktery´ mu˚zˇe by´t nava´zany´
na binding point, bloky shaderu mohou by´t nava´za´ny na stejny´ binding
point – dojde k vytvorˇen´ı sd´ılene´ho bloku mezi shadery
• Forma´ty textur – trˇi hlavn´ı forma´ty
– Floating point
– Signed integer
– Unsigned integer
• Atomicky´ cˇ´ıtacˇ – lze inkrementovat v shaderu a pouzˇ´ıt na scˇ´ıta´n´ı pixel˚u,
chyb nebo jiny´ch charakteristik ve vy´sledne´m obra´zku
• Uniform blok (rozvrzˇen´ı blok˚u v pameˇti)
– shared (prˇednastavene´, zˇa´dne´ optimalizace a rozlozˇen´ı v pameˇti
je vzˇdy stejne´ mezi r˚uzny´mi programy, pokud ma´m stejne´ typy a
porˇad´ı promeˇnny´ch a explicitneˇ zadane´ de´lky pol´ı)
– std140 (stejneˇ jako shared se snazˇ´ı o prˇenositelnost, nepouzˇite´
uniformy nejsou eliminova´ny)
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– packed (kazˇda´ promeˇnna´ v bloku ma´ byte offset, mu˚zˇe mı´t opti-
malizace, neda´ se sd´ılet mezi r˚uzny´mi programy)
Kvalifika´tory parametr˚u
Parametry funkc´ı mohou mı´t rovneˇzˇ svoje kvalifika´tory. Parametry funkc´ım
mu˚zˇeme prˇeda´vat naprˇ´ıklad
• in – hodnotou
• inout – odkazem
• out – odkazem bez inicializace
• const – hodnota parametru se ve funkci nemu˚zˇe meˇnit
9
3 GLSL shadery a fixn´ı cˇa´st
graficke´ho rˇeteˇzce
Jak jizˇ bylo drˇ´ıve rˇecˇeno, shadery jsou specificke´ programy psane´ pro urcˇite´
programovatelne´ cˇa´sti graficke´ho rˇeteˇzce. Zkompilovane´ a propojene´ dohro-
mady tvorˇ´ı program, ktery´ prˇevede vstupn´ı data na pocˇa´tku graficke´ho rˇe-
teˇzce na vy´sledne´ pixely na obrazovce. Shadery se spousˇteˇj´ı postupneˇ a kazˇdy´
na´sleduj´ıc´ı prˇij´ıma´ vy´stupn´ı data prˇedchoz´ıho. Nen´ı povinne´ specifikovat pro-
gram pro vsˇechny shadery.
3.1 Vertex fetch
Tato fa´ze probeˇhne prˇed vertex shaderem, ktery´ je prvn´ı programovatelnou
cˇa´st´ı graficke´ho rˇeteˇzce. U´kolem te´to fa´ze automaticky poskytuje vstupn´ı
data vertex shaderu. Kromeˇ hodnot vrchol˚u mus´ı pos´ılat vertex fetch take´
dalˇs´ı hodnoty vrchol˚u (norma´ly, barvy, atd.). Teˇmto r˚uzny´m skupina´m dat
se rˇ´ıka´ atributy. Mus´ıme nastavit, jaka´ data v pameˇti graficke´ karty jsou
asociova´na s jaky´m vy´stupem te´to fa´ze, a tedy vstupem do vertex shaderu.
Nataven´ı vertex fetch ve skutecˇnosti prob´ıha´ bud’ pouzˇit´ım OpenGL prˇ´ıkazu
glBindAttribLocation nebo prˇ´ımo ve vertex shaderu pouzˇit´ım kvalifika´toru
layout(location=0) [2].
3.2 Vertex shader
Vertex shader zpracova´va´ jednotlive´ vrcholy, ktere´ vstupuj´ı do graficke´ho
rˇeteˇzce. Porˇad´ı zpracovany´ch vrchol˚u nelze ovlivnit. Kazˇdy´ vrchol se zpraco-
va´va´ bez informace o dalˇs´ıch vrcholech nebo jeho sousedech. z toho vyply´va´,
zˇe nelze napsat vy´pocˇet, ktery´ by vyuzˇ´ıval neˇktery´ z atribut˚u vrchol˚u jako
usporˇa´danou nebo jen sd´ılenou promeˇnnou. Za´rovenˇ v te´hle cˇa´sti programu
ani shader nev´ı, ktere´mu primitivu vrchol patrˇ´ı (primitivem je mysˇlen troj-
u´heln´ık, troju´heln´ıkovy´ strip, atd.). Programa´tor tedy p´ıˇse ko´d, ktery´ bude
vykona´n paralelneˇ pro kazˇdy´ vrchol zvla´sˇt’. Pro kazˇdy´ vstupn´ı vrchol program
vyprodukuje vy´stupn´ı vrchol. Vrcholy budou cˇasto obsahovat dodatecˇne´ in-
formace ve formeˇ atribut˚u.
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Nejcˇasteˇjˇs´ımi vstupn´ımi atributy jsou pozice, norma´la, texturovac´ı sou-
rˇadnice nebo barva. Poprˇ´ıpadeˇ mohou mı´t vrcholy definova´ny dalˇs´ı dodatecˇne´
hodnoty, ktere´ mohou by´t uzˇitecˇne´ v dalˇs´ıch fa´z´ıch graficke´ho rˇeteˇzce. Stan-
dardneˇ budeme cht´ıt ve vertex shaderu meˇnit pozici a norma´lu vrchol˚u na
za´kladeˇ matic geometricky´ch transformac´ı. Hodnoty jako barva a texturovac´ı
sourˇadnice vrcholu budou veˇtsˇinou pouze posla´ny do dalˇs´ı fa´ze beze zmeˇny.
Kromeˇ vlastn´ıch uzˇivatelsky definovany´ch promeˇnny´ch jsou prˇednasta-
vene´ na´sleduj´ıc´ı atributy:
in int gl_VertexID
in int gl_InstanceID
Atribut gl_VertexID obsahuje index vrcholu. Prˇi pouzˇit´ı instancova´n´ı
atribut gl_InstanceID obsahuje index soucˇasne´ instance (bez pouzˇit´ı in-
stancova´n´ı vrac´ı vzˇdy nulu).
Graficka´ karta vnitrˇneˇ vyuzˇ´ıva´ indexy vrchol˚u pro urychlen´ı vy´konu.
Atribut gl_VertexID obsahuje stejnou hodnotu jakou ma´ vrchol prˇiˇrazenou
v poli index˚u. Prˇedt´ım, nezˇ je vrchol zpracova´n se porovna´ jeho ID s dalˇs´ımi
indexy, ktere´ jsou ulozˇeny v cache. Pokud je v cache ulozˇeno, zˇe vrchol na
tomto indexu se jizˇ zpracoval, nespousˇt´ı se znovu vy´pocˇet pro stejny´ vrchol
a pouze se vra´t´ı ulozˇeny´ vy´sledek z cache [2].
Da´le jsou definova´ny vnitrˇn´ı vy´stupn´ı atributy vrchol˚u, do ktery´ch mu˚zˇe
vertex shader zapisovat:
outgl_PerVertex
{
vec4 gl_Position;
float gl_PointSize;
float gl_ClipDistance[];
};
Zapisova´n´ı do teˇchto atribut˚u nen´ı povinne´. Pokud vsˇak je dalˇs´ı fa´ze frag-
ment shader, pak se ocˇeka´va´, zˇe bude zapsa´no do gl_Position, aby fun-
govala vnitrˇn´ı funkcionalita rasterizace. Atribut gl_Position ukla´da´ vy´-
stupn´ı sourˇadnici vrcholu v homogenn´ıch sourˇadnic´ıch.
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Uzˇivatel mu˚zˇe definovat vlastn´ı vstupn´ı a vy´stupn´ı atributy a jejich typy
pro kazˇdy´ vrchol.
in vec3 positionIn;
in vec3 normalIn;
in vec2 texCoordIn;
out vec2 texCoordOut;
out vec3 normalOut;
Uzˇivatel da´le mu˚zˇe definovat pojmenovany´ blok, podobneˇ jako strukturu
v jazyce C.
outVertexData
{
vec2 texCoord;
vec3 normal;
} VertexOut;
3.3 Tessellation shader
Napsat a nastavit tessellacˇn´ı cˇa´st graficke´ho rˇeteˇzce je nepovinne´. Tessellaci
pouzˇijeme, pokud chceme jedno primitivum rozdeˇlit na neˇkolik mensˇ´ıch.
Tesselacˇn´ı shader prˇij´ıma´ za´platy (patches) a generuje na jejich za´kladeˇ
nova´ primitiva (body, cˇa´ry, troju´heln´ıky). Na rozd´ıl od jiny´ch primitiv maj´ı
za´platy uzˇivatelem specifikovany´ pocˇet vrchol˚u. Uzˇivatel pouzˇije funkci gl-
PatchParameteri, aby nastavil, kolik vrchol˚u bude za´plata mı´t. Tato hodnota
je pak konstantn´ı v pr˚ubeˇhu vola´n´ı funkce pro vykreslen´ı.
glPatchParameteri(GL_PATCH_VERTICES, pocetVrcholuNaZaplatu );
Za´plata je pole vrchol˚u (rˇ´ıd´ıc´ıch bod˚u), jejichzˇ atributy jsou vypocˇ´ıta´ny
vertex shaderem. Tessellacˇn´ı shader pak veˇtsˇinou rozdeˇl´ı za´platu na mensˇ´ı
primitiva. Existuj´ı dva druhy za´plat – troju´heln´ıkove´ za´platy a kvady. Pocˇet
vrchol˚u v za´plateˇ vsˇak neza´vis´ı na jej´ım druhu.
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Tessellacˇn´ı cˇa´st rˇeteˇzce se deˇl´ı na trˇi dalˇs´ı cˇa´sti:
• tessellationControl
• Primitive Generation
• tessellationEvaluation
Uzˇivatel mu˚zˇe napsat vlastn´ı shader pro prvn´ı a trˇet´ı cˇa´st tessellace. Fa´ze
Primitive Generation programovatelna´ nen´ı.
3.3.1 Tessellation control shader
Tessellation control shader (da´le jen TCS) prˇij´ıma´ vstupn´ı za´platu, kterou
tvorˇ´ı pole rˇ´ıd´ıc´ıch bod˚u. Tyto body nemus´ı nutneˇ tvorˇit body na vy´sledne´m
povrchu vykreslovane´ho primitiva. TCs vypocˇ´ıta´ atributy pro kazˇdy´ vrchol
vy´stupn´ı za´platy. Jeho vy´stupem je tedy pole rˇ´ıd´ıc´ıch bod˚u (s vesˇkery´mi
jejich atributy, ktere´ chceme prˇ´ıpadneˇ prˇedat). Pocˇet rˇ´ıd´ıc´ıch bod˚u v te´to
nove´ za´plateˇ, ktere´ vystupuj´ı z TCS, se mu˚zˇe liˇsit od pocˇtu rˇ´ıd´ıc´ıch bod˚u,
ktere´ do neˇj p˚uvodneˇ vstoupily. Pocˇet rˇ´ıd´ıc´ıch bod˚u N, ktere´ TCs generuje,
se nastav´ı v jeho ko´du kvalifika´torem layout:
layout (vertices = N) out;
TCS se spousˇt´ı se znalost´ı vsˇech rˇ´ıd´ıc´ıch bod˚u ve vstupn´ı za´plateˇ. Jeho
vy´stupem je vsˇak pouze jeden rˇ´ıd´ıc´ı bod. Cˇ´ıslo N udane´ v kvalifika´toru layout
tedy uda´va´ pocˇet vola´n´ı (invokac´ı) TCS. Pro indexova´n´ı vy´stupn´ıch rˇ´ıd´ıc´ıch
bod˚u, ktere´ budeme zapisovat do vy´stupn´ı za´platy, pouzˇijeme promeˇnnou
gl_InvocationID. Jak jej´ı na´zev napov´ıda´, tato hodnota bude mı´t r˚uznou
hodnotu indexu v ra´mci jedne´ za´platy pro kazˇdou invokaci TCS. Ru˚zna´ vola´n´ı
TCS dokonce mohou sd´ılet vy´stupn´ı hodnoty – mohou cˇ´ıst vy´stupn´ı hodnoty
vola´n´ı pra´veˇ prob´ıhaj´ıc´ı fa´ze, ktera´ zapisuje do stejne´ za´platy. Aby se ale
mohlo toto sd´ılen´ı uskutecˇnit, je nutne´ pouzˇ´ıt synchronizacˇn´ı mechanismy.
Za´rovenˇ tento shader zap´ıˇse pro kazˇdou za´platu (nikoliv vrchol) atributy,
ktere´ definuj´ı u´rovenˇ deˇlen´ıte´to za´platy. Tyto atributy se nazy´vaj´ı u´rovneˇ tes-
sellace (anglicky tessellation levels), da´le jen TL. Zapisuj´ı se do prˇeddefino-
vany´ch vy´stupn´ıch promeˇnny´ch gl_TESsLevelInner a gl_TESsLevelOuter.
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#version 430 core
layout (vertices = 3) out;
void main(void)
{
if(gl_InvocationID == 0)
{
gl_TESsLevelInner[0] = 5.0;
gl_TESsLevelOuter[0] = 5.0;
gl_TESsLevelOuter[1] = 5.0;
gl_TESsLevelOuter[2] = 5.0;
}
gl_out[gl_InvocationID].gl_Position =
gl_in[gl_InvocationID].gl_Position;
}
Tabulka 3.1: Uka´zka tessellation control shaderu
Protozˇe gl_TESsLevelInner a gl_TESsLevelOuter jsou hodnoty spo-
lecˇne´ pro celou za´platu, stacˇ´ı do nich zapsat pouze jednou, naprˇ´ıklad prˇi
prvn´ı invokaci (invokace s indexem 0). Jako vstupn´ı a vy´stupn´ı pole TCS
mu˚zˇeme pouzˇ´ıt prˇeddefinovane´ gl_in a gl_out.
TCS tedy vygeneruje pole transformovany´ch kontroln´ıch bod˚u (vrchol˚u
za´platy) a da´le pro kazˇdou za´platu vygeneruje mnozˇinu cˇ´ısel zvanou TL (zna´-
zorneˇno na uka´zce 3.1).
3.3.2 Genera´tor primitiv
Genera´tor primitiv (da´le jen PG) je cˇa´st tessellacˇn´ıho shaderu, ktera´ nen´ı
programovatelna´ (lze pouze konfigurovat vy´stupn´ı topologii). Tato cˇa´st gra-
ficke´ho rˇeteˇzce prˇijme mnozˇinu cˇ´ısel TL, ktera´ je vy´sledkem TCS a na jej´ım
za´kladeˇ a zvolene´ topologii vygeneruje sourˇadnice u, v v parametricke´m pro-
storu. Za´rovenˇ urcˇ´ı konektivitu vrchol˚u.
Sourˇadnice u, v jsou normalizovane´ na intervalu 〈0; 1〉 a parametricky´ pro-
stor tvorˇ´ı bud’ cˇtverec nebo troju´heln´ık v prˇ´ıpadeˇ barycentricky´ch sourˇadnic.
Genera´tor primitiv je cˇa´st, ktera´ se da´ nastavit tak, aby vracela body nebo
troju´heln´ıky. Pokud ma´ vracet body, pouze vezme hodnoty z TL a vygeneruje
14
GLSL shadery a fixn´ı cˇa´st graficke´ho rˇeteˇzce Tessellation shader
layout (triangles, equal_spacing, cw) in;
#version 430 core
layout (triangles, equal_spacing, cw) in;
void main(void)
{
gl_Position = (gl_TESsCoord.x * gl_in[0].gl_Position +
gl_TESsCoord.y * gl_in[1].gl_Position +
gl_TESsCoord.z * gl_in[2].gl_Position);
}
Tabulka 3.2: Uka´zka tessellation evalutation shaderu
uv sourˇadnice pro body a posˇle je da´le. Pokud ma´ vracet troju´heln´ıky, pos´ıla´
da´le body po trˇech jako troju´heln´ıky.
3.3.3 Tessellation evaluation shader
Tessellation evaluation shader (da´le jen TES) ma´ prˇ´ıstup k transformovany´m
vrchol˚um z TCS a k uv sourˇadnic´ım z PG. Jedna instance TES se spust´ı pro
kazˇdy´ bod vygenerovany´ pomoc´ı PG. U´kolem TES je pak z vygenerovany´ch
u´daj˚u sestavit hodnoty vy´stupn´ıho vrcholu. Jelikozˇ ma´ TES prˇ´ıstup k vr-
chol˚um z TCS, mu˚zˇe udeˇlat v´ıce nezˇ jen vypocˇ´ıtat absolutn´ı pozici linea´rn´ı
interpolac´ı pozice vrchol˚u. Do vy´sledne´ho vy´pocˇtu mu˚zˇe TES pouzˇ´ıt naprˇ´ı-
klad norma´ly, nebo jake´koliv jine´ informace ulozˇene´ ve vrcholech.
TES mus´ı vygenerovat pra´veˇ jeden vrchol za invokaci. Nemu˚zˇe se roz-
hodnout vrchol vypustit. Provede tedy invokaci pro kazˇdy´ vrchol, ktery´ ma´
vzniknout ve vy´stupn´ı za´plateˇ. Je nutne´ da´t pozor na vysoke´ hodnoty TL
v kombinaci se slozˇity´mi polygona´ln´ımi modely nebo se slozˇity´m TES, pro-
tozˇe v konecˇne´m d˚usledku mu˚zˇe d´ıky velke´mu mnozˇstv´ı vrchol˚u znatelneˇ
trpeˇt vy´kon.
Nastaven´ı v uka´zce 3.2 na pocˇa´tku TES rˇ´ıka´, zˇe jako mo´d zvol´ıme troju´-
heln´ıky. Nove´ vrcholy by meˇli by´t generova´ny rovnomeˇrneˇ mezi vrcholy po-
lygonu, ktery´ rozb´ıj´ıme na mensˇ´ı primitiva a usporˇa´da´n´ı vrchol˚u v primitivu
je po smeˇru hodinovy´ch rucˇicˇek [2].
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3.4 Geometry Shader
Geometry Shader (da´le jen GS) je stejneˇ jako tessellacˇn´ı shadery nepovinny´.
Je to posledn´ı fa´ze prˇed rasterize´rem. Probeˇhne vzˇdy jedna invokace pro jedno
primitivum (naprˇ´ıklad troju´heln´ık).
Na vstupu GS jsou jednotliva´ primitiva z prˇedchoz´ı fa´ze. Pokud prˇed-
cha´zej´ıc´ı fa´ze generovala troju´heln´ıkove´ stripy, veˇj´ıˇre nebo jine´ smycˇky, GS
prˇijme troju´heln´ıky. Na rozd´ıl od Vs ma´ GS nav´ıc i informaci o vsˇech vrcho-
lech na´lezˇ´ıc´ıch k jednomu primitivu a nav´ıc informace o sousednosti, pokud
jsou specifikova´ny. Doka´zˇe produkovat jine´ typy primitiv, nezˇ jaka´ prˇij´ıma´.
Naprˇ´ıklad doka´zˇe vyprodukovat samostatne´ body z troju´heln´ık˚u nebo nao-
pak troju´heln´ıky z bod˚u.
Mozˇna´ vstupn´ı primitiva pro GS:
• body (1 vrchol)
• cˇa´ry (2 vrcholy)
• cˇa´ry se sousednost´ı (4 vrcholy)
• troju´heln´ıky (3 vrcholy)
• troju´heln´ıky se sousednost´ı (6 vrchol˚u)
Mozˇna´ vy´stupn´ı primitiva z GS:
• body
• lomene´ cˇa´ry
• troju´heln´ıkove´ pa´sy
GS je jedina´ fa´ze v graficke´m rˇeteˇzci, ktera´ doka´zˇe programoveˇ vygene-
rovat primitiva nav´ıc nebo nevygenerovat zˇa´dna´ primitiva. Tessellacˇn´ı sha-
dery to prova´deˇj´ı take´, ale pouze automaticky na za´kladeˇ nastaven´ı PG. GS
mu˚zˇe pouzˇ´ıt funkci EmitVertex(), ktera´ vezme vsˇechny nastavene´ vu´stupn´ı
promeˇnne´ a prohla´s´ı, zˇe byly vy´choz´ı hodnoty jednoho vrcholy nastaveny a
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Primitive assembly, orˇeza´va´n´ı
a rasterize´r
#version 430 core
layout (triangles) in;
layout (points, max_vertices = 3) out;
void main(void)
{
int i;
for (i = 0; i < gl_in.length(); i++)
{
gl_Position = gl_in[i].gl_Position;
EmitVertex();
}
}
Tabulka 3.3: Uka´zka geometry shaderu
funkci EndPrimitive(), ktera´ vezme vsˇechny takto vyprodukovane´ vrcholy a
vytvorˇ´ı z nich primitivum. Toto primitivum je pak posla´no do rasterize´ru [2].
Ko´d v uka´zce 3.3 ukazuje program GS, ktery´ prˇijme troju´heln´ıky a rozdeˇl´ı
je na jednotlive´ body. Prvn´ı kvalifika´tor layout rˇ´ıka´, zˇe na vstupu jsou troj-
u´heln´ıky. Druhy´ kvalifika´tor layout rˇ´ıka´, zˇe na vy´stupu jsou body a jejich
maxima´ln´ı pocˇet. Pokud bychom chteˇli vykreslovat troju´heln´ıky, mus´ıme u
kvalifika´toru layout specifikovat, zˇe chceme vykreslovat troju´heln´ıky mı´sto
bod˚u. Nav´ıc mus´ıme po nastaven´ı trˇ´ı vrchol˚u (a na´sledne´m zavola´n´ı funkce
EmitVertex()) zavolat funkci EndPrimitive() pro ukoncˇen´ı troju´heln´ıku.
Tato funkce se vola´ explicitneˇ na konci shaderu, ale pokud generujeme v´ıce
troju´heln´ık˚u, mus´ıme j´ı pouzˇ´ıt. Maxima´ln´ı pocˇet sta´le uda´va´ maxima´ln´ı po-
cˇet vrchol˚u, ktere´ GS generuje.
3.5 Primitive assembly, orˇeza´va´n´ı
a rasterize´r
Tato cˇa´st rˇeteˇzce vezme vy´stupn´ı vrcholy z prˇedesˇle´ fa´ze a informaci o jejich
konektiviteˇ vrchol˚u. Primitive assembly nen´ı programovatelna´ cˇa´st graficke´ho
rˇeteˇzce. Jej´ı chova´n´ı se vsˇak da´ urcˇit nastaven´ım parametru funkce glDraw.
Po tom, co bylo primitivum slozˇeno z jednotlivy´ch vrchol˚u, je orˇeza´no na
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za´kladeˇ jeho pozice a zobrazitelne´ cˇa´sti. Velikost zobrazitelne´ cˇa´sti uda´va´
takzvany´ viewport, jehozˇ pozice a velikost se da´ nastavit prˇ´ıkazem OpenGL
glViewport. Da´le probeˇhne prˇevod vrchol˚u z homogenn´ıho sourˇadne´ho sys-
te´mu do normalizovane´ho euklidovske´ho prostoru. Jaky´koliv vrchol, ktery´ se
ma´ vykreslit, ma´ hodnoty vsˇech zbyly´ch trˇ´ı sourˇadnic v intervalu od nuly
do jedne´. Jaky´koliv bod vneˇ se ma´ vyloucˇit. Nejprve ale probeˇhne orˇeza´n´ı,
ktere´ se v te´to pra´ci nebude prob´ırat do hloubky. K orˇeza´n´ı geometrie se
pouzˇije 6 poloprostor˚u, ktere´ koresponduj´ı se steˇnami krychle, ktera´ tvorˇ´ı
normalizovany´ prostor.
U vsˇech zbyly´ch cˇa´st´ı geometrie se urcˇ´ı viditelnost na za´kladeˇ sourˇad-
nice z. Cˇa´sti, ktere´ jsou viditelne´, se posˇlou rasterize´ru. Ten urcˇ´ı, ktere´ pi-
xely pokry´vaj´ı pozice primitiv a posˇle fragment shaderu jejich seznam (spolu
s ostatn´ımi interpolovany´mi informacemi z´ıskany´mi z vrchol˚u) [2].
3.6 Fragment shader
uniform sampler2D mySampler;
in vec2 texture_coordinate;
out vec4 outputColor;
void main()
{
outputColor = texture2D(mySampler, texture_coordinate);
}
Tabulka 3.4: Uka´zka fragment shaderu
Fragment shader je posledn´ı programovatelna´ fa´ze graficke´ho rˇeteˇzce.
Tato fa´ze ma´ pouze nastavit barvu fragment˚u prˇed t´ım, nezˇ jsou zasla´ny
do bufferu, jehozˇ obsah se nakonec zobraz´ı na obrazovce.
Mu˚zˇeme zde pouzˇ´ıvat prˇednastavene´ promeˇnne´ jako gl_FragCoord, ktere´
obsahuj´ı pozici fragmentu v okneˇ. V praxi vsˇak veˇtsˇinou budeme pocˇ´ıtat
barvu pixel˚u z osveˇtlen´ı a z textur, ktere´ jsou aplikova´ny na vykreslovane´
povrchy. Pro osveˇtlen´ı se vyuzˇij´ı norma´ly, ktere´ jsme transformovali za´rovenˇ
s pozicemi vrchol˚u. Fragment shader na´m nyn´ı poskytuje interpolovane´ nor-
ma´ly pro kazˇdy´ fragment. Stejneˇ tak kdyzˇ potrˇebujeme aplikovat textury, tak
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budeme pouzˇ´ıvat texturovac´ı sourˇadnice, ktere´ byly ulozˇeny ve vrcholech a
nyn´ı jsou interpolova´ny ve vsˇech fragmentech, ktere´ koresponduj´ı s viditel-
ny´mi povrchy [2].
Ko´d v uka´zce 3.4 ukazuje, jak nastavit vy´stupn´ı barvu fragmentu. Vstupn´ı
promeˇnna´ texture_coordinate obsahuje texturovac´ı sourˇadnici, kterou jsme
museli propagovat z prˇedesˇly´ch fa´z´ı graficke´ho rˇeteˇzce. Obvykle je ulozˇena ve
vrcholu, ale mu˚zˇeme s n´ı beˇhem pr˚uchodu r˚uzny´mi shadery r˚uzneˇ manipulo-
vat. Uniform promeˇnna´ mySampler obsahuje vzorkovacˇ, ktery´ je prova´zany´
s texturou.
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4 Na´stroje pro editaci shader˚u
V soucˇasne´ dobeˇ existuje neˇkolik r˚uzny´ch na´stroj˚u pro editaci a ladeˇn´ı sha-
der˚u. Liˇs´ı se vy´cˇtem svy´ch funkc´ı a neˇkdy i podporou programovac´ıch jazyk˚u
pro graficke´ karty. Neˇktere´ z teˇchto na´stroj˚u jsou zameˇrˇene´ v´ıce na vy´voj
jednoduchy´ch aplikac´ı, jine´ jsou zameˇrˇene´ na ladeˇn´ı programu˚.
4.1 AMD RenderMonkey (verze 1.82) [7]
Obra´zek 4.1: Rozhran´ı na´stroje RenderMonkey
Program prˇestal by´t vyv´ıjen. Posledn´ı verze je z data 18. 12. 2008. Je-
diny´ z Testovany´ch programu˚, u ktere´ho neexistuje verze pro Linux. Obra´-
zek 4.1 ukazuje pohled na rozhran´ı. AMD RenderMonkey byl vytvorˇen tak,
aby umozˇnˇoval cˇi obsahoval na´sleduj´ıc´ı funkce:
20
Na´stroje pro editaci shader˚u AMD RenderMonkey (verze 1.82) [7]
• vy´vojove´ prostrˇed´ı pro vytva´rˇen´ı shader˚u
• mechanismus pro ulehcˇen´ı sd´ılen´ı shader˚u mezi vy´voja´rˇi
• flexibiln´ı a rozsˇiˇritelna´ platforma, ktera´ podporuje integraci vlastn´ıch
komponent a poskytuje za´klad pro budouc´ı vy´voj
• prostrˇed´ı, kde mohou na vy´voji efekt˚u pracovat programa´torˇi, umeˇlci i
hern´ı designe´rˇi
• na´stroj, ktery´ se da´ jednodusˇe nastavit a integrovat do pracovn´ıho po-
stupu vy´voja´rˇe
Na stra´nka´ch AMD je ozna´meno, zˇe vy´voj RenderMonkey byl ukoncˇen.
v posledn´ı verzi podporuje vsˇechny ShaderModely poskytovane´ do DirectX
9.0c (Shader Model 1.0 azˇ Shader Model 3.0). Lze pouzˇ´ıt programovac´ı ja-
zyky:
• HLSL (do verze DirectX 9.1)
• GLSL(do verze 2.0)
• Es (2.0)
4.1.1 Funkce a charakteristiky software
• schopnost exportovat GLSL efekty jako:
– collada soubory (forma´t pro interaktivn´ı 3D model definovany´ ote-
vrˇeny´m XML forma´tem),collada importe´r podporuje pouze troj-
u´heln´ıkove´ s´ıteˇ
– soubory fx (Microsoft DirectX 9.0)
• podpora HW tessellace pro verzi ATI Radeon 2000 a vy´sˇe
• mozˇnost prˇipojit cˇi naprogramovat plug-in (vygeneruje se projekt Micro-
soft Visual Studio 2005)
• podpora pro shader model 3 (vzorkova´n´ı textur ve vertex shaderu)
• knihovna prˇ´ıklad˚u pro HLSL, GLSL, Es a assemblylanguage
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• vykreslova´n´ı na celou obrazovku
• zobrazova´n´ı textur 2D, 3D a kubicky´ch map
• genera´tor srsti / sˇupin
• hla´sˇen´ı run-time chyb
• editory pro vy´voj:
– vertex shaderu
– fragment shaderu
4.1.2 Rozhran´ı
• workplace – abstraktn´ı strom pro ulozˇen´ı projektu
– modely
– textury
– efekty
∗ parametry efekt˚u
∗ vertex shader
∗ fragmentshader (pixel shader)
• okno na´hledu na zobrazen´ı modelu a efektu
• editory pro shadery a GUI editory pro parametry shader˚u
• okno zpra´v
– kompilace
– chyby
– textove´ zpra´vy z aplikace
• artist editor – editor parametr˚u efekt˚u
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4.1.3 Editor
Doplnˇova´n´ı ko´du a nasˇepta´vacˇ je prˇ´ıtomny´ pouze v nejv´ıce primitivn´ı formeˇ,
kdy nasˇepta´vaj´ı pouze slozˇky vektor˚u x, y, z a w po napsa´n´ı tecˇky. Nikdy
nenasˇepta´va´ rezervovana´ slova, funkce nebo promeˇnne´. Syntakticke´ chyby
nejsou podtrha´va´ny. Chyby prˇi kompilaci se nedaj´ı dohleda´vat dost jedno-
dusˇe. Editor postra´da´ schopnost oznacˇit kl´ıcˇove´ slovo nebo rˇa´dku, ve ktere´
nastala chyba. V logu se pouze vyp´ıˇse popis chyby, ktery´ je smı´seny´ s dal-
sˇ´ımi zpra´vami o kompilaci. Chybova´ hla´sˇen´ı nejsou od dalˇs´ıho textu nijak
zvy´razneˇna. V chybove´m hla´sˇen´ı se zobraz´ı popis chyby a odkaz na rˇa´dku.
Bohuzˇel v okneˇ s programovy´m ko´dem nen´ı cˇ´ıslova´n´ı rˇa´dek a ani nikde nen´ı
zvy´razneˇno cˇ´ıslo rˇa´dky, na ktere´ se nacha´z´ı kurzor.
4.1.4 Ladeˇn´ı shader˚u
Pro vykreslen´ı sce´ny mus´ıme mı´t minima´lneˇ model (poprˇ. textury a dalˇs´ı
zdroje), ktery´ pouzˇijeme na vstupu, vertex shader a fragment shader. Na mo-
del se aplikuj´ı textury a shadery a na´sledna´ vizualizace prob´ıha´ ve smycˇce.
V nastaven´ı (Edit/Preferences/General) lze nastavit cˇasovy´ interval pro vy-
kreslovac´ı smycˇku, poprˇ´ıpadeˇ interval pro obnovova´n´ı textur a modelu. Tato
funkcionalita napoma´ha´ uzˇivateli prova´deˇt zmeˇny za beˇhu vizualizace. Ko´d
shader˚u lze take´ meˇnit za beˇhu. Rˇ´ıd´ıc´ı ko´d vizualizacˇn´ı smycˇky se prova´d´ı
interneˇ a nelze jej upravovat.
Sce´na lze animovat pouze pomoc´ı pouzˇit´ı promeˇnne´ pro cˇas. Do projektu
se vlozˇ´ı nova´ promeˇnna´ (float) se se´mantikou cˇas (Time0_X), a tato promeˇnna´
se pouzˇije v ko´du shaderu. Kazˇdy´ sn´ımek se provede inkrementace te´to hod-
noty. Protozˇe se po kazˇde´ sekundeˇ hodnota zvy´sˇ´ı o 1, nen´ı tento zp˚usob
za´visly´ na rychlosti sn´ımkova´n´ı.
Slozˇiteˇjˇs´ı efekty vyzˇaduj´ı neˇkolik pr˚uchod˚u. V takove´mto prˇ´ıpadeˇ se mus´ı
nastavit pocˇet pr˚uchod˚u a pro kazˇdy´ pr˚uchod nastavit novy´ vertex shader,
fragment shader a poprˇ´ıpadeˇ dalˇs´ı parametry graficke´ pipeline (mus´ı se prˇi-
dat takzvany´
”
render state block“, ktery´ nastavuje stav OpenGL cˇi DirectX).
Vsˇechny shadery mus´ı by´t zada´ny staticky a mus´ı se zkop´ırovat. Nelze po-
uzˇ´ıt jeden objekt shaderu v´ıcekra´t, a to ani prˇesto, zˇe chceme v r˚uzny´ch
pr˚uchodech naprˇ´ıklad pouzˇ´ıt identicky´ vertex shader.
Takove´to chova´n´ı je jednoduche´ pro pouzˇit´ı, ale nen´ı dostatecˇneˇ flexi-
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biln´ı. Nelze prova´deˇt zˇa´dne´ pokrocˇilejˇs´ı operace, jako naprˇ´ıklad programoveˇ
zadany´ pocˇet pr˚uchod˚u. Zobrazova´n´ı v´ıce objekt˚u se da´ emulovat pouze t´ım
zp˚usobem, zˇe se vyuzˇije syste´m pr˚uchod˚u – kazˇdy´ dalˇs´ı objekt se vykresl´ı
v nove´m pr˚uchodu. Samozrˇejmeˇ je t´ım znemozˇneˇno naprˇ´ıklad zobrazova´n´ı
procedura´lneˇ generovany´ch objekt˚u, protozˇe kazˇdy´ objekt mus´ı by´t nastaven
zvla´sˇt’ v okneˇ Workplace.
4.1.5 Export
RenderMonkey umozˇnˇuje export zdroj˚u do soubor˚u fx nebo collada, ktere´
na´sledneˇ mohou pouzˇ´ıt dalˇs´ı aplikace. Exportem se ale nevytvorˇ´ı aplikace se
zobrazovac´ı smycˇkou, z´ıska´me j´ım pouze tyto soubory. Pokud bychom chteˇli
napodobit programoveˇ vizualizaci programu Render Monkey, museli bychom
sami naprogramovat zobrazovac´ı smycˇku a v n´ı pouzˇ´ıt tyto shadery.
4.2 Glsl Hacker (verze 0.5.0) [8]
Byla vyzkousˇena verze z 9. 5. 2013. Na´stroj navrzˇen pro rychle´ 3D proto-
typova´n´ı shader˚u. Glsl Hacker ma´ svoje API na nizˇsˇ´ı u´rovni abstrakce. Je
zapotrˇeb´ı v´ıce ko´du, ale t´ım poskytuje v´ıce mozˇnost´ı, co se ty´cˇe vykreslova´n´ı
sce´ny. Bohuzˇel, tyto mozˇnosti je mozˇno vyuzˇ´ıt jen pokud chceme sestavit
sce´nu ve skriptovac´ıch jazyc´ıch Python nebo Lua. Tato verze existuje pouze
na 64bitove´ syste´my. Posledn´ı vyv´ıjena´ verze 0.6.0 bude spustitelna´ i na 32bi-
tovy´ch syste´mech. Obra´zek 4.2 ukazuje pohled na rozhran´ı.
Tato verze neobsahuje skoro zˇa´dne´ graficke´ rozhran´ı. Ma´ stavovou rˇa´dku,
ktera´ umozˇnˇuje napsat prˇ´ıkaz ve skriptovac´ım jazyce a ihned jej vykonat.
V jazyc´ıch Lua nebo Python se nap´ıˇse jeden cˇi neˇkolik inicializacˇn´ıch skript˚u
a da´le se nap´ıˇse jeden cˇi neˇkolik skript˚u pro vykreslova´n´ı sn´ımk˚u.
4.2.1 Funkce a charakteristiky software
• umozˇnˇuje meˇnit za beˇhu aplikace:
– GLSL programovy´ ko´d
∗ vertex shader
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Obra´zek 4.2: Rozhran´ı na´stroje GLSL Hacker
∗ fragment shader
∗ geometry shader
∗ tessellation control shader
∗ tessellation evaluation shader
∗ computation shader
– vykreslovac´ı smycˇka (Lua skript nebo Python skript)
∗ init
∗ resize
∗ update
• S´ıt’ove´ prˇipojen´ı pro ladeˇn´ı programu na jine´m stroji
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4.2.2 Rozhran´ı
Rozhran´ı je velice minimalisticke´. Obsahuje pouze hlavn´ı nab´ıdku a plochu,
kde se bude zobrazovat vykreslena´ sce´na. V hlavn´ı nab´ıdce je volba nacˇ´ı-
ta´n´ı sce´ny a na zobrazen´ı na´poveˇdy cˇi dokumentace. Hlavn´ı funkcionalita
tohoto software je dostupna´ v na´stroj´ıch. Zde se da´ editovat skript iniciali-
zace, zobrazovac´ı smycˇky i GLSL ko´d. Editace ko´du se mu˚zˇe prova´deˇt bud’
na prˇ´ıkladu, ktery´ je spusˇteˇny´ prˇ´ımo v aplikaci, nebo je mozˇne´ se prˇipojit
prˇes s´ıt’ na jiny´ server, na ktere´m je tento program spusˇteˇny´.
4.2.3 Editor
Editor je velmi minimalisticky´. Nema´ zˇa´dne´ zvy´raznˇova´n´ı ko´du, zˇa´dne´ na-
sˇepta´va´n´ı ko´du ani zˇa´dne´ funkce na rozbalova´n´ı funkcˇn´ıch blok˚u. Jedna´ se
pouze o jednoduchy´ textovy´ box. Dokonce uzˇ´ıva´ neproporciona´ln´ı font, ktery´
se norma´lneˇ pro programovy´ ko´d nepouzˇ´ıva´.
Dalˇs´ı vlastnost´ı tohoto editoru je, zˇe neobsahuje v˚ubec zˇa´dne´ ovla´dac´ı
prvky. Volby Zpeˇt a Vprˇed obsahuje pouze po prave´m kliknut´ı do textove´ho
boxu, nema´ zˇa´dne´ vyhleda´va´n´ı rˇeteˇzc˚u, nema´ cˇ´ıslova´n´ı rˇa´dek a nema´ dokonce
ani volbu ulozˇen´ı zmeˇn. Mı´sto toho se zmeˇny aplikuj´ı vzˇdy okamzˇiteˇ. Pokud
se v ko´du objev´ı chyba, vizualizace jednodusˇe ukazuje posledn´ı funkcˇn´ı verzi
a v jednoduche´m editoru se objev´ı pouze indikace, jestli je ko´d syntakticky
v porˇa´dku cˇi nikoliv. V editoru, ktery´ je vytvorˇen pro s´ıt’ovou verzi, je mı´sto
te´to rˇa´dky log uda´lost´ı, ale chyby jsou rovneˇzˇ bez jake´hokoliv popisu.
4.2.4 Ladeˇn´ı shader˚u
Prˇi ladeˇn´ı shader˚u, jezˇ vyuzˇ´ıvaj´ı funkce, ktere´ nejsou hardwaroveˇ podporo-
va´ny na prˇ´ıslusˇne´m stroji, se nedarˇ´ı meˇnit ko´d shader˚u. V takove´m prˇ´ıpadeˇ
se dokonce ani neukla´daj´ı zmeˇny.
V prˇ´ıpadech, kdy je vsˇe podporova´no je mozˇno meˇnit shadery za beˇhu vi-
zualizace. Vlastnost, ktera´ zp˚usobuje, zˇe se vizualizace aktualizuje po zmeˇneˇ
kazˇde´ho znaku v ko´du shader˚u, mu˚zˇe by´t neˇkdy velmi neprˇ´ıjemna´.
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4.3 gDEBugger (verze5.8.1) [9]
Obra´zek 4.3: Rozhran´ı na´stroje gDEBugger
Profesiona´ln´ı aplikace pro ladeˇn´ı programu˚ vyuzˇ´ıvaj´ıc´ıch OpenGL a
OpenCL. Testovana´ verze vysˇla 11. 12. 2012. Sleduje aktivitu nad OpenGL
nebo OpenCL programem a poskytuje informace potrˇebne´ pro nalezen´ı chyb
v aplikaci nebo pro jej´ı u´pravu za u´cˇelem optimalizace. Aplikace gDEBugger
GL umozˇnˇuje sledovat aktivitu cˇa´st´ı ko´du v uzˇivatelem spusˇteˇne´ OpenGL
aplikaci. Uka´zka rozhran´ı je na obra´zku 4.3.
4.3.1 Funkce a charakteristiky software
• profesiona´ln´ı na´stroj na ladeˇn´ı graficky´ch OpenGL aplikac´ı
• schopnost krokova´n´ı aplikac´ı z pohledu vola´n´ı OpenGL funkc´ı
• mozˇnost upravovat GLSL ko´d shader˚u
• trˇi za´kladn´ı mo´dy – ladeˇn´ı, profilova´n´ı a analyza´tor pameˇti
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4.3.2 Rozhran´ı
• historie volany´ch funkc´ı
• vy´konnostn´ı graf
• sledova´n´ı OpenGL promeˇnny´ch (projekcˇn´ı matice, modelview matice,. . . )
• za´sobn´ık volany´ch funkci
• log uda´lost´ı
• vlastnosti (polozˇek oznacˇeny´ch ve vy´konnostn´ım grafu)
• dashboard na zobrazova´n´ı statistik (vyuzˇit´ı procesoru, sn´ımky za
sekundu, OpenGL vola´n´ı za sekundu)
4.3.3 Editor
Editor programu
Editor zdrojove´ho ko´du ma´ zvy´raznˇova´n´ı syntaxe, postra´da´ ale nasˇepta´va´n´ı
ko´du. Zvy´raznˇova´n´ı syntaxe se da´ zvolit pro jazyky: Ada, Assembler, C++,
CS, CSS, Fortran, GLSL, CL, HTML, Java, Javascript, Objective-C ,Pascal,
Pearl, PHP, Python, Visual Basic a VB skript.
Ma´ schopnost rozvinut´ı a kolapse ko´du funkc´ı v editoru. Nedoka´zˇe pod-
trha´vat syntakticke´ chyby beˇhem editace ko´du. Nen´ı propojen s kompila´to-
rem. Nen´ı tedy mozˇne´ editovat ko´d aplikace za beˇhu. Je tomu tak vzhledem
k tomu, zˇe program je urcˇen k ladeˇn´ı vy´sledny´ch bina´rn´ıch aplikac´ı.
Editor shader˚u
Editova´n´ı ko´du za beˇhu je mozˇne´ pouze u zdrojove´ho ko´du shader˚u. V okneˇ
historie volany´ch funkc´ı lze oznacˇit funkci, ktera´ ma´ shader jako sv˚uj asocio-
vany´ parametr. Prˇes okno vlastnost´ı (properties) se mu˚zˇeme dostat na editaci
ko´du shaderu.
Tento editor ma´ zabudova´no zvy´raznˇova´n´ı syntaxe GLSL. Nema´ zˇa´dne´
nasˇepta´va´n´ı ko´du ani podtrha´va´n´ı neplatne´ syntaxe. Pouze se po kompilaci
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odka´zˇe na cˇ´ıslo rˇa´dky, ve ktere´ nastala chyba. Vy´stup kompilace je videˇt
v prˇehledne´ tabulce. Na chybne´ rˇa´dky se da´ prˇej´ıt hypertextovy´m odkazem.
Nav´ıc se da´ zapnout cˇ´ıselne´ oznacˇen´ı rˇa´dek pomoc´ı volby View. Editor da´le
doka´zˇe zobrazovat mezery a odrˇa´dkova´n´ı. Stejneˇ jako druha´ verze editoru
pro zdrojovy´ ko´d, doka´zˇe prove´st rozvinut´ı a kolaps podprogramu˚.
Jakmile je shader zkompilova´n a sestaven, mu˚zˇeme opeˇt rozbeˇhnout pro-
gram a zmeˇny se okamzˇiteˇ projev´ı na vy´stupu bez nutnosti restartovat pro-
gram. Vsˇechny zmeˇny, ktere´ uzˇivatel ucˇin´ı pomoc´ı programu gDEBugger bu-
dou ale zapomenuty po restartova´n´ı aplikace.
4.3.4 Ladeˇn´ı shader˚u
Podporuje vertex shader, fragment shader a geometry shader.
Tato aplikace byla vytvorˇena zcela za u´cˇelem lazen´ı. Veˇtsˇina informac´ı se
ale objevuje pouze, kdyzˇ je aplikace pozastavena. Pokud se aplikace pozastav´ı
na break pointu, zastaven´ı nenastane ihned, ale pouze na dalˇs´ım OpenGL
vola´n´ı (prˇi spusˇteˇne´m mo´du pro ladeˇn´ı nebo pro analy´zu) nebo na konci
sn´ımku (prˇi spusˇteˇne´m mo´du pro profilova´n´ı).
Je mozˇne´ prˇida´vat break pointy na zacˇa´tek OpenGL. To se vykona´ prˇi-
da´n´ım v okneˇ vyvolane´m zkratkou Ctrl+B. Pokud si da´me breakpoint naprˇ´ı-
klad jako glBegin, mu˚zˇeme sledovat postup algoritmu bud’ po jednotlivy´ch
kroc´ıch (Single Step), prˇeskocˇit dalˇs´ı funkce dokud nenaraz´ıme na dalˇs´ı vy-
kreslen´ı (Draw Step) nebo mu˚zˇeme prˇeskocˇit na stejny´ breakpoint v dalˇs´ım
sn´ımku (Frame Step).
Pouzˇit´ım tohoto prostrˇed´ı se da´ snadno prove´st oprava aplikace, protozˇe
mu˚zˇeme naj´ıt a opravit proble´my typu:
• chyby OpenGL (volba break on OpenGLErrors) – vrac´ı OpenGL im-
plementace; zp˚usobeny sˇpatny´mi vy´cˇty cˇi vola´n´ım funkc´ı kdyzˇ nejsou
relevantn´ı
• detekovane´ chyby – naprˇ´ıklad pokud se pouzˇ´ıva´ pixel forma´t, ktery´ nen´ı
hardwaroveˇ akcelerovany´
• nadbytecˇne´ zmeˇny OpenGL stav˚u
• pouzˇ´ıva´n´ı nedoporucˇeny´ch OpenGL funkc´ı
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• software fallback – nasta´va´, pokud kombinace OpenGL stav˚u nen´ı pod-
porova´na nebo akcelerova´na na graficke´m hardware; v takove´m prˇ´ıpadeˇ
se prˇep´ına´ do softwarove´ho mo´du a t´ım je znacˇneˇ sn´ızˇen vy´kon
Kdyzˇ je aplikace vycˇiˇsteˇna od vsˇech proble´mu˚ zp˚usobeny´ch vola´n´ım
OpenGL funkc´ı, da´ se na´stroj pouzˇ´ıt pro detekova´n´ı a opraven´ı prˇ´ıpad˚u ne-
uvolneˇny´ch graficky´ch objekt˚u z pameˇti.
Na´stroj gDEBugger doka´zˇe nav´ıc zobrazovat informace o textura´ch a bu-
fferech. Tyto informace jsou sb´ıra´ny za beˇhu a daj´ı se zobrazit v okneˇ vyvola-
ne´m Ctrl+T. Zde lze vybrat libovolnou texturu cˇi buffer (DepthBuffer, Front
Buffer, BackBuffer apod.), a pak v prave´ cˇa´sti okna vid´ıme obsah textury cˇi
bufferu s prˇesny´mi informacemi o barveˇ v kazˇde´m pixelu. Lze zapnout cˇi
vypnout kana´ly RGB, poprˇ´ıpadeˇ kana´l alfa. V druhe´m listu nazvane´m Data
View mu˚zˇeme videˇt obra´zek pouze v numericky´ch hodnota´ch. U 3D textur
lze navigovat mezi vrstvami textury, podobeˇ u pole textur. Lze zobrazit i
Vertex BufferObject, ale pouze v rezˇimuData View.
4.3.5 Statistiky
Program doka´zˇe vypsat statistiky Ctrl+Shift+S. V teˇchto statistika´ch mu˚-
zˇeme videˇt procentua´ln´ı pomeˇr zastoupen´ı volany´ch OpenGL funkc´ı dle je-
jich typu (texturovac´ı, maticove´, resterizacˇn´ı). Pomeˇr zastoupen´ı jednotlivy´ch
funkc´ı zna´zorneˇny´ ve sloupcove´m grafu lze videˇt v doln´ı cˇa´sti okna.
Toto okno ma´ specia´ln´ı za´lozˇku na zobrazen´ı zastaraly´ch (tzv. deprecated)
funkc´ı, kde jsou vsˇechny pouzˇite´ vypsa´ny vcˇetneˇ detail˚u, kdy byla funkce
takto oznacˇena, ve ktere´ verzi byla prˇ´ıpadneˇ vymaza´na, pocˇet vola´n´ı funkce
do aktua´ln´ıho breakpointu cˇi procentua´ln´ı zastoupen´ı vzhledem k ostatn´ım
funkc´ım.
Ostatn´ı volane´ funkce mu˚zˇeme videˇt v za´lozˇce FunctionCalls, kde jsou
uvedeny ke kazˇde´ funkci dalˇs´ı podrobnosti. Zejme´na jsou pak zvy´razneˇna
doporucˇen´ı prˇ´ıpadneˇ nepouzˇ´ıvat nevhodnou a nahradit ji za jinou.
Dalˇs´ı zaj´ımavou statistikou je pocˇet skupin vrchol˚u, ktere´ se beˇhem jed-
noho sn´ımku pos´ılaj´ı na zpracova´n´ı. Je zvykem snazˇit se psa´t program tak,
aby se najednou pos´ılalo vzˇdy co nejveˇtsˇ´ı mnozˇstv´ı vertex˚u, cˇ´ımzˇ se zvy´sˇ´ı
vy´kon aplikace.
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4.3.6 Profilova´n´ı
V hlavn´ım okneˇ mu˚zˇeme videˇt cˇasovou osu, na ktere´ je zna´zorneˇn vy´kon-
nostn´ı graf. Existuj´ı trˇi skupiny cˇ´ıtacˇ˚u:
• cˇ´ıtacˇe specificke´ pro operacˇn´ı syste´m – sleduj´ı vy´kon z pohledu spra´vy
syste´movy´ch zdroj˚u (spra´va pameˇti, vyuzˇit´ı procesoru apod.).
• cˇ´ıtacˇe specificke´ pro graficky´ hardware – pouze pouzˇitelne´ pro neˇktery´
hardware (NVIDIA, ATI/AMD, S3 Graphicsa 3DLabs), za podmı´nky
zˇe jsou instalova´ny prˇ´ıslusˇne´ ovladacˇe.
• gDEBugger cˇ´ıtacˇe – zde lze sledovat naprˇ´ıklad pocˇet sn´ımk˚u za sekundu,
pocˇet vola´n´ı OpenGL funkc´ı a cˇ´ıtacˇ˚u, pocˇet troju´heln´ık˚u cˇi vrchol˚u na
sn´ımek atd.
4.3.7 Analy´za
Mo´d analy´zy umozˇnˇuje sledova´n´ı podrobny´ch informac´ı o funkc´ıch na zmeˇnu
stavu a vyhleda´va´n´ı redundantn´ıch pouzˇit´ı takovy´chto funkc´ı. Z´ıska´va´n´ı in-
formac´ı pro pouzˇit´ı tohoto sledova´n´ı vsˇak ma´ velky´ dopad na vy´kon aplikace.
Tento mo´d funguje podobneˇ jako mo´d na z´ıska´va´n´ı statistik. Zpomalen´ı je
zp˚usobeno t´ım, zˇe se mus´ı vyhodnocovat a ukla´dat veˇtsˇ´ı mnozˇstv´ı ukazatel˚u,
aby se redundantn´ı stavy odhalily. Ty se na rozd´ıl od obycˇejny´ch statistik,
kdy se scˇ´ıta´ pocˇet vy´skyt˚u vola´n´ı, mus´ı obohatit o porovna´va´n´ı hodnot ve
vsˇech prˇedchoz´ıch stavech. Dı´ky teˇmto porovna´n´ım se mu˚zˇe naprˇ´ıklad zjistit,
zˇe dane´ konkre´tn´ı vola´n´ı vzˇdy nastavuje stav na stejnou hodnotu, jaka´ byla
prˇed t´ımto vola´n´ım.
Okno na statistiky z´ıskane´ v mo´du analy´zy se vyvola´va´ pomoc´ı zkratky
Ctrl+Shift+S. Jedna´ se sta´le o stejne´ okno. Tentokra´t na´s zaj´ıma´ hlavneˇ za´-
lozˇka StateChange, ktera´ zde mu˚zˇe mı´t neˇkolik za´znamu˚ o vola´n´ı, jezˇ ve 100%
prˇ´ıpad˚u nastavila stejny´ stav, ktery´ byl prˇed zavola´n´ım dane´ho nastaven´ı.
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4.3.8 Na´sledn´ıci projektu gDEBugger
gDEBugger AMD (verze 6.2) [14]
Verze gDEBuggeru pro AMD graficke´ karty, ktera´ vysˇla 20. 4. 2012. Rozhran´ı
te´to verze se liˇs´ı od p˚uvodn´ı. Nema´ naprˇ´ıklad rozdeˇlen´ı na trˇi mo´dy (ladeˇn´ı,
profilova´n´ı a analy´za pameˇti). Nen´ı mozˇne´ spustit profilova´n´ı a sledovat tak
zvolene´ promeˇnne´ v grafu prˇi beˇhu aplikace.
Z pohledu vlastnost´ı, ktere´ je vhodne´ uva´zˇit pro zpracova´n´ı te´to diplo-
move´ pra´ce, neprˇina´sˇ´ı aplikace nic nove´ho oproti jej´ı druhe´ verzi. Zda´ se, zˇe
sp´ıˇse neˇktere´ funkce ztra´c´ı (kompilace shader˚u a profilacˇn´ı mo´d). Na stra´nce
projektu je uvedeno, zˇe jizˇ nebudou zˇa´dne´ dalˇs´ı verze gDEBuggeru, kromeˇ
mozˇny´ch oprav chyb. Projekt, ktery´ je na´sledn´ıkem gDEBuggeru se nazy´va´
CodeXL.
CodeXL (verze 1.3) [15]
Jako na´stupce gDEBuggeru je CodeXL takte´zˇ pokrocˇily´ na´stroj pro ladeˇn´ı
programu˚ vyuzˇ´ıvaj´ıc´ıch OpenGL nebo OpenCL. Stejneˇ jako jeho prˇedch˚udce
ma´ mnoho na´stroj˚u pro ladeˇn´ı, profilova´n´ı a analy´zu aplikac´ı z pohledu na
GPU, CPU a noveˇ i APU. Nab´ız´ı rovneˇzˇ statickou analy´zu ja´dra OpenCL.
Testovany´ program vysˇel 11. 11. 2013.
Tento program nab´ız´ı opeˇt trˇi mo´dy (ladeˇn´ı, profilova´n´ı a analy´za pa-
meˇti). Na druhou stranu ale sta´le nedoka´zˇe meˇnit program shader˚u. Vy´voj
tohoto programu se ub´ıra´ mnohem v´ıce smeˇrem ladeˇn´ı a analy´zy jizˇ zkom-
pilovany´ch programu˚. Prvn´ı zkoumana´ verze ma´ vy´hodnou vlastnost, ktera´
na´m umozˇnˇuje meˇnit program shader˚u za beˇhu programu. Tato vlastnost
se ale pravdeˇpodobneˇ autor˚um nejev´ı jako d˚ulezˇita´ pro hlavn´ı u´cˇel aplikace
– profilova´n´ı a zjiˇst’ova´n´ı vy´konnosti a mozˇny´ch chyb v programu. Proto
na´sleduj´ıc´ı verze programu jizˇ tuto vlastnost neimplementuj´ı.
4.4 GlslDevil (verze 1.1.5) [10]
Na´stroj pro ladeˇn´ı OpenGL graficke´ho rˇeteˇzce. Stejneˇ jako gDEBugger do-
ka´zˇe ladit OpenGL programy bez nutnosti opeˇtovne´ kompilace nebo dokonce
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Obra´zek 4.4: Rozhran´ı na´stroje GlslDevil
bez zdrojove´ho ko´du (data pro ladeˇn´ı jsou z´ıska´va´na z hardwarove´ realizace
rˇeteˇzce). Posledn´ı verze (1.1.5) nepodporuje ladeˇn´ı aplikac´ı, ktere´ jsou v´ıce-
vla´knove´. Nav´ıc, nelze ladit 32bitove´ aplikace za pouzˇit´ı 64bitove´ verze Glsl-
Devil. Posledn´ı verze byla nahra´na v roce 16. 2. 2010. Obra´zek 4.4 ukazuje
rozhran´ı na´stroje.
4.4.1 Rozhran´ı
• OpenGL trace
– poskytuje funkcionalitu pro ovla´da´n´ı ladeˇn´ı, zobrazuje proud
OpenGL prˇ´ıkaz˚u, umozˇnˇuje krokova´n´ı, prˇeskakova´n´ı funkc´ı a do-
konce i u´pravu OpenGL funkc´ı a jejich parametr˚u
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– umozˇnˇuje spustit program a za´rovenˇ vypisovat lad´ıc´ı informace,
cozˇ ale velmi zpomaluje beˇh programu
– je mozˇne´ skocˇit na dalˇs´ı vykreslen´ı, dalˇs´ı zmeˇnu shaderu nebo
vola´n´ı dalˇs´ı funkce (zadane´ uzˇivatelem)
• shader source – editory pro vertex, fragment a geometry shadery
• GL trace statistics – prˇehled volany´ch OpenGL funkc´ı
• Watch
• Shader Variables
• GL Buffer View
4.4.2 Ladeˇn´ı shader˚u
Podporuje vertex shader, fragment shader a geometry shader. Prˇi ladeˇn´ı ge-
ometry shaderu se mu˚zˇeme pod´ıvat na detailn´ı informace o kazˇde´m primi-
tivu, aktua´ln´ı hodnoty dat a vy´stupn´ı vrcholy. Lze dokonce vizualizovat data
z geometry shaderu. Vizualizace mu˚zˇe naprˇ´ıklad pouzˇ´ıvat r˚uzne´ barvy pro
generovane´ vertexy dle jejich indexu.
Ladeˇn´ı shaderu se vykona´va´ na u´rovni jednoho vykreslen´ı, kde vsˇechny
dotycˇne´ elementy jsou krokova´ny soucˇasneˇ. Aby bylo mozˇne´ ladit shader, je
nutne´, aby byl program ve specificke´m stavu, a tud´ızˇ po vola´n´ı vykreslovac´ı
funkce.
4.4.3 Funkcionalita
Tento program je bohuzˇel neudrzˇovany´ a meˇl proble´my s ladeˇn´ım shader˚u na
vsˇech Testovany´ch stanic´ıch. Velmi cˇasto se sta´valo, zˇe se program zastavil
prˇi spusˇteˇn´ı na chybeˇ nazvane´
”
Internal debugger error“. V prˇ´ıpadeˇ programu˚,
ktere´ sˇly spustit, nebylo nikdy mozˇne´ prove´st ladeˇn´ı shader˚u. Aplikace vzˇdy
skoncˇila prˇi prvn´ım pokusu o jejich krokova´n´ı. Vzhledem k tomu, zˇe se ne-
darˇilo naleznout rˇesˇen´ı pro chyby, ktere´ nasta´valy, a vzhledem k tomu, zˇe je
projekt neudrzˇovany´, nemohlo by´t Testova´n´ı programu dokoncˇeno.
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4.5 KickJs GLSL Shader Editor [11]
Obra´zek 4.5: Rozhran´ı webove´ stra´nky KickJs
KickJs GLSL Shader Editor je aplikace, ktera´ se da´ spustit ve webove´m
prohl´ızˇecˇi. Uka´zka rozhran´ı prohl´ızˇecˇe je na obra´zku 4.5. Podle dokumentace
jsou podporova´ny (toho cˇasu) nejnoveˇjˇs´ı prohl´ızˇecˇe Mozilla Firefox a Google
Chrome. Internet Explorer verze 10 nepodporuje KickJS. Aplikace fungovala
i v prohl´ızˇecˇ´ıch Firefox verze 23.0, Chrome verze 30 a Opera verze 17.0.
Posledn´ı aktualizace prˇed Testova´n´ım aplikace probeˇhla 21. 7. 2013.
4.5.1 Funkce a charakteristiky software
• testova´n´ı shader˚u (fragment shader, vertex shader)
• nastavova´n´ı uniform promeˇnny´ch spolecˇny´ch pro oba shadery
• v animacˇn´ı smycˇce lze meˇnit pouze
– textury (pouze obra´zky prˇ´ıstupne´ ze stra´nky www.kickjs.org ve
slozˇce /example/shader editor/)
– globa´ln´ı nastaven´ı pipeliny (face curling, z-TESt atd.)
– ortogona´ln´ı nebo perspektivn´ı kamera
– vy´beˇr jednoho z prˇednastaveny´ch model˚u
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– pohyb modelu (model bude staticky´ nebo bude rotovat)
4.5.2 Rozhran´ı
Internetova´ aplikace rozdeˇluje okno na neˇkolik pomyslny´ch cˇa´st´ı. V horn´ı
cˇa´sti okna jsou volby, ktere´ se u veˇtsˇiny aplikac´ı nacha´z´ı na liˇsteˇ pod volbou
soubor (file). Bohuzˇel, akce nacˇ´ıst a ulozˇit ukla´daj´ı pouze stav aplikace (lze
je prove´st pouze po prˇihla´sˇen´ı na google u´cˇet). Vy´sledek se neda´ nijak ex-
portovat. Ulozˇene´ za´chytne´ body se mohou pouze pouzˇ´ıt pro dalˇs´ı Testova´n´ı
chodu v aplikaci KickJS.
Vy´sledna´ sce´na je videˇt v male´m okneˇ vlevo nahorˇe. Je mozˇno zapnout
rezˇim na celou obrazovku.
4.5.3 Editor
Jsou zvy´raznˇova´na vyhrazena´ slova, funkce a zabudovane´ OpenGL promeˇnne´.
Nasˇepta´va´n´ı ko´du nen´ı. Syntakticke´ chyby nejsou podtrha´va´ny. Chyby jsou
ohlasˇova´ny ve specia´ln´ı chybove´ konzoli, ktera´ funguje jako log uda´lost´ı. V po-
pisu chyby je mozˇne´ z´ıskat cˇ´ıslo rˇa´dku. Editoru ko´du ma´ cˇ´ıslova´n´ı rˇa´dek.
Vy´sledky kompilace nemaj´ı zˇa´dne´ zvy´razneˇn´ı u chyb ani interaktivn´ı odkazy,
prˇesto vypada´ vy´pis velmi prˇehledneˇ. Nen´ı zde mozˇne´ ukla´dat zmeˇny v edi-
toru jinak nezˇ automaticky. Editor okamzˇiteˇ prˇelozˇ´ı shader pokazˇde´ zmeˇneˇ.
Pokud uzˇivatel nap´ıˇse neˇkolik znak˚u za sebou, zmeˇny se projev´ı azˇ po tom,
co uzˇivatel udeˇla´ prˇesta´vku v psan´ı.
4.5.4 Ladeˇn´ı shader˚u
Tato aplikace umozˇnˇuje pouze napsa´n´ı vlastn´ıho shaderu pro vykreslova´n´ı
jednoho objektu (z neˇkolika prˇednastaveny´ch). Tento objekt mu˚zˇe mı´t pouze
jednu z neˇkolika prˇednastaveny´ch textur. Vykreslovac´ı smycˇka je pevneˇ da´na.
Ko´d shader˚u se da´ libovolneˇ editovat. Jinak zde nejsou zˇa´dne´ pokrocˇilejˇs´ı
mozˇnosti krokova´n´ı programu.
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4.6 OpenGL Shader Designer
(Verze 1.5.9.6) [12]
Obra´zek 4.6: Rozhran´ı na´stroje ShaderDesigner
OpenGL Shader Designer je vy´vojove´ prostrˇed´ı pro vytva´rˇen´ı shader˚u
v OpenGL. Je zde mozˇne´ vytva´rˇet vertex a fragment shadery. Posledn´ı do-
kumentace byla vytvorˇena k datu 12. 6. 2004. Obra´zek 4.6 ukazuje graficke´
rozhran´ı na´stroje.
4.6.1 Funkce a charakteristiky software
• testova´n´ı shader˚u (fragment shader, vertex shader)
• v animacˇn´ı sycˇce lze pouze
– meˇnit textury (lze nacˇ´ıtat vlastn´ı)
– meˇnit modely (lze nacˇ´ıtat vlastn´ı ve forma´tu gsd)
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• model se pohybuje tazˇen´ım mysˇi
• lze exportovat jako AVI video
4.6.2 Rozhran´ı
• zobrazen´ı sce´ny
• na´hled jedne´ z textur
• editor pro vertex shader nebo fragment shader
• prˇehled uniform promeˇnny´ch
• vy´sledky kompilace
• nastaven´ı sveˇtla
4.6.3 Editor
Jsou zvy´raznˇova´na vyhrazena´ slova, funkce a zabudovane´ OpenGL promeˇnne´.
Da´le program doka´zˇe naj´ıt druhy´ pa´r znak˚u v´ıcerˇa´dkove´ho komenta´rˇe, pokud
se kurzor umı´st´ı prˇed znaky * nebo /.
Program umı´ nasˇepta´vat symboly s vy´jimkou uzˇivatelem definovany´ch
promeˇnny´ch. Chybou prˇi nasˇepta´va´n´ı je to, zˇe pokud se nasˇepta´va´n´ı vyvola´
(Ctrl+Space), pokracˇuje se v psan´ı a uzˇivatel se rozhodne, zˇe chce napsat pro-
meˇnnou, kterou nasˇepta´vacˇ nezna´, pak se bohuzˇel automaticky dopln´ı neˇjaky´
symbol z nasˇepta´vacˇe, ktery´ ma´ k napsane´mu rˇeteˇzci nejbl´ızˇe. Syntakticke´
chyby nejsou podtrha´va´ny. Chyby jsou ohlasˇova´ny ve vy´sledc´ıch kompilace.
Bohuzˇel nejsou v´ıce specificke´ v popisu chyby, nezˇ zˇe vyp´ıˇsou hla´sˇen´ı o ne-
zdarˇene´ kompilaci fragment shaderu cˇi vertex shaderu. Editoru ma´ cˇ´ıslovane´
rˇa´dky, ale bez odkazu na rˇa´dku s chybou je tato vlastnost mnohem me´neˇ
uzˇitecˇna´. Editor doka´zˇe zkolabovat nebo rozvinout funkcˇn´ı bloky. Zmeˇny
v shaderu je nutne´ ulozˇit a zkompilovat, nezˇ se zmeˇny uplatn´ı. Sce´na se pak
automaticky prˇekresl´ı.
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4.6.4 Ladeˇn´ı shader˚u
Tato aplikace umozˇnˇuje pouze napsa´n´ı vlastn´ıho shaderu pro vykreslova´n´ı
jednoho objektu, ktery´ lze ota´cˇet v okneˇ vy´stupu. Vykreslovac´ı smycˇka je
pevneˇ da´na. Ko´d shader˚u se da´ libovolneˇ editovat. Nejsou zde zˇa´dne´ mozˇnosti
krokova´n´ı vykreslovac´ı smycˇky cˇi shader˚u.
Za´znamy pro vertex a fragment shader maj´ı napojen´ı na komponentu
PropertyGrid. Mu˚zˇeme nastavovat pouze stav OpenGL, ktery´ se va´zˇe na
danou fa´zi, naprˇ´ıklad test hloubky nebo test pr˚uhlednosti. Nastavova´n´ı uni-
form promeˇnny´ch nen´ı umozˇneˇno.
4.7 Shader Maker [13]
Obra´zek 4.7: Rozhran´ı na´stroje ShaderMaker
Shader Maker je multiplatformn´ı editor shader˚u vyvinuty´ v QT. Pro-
jekt je opensource. Program neumozˇnˇuje ukla´da´n´ı projektu. Umozˇnˇuje vsˇak
rychle´ vytva´rˇen´ı prototyp˚u shader˚u, s cˇ´ımzˇ mu poma´ha´ jeho minimalisticky´
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vzhled. Posledn´ı update projektu probeˇhl 14. 3. 2013. N obra´zku 4.7 je videˇt
rozhran´ı na´stroje.
4.7.1 Funkce a charakteristiky software
• testova´n´ı shader˚u (fragment shader, vertex shader, geometry shader)
• v animacˇn´ı smycˇce lze meˇnit pouze
– textury (lze nacˇ´ıtat vlastn´ı)
– modely (lze nacˇ´ıtat vlastn´ı ve forma´tu obj)
– osveˇtlen´ı
– materia´ly
– projekcˇn´ı matice
– view port
• model se pohybuje tazˇen´ım mysˇi
4.7.2 Rozhran´ı
Na´stroj umozˇnˇuje prohl´ıdnut´ı sce´ny v hlavn´ım okneˇ. Ma´ za´lozˇky pro prohl´ı-
zˇen´ı informac´ı o logu uda´lost´ı, osveˇtlen´ı, materia´l, uniform promeˇnne´ a tex-
tury. Posledn´ı za´lozˇka obsahuje informace z´ıskane´ z dane´ho hardware a in-
formace o nainstalovane´m OpenGL.
V tabulce uniform promeˇnny´ch se mohou nastavovat uniformy, ktere´ jsou
obsazˇeny ve zkompilovane´m programu (s vy´jimkou sampler˚u). Kazˇda´ pro-
meˇnna´ ma´ v graficke´m rozhran´ı mozˇnost prˇistupovat azˇ ke cˇtyrˇem jej´ım po-
lozˇka´m. V prˇ´ıpadeˇ matic lze prˇistupovat i k dalˇs´ım sloupc˚um.
4.7.3 Editor
Jsou zvy´raznˇova´na vyhrazena´ slova, funkce a zabudovane´ OpenGL promeˇnne´.
Nejsou zvy´raznˇova´ny uzˇivatelske´ promeˇnne´. Editor neumı´ nasˇepta´vat sym-
boly.
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Program je nutne´ prˇekompilovat, aby se zmeˇny projevily. Pak jsou zmeˇny
znatelne´ prˇi beˇhu programu. Shader se da´ opeˇtovneˇ nalinkovat (restartuj´ı se
vsˇechny promeˇnne´).
Syntakticke´ chyby jsou popsa´ny v logu uda´lost´ı. Obsahuj´ı odkaz na rˇa´dku
v editoru. Editor sice nema´ cˇ´ıslova´n´ı rˇa´dek, ale ukazuje cˇ´ıslo rˇa´dky, na ktere´
je kurzor. Nen´ı prˇ´ıliˇs vhodne´, zˇe okno uda´lost´ı ukazuje jen posledn´ı kompilaci
a nijak nezvy´raznˇuje chybova´ hla´sˇen´ı nebo varova´n´ı.
Vsˇechny trˇi shadery (vertex, fragment, geometry) se daj´ı ulozˇit pouze
zvla´sˇt’. Nen´ı mozˇno neˇjaky´m zp˚usobem ukla´dat projekt.
4.7.4 Ladeˇn´ı shader˚u
Stejneˇ jako prˇedchoz´ı aplikace Shader Maker umozˇnˇuje pouze napsa´n´ı vlast-
n´ıho shaderu pro vykreslova´n´ı jednoho objektu. Tento lze ota´cˇet v okneˇ vy´-
stupu. Vykreslovac´ı smycˇka je pevneˇ da´na. Ko´d shader˚u se da´ libovolneˇ edito-
vat za beˇhu programu. Aplikace neumozˇnˇuje krokova´n´ı smycˇky nebo shader˚u.
4.8 Shrnut´ı funkcionality testovany´ch
na´stroj˚u
Testovane´ programy veˇtsˇinou bylo mozˇne´ pouzˇ´ıt podle jejich dokumentace.
Vy´jimka vsˇak nastala u neudrzˇovane´ho projektu GlslDevil, ktery´ nebylo mozˇne´
pouzˇ´ıt podle instrukc´ı. Nemeˇl pecˇliveˇ zdokumentovana´ chybova´ hla´sˇen´ı a on-
line podpora k dany´m proble´mu˚m byla take´ nedostatecˇna´.
Programy, ktere´ byly pouzˇ´ıva´ny zejme´na na ladeˇn´ı, nebyly skutecˇneˇ prˇ´ıliˇs
vhodne´ pro vy´voj GLSL aplikac´ı. Tyto programy se hod´ı na ladeˇn´ı vy´sledne´
aplikace. Jen prvn´ı Testovana´ verze gDEBuggeru byla schopna´ upravovat
GLSL ko´d za beˇhu aplikace. Ostatn´ı verze byly specia´lneˇ vytvorˇeny hlavneˇ
na profilova´n´ı, ladeˇn´ı a statistiky. Tyto funkce vsˇak umozˇnˇovaly prova´deˇt
vy´voj prˇ´ımo v dane´m prostrˇed´ı.
Veˇtsˇina ostatn´ıch programu˚ byla jednodusˇe pouzˇitelne´ pro vy´voj shader˚u.
Tyto programy vsˇak meˇly neˇkolik nedostatk˚u. Nebylo mozˇne´ upravovat zob-
razovac´ı smycˇku. V jedine´m programu, ve ktere´m toto bylo mozˇne´, se ko´d
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zobrazovac´ı smycˇky psal pouze v Pythonu. Tento program nav´ıc nemeˇl v˚ubec
zˇa´dne´ pokrocˇilejˇs´ı vlastnosti editoru ko´du. V aplikac´ıch, ktere´ umozˇnˇovaly
doplnˇova´n´ı ko´du, bylo toto omezeno pouze na pa´r kl´ıcˇovy´ch slov cˇi funkc´ı.
Nejkomplexneˇjˇs´ım programem, ktery´ by mohl splnˇovat nejv´ıce bod˚u za-
da´n´ı te´to pra´ce, byl AMD RenderMonkey. Tento program znovu ale neob-
sahoval zˇa´dne´ v´ıce upravitelne´ mozˇnosti pro u´pravu vykreslovac´ı smycˇky.
Z toho plynulo mnoho proble´mu˚, zejme´na obt´ızˇneˇjˇs´ı pra´ce s v´ıce modely
(kazˇdy´ musel by´t prˇida´n ve zvla´sˇtn´ım pr˚uchodu). Nav´ıc byl vy´voj Render-
Monkey zastaven a tento na´stroj jizˇ nepodporuje vysˇsˇ´ı verze GLSL nezˇ 2.0.
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Cela´ aplikace bude naprogramova´na v jazyku C# z d˚uvodu rychlosti vy´voje
a jednoduchosti vytva´rˇen´ı graficke´ho rozhran´ı pro aplikaci.
V projektu se budou pouzˇ´ıvat vola´n´ı OpenGL. OpenGL je dynamicky
linkovana´ knihovna. Nejvy´hodneˇjˇs´ı bylo pouzˇit´ı knihovny OpenTK pro ex-
tern´ı vola´n´ı funkc´ı OpenGL v jazyce C#. Tato knihovna je prˇ´ıjemneˇjˇs´ı na
pouzˇit´ı nezˇ naprˇ´ıklad knihovna Tao. OpenTK ma´ rozdeˇlene´ vy´cˇty podle typ˚u
ke ktery´m patrˇ´ı, ma´ silne´ typova´n´ı promeˇnny´ch, zavedene´ struktury pro nej-
cˇasteˇji potrˇebne´ datove´ typy (vektory, matice), ma´ implementovane´ na´soben´ı
vektor˚u a matic prˇet´ızˇen´ım opera´toru, mu˚zˇe pouzˇ´ıvat genericke´ datove´ typy
a je v´ıce udrzˇovane´.
Funkcionalita aplikace bude z pohledu veˇtsˇiny vlastnost´ı motivova´na Tes-
tovany´m programem Render Monkey. Uzˇivatel mus´ı by´t schopen vytvorˇit
sv˚uj vlastn´ı jednoduchy´ efekt nacˇten´ım modelu, textury a specifikac´ı neˇko-
lika shader˚u. Na´vrh mus´ı umozˇnit, aby bylo mozˇne´ specifikovat v jednom
projektu v´ıce programu˚ i v´ıce model˚u.
Vytva´rˇeny´ GLSL editor mus´ı mı´t na´sleduj´ıc´ı vlastnosti:
• pomoc´ı skriptu v jazyce C# mu˚zˇe sestavit sce´nu v interaktivn´ım editoru
• poskytuje mozˇnost upravovat shadery
• jednoduchy´ zp˚usob pro nacˇ´ıta´n´ı objekt˚u a textur
• zvy´raznˇova´n´ı syntaxe programove´ho ko´du
• jednoducha´ u´prava uniform promeˇnny´ch
• prohl´ızˇen´ı nacˇteny´ch dat
• sada uka´zkovy´ch u´loh
Veˇtsˇina Testovany´ch na´stroj˚u pro vy´voj splnˇovala velkou cˇa´st vycˇteny´ch
bod˚u. Pomeˇrneˇ cˇasto ale vsˇak chybeˇla mozˇnost definovat ko´d vykreslovac´ı
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smycˇky. Ko´d v jazyce C# je dostatecˇneˇ prˇ´ıveˇtivy´ pro vytva´rˇen´ı prototyp˚u
jednoduchy´ch shader˚u d´ıky spra´veˇ pameˇti a rychle´mu prˇekladu.
Je nutne´ vyrˇesˇit, jaky´m zp˚usobem budou implementova´ny jednotlive´
funkce. Aplikace, ktera´ je schopna´ splnit vsˇechny prˇedcha´zej´ıc´ı pozˇadavky
mus´ı splnit na´sleduj´ıc´ı u´koly:
• pouzˇit´ı a nastaven´ı graficky´ch komponent prozvy´raznˇova´n´ı a doplnˇo-
va´n´ı zdrojove´ho ko´du
• kompilace C# ko´du za beˇhu editoru a zmeˇna hodnot globa´ln´ıch pro-
meˇnny´ch za beˇhu vizualizacˇn´ıho okna
• spusˇteˇn´ı programu napsane´ho za beˇhu editoru a komunikace s n´ım
• spra´va (shader˚u, programu˚, model˚u a textur)
V dalˇs´ıch kapitola´ch budou uvedeny podrobnosti rˇesˇen´ı nast´ıneˇny´ch pro-
ble´mu˚. Jazyk C# zjednodusˇuje rˇesˇen´ı neˇktery´ch proble´mu˚, ale i tak je neˇkdy
nutne´ prove´st sofistikovaneˇjˇs´ı nastaven´ı existuj´ıc´ıch komponent nebo imple-
mentovat vlastn´ı.
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zvy´raznˇova´n´ı ko´du
Jednou z hlavn´ıch vlastnost´ı implementovane´ho editoru je zvy´raznˇova´n´ı textu
a doplnˇova´n´ı ko´du. Existuje neˇkolik komponent pouzˇitelny´ch v C#, ktere´ jizˇ
tuto funkcionalitu implementuj´ı. v na´sleduj´ıc´ıch kapitola´ch budou analyzo-
va´ny vlastnosti komponent.
6.1 Scintilla [16]
Scintilla je free source komponenta pouzˇitelna´ pro editova´n´ı ko´du. Lze pouzˇ´ıt
pro jaky´koliv komercˇn´ı cˇi nekomercˇn´ı projekt.
Ma´ vlastnosti potrˇebne´ pro standardn´ı editory textu. Scintilla ma´ vlast-
nosti, ktere´ jsou uzˇitecˇne´ pro editova´n´ı ko´du:
• r˚uzne´ styly syntaxe (proporciona´ln´ı/neproporciona´ln´ı fonty, tucˇne´ p´ısmo,
kurz´ıva, barva poprˇed´ı, pozad´ı, zmeˇna font˚u)
• indika´tor chyb
• doplnˇova´n´ı ko´du
Vy´voj Scintilly zacˇal jako snaha vylepsˇit text editor PythonWin. Py-
thonWin pouzˇ´ıval Richedit grafickou komponentu, ktera´ zmeˇny stylu klasifi-
kovala do stejne´ kategorie, do ktere´ se ukla´daly zmeˇny za´sobn´ıku pro volbu
zpeˇt. Nav´ıc tato komponenta nastavovala flag dirty. Jeden z programu˚, ktery´
byl vytvorˇen pomoc´ı te´to komponenty je SciTE. Pu˚vodneˇ byl SciTE pouze
vytvorˇen pro demonstraci Scintilly. Nejle´pe se hod´ı pro mensˇ´ı projekty, do
ktery´ch se daj´ı zahrnout Testovac´ı programy.
Scintilla je psana´ v C++. Jej´ı ko´d vsˇak pouzˇ´ıva´ pouze podmnozˇinu vlast-
nost´ı jazyka C++, protozˇe Scintilla mu˚zˇe by´t pouzˇ´ıva´na i v projektech psa-
ny´ch v C.
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6.1.1 ScintillaNET [17]
ScintillaNET je wrapper Scintilly pro platformu .NET. Dle autor˚u jsou zde
k nalezen´ı funkce, ktere´ v jiny´ch wrapperech neexistuj´ı:
• doplnˇova´n´ı snipplet˚u (doplnˇova´n´ı cˇasto pouzˇ´ıvane´ male´ cˇa´sti ko´du, na-
prˇ´ıklad try/catch nebo property)
• integrovane´ hleda´n´ı a na´hrada rˇeteˇzc˚u
• hleda´n´ı regula´rn´ıch rˇeteˇzc˚u
• doprˇedna´ cˇi zpeˇtna´ navigace v textu
Bylo jizˇ plneˇ konfigurova´no neˇkolik jazyk˚u pro zvy´raznˇova´n´ı syntaxe.
Mezi jazyky s hotovou podporou zvy´raznˇova´n´ı syntaxe je C#, GLSL mezi
nimi ale nen´ı. Posledn´ı update byl zaznamena´n 18. 3. 2013.
6.1.2 Testovac´ı aplikace
Projekt nema´ k dispozici zˇa´dnou Testovac´ı aplikaci. Proto byla naprogra-
mova´na vlastn´ı aplikace pomoc´ı na´vodu k oveˇrˇen´ı funkcionality te´to kompo-
nenty.
Postup vytvorˇen´ı programu:
• sta´hnut´ı knihoven ScintillaNET.dll, SciLexer.dll, a SciLexer64.dll
• konfigurace promeˇnne´ Path, aby Windows mohl nale´zt knihovny
• prˇida´n´ı komponenty do na´vrha´rˇe Windows formula´rˇ˚u ve Visual Studiu.
Da´le je na stra´nka´ch ScintillaNET popsa´no jak zacˇ´ıt programovat aplikace
s touto komponentou. Jsou vysveˇtleny prˇ´ıklady pro:
• vlastn´ı konfiguracˇn´ı soubory
• zprovozneˇn´ı zvy´raznˇova´n´ı syntaxe
46
Analy´za komponent pro zvy´raznˇova´n´ı ko´du Fast ColoredTextbox[20]
• zobrazen´ı cˇ´ısel rˇa´dek
• implementace vlastn´ıho lexeru (objektu, ktery´ prova´d´ı lexika´ln´ı ana-
ly´zu)
6.2 Fast ColoredTextbox[20]
Fast ColoredTextbox je komponenta pro editova´n´ı textu. Je nejbohatsˇ´ı co se
ty´ka´ prˇ´ıklad˚u (posledn´ı update probeˇhl 1. 11. 2013). Komponenta byla vy-
tvorˇena jako lepsˇ´ı verze komponenty RichTextBox, ktery´ zvy´raznˇoval veˇtsˇ´ı
mnozˇstv´ı fragment˚u (nad 200) jen velice pomalu. Cele´ vykreslova´n´ı textu
v noveˇ vytvorˇene´ komponenteˇ je naprogramova´no pomoc´ı GDI+, cozˇ je
C/C++ API. GDI+ umozˇnˇuje aplikac´ım pouzˇ´ıvat graficke´ forma´tova´n´ı textu
pro displeje i pro tiska´rny [19].
K textu lze prˇistupovat pouzˇit´ım regula´rn´ıch vy´raz˚u. Mimo jine´ Je pod-
porova´no zalomen´ı rˇa´dek, najdi/nahrad’, cˇi zpeˇt/vprˇed.
6.2.1 Testovac´ı aplikace
Tato komponenta prˇicha´z´ı s Testovac´ım prˇ´ıkladem. Testovac´ı prˇ´ıklad je tvo-
rˇen jedn´ım hlavn´ım formula´rˇem aplikace, ze ktere´ho se daj´ı vyvolat r˚uzne´
verze editor˚u pro r˚uzne´ u´cˇely. Aplikace obsahuje prˇ´ıklady pro:
• zvy´raznˇova´n´ı syntaxe (vcˇetneˇ zvy´raznˇova´n´ı vsˇech vy´skyt˚u te´ promeˇnne´
v ko´du, na ktere´ se nacha´z´ı kurzor)
• nastaven´ı vlastn´ı syntaxe
• vytvorˇen´ı zvy´raznˇovacˇe rˇa´dky
• vytvorˇen´ı vlastn´ıho stylu zvy´raznˇova´n´ı textu
• zvy´raznˇova´n´ı syntaxe pro dlouhe´ texty (statis´ıce rˇa´dek)
• pra´ce s extre´mneˇ dlouhy´mi texty (miliony rˇa´dek, sta´le zab´ıra´ pouze 120
MB v pameˇti)
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• C# editor obsahuj´ıc´ı za´kladn´ı funkce (vprˇed, zpeˇt, ukla´da´n´ı, tisk, pra´ce
se schra´nkou, vyhleda´va´n´ı rˇeteˇzce, zobrazova´n´ı b´ıly´ch znak˚u)
• vkla´da´n´ı obra´zk˚u do textove´ho pole
• podpora logova´n´ı
• split-screen
• nacˇ´ıta´n´ı velky´ch soubor˚u technikou l´ıne´ho nacˇ´ıta´n´ı (anglicky lazyloa-
ding)
• uka´zka jak forma´tovat ko´d obsahuj´ıc´ı rˇeteˇzce z v´ıce jazyk˚u (HTML a
PHP)
• hypertextovy´ odkaz
• animovany´ text
• kolapse a rozv´ıjen´ı funkcˇn´ıch blok˚u textu (anglicky codefolding)
• automaticke´ doplnˇova´n´ı ko´du (doplnˇova´n´ı staticky zadany´ch rˇeteˇzc˚u,
snipplet˚u dynamicke´ doplnˇova´n´ı)
• tooltip
• dynamicke´ zvy´raznˇova´n´ı ko´du (zvy´raznˇova´n´ı za´vorek, zvy´raznˇova´n´ı pro-
meˇnny´ch)
• zvy´raznˇova´n´ı syntaxe popsane´ XML souborem
• zobrazova´n´ı ciz´ıch znak˚u (Arabsky´ch, Cˇ´ınsky´ch, Japonsky´ch apod.)
• automaticke´ odsazova´n´ı
• spra´va za´lozˇek
• emula´tor konzole
• na´poveˇdy
• bloky jen pro cˇten´ı (nelze upravit strukturu tag˚u, pouze jejich obsah)
• text s prˇeddefinovany´m stylem a hypertextovy´mi odkazy
• vytva´rˇen´ı maker (nahraje se posloupnost stisknuty´ch kla´ves, a takto
vytvorˇene´ makro se da´ pouzˇ´ıt pro opakovanou u´pravu textu)
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• otevrˇene´ fonty
• prav´ıtko
• mapa dokumentu (na´hled dokumentu)
6.3 ICSharpCode.TextEditor [18]
SharpDevelop ma´ grafickou komponentu, ktera´ pln´ı funkci textove´ho editoru.
Da´ se pouzˇ´ıt na u´pravu, ukla´da´n´ı cˇi na´hradu rˇeteˇzc˚u. Doka´zˇe prova´deˇt akce
s pomoc´ı syste´move´ schra´nky, umı´ zvy´raznˇovat rˇeteˇzce, rozv´ıjet cˇi kolabovat
bloky textu, pouzˇ´ıvat za´lozˇky a meˇnit nastaven´ı zobrazen´ı. Existuje jen jedna
verze publikovana´ 13. 11. 2008. Vyzˇaduje C# 3.0 kompila´tor.
Cely´ projekt byl v posledn´ı dobeˇ prˇedeˇla´n do WPF (Windows Presen-
tation Foundation). Nyn´ı se nazy´va´ AvalonEdit.
6.3.1 Komponenty a trˇ´ıdy
Textovy´ editor obsahuje propojene´ graficke´ komponenty TextEditorControl,
TextAreaControl a TextArea. TextEditorControl je na nejvysˇsˇ´ı u´rovni.
TextAreaControl zapouzdrˇuje komponentu TextArea a jej´ı scrollbary.
TextArea zpracova´va´ vstup z kla´vesnice a vykresluje text.
6.3.2 Vlastnosti editoru
Editor ma´ implementovanou volbu zpeˇt a opeˇtovne´ vra´cen´ı zmeˇn. Doka´zˇe do-
cˇasneˇ vyznacˇit slova pomoc´ı marker˚u. Implementuje za´lozˇky, skla´da´n´ı blok˚u
ko´du, automaticke´ zarovna´n´ı ko´du a zvy´razneˇn´ı syntaxe.
6.3.3 Testovac´ı aplikace
Aplikace mu˚zˇe otevrˇ´ıt neˇkolik za´lozˇek, ve ktery´ch budou r˚uzne´ soubory se
zdrojovy´m ko´dem. Umozˇnˇuje nacˇ´ıta´n´ı a ukla´da´n´ı. V u´prava´ch jsou volby
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typicke´ pro u´pravy v aplikac´ıch (pra´ce se schra´nkou a hleda´n´ı cˇi nahrazen´ı
rˇeteˇzce). Nav´ıc je v u´prava´ch mozˇnost vkla´dat a navigovat mezi za´lozˇkami.
Mu˚zˇeme da´le zvolit dalˇs´ı mozˇnosti, ktere´ se ty´kaj´ı hlavneˇ zobrazova´n´ı
ko´du:
• split-screen
• zobrazen´ı b´ıly´ch znak˚u
• zobrazen´ı cˇ´ısel rˇa´dek
• zvy´razneˇn´ı aktua´ln´ı rˇa´dky
• zvy´razneˇn´ı pa´rove´ za´vorky
• nastaven´ı velikosti tabula´toru
• nastaven´ı velikosti fontu
6.4 ChameleonRichTextBox [21]
Tato komponenta je soucˇa´st´ı projektu CleanCode. CleanCode jsou knihovny
pro vy´voja´rˇe .NET, PowerShell, SQL, Java, Perl, a Javascript aplikac´ı.
ChameleanRichTextBox je komponenta, ktera´ deˇd´ı od RichTextBox. Je
dalˇs´ım vylepsˇen´ım komponenty SyntaxHilightTextBox. Posledn´ı update pro-
beˇhl 30. 6. 2013. Mezi jej´ı vlastnosti patrˇ´ı:
• zmeˇna zvy´raznˇova´n´ı syntaxe bez implementace nove´ komponenty pou-
zˇit´ım deˇdicˇnosti
• doplnˇova´n´ı ko´du
• vy´konneˇjˇs´ı nezˇ SyntaxHilightTextBox
• doplnˇova´n´ı kl´ıcˇovy´ch slov
• najdi a nahrad’
• podpora maker
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• kla´vesove´ zkratky pro forma´tova´n´ı
• konfigurace XML souborem
6.4.1 Testovac´ı aplikace
Existuje Testovac´ı aplikace [22]. Tato aplikace TEStuje mnoho implemento-
vany´ch cˇa´st´ı projektu CleanCode. Zaj´ıma´ na´s hlavneˇ komponenta Chamele-
onRichTextBox. Testovanou komponentu bylo mozˇne´ pouzˇ´ıt pro zvy´raznˇo-
va´n´ı syntaxe pro neˇkolik prˇednastaveny´ch jazyk˚u (SqlServer, Oracle, MySql
a Odbc). Ukazuje jak pracovat s tabula´tory a zvy´raznˇova´n´ım. Bohuzˇel tento
prˇ´ıklad neukazuje zˇa´dne´ pokrocˇilejˇs´ı funkce. Nepodarˇilo se naj´ıt zˇa´dne´ ob-
sa´hlejˇs´ı prˇ´ıklady k te´to komponenteˇ.
6.5 Zhodnocen´ı komponent
Vsˇechny komponenty doka´zaly zvy´raznˇovat syntaxi a doplnˇova´n´ı ko´du. Udr-
zˇovanost teˇchto komponent se vsˇak liˇs´ı.
• SCIntilla je sice velmi rozsˇ´ıˇrena´, ale jej´ı .NET wrapper je udrzˇovany´ a
dokumentovany´ o neˇco me´neˇ kvalitneˇji. Prˇ´ıklad˚u pouzˇit´ı je velmi ma´lo.
• ICSharpCode.TextEditor splnˇuje za´kladn´ı pozˇadavky, ktere´ budou po-
trˇeba v te´to pra´ci. Tato komponenta ma´ pro Window Form graficke´
rozhran´ı nejstarsˇ´ı verzi.
• ChameleonRichTextBox je soucˇa´st´ı veˇtsˇ´ıho projektu a bylo velmi ob-
t´ızˇne´ nale´zt uzˇitecˇny´ prˇ´ıklad nebo dokumentaci.
• FastColoredTextbox vycha´z´ı jako nejlepsˇ´ı volba z dany´ch komponent.
Tento projekt je velmi rozsa´hly´, udrzˇovany´ a ma´ velke´ mnozˇstv´ı featur
a prˇ´ıklad˚u, ktere´ vsˇechny d˚ulezˇite´ funkce demonstruj´ı.
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Pro editaci zdrojove´ho ko´du se bude pouzˇ´ıvat komponenta FastColoredText-
box [20]. Tato komponenta umozˇnˇuje zvy´raznˇova´n´ı ko´du a doplnˇova´n´ı syn-
taxe. Byla vybra´na kv˚uli velke´mu mnozˇstv´ı vlastnost´ı a prˇ´ıklad˚u, na ktery´ch
jsou vlastnosti demonstrova´ny.
7.1 Nastaven´ı komponenty FastColoredText-
box
Komponenta je prˇipravena´ pro zvy´raznˇova´n´ı ko´du C#. Stacˇ´ı pouze prˇepnout
jej´ı vlastnost Language na hodnotu Language.CSharp, a vesˇkere´ zvy´raznˇo-
va´n´ı syntaxe C# funguje. Prˇesto ale existuj´ı drobne´ vady. Sta´le se zvy´raznˇuj´ı
rˇeteˇzce uvnitrˇ komenta´rˇ˚u. Zdrojovy´ ko´d od pocˇa´tku souboru se zvy´razn´ı jako
v´ıcerˇa´dkovy´ komenta´rˇ, a to pokud ma´ v´ıcerˇa´dkovy´ komenta´rˇ v ko´du prˇ´ıto-
men ukoncˇovac´ı token, ale zˇa´dny´ startovac´ı token. Veˇtsˇina editor˚u v takove´m
prˇ´ıpadeˇ podtrhne ukoncˇovac´ı token v´ıcerˇa´dkove´ho komenta´rˇe. I kdyzˇ se cho-
va´n´ı liˇs´ı od veˇtsˇiny jiny´ch editor˚u, sta´le upozornˇuje uzˇivatele, zˇe je v ko´du
chyba.
Pro vlastn´ı nastaven´ı zvy´raznˇova´n´ı ko´du umozˇnˇuje komponenta prˇidat
implementaci metody na uda´lost TextChanged. Komponenta nezvy´raznˇuje
ko´d na za´kladeˇ lexika´ln´ı ani syntakticke´ analy´zy, ale na za´kladeˇ regula´rn´ıch
vy´raz˚u. Po kazˇde´ zmeˇneˇ textu se mus´ı zvy´razneˇn´ı znovu vyhodnotit.
7.2 Zvy´raznˇova´n´ı vlastn´ıho jazyka
Jazyk GLSL nen´ı standardneˇ podporova´n komponentou FastColoredText-
Box. Nejprve mus´ıme vytvorˇit regula´rn´ı vy´razy, ktere´ odpov´ıdaj´ı konstruk-
c´ım jazyka GLSL a mus´ıme jim nastavit r˚uzne´ styly. Styly se mus´ı aplikovat
ve spra´vne´m porˇad´ı.
Nastaven´ım komponenty na jazyk Language.Custom komponenta uzˇ da´le
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GreenStyle = new TextStyle(Brushes.Green, null,
FontStyle.Italic);
...
range.ClearStyle(GreenStyle);
range.SetStyle(GreenStyle, @"//.*$", RegexOptions.Multiline);
Tabulka 7.1: Uka´zka zrusˇen´ı a znovu nastaven´ı stylu
range.SetStyle(GreenStyle, @"(/\*.*?\*/)|(/\*.*)",
RegexOptions.Singleline);
range.SetStyle(GreenStyle, @"(/\*.*?\*/)|(.*\*/)",
RegexOptions.Singleline | RegexOptions.RightToLeft);
Tabulka 7.2: Uka´zka nastaven´ı zy´razneˇn´ı v´ıcerˇa´dkove´ho komenta´rˇe
nezvy´raznˇuje ko´d na za´kladeˇ prˇednastaveny´ch pravidel.Da´le je trˇeba prˇipojit
metodu na uda´lost TextChanged. V napojene´ metodeˇ mus´ıme zrusˇit vsˇechny
pouzˇ´ıvane´ styly danou instanc´ı FastColoredTextbox. Stejne´ styly se znovu
nastav´ı.
Na uka´zce 7.1 vid´ıme zrusˇen´ı a znovu nastaven´ı stylu. Pro jednorˇa´dkove´
komenta´rˇe nastav´ıme volbu hleda´n´ı regula´rn´ıho vy´razu v´ıcerˇa´dkoveˇ. Mu˚zˇe
se zda´t, zˇe bychom meˇli nastavit volby obra´ceneˇ a hledat jednorˇa´dkoveˇ. Re-
gula´rn´ı vy´raz ale prˇi nastaven´ı volby v´ıcerˇa´dkove´ho prohleda´va´n´ı Testuje
kazˇdou rˇa´dku zvla´sˇt’. Znak dolaru ma´me na konci vy´razu, protozˇe hleda´me u
jednorˇa´dkove´ho komenta´rˇe konec rˇa´dky. U v´ıcerˇa´dkove´ho komenta´rˇe naopak
nastav´ıme volbu prohleda´va´n´ı jednorˇa´dkoveˇ. Je to proto, zˇe cely´ text pak
bude bra´t regula´rn´ı vy´raz jako jednu rˇa´dku. Nebude se tedy zastavovat na
znac´ıch pro odrˇa´dkova´n´ı.
Na uka´zce 7.2 vid´ıme nastaven´ı komenta´rˇe na v´ıce rˇa´dek. Nejprve se spe-
cifikuje zacˇa´tek v´ıcerˇa´dkove´ho komenta´rˇe a nastav´ı se prohleda´va´n´ı cele´ho
textu jako by byl jednou rˇa´dkou. Na´sledneˇ se specifikuje regula´rn´ı vy´raz pro
konec v´ıcerˇa´dkove´ho komenta´rˇe a rovneˇzˇ se hleda´ v cele´m textu jako by byl
jednou rˇa´dkou. Na rozd´ıl od prˇedchoz´ıho prˇ´ıpadu se hleda´ zprava doleva.
Pro zvy´razneˇn´ı dalˇs´ıch token˚u bylo trˇeba nale´zt cely´ vy´cˇet vsˇech prˇed-
definovany´ch funkc´ı promeˇnny´ch, kl´ıcˇovy´ch slov a direktiv preprocesoru pro
GLSL verzi 4.3. Vzhledem k tomu, zˇe se pouzˇ´ıvaj´ı pouze regula´rn´ı vy´razy,
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@"\b(gl_NumWorkGroups|gl_WorkGroupSize|gl_WorkGroupID|...)\b";
Tabulka 7.3: Uka´zka nastaven´ı zy´razneˇn´ı vsˇech prˇeddefinovany´ch promeˇn-
ny´ch
nen´ı v zˇa´dne´m prˇ´ıpadeˇ zvy´raznˇova´n´ı zdrojove´ho ko´du dokonale´. Nemu˚zˇeme
zvy´raznˇovat promeˇnne´ se stejny´m jme´nem v jednom bloku, nemu˚zˇeme odli-
sˇovat uzˇivatelsky definovane´ funkce od uzˇivatelsky definovany´ch promeˇnny´ch
atd.
Bylo zvoleno, zˇe vsˇechny shadery budou mı´t stejne´ zvy´raznˇova´n´ı syn-
taxe. Tento postup byl aplikova´n kv˚uli jednoduchosti implementace. Mnozˇ-
stv´ı prˇeddefinovany´ch promeˇnny´ch a funkc´ı je pomeˇrneˇ velke´. Regula´rn´ı vy´-
raz, ktery´ hleda´ kl´ıcˇova´ slova, mus´ı obsahovat celou mnozˇinu kl´ıcˇovy´ch slov.
Na uka´zce 7.3 vid´ıme, jaky´ zp˚usobem se vytvorˇ´ı regula´rn´ı vy´raz pro hle-
da´n´ı prˇeddefinovany´ch promeˇnny´ch. Seznam vsˇech promeˇnny´ch, funkc´ı, kl´ı-
cˇovy´ch slov a preprocesorovy´ch direktiv byl z´ıska´n ze specifikace GLSL jazyka
verze 4.3 [31].
7.2.1 Vyvola´n´ı nab´ıdky pro doplnˇova´n´ı ko´du
Doplnˇova´n´ı ko´du je implementova´no stejneˇ jako zvy´raznˇova´n´ı syntaxe na
principu hleda´n´ı regula´rn´ıch vy´raz˚u. Trˇ´ıda AutocompleteMenu ma´ specia´ln´ı
promeˇnnou SearchPattern, ktera´ obsahuje regula´rn´ı vy´raz pro vy´cˇet mno-
zˇiny znak˚u, ktere´ si bude komponenta ukla´dat do svoj´ı vnitrˇn´ı docˇasne´ pro-
meˇnne´ fragment. V prˇ´ıpadeˇ, zˇe nap´ıˇseme znak, ktery´ nen´ı ve vy´cˇtu, ukla´-
da´n´ı do fragmentu se restartuje. Kdyzˇ uzˇivatel nap´ıˇse minima´lneˇ dva znaky
a prˇestane na chv´ıli psa´t (nebo prˇika´zˇe vypsa´n´ı nab´ıdky pro doplnˇova´n´ı ko´du
kla´vesami SHIFT + mezern´ık), zacˇne komponenta ze sve´ho seznamu vyb´ırat
polozˇky, ktere´ nab´ıdne k doplneˇn´ı.
Prˇednastaveny´ obsah promeˇnne´ SearchPattern pro doplnˇova´n´ı C# ko´du:
@"[\w\.:=!<>]"
Vy´znam uvedene´ho rˇeteˇzce je takovy´, zˇe se maj´ı do fragmentu ukla´dat
znaky slov (p´ısmena, cˇ´ıslice), tecˇky, dvojtecˇky, rovn´ıtka, vykrˇicˇn´ıky a zna-
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AutocompleteMenu popupMenu =
new AutocompleteMenu(fastColoredTextBox);
DynamicCollectionCs items = new DynamicCollectionCs(
popupMenu, autoCompleteCs, fastColoredTextBox, prjFile);
popupMenu.Items.SetAutocompleteItems(items);
Tabulka 7.4: Uka´zka vytvorˇen´ı menu pro doplnˇova´n´ı ko´du
me´nka veˇtsˇ´ı a mensˇ´ı. Specia´ln´ı znaky jsou zde proto, zˇe kromeˇ promeˇnny´ch
ukazuj´ı prˇ´ıklady komponenty FastColoredTexbox pouzˇit´ı prˇi doplnˇova´n´ı snip-
plet˚u (rychly´ch cˇa´st´ı ko´du, naprˇ´ıklad vypsa´n´ı anotace pro klausule if nebo
switch) a vkla´da´n´ı mezer mezi opera´tory a cˇ´ısla.
Pro u´cˇely te´to pra´ce mus´ıme zmeˇnit SearchPattern na na´sleduj´ıc´ı:
"[\\w\\.\\[\\]\":=!<>]"
Zavina´cˇ, ktery´ v jazyce C# poma´ha´ vypnout vlastnost zpeˇtne´ho lomı´tka
jako escape symbolu nemu˚zˇeme vyuzˇ´ıt. Je nutne´ prˇidat do rˇeteˇzce uvozovky,
ktere´ se jinak berou jako konec rˇeteˇzce. Uvozovky mus´ıme prˇidat proto, aby
uzˇivateli editor pohodlneˇ nasˇepta´val rˇeteˇzcove´ konstanty, ktere´ se budou po-
uzˇ´ıvat prˇi vyb´ıra´n´ı objekt˚u ze slovn´ık˚u.
7.2.2 Nastaven´ı dat pro doplnˇova´n´ı ko´du
Vsˇechny rˇeteˇzce, ktere´ nab´ıdka doplnˇuje, ulozˇ´ıme do cˇ´ıseln´ıku a nastav´ıme
trˇ´ıdeˇ AutocompleteMenu jako vlastnost Items. Tento cˇ´ıseln´ık se mu˚zˇe dyna-
micky meˇnit. Abychom mohli doplnˇovat rˇeteˇzce a reagovat na zmeˇny v pro-
jektu, vytvorˇ´ıme vlastn´ı cˇ´ıseln´ık DynamicCollectionCs.
Na uka´zce 7.4 je videˇt jednoducha´ posloupnost prˇ´ıkaz˚u, ktera´ vytvorˇ´ı
menu doplnˇuj´ıc´ı ko´d pro instanci editoru FastColoredTextBox. Objekt typu
DynamicCollectionCs poskytuje seznam vsˇech rˇeteˇzc˚u, ktere´ se mohou ob-
jevit v nab´ıdce. Objekty ProjectFile prˇistupuj´ı k soubor˚um se zdrojovy´mi
ko´dy. Promeˇnna´ prjFile v prˇ´ıkladu je instance trˇ´ıdy ProjectFile. Objekt
popupMenu je pouzˇ´ıva´n na z´ıska´n´ı fragmentu a objekt autoCompleteCs ob-
sahuje ulozˇene´ nemeˇnne´ prˇednastavene´ promeˇnne´, metody a kl´ıcˇova´ slova.
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public class DynamicCollectionCs : IEnumerable<AutocompleteItem>
{
...
public IEnumerator<AutocompleteItem> GetEnumerator()
{
...
foreach (var modelFile in listOfModels)
{
name = StrinGS.DICT_VAR_MODELs +
"[\"" + modelFile.NameWithoutExtension + "\"]";
yield return new DictionaryAutocompleteItem(name);
yield return new DictionaryAutocompleteItem(
name + StrinGS.CLASS_MODEL_METHOD_DRAW);
}
...
Tabulka 7.5: Uka´zka vra´cene´ho cˇ´ıseln´ıku trˇ´ıdy DynamicCollectionCs
Na uka´zce 7.5 je videˇt za´kladn´ı mysˇlenka, jak budeme vracet seznam rˇe-
teˇzc˚u, ktere´ chceme doplnˇovat. Platforma .NET na´m poskytuje kl´ıcˇove´ slovo
yield. Kdyzˇ nepouzˇ´ıva´me yield a ma´me metodu, ktera´ vrac´ı vy´cˇet (cˇ´ısel-
n´ık) hodnot, mus´ıme cˇ´ıseln´ık nejdrˇ´ıve vytvorˇit, pak naplnit a nakonec vra´tit.
v prˇ´ıpadeˇ, zˇe yield pouzˇ´ıva´me, mu˚zˇeme vracet polozˇky cˇ´ıseln´ıku pr˚ubeˇzˇneˇ
pomoc´ı yield return. Vra´cena´ hodnota se tak nastav´ı implicitneˇ vytvorˇe-
ne´ho cˇ´ıseln´ıku.
V uvedene´m prˇ´ıkladeˇ vrac´ıme objekt typu DictionaryAutocompleteItem,
ktery´ deˇd´ı od trˇ´ıdy MethodAutoCompleteItem poskytovane´ knihovnou dis-
tribuovanou s komponentou FastColoredTextbox. U´kolem objektu
DictionaryAutocompleteItem je ulozˇit rˇeteˇzec nab´ızeny´ k doplneˇn´ı ko´du a
za´rovenˇ porovna´n´ı s aktua´ln´ım fragmentem, ktery´ vznikl prˇi psan´ı ko´du.
Prˇi vyb´ıra´n´ı polozˇek, ktere´ budou nakonec zobrazeny v seznamu s nab´ıze-
ny´mi rˇeteˇzci, se porovna´ jizˇ napsany´ fragment s prvn´ı cˇa´st´ı rˇeteˇzce v seznamu.
Pokud dosud napsany´ fragment mu˚zˇe pokracˇovat tak, zˇe slozˇ´ı vy´sledny´ rˇe-
teˇzec, tak se tento rˇeteˇzec v seznamu ponecha´. Rˇeteˇzce se porovna´vaj´ı stan-
dardn´ımi metodami C# pro pra´ci s rˇeteˇzci. Pro zjiˇsteˇn´ı, zda rˇeteˇzce zacˇ´ınaj´ı
stejneˇ, se pouzˇ´ıva´ metoda StartsWith. Nejsou poskytova´ny zˇa´dne´ na´stroje
pro optimalizaci.
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Hlavn´ı funkce, bez ktere´ se aplikace neobejde, je mozˇnost kompilovat C# ko´d
za beˇhu editoru. Graficka´ komponenta pro zvy´raznˇova´n´ı a doplnˇova´n´ı ko´du
poma´ha´ uzˇivateli s vy´vojem ko´du. Bez mozˇnosti zkompilovat a spustit ko´d
je vsˇak na´stroj nefunkcˇn´ı.
Pu˚vodn´ı prˇedstava byla takova´, zˇe skoro vesˇkery´ kompilovany´ ko´d bude
mı´t uzˇivatel prˇ´ıstupny´ k editaci. Tento ko´d by se objevil ve formeˇ neˇkolika
metod (naprˇ´ıklad metody pro aktualizaci, metody pro vykreslen´ı a podobneˇ).
Vy´sledek by se zkompiloval do dll knihovny. Tato knihovna by se nacˇetla,
vytvorˇila by se jej´ı instance v editoru, a tato instance by se pouzˇila k beˇhu
vizualizace.
Proble´m zamy´sˇlene´ho prˇ´ıstupu je ten, zˇe upravovat ko´d jizˇ beˇzˇ´ıc´ı aplikace
nen´ı trivia´ln´ı proble´m. Pro doc´ılen´ı tohoto efektu mus´ıme by´t schopni zkom-
pilovany´ ko´d za beˇhu nacˇ´ıst a spustit. Protozˇe se ale bude ko´d mnohokra´t
prˇedeˇla´vat beˇhem vy´voje, je nutne´ prˇedchoz´ı verze ko´du odstranit z pameˇti.
Existuje jen jedna mozˇnost, jak odstranit z pameˇti assembly (zkompi-
lovany´ C# ko´d ve spustitelne´ formeˇ), ktere´ bylo jednou prˇipojeno k beˇzˇ´ıc´ı
aplikaci. Je nutne´ nacˇ´ıst assembly do zvla´sˇtn´ı aplikacˇn´ı dome´ny, ktere´ po-
skytuje urcˇitou izolaci od ostatn´ıho ko´du. Ko´d v dalˇs´ı vytvorˇene´ aplikacˇn´ı
dome´neˇ se mu˚zˇe spustit neza´visle na ko´du v hlavn´ı aplikacˇn´ı dome´neˇ. Kdyzˇ
chceme odstranit starou prˇelozˇenou verzi programu z pameˇti, mus´ıme beˇzˇ´ıc´ı
prˇelozˇeny´ program ukoncˇit a pak zrusˇit aplikacˇn´ı dome´nu.
Je nutne´ rˇesˇit dva proble´my. Jak vypada´ ko´d, ktery´ chceme kompilovat a
jaky´m zp˚usobem bude prob´ıhat komunikace mezi hlavn´ı programem (edito-
rem) a vizualizacˇn´ım programem (vizualizacˇn´ım oknem).
8.1 Na´vrh zp˚usobu kompilace
Pro kompilaci ko´du pouzˇ´ıva´me trˇ´ıdu Microsot.CSharp.CSharpCodeProvider.
Tato trˇ´ıda na´m umozˇnˇuje prˇ´ıstup k prˇekladacˇi. Vytvorˇ´ıme jej´ı instanci, do-
da´me zdrojove´ soubory a parametry prˇekladu pro proveden´ı kompilace. Vy´-
sledkem kompilace mu˚zˇe by´t spustitelny´ soubor nebo dynamicky linkovana´
knihovna.
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public class GlobalVarSetCustom : GlobalVarSet
{
[DisplayName("Blue Background Color")]
public InterfaceVector3 vColor { get; set; }
[DisplayName("Matrix Projection")]
public InterfaceMatrix4 mProjection { get; set; }
[DisplayName("Matrix View")]
public InterfaceMatrix4 mView { get; set; }
[DisplayName("Matrix Model")]
public InterfaceMatrix4 mModel { get; set; }
public Init()
{
this.vColor.Val = new Vector3(0.5f, 0.5f, 0.0f);
}
}
Tabulka 8.1: Uka´zka implementace globa´ln´ıch promeˇnny´ch
Vy´sledna´ aplikace by nemeˇla fungovat tak, zˇe uzˇivatel bude psa´t vesˇkery´
ko´d vizualizacˇn´ıho okna. Veˇtsˇina ko´du bude jizˇ napsana´ prˇedem. Uzˇivatel
bude specifikovat pouze ko´d dvou trˇ´ıd. Jedna z teˇchto trˇ´ıd implementuje
souhrn globa´ln´ıch promeˇnny´ch, druha´ popisuje inicializaci, aktualizaci a vy-
kreslova´n´ı vizualizace.
8.1.1 Implementace globa´ln´ıch promeˇnny´ch
Trˇ´ıda GlobalVarSetCustom obsahuje globa´ln´ı promeˇnne´, jejichzˇ hodnoty bude
uzˇivatel cht´ıt za beˇhu meˇnit bez toho, aby musel meˇnit ko´d (meˇnit C# im-
plementaci za beˇhu ve vy´sledne´ aplikaci nelze). Protozˇe chceme nastavovat
neˇkolik typ˚u globa´ln´ıch promeˇnny´ch, je nutne´ poskytnout uzˇivateli neˇjake´
aplikacˇn´ı rozhran´ı, ktere´ se postara´ o prˇ´ıstup k teˇmto promeˇnny´m. Kompi-
la´tor ocˇeka´va´, zˇe tato trˇ´ıda bude mı´t promeˇnne´ dostupne´ prˇes vlastnosti a
konstruktor, ktery´ vsˇechny promeˇnne´ inicializuje.
Na uka´zce 8.1 je videˇt implementace trˇ´ıdy GlobalVarSetCustom. Trˇ´ıda,
kterou bude uzˇivatel takto implementovat, mus´ı deˇdit od trˇ´ıdy GlobalVarSet.
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Rodicˇovska´ trˇ´ıda ma´ automaticky´ konstruktor, ktery´ vytvorˇ´ı instance ob-
jekt˚u pro vsˇechny uzˇivatelem deklarovane´ vlastnosti. Pro inicializaci objekt˚u,
ktere´ ani nema´ rodicˇovska´ trˇ´ıda v sobeˇ definovane´ se pouzˇ´ıva´
System.Reflection.
Instance trˇ´ıdy GlobalVarSetCustom se nastav´ı jako zdroj komponenty
PropertyGrid, ktera´ se pak pouzˇ´ıva´ pro nastavova´n´ı hodnot promeˇnny´ch za
beˇhu programu.
Existuje neˇkolik trˇ´ıd, ktere´ jsou prˇipraveny pro pouzˇit´ı s komponentou
PropertyGrid. Tyto trˇ´ıdy v sobeˇ obsahuj´ı data v podobeˇ OpenTK struktur.
Jme´na teˇchto trˇ´ıd skla´daj´ı ze slova Interface a datove´ho typu, ktery´ trˇ´ıda
obaluje. Kazˇda´ trˇ´ıda pak ma´ jeden verˇejny´ atribut Val. Na´zev trˇ´ıdy napov´ıda´
o tom, jake´ho je atribut datove´ho typu. Existuje neˇkolik trˇ´ıd, ktere´ obaluj´ı
primitivn´ı datove´ typy nebo struktury OpenTK. Jsou to trˇ´ıdy pro obalen´ı
cˇ´ısel float, double, integer a pro obalen´ı vektor˚u a matic.
Veˇtsˇina z teˇchto trˇ´ıd ma´ trˇi konstruktory. Jeden pra´zdny´, ktery´ inicializuje
strukturu nebo jednoduchy´ datovy´ typ na nulove´ hodnoty. Dalˇs´ı konstruktor
prˇij´ıma´ cˇa´rkami oddeˇlene´ hodnoty cˇ´ısel, ktera´ jsou pouzˇita na inicializaci
struktur. Matice a vektory prˇij´ımaj´ı jako datove´ typy pouze cˇ´ısla float. Matice
a vektory maj´ı jesˇteˇ trˇet´ı konstruktor, do ktere´ho mu˚zˇeme vlozˇit rovnou celou
OpenTK strukturu, dle typu trˇ´ıdy.
8.1.2 Implementace vizualizacˇn´ı smycˇky
Trˇ´ıda VisualizationModulCustom deˇd´ı od trˇ´ıdy VisualizationModul. v ro-
dicˇovske´ trˇ´ıdeˇ je definova´no mnoho chra´neˇny´ch atribut˚u, ke ktery´m ma´ uzˇi-
vatel prˇi implementaci prˇ´ıstup:
• instance trˇ´ıdy s globa´ln´ımi promeˇnny´mi globalVarSet, popsana´ vy´sˇe
• slovn´ıky (System.Collections.Generic.Dictionary)
– shaderPrograms – hotove´ programy obsahuj´ıc´ı zkompilovane´ a
prˇipravene´ shadery
– models – modely, ktere´ bude aplikace vykreslovat
– textures – textury, ktere´ jsou jizˇ nahrane´ na grafickou kartu
• cˇasy pro animacˇn´ı smycˇku
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– elepsedMilliseconds – celkovy´ cˇas od startu vizualizace v mili-
sekunda´ch
– elapsedSeconds – celkovy´ cˇas od startu vizualizace v sekunda´ch
– elapsedMinuTES – celkovy´ cˇas od startu vizualizace v minuta´ch
• azimuth – azimut vypocˇteny´ z tazˇen´ı mysˇi se stisknuty´m levy´m tlacˇ´ıt-
kem
• zenith – zenith vypocˇteny´ z tazˇen´ı mysˇi se stisknuty´m levy´m tlacˇ´ıtkem
• screenWidth – sˇ´ıˇrka zobrazovac´ı plochy komponenty glControl
• screenHeight – vy´sˇka zobrazovac´ı plochy komponenty glContorl
• near – orˇeza´vac´ı rovina near nastavovana´ ze specia´ln´ı komponenty na
vizualizacˇn´ım okneˇ
• far – orˇeza´vac´ı rovina far nastavovana´ ze specia´ln´ı komponenty na
vizualizacˇn´ım okneˇ
• distance – vzda´lenost objekt˚u od kamery nastavovana´ ze specia´ln´ı
komponenty na vizualizacˇn´ım okneˇ
• size – velikost objekt˚u nastavovana´ kolecˇkem mysˇi
• loopUpdateAllowed – povolen´ı aktualizace metody LeepUpdatenasta-
vova´no zasˇkrta´vac´ım pol´ıcˇkem na vizualizacˇn´ım okneˇ
Slovn´ıky jsou naplneˇny prˇipraveny´mi objekty. K teˇmto objekt˚um mu˚zˇeme
prˇistoupit pomoc´ı rˇeteˇzcovy´ch kl´ıcˇ˚u. Kazˇdy´ objekt je ve slovn´ıku ulozˇen pod
stejny´m jme´nem, pod jaky´m jme´nem je jeho zdroj uveden v editoru. U textur
a model˚u se jedna´ o na´zvy soubor˚u. U programu˚ se jedna´ o na´zvy programu˚
ulozˇeny´ch v nastaven´ı projektu.
Mnoho promeˇnny´ch se nastavuje automaticky prˇi aktualizaci, ktera´ na-
stane prˇi manipulaci s uzˇivatelsky´m rozhran´ım. Promeˇnne´ jsou pojmenova´ny
podle jejich zamy´sˇlene´ho uzˇit´ı. Nikdo vsˇak uzˇivatele nedonut´ı pouzˇ´ıvat na-
prˇ´ıklad promeˇnne´ pro azimut a zenit. Tyto atributy byly pouze vybra´ny jako
nejcˇasteˇjˇs´ı potrˇebne´ prˇi jake´koliv vizualizaci. Neˇktere´ z promeˇnny´ch je prˇ´ı-
hodneˇjˇs´ı nastavovat specia´ln´ım zp˚usobem, mı´sto nastavova´n´ı vsˇech v kom-
ponenteˇ PropertyGrid. Naprˇ´ıklad ota´cˇen´ı modelu tazˇen´ım mysˇi je mnohem
prˇ´ıjemneˇjˇs´ı nezˇ psan´ı cˇ´ıselny´ch hodnot do r˚uzny´ch pol´ı transformacˇn´ıch matic
zobrazeny´ch v komponenteˇ PropertyGrid.
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Veˇtsˇina ze zmı´neˇny´ch atribut˚u je nastavova´na pouze prˇi uzˇivatelske´m
vstupu. Aktualizace probeˇhne, pokud uzˇivatel zada´ na kla´vesnici cˇ´ıselne´ hod-
noty do prˇipraveny´ch komponent, pokud ta´hne mysˇ´ı se stisknuty´m levy´m
tlacˇ´ıtkem nad komponentou pro zobrazen´ı vizualizace, pokud rozta´hne okno,
pokud klikne na sˇipku u komponent NumericUpDown nebo pokud roluje ko-
lecˇkem mysˇi. Uplynuly´ cˇas aplikace je jedina´ informace, ktera´ se aktualizuje
zvla´sˇt’ kazˇdy´ sn´ımek.
Uzˇivatel mu˚zˇe prˇet´ızˇit na´sleduj´ıc´ı metody:
• Init – nastaven´ı jaky´chkoliv promeˇnny´ch prˇi inicializaci; aktualizace
slovn´ık˚u a globa´ln´ıch promeˇnny´ch prob´ıha´ automaticky prˇed zavola´n´ım
te´to metody
• InputUpdate –aktualizace promeˇnny´ch ze vstup˚u; probeˇhne azˇ po ak-
tualizaci chra´neˇny´ch atribut˚u trˇ´ıdy z uzˇivatelske´ho rozhran´ı
• LoopUpdate – implementace aktualizace promeˇnny´ch prˇi animaci za´-
visle´ na cˇase; probeˇhne kazˇdy´ sn´ımek po tom, co se aktualizuj´ı chra´-
neˇne´ promeˇnne´ pro cˇas; z uzˇivatelske´ho rozhran´ı (nebo i programoveˇ)
lze vola´n´ı te´to metody zaka´zat
• Render – implementace vykreslen´ı na plochu komponenty glControl;
prob´ıha´ kazˇdy´ sn´ımek, nelze zaka´zat
Pokud v ktere´koliv z teˇchto metod vznikne vy´jimka, je odchycena ve fix-
n´ım ko´du, ktery´ vyjmenovane´ metody vola´. Du˚vodem popsane´ho chova´n´ı je,
zˇe uzˇivatel by mohl napsat ko´d, ktery´ skoncˇ´ı vy´jimkou v kazˇde´m sn´ımku.
Kdyby se vykreslova´n´ı nezastavilo, zaplavil by se log vy´pisy vy´jimek. Jedina´
mozˇnost jak v prˇ´ıpadeˇ vy´jimky pokracˇovat je restartovat vizualizacˇn´ı okno
nebo nahra´t znovu zdroje. Pokud je ale vy´jimka zp˚usobena neˇcˇ´ım jiny´m nezˇ
chybeˇj´ıc´ımi zdroji, nastane pravdeˇpodobneˇ znovu.
8.1.3 Zmeˇna hodnot uniform promeˇnny´ch za beˇhu vi-
zualizace
Protozˇe zmeˇnou nastaven´ı globa´ln´ıch hodnot meˇn´ıme zdrojovy´ ko´d vizu-
alizacˇn´ıho okna, nemu˚zˇeme na seznam globa´ln´ıch hodnot napojit zˇa´dnou
komponentu v editoru. Mı´sto toho se hodnoty globa´ln´ıch promeˇnny´ch meˇn´ı
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v komponenteˇ, ktera´ se nacha´z´ı na zkompilovane´m a spusˇteˇne´m vizualizacˇn´ım
okneˇ.
Pro nastavova´n´ı uniform promeˇnny´ch mus´ı uzˇivatel napsat ko´d v C# po-
uzˇit´ım metod OpenTK. Pokud nechce pouzˇ´ıvat animace, bude tento ko´d psa´t
pouze do metody InputUpdate. Pokud chce aktualizaci v za´vislosti na cˇase,
bude muset tento ko´d napsat do metody LoopUpdate. Pokud chce uzˇivatel
ko´d napsat tak, aby mohl hodnoty uniform promeˇnny´ch meˇnit za beˇhu vi-
zualizace, mus´ı z´ıska´vat data pro nastaven´ı uniform promeˇnny´ch z objektu
globalVarSet. Kdyzˇ se uzˇivatel rozhodne, zˇe se tyto promeˇnne´ zobrazovane´
v komponenteˇ PropertyGrid budou aktualizovat na za´kladeˇ chra´neˇny´ch pro-
meˇnny´ch trˇ´ıdy VisualizationModul v kazˇde´m sn´ımku, pak jsou tyto pro-
meˇnne´ prakticky zobrazeny pouze pro cˇten´ı. Pokud uzˇivatel uprav´ı jejich
hodnoty, tak se v dalˇs´ım sn´ımku aktualizuj´ı na za´kladeˇ ko´du, ktery´ napsal
sa´m uzˇivatel. Uzˇivatel si tedy mus´ı da´vat pozor na to, kdy a jaky´m zp˚usobem
se meˇn´ı hodnoty globa´ln´ıch promeˇnny´ch.
Nav´ıc zde existuje mozˇnost vypnout vola´n´ı metody LoopUpdate, aby mohl
uzˇivatel meˇnit za beˇhu i promeˇnne´, ktere´ se sami ve smycˇce automaticky
aktualizuj´ı na za´kladeˇ jiny´ch hodnot.
62
9 Komunikace s vizualizacˇn´ım oknem
Uzˇivatel bude beˇhem jednoho beˇhu na´stroje editoru GLSL potrˇebovat neˇko-
likra´t zdrojovy´ ko´d upravit, neˇkolikra´t jej zkompilovat a neˇkolikra´t jej nacˇ´ıst
a vyuzˇ´ıt. Platforma .NET sice doka´zˇe dynamicky nacˇ´ıtat knihovny v ra´mci
jedne´ aplikacˇn´ı dome´ny beˇhem beˇhu aplikace, nedoka´zˇe vsˇak tyto nacˇtene´
knihovny beˇhem beˇhu aplikace uvolnˇovat z pameˇti stejne´ aplikacˇn´ı dome´ny.
Pokud by uzˇivatel mnohokra´t zkompiloval cely´ projekt i trˇeba s maly´mi zmeˇ-
nami, po kazˇde´ by vytvorˇil novou dynamicky linkovanou knihovnu, kterou by
nacˇetl do aplikace a jej´ı pameˇt’ova´ na´rocˇnost by se nekonecˇneˇ zvysˇovala. Na-
v´ıc takova´to knihovna by se ulozˇila na disk a byla by zamcˇena´ – chra´neˇna´
proti prˇepsa´n´ı nebo smaza´n´ı.
Pokud chceme, abychom mohli neˇjakou dobu vykona´vat urcˇity´ ko´d a po
libovolne´ dobeˇ prˇestat ko´d pouzˇ´ıvat a odstranit jej z pameˇti, mus´ıme po-
uzˇ´ıt trˇ´ıdu System.AppDomain. Kromeˇ sta´vaj´ıc´ı aplikacˇn´ı dome´ny, ve ktere´
beˇzˇ´ı editor, vytvorˇ´ıme novou aplikacˇn´ı dome´nu, ve ktere´ bude beˇzˇet pouze
vizualizacˇn´ı okno.
9.1 Trˇ´ıda AppDomain
Jiny´m zp˚usobem, nezˇ uzˇ´ıva´n´ım aplikacˇn´ıch dome´n, nen´ı mozˇne´ uvolnˇovat
z pameˇti jednotlive´ assembly nebo definice typ˚u. Vesˇkery´ ko´d, jehozˇ assem-
bly chceme uvolnit, se mus´ı nacha´zet uvnitrˇ aplikacˇn´ı dome´ny a za´rovenˇ mus´ı
beˇzˇet uvnitrˇ aplikacˇn´ı dome´ny. Pokud vytvorˇ´ıme v ra´mci jedne´ aplikacˇn´ı do-
me´ny instanci urcˇite´ho typu, nemu˚zˇeme definici te´to instance dostat z pameˇti
jiny´m zp˚usobem nezˇ zrusˇen´ım cele´ aplikacˇn´ı dome´ny. Pokud vytvorˇ´ıme no-
vou aplikacˇn´ı dome´nu, vytvorˇ´ıme urcˇitou izolaci, ktera´ na´m oddeˇluje noveˇ
vytvorˇeny´ typ od hlavn´ı aplikace, ale za´rovenˇ sta´le umozˇnˇuje urcˇitou u´rovenˇ
interakce[23].
Neˇkdy mu˚zˇe by´t proble´mem garbage collector, ktery´ uvoln´ı z pameˇti
sta´le jesˇteˇ pouzˇ´ıvane´ objekty prˇi vzda´lene´ komunikaci. Po urcˇite´ dobeˇ se
uvoln´ı z pameˇti objekty server˚u. Aplikace, ktera´ s t´ımto chova´n´ım nepocˇ´ıta´,
pak skoncˇ´ı na vy´jimce. U aplikac´ı se vzda´leny´m prˇ´ıstupem se pocˇ´ıta´ s t´ım,
zˇe mu˚zˇe by´t vytvorˇeno obrovske´ mnozˇstv´ı klient˚u. Zde je tradicˇn´ı garbage
collector nahrazen syste´mem, ktery´ uvolnˇuje objekty po urcˇite´m cˇase. v na-
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sˇem prˇ´ıpadeˇ ale pocˇ´ıta´me s aplikac´ı, ktera´ bude mı´t pouze jednoho klienta
za jaky´chkoliv okolnost´ı. z toho d˚uvodu mu˚zˇeme proble´m vyrˇesˇit jednodu-
chy´m prˇet´ızˇen´ım metody GetLifetimeService. Toto je metoda trˇ´ıdy, ktera´
deˇd´ı od MarshalByRefObject. v nasˇem prˇ´ıpadeˇ je to formula´rˇ. Pokud prˇet´ı-
zˇ´ıme metodu tak, aby mı´sto objektu vra´tila null, nebude zˇa´dny´ objekt pro
vzda´lenou komunikaci z pameˇti vymaza´n [25].
9.2 Vy´hody uzˇ´ıva´n´ı aplikacˇn´ıch dome´n
Hlavn´ı vy´hodou je hlavneˇ jizˇ drˇ´ıve zmı´neˇna´ mozˇnost uvolneˇn´ı pouzˇity´ch as-
sembly z pameˇti. Na rozd´ıl od komunikace mezi procesy poskytuje pouzˇ´ıva´n´ı
aplikacˇn´ıch dome´n prostrˇedek ke komunikaci na vysˇsˇ´ı u´rovni. Data mu˚zˇeme
serializovat a pos´ılat do druhe´ aplikacˇn´ı dome´ny.
Aplikace beˇzˇ´ıc´ı v jine´ dome´neˇ se da´ zastavit bez toho, aby toto ovlivnilo
cely´ proces. Chyby v jedne´ aplikaci nemohou ovlivnˇovat druhe´ aplikace. Ko´d
beˇzˇ´ıc´ı v jedne´ dome´neˇ nemu˚zˇe ovlivnit jine´ dome´ny ve stejne´m procesu, co se
ty´cˇe chyb v pameˇti. Pokud uzˇivatelsky´ ko´d bude zp˚usobovat chyby s pameˇt´ı
(neuvolneˇne´ objekty, prˇ´ıstup na nepovolena´ mı´sta v pameˇti d´ıky vyuzˇ´ıva´n´ı
chybny´ch ukazatel˚u prˇi pouzˇ´ıva´n´ı OpenGL funkc´ı), hlavn´ı aplikace editoru
by meˇla v porˇa´dku pokracˇovat. Prˇi proble´mech stacˇ´ı pouze restartovat vizu-
alizacˇn´ı okno.
Ko´d, ktery´ beˇzˇ´ı v jedne´ dome´neˇ, nemu˚zˇe prˇ´ımo prˇistupovat ke ko´du ani
zdroj˚um druhe´ dome´ny. Nelze pouzˇ´ıvat prˇ´ıma´ vola´n´ı mezi objekty. Objekty,
ktere´ se pos´ılaj´ı mezi dome´nami, jsou kop´ırova´ny nebo je k nim prˇistupova´no
prˇes proxy. Pokud je objekt zkop´ırova´n, vesˇkery´ prˇ´ıstup k neˇmu je pouze
loka´ln´ı. Pokud je k objektu prˇistupova´no prˇes proxy, pouzˇ´ıvaj´ı se vzda´lena´
vola´n´ı na objekt. V takove´m prˇ´ıpadeˇ je objekt v jine´ dome´neˇ nezˇ ten, kdo ho
vola´.
Aplikace v hlavn´ı dome´neˇ mu˚zˇe udeˇlovat opra´vneˇn´ı, s jaky´mi bude ko´d
v druhotne´ dome´neˇ beˇzˇet.
9.3 Na´vrh komunikacˇn´ıho rozhran´ı
Prˇi pouzˇ´ıva´n´ı aplikacˇn´ıch dome´n mu˚zˇeme vyuzˇ´ıt dvou zp˚usob˚u komunikace:
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• nastaven´ım dat do aplikacˇn´ı dome´ny funkc´ı SetData() a na´sledny´m
z´ıska´n´ım dat v druhe´ dome´neˇ prˇistoupen´ım k objektu dome´ny a zavo-
la´n´ım metody GetData()
• pouzˇit´ım trˇ´ıd, ktere´ implementuj´ı MarshalByRefObject
Prvn´ı zp˚usob pos´ıla´n´ı dat nastav´ı data, ale aplikace beˇzˇ´ıc´ı v druhe´ do-
me´neˇ nez´ıska´ zˇa´dne´ upozorneˇn´ı, zˇe data byla posla´na. Prˇ´ıhodneˇjˇs´ı je vyuzˇ´ı-
va´n´ı implementace trˇ´ıdy MarshalByRefObject, d´ıky cˇemuzˇ mu˚zˇeme vyuzˇ´ı-
vat vzda´lena´ vola´n´ı na objektech v jine´ dome´neˇ. Da´ se vyuzˇ´ıt toho, zˇe trˇ´ıda
Form pro vytva´rˇen´ı formula´rˇ˚u jizˇ implementuje MarshalByRefObject. Zde
se bohuzˇel nacha´z´ı proble´m.Nen´ı vzˇdy bezpecˇne´ pouzˇ´ıvat vzda´leny´ prˇ´ıstup
na objekty, ktere´ maj´ı slozˇite´ uzˇivatelske´ rozhran´ı, jako jsou pra´veˇ formula´rˇe.
Ve vy´sledne´ aplikaci je na vizualizacˇn´ım okneˇ znacˇne´ mnozˇstv´ı komponent,
cozˇ jesˇteˇ potvrzuje nutnost rˇesˇit tento proble´m.
Nestacˇ´ı, zˇe je formula´rˇ potomek trˇ´ıdy pro komponentu, ktera´ deˇd´ı od
MarshalByRefObject. Nen´ı totizˇ podporova´n vztah rodicˇ/potomek mezi do-
me´nami. Rozhran´ı, ktera´ pracuj´ı s formula´rˇem, mohou by´t u´speˇsˇneˇ pouzˇita
pro vzda´leny´ prˇ´ıstup, ale API takove´to komponenty vzda´leny´ prˇ´ıstup ne-
umozˇnˇuje. Pokud si vy´voja´rˇ tuto skutecˇnost neuveˇdomı´, mu˚zˇe prˇi vy´voji
narazit na vy´jimky prˇi serializaci [24].
Zp˚usob, jak rˇesˇit popsany´ proble´m je vzˇdy pouzˇ´ıt rozhran´ı. Formula´rˇ
(vizualizacˇn´ı okno) bude implementovat rozhran´ı pro manipulaci s oknem.
Prˇi vytva´rˇen´ı proxy objektu nebudeme prˇetypova´vat objekt na Form, ale na
rozhran´ı, ktere´ Form implementuje.
Rozhran´ı pro komunikaci specifikuje na´sleduj´ıc´ı metody:
• ShowWindow – zobraz okno
• CloseWindow – zavrˇi okno
• SetTexture – nastav texturu
• SetShader – nastav shader
• SetMesh – nastav model
• SetShaderProgram – nastav program
• InitializationFinished – oznam, zˇe inicializace byla dokoncˇena
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• SetCloseDelegate – nastav´ı delega´t pro ozna´men´ı o zavrˇen´ı vizuali-
zacˇn´ıho okna
• SetLogDelegate – nastav´ı delega´t pro posla´n´ı zpra´v z vizualizacˇn´ıho
okna
• SetErrorLineDelegate – nastav´ı delega´t pro pos´ıla´n´ı chyb vznikly´ch
prˇi kompilaci GLSL ko´du (posˇle zpra´vu o chybeˇ, soubor a rˇa´dku ve
ktere´ vznikla)
Metoda na zobrazen´ı okna ma´ vyvolat stejnou uda´lost, jakou by vyvolala
stejneˇ pojmenovana´ metoda u formula´rˇe. Stejne´ je to i u zavrˇen´ı okna. Na-
staven´ı zdroj˚u pos´ıla´ vizualizacˇn´ımu oknu data pro na´sledne´ zobrazen´ı. Data
mus´ı by´t jednoduche´ datove´ typy, nebo objekty, ktere´ maj´ı nastaveny´ atribut
Serializable.
Metoda pro ozna´men´ı, zˇe vsˇechny zdroje jizˇ byly nahra´ny, je nutna´, pro-
tozˇe vizualizacˇn´ı okno mus´ı veˇdeˇt, ve kterou chv´ıli jsou jizˇ vsˇechny zdroje prˇ´ı-
tomny. Pokud by se pokusilo inicializovat (nebo obnovit) inicializaci drˇ´ıve,
nezˇ se nahraj´ı vsˇechny zdroje, nastala by chyba. v takove´m prˇ´ıpadeˇ by se
vsˇechny zdroje stejneˇ museli nahra´t znovu. Prˇ´ıpadneˇ by se muselo okno re-
startovat.
Prˇi prvn´ım spusˇteˇn´ı se nejdrˇ´ıv nastav´ı vsˇechny zdroje, pak se zavola´
InitializationFinished a azˇ po te´ se zavola´ metoda pro zobrazen´ı for-
mula´rˇe. Pokud se metody SetTexture, SetShader nebo SetMesh zavolaj´ı
beˇhem doby, kdy je okno zobrazeno, nastav´ı se prˇ´ıznak, zˇe jsou dostupne´
nove´ zdroje. Ve chv´ıli, kdy se zavola´ metoda InitializationFinished je
vykreslova´n´ı pozastavene´ do te´ doby, dokud nejsou vsˇechny zdroje nacˇteny.
Jakmile jsou zdroje nacˇteny, zpracova´ny a prˇida´ny do slovn´ık˚u objekt˚u, vy-
kreslova´n´ı se opeˇt spust´ı.
Je nutno poznamenat, zˇe prˇi jednom beˇhu okna nen´ı mozˇne´ meˇnit ko´d
vizualizacˇn´ı smycˇky, jej´ı inicializace ani zˇa´dne´ jine´ metody cˇi deklarace v C#
jazyku. z tohoto d˚uvodu je naprosto nutne´, aby prˇ´ıpadne´ zmeˇny v datech
byly pouze zmeˇny obsahu a nikoliv zmeˇny v rozhran´ı. T´ım se mysl´ı, zˇe uzˇiva-
tel nesmı´ prˇejmenova´vat shadery, programy ani modely, nesmı´ rusˇit uniform
promeˇnne´, nemu˚zˇe ocˇeka´vat, zˇe po vytvorˇen´ı novy´ch promeˇnny´ch se aktuali-
zuje rozhran´ı na jejich editaci atd. Pokud chce uzˇivatel prove´st zmeˇny v C#
implementaci, mus´ı restartovat okno vizualizace.
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Metody SetCloseDelegate, SetLogDelegate, a SetErrorLineDelegate
nastav´ı delega´t, ktery´ se da´ pouzˇ´ıvat pro zpeˇtnou komunikaci mezi vizuali-
zacˇn´ım oknem a editorem. Editor si vytvorˇ´ı delega´t, ktery´ bude po zavola´n´ı
vykona´vat urcˇitou cˇinnost. Tento delega´t se posˇle vizualizacˇn´ımu oknu prˇi
vytva´rˇen´ı okna. Vizualizacˇn´ı okno pak delega´t mu˚zˇe zavolat a t´ım spust´ı
uda´lost v editoru. Mu˚zˇeme rovneˇzˇ pos´ılat parametry s hodnotami. Plat´ı zde
znovu prˇirozeny´ prˇedpoklad, zˇe parametry budou jednoduche´ datove´ typy
nebo instance trˇ´ıd s atributem Serializable.
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10 Spra´va zdroj˚u
Editor bude obsahovat podporu pro trˇi typy zdroj˚u – shadery, 3D modely a
textury. Spra´va ko´du shader˚u jizˇ byla vysveˇtlena v prˇedcha´zej´ıc´ıch kapitola´ch
o editorech zdrojove´ho ko´du. Da´le bude uveden zp˚usob zpracova´n´ı soubor˚u,
do ktery´ch se zdroje ukla´daj´ı.
10.1 Syste´m projekt˚u
Pro vytvorˇen´ı jake´hokoliv efektu mus´ı uzˇivatel spravovat neˇkolik soubor˚u na-
jednou. Vsˇechny soubory, ktere´ uzˇivatel potrˇebuje na vytvorˇen´ı jedne´ vizua-
lizace, se ukla´daj´ı do projektu. Projekt obsahuje souhrn vsˇech uzˇivatelsky´ch
zdrojovy´ch ko´d˚u (GLSL i C# soubor˚u), textur a model˚u.
Dalˇs´ı informaci, kterou v projektu potrˇebujeme ulozˇit, ale nena´lezˇ´ı logicky
zˇa´dne´mu z uvedeny´ch zdroj˚u, ulozˇ´ıme do vlastnost´ı projektu. Ve vlastnostech
projektu je ulozˇen seznam programu˚ a seznam referenc´ı.
Seznam programu˚ obsahuje shadery, ze ktery´ch se programy skla´daj´ı. Na-
v´ıc obsahuje seznam atribut˚u pro dany´ program, ktere´ vstupuj´ı do vertex
shaderu. Kazˇda´ polozˇka v seznamu ma´ rˇeteˇzcovy´ na´zev a celocˇ´ıselny´ index,
na ktery´ je atribut nava´za´n. Kdyzˇ se pos´ıla´ informace o programech do vizu-
alizacˇn´ıho okna, okno nastav´ı indexy atribut˚u podle ulozˇeny´ch za´znamu˚ v se-
znamu. Uzˇivatel samozrˇejmeˇ mu˚zˇe stejnou informaci napsat do zdrojove´ho
ko´du vertex shaderu pomoc´ı layout kvalifika´toru, jak je uvedeno v teoreticke´
cˇa´st (kapitola 2.2.5).
Reference potrˇebuje projekt pro kompilaci zdrojovy´ch ko´d˚u. Standardn´ı
reference odkazuj´ı na syste´move´ knihovny a na knihovny OpenTK. Uzˇivateli
je umozˇneˇno prˇida´vat reference na jine´ dalˇs´ı knihovny.
10.2 Nacˇ´ıta´n´ı textur
Editor podporuje pouze nacˇ´ıta´n´ı dvourozmeˇrny´ch textur. Textury jsou nacˇ´ı-
ta´ny v podobeˇ obra´zk˚u. Editor doka´zˇe obra´zky pouze zobrazovat, nedoka´zˇe
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je upravovat.
Obra´zky se mezi aplikacˇn´ımi dome´nami nedaj´ı pos´ılat jako objekt trˇ´ıdy
Bitmap [30]. Pokud otevrˇeme obra´zek na disku a nacˇteme jej do objektu
Bitmap, existuje zde propojen´ı mezi daty na disku a mezi objektem v pameˇti.
Cely´ obra´zek se nekop´ıruje do pameˇti, protozˇe by mohl zabrat prˇ´ıliˇs mı´sta.
Bitmapy, ktere´ se pos´ılaj´ı vizualizacˇn´ımu oknu, se prˇevedou na pole byt˚u,
ktere´ se na´sledneˇ da´ serializovat. Vizualizacˇn´ı okno si opeˇt vytvorˇ´ı bitmapu
z dosˇly´ch dat. Aby textury nezabraly prˇ´ıliˇs mnoho pameˇti, tak se po inicia-
lizaci vizualizace nahraj´ı na grafickou kartu a smazˇou se z operacˇn´ı pameˇti.
Kazˇda´ textura je pak prˇ´ıtomna v ko´du vizualizace jen jednou, i kdyzˇ ji pou-
zˇ´ıvaj´ı r˚uzne´ programy.
Na uka´zce 10.1 je videˇt nastaven´ı textury pro program SP1. Program SP1
vyuzˇ´ıva´ tuto texturu na pozici TextureUnit.Texture0. Pro pouzˇit´ı ji mu-
s´ıme prˇed vykreslen´ım objektu nava´zat na stav OpenGL pro program SP1.
Kdyzˇ chce uzˇivatel pro jeden program pouzˇ´ıt neˇkolik textur, mus´ı prˇed vy-
kreslen´ım vsˇechny potrˇebne´ textury nava´zat na OpenGL. Kazˇdou texturu
mus´ı nava´zat pod jiny´m indexem. OpenTK verze 1.1 dovoluje nastavit tex-
tury TextureUnit.Texture0 azˇ TextureUnit.Texture31.
textures["scales"].SetShaderProgramUniform(shaderPrograms["SP1"],
"scales", TextureUnit.Texture0);
...
textures["scales"].Bind(shaderPrograms["SP1"]);
Tabulka 10.1: Uka´zka nastaven´ı textury
10.3 Nacˇ´ıta´n´ı a pouzˇ´ıva´n´ı 3D model˚u
Spra´va model˚u souvis´ı se spra´vou shader˚u. Kdyzˇ potrˇebujeme vykreslit 3D
model na sce´neˇ pomoc´ı neˇktere´ho efektu, mus´ıme propojit atributy programu
s atributy modelu. Bud’ bude mı´t vextex shaderpro kazˇdy´ vstupn´ı atribut
kvalifika´tory zarovna´n´ı, nebo ulozˇ´ıme informaci zvla´sˇt’ do programu pomoc´ı
graficke´ho rozhran´ı.
Aby mohly mı´t 3D modely propojene´ atributy s atributy shader˚u, je
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vhodne´ ukla´dat index atribut˚u modelu do samotne´ho souboru s modelem.
V takove´m prˇ´ıpadeˇ nen´ı nutne´ ukla´dat tuto informaci neˇkam stranou do
zvla´sˇtn´ıho souboru s nastaven´ım model˚u a mu˚zˇeme spravovat jediny´ soubor.
Existuj´ıc´ı forma´ty pro 3D modely ale nebudou podporovat ukla´da´n´ı te´to do-
datecˇne´ informace.
Pokud vsˇak nechceme, aby byla vizualizace model˚u specificka´ pouze na
implementovany´ na´stroj, je vhodne´ pouzˇ´ıt neˇktery´ z existuj´ıc´ıch a pouzˇ´ıva-
ny´ch forma´t˚u pro 3D polygona´ln´ı modely. Nejvy´hodneˇjˇs´ı se jevilo pouzˇ´ıt for-
ma´t collada, protozˇe se ukla´da´ ve forma´tu XML. Platforma .NET umozˇnˇuje
jednoduche´ nacˇ´ıta´n´ı XML soubor˚u.
Forma´t collada ma´ ale velmi slozˇitou strukturu. Doka´zˇe ukla´dat velke´
mnozˇstv´ı vlastnost´ı, ktere´ se v implementovane´ aplikaci nevyuzˇij´ı a nemu˚zˇe
jednodusˇe ulozˇit informaci o indexu atribut˚u. Pracovat s objektem, takove´ho
typu, ktery´ by v pameˇti uchova´val vsˇechny informace ze souboru collada je
ply´tva´n´ı pameˇt´ı.
Z toho d˚uvodu byl zaveden jednoduchy´ vnitrˇn´ı forma´t model˚u. Forma´t
ma´ prˇ´ıponu rsm (render shader model). Objekt obsahuj´ıc´ı data ve forma´tu
rsm pouzˇ´ıva´ editor i vizualizacˇn´ı okno. z toho d˚uvodu je jeho implementace
soucˇa´st´ı knihovny Interfaces, ktera´ je zodpoveˇdna´ za komunikaci mezi edi-
torem a vizualizacˇn´ım oknem. Aplikace umı´ upravovat hodnoty objektu for-
ma´tu rsm v editoru a za´rovenˇ umı´ pouzˇ´ıt instanci objektu rsm forma´tu prˇ´ımo
ve vizualizacˇn´ım okneˇ pro vykreslen´ı modelu. Pouzˇit´ı vnitrˇn´ıho forma´tu ma´
tu vy´hodu, zˇe prˇi prˇ´ıpadne´ implementaci nacˇ´ıta´n´ı z dalˇs´ıch forma´t˚u bude
prˇ´ıtomna jednotna´ reprezentace model˚u.
10.3.1 Popis vnitrˇn´ıho forma´tu rsm
Forma´t rsm ma´ omezeneˇjˇs´ı vlastnosti nezˇ forma´t collada. Byl navrzˇen tak,
aby neobsahoval zˇa´dne´ jine´ informace nezˇ popis geometrie a aby vyuzˇ´ıval
technologie .NET (export do xml, nastavova´n´ı jeho hodnot pomoc´ı kom-
ponenty PropertyGrid a serializaci). Za´rovenˇ byl navrzˇen tak, aby uzˇivatel,
ktery´ bude pouzˇ´ıvat editor GLSL byl schopny´ jej intuitivneˇ pouzˇ´ıvat v pro-
gramove´m ko´du. Kazˇdy´ rsm model obsahuje na´sleduj´ıc´ı:
• seznam atribut˚u
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– jme´no (rˇeteˇzcova´ promeˇnna´, se´manticka´ informace o druhu atri-
butu)
– seznam parametr˚u (seznam rˇeteˇzcovy´ch jmen parametr˚u, naprˇ´ı-
klad X, Y, Z)
– index pro sva´za´n´ı s atributem shaderu (cˇ´ıslo, ktere´ vyuzˇ´ıva´ prvn´ı
fa´ze graficke´ho rˇeteˇzce – vertex fetch)
– index pro sva´za´n´ı s OpenGL bufferem prˇi vykreslova´n´ı
• pole index˚u
• typ primitiva
Model rsm, v jehozˇ seznamu atribut˚u se zˇa´dny´ atribut nenacha´z´ı, je sta´le
validn´ı. Soubor s pra´zdny´m seznamem atribut˚u ale nemu˚zˇe popisovat zˇa´dny´
polygona´ln´ı model. Prˇedpokla´da´ se, zˇe hodnoty v pol´ıch atribut˚u jsou vzˇdy
cˇ´ısla s pohyblivou rˇa´dovou cˇa´rkou typu float. Pole index˚u je vzˇdy pole cely´ch
neza´porny´ch cˇ´ısel typu uint.
Forma´t rsm mu˚zˇe pouze uchovat jednu geometrii. Nemu˚zˇe v sobeˇ ucho-
va´vat v´ıce cˇa´st´ı. Prˇedpokla´da´ se, zˇe jeho atributy jsou vzˇdy hodnoty jeho
pole vrchol˚u. Pocˇet hodnot v poli lomeno pocˇtem parametr˚u kazˇde´ho atri-
butu mus´ı da´vat konstantn´ı hodnotu. Standardneˇ bude v seznamu atribut˚u
nejme´neˇ jedno pole float cˇ´ısel, ktere´ urcˇuje pozice vrchol˚u.
Na rozd´ıl od forma´tu collada je vnitrˇn´ı forma´t pomeˇrneˇ na´rocˇny´ na veli-
kost ulozˇene´ souboru. Kazˇde´ float cˇ´ıslo ukla´da´ do souboru zvla´sˇt’ mezi dvo-
jici tag˚u, ktere´ uda´vaj´ı jeho typ. Jako vlastnost to mu˚zˇe by´t neprˇ´ıjemne´ prˇi
ukla´da´n´ı veˇtsˇ´ıch model˚u. Efektivita vykreslova´n´ı ani na´rocˇnost na pameˇt’
ale ovlivneˇna nen´ı, protozˇe tato vlastnost se ty´ka´ pouze textove´ho xml sou-
boru na disku. Forma´t XML souboru je navrzˇen kv˚uli standardn´ımu chova´n´ı
trˇ´ıdy XmlSerializer a snadne´mu ulozˇen´ı. Ve chv´ıli, kdy je objekt nacˇten do
pameˇti, nen´ı v n´ı uchova´va´na zˇa´dna´ redundantn´ı informace.
Prˇ´ıklad
Ma´me 10 vrchol˚u, ktere´ maj´ı trˇi sourˇadnice X, Y, z a za´rovenˇ maj´ı texturovac´ı
sourˇadnice U a V. Ulozˇeny´ model bude mı´t pra´veˇ dva atributy v seznamu
atribut˚u (standardneˇ pojmenovane´ POSITION a TEXCOORD, ale mohou
mı´t libovolna´ rˇeteˇzcova´ jme´na). Prvn´ı atribut pro pozici bude mı´t prˇiˇrazen
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jedno pole 30 float cˇ´ısel. Druhy´ atribut pro texturovac´ı sourˇadnice bude mı´t
prˇiˇrazen jedno pole 20 float cˇ´ısel.
Pokud bude mı´t model nastaven typ primitiva jako troju´heln´ıky, bude se
pole index˚u cha´pat, jako zˇe jsou hodnoty sdruzˇeny ve skupina´ch po trˇech.
Kazˇda´ trojice index˚u ukazuje na trˇi vrcholy, ktere´ tvorˇ´ı jeden troju´heln´ık.
10.3.2 Forma´t collada
Collada podporuje nejv´ıce vlastnost´ı v porovna´n´ı s ostatn´ımi forma´ty. Hlav-
n´ım d˚uvodem pro vy´beˇr forma´tu collada byla mozˇnost jednodusˇe nacˇ´ıst data
z tohoto forma´tu do pameˇti. Collada soubor je XML soubor. Jazyk C# nab´ız´ı
celkem jednoduche´ na´stroje pro z´ıska´va´n´ı dat z XML soubor˚u. Pokud jsou
vsˇechny vlastnosti objektu verˇejne´ a neexistuje zˇa´dny´ konstruktor s para-
metry, je ukla´da´n´ı do XML a nacˇ´ıta´n´ı z XML soubor˚u trivia´ln´ı. Pro nacˇten´ı
forma´tu do struktury v pameˇti byla stazˇena jizˇ existuj´ıc´ı implementace struk-
tury collada [28].
Pouzˇ´ıvane´ elementy[27]
Protozˇe chceme prˇeva´deˇt model z forma´tu collada do forma´tu rsm, bude nej-
prve uveden a vysveˇtlen seznam relevantn´ıch element˚u, ktere´ collada pouzˇ´ıva´
pro ulozˇen´ı dat ty´kaj´ıc´ıch se geometrie:
• library_geometries
– obsahuje elementy geometry
– collada forma´t mu˚zˇe mı´t definova´no neˇkolik geometri´ı v jednom
souboru
• geometry
– obsahuje element mesh
– popisuje vizua´ln´ı tvar a vzhled objektu na sce´neˇ
• mesh
– obsahuje popis geometrie – elementy source, vertices, triangles a
vsˇechny ostatn´ı elementy podle typu primitiv
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– popisuje polygona´ln´ı model na za´kladeˇ vrchol˚u a informac´ı o po-
uzˇity´ch primitivech
• source
– obsahuje naprˇ´ıklad elementy float_array nebo technique_common
– deklaruje data, na ktera´ se odkazuje element input
• input
– vyuzˇ´ıva´ se naprˇ´ıklad v elementu vertices nebo v elementu triangles
– popisuje se´mantiku datove´ho zdroje
• vertices
– obsahuje elementy input
– popisuje atributy a identitu vrchol˚u polygona´ln´ıho modelu
• triangles, trifans, tristrips, lines, line_strips, polygons,
polylist, spline
– obsahuje elementy input
– poskytuje informaci potrˇebnou k sva´za´n´ı atribut˚u vrchol˚u a vy-
tvorˇen´ı jednotlivy´ch primitiv z dany´ch vrchol˚u (troju´heln´ık˚u, troj-
u´heln´ıkovy´ch veˇj´ıˇr˚u, troju´heln´ıkovy´ch pa´s˚u, cˇar a dalˇs´ıch druh˚u
primitiv)
• technique_common
– v ra´mci geometrie obsahuje elementy accessor
– specifikuje informaci o atributu, vsˇechny implementace forma´tu
collada mus´ı podporovat tento element
• accessor
– obsahuje elementy param
– popisuje prˇ´ıstup k pol´ım jako naprˇ´ıklad floar_array
• param
– vyuzˇ´ıva´ se v elementu accessor
– popisuje jme´no a typ jednoho parametru
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• float_array
– vyuzˇ´ıva´ se v elementu source
– obsahuje jednorozmeˇrne´ pole float cˇ´ıselny´ch hodnot
Forma´t collada mu˚zˇe mı´t slozˇite´ indexova´n´ı. Sice podporuje pouze jedno
pole idex˚u pro jednu geometrii, ale v tomto poli mu˚zˇe ukla´dat neˇkolik skupin
najednou. V takove´m prˇ´ıpadeˇ nastav´ı u kazˇde´ho elementu input vlastnost
offset, ktera´ urcˇ´ı pozici, naktere´ zacˇ´ına´ v poli index˚u prvn´ı hodnota pro
dany´ element input. Hodnota stride se pak rovna´ pocˇtu element˚u input
v jednom z element˚u pro specifikaci primitiva.
10.3.3 Konverze do rsm souboru
Forma´t collada je velice obsa´hly´. Prˇi importu se bude pocˇ´ıtat pouze s nej-
cˇasteˇjˇs´ımi za´pisy model˚u. Model ve forma´tu collada mus´ı splnˇovat neˇktere´
pozˇadavky, aby bylo mozˇne´ jej prˇeve´st. Model mus´ı by´t slozˇeny´ z troju´hel-
n´ık˚u nebo za´plat. Vesˇkera´ jeho data mus´ı by´t ulozˇena v pol´ıch float cˇ´ısel.
Model mus´ı by´t nav´ıc vzˇdy indexovany´.
Forma´t rsm podporuje pra´veˇ jedno pole index˚u. Z toho vyply´va´, zˇe prˇi
prˇevodu se mu˚zˇe ztratit neˇktera´ informace. Forma´t rsm nav´ıc mu˚zˇe ulozˇit
pouze jednu geometrii. Pokud ma´ soubor dae ulozˇeno v sobeˇ v´ıce cˇa´st´ı geo-
metrie, exporte´r vybere vsˇechny geometrie a z kazˇde´ vytvorˇ´ı jeden rsm sou-
bor.
10.3.4 Rozd´ıl v indexova´n´ı mezi forma´ty collada a rsm
Forma´t collada mu˚zˇe indexovat vrcholy a jeho dodatecˇne´ informace zvla´sˇt’.
Pocˇty vrchol˚u a pocˇty norma´l se naprˇ´ıklad nemus´ı rovnat. Pokud ma´me vr-
choly tvorˇ´ıc´ı krychli a chceme mı´t v souboru ulozˇeny i norma´ly, budeme
pravdeˇpodobneˇ cht´ıt, aby kazˇdy´ vrchol krychle meˇl trˇi r˚uzne´ norma´ly. Ve
vrcholech krychle se ostrˇe meˇn´ı smeˇr norma´ly, a nemu˚zˇeme pro dobry´ efekt
pouzˇ´ıt pr˚umeˇrnou hodnotu norma´l sousedn´ıch povrch˚u nebo steˇn.
Forma´t collada v takove´mto prˇ´ıpadeˇ umozˇnˇuje mı´t ulozˇeno trˇeba jen
pouze 8 vrchol˚u a 6 norma´l. Vy´sledne´ pole index˚u bude popisovat 12 troju´-
heln´ık˚u (6 steˇn, kazˇda´ se skla´da´ z 2 troju´heln´ık˚u), tud´ızˇ bude mı´t 36 hodnot.
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Potrˇebujeme jesˇteˇ jedno pole index˚u, ktere´ bude popisovat norma´ly. Toto
pole bude stejneˇ dlouhe´, ale bude se muset skla´dat z jiny´ch hodnot.
Forma´t rsm takto strukturovany´ nen´ı, protozˇe OpenGL nedoka´zˇe s po-
dobnou informac´ı pracovat. Pokazˇde´, kdyzˇ posˇleme do vertex shaderu vrchol,
prˇedpokla´da´me, zˇe jeho pozice je posla´na za´rovenˇ se vsˇemi atributy dane´ho
vrcholu. Nemu˚zˇeme shaderu poslat 8 pozic a 6 norma´l. Mus´ıme v tomto prˇ´ı-
padeˇ shaderu poslat nejme´neˇ 24 za´znamu˚ (3 kra´t 8 vrchol˚u) Kazˇdy´ fyzicky´
vrchol se objevuje ve trˇech kopi´ıch. Kazˇda´ z teˇchto kopi´ı ma´ jinou norma´lu.
Algoritmus pro prˇevod index˚u z forma´tu collada do forma´tu dae funguje
na´sleduj´ıc´ım zp˚usobem:
1. rozdeˇl´ıme pole index˚u
(a) Ivrcholy – pole index˚u indexuj´ıc´ı sourˇadnice vrchol˚u
(b) I1 . . . In – pole index˚u indexuj´ıc´ı hodnoty dalˇs´ıch atribut˚u v jiny´ch
pol´ıch
2. ma´me pole atribut˚u
(a) Vvrcholy – pole float cˇ´ısel se sourˇadnicemi vrchol˚u se slozˇkami X,
Y , Z
(b) V1. . . Vn – pole float cˇ´ısel s hodnotami dalˇs´ıch atribut˚u na´lezˇ´ıc´ıch
vrchol˚um
3. chceme vytvorˇit nova´ pole atribut˚u, ktera´ maj´ı jine´ velikosti a jina´
porˇad´ı hodnot
(a) W1 . . . Wn – pole float cˇ´ısel s hodnotami dalˇs´ıch atribut˚u usporˇa´-
da´na tak, aby aby na neˇ mı´sto index˚u I1 . . . In odkazovaly pouze
indexy Ivrcholy
4. kazˇde´ pole hodnot Vvrcholy, V1 . . . Vn ma´ jiny´ pocˇet float cˇ´ısel na jeden
atribut
(a) avrcholy = 3; vrcholy maj´ı z pravidla trˇi sourˇadnice X, Y , Z
(b) a1 . . . an jsou r˚uzna´ cˇ´ısla; za´vis´ı na tom, kolik v souboru collada
obsahuje element accessor element˚u parametr pro kazˇde´ pole atri-
but˚u
5. pro vsˇechny i od 1 do n (vytva´rˇ´ıme Wi za pomoc´ı Ii)
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(a) Wi = new uint[Vvrcholy.Length / avrcholy * ai]
(b) pro vsˇechny j od 1 do Ii.Length
i. stary´ index o = Ivrcholy[j]
ii. novy´ index p = Ii[j]
iii. zkop´ırujemprvek z pole Vi a pozice o do pole Wi na pozici p
Ve vy´sˇe nast´ıneˇne´m algoritmu je vynecha´n pouze implementacˇn´ı detail,
kdy kop´ırujeme element z pole Vi do pole Wi. Elementem se mysl´ı ai po sobeˇ
jdouc´ıch cˇ´ısel, protozˇe pole Vi i Wi jsou pouze jednorozmeˇrna´ pole float cˇ´ısel.
Pokud ma´me pole barev s hodnotami RGB, bude ai = 3 a proto budeme
kop´ırovat trˇi hodnoty z pole Vi do pole Wi. Index o i index p se pak na´sob´ı
trˇemi a kop´ıruj´ı se trˇi cˇ´ısla.
Nevy´hoda prˇedesˇle´ho algoritmu je ta, zˇe se spole´ha´me na to, zˇe pole
vrchol˚u uda´va´ spra´vne´ porˇad´ı a spra´vny´ pocˇet vrchol˚u. Pokud by se na jeden
vrchol (se stejny´m indexem) v poli hodnot Vvrcholy odkazovalo prˇi indexova´n´ı
v´ıcekra´t a po kazˇde´ by mu byla prˇiˇrazenajina´ skupina cˇ´ısel z pole Vi, pak
se dosta´va´me do situace, kterou nejde popsany´m algoritmem rˇesˇit. v tomto
prˇ´ıpadeˇ aplikace pouze ozna´mı´, zˇe dosˇlo k prˇ´ıpadu, kdy je jednomu vrcholu
prˇiˇrazova´no v´ıce r˚uzny´ch atribut˚u a pouzˇije pouze prvn´ı prˇiˇrazeny´.
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Aplikace se skla´da´ z editoru programove´ho ko´du a z vizualizacˇn´ıho okna.
Hlavn´ı projekt implementuje vzhled a funkcionalitu editoru.
Vizualizacˇn´ı okno se vytva´rˇ´ı azˇ za beˇhu aplikace kompilac´ı zdrojovy´ch
ko´d˚u prˇilozˇeny´ch k aplikaci. Existuje fixn´ı cˇa´st zdrojovy´ch ko´d˚u, ktera´ vytva´rˇ´ı
vzhled vizualizacˇn´ıho okna a jeho za´kladn´ı funkcˇnost. Knihovny, ktere´ jsou
distribuova´ny s vytvorˇeny´m editorem::
• Interfaces.dll – vlastn´ı knihovna, ktera´ se pouzˇ´ıva´ k manipulaci s vi-
zualizacˇn´ım oknem; d˚uvod pro pouzˇ´ıva´n´ı rozhran´ı je vysveˇtlen v kapi-
tole 9.3
• OpenTK.dll 1.1.0 – manipulace s OpenGL funkcemi [29]
• FATabStip – graficka´ komponenta za´lozˇky pro otevrˇene´ soubory [26]
• FastColoredTextbox – graficka´ komponenta pro editova´n´ı a doplnˇova´n´ı
ko´du [20]
Editor ma´ pro zobrazova´n´ı zavedeny cˇtyrˇi perspektivy, ktere´ odpov´ıdaj´ı
slozˇka´m v projektu:
• zobrazova´n´ı C# ko´du – slozˇka customCode
• zobrazova´n´ı GLSL ko´du – slozˇka shaders
• zobrazova´n´ı model˚u – slozˇka models
• zobrazova´n´ı obra´zk˚u – slozˇka textures
Kazˇda´ perspektiva nastav´ı jednu z komponent FATabStrip [26] na vi-
ditelnou. Podle perspektivy se prˇepneme bud’ na editor C# ko´du, editor
GLSL ko´du, zobrazova´n´ı model˚u nebo zobrazova´n´ı obra´zk˚u. Pro kazˇdy´ sou-
bor, ktery´ otevrˇeme z adresa´rˇove´ho stromu vlevo, se na´m otevrˇe nova´ za´lozˇka.
v za´lozˇce se objev´ı bud’ editor pro u´pravu zdrojove´ho ko´du, PropertyGrid
na u´pravu vlastnost´ı modelu, nebo bitmapa na prohle´dnut´ı textury.
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Prˇedmeˇtem diplomove´ pra´ce bylo vyvinout editor pro snadnou u´pravu GLSL
ko´du a na´slednou vizualizaci vy´sledk˚u pra´ce.
Bylo provedeno vyhodnocen´ı existuj´ıc´ıch na´stroj˚u, ktere´ se pro podobne´
u´cˇely pouzˇ´ıvaj´ı. Nejprofesiona´lneˇjˇs´ı a nejrozsa´hlejˇs´ı projekty, ktere´ umozˇnˇuj´ı
uzˇivateli meˇnit GLSL ko´d a sledovat provedene´ zmeˇny, jsou na´stroje, ktere´
jsou v prvn´ı rˇadeˇ urcˇene´ pro ladeˇn´ı jizˇ hotovy´ch OpenGL aplikac´ı. Na´stroje
pro ladeˇn´ı aplikac´ı se zameˇrˇuj´ı prˇedevsˇ´ım na sledova´n´ı vy´konu a krokova´n´ı.
Z aplikac´ı, ktere´ da´valy d˚uraz na u´pravu shader˚u a cele´ sce´ny, se nejv´ıce
osveˇdcˇil program AMD RenderMonkey. RenderMonkey ma´ neˇkolik nevy´hod.
Zejme´na jeho ukoncˇeny´ vy´voj a neschopnost upravovat vykreslovac´ı smycˇku.
Byl implementova´n na´stroj pro rychle´ prototypova´n´ı GLSL projekt˚u. Vy-
vinuty´ na´stroj umozˇnˇuje vy´voj efekt˚u psany´ch v GLSL a jejich vizualizaci.
Editor da´va´ uzˇivateli prˇi vy´voji v´ıce mozˇnost´ı nezˇ jine´ testovane´ na´stroje po-
uzˇ´ıvane´ pro rychle´ zobrazova´n´ı efekt˚u. Uzˇivatel si mu˚zˇe napsat sv˚uj vlastn´ı
ko´d pro inicializaci vizualizace a vykreslovac´ı smycˇku. Uzˇivatel mu˚zˇe vytvo-
rˇit projekt s neˇkolika objekty, texturami a programy, ktere´ budou pouzˇity
k vykreslen´ı sce´ny. Protozˇe se rˇ´ıd´ıc´ı ko´d vizualizacˇn´ı smycˇky p´ıˇse v jazyce
C#, nen´ı uzˇivatel omezeny´ prˇi vytva´rˇen´ı vlastn´ıch efekt˚u tolik, jako prˇi pra´ci
s jiny´mi na´stroji, ktere´ umozˇnˇuj´ı pouze fixn´ı nastaven´ı vizualizace. Editor
poma´ha´ uzˇivateli se orientovat v ko´du pomoc´ı zvy´raznˇova´n´ı a za´rovenˇ umozˇ-
nˇuje uzˇivateli do jiste´ mı´ry doplnˇovat ko´d.
Omezen´ı vyuzˇit´ı tohoto na´stroje plynou hlavneˇ z pouzˇite´ komponenty pro
editaci zdrojove´ho ko´du. Zvy´raznˇova´n´ı i doplnˇova´n´ı ko´du funguje na za´kladeˇ
regula´rn´ıch vy´raz˚u. Nen´ı implementova´n prˇ´ıstup k zˇa´dne´ abstrakci zdrojo-
ve´ho ko´du. Prˇi doplnˇova´n´ı ko´du nen´ı implementovany´ zˇa´dny´ sofistikovany´
syste´m pro zapamatova´n´ı uzˇivatelsky definovany´ch promeˇnny´ch.
Dalˇs´ım omezen´ım na´stroje je nutnost prˇelozˇit cely´ zdrojovy´ ko´d a restar-
tovat vizualizacˇn´ı aplikaci pokazˇde´, kdyzˇ se provede zmeˇna v C# zdrojove´m
ko´du. Pro jednoduche´ vizualizace nen´ı proble´m okno restartovat, protozˇe
prˇeklad trva´ pouze pa´r sekund. Kdyby bylo umozˇneˇno uzˇivateli meˇnit prob´ı-
haj´ıc´ı ko´d prˇ´ımo prˇi beˇhu, byla by kladena na uzˇivatele mnohem veˇtsˇ´ı zod-
poveˇdnost. Uzˇivatel by se v neˇktery´ch prˇ´ıpadech musel sa´m starat o spra´vne´
nacˇ´ıta´n´ı, pouzˇ´ıva´n´ı a uvolnˇova´n´ı zdroj˚u.
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Prˇehled termı´n˚u
wrapper – tenka´ vrstva ko´du, ktery´ prˇeva´d´ı rozhran´ı nativn´ı knihovny do
rozhran´ı kompatibiln´ı s jiny´m jazykem
IDE – vy´vojove´ prostrˇed´ı cˇi software usnadnˇuj´ıc´ı pra´ci programa´tor˚u
proxy – prostrˇedn´ık prˇi vzda´lene´m vola´n´ı mezi klientem a serverem
assembly – kompilovany´ ko´d .NET aplikace prˇipraveny´ pro nasazen´ı; mu˚zˇe
se jednat o spustitelny´ soubor (exe) nebo dynamicky linkovanou knihovny
(dll); tento ko´d je kompilova´n za beˇhu aplikace do strojove´ho jazyka
shader – mnozˇina rˇeteˇzc˚u kompilovana´ pro urcˇitou fa´zi v graficke´m rˇeteˇzci
(GLSL terminologie)
Vs – vertex shader
TCs – tessellation control shader
PG – genera´tor primitiv
TES – tessellation evaluation shader
GS – geometry shader
Fs – fragment shader
GLSL – jazyk pro programovac´ı graficke´ karty pro OpenGL
OpenGL – API graficke´ knihovny pro vykreslova´n´ı 2D a 3D grafiky; je mul-
tiplatformn´ı a neza´visle´ na programovac´ım jazyku
API – programove´ rozhran´ı knihovny, ktere´ specifikuje, jak maj´ı jednotlive´
softwarove´ komponenty spolu komunikovat
MDI – anglicky Multiple Document Interface je popis graficke´ho rozhran´ı,
kdy jedno hlavn´ı okno obsahuje jedno nebo v´ıce oken; okna, ktera´ jsou po-
tomky hlavn´ıho okna nen´ı mozˇne´ zobrazit samostatneˇ bez aplikace a nelze je
zobrazit mimo plochu pokrytou hlavn´ım oknem
snipplet – mala´ cˇa´st ko´du znovu pouzˇitelne´ho programove´ho ko´du
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Prˇ´ılohy
Uzˇivatelska´ prˇ´ırucˇka
Pozˇadavky
Pro spusˇteˇn´ı aplikace je nutne´, aby uzˇivatel meˇl nainstalova´no na´sleduj´ıc´ı:
• operacˇn´ı syste´m Windows Vista nebo vysˇsˇ´ı verzi
• platformu .NET verzi 4.5
• knihovnu OpenGL verzi 4.3
Graficke´ rozhran´ı
Aplikace spousˇt´ı editor pro u´pravu zdrojove´ho ko´du a dalˇs´ıch zdroj˚u (obra´-
zek 12.1). V horn´ı cˇa´sti okna je hlavn´ı liˇsta. Pod n´ı panel na´stroj˚u. V leve´
straneˇ okna je strom projekt˚u. V prave´ cˇa´sti okna je spra´va programu˚ (zob-
razuje se pouze prˇi spusˇteˇne´ perspektiveˇ pro shadery). V doln´ı cˇa´sti okna je
logovac´ı box pro popis uda´lost´ı.
Panel na´stroj˚u
Na panelu na´stroj˚u je mnoho voleb zna´zorneˇny´ch ikonkami. Prvn´ı skupina
obsahuje volby pro pra´ci s projektem. Druha´ skupina obsahuje volby pro
u´pravy zdrojovy´ch soubor˚u. Trˇet´ı skupina ovla´da´ zobrazova´n´ı pomocne´ in-
formace, jako zobrazova´n´ı netisknutelny´ch znak˚u, zvy´raznˇova´n´ı rˇa´dky s kur-
zorem nebo vod´ıc´ı tecˇky u blok˚u ko´du.
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Obra´zek 12.1: Vzhled aplikace
V hlavn´ı nab´ıdce mu˚zˇeme nacˇ´ıst existuj´ıc´ı projekt, vytvorˇit novy´ projekt
nebo vytvorˇit projekt z uka´zkove´ho prˇ´ıkladu pod jiny´m jme´nem. Pro prvn´ı
pouzˇ´ıva´n´ı se doporucˇuje vytvorˇit ko´d z uka´zkove´ho prˇ´ıkladu, protozˇe pro
spusˇteˇn´ı a rozbeˇhnut´ı pra´zdne´ho projektu je zapotrˇeb´ı udeˇlat neˇkolik u´prav.
Uka´zkove´ prˇ´ıklady je mozˇne´ spustit ihned.
Je mozˇne´ vytvorˇit projekt z poskytnuty´ch prˇ´ıklad˚u. Nejprve nacˇteme je-
den z uka´zkovy´ch projekt˚u (File/Import Project from Example/. . . ). Novy´
projekt je mozˇno vytvorˇit podle obra´zku 12.2. Pojmenujeme projekt novy´m
jme´nem. Vsˇechny soubory, ktere´ tvorˇily uka´zkovy´ projekt, se zkop´ıruj´ı do
slozˇky s projekty (projects) a projekt se prˇejmenuje.
Dalˇs´ı skupina obsahuje na´stroje pro ovla´da´n´ı vizualizace. Prvn´ı volba
zkompiluje projekt a okamzˇiteˇ ho spust´ı. Druha´ volba spust´ı posledn´ı prˇelo-
zˇenou verzi projektu. Pokud jesˇteˇ zˇa´dna´ prˇedesˇla´ verze nen´ı, nebo pokud je
posledn´ı prˇelozˇeny´ projekt ze slozˇky manua´lneˇ smaza´n, volba spusˇteˇn´ı po-
sledn´ı prˇelozˇene´ verze skoncˇ´ı chybou. Dalˇs´ı prˇ´ıpad, kdy volba skoncˇ´ı chybou
je tehdy, kdyzˇ nen´ı nacˇteny´ projekt v loka´ln´ı slozˇce s ostatn´ımi projekty.
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Obra´zek 12.2: Vytvorˇen´ı nove´ho projektu z prˇ´ıkladu
Volba kompilace provede kompilaci pouze C# zdrojovy´ch ko´d˚u. Kompi-
lace shader˚u prob´ıha´ a prˇi spusˇteˇn´ı vizualizace, protozˇe shadery jsou kompi-
lova´ny ve spusˇteˇne´m okneˇ.
Dalˇs´ı trˇi volby funguj´ı jen pokud je vizualizace spusˇteˇna. Slouzˇ´ı pro ak-
tualizaci textur, shader˚u a model˚u za beˇhu programu. Vsˇechny zdroje jedne´
kategorie se aktualizuj´ı najednou. Pokud je v novy´ch zdroj´ıch chyba nebo
jsou jinak pojmenova´ny, vizualizace se zastav´ı. Zdrojovy´ ko´d aplikace z˚usta´va´
stejny´, takzˇe automaticke´ zpracova´n´ı zdroj˚u je mus´ı naj´ıt podle prˇedchoz´ıch
rˇeteˇzcovy´ch jmen.
Spra´va programu˚
Spra´va programu˚ se objevuje pouze prˇi aktivn´ı perspektiveˇ pro shadery
(obra´zek 12.3). v horn´ı cˇa´sti je tabulka, ktera´ popisuje mapova´n´ı atribut˚u
mezi programy a modely. Program se skla´da´ ze shader˚u, ktere´ jsou vybra´ny
v doln´ı cˇa´sti panelu pro spra´vu programu˚. Pokud chceme vytvorˇit novy´
program, mus´ıme nejdrˇ´ıve napsat jeho na´zev (totozˇny´ na´zev budeme pou-
zˇ´ıvat v C# ko´du prˇi vyb´ıra´n´ı ze slovn´ıku), da´le vybereme shadery, ktere´
bude pouzˇ´ıvat, a nakonec klikneme na tlacˇ´ıtko Save Shader Program. Po-
kud chceme neˇktery´ program vymazat, vybereme jej a klikneme na tlacˇ´ıtko
Delete Shader Program. K existuj´ıc´ım programu˚m mu˚zˇeme prˇidat do ta-
bulky mapova´n´ı atribut˚u bud’ manua´lneˇ prˇida´n´ım nove´ho za´znamu, nebo
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Obra´zek 12.3: Panel spra´vy programu˚
automaticky stiskem tlacˇ´ıtka Match AttribuTES to Model. Zobraz´ı se na-
b´ıdka, ve ktere´ vybereme model, jehozˇ atributy chceme pouzˇ´ıt. Atributy mo-
delu a jeho indexy se zkop´ıruj´ı do tabulky. Pokud bychom neˇktery´ atribut
pouzˇ´ıt nechteˇli, oznacˇ´ıme rˇa´dek v tabulce kliknut´ım nalevo od dane´ho rˇa´dku
a stiskem kla´vesy delete smazˇeme za´znam. Pokud zjist´ıme, zˇe model obsahuje
chybne´ atributy, mus´ıme je opravit prˇ´ımo v nastaven´ı modelu.
Strom projektu
V leve´ cˇa´sti okna je strom otevrˇeny´ch projekt˚u (obra´zek 12.4). Otev´ırany´ pro-
jekt automaticky nacˇte do stromu vsˇechny soubory se spra´vny´mi prˇ´ıponami
ve svy´ch slozˇka´ch. v tomto stromu mu˚zˇeme vybrat jaky´koliv zdroj dvoj´ım
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poklepa´n´ım na jeho ikonu soubor.
Obra´zek 12.4: Strom projekt˚u
Pravy´m kliknut´ım kdekoliv na strom se objev´ı dialogove´ okno, ktere´
umozˇn´ı nastavit oznacˇeny´ projekt jako hlavn´ı projekt, zmeˇnit reference pro-
jektu, prˇidat novy´ zdrojovy´ soubor, importovat model a smazat nebo prˇe-
jmenovat oznacˇeny´ soubor. Prˇejmenovat soubor lze take´ dvoj´ım kliknut´ım
na text souboru. Zmeˇnit prˇ´ıponu souboru je zaka´za´no. Prˇejmenova´vat slozˇky
je take´ zaka´za´no.
Textovy´ log
Vypisuje neˇktere´ d˚ulezˇite´ uda´losti. Nejd˚ulezˇiteˇjˇs´ı uda´lost´ı jsou chyby prˇi kom-
pilaci. Vyp´ıˇse typ chyby a rˇa´dku, ve ktere´ chyba nastala. Editor za´rovenˇ
5
otevrˇe soubor, ve ktere´m se nacha´z´ı chyba a oznacˇ´ı cˇerveneˇ chybnou rˇa´dku
v ko´du.
Obra´zek 12.5: Vzhled logovac´ıho okna
V logovac´ım okneˇ (viz 12.5) jsou obycˇejne´ uda´losti vypisova´ny cˇernou
barvou, chyby cˇervenou barvou a varova´n´ı modrou barvou. Logovac´ı okno se
automaticky posunuje na konec kdyzˇ v neˇm nen´ı umı´steˇn kurzor.
Pra´ce s vizualizacˇn´ım oknem
Prˇi spusˇteˇn´ı projektu se objev´ı nove´ okno ve formeˇ MDI potomka. v doln´ı
cˇa´sti vizualizacˇn´ıho okna se nacha´z´ı komponenty pro vkla´da´n´ı nejcˇasteˇji pou-
zˇ´ıvany´ch vstup˚u, jako vzda´lenost objektu od kamery, rychlost zmeˇny velikosti
prˇi rolova´n´ı kolecˇka mysˇi a orˇeza´vac´ı roviny.
V prave´ cˇa´sti okna (viz 12.6) vid´ıme komponentu PropertyGrid, ktera´
zobrazuje a nastavuje uzˇivatelske´ globa´ln´ı promeˇnne´.
Ota´cˇen´ı modelu v poskytovany´ch prˇ´ıkladech (jen v teˇch, ve ktery´ch jsou
implementova´ny transformace) se prova´d´ı stisknut´ım a drzˇen´ım leve´ho tla-
cˇ´ıtka mysˇi nad kreslic´ı plochou a na´sledny´m pohybem mysˇi. Kdyzˇ pracujeme
s vizualizacˇn´ım oknem a kurzor nen´ı v zˇa´dne´ komponenteˇ pro uzˇivatelsky´
vstup, kolecˇko mysˇi ovlivnˇuje sˇka´lova´n´ı sce´ny. v prave´ horn´ı cˇa´sti vizuali-
zacˇn´ıho okna se da´ vypnout aktualizace sce´ny vyvolane´ prˇ´ıchodem dalˇs´ıch
sn´ımk˚u.
Vsˇechny vstupy vytvorˇene´ v graficke´m rozhran´ı maj´ı svoj´ı funkcionalitu
implementovanou v ko´du, ktery´ mu˚zˇe uzˇivatel meˇnit. Automaticky prob´ıha´
pouze propagace hodnot do trˇ´ıd, ke ktery´m ma´ uzˇivatel prˇ´ıstup. Uzˇivatel se
mu˚zˇe rozhodnout napojit u´plneˇ jiny´ obsluzˇny´ ko´d na zmeˇnu cˇ´ıselne´ hodnoty
pro sˇka´lova´n´ı, vyvolane´ pohybem kolecˇka mysˇi. Rozhran´ı vizualizacˇn´ıho okna
bylo takto navrzˇeno pouze z toho d˚uvodu, zˇe sˇka´lova´n´ı je jedna z akc´ı, kterou
uzˇivatel bude cht´ıt prova´deˇt nejcˇasteˇji, a napojit ji na posuv kolecˇka mysˇi je
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Obra´zek 12.6: Vzhled vizualizacˇn´ıho okna s nacˇteny´m uka´zkovy´m tessellacˇ-
n´ım projektem
nejv´ıce intuitivn´ı chova´n´ı. Meˇnit sˇka´lova´n´ı sce´ny nebo natocˇen´ı modelu psa-
n´ım cˇ´ıselny´ch hodnot do komponenty PropertyGrid nen´ı prˇ´ıliˇs uzˇivatelsky
prˇ´ıveˇtive´.
U´pravy shader˚u v editoru
V adresa´rˇove´m stromeˇ projektu si mu˚zˇeme naj´ıt soubory GLSL, ktere´ projekt
pouzˇ´ıva´. Editor shader˚u doplnˇuje prˇednastavene´ promeˇnne´, funkce a vyhra-
zena´ slova. Nav´ıc editor doplnˇuje na´zvy uniform promeˇnny´ch, ktere´ jsou ulo-
zˇene´ v programu. Na´zvy uniform promeˇnny´ch se posˇlou nasˇepta´vacˇi pokazˇde´,
kdy je ulozˇen shader. Uniform promeˇnne´ se sd´ıl´ı pouze mezi shadery v ra´mci
jednoho programu, proto je nutne´ nejdrˇ´ıve shadery spojit, nezˇ se mu˚zˇe zacˇ´ıt
vyuzˇ´ıvat te´to vlastnosti. Shadery se spojuj´ı do programu v prave´ cˇa´sti okna
prˇi zapnute´ perspektiveˇ pro shadery. Po nastaven´ı shader˚u pro vybrany´ (nebo
novy´) program je nutne´ kliknout na tlacˇ´ıtko pro ulozˇen´ı programu.
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U´pravy C# zdrojove´ho ko´du v editoru
Zdrojovy´ ko´d napsany´ v C# mus´ı by´t poskytnut nejme´neˇ pro implementaci
vlastn´ıho vizualizacˇn´ıho modulu a vlastn´ıho souboru globa´ln´ıch promeˇnny´ch.
Uzˇivatel si mu˚zˇe vytvorˇit dalˇs´ı cs soubory s vlastn´ım ko´dem, ktery´ se da´
vyuzˇ´ıvat prˇi implementaci ko´du projektu.
Uzˇivatel by se meˇl rˇ´ıdit podle na´poveˇdy psane´ v komenta´rˇ´ıch uka´zkovy´ch
projekt˚u. U kazˇde´ metody, kterou mu˚zˇe uzˇivatel implementovat, je popsa´no,
kdy se vola´ a pro jakou cˇinnost se hod´ı.
Metoda Init
Metoda Init se vola´ po automaticke´ inicializaci vsˇech zdroj˚u. Uzˇivatel si v n´ı
bude cht´ıt hlavneˇ ulozˇit indexy uniform promeˇnny´ch pro na´sledne´ nastavo-
va´n´ı jejich hodnot. Je samozrˇejmeˇ mozˇne´ neusta´le prˇistupovat ke vsˇem hod-
nota´m prˇes rˇeteˇzcove´ konstanty, ale tento prˇ´ıstup mu˚zˇe by´t velice pomaly´.
V prˇ´ıpadeˇ, zˇe prova´d´ıme aktualizaci v kazˇde´m sn´ımku, tak se jev´ı nesmyslne´
zjiˇst’ovat index uniform promeˇnne´ z jej´ı rˇeteˇzcove´ konstanty prˇed kazˇdy´m na-
staven´ım jej´ı hodnoty. Tato informace by se nemeˇla ukla´dat nikde jinde nezˇ
v metodeˇ Init. Pokud se zmeˇn´ı mnozˇina nebo porˇad´ı uniform promeˇnny´ch,
mohlo by se sta´t, zˇe stejne´ uniform promeˇnne´ budou mı´t po aktualizaci jine´
indexy. Pokud nastaven´ı index˚u bude prob´ıhat v metodeˇ Init, zmeˇny nezp˚u-
sob´ı pot´ızˇe, protozˇe Init se vola´ prˇi kazˇde´m restartu zdroj˚u.
Metoda InputUpdate
Metoda InputUpdate se vola´ prˇi kazˇde´ zmeˇneˇ hodnot zp˚usobene´ interakc´ı
s uzˇivatelsky´m rozhran´ım. Je vytvorˇena za u´cˇelem volat ko´d, ktery´ propa-
guje hodnoty z´ıskane´ z uzˇivatelske´ho rozhrann´ı do shader˚u. Vsˇechny hodnoty
z uzˇivatelske´ho rozhran´ı jsou ulozˇeny bud’ v chra´neˇny´ch atributech trˇ´ıdy nebo
v objektu globalVarSet. Vola´n´ı metody nasta´va´ v prˇ´ıpadech:
• drzˇen´ı leve´ho tlacˇ´ıtka mysˇi a tazˇen´ı po zobrazovac´ı plosˇe
• ota´cˇen´ı kolecˇka mysˇi
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• roztahova´n´ı okna
• nastavova´n´ı hodnot v komponenteˇ PropertyGrid
• nastavova´n´ı hodnot ve vsˇech ostatn´ıch komponenta´ch pod zobrazovac´ı
plochou (s vy´jimkou rychlosti sˇka´lova´n´ı, protozˇe se nemeˇn´ı hodnota
sˇka´lova´n´ı ale pouze velikost kroku prˇi ota´cˇen´ı kolecˇka mysˇi)
Metoda LoopUpdate
Metoda LoopUpdate se vola´ prˇed kazˇdy´m vykreslen´ım sn´ımku, pokud uzˇiva-
tel v graficke´m rozhran´ı ma´ zasˇkrtnute´ pol´ıcˇko (vpravo nahorˇe) pro aktuali-
zaci ve smycˇce.
Du˚vod pro mozˇnost zaka´zat vola´n´ı metody je v aktualizaci globa´ln´ıch
promeˇnny´ch, ktere´ se zobrazuj´ı v komponenteˇ PropertyGrid. Pokud je vy´-
pocˇet jejich hodnot prova´deˇn v te´to metodeˇ na za´kladeˇ pouze jizˇ nastaveny´ch
hodnot, nemu˚zˇe uzˇivatel zmeˇnit zˇa´dne´ hodnoty, ktere´ se v te´to metodeˇ ak-
tualizuj´ı. V dalˇs´ım sn´ımku po vykonane´ zmeˇneˇ by se hodnoty opeˇt prˇehra´ly
na hodnoty vypocˇtene´ prˇi aktualizaci animace. Komponenta PropertyGrid
je nastavena tak, aby se prˇestala aktualizovat v okamzˇiku, kdy do n´ı vstoup´ı
kurzor. Zdroj dat pro komponent se neusta´le aktualizuje. Uzˇivatel mu˚zˇe d´ıky
zastavene´ aktualizaci uzˇivatelske´ho rozhran´ı meˇnit hodnoty globa´ln´ıch pro-
meˇnny´ch, ktere´ nejsou pocˇ´ıta´ny ve smycˇce.
Doporucˇuje se do te´to metody psa´t pouze ko´d, ktery´ se opravdu mus´ı
aktualizovat v kazˇde´m sn´ımku, jako naprˇ´ıklad animace za´visla´ na cˇase. Po-
kud stacˇ´ı aktualizace na uzˇivatelsky´ vstup, meˇl by se ko´d psa´t do metody
InputUpdate.
Metoda Render
Metoda Render se vola´ v kazˇde´m sn´ımku. Je mozˇne´ zde psa´t ko´d pro aktu-
alizaci promeˇnny´ch, ale u´cˇel te´to metody je napsat ko´d pro vykreslen´ı sce´ny
z jizˇ vypocˇ´ıtany´ch hodnot.
V metodeˇ Render se bude volat pouzˇ´ıva´n´ı programu˚, nastavova´n´ı textur,
vykreslova´n´ı model˚u a prˇ´ıpadeˇ zmeˇny nastaven´ı OpenGL.
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Uka´zkove´ prˇ´ıklady
V projektu je prˇednastaveno neˇkolik uka´zkovy´ch prˇ´ıklad˚u pro ilustraci a
jako na´poveˇda prˇi pouzˇ´ıva´n´ı na´stroje. Prˇ´ıklady jsou vytvorˇeny jako uka´zky,
jak psa´t jednotlive´ shadery, jak nastavovat zdroje aplikace, jak implemento-
vat transformacˇn´ı matice a jak pouzˇ´ıvat nacˇtene´ zdroje v ko´du vizualizacˇn´ı
smycˇky.
Nejjednodusˇsˇ´ı shader (Simplest Shader)
Nejjednodusˇsˇ´ı shader ukazuje vykreslen´ı jednoho troju´heln´ıku. Nen´ı imple-
mentova´na zˇa´dna´ animace ani interaktivn´ı funkcionalita.
Za´kladn´ı shader (Basic Shader)
Uka´zka nejjednodusˇsˇ´ıho projektu s vertex shaderem a fragment shaderem.
Soubor s globa´ln´ımi promeˇnny´mi obsahuje pouze promeˇnne´ potrˇebne´ pro ge-
ometricke´ transformace a smeˇr sveˇtla. Zobrazovana´ krychle nepouzˇ´ıva´ barvy
ani texturu.
Geometry shader (Geometry Shader)
Uka´zka pouzˇit´ı geometry shaderu. Tento shader pouze demonstruje jednodu-
che´ generova´n´ı dalˇs´ıch troju´heln´ık˚u, ktere´ jsou posunute´ ve smeˇru osy x na
obeˇ strany od p˚uvodn´ıho troju´heln´ıku. Vy´sledkem jsou trˇi krychle z p˚uvodn´ı
jedne´. Tato uka´zka nav´ıc prˇedva´d´ı pra´ci s animac´ı, kde se meˇn´ı barva pozad´ı.
Uka´zka pouzˇ´ıva´ vsˇechny globa´ln´ı promeˇnne´ jako prˇedchoz´ı uka´zka a na-
v´ıc se pouzˇ´ıva´ textura. Textura se mus´ı v metodeˇ Init sva´zat s programem,
ktery´ ji bude pouzˇ´ıvat a mus´ı se nastavit pozice textury pro tento program.
Kazˇdy´ program mu˚zˇe v jednu chv´ıli pouzˇ´ıvat pouze omezene´ mnozˇstv´ı tex-
tur. OpenTK verze 1.1 obsahuje konstanty pro TextureUnit.Texture0 azˇ
do TextureUnit.Texture31.
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Tessellation shader (Tessellation Shader)
Uka´zka TESselacˇn´ıho shaderu. Kazˇdou sekundu se meˇn´ı vnitrˇn´ı a vneˇjˇs´ı deˇ-
len´ı troju´heln´ık˚u. Po zastaven´ı animace (zasˇkrta´vac´ım pol´ıcˇkem vpravo na-
horˇe) mu˚zˇe uzˇivatel zadat svoje vlastn´ı deˇlen´ı do komponenty PropertyGrid.
Uka´zka pouzˇ´ıva´ stejne´ globa´ln´ı promeˇnne´ jako nejjednodusˇsˇ´ı shader.
Neˇkolik programu˚ (Multiple Programs)
Posledn´ı uka´zka prˇedva´d´ı mozˇnost pouzˇit´ı neˇkolika model˚u, neˇkolika textur
a neˇkolika programu˚ najednou. Indexy uniformu˚ kazˇde´ho programu se mus´ı
ulozˇit. Pokud budou neˇktere´ programy pouzˇ´ıvat spolecˇne´ hodnoty promeˇn-
ny´ch, bude se jim v metodeˇ InputUpdate prˇiˇrazovat stejna´ hodnota.
Jeden z programu˚ pouzˇ´ıva´ texturu drˇeva na pozici TextureUnit.Texture1,
jiny´ program pouzˇ´ıva´ texturu drˇeva na pozici TextureUnit.Texture0. Zde je
videˇt d˚uvod, procˇ prˇi pouzˇ´ıva´n´ı textur v metodeˇ Render mus´ıme specifikovat,
pro ktery´ program texturu pouzˇ´ıva´me.
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