Software product line engineering aims to reduce development time, effort, cost, and complexity by taking advantage of the commonality within a portfolio of similar products. The effectiveness of a software product line approach directly depends on how well feature variability within the portfolio is implemented and managed throughout the development lifecycle, from early analysis through maintenance and evolution. This article presents an approach that facilitates variability implementation, management, and tracing by integrating model-driven and aspect-oriented software development. Features are separated in models and composed of aspect-oriented composition techniques on model level. Model transformations support the transition from problem to solution space models. Aspect-oriented techniques enable the explicit expression and modularization of variability on model, template, and code level. The presented concepts are illustrated with a case study of a home automation system.
Introduction
Most high-tech companies provide products for a specific market. Those products usually tend to have many things in common. An increasing number of these companies realize that product line development [10] [41] fosters planned reuse at all stages of the lifecycle, shortens development time, and helps staying competitive.
Commonalities between products in the portfolio as well as the flexibility to adapt to different product requirements are captured in so-called core assets. Those reusable assets are created during domain engineering. During application engineering, products are either automatically or manually assembled using the assets created during the domain engineering process and completed with product-specific artifacts.
Products usually differ by the set of features they include to fulfill customer requirements. A feature is defined as an increment in functionality provided by one or more members of a product line [6] . The effectiveness of a software product line approach directly depends on how well feature variability within the portfolio is managed from early analysis to implementation and through maintenance and evolution. Variability of features often has widespread impact on multiple artifacts in multiple lifecycle stages, making it a pre-dominant engineering challenge in software product line engineering.
Despite their crucial importance, features are rarely modularized and there is only little support for incremental variation of feature functionality. The reason is that feature-specific parts are often of crosscutting nature. On implementation level, often pre-processors are used to wrap feature-specific code fragments in #if-#endif statements. Listing 1 shows an implementation example of the eCos operating system [16] . The Cyg Mutex constructor includes 29 lines of code. Four lines of code implement the actual business logic (lines 1, 3, 4, and 29), two lines set the tracing policy (lines 2 and 28), and 23 (almost unreadable) lines implement optional features in this case. Another pitfall is that features and architecture are often derived from requirements in a non-systematic, ad hoc way. For software product lines it is essential to know the relationship among requirements, the derived architecture, the design, and the implementation artifacts. Consequently, a systematic way to group requirements into features that are then related to architectural entities and a seamless tracing of requirements throughout the whole lifecycle is necessary.
As demonstrated, variability tends to crosscut multiple points in code as well as different other artifacts in the software development lifecycle. Moreover, the
