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In this thesis, a CRM desktop application was developed using Java 8. The appli-
cation consists of a calendar subsystem and another system for manipulating with 
entities such as contact, tasks. Comparing to online CRM systems, it provides users 
more privacy and an ability to access data offline. The development process of this 
application contained three main phases which were developing application frame-
work based on JavaFX 8 phase and customizing its UI controls and layouts phase 
and the last phase was developing the real application. The new features of Java 8 
and proposed architecture of a simple application framework combining different 
technologies: JavaFX 8, Dependency Injection framework - Guice and Google 
EventBus are introduced and analyzed. The application uses an embedded relational 
database – H2 and CSS to style its appearance. 
 
Due to the size of the application and it has large amount of functions, only critical 
functions are designed and implemented. The results obtained from this thesis pro-
vides a variety of alternative solutions to challenges faced when developing a desk-
top CRM application using latest technology – JavaFX 8. Furthermore, it proves 
the flexibility and power of JavaFX. 
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1  INTRODUCTION 
The study conducted in the thesis and experience derived from it is used to develop 
commercial CRM desktop application for the company Bellevue SME Advisors 
GmbH which is located in Switzerland. Because the CRM application prototype is 
large, this thesis presents only some public components demonstrating important 
concepts and focuses on technical points relating to building a desktop CRM appli-
cation with JavaFX 8. 
1.1 Constraints 
There were some constraints while developing the CRM application: 
 There is only one developer in the whole process. 
 The developer communicates with the supervisor instead of the customer. 
 The developer does not participate in the requirement phase of the project. 
 The develop can only use 3rd party libraries which are free for commercial 
use to build the CRM application. 
 Email is the main way to communicate between the developer and supervi-
sor. 
1.2 Basics of CRM  
Due to innovations in technology and the amount of information that online services 
share is increasing, customers can find an alternative to a product or a service via 
search pages like Google, Bing in  minutes. It means that they are not nearly as 
loyal todays and customer experience becomes more important to businesses as a 
differentiator. To improve customer experience, businesses require information 
about the operations of the business, their customers and prospective customers, 
and competitions. For these purposes, CRM applications are used to help businesses 
achieve their goals and improve customer experience. Some common functions of 
CRM applications are described below /1/:  
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1. Customers 
 Ability to keep track the information of customers and interactions with 
them, such as emails, meetings, phone calls. 
 Ability to categorize customers, organizations. 
 Ability to create ad-hoc relationships between contacts and accounts. 
2. Sales 
 Ability to manage sales opportunity information. 
 Ability to create sale forecasts for reporting. 
3. Configuration & Customization 
 Ability to extend application data model without programming. 
 Ability for other applications to interact with the CRM application. 
4. Social Medias & CRM Applications 
 Ability to link a records of a contact with their profiles in various social 
networking sites.  
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2 USED TECHNOLOGIES 
The whole application was written purely in Java 8 without using external technol-
ogies. The user interface was implemented by using both Java and FXML which is 
a domain specific language (DSL) used to express the user interface. CSS was used 
style the layout and appearance of the application. 
The database system used in this application was H2 which is also written in Java 
and embeddable. It can run directly on a standalone machine without any configu-
ration or installation. The application uses Hibernate - an object relational mapping 
(ORM) framework to persist and loading data efficient from the database. In addi-
tion, two Google libraries are exploited to help the architecture achieve its quality 
attributes, such as testability and flexibility. They are Guice – a dependency injec-
tion framework and lightweight event bus - Google EventBus.  
2.1 Java 8 
Java 8 is not like its parent Java 7. It can be considered as an evolution of Java 
programming language to support changes in modern computing world and also 
provides JavaFX as a successor of Java Swing GUI to support modern desktop soft-
ware development and the idea of ”Program once run everywhere”. JavaFX will be 
analyzed more in the following sections. Java 8 was born to utilize the computing 
power of multicore architecture which can be found in new laptops and computers 
and support processing large dataset. Figure 1 describes core features of Java 8.  
 
Figure 1: Java 8 Core Features. 
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2.2 JavaFX 8 
JavaFX 8 is introduced in three ways for different kinds of users: general users, 
developers and Javascript developers. 
2.2.1 For General Users 
JavaFX 8 is the newest UI technology based on Java and considered a successor of 
Java Swing. It supports all modern UI methods and patterns. Applications devel-
oped by JavaFX can be deployed on multiple platforms without rewriting the code, 
such as browsers, desktops, mobile devices and embedded devices support Java 8 
with a user interface. ”Without a doubt, JavaFX will become the most important UI 
toolkit for Java applications in the next few years” /2/. 
2.2.2 For Developers 
In web development, HTML is used to implement a user interface and Javascript is 
used to process the logics on the client side and may be on the server. In JavaFX 8, 
FXML or Java can be used to implement UI and all the logics are expressed in Java 
code. However, JavaFX 8 is a very flexible framework which does not limit devel-
opers to use specific UI patterns, such as MVC or MVP when using this framework. 
Most of customizations depend on users, developers can develop an UI control in 
the Java code and embed it into FXML. JavaFX 8 also provides an embedded pow-
erful web engine which allows Java and Javascript code to communicate directly or 
can be mixed together in a secured manner. One big advantage compared to its 
predecessor Java Swing is the ability to support multithreaded applications and sta-
tus feedback about jobs being executed in the background. Furthermore, it supports 
3D graphics and provides media packages (audio & video) for developing media 
applications. 
2.2.3 For Javascript developers 
Java 8 comes with a new Javascript engine Nashorn which has better performance 
than Rhino /3/. By using this engine, Java code and Javascript code together can be 
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mixed and as JavaFX 8 becomes a part of Java Standard Edition 8, JavaFX 8 appli-
cations can be programmed purely in the Javascript language but still have the 
power of Java APIs. 
2.3 Guice – Light Weight Dependency Injection Framework 
The idea of dependency is that the dependent objects get their dependencies from 
somewhere instead of creating these dependencies themselves.  
The purpose of Dependency Injection (DI) is to decouple dependent objects from 
their dependencies. Compared to Spring, which is a popular heavy DI framework 
for Enterprise applications, Guice developed by Google is lighter and easy to con-
figure and customize /4/. This framework plays a vital role in developing CRM 
application presented in this thesis. 
2.4 Google EventBus 
EventBus is a library developed by Google. It addresses the issue of how different 
components such as controller objects or instances responsible for communicating 
with external services in the system communicate with each other without explicitly 
registering to each other /5/. 
2.5 H2 - Embedded Database 
H2 is a relational database written in Java. It can be used in different modes, as a 
memory database, embedded database or a server and also support clustering. It has 
two features of new SQL database system which are multi-version concurrency 
control and single threaded. 
2.6 Hibernate ORM – Object Relational Mapping framework 
Hibernate ORM helps to manipulate objects to a relational database and also map-
ping data from relations to objects. In other words, it helps applications independent 
of the underlying relational storage they are using so that the cost of changing da-
tabase is greatly reduced. 
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2.7 CSS – Cascading Style Sheet 
CSS is a style sheet language which is used to describe the look and formatting of 
a document written in a markup language /6/. JavaFX is not using a fully compliant 
CSS parser, only syntax specified in JavaFX documentation can be used /7/. 
2.8 Used Software Tools 
At the time developing this project, there was no fully supported tool to develop 
application with JavaFX 8. E(fx)clipse – a customized version of Eclipse for Ja-
vaFX was used at the first time, as time goes by, newer version of Intellij IDE fully 
supports Java 8 and will be used to continue developing this project. 
A specialized tool for JavaFX - scene builder version 2.0 was used to help to build 
the prototype of the user interface. Bit Bucket, which is a free private Git repository, 
was used to control and maintain the version of the code implementation of each 
software development cycle.  
Because JavaFX 8 was still quite new technology in 2014, it had many bugs in APIs 
and the performance was poor. It becomes better after each updating. The applica-
tion has been developed using four versions of Java which are shown in the Table 
1. 
Table 1. Release date of each Java SE 8 version /8/. 
Java SE version Released Date 
Java SE 8 Update 5 2014-04-15 
Java SE 8 Update 11 2014-07-15 
Java SE 8 Update 20 2014-08-19 
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3 SYSTEM DESCRIPTION 
Nowadays, CRM applications usually have a calendar to display events and tasks 
integrated with them. The calendar allows the data to synchronize with external 
applications, such as Google Calendar or Microsoft Outlook. The CRM solution 
developed also includes other views which are Contact View, Task View and Com-
pany View. 
This system description considers general functional requirements of a typical 
CRM derived from popular applications, such as Salesforce, Outlook 2013 and In-
sightly. It also specifies the non-functional requirements and technical constraints 
of a JavaFX 8 based application framework for building this kind of application.  
3.1  General Requirement of a Typical CRM 
A sample CRM application implemented in this thesis consists of three main mod-
ules which are Calendar View and Task View and Contact View. The following 
subheadings demonstrate the use case of each view. These use cases contribute to 
the specification of technical constraints that architecture of application and appli-
cation framework should satisfy.  
3.1.1 Use Case diagram of the calendar module 
Figure 2 describes the basic functionalities of a calendar system like Google or Out-
look Calendar.  These functions were implemented. 
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Figure 2. Use Case for Calendar View. 
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Figure 3 describes basic the functionalities of other views which are task view and 
contact view. 
 
Figure 3. Use Cases for Task View and Contact View. 
 
3.1.2 Data Requirement 
A CRM application must have at least these entities and basic properties: 
Table 2. Entities and Basic Properties 
Entity Basic Property 
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Contact Contact name, company, phone num-
ber, job 
Event Event name, start date, end date 
Task Task name, description, due date, sta-
tus 
File File name, location of file. Task related 
to file. 
Note Title, date created, contact related to 
note. 
 
Figure 4 demonstrates the relationship between these entities which were imple-
mented in the sample CRM application. Notice that this is just a part of the final 
diagram. 
 
Figure 4. Relationship between Entities. 
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3.2 Non-Functional Specification 
This section describes characteristic that the CRM application is required to have 
to be usable and reliable. There are five most critical non-functional requirements: 
 Advance data Input: The application should provide an efficient way for 
users to enter new information for a specific entity described in Figure 4. 
Due to dependency between entities, users should be able to add new entities 
or search available entities when updating information for another type of 
entity. Text fields are supposed to be adaptive and capable of filtering data 
when being modified to decrease searching time. 
 Data visualization: In the scope of this thesis, Contact entity is at the heart 
of the CRM system. There is a lot of data related to this entity. Figure 4 
shows some examples. When displaying details of an event or a task, contact 
information is always required. Entities in CRM usually contain large num-
ber of properties and relationships. These data should be displayed in an 
organized and efficient way so that it does not confuse users with too much 
data on the screen at the same time. 
 Asynchronous data processing: The application should be responsive and 
provides status feedback of background jobs. It should show a user friendly 
message in case of an error occurs. It should not block users to modify data 
when loading irrelevant data to the UI. 
 Reliability: Data must be stored safely which means they can be recovered 
successfully or are not damaged in case of an application failure. When the 
user submits data successfully, the application must ensure data are per-
sisted properly.  
 License of libraries: Because the application will be commercialized and 
customer does not provide any funding, only open source libraries which 
are free for commercial applications were used.  
3.3 Application Framework Description 
To be able to develop the sample CRM application supporting functionalities and 
non-functional requirements specified above, a small prototype was designed to 
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compensate the lack of features provided by JavaFX 8 and provide a potential to 
reuse the code written in this application in the future when using a stable and pop-
ular 3rd-party application framework which was not available at the development 
phase. The developed framework is not for general purpose, the usage of it is only 
in the scope of this thesis. To understand why this framework is essential, the limi-
tations of current version of JavaFX 8 and overview of 3rd party JavaFX 8 are pro-
vided and analyzed next. 
3.3.1 Limitations of JavaFX 8 
JavaFX 8 is an UI framework which only helps developers display data to the user 
interface via number of controls, such as TableView, ListView and Label and locate 
the position of these UI elements on the screen. Furthermore, it makes life easy for 
developers to synchronize between data and UI. Because the user interface can be 
expressed in both FXML and Java code, JavaFX 8 gives the freedom to developers 
to choose which design patterns they want to use and are not limited to e.g. the well-
known Model-View-Controller pattern. Even FXML is using MVC pattern, the pro-
cess can be customized. It means that developers are responsible for synchronizing 
the state of controllers and deciding which design patterns and technologies are 
applied to manipulate data in the database. One more problem is that JavaFX 8 
provides a limited set of UI controls compared to UI controls provided by the Ja-
vascript libraries. Again, it is the job of the developers to create UI controls they 
want to use. In other words, before developers can develop a real application, they 
need to address these problems first. 
3.3.2 Available 3rd Party Application Frameworks and UI Control Libraries 
This thesis was written in 2014. At the time of making the thesis, only limited but 
active libraries were available. They are classified into two groups: 
a) UI Control libraries 
These libraries provide a rich set of user interface controls and layouts that 
JavaFX 8 was missing. 
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 JFXtras provide two essential elements which are calendar layout 
and calendar controls /10/. However, they provide limited function-
alities and do not support new time package of Java 8.  
 ControlsFX aims to provide a set of high quality controls for busi-
ness applications. These controls are essential for business applica-
tions. ControlsFX is free for developing both open source and com-
mercial applications but also providing commercial support /11/. 
However, these controls force developers to follow their syntax, 
logic flows and still contains many errors. 
b) Application Frameworks 
Most application frameworks built based on JavaFX 8 support client-server 
architecture. The server is usually Java EE compliant. All of these frame-
works support multithreaded application and provide ability to design and 
build Rich Internet Applications (RIAs). 
 Granite Data Services (Granite DS) is a powerful framework for 
Java EE RIAs. It has both LGPA 2.1 and GPL 3.0 license /12/. 
 Jrebirth is a framework providing easy way to write very sophisti-
cated application. However, it does not support Java 8 /13/.  
3.3.3 Why is This Application Framework Required? 
1. There are still and will be many changes in JavaFX 8 development trend. 
The question remains, which framework will survive. 
2. The commercial application developed in this thesis required to use 3rd 
party libraries which are free for commercial. 
3. The UI control libraries force the developer to follow their own syntax and 
control flow which means it is hard to change libraries in the future. 
4. This framework supports complicated and large client – server applications 
which is not suitable for CRM application developed in this thesis. 
5. The sample CRM application developed is a multitab application. Each tab 
requires loading different kind of data asynchronously and a way to syn-
chronize the data with each other. 
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6. There should be a uniform way to validate a bean or a form submitted by 
user to prevent developers from writing boilerplate code. After validating it 
should indicate invalid fields in the form automatically. 
To address the above issues and overcome the limitation of JavaFX 8, the applica-
tion framework built has the following features: 
 It is light-weight and follows JavaFX 8 syntax and control flows. 
 It allows the written code to be reused in a new application framework. 
 UI Controls provided by this framework should be replaceable without hav-
ing to refactor a lot of code. 
 It supports a large set of UI Controls and layouts required to build the sam-
ple CRM application. 
 It provides mechanism to communicate between different components in 
the system without explicitly knowing each other. 
 It provides simple form validation mechanism to validate user input data but 
can be customized for future use case. 
 It allows Dependency Injection (DI). 
 It is not created from the scratch but by combining different 3rd party librar-
ies together to reduce testing time and run properly. 
3.4 Elements of a Basic JavaFX Application 
The information presented in this section is essential for comprehending later parts 
of this thesis. It explains core concepts of JavaFX and general behavior of some 
important classes. 
3.4.1 Stage and Scene Graph 
Stage 
The main window in a FX application is defined by Stage class. The content of a 
stage is a scene graph. To change the content of a stage, only a scene graph is re-
quired to be modified or replaced by another scene graph. However, the look and 
feel of a stage class is operating system dependent and can be customized.  
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Scene Graph 
All visual elements of an application user interface are represented by the scene 
graph which is a hierarchical tree of nodes. The node is single element of the scene 
graph. Every object added to the scene graph must be a subclass of node. The scene 
graph is defined by Scene class. 
 
Figure 5. Scene Graph Tree. 
 
3.4.2 JavaFX Threading Architecture 
There are two main most important threads in a JavaFX application /14/: 
 Application Thread: it is responsible for handling input events. All the ap-
plication codes or any the code which modifies the scene graph must be 
executed in this thread. It is noticed that these changes are not updated to 
the UI immediately and the screen is updated periodically. To schedule a 
job running on this thread on another thread invokeLater() method is in-
voked. 
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 Prism Render Thread: is responsible for updating any changes in scene 
graph to the screen. The changes in the scene graph is synchronized with 
Prism periodically.  
In JavaFX 8, these two threads can run concurrently to take advantage of multiple 
processors. 
3.4.3 ”Hello World” Program 
Let us consider the following ”Hello World” program to see how to implement a 
simple FX application. Figure 6 describes the source code of the application. 
package helloword_example; 
 
import javafx.application.Application; 
import javafx.scene.Scene; 
import javafx.scene.control.Button; 
import javafx.scene.layout.StackPane; 
import javafx.stage.Stage; 
 
public class HelloWord extends Application { 
 
    @Override 
    public void start(Stage primaryStage) throws 
Exception { 
        Button button = new Button("Hello World!"); 
        StackPane myStackPane = new StackPane(); 
        myStackPane.getChildren().add(button); 
        Scene scene = new Scene(myStackPane,800,600); 
        primaryStage.setScene(scene); 
        primaryStage.show(); 
    } 
 
    public static void main(String... args){ 
        launch(args); 
    } 
} 
 
 
Figure 6. Hello Word FX Application. 
In the above code, StackPane is a layout which locates the content in the center 
position. It will resize when the height and width of the window changes. In the 
source code, 800 and 600 are the initial height and width of the window. If these 
values are not specified, JavaFX will automatically compute the minimum height 
and width of the window based on minimum size of its children. JavaFX provides 
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many distinct built in layouts, such as VBox, HBox and Grid Layout and each lay-
out provides different scalability when the window is resized. 
Figure 7 shows the user interface of the source code demonstrated in Figure 6. 
 
Figure 7.”Hello World” Output. 
 
3.4.4 Developing UI with FXML 
The ”Hello World” application was rewritten using FXML. The advantage of using 
FXML is that the user interface code and the logic or business code are separated 
by employing Model-View-Presenter pattern. In case of the CRM application, View 
is defined by FXML file, Presenter (Controller) is a Java class and Model is actually 
the service layer. A FXML file and its controller are mapped by an instance of 
FXMLLoader class. Figure 8 demonstrates how FXMLLoader works when invok-
ing FXMLLoader.load() method. 
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Figure 8. General behavior of FXMLLoader. 
One thing that should be noticed is that the Controller object may be the same as 
the returned object. This means that the user interface of a custom UI control or 
component can be developed by using FXML. 
Demo Application 
The program described below is more complex than the previous demo. It demon-
strates a sufficiently complex use case of FXML to develop real world applications. 
Figure 9 shows the user interface of the demo application. 
 
Figure 9. Demo Application. 
Figure 10 and Figure 11 show how the UI is defined in the FXML file and how to 
load the FXML file into a Node instance at run time. 
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Figure 10. MainView.fxml. 
package fxml_example; 
 
import javafx.application.Application; 
import javafx.fxml.FXMLLoader; 
import javafx.scene.Scene; 
import javafx.scene.layout.VBox; 
import javafx.stage.Stage; 
 
public class MainView extends Application { 
 
    @Override 
    public void start(Stage primaryStage) throws Exception{ 
        //Load fxml here. It will return a Node instance as a result 
        VBox mainView = 
FXMLLoader.load(getClass().getResource("MainView.fxml")); 
        primaryStage.setTitle("FXML example"); 
        primaryStage.setScene(new Scene(mainView)); 
        primaryStage.show(); 
    } 
 
    public static void main(String[] args) { 
        launch(args); 
    } 
} 
 
Figure 11. MainView.java. 
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Figure 12 and Figure 13 show the process of creating customized UI components 
in MVC style using FXML. 
 
Figure 12. SearchBox.fxml. 
 
package fxml_example……. 
public class SearchBox extends HBox{ 
    /*Mapping elements described in the FXML file by 
their fx:id and identifiers */ 
    @FXML private TextField wordTb; 
 
    public SearchBox() { 
FXMLLoader loader = new  
FXMLLoader(getClass().getResource("SearchBox.fx
ml")); 
/*This class is the root element and also the 
controller */  
loader.setRoot(this); 
        loader.setController(this); 
        try{ 
            //Start parsing and mapping process. 
            loader.load(); 
        }catch(IOException e){ 
            throw new RuntimeException(e); 
        } 
    } 
    //Listener for click events 
    @FXML private void onSearchKeyword(ActionEvent 
actionEvent) { 
        //Set value for text field 
        wordTb.setText("Search Button clicked"); 
    } 
}  
Figure 13. The source code of SearchBox.java 
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3.5 Basic Elements of User Interface 
The application developed has following fundamental elements to provide an inter-
active and user friendly user interface.  
 Modal and popup windows 
 Progress indicators 
 Status bar that locates at the bottom of the user interface. 
 Perspectives which behave like tabs but different from implementation point 
of view. 
 Animation when switching between perspectives 
 Extra UI Controls: filter text boxes, filter combo boxes, multiple text fields 
with suggestion lists.  
 
To make the user interface easy to be developed and maintainable one big UI is 
divided into different sections.  
Figure 14 demonstrates the locations of perspectives and sections and the status bar. 
 
Figure 14. Perspective, Section and Status Bar. 
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3.6 Overview of Application Structure 
Figure 15 describes the layer diagram of the application. This diagram shows a high 
level view of the system. More explanation and details in each layer are provided 
in Chapter 4 – Architecture Design. 
 
Figure 15. Layer Diagram of Application. 
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4 APPLICATION AND FRAMEWORK DESIGN 
There are two ways to develop a user interface for a JavaFX application. The first 
way is to build a user interface by writing a native Java code. The second way is 
using FXML files. For most cases, FXML files are mainly used for describing the 
user interface, however, in case the user interface requires complex calculations, it 
is created by the Java code. For example, the layout of the calendar agenda for a 
day, week and month were developed using Java. By using FXML files means that 
the MVC pattern is followed and this raises three problems: 
1. How to make controllers synchronize their states with each other. 
2. How to inject dependencies to controllers. 
3. How to create modal windows and popups from FXML files in MVC style 
without writing a boilerplate code. 
4. How to pass parameters to controllers when constructing them. 
The small application framework built in this thesis addresses problems from 2 to 
4 in a simple way by using Dependency Injection framework Guice. 
4.1 Framework Description 
4.1.1 Framework Classes. 
Table 3. Utility Classes. 
Class Description 
Windows Helps creating windows from FXML 
files. 
Popups Helps creating and positioning popups 
from FXML files or a node.  
 
  32(84) 
Table 4. Framework Core Classes. 
Class Description 
AbstractPerspectiveBar Defines a perspective bar containing 
set of perspectives on the user inter-
face.  
AbstractPerspectiveNavigator Defines a navigator controlling the pro-
cess of switching between perspec-
tives. 
Interface IPerspective Defines methods a perspective should 
have. 
Perspective Defines a perspective on user interface. 
interface CustomLoader Defines an interface for a custom 
loader. 
GuiceFXMLLoader Provides more functions than original 
JavaFX loader. 
AbstractBaseController This a class designed to be extended. 
All controller classes of the application 
must extend this class. It provides 
fundamental operations. 
 
AbstractBaseController class provides two important methods which allow to get 
parameters passed to the controller in the construction phase and send global events 
in the application. 
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4.1.2 Framework API 
This section describes the signatures and the use case of most important methods 
and constructors. 
Table 5. Framework Constructors. 
Constructor 
GuiceFXMLLoader(URL url) 
Create GuiceFXMLLoader with url which is the location of a FXML file. 
 
Table 6. Framework Important Methods. 
Return Type Methods 
Node GuiceFXMLLoader.load() 
Loads a FXML file to a node.  
Stage Windows.createWindow(String 
url,Map<String,Object> parameters) 
Creates a modal window from an 
FXML file with parameters 
Popup Popups.createPopup(String url) 
Creates a popup from an FXML file. 
Popup Popups.createPopup(String url, 
Map<String,Object> parameters) 
Creates a popup from a fxml file with 
parameters 
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void Popups.showAtBottom(Popup popup, 
Node owner) 
Shows a popup at the bottom of a node. 
void Popups.showPopupAtBottom(Node 
content, Node owner) 
Shows a node in popup format at the 
bottom of the owner node. 
Popup Popups.createNewPopup() 
Creates new empty popup. 
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4.1.3 Constructing Controllers with Dependencies and Parameter Maps. 
Figure 16 describes the general behavior of FXMLLoader class. However, this gen-
eral behavior can be customized to support more functionalities. GuiceFXML-
Loader class extends FXMLoader. Figure 11 describes how GuiceFXMLLoader 
works. 
 
Figure 16. How GuiceFXMLLoader works. 
With assistance of Guice, the dependencies of controllers are possible to inject.  
4.2 Application Architecture 
In this section, the structure of the application is considered. How the application 
should be built so that different components in the application can be changed with-
out affecting the others? One architecture pattern providing concern separations is 
layered architecture. It divides the application into several layers and each layer has 
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different responsibilities. Please notice that MVC is distinct from the layered archi-
tecture, it is just a design pattern used in the presentation layer. 
4.2.1 Architecture Pattern 
Traditional Layered Architecture Pattern 
 
Figure 17. Traditional Layered Architecture /15/. 
The presentation layer contains anything relating to user interfaces. For instance, 
views and controllers reside in this layer. The next layer is the business layer re-
sponsible for processing data. After manipulating with data, business layer uses 
persistence layer to update data to a database. The final layer represents a data stor-
age which can be a file system, a database server or an embedded database. 
With this design, each layer can only be affected by changes of a layer directly 
below it. For example, if the persistence layer changes, it may be that the business 
layer needs to change but the database layer and presentation layer are not affected.  
Application Architecture 
The traditional layered architecture identifies four layers and isolates dependencies 
between them. For instance, the presentation layer does not acknowledge the per-
sistence and database layer. However, it does not specify how two adjacent layers 
can interact with each other. For instance, the presentation layer can invoke meth-
ods of business layer synchronously or asynchronously. Moreover, by adding one 
more level of abstraction in the persistence layer, the persistence layer can become 
independent of the database layer.  
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The application developed uses a relational database H2 to store data but it may use 
another relational database system, such as MySQL, Microsoft SQL in the future. 
To avoid refactoring a lot of code, the effects of database layer on the persistence 
layer should be avoided, therefore Hibernate ORM was used. 
Figure 8 demonstrates an example of a user interface in the application. The user 
interface is divided into different sections, each section displays different infor-
mation. Remembering that the user interface should be responsive which means not 
blocking the user when loading and displaying data. A question raised here is how 
these sections can load information simultaneously and they should not block the 
application when loading data from the database. The command layer is added be-
tween the controllers and the business layers to solve this issue, it communicates 
with the business layer in the background threads and provides an ability to monitor 
the status. When it completes successfully, it will run a callback function defined 
by the controllers to update the user interface. However, some operations are syn-
chronous. When these operations are being processed, they should block the appli-
cation to ensure data integrity. Therefore, the command layer is an open layer, the 
controller can access the business layer directly without the command layer for syn-
chronous operations. 
Figure 18 shows the modified layer architecture with two new layers displayed in 
green color.  
 
Figure 18. Application Architecture. 
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Figure 18 shows a high level view of the application architecture. In each layer, 
there may be more than one layer inside it. The sections from 4.2.2 to 4.2.3 discuss 
the details of the presentation layer and the business layer. 
4.2.2 Presentation Layer 
The presentation layer contains views and controllers. The views are defined by 
FXML files and controllers defined by the Java class. The application framework 
built in section 4.1 has solved problems from 2 to 4 introduced at the beginning of 
Chapter 4. With the help of Google EventBus, DI framework Guice and the way 
views are organized, problem 1 was solved easily. Figure 19 shows a UI layout with 
a popup. 
 
Figure 19. UI Layout with a Popup. 
Each Perspective from 1 to 3 is represented by an instance of Perspective class. A 
perspective instance providing common properties may be used by all elements be-
long to that perspective. For example, it has an event bus. 
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The perspective content has its UI defined in an FXML file. However, this FXML 
file is special because it just defines the positions of sections instead of specifying 
the detail of these sections.  
Each section from 1 to 3 has a FXML file to define its user interface and a controller 
to handle input events, manipulate with data and update UI. As can be seen easily, 
when these controllers are created, they know which perspective they belong to by 
getting information from the perspective bar. They are called section controllers. 
Popup1 also has its content defined in an FXML file and a controller to handle 
inputs. Because popups can be created once and used in different perspectives, their 
controllers cannot know which perspective they belong to at the time of creation 
but at the shown time. To be shown, they must be attached to an element belonging 
to a perspective. These controllers are called window controllers. Because a popup 
is also considered as a modal window, the controllers of modal windows are also 
called window controllers. To remove dependencies between the controllers and 
make the system flexible to modify, to add or remove controllers later, an EventBus 
is used. All controllers in the system registers to an event bus. When a controller 
requires to communicate to a subset of controllers, it can send an event to an Event-
Bus, all other controllers listen to that the event will respond sequentially. However, 
it is impossible to control the order of listeners and classify events into topics be-
cause the EvenBus does not support these features. There are two ways of using the 
event bus in an application. The first solution is using one event bus for the whole 
system. The second one is using multiple event buses, each event bus supports a 
module in the system. Each solution has advantages and drawbacks; it depends on 
the context of the application being developed. However, thanks to the powerful 
dependency injection, these two solutions can be implemented at the same time and 
the application can switch between two solutions easily with little modification to 
the code. 
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Using one global event bus 
 
Figure 20. Global Event Bus. 
 
The advantage of this solution is that it is very simple to implement. Because there 
is only one event bus, when a controller is constructed, it will hold a reference to a 
global event bus. As mentioned earlier, Google EventBus cannot classify or define 
the order of event listeners, using one event bus is not efficient to synchronize the 
state between controllers. For example, SectionController 1 wants to send an event 
to other controllers in Perspective 1 but the controllers of other perspectives may 
also listen to the same event. They will receive the event and start their operations. 
This creates an unnecessary extra load to the application. Another issue is that a 
user is operating in perspective 1, he manipulates the data and the application re-
quires to refresh the user interface to display the latest data. It means that only per-
spective 1 needs to be refreshed, however, in this case the event bus may deliver 
refresh events to other perspectives before delivering it to perspective 1 and other 
perspectives will update their UIs, which is unnecessary. 
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Using multiple event buses 
In most cases, controllers of the same perspective communicate with each other, 
not with controllers of other perspectives. Therefore, it is efficient for each perspec-
tive to have its own event bus. This raises another problem, which is how window 
controllers can communicate with section controllers of the perspective it is cur-
rently shown on. For instance, SectionController1 of perspective 1 is responsible 
for displaying contact list, WindowController1 has the save function which adds a 
new contact to the database. When a user clicks the ”save” button, the save function 
is executed. After successfully executing, it should be able to tell SectionControl-
ler1 to update the contact list by sending an event. At another time, it is shown on 
Perspective 2, it should be able to send events to the controllers of perspective 2. 
The technique used to solve this problem is quite easy and similar to the way to get 
the information of the current thread a function is invoked on. In Java, ”Thread.cur-
rentThread()” method is used to get the current thread instance. In the case of ap-
plication, to get the event bus of current perspective ”MessageBus.currentEvent-
Bus()” method is invoked. 
Figure 21 shows how controllers can communicate with each other.  
  42(84) 
 
 
Figure 21. Communication between Controllers. 
As can be seen from figure 16, if EventBus1, EventBus2 are the same instance, 
solution 2 will become solution 1. Noticing that these event buses are injected by 
Guice whose injection process can be controlled completely by configuration writ-
ten in the Java code. So the application can switch between solutions by adjusting 
the configuration. 
Figure 22 shows class diagrams and relationships between controller classes and 
MessageBus utility class. 
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Figure 22. Controller Class Diagram. 
All section controllers are defined by a subclass of AbstractSectionController class 
and window controllers are represented by a subclass of AbstractWindowControl-
ler. It should be noticed that these abstract classes contain more methods, this dia-
gram just shows methods relevant in this discussion. Below is the sequence diagram 
of constructing a controller extending AbstractSectionController class. Figure 23 is 
basically Figure 16 with two additional steps added. They are marked in blue color. 
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Figure 23. GuiceFXMLLoader Process. 
 
4.3 Virtual Scrolling with Lazy Loading Cache 
4.3.1 TableView & ListView 
JavaFX provides two high performance data visualization components for display-
ing large dataset: TableView and ListView. Both these UI controls use virtual 
scrolling technique.  
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Figure 24: TableView Example /16/. 
Each cell contains a text and a graphic. Graphic of a cell is defined by an instance 
of Node. As Node is a superclass of UI elements in JavaFX, a cell can contain any 
UI elements even a TableView or a ListView inside it. ListView is similar to 
TableView but it only has one column. 
 
Figure 25: ListView Example /17/. 
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4.3.2 Lazy Loading Cache 
In the CRM application, an entity contains many attributes but only some important 
attributes are required to be displayed on the UI and they are frequently used. For 
instance, when a user clicks to an event on the calendar, the application will display 
short description of this event including name of related contacts. In this case, only 
the name and id attributes of the contact entity are required, it is useful to store them 
in a cache in key-value format (id is the key and value is the name) so that the 
application can reduce memory consumption and avoid querying the database mul-
tiple times for a same contact. These caches are used internally by services so that 
it provides abilities to adjust the cached content and optimize cache in the future. 
Figure 26 demonstrates the control flow of the lazy loading cache.  
 
Figure 26: Control Flow of Lazy Loading Cache. 
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A new question rose when using this loading cache is that whether this cache is 
essential. The sample CRM application developed uses the Hibernate ORM frame-
work supporting two kinds of caches which are session cache (1st level) and appli-
cation cache (2nd level). Due to technical constraints, it is quite difficult to exploit 
them. More details are explained in Chapter 5.  
4.3.3 Combination of Cache & Virtual Scrolling 
The idea of virtual scrolling is using a limited number of cells which can be ren-
dered fully in the height of containers, such as ListViews or TableViews to repre-
sent a large set of data. When a user moves the scrollbar of a container, the first 
index and last index of items displayed on the containers are calculated from the 
position of thumb. After that, the content of cells are updated by the content of these 
items. Therefore, no matter how large the dataset is, ListViews and TableViews can 
still display them efficiently and use little memory. Due to the content of items in 
the model being retrieved lazily, it can be combined with the lazy loading cache to 
populate frequently used data quickly from the cache instead of the database. This 
reduces temporary memory consumption and also the load of the application. Fig-
ure 27 shows an example. In this example, CacheCell is the cell used with the cache.  
 
 
Figure 27. Cells with Loading Cache. 
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5 IMPLEMENTATION 
This section presents the parts of the application which was challenging to imple-
ment. The main focus of this section is how to implement the user interface of the 
calendar and improve its performance. However, the pseudo code is used instead of 
real code for explaining algorithms.  Moreover, it also discusses how to write two 
critical UI controls that JavaFX 8 lacks.  
5.1 Calendar Implementation 
5.1.1 Work Week Layout 
The work week layout displays events for week days from Monday to Friday. This 
layout is just a prototype supporting fundamental functions which are displaying 
events, adding an event, removing an event, showing a detail of an event. It does 
not support drag and drop functions and its implementation is not maintainable. 
However, the most important result of this work is the algorithm for displaying 
events and solutions to optimize its performance in terms of memory and processing 
time. 
a) User Interface Design 
 
 
Figure 28.  Work Week Layout. 
Figure 28 shows the implemented UI of work week layout. This layout is 
also capable of displaying overlapping events. The below figure presents 
how work week layout was designed. It comprises three main layers. 
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Figure 29. Week Layout Layers. 
 Layer 1 supports scrolling ability due to the fact that time scale is displayed 
vertically. 
 Layer 2 contains empty white cells which are clickable to create new events 
via a popup. 
 Layer 3 contains shapes representing event objects. 
 
b) Algorithm For Displaying Events 
The work week layout is responsible for in day events which occur during 
the day and do not last all day or multiple days. This algorithm explains how 
to locate events of a day on the screen and determines its width and height. 
Furthermore, it also shows how to locate overlapping events. 
Algorithm 1 
1. Sorting events by their start time in chronological order. In case, two 
events have the same start time, the event with the later end time is 
prioritized. 
2. Grouping events into connected groups. 
3. In each connected group, following steps are followed: 
a) Placing each event in a column as far left as possible. 
b) Expanding the width of each event to remaining space. 
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The height of an event is determined by its duration. The minimum width 
of each event is 1/N of the total width. N is the number of columns in a 
connected group. 
Figure 30 and Figure 31 demonstrate an example of this algorithm. Events 
are labeled from 1 to 6 in the order defined by step 1. For demonstrating 
purpose, steps a and b are applied to the connected group 2. 
 
Figure 30. Algorithm 1. 
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Figure 31. The design of algorithm 1.  
5.1.2 Month Layout 
a) Introduction 
The month layout is responsible for displaying events occurring in a month. It com-
prises four or five overall week panes and each overall week pane displays all kinds 
of events in a week including long day events, all day events, in day events. How-
ever, the current implementation does not support drag and drop feature. Figure 32 
shows the user interface of month layout and Figure 33 describes its main elements. 
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Figure 32. Month Layout. 
 
 
Figure 33. Internal Structure of Month Layout. 
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b) Algorithm For Displaying Events 
This section explains how an overall week pane can display events with some 
rules: 
 Long day events which last several days are rendered first. 
 All day events are rendered second if there is still enough space. 
 In day events are rendered last if there is still enough space. 
Figure 34 describes the abstract layout of the overall week pane. Notice that this 
abstract layout does not have any run time meaning. It just demonstrates the idea of 
the algorithm. 
Algorithm 2 
 
Figure 34: Overall Week Pane Abstract Layout 
Let us assume that an overall week pane consists of seven cells and each cell con-
tains some rows and is indexed from 0 to 6 to represent a week day. As can be seen 
from the above figure, an event can starts at a cell and span over multiple cells. To 
place an event, the index of cell where it starts and the number of cells it spans 
should be determined. The algorithm has the following steps: 
 Sorting events in the chronological order, in case two events have the same 
start date, the event which has later end date has a higher priority. 
 Processing event in order. For each event, these steps are applied: 
a) Computing to which indexed cell the event is placed. 
b) Calculating how many cells the event spans based on its duration in 
days. 
c) Calculating the row index of the event in the cell it belongs to. 
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5.1.3 Optimizations 
Two optimizations alternatives were studied during the implementation of 
the calendar. The first optimization is minimizing memory usage for dis-
playing events on the UI. The second one is avoiding retrieving the same set 
of events from the database when a user navigates calendar layouts. 
 
1. Minimizing memory usage 
As can be seen from Figure 23, each event object is represented by a shape 
on the UI. When users navigate from the current work week to another one, 
basically only positions and color of shapes and their content are changed 
although event objects are newly created by loading data from the database. 
Therefore, instead of creating new shapes for new events, old shapes are 
reused. By applying the object pool pattern, temporary memory consump-
tion is reduced. This optimization is implemented separately for each layout. 
The layouts are day layout, work week layout, month layout. Each layout 
has its own shape pool for displaying events. However, further optimization 
can be applied by sharing shape pools between these layouts. This will re-
duce memory usage of the calendar significantly when users use it inten-
sively. 
 
2. Avoid Retrieving the same set of events 
One solution was implemented and tested to solve this problem. However, 
it was not as efficient as expected. The solution uses Hibernate second level 
and query cache. 
The calendar system uses Hibernate to persist and retrieve data from the 
database. A Hibernate session is required to communicate with the database. 
Each session contains an internal cache (the first level cache) so that it can 
ensure only one object representing for an entity with a specific ID. In other 
words, there cannot be two different objects of the same class have the same 
ID returned by this session. This makes the first level cache cannot be shared 
across sessions. The Hibernate second level cache is shared between ses-
sions, it is available for the whole application. When there is a request to 
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retrieve the database, a session will check the first level cache, then the sec-
ond level cache. If the data are not found in these caches, it will run query 
to get data from the database.  The Hibernate second level is only useful 
when retrieving entities by their ID. A query cache is designed to use with 
the second level cache to store the results of queries. Therefore, if an appli-
cation needs to run a query over and over again, it may use the query cache 
to improve the overall performance in case the result is not changed so 
quickly. 
Advantage 
In case of the calendar system, queries with the same parameters are re-
quired to be executed many times. For example, when a user navigates from 
week to week, the query has the following format: 
”select * from event as e where e.startTime <= [lastDayOfWeek] and e.end-
Time >= [firstDayOfWeek]”. The first day and last day of a week is always 
fixed so that the result of this query can be cached to avoid communicating 
with the database. By using the query cache, the calendar significantly im-
proves the performance due to reducing the time of retrieving data from the 
database in case a user only needs to navigate and view events. Figure 35 
shows the state of query cache after each user’s interaction.  
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Figure 35. Query Cache State. 
 Disadvantage 
According to Figure 30, in the fourth interaction, when the user makes some 
changes relating to events in the database, the query cache will be invali-
dated and will clear all stored results. This means that if the user frequently 
changes the data, using the query cache is a bad solution because it increases 
memory usage and the load of the application with no advantages. 
 
5.1.4 Alternative Solutions 
Due to the constraint that the development of the application can only use 3rd party 
libraries which are free for commercial, the calendar layout was implemented from 
the scratch. However, there was already a 3rd party library requiring a commercial 
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license supporting multiple kinds of Gantt charts for JavaFX 8. It is FlexGantt /18/. 
These components are more efficient in terms of memory compared to solutions 
developed in the scope of this thesis and they also support drag and drop features.  
5.2 UI Controls Customization 
JavaFX version 8 lacks some essential controls for building applications, such as 
combo boxes with filtering capabilities or text fields with an ability to filter and 
restrict values and dialogs. In the coming version of JavaFX (version 8u40 or 9), 
dialogs and text fields with restrictions are supported /19/. Figure 36 demonstrates 
some types of dialogs provided by JavaFX 8u40. 
 
Figure 36. JavaFX 8u40 Components /19/. 
In web applications, combo boxes or text fields with a filtering ability are quite 
common. Each control requires a list of suggested values so that it can show a hint 
for users when they are typing. In case of the CRM application, this feature plays a 
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vital role in the usability of the application. For example, when a user types a name 
of a contact or a name of a company or a job, the controls should be able to display 
suggested values for quick adding. There are following constrains when designing 
and implementing these controls: 
1. The list of suggested values may be large, for instance, 2000 values. It is not 
memory efficient or possible to load all values into memory. It should load 
a portion of data into memory. 
2. It should be able to adjust how many suggested values the user can see.  
3. Suggested values are usually displayed in texts but the application is built 
using Object Oriented approach.  
4. The process of displaying suggested values should not block users from ed-
iting values. This means it should display values asynchronously. 
5. The controls can be reused for different types of entities, such as company, 
contact, job, industry. 
6. The filter process should be flexible, it can be replaced by another filter 
process.  
7. The value entered by users may exist or it is new a value. 
Two user interface controls developed specifically for the CRM application are Fil-
terBox and SmartTextBox which are enhanced versions of Combobox and Text-
Field respectively. These controls satisfy all constraints from 1 to 6 and a slight 
difference in constraint 7. A FilterBox forces users to find and select from suggested 
values but a SmartTextBox also allow users to enter a new value. 
5.2.1 FilterBox 
Figure 37 describes four main elements of a FilterBox. When the user modifies the 
textbox, suggested values corresponding to the keyword are displayed and the rep-
resentation of suggested on the UI is customizable. If the user presses the Enter Key 
or selects a value, it is displayed on the Value Displayer. Furthermore, how Value 
Displayer displays the selected value can also be customized. 
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Figure 37. FilterBox Structure. 
Table 7 explains the core public functions of the FilterBox<T> class and their rela-
tions to above elements.  
Table 7. FilterBox Methods. 
Methods Explanation 
setValueConverter(Callback<T,String> vc) Relates to element 1. 
setCellFactory(Callback<ListView<T>, 
ListCell<T>> factory) 
Relates to element 4. 
getSelectedItem(): T Returns the selected item if exist-
ing, null otherwise. 
setSelectedItem(T item) Sets the selected item. If item is 
null, the filterbox resets. 
setFilter(Filter<T> filter) This filter will be invoked asyn-
chronously to get list of suggested 
values. 
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5.2.2 SmartTextBox 
The behavior of a SmartTextBox is exactly the same as FilterBox, however, it pro-
vides an ability to add arbitrary values in case of values are not found in the recom-
mendation list. Figure 38 demonstrates main elements of a SmartTextBox. 
 
Figure 38. SmartTextBox Structure. 
Table 8 explains the public core methods of SmartTextBox<T> class. 
Table 8. SmartTextBox core functions. 
Methods Explanation 
setFilter(Filter<T> filter) This filter will be invoked asyn-
chronously to get list of suggested 
values. 
setValueConverter(Callback<T,String> vc) Relates to element 3. 
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getSelectedItem(): T Returns the selected item if exist-
ing, null otherwise. 
setSelectedItem(T item) Sets the selected item. If item is 
null, the filterbox resets. 
getText(): String In case of new value is added by 
the user, this method can be used 
to get arbitrary values. 
 
Let us consider the following class diagram to understand better the relationships 
between FilterBox and SmartTextBox classes and other core classes.  
 
Figure 39. UI Controls Class Diagram. 
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5.3 Example of Controller classes. 
The basic UI element in the application consists of one FXML file and a controller 
class. In the controller, elements annotated with @FXML are injected when the 
FXML parser parse the FXML file and bind the corresponding elements by their 
identifiers and the elements has @Inject annotation are injected by Guice DI frame-
work.  
Figure 40 presents the configuration file of Guice and  
Figure 41 shows some parts related to control customizations.  
public class TestModule extends AbstractModule { 
 
    /* 
  This method will be invoked only once to bind  
  the Interfaces with their implementations. 
 */ 
   @Override 
    protected void configure() { 
 
        //stateful services 
        bind(ITaskService.class).to(TaskService.class); 
        bind(ICompanyService.class).to(CompanyService.class); 
        bind(IFileService.class).to(LocalFileService.class); 
  ..... 
    } 
 
    //This allows us to provide run time binding. 
    @Provides 
    public EventBus provideCurrentEventBus() { 
        return MessageBus.currentEventBus(); 
    } 
  
 ........ 
} 
 
 
Figure 40. Guice Configuration File. 
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public class TaskEditorViewPopupController extends AbstractWindowController { 
 ....... 
//These elements will be injected when GuiceFXMLLoader parse the fxml file. 
    @FXML private FilterBox<ProjectView> projectTb; 
    @FXML private SmartTextField<CompanyView> companyTb; 
 ......... 
/*Get the Injector from the Application 
      so that we can create new Objects with dependencies 
*/ 
    private Injector context = MyApplication.getContext(); 
//These Services are injected when the controller is created. 
    @Inject private ITaskService taskManager; 
    @Inject private IFileService fileManager; 
    @Inject private ICompanyService companyManager; 
 ....... 
//This method is invoked only once after the controller created and injected. 
    public void init() { 
  ....... 
        /* 
            In case we do not set the valua converter, it will call   
  toString() method of the selected object. 
         */ 
        companyTb.setFilter(context.getInstance(CompanyFilter.class)); 
        //Defines where to get suggested values when user edits the value 
        projectTb.setFilter(context.getInstance(ProjectFilter.class));  
        //Defines how these suggested values are displayed 
        projectTb.setCellFactory(e -> new ProjectListCell()); 
        //Defines how to present the selected objects in the Value Displayer 
        projectTb.setValueConverter(e -> e.getName()); 
        ..... 
 
Figure 41. Source Code of Controller. 
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Figure 42 not only shows how the controller and FXML file are linked together but 
also the flexibility of the FXML file by allowing importing customized components 
written in Java code.  
<?xml version="1.0" encoding="UTF-8"?> 
........... 
 
<!-- Importing customized controls--> 
<?import com.bellevuesme.ui.mycontrols.java.fxuploader.FileUploader?> 
<?import com.bellevuesme.ui.components.customcontrols.MultipleFieldLayout?> 
<?import 
com.bellevuesme.ui.components.customcontrols.ContactEditBoxWithPopup?> 
<?import com.bellevuesme.ui.components.customcontrols.SmartTextField?> 
<?import com.bellevuesme.ui.components.customcontrols.FilterBox?> 
 
<!-- Controller class path is declared at root element --> 
<BorderPane prefHeight="648.0" prefWidth="835.0" 
xmlns="http://javafx.com/javafx/8" 
       xmlns:fx="http://javafx.com/fxml/1" 
     
fx:controller="com.bellevuesme.ui.controllers.project.TaskEditorViewPopupCont
roller" 
> 
........... 
</BorderPane> 
 
Figure 42. FXML file. 
 
Figure 43 shows how two controllers can communicate with each other. The 
method which acts as a listener is annotated with @Subscribe and the event name 
is the class name. The method ”sendEvent(Object object) defined in AbstractSec-
tionController class is invoked to send an event.  
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public class TabContactViewController extends AbstractSectionController { 
 ................... 
/*Listeners. The name of event is the class name:       
SelectedProjectChangeNotification  
*/ 
    @Subscribe 
    public void showContactForProject(SelectedProjectChangeNotification pn) { 
        this.currentProject = pn.getData(); 
        loadPage(0); 
    } 
 
    @Subscribe 
    public void updateContactList(ProjectContactChangeEvent event) { 
        loadPage(0); 
    } 
} 
 
 
public class ProjectPerspectiveController extends AbstractSectionController { 
  .............. 
 private void showDetailViewsFor(ProjectView pr) { 
  //Send Event to event bus 
        sendEvent(new SelectedProjectChangeNotification(pr)); 
    } 
 ....... 
} 
 
Figure 43. Controller Communication Source Code. 
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6 TESTS, RESULTS AND ANALYSIS 
6.1 Tests & Results 
6.1.1 Test Environment 
Table 9 lists the libraries and platforms that the application relies on to func-
tion properly and their versions. 
Table 9. List of Libraries. 
Libraries & Platforms Version 
H2 1.4.180 
Hibernate  4.3.6.Final 
Google Guava ( Eventbus) 17.0 
Guice 3.0 
JDK Java SE 8u20 64bit 
Operating System Windows 8.1 
 
6.1.2 Tests 
There were four essential test cases. The first two tests were to validate the correct-
ness of two algorithms which are responsible for locating events on the calendar. 
The last tests were for testing the scalability of the calendar when resizing it. To 
prepare for these tests, a small program was built to generate fake events and rele-
vant data for a period of 3 years. Figure 44 is the UI of the calendar. 
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Figure 44. Calendar UI. 
 
1. Week View Test  
In this test, we navigated the calendar through multiple weeks by using the 
small calendar on the left hand side or arrow buttons. Here are the results. 
 
 
Figure 45. Week View Test 1. 
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Figure 46. Week View Test 2. 
As can be seen from above figures, the algorithm 1 is correct. 
2. Month View Test 
The same actions of Week View test was applied for this test.  
 
 
Figure 47. Month View test 1. 
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Figure 48. Month View Test 2. 
 
 
Figure 49. Month View Test 3. 
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3. Week View Scalability Test. 
Resolution 1440 x 900 
The application was running on a screen which has resolution 1400 x 900 and 
it was resized to be smaller or bigger to test the scalability. The following fig-
ures show the results. 
 
 
 
Figure 50. Week View Scalability Test 1. 
The time grid was designed with a fixed height and adjustable width. Therefore, the 
calendar can only scale horizontally not vertically. In conclusion, week view 
worked as expected. 
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Resolution 1366 x 768 
 
 
Figure 51. WeekView Resolution Test. 
Result: It works properly with resolution 1366 x 768. 
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4. Month View Scalability Test. 
The month view was designed to scale both horizontally and vertically and any 
screen resolutions. It has a feature that the number of visible events is adjusted 
dynamically based on the height of the window.  
 
Resolution 1366 x 738 
 
Figure 52. Month View - 1366 x 768. 
Resolution 1440 x 900 
 
Figure 53. Month View - 1440 x 900. 
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As can be seen from above figures, the month view displaying more events (4 
events / day > 3 events / day) in the screen has a higher height. It also functions 
properly. 
6.2 Analysis 
There were many limitations with current implementation of the calendar due to 
many factors, such as available time, developer’s professional background and 
specification process. This section presents the limitations of calendar implementa-
tion and the analysis of software architecture.  
6.2.1 Calendar Implementation Limitations. 
Algorithms for displaying events are not efficient. 
Two algorithms discussed in above sections are responsible for calculating x and y 
positions of events on the UI. Each of them requires a set of events as an input and 
produces shapes on the UI with computed x and y positions. The space these algo-
rithms require is at least two dimensional arrays. Whenever there is a modification 
in the set, the whole algorithm requires to be executed again. This leads to ineffi-
ciency in terms of memory and processing. In practice, when users interact with the 
calendar, they often use the drag and drop feature to change durations of events or 
periods of events, they also create new events. These operations require almost in-
stant visual feedbacks on the UI. For example, if a user drags and drops an event 
from one day to another day in Microsoft Outlook, the calendar provides instant 
feedback about the new location of that event. Two implemented algorithms cannot 
support the drag and drop feature efficiently because when the user moves an event 
around, they will be executed multiple times and generate many temporary objects 
which are two dimensional arrays (List<List>). As every developer knows, Lists 
are expensive memory Objects to create and should be reused. In a more simple 
case, when the user just adds N events to a week day, the algorithm will be executed 
N times to recalculate the positions of all events but maybe only some of them need 
to adjust positions.  
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Current calendar design cannot support responsive layout. 
Responsive layout is the layout that responds to the number of dates selected by 
users to display events in different ways. Figure 54 and Figure 55 shows two dif-
ferent layouts of Google Calendar when the user selects 3 days and 14 days to view 
events.  
 
Figure 54. Flexible Layout 1. 
 
 
Figure 55. Flexible Layout 2. 
As can be seen from two figures above, it depends on how the user selects dates to 
see events, the calendar displays events in different layouts. This feature was not 
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taken into account at the time of developing the calendar and was discovered after 
finishing the implementation.  
6.2.2 Architecture Analysis 
Section 4.2 presents the advantages of the layered pattern and the responsibilities 
of some layers. This section will analyze the design patterns used in presentation 
layer and their benefits. Furthermore, it will show how the current design of appli-
cation architecture supports future development. 
Presentation layer 
Presentation layer uses Model-View-Controller pattern to separate the user inter-
face and the code to handle events and logics. To synchronize the state of each 
MVC component, it uses publish-subscribe pattern (Google EventBus). Each pat-
tern achieves different quality attributes. The former achieves maintainability. It 
means that the modifications in each MVC component does not affect others and in 
each MVC component, the controller is not affected by changes in the layout of UI 
elements in View. The later pattern achieves flexibility because it allows to add or 
remove any components without modifying other components.  These components 
could be MVC components or components which support the system to communi-
cate with external systems. 
There are many kinds of publish-subscribe systems which support different syntax. 
Therefore, it is difficult to change to another system because it will lead to the re-
design of controller classes. In MVC pattern, the technology used to implement the 
view is not attached to JavaFX (Java code or an FXML file), the view can be de-
signed using HTML5 and run in an embedded web browser and then communicate 
with the controller via a security sandbox. Figure 56 demonstrates the above expla-
nations. 
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Figure 56. Presentation Layer Future Use Case. 
In the figure, Component1 is responsible for communicating with external systems, 
such as Cloud Services or other applications on the host computer. For example, a 
server sends a request to update the data on the UI and after receiving the event, it 
publishes the event to the event bus, any components listening to this event will 
react.  
The Command Layer 
The layer pattern makes the application modifiable, maintainable and reusable, each 
layer can be reused for other purposes and changes in one layer just affects the layer 
immediately above. The command layer provides the ability to perform asynchro-
nous requests to the service layer and inform the status of request, such as success 
or failure to the caller. Because it is an open layer, both the presentation layer and 
command layer depend on the service layer and this reduces the modifiability and 
reusability of the service layer. 
6.2.3 Pattern for Hibernate Session 
Determining where a Hibernate Session should be used is a challenge in desktop 
application development. Even though there were many discussions or articles 
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about this problem, there is no consistent agreement or official patterns for a Ses-
sion in a desktop application. Some of them suggests a Session should be open at 
controllers to support lazy loading and undo operations. Others suggest opening one 
session for the whole application to support caching. The pattern used in the appli-
cation is an anti-pattern – session per request which allows the system accesses the 
database from multiple threads /20/. 
6.3 Experience Gained in this Project 
The developer previously worked on web applications projects using Agile method 
including Extreme Programming and Scrum. In these projects, he was responsible 
for implementation and maintenance phase and could contact with the customer 
directly or via emails or feedback systems. The situation was quite different in this 
project, he had to take care all of software development process and communicate 
with third person. Moreover, most of cooperation process took place via emails. 
This valuable chance allowed him to understand deeply the theory of software en-
gineering and the impact of software engineering model on the final result. The 
waterfall model should be used instead of Agile model to freeze the specification 
Furthermore, he also gained experience in remote working, online collaboration 
process and improved his negotiation skill. 
The developer has learnt an important lesson that is he should always scan all avail-
able technologies supporting the current kind of the application he is building and 
studies their advantages and drawbacks before deciding which technologies should 
be used. Chosen technologies affects the design and the development time of the 
system. In the case of this thesis, an application framework is a more appropriate 
solution than a UI framework.  
6.3.1 Time Devoted For Architecting 
The application can be divided into two main parts: calendar subsystem and a sub-
system for manipulating other entities, such as Contact, Task and Company. The 
calendar subsystem was initially designed using the ”Big Bang” architecture. The 
”Big Bang” architecture means that it combines different design patterns without 
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considering the their impacts on the development of the system. Its purpose is to 
create the demo application as fast as possible and the demo application is difficult 
to maintain and change. As a result of this, careful design decisions were made 
while building the second subsystem, the time devoted for architecture design was 
about 30% (6 weeks / 20 weeks). The architecture should be designed based on 
quality attributes which were not taken into account during the application devel-
opment. Moreover, some important questions were not asked and answered: 
 How long is the application used after its deployment? 
 When is the deadline? 
 In which context is it developed for? Will it work with other systems? 
 What quality attributes does it require? What are the acceptance criteria? 
 What is the estimated size of the project? (number of functions, Lines of 
Code) 
The time devoted for architecture design was based on answers of these ques-
tions. For example, if the application is developed in three months and will be 
used for short period of six weeks, it does not need to be maintainable, the ar-
chitecture will be much simpler. Furthermore, by applying software metrics, the 
estimation of the project size can suggest a predictable time required for the 
architecture design to develop application efficiently. 
6.4 Future Development 
The application currently has limited functions and only critical functions are de-
veloped. With the current design, there should be no problems to add more func-
tions to the system. However, the following things require to be developed in the 
future: 
1. Calendar Layout Design  
To achieve high performance and flexibility in displaying events on the user 
interface, JavaFX Canvas should be used to build the calendar layout.  
 
  79(84) 
 
2. Storing repeated events 
An efficient database model for repeated events was not designed but this is 
an essential feature of a calendar system. 
 
3. Loading events via network & synchronization 
In case the calendar synchronizes with some online calendar system, such 
as Google or Outlook, it can use a cache at the presentation layer to store 
data to reduce network delay and response time. 
 
4. Developing user interface with HTML5 instead of JavaFX. 
Because JavaFX provides an embedded web browser compatible with 
HTML5, AngularJS & Bootstrap can be used at the presentation layer and 
other layers can be reused. Using Web technology allows us to exploit many 
open source libraries, such as Calendar plugins. However, the performance 
and reliability of this browser should be analyzed before using.  
6.5 Statistics 
The application consists of two subsystems which were developed separately. They 
are the calendar subsystem and the subsystem for the rest of the application. Due to 
technical reasons, the total lines of code of the application cannot be collected ac-
curately. Figure 42 shows the total lines of code of the second subsystem which is 
around 13 KLOC. The total LOC for the application is estimated around 17 KLOC.  
Figure 57. Application Statistics. 
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Figure 58. How much Architecting is enough /22/? 
As seen in Figure 58, the minimum time for architecting a software containing 
10KLOC is around 20%. With 100 KLOC, it is approximately 40%.  As stated in 
section 6.2.2, the time spent in architecting the CRM application (17 KLOC) is 
30%. Comparing to 10KLOC project, this time is quite reasonable.  
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7 CONCLUSION 
Despite the fact that only some parts of the application were implemented, these 
parts provide the foundation for the rest of system to be built and developed further. 
The architecture combining publish subscribe pattern and layered pattern provides 
the flexibility and modifiability of the system. The most important part is that this 
thesis reveals algorithms for displaying events on the calendar which are hardly 
found on the Internet. Moreover, it not only suggests solutions to implement the 
calendar efficiently and 3rd party solutions but also two essential UI controls which 
are very convenient for data input.  
On the other hand, it shows the complexity of the calendar system which the ma-
jority of people uses every day. Some features seems simple but implementing them 
in an efficient and high performance way are not that easy. In addition, the experi-
ence obtained from challenges when building this system is valuable and by ana-
lyzing them, developers with little experience or lacking knowledge of software 
architecture and development process can avoid similar mistakes when they start 
building their own applications. From technical perspective, it presents readers of 
this thesis the potential and flexibility of JavaFX framework in developing modern 
applications, which is anticipated to be the most important UI toolkit in the future.  
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