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CASLアセンブラの作成
古賀 亜彦
Development of a CASLAssembler 
Tsug1.出ikoKOGA
The pu叩oseofthis paper is to develop a CASL Assembler. We must learn assembly languages in order to 
understand ∞mputers. However， assembly languages are different eveηmachine， and抗 ISveη 出血cultto 
understand them al. From such reason， an imagin紅γcomputerCOMET and an assembly language CASL， 
which runs on it， were devised. An assembly language is very important for the programming education of an 
engineering department， therefore 1 have developed a CASL assembler for a class of students by C language. 
This program is veηuseful for studying of the principle of a computer. Visual C++6.0 was used to write this 
program. 
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1. 目的 CASLが考案された。工科系学生のプログラミング教
コンピュータを理解するためにはアセンブリ言語
を習得しなければならない。ところがアセンブリ言語
は機械ごとに異なっており、それらをすべて理解する
ことは非常に困難である。アセンブリ言語は非常に重
要であるにもかかわらず、最近のコンビュータではア
センブリ言語は提供されていない。そこで、架空のコ
ンピュータ COMETとその上で走るアセンブリ言語
2. コンピュータの機若構成および使用言語
パソコンはOSがウインドウズXPで、処理言語
はマイクロソフトネ土のVC十+6.0をイ吏用した。
3. CASLの仕様
( 1 )基本命令 (23種類 :2言張)
LD ST LEA 
ADD SUB 
AND OR EOR 
CPA CPL SLA SRA SLL 
JPZ JMI ♂~Z JZE JMP 
PUSH POP CALL RET 
(2)マクロ命令 (3種類 :6語長)
IN 
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育においてアセンブリ言語が重要であることに鑑み、
CASLアセンブラそのものをC言語で開発することが
今回の目的である。COMETは簡単なコンピュータ
ではあるが、 CASLアセンブラを勉強すればコンピ
ュータの原理が理解できる。
この研究はアセンブラの勉強とC言語の高度なプロ
グラミング教育の両面から非常に有益であると考える口
また、補助の道具として MIFESfor Windows 
V位'.6.0も使用した。 なお、プログラムの大きさは
1468ステッフ。になった。
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OUT 
EXIT 
(3)擬似命令 (4種類)
START 
END 
DC 
DS 
4.ニーモニックと機械語との関係
CASLアセンブラの命令は2語長 (32ヒ、、ッ ト)で、マクロ命令は6語長である。
下に、ニーモニックと機械語との関係を示す。
? ??????? OP 
OP 
GR， Address [， XRJ 
|GR I XR I Address 
OPは命令部、 GRは汎用レジス夕、 XRは指標レジスタを意味する
GRはGRO'""'GR4
XRはXRl'""'XR4(XROを指定すればアドレス修飾は行われなし、)
GR4は、スタックポインタを兼ねるので注意を要する
5. コーデイングの様式
( 1 )一般的な約束
①命令文は、ラベル欄、命令コード欄、オペランド欄、注釈欄の順序に言己入する。ただし、ラベル、注釈は
必要に応じて使用する
②欄の区切りは、 1個以上の空白またはタブを使う
③命令文は1行で書く
(2)ラベル欄
① ラベルを書くときは先頭から書く
② 文字数は6文字以内で、英字と数字の組み合わせに限る
③先頭の文字は英字でなければならない
(3 )命令コードの欄
① ラベルを書くときは先頭からラベルを書き、 1個以上の空白またはタブを置いて命令を書く
② ラベルを書かないときは、 1個以上の空白またはタブを置いて命令を書く
(4 )オペランド欄
①命令コードの後に、 1個以上の空白またはタブを置く
②汎用レジス夕、アドレス部、指標レジスタはカンマで区切る。カンマの後に空白を入れてもよい
③汎用レジスタは、 GRO'""'GR4、または0""""4で表記する
④指標レジスタは、 XR1""""XR4、1'"'"'4、GR1'"'-'GR4のいずれかで表記する。
指標レジスタを省略すれば、 XROが仮定される。
(5 )注釈欄
プログラムをわかり易くするために注釈を付けることができる
①命令文の後にセミコロン(; )を置くと、それ以降は注釈と解され無視される
18 
CASLアセンブラの作成
②セミコロン(; )を先頭に書くとその行は注釈行になり、行全体が無視される
6.豊富なエラーメッセージ
授業で使用することを考えて初心者用に豊富なエラーメッセージを用意した。エラーがない完全なプログラムを
処理するアセンブラの作成は比較的簡単であるが、あらゆるエラーが含まれるフ。ログラムを想定したアセンブラは
非常に複雑になる。エラー処理に関する部分が本体の10倍以上に大きくなる。
さらに、エラーの位置が分かるように機械語の中の該当するところにく?>を付けて見やすくした。
エラーの一例
ソースプログラム
SUB GR6，N 
機械語
21?0???? 
>>> GR6，N 
>>> N 
汎用レジスタ指定エラー
アドレス未定義
以下に、エラーメッセージに関する部分を述べるo
( 1 )ラベルの表記に関するエラーメッセージ
① ラベルの二重定義
② ラベル表記エラー(長さが6文字を超えている)
③ ラベル表記エラー(先頭の文字が英字でなし、)
④ ラベル表記エラー(英数字以外の文字が含まれている)
(2)命令コードの表記に関するエラーメッセージ
① オペコードエラー
(3)汎用レジスタの表記に関するエラーメッセージ
①汎用レジスタ指定エラー(番号が間違っている)
② 汎用レジスタ指定エラー(記号が間違っている)
(4)指標レジスタの表記に関するエラーメッセージ
①指標レジスタ指定エラー(番号が間違っている)
② 指標レジスタ指定エラー(記号が間違っている)
(5)アドレス部の表記に関するエラーメッセージ
① アドレス未定義
② アドレス表記エラー(長さが6文字を超えている)
③ アドレス表記エラー(先頭の文字が英字でない)
④ アドレス表記エラー(英数字以外の文字が含まれている)
⑤ アドレス指定エラー
7.アセンブルの基本的な処理手順
アセンブルの処理手順は2パスアセンブルを採用した。即ち、
(1) 1パスで、ソースプログラムの左辺に王射Lるラベルを探し出し、対応する番地を決定する
(2) 2パスで、ソースプログラムの命令部とアドレス部を対応する 16進数に変換する
8.アセンブルの具体的な処理手順
CASLアセンブラのメインプログラムの中で使用された主な関数を以下に示す
( 1) ins_lines = get_source(fpin， p 1， &src_lines); 
ソースファイルを入力して、形を整えて配列SRC[MAX_UNEJへ出力する。
機能:ソースファイルを入力して、形を整えてCASL型構造体SRC[MAX_LlNEJへ出力する
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戻り値:ソースプログラムのマクロ展開された行数
( 2) labels = get_label(src， ins_lines， p2， operation， KOSU); 
左辺に現れるラベルの検出とアドレスの決定を行う
機能:すべてのラベルの検出を行い、
( 1 )ラベルの番地の計算
マクロ命令を検出したら、マクロ展開命令を挿入し番地を決定する
(左辺に王殿もるラベルはアドレスが確定する)
(2)ラベルのカウント
を行う
戻り値:ラベルの数
( 3) label_err = out_labels_ with_灯rmsg(label，labels); 
ラベルを全部拾い上げて、それに対応する番地を付けて出力する
エラーがあればエラーメッセージを付けて出力する
機能:<ラベルテーブルの出力〉
+<ラベルの二重定義および表記エラーがなし、かを調べ、あればエラーメッセージを出力する>
戻り値:ラベルの二重定義および表記エラーの数
( 4)out_source_list(src， ins_lines); 
整形されたソースプログラムを表示する
機能:ソースプログラムを表示する
戻り値:なし
( 5) out err(); 
すべてのエラーを対応番地を付けて出力する
機能:エラーテーブルを表示する
戻り値:なし
( 6) out_assemble_list(src， ins_lines); 
ソースプログラムとマシン語を対比させて出力する
機能:ソースプログラムとアセンブルリストを対比させて出力する
エラーがあれば、ソースの下に適切なエラーメッセージを表示する
戻り値:なし
下記の3つの変数は、エラーカウントをするためのグローバル変数で、ある
Err cnt 
E町'_adr[] 
E町'_IDSg[][] 
:エラーの個数
:エラーが発生したソースプログラムの行の数字
:エラーメッセージ
( 7) out_machine(src， ins_lines， fpout); 
エラーがなければ、マシン語を内部メモリ配置を考慮してファイルに出力する。
機能:マシン語をファイルに出力する(注:ファイルは、バイナリでオープンしておくこと)
文字表現のマシン語を 16進数に変換して、かっ順序を並び替える
例
LD GRO， 012A， XRl 
lOOl012A Hマシン語は、下記のように ASCIIで表現されているので、
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3130303130313241 H文字表現のマシン語から、
01102A01 Hファイル内のマシン語を作り出す
戻り値:なし
9. CASLアセンブラのプログラムの構造体データについて
本プログラムの中で使用された重要なデータの構造体を以下に示す
( 1 ) struct casl { //ソースプログラムおよびアセンブ〉レリストの構造体
(2) 
(3) 
1 O. 
/大
#0020 LOOP LD GRO，DATA，XRl ; calculationの例で示す
*/ 
/ Label n出ne (LOOP ) sourω 
//Operaton (LD ) sourω 
/ Address pa此(GRO，DATA，XR1 ) source 
/ comment (calculation) source 
char 
char 
char 
char 
short 
char 
lbl[16]; 
op[8]; 
adr[16]; 
cmnt[48]; 
address; 
ins[9]; 
//命令語のアドレス (0020 ) assemble 
H命令コード ( 10010008 ) assemble 
struct 
stluct 
label_table { / 
char label[16]; 
short address; 
ラベル名とアドレスの構造体
Nラベル名
Hラベル名のアドレス
operation_table { 
char op[8]; 
char code[3]; 
H命令とコードの構造体
H命令
H命令コード
CASLアセンブラの中で使用した関数
file_name(charへ char*); 
get_:ωurce(FlLE大， struct casド， short合);
short 
short 
short 
short 
short 
get_label(struct cおい， sho此， struct label_tableへ struct operation_tableへ
op_number(charへ structoperation_table六， short); 
check label(char *); 
check address(char *); 
check_ Gregister(char大);
check_Xregister(char合);
short 
short 
short 
short 
short 
short 
out_labels_ with_errmsg(struct label_table大label，
set_Greg(charへ charへ charへ sho此);
short labels); 
set_Xreg(charへ charへ charへ sho此);
short set_address(charへ structlabel_table *， short， char大，
unsigned char conv(unsigned char *); 
short); 
sho此);
void assemble(struct casド， sho此， struct label_tableへ
void out_source_list(struct caslへ sho此);
sho此， struct operation_tableへ
void out_assemble_list(struct caslへ short);
void out_machine_list(struct casド， sho此);
void out_machine(struct caslへ sho此， FILE *); 
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sho此);
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void 
void 
void 
struct casl士src);
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init(struct operation_table *operation， 
so此，_err(); 
out_err(); 
macro_l_line(struct casl吟;void 
11.実行例
次にくエラーを含まぬプログラムEX1.CAS>、<ラベル、アド、レス部にエラーを含むプログラムEX2.CAS>、
<命令コードエラー、レジスタ指定エラーを含むプログラムEX3.CAS>についての実行例を示す。
エラーを含まぬプログラム (EX1.CAS)について
下記のソースプログラムは、エラーはないが形がバラバラで、ある
EX1 START 
LD 
( 1) 
① 
GR1，A 
GR1，B 
GR1， 
ADD 
DC 
20 
DS 
END 
② ラベルのリストアップとアドレスの決定
Label table is as follows. 
Labels address 
( 1) EXl 0000 
(2)A 0008 
( 3) B 0009 
(4)ANS OOOA 
③ ソースリストの出力(①が整形されている)
Soura listおasfollows. 
( 1) 0∞o EX1 START 
( 2) 0∞o LD GR1，A 
( 3) 0∞2 ADD GR1，B 
( 4) 0004 ST GR1，ANS 
( 5)0006 EXlT 
( 6) 0008 A DC 
( 7) 0009 B DC 
( 8) 0∞IA ANS DS 
( 9) OOOB END 
④ クロスアセンブルリストの出力
Assemble list is as follows. 0 errors detected 
< Soura list > 
EX1 START 
LD GR1，A 
ADD GR1， B 
ST GR1，ANS 
EXIT 
ANS 
10 
10 
20 
1 
1 
EXlT 
ST 
A 
BDC 
ANS 
OpGXAdrs] 
10100008 
20100009 
1110000A 
93000000 
[Adrs 
0000 
0000 
0002 
0004 
0006 
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1) 0000 
2) 0000 
3)0002 
4)0004 
5)0006 
? ? ? ?
、 ?
??、
? ， ? ? ? ? ? 、
、
?， ， ? 、
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6) 0∞8 A DC 10 0008 0∞A 
7) 0009 B DC 20 0009 0014 
8) 0∞'A ANS DS 1 OOOA 0000 
9) 0∞B END OOOB 
(2)ラベル、アドレス部にエラーを含むプログラム (EX2.CAS)について
クロスアセンブルリストのみ出力
Assemble list is as follows. 3 errors detected. 
く Source list > [Adrs OpGX Adrs] 
1) 0∞o EX2 START 0000 
2)0000 LD GR1，A1 0000 1010 ???? 
>>> A1 :アドレス未定義
3)0002 ADD GR1，B 0002 20100009 
4)0004 ST GR1，ANS 0004 1110∞OA 
5) 0∞6 EXIT 0006 930000∞ 
6) 0008 1A DC 10 0008 0∞A 
>>> 1A :ラベル表記エラー(先頭の文字が英字でなし、)
7) 0∞9 B DC 20 0009 0014 
8) 0∞'A ANS DS 1 OOOA 0000 
9) 0∞B B DC 20 OOOB 0014 
>>> B :ラベルの二重定義
( 10) OOOC END OOOC 
(3)命令コードエラー、レジスタ指定エラーを含むプログラム (EX3.CAS)について
① ソースリストの出力
Source list is as follows. 
1) 0000 EX3 START 
2) 0000 IN DATA， LEN 
3) 0006 LD GR1，A 
4) 0008 LD GRβgl，A 
5) OOOA ADD GR5，B 
6) OOOC SUB GR1， B， XR15 
7) OOOE SUB GR1， B，XRβg2 
8) 0010 STR GR1，ANS 
9) 0012 ST GR1，ANS 
( 1ω0014 EXIT 
( 1) 0016 A DC 10 
( 12) 0017 B DC 20 
( 13) 0018 ANS DS 1 
( 14) 0019 LEN DS 1 
( 15) 001A DATA DS 4 
( 16) 001E END 
② エラーリストの出力
Error list is as follows. 
1) 0008 GRβgl，A :汎用レジスタ指定エラー(記号が間違っている)
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， ，
?、 ?
?? 、、
?， ? ? ?
、
?， ， ?
、
(番号が間違っている)
(番号が間違っている)
(言己号が間違っている)
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:汎用レジスタ指定エラー
:指標レジスタ指定エラー
:指標レジスタ指定エラー
:オペコードエラー
GR5.B 
GR1， B， XR15 
GR1， B，XRβg2 
STR 
2) OOOA 
3) oooc 
4) OOOE 
5) 0010 
5 errors detected. 
クロスアセンブルリストの出力
Assemble list is as follows. 
< Source list > 
③ 
1) 0000 
2) 0000 
3) 0002 
4) 0004 
5) 0006 
6) 0008 
GReg1，A 
7) OOOA 
GR5.B 
8) OOOC 
GR1， B， XR15 
9) OOOE 
GR1， B，XRβg2 
10) 0010 
STR 
OpGXAdrs] [Adrs 
0000 START 
IN 
EX3 
7000001A 
????????DATALEN 
70000019 0002 
>>> 
( 1) 0012 
( 12) 0014 
( 13) 0016 
( 14) 0017 
( 15) 0018 ANS 
( 16) 0019 LEN 
( 17) 001A DATA 
( 18) 001B 
( 19) 001C 
( 20) 001D 
( 21) 001E 
90000000 
10100016 
0008 10?0 0016 
(言己号が間違っている)
OOOA 20?0 0017 
(番号が間違っている)
OOOC 211? 0017 
(番号が間違っている)
OOOE 211? 0017 
(言己号が間違っている)
0010 ? 
0004 
0006 LD GR1，A 
LD GRβgl，A 
:汎用レジスタ指定エラー
ADD GR5，B 
:汎用レジスタ指定エラー
SUB GR1， B， XR15 
:指標レジスタ指定エラー
SUB GR1， B， XRβg2 
:指標レジスタ指定エラー
STR GR1，ANS 
:オペコードエラー
GR1，ANS 
??、 ?
， ? ?
、
??、 ?
， ? 、
、
? ? ? ?
、
?， ? ? ?
、
>>> 
>>> 
>>> 
>>> 
11100018 
93000000 
OOOA 
0012 
0014 
ST 
EXIT 
0014 
????
。?????
0016 
0018 
0019 
001A 
0017 
10 
20 
1 
1 
DC 
DC 
DS 
DS 
DS 
A 
B 
??? ???
??? ???
? ?? ????
?????
001B 
001C 
001D 
4 
001 
12.最後に
今回開発したCASLアセンブラは授業の教材として使うことを考えクロスアセンブルリストの表示を最重要課
題としたD アセンブリ言語を始めて学ぶ学生にとって、どんなエラーがどの行で発生しているのかを理解するのは
困難である口そこで、適切な場所に、通常よりも遥かに分かりやすいエラーリストを?の記号を付けて示した。
即ち?の位置を見れば、命令文のオペコードなのか、汎用レジスタなのか、アドレスパートなのか、指標レジス
タなのか分かるようになっている。この研究は、授業のほかにも、 C言語の高度なフ。ログラミング研究として卒業
研究にも大いに役立つものである。
END 
Visual C++6.0はマ，イクロソフト社の登録商標である。
MIFES for Windows V位.6.0はメガソフト社の登録商標である。
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