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Abstract— We present a computationally efficient method
for online planning of bipedal walking trajectories with push
recovery. In particular, the proposed methodology fits con-
trol architectures where the Divergent-Component-of-Motion
(DCM) is planned beforehand, and adds a step adapter to adjust
the planned trajectories and achieve push recovery. Assuming
that the robot is in a single support state, the step adapter
generates new positions and timings for the next step. The
step adapter is active in single support phases only, but the
proposed torque-control architecture considers double support
phases too. The key idea for the design of the step adapter
is to impose both initial and final DCM step values using an
exponential interpolation of the time varying ZMP trajectory.
This allows us to cast the push recovery problem as a Quadratic
Programming (QP) one, and to solve it online with state-
of-the-art optimisers. The overall approach is validated with
simulations of the torque-controlled 33 kg humanoid robot
iCub. Results show that the proposed strategy prevents the
humanoid robot from falling while walking at 0.28 m/s and
pushed with external forces up to 150 Newton for 0.05 seconds.
I. INTRODUCTION
Bipedal locomotion of humanoid robots remains an active
research domain despite decades of studies in the subject.
The complexity of the robot dynamics, the unpredictability
of its surrounding environment, and the low efficiency of the
robot actuation system are only a few issues that complexify
the achievement of robust robot locomotion. In the large vari-
ety of robot controllers implemented for bipedal locomotion,
the Divergent-Component-of-Motion (DCM) is an ubiquitous
concept used for generating walking patterns. In case of
unforeseen disturbances acting on the robot, it is necessary to
adjust the generated pre-planned patterns from preventing the
robot to fall. This paper contributes towards this direction by
presenting algorithms and architectures for achieving bipedal
humanoid robot with real-time push recovery features.
A popular approach to humanoid robot control during the
DARPA Robotics Challenge was to define a hierarchical
architecture consisting of several layers [1]. Each layer
generates references for the layer below by processing inputs
from the robot, the environment, and the outputs of the
previous layer. From top to bottom, these layers are here
called: trajectory optimization, simplified model control, and
whole-body quadratic programming (QP) control.
The trajectory optimization layer often generates desired
foothold locations by means of optimization techniques. To
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Fig. 1: iCub reacts to the application of an external force (the red arrow).
do so, both kinematic and dynamical robot models can be
used [2], [3]. When solving the optimization problem asso-
ciated with the trajectory optimization layer, computational
time may be a concern especially when the robot surrounding
environment is not structured. There are cases, however,
where simplifying assumptions on the robot environment can
be made, thus reducing the associated computational time.
For instance, flat terrain allows one to view the robot as a
simple unicycle [4], [5], which enables quick solutions to the
optimization problem for the walking pattern generation [6].
The simplified model control layer is in charge of finding
feasible center-of-mass (CoM) trajectories and is often based
on simplified models, such as the Linear Inverted Pendulum
Model (LIPM) [7] and the Capture Point (CP) [8], [9]. These
models have become very popular after the introduction of
the Zero Moment Point (ZMP) as a stability criterion [10].
Another model that is often exploited in the simplified model
control layer is the Divergent Component of Motion (DCM)
[11]. The DCM can be viewed as the extension of the capture
point (CP) concept to the three dimensional case.
The whole-body QP control layer generates robot’s joint
torques depending on the available control modes of the
underlying robot. These outputs aim at stabilizing the refer-
ences generated by the previous layers. It uses whole-body
kinematic and/or dynamical models, and very often instan-
taneous optimization techniques, namely, no MPC methods
are here employed. Furthermore, the associated optimisation
problem is often framed as a hierarchical stack-of-tasks, with
strict or weighted hierarchies [12], [13].
In recent years, several attempts have been made for
considering robot state feedback for footprints planning.
The new foothold locations can be optimized assuming
constant step timing [14], [15], [16] or adaptive step duration
[17], [18]. These methods have the drawback to consider a
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constant Zero Moment Point (ZMP) during the single support
phase. Attempts at relaxing this assumption involve the con-
trol of the Centroidal Momentum Pivot (CMP) position [19],
but the pre-planned ZMP is still not used during push re-
covery. The possibility of having a non-constant pre-planned
ZMP during single support is fundamental for achieving toe-
off motion: it indeed contributes towards humanoid robots
with energy efficient and human-like walking [20], [21], [22].
This paper extends and encompasses the control architec-
ture [6], [23] by complementing it with the push recovery
feature. In particular, the proposed methodology fits control
architectures where the DCM is planned beforehand, and
adds a step adapter to adjust the planned trajectories and
achieve push recovery. Assuming the robot in a single
support state, the step adapter generates new positions and
timings for the next step. The step adapter is active in single
support phases only, but the proposed torque-control archi-
tecture considers double support phases too. The key idea for
the design of the step adapter is to impose both initial and
final DCM step values using an exponential interpolation of
the time varying ZMP trajectory. This allows us to cast the
push recovery problem as a QP one, and to solve it online
with state-of-the-art optimisers. The approach is validated
with simulations of the torque-controlled 33 kg humanoid
robot iCub. Results show that the proposed strategy prevents
the robot from falling while walking at 0.28m s−1 and
pushed with external forces up to 150 Newton for 0.05
seconds applied at the robot pelvis.
The paper is organized as follows. Sec. II introduces
notation, the humanoid robot model, and some simplified
models used for locomotion. Sec. III describes each layer of
the control architecture, namely the trajectory optimization,
the simplified model control and the whole-body QP torque
control layer. Sec. IV details the the step timing and position
adaptation algorithm while Sec. V presents the simulation
results on the iCub humanoid robot [24] in push recovery
scenarios. Finally, Sec. VI concludes the paper.
II. BACKGROUND
A. Notation
• In and 0n denote the n× n identity and zero matrices;
• I denotes an inertial frame;
• ApC ∈ R3 is the vector from the origin of A to the
origin of C expressed with respect to the A orientation;
• given ApC and BpC , ApC = ARB BpC + ApB =
AHB BpC , where AHB is the homogeneous transfor-
mations and ARB ∈ SO(3) is the rotation matrix;
• given w ∈ R3 the hat operator is .ˆ : Rn → so(3),
where so(3) is the set of skew-symmetric matrices and
xˆy = x × y. × is the cross product operator in R3, in
this paper the hat operator is also indicated by S(.);
• given W ∈ so(3) the vee operator is .∨ : so(3)→ R3;
• AωB ∈ R3 denotes the angular velocity between the
frame B and the frame A expressed in the frame A;
• the subscripts T , LF , RF and C indicates the frames
attached to the torso, left foot, right foot and CoM;
• For the sake of clarity, the prescript I will be omitted.
B. Humanoid Robot Model
A humanoid robot is modelled as a floating base multi-
body system composed of n+1 links connected by n joints
with one degree of freedom. Since none of the robot frames
has an a priori pose with respect to (w.r.t.) the inertial
frame I, the robot configuration is completely defined by
considering both the joint positions s and the homogeneous
transformation from the inertial frame to the robot frame
(i.e. called base frame B). In details, the configuration
of the robot can be uniquely determined by the a triplet
q = (IpB, IRB, s) ∈ R3 × SO(3) × Rn. The velocity
of the floating system is represented by the triplet ν =
(IvB, IωB, s˙). Given a frame attached to a link of the
floating base system, its position and orientation w.r.t. the
inertial frame is uniquely identified by an homogeneous
transformation, IHA ∈ SE(3).
Similarly, the frame velocity w.r.t. the inertial frame is
uniquely identified by the vector vA =
[
v>A ω
>
A
]>
. The
function that maps ν to the twist vA is linear and its matrix
representation is the well known Jacobian matrix JA(q):
vA = JA(q)ν. (1)
For a floating based system, the Jacobian can be split into
two submatrices, one multiplies the base velocity while the
other the joint velocities. From (1), one has:
v˙A = JA(q)ν˙ + J˙A(q, ν)ν. (2)
The dynamics of the floating base system can be described
by the Euler-Poincare´ equation [25]:
M(q)ν˙ + h(q, ν) = Bτ +
nc∑
k=1
J>Ck(q)fk, (3)
where M(q) ∈ R(n+6)×(n+6) represents the mass matrix,
h(q, ν) ∈ Rn+6 is the Coriolis, the centrifugal term and the
gravitational term. On the right-hand side, B is a selector
matrix, τ ∈ Rn is the vector containing the joint torques
and fk ∈ R6 is a vector containing the coordinates of the
contact wrench. nc indicates the number of contact wrenches.
Henceforth, we assume that at least one of the links is in
contact with the environment, i.e. nc ≥ 1.
The centroidal momentum of the robot h is the aggregate
linear and angular momentum of each link of the robot
referred to the robot center of mass (CoM). The centroidal
momentum of the robot is related to the robot velocity ν
through the centroidal momentum matrix Ag(q) as [26]
h = Ag(q)ν. (4)
The centroidal momentum time derivative is given by:
h˙ = Ag(q)ν˙ + A˙g(q, ν)ν, (5)
where A˙g(q, ν)ν is called centroidal bias acceleration. It is
worth to recall that the rate of change of the centroidal
momentum of the robots can be also expressed by using
the external contact wrenches acting on the system as [13]
h˙ =
nc∑
k=1
[
I3 03
S(pCk − pC) I3
]
fk +mg. (6)
C. Simplified models
The motion of the robot can be viewed considering the
linear momentum dynamics only
h˙l = mx¨ =
nc∑
k=1
f lk +mg, (7)
where x ∈ R3 represents the position of the CoM and f lk the
linear component of the external force acting on the system
and h˙l the rate of change of the linear centroidal momentum.
Now, the DCM is given by [11]:
ξ = x+ bx˙, (8)
where b, in case of constant CoM height z0, is the pendulum
time constant, i.e. b =
√
z0/g. Using (7) and (8), the DCM
time derivative is given by:
ξ˙ =
1
b
(ξ − x) + b
m
nc∑
k=1
f lk + bg. (9)
By introducing the virtual repellent point (VRP) as
rvrp = x− b
2
m
 nc∑
k=1
f lk +mg
 = x− h˙lb2
m
, (10)
Eq. (9) can be simplified as:
ξ˙ =
1
b
(ξ − rvrp). (11)
III. TORQUE-CONTROL DCM BASED ARCHITECTURE
This section summarizes a torque-control DCM based
architecture for humanoid robots walking without the push
recovery feature – see Fig. 2. The push recovery feature is
added using the algorithm presented in Sec. IV.
The control architecture is composed of three main layers.
The first is the trajectory optimization, whose main purpose
is to generate desired footstep positions and orientation and
also the desired DCM trajectory using the robot state. The
second layer employs simplified robot models to track the
desired DCM trajectory. The third layer is given by the
whole-body QP block. It has the purpose of ensuring the
tracking of the desired feet positions and orientations and
also the CoM acceleration by generating joint torques.
A. Trajectory Optimization layer
The objective of the trajectory optimization layer is to
evaluate the desired feet and DCM trajectories. In this work,
we divide the trajectory optimization problem into two sub-
tasks. The former aims to generate the nominal footprints
and DCM trajectory without taking into account the current
status of the robot. Then the step adjuster module adjusts the
aforementioned quantities by considering the error between
the nominal and current DCM of the robot.
In the trajectory optimization layer, we assume that the
humanoid robot walks with a constant height between the
CoM and the stance foot. This assumption allows us to
simplify the DCM planning problem by considering only
the projection of the DCM on the walking surface, while the
height of the DCM remains constant and equal to the CoM
height. Furthermore, by assuming a constant centroidal an-
gular momentum, the projection of the VRP on the walking
surface coincides with the ZMP [22]. As a consequence, in
this section we consider only the DCM planar dynamics.
Before generating the desired nominal trajectories, the
nominal footstep positions have to be planned. For this, the
humanoid robot is approximated as a unicycle, and the feet
are represented by the unicycle wheels [6]. By sampling the
continuous unicycle trajectory, it is possible to associate each
unicycle pose to a time instant timp. This time instant can be
considered as the time in which the swing foot impacts the
ground. Once the impact time is defined, we decide to use it
as a conditional variable to plan robot feasible footsteps, i.e.
too fast/slow step duration and too long/short step length are
avoided. Once the footsteps are planned, the feet trajectory
is obtained by cubic spline interpolation.
The nominal footsteps position is also used to plan the
nominal DCM trajectory. In details, the DCM is chosen so
as to satisfy the following time evolution:
ξi(t) = r
zmp
i + e
t
b (ξiosi − rzmpi ), (12)
where i indicates the i-th steps, ξiosi is the initial position of
the DCM, rzmpi is placed on the center of the stance foot and
t has to belong to the step domain t ∈ [0, tstepi ]. Assuming
that the final position of the DCM ξeosN−1 coincides with the
ZMP at last step, (12) can be used to to define the following
recursive algorithm for evaluating the DCM trajectory [22]:
ξeosN−1 = r
zmp
N
ξeosi−1 = ξ
ios
i = r
zmp
i + e
− t
step
i
b (ξeosi − rzmpi )
ξi(t) = r
zmp
i + e
t
b (ξiosi − rzmpi ).
(13)
As already pointed out in [22], the presented DCM planner
has the main limitation of taking into account single support
phases only. Indeed, by considering instantaneous transitions
between two consecutive single support phases, the ZMP
reference is discontinuous. This leads to the discontinuity
of the external contact wrenches and consequentially of the
desired joint torques. The development of a DCM trajectory
generator that handles non-instantaneous transitions between
two single support phases becomes pivotal [22], [27]. In the
following, we decide to implement the solution proposed by
Englsberger in [22]. In order to guarantee a continuous ZMP
trajectory, the desired DCM trajectory must belong at least
to C1 class. This can be easily guaranteed by smoothing
two consecutive single support DCM trajectory by means
of a third order polynomial function whose coefficients are
chosen in order to satisfy the boundaries conditions, i.e.
initial and final DCM position and velocities.
B. Simplified model control
The main goal of the simplified model control layer is to
implement a control law based on the simplified model of the
humanoid robot (see Section II-C) to stabilize the unstable
DCM dynamics (11).
Trajectory
Optimization
Simplified
Model
Control
Whole-Body QP
Control
Robot
Adapted DCM
Trajectory
Desired Linear Momentum
rate of change Joint Torques
DCM Position and Joint values
Torso Orientation and Adapted Feet Trajectory
Fig. 2: The control architecture is composed of three layers: the trajectory optimization, the simplified model control, and the whole-body QP control.
To guarantee the tracking of the desired DCM trajectory
the following control law is chosen:
rvrpdes = ξref − bξ˙ref +Kξ(ξ − ξref ). (14)
By using the control input (14) in (11), one has:
˙˜
ξ = ξ˙ − ξ˙ref = 1
b
(I3 −Kξ)ξ˜. (15)
The choice of Kξ > I3 guarantees an asymptotically stable
close loop error dynamics.
C. Whole-body QP control
The whole-body QP control layer aims at the tracking of
kinematic and force quantities. The proposed whole-body
controller computes the desired joint torques using the robot
dynamics (3), where the robot acceleration ν˙ and the contact
wrenches fk are set to desired starred quantities, i.e.:
τ∗ = B>
M(q)ν˙∗ + h(q, ν)− nc∑
k=1
J>Ck(q)f
∗
k
 . (16)
What follows evaluates desired generalized robot accelera-
tion ν˙∗ and contact wrenches f∗k that are compatible with the
constraints acting on the system. Then, the torques (16) do
not break the contacts the robot makes with the environment.
1) Desired generalized robot acceleration ν˙∗: the desired
generalized robot acceleration ν˙∗ are chosen to track the
CoM acceleration, the torso orientation and the left and right
feet position and orientation. To do so, we use a stack of
task approach, which plays the role of a prioritized inverse
kinematics in the acceleration space. The tracking of the
feet trajectory and the CoM acceleration are considered as
high priority tasks, while the torso orientation as well as
a postural task are considered as low priority tasks. The
control objective is achieved by designing the controller as
a constrained optimization problem with a cost function as:
H(ν˙) =
1
2
(∥∥∥ω˙desT − ω˙T ∥∥∥2
ΛT
+
∥∥∥s¨ des − s¨∥∥∥2
Λs
)
, (17)
where‖a‖Λ indicates the weighted norm of the vector a. The
tracking of the desired torso orientation is attempted via the
first term on the right hand side of (17), with the desired
torso angular acceleration ω˙desT . By choosing this desired
acceleration properly, it is possible to guarantee almost-
global stability and convergence of IRT to IR
ref
T [28], i.e.
ω˙desT = ω˙
ref − c0
(
ωˆ IRT IR
ref>
T − IRT IRref
>
T ωˆ
ref
)∨
− c1
(
ω − ωref
)
− c2
(
IRT IR
ref>
T
)∨
,
(18)
where c0, c1 and c2 are positive numbers. The postural task
is encoded in (17) thanks to the second term, which tends to
penalise high joint error by imposing
s¨ des = −Kds s˙−Kps (s− sref ), (19)
where Kps and K
d
s are positive definite matrices. Concerning
the tracking of the feet and the CoM, we have:
J◦ν˙ = v˙des◦ − J˙◦ν ◦ = {F , C}. (20)
When the foot is in contact, the desired acceleration v˙desF
is zero. During the swing phase, the angular part of v˙desF is
given by (18) where the subscript T is substitute with F ,
while the linear part v˙des is equal to:
v˙desF = v˙
ref
F −Kdxf (vF − vrefF )−Kpxf (pF − prefF ). (21)
Here the gains are again positive definite matrices. The CoM
task is achieved by asking for a desired acceleration
v˙desC =
1
b2
(
x− rvrpdes
)
(22)
where the desired VRP rvrpdes is computed by the simplified
model control layer – see (14). It is also worth noting that
when the CoM is considered in (20), the term J˙C is the linear
part of the centroidal momentum matrix scaled by the robot
mass (4). The above hierarchical control objectives can be
summarized into a whole-body optimization problem:
ν˙∗ = argmin
ν˙
1
2
(∥∥∥ω˙desT − ω˙T ∥∥∥2
ΛT
+
∥∥∥s¨ des − s¨∥∥∥2
Λs
)
(23)
s.t. s¨des = −Kds s˙−Kps (s− sref )
J◦ν˙ = v˙des◦ − J˙◦ν ◦ = {LF ,RF , C}.
The decision variable is the robot acceleration ν˙. Since
the acceleration v˙◦ depends linearly on ν˙, the optimization
problem can be cast into a QP one and solved efficiently.
2) Desired contact wrenches f∗k : the desired contact
wrenches are computed to track the desired centroidal mo-
mentum. To do so, we developed an optimization problem
where the unknown variable F is a stacked vector of contact
forces fk. More precisely, the main objective of the optimiza-
tion problem is to minimize the following cost function:
H(F ) =
1
2
(∥∥∥h˙des − h˙∥∥∥2
ΛH
+‖F‖2ΛF
)
. (24)
The tracking of the desired centroidal momentum rate of
change is attempted thanks to the first term of (24). The
desired linear momentum rate of change is computed from
the desired VRP – see (14) as
h˙desl =
m
b2
(
x− rvrpdes
)
. (25)
On the other hand, the desired rate of change of the angular
momentum is computed by using the Eq. (5), where ν˙ is
substitute with the desired robot acceleration ν˙∗ evaluated
by solving the optimization problem (23). The last term of
(24) is used to minimize the required contact wrenches. The
aforementioned optimization problem can be summarized as:
F ∗ = argmin
F
1
2
(∥∥∥h˙des − h˙∥∥∥2
ΛH
+‖F‖2ΛF
)
(26a)
s.t. CfF ≤ 0 (26b)
h˙ =
nc∑
k=1
[
I3 03
S(pCk − pC) I3
]
fk +mg.
The decision variable is the contact wrenches F . Since the
rate of change of the centroidal momentum depends linearly
on F , the problem (26) can be cast into a QP one.
Once the desired robot acceleration and the desired contact
wrenches are computed, the desired joint torques can be
easily evaluated by using the system dynamics (16).
IV. STEP ADAPTER
This section complements the architecture presented in
Sec. III – and shown in Fig. 2 – with a push recovery feature.
As sketched in Fig. 3, the trajectory optimisation layer is
augmented with a block called step adapter to provide the
architecture with the push recovery feature.
More precisely, assuming the robot on a single support
state, we propose below a step adjustment strategy that
optimises the next step position and timing while attempting
to follow a nominal DCM trajectory. In particular, we define
an exponential interpolation for the ZMP trajectory as:
rzmp(t) = Ae−
t
b +B, (27)
where A,B ∈ R2 are chosen to satisfy the ZMP boundary
conditions, i.e. rzmp(0) = rzmp1 r
zmp(T ) = rzmp2 , i.e.:
A =
(rzmp2 − rzmp1 )σ
1− σ , B =
rzmp1 − rzmp2 σ
1− σ , (28)
with T the duration of the single support phase, and
σ := e
T
b . (29)
By substituting (27) into the DCM dynamics (11), the
following ordinary differential equation (ODE) holds:
ξ˙ − ξ
b
= −1
b
rzmp(t) = −A
b
e−
t
b − B
b
. (30)
The solution to (30) writes:
ξ(t) = e
∫
1
b dt
[∫ (
−A
b
e−
t
b − B
b
)
e
∫ − 1b dtdt+ C
]
, (31)
where C ∈ R2 is the vector of unknown coefficients that can
be found by imposing the boundary conditions. Therefore,
we can find these coefficients by solving the problem (31)
either as an initial value problem, namely
ξ(0) = ξ0 =
A
2
+B + C0, (32)
or as a final value problem:
ξ(T ) = ξT =
A
2
e−
T
b +B + Cfe
T
b . (33)
To find a DCM trajectory that satisfies both the initial and
the final condition problems, the coefficient C0 must equal
Cf . Thus, by combining (32) and (33), one has:
ξ0 − A
2
−B =
(
ξT − A
2
e−
T
b −B
)
e−
T
b . (34)
Now, define δ = rzmp2 − rzmp1 . Then, in view of (29),
substituting (28) to (34) yields:
ξT − δ
2
(1 + σ)− rzmp1 + rzmp2 σ − ξ0σ = 0. (35)
Let rzmpT denote the ZMP position at the beginning of next
step, and γT = ξT − rzmpT the DCM offset. Therefore,
straightforward calculations lead to:
γT + r
zmp
T +
(
rzmp2 − ξ0 −
δ
2
)
σ = rzmp1 +
δ
2
. (36)
The step adjustment problem can be formalized as a
constrained optimization problem where the search variables
are γT , r
zmp
T and σ, and the cost function be properly defined
to follow nominal trajectory values. It is worth noting that
the desired final DCM position and step timing depend on
γT and σ, respectively. Meanwhile, r
zmp
T is assumed to be
at the center of the foot at the beginning of next step. Thus,
we can assume this position to be considered as a target for
the next footstep position.
The following cost function is chosen to yield the desired
gait values as close as possible to the nominal ones:
J = α1
∥∥∥rzmpT − rzmpT,nom∥∥∥2 + α2‖γT − γnom‖2
+ α3|σ − e
Tnom
b |2,
(37)
where α1, α2, α3 are positive numbers and the next ZMP
position rzmpT,nom, step duration Tnom and next DCM offset
γnom are obtained from the nominal trajectory generator.
Foot Step
Planner
DCM Planner Step Adapter
Nominal Foot Step
Position and Timing
and Orientation
Nominal Foot and
DCM Trajectories
Adapted Step Position and Timing
Adapted Feet Trajectories
Real DCM Value
Adapted DCM Trajectory
Fig. 3: The trajectory optimization block in Fig. 2 is composed of three sub-modules: the footstep planner, the DCM planner, and the Step Adapter.
We also introduce the following inequality constraints:
I2 02×1 02
−I2 02×1 02
01×2 I1 01
01×2 −I1 01

rzmpTσ
γT
 ≤

rzmpT,max
−rzmpT,min
σmax
−σmin
 , (38)
where rzmpT,max, r
zmp
T,min ∈ R2 and σmax, σmin ∈ R. The
inequality constraints are defined based on the maximum
step length and minimum step duration that are related to the
leg kinematic constraints and maximum realizable velocity,
respectively. Finally, the relation described in (36) is treated
as an equality constraint. It is worth to notice that the
linearity of (36) is ensured by the specific choice of (27),
and this choice also guarantees the boundedness of the ZMP
trajectory. Since the cost function and the constraints depend
quadratically and linearly on the unknown variables, all the
above can be casted as a QP problem. The QP problem
is solved at each control cycle by substituting ξ0 with the
current DCM position and by progressively shrinking the
single support duration as the robot completes the step.
Once the footstep position and the step timing are evalu-
ated as solution to the QP problem, a new DCM trajectory
is generated with the algorithm presented in section III-A.
Fig. 3 sketches the overall architecture for step recovery.
The foot step planner generates the nominal foot step position
and timing, which are inputs of the DCM planner. The
DCM planner generates the nominal DCM trajectory and foot
position. The step adapter module combines nominal values
(foot and DCM trajectories) and measurements (actual DCM)
to evaluate the adapted feet trajectories, footstep position and
timing. The former are as input of the whole-body QP control
layer, while the latter are retrieved by the DCM planner to
evaluate the adapted DCM trajectory.
V. RESULTS
In this section, we test the step adjustment approach
alongside the architecture presented in Sec III. Although
the methodology presented above encompasses time-varying
ZMP trajectories, the tests presented in this section are for
fixed ZMPs during the single support phase.
More precisely, we present simulation results obtained
with the implementation of the control architecture shown in
Fig. 2 3. We simulate the iCub humanoid robot [29] using
Gazebo simulator [30]. Let us recall that iCub is 104 cm tall
humanoid robot. Its weight is 33 kg and it has a foot length
and width of 19 cm and 9 cm, respectively.
The architecture takes (in average) less than 3ms for
evaluating its outputs: qpOASES [31] was used to solve the
QP problems. The control modules run on the iCub head’s
computer, i.e. a 4-th generation Intel R© Core i7 @ 1.7GHz.
To validate the performances of the proposed architecture,
we present two main push recovery experiments. First, the
robot walks straight and an external disturbance acts on
the pelvis to the lateral direction – red arrows in Fig 4a.
Secondly, the robot follows a circular path and an external
push is exerted on the pelvis as shown in Fig. 4b. In both
scenarios, the maximum straight velocity is 0.28m s−1, and
the external force has a magnitude of 150N and lasts 0.05 s.
The performances of the control architecture are shown in
the accompanying video1.
A. Straight walking scenario
Fig. 5 depicts the feet and DCM trajectory. The instant
at which the disturbance acts on the robot is indicated
by green vertical lines. The step adapter compensates the
disturbance effect by step timing and position optimization.
The controller extends the step width with an average of
6 cm, as shown in the Fig. 4a. It reduces the step timing
with an average of 0.12 s with respect to the nominal value
of 0.53 s and, as depicted in the Fig. 6, the foot trajectory
is adapted and step timing is decreased and the foot touches
the ground sooner with respect to the nominal values.
Fig. 4a shows in green and orange the position of the
adapted footstep and the nominal one, respectively. If no
external disturbances act on the robot, the position of the
adjusted footsteps coincides with the nominal one, hand the
footstep is represented by a gray rectangle.
B. Circular path following scenario
In this scenario, the step adaptation algorithm compensates
the external disturbance by extending the step length with an
average of 6 cm, and is applied for circular path walking.
In Fig. 4b, the four disturbances exerted on the robot
are indicated with red arrows. The nominal footprints cor-
responding to those instances are shown in orange. All the
adjusted footprints are shown in green. When the there is
no disturbance acting on the robot, the footprints generated
by the step adjustment algorithm coincides with the nominal
one, thus are represented by using a gray rectangle. Since the
push has components in both x and y coordinates, it activates
a step adjustment both in sagittal and lateral directions.
1Video link: https://youtu.be/DyNG8S6zznI
(a) (b)
Fig. 4: Foot prints for straight (a) and circle path (b) push recovery scenario. The push is indicated by red arrows.
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Fig. 5: Trajectory of feet and DCM for lateral push recovery scenario. The
instance that push exerts on the robot is indicated by green vertical lines.
VI. CONCLUSION AND FUTURE WORK
This paper contributes towards robust bipedal locomotion
of humanoid robots against external disturbances. The pro-
posed approach fits control architecture where the DCM
is planned beforehand, and allows a time-varying ZMP
trajectory during the single support phase. Thus, applications
of the proposed approach enable the heel to toe motions. The
step adapter presented in this paper optimises step position,
timing, and DCM trajectory, all cast in a single QP problem.
The proposed algorithm is employed in a three-layer DCM
based controller architecture and validated on the simulated
version of the iCub humanoid robot. During the tests, the
robot undergoes perturbations in the form of external forces
with magnitude of 150N, applied continuously for 0.05 s.
Because of such disturbances, the presented algorithm deter-
mines suitable modifications to the pre-planned trajectories
allowing to maintain balance. As a future work, we plan to
validate this architecture also on the real robot.
The efficiency of the presented algorithm relies on sim-
plified DCM models. The cost of such choice is that the
balancing capabilities of the robot may not be fully exploited,
abd larger perturbations may require excessive modifications
to the nominal trajectories. Hence, future work may consider
also the robot angular momentum and its full kinematics.
Another possible improvement would consist in adopting the
push recovery strategy also during the double support phase.
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Fig. 6: The z trajectory of the swing foot during step adjustment
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