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Abstract	  
The purpose of this project is to develop a 2D fighting game using the Java 
language. One of the main ambitions is to achieve a flexible and modular code, 
which will later be easy to extend, modify and use.  
 
An analysis on the end users experience generates eight functional 
requirements. The best implementation for achieving the overall goal of 
flexibilty and for meeting the specified requirements is designed and then 
implemented. The developed code is presented and outlined to create an 
overview of it. Tests have been carried out and are then presented. There has 
not been developed enough code to fulfill all the requirements, but it is clear 
that the code satisfies the requirements that can be tested. 
 
The report concludes that a flexible and modular code has been developed and 
that the project as a whole has been succesful.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Softwaren er udviklet på Mac OSX 10.8.5, som har Java version 7 update 45 
installeret. 
 
Begrebsafklaring	  
Spilleren: Den person, der spiller spillet, og giver input hertil ved hjælp af 
tryk på tastaturet. 
Kamera: Det blik eller den vinkel spilleren har i en scene via skærmen. 
 
Speciel	  notation	  i	  rapporten	  
Når der nævnes elementer fra koden såsom specifikke metoder og variabler, 
så skrives de i denne font. 
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Indledning 
 
 
1.1	  Formål	  og	  motivation	  
Formålet med dette projekt har været at udvikle et fleksibelt og velstruktureret 2D 
slåsspil i Java. Udviklingsprocessen har haft til formål at give mig et indgående 
kendskab til og praktisk erfaring med at udvikle grafiske og modulære applikationer i 
Java. 
 
Rapporten henvender sig primært til studerende på bachelorniveau, der har taget 
Roskilde Universitets kurser Introduction to graphics and animation og Robot - 
Software architectures for robot programming eller tilsvarende. 
 
Med et 2D slåsspil forstås et single-player spil, hvor spillerens figur kan styres frem og 
tilbage gennem verdenen. I spillet skal der nedkæmpes fjender med et udvalg af våben. 
Ideen bag det udviklede spil bygger på en demo af spillet Slås I København (herfra SiK), 
som jeg tidligere har udviklet under workshoppen Kreativ Programmering på Roskilde 
Universitets Humanistisk-Teknologiske Basisstudiums første år. Dette spil var et 2D 
slåsspil, der var delt op i "scener" med én fjende i hver. En scene bestod typisk af ét 
baggrundsbillede, der var en lille smule bredere end programmets vindue, og fjenden 
skulle besejres, før man kunne fortsætte til næste scene. Koden blev lavet uden 
kendskab til objekt-orienteret design og er skrevet i Processing (en forenklet og 
animationsrettet udgave af Java). Der blev derfor foretaget meget få overvejelser 
omkring kodedesign, hvilket resulterede i en meget ustruktureret kode. Her bør nævnes, 
at det eneste, der er genbrugt i dette projekt, er grundidéen om spillet samt animations- 
og baggrundsbillederne. Alt kode er udviklet på ny og på baggrund af analyser og 
diskussioner, der vil blive præsenteret i denne rapport. 
 
Min motivation har blandt andet været at øge kendskabet til objekt-orienteret design og 
objekt-orienteret programmering i Java. Et af målene med projektet har været at 
10
designe og udvikle koden, så den bliver modulært opbygget. Det skal forstås som at det 
senere hen skal være let at ændre, videreudvikle og genbruge koden. I den oprindelige 
version af SiK blev der arbejdet en lille smule med at skabe et simuleret perspektiv i 
spillets scener. Tanken var, at spillet skulle adskille sig i den visuelle stil fra typiske 
sidescroller spil, og på den måde fokusere mere på kameravinkler. Den modulære 
opbygning skal blandt andet være med til at gøre det simpelt at differentiere i scenernes 
brug perspektiv. Et andet mål for programmet er at inkludere en flydende afvikling af 
grafik, da det er helt essentielt i et slåsspil, at grafikken ikke halter bagefter. Projektets 
formål kan derfor opsummeres som følger: 
 
1.2	  Projektformål	  
Der skal designes og udvikles et 2D slåsspil, der bygger på et velstruktureret og 
fleksibelt stykke software. En modulær opbygning skal gøre det let at implementere 
nye baner, modstandere, våben, samt animationen af disse elementer. 
 
1.3	  Rapportstruktur	  
Det følgende kapitel vil indeholde en analyse af, hvordan slutbrugeren skal opleve, at 
spillets elementer opfører sig. Denne analyse vil fordre en række funktionskrav, der skal 
sikre, at den ønskede funktionalitet samt målene, der er beskrevet i indledningen, vil 
blive opfyldt.  
I tredje kapitel vil jeg diskutere forskellige alternativer til, hvordan koden kan designes 
og implementeres, så det sikres at funktionskravene vil blive opfyldt. Sidst i kapitlet 
præsenteres en prioriteret implementeringsstrategi, som den koden er blevet udviklet 
på baggrund af.  
I fjerde kapitel vil relevante dele af den implementerede kode blive gennemgået. 
Efterfølgende vil der være en gennemgang af installation og opsætning af koden, så den 
kan testes af læseren. Her vil også være en guide til, hvordan spilleren kan styre sin 
karakter rundt i spillet.  
I femte kapitel bliver det først testet, i hvor høj grad den udviklede kode opfylder de 
opstillede funktionskrav. Disse tests er hovedsageligt foretaget ved at lave udskrifter til 
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konsollen. Efterfølgende evaluerer jeg funktionskravene og de overordnede mål for 
programmet. 
I sjette kapitel konkluderer jeg på projektets som helhed. 
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Analyse og 
funktionskrav 
 
I dette kapitel vil jeg beskrive spillet, som det i en endelig udgave skal opleves af 
slutbrugeren. Den beskrivelse bygger på valg jeg har truffet om, hvordan spillet skal 
opføre sig. Jeg vil gennemgå de forskellige elementer i spillet og beskrive, hvordan 
spilleren vil opleve, at disse opfører sig. Heriblandt banedesign, handlingsmuligheder og 
modstandernes adfærd. Denne analyse skal endeligt udmunde i en række funktionskrav, 
der vil blive opstillet sidst i kapitlet. 
 
2.1	  Analyse	  af	  slutproduktet	  
Helt kort er Slås i København et dystopisk 2D slåsspil, hvor man bevæger sin karakter 
rundt i Københavns gader og kæmper sig igennem horder af zombier og andre 
overlevende, der forsøger at tilintetgøre en. 
 
2.1.1	  Banerne	  
En bane i SiK består af en række scener. Hver scene kan betegnes som værende i en af 
tre kategorier: Gader, lejligheder eller kiosker. De to første kategorier ligner til dels 
hinanden ved, at spilleren kan bevæge sin figur rundt i billedet, mens den sidste er en 
slags menu, hvor spilleren kan opgradere våben og købe mad, som giver ekstra energi. 
På figur 1-1 ses et eksempel på hvordan scenerne kan hænge sammen. 
 
Figur 1-1. Eksempel på level-struktur og sammenhængen mellem gadescener, lejlighedscener og 
kioskscener. Egen illustration.  
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Hvis spilleren går tilbage gennem scenerne, skal de fremstå, som da de blev forladt. 
Modstanderne vil være placeret, som de stod, og eventulle døde modstandere vil stadig 
være døde. Dette er nødvendigt, da spilleren undervejs vil gå op i lejlighederne og ind i 
kioskerne, for herefter at vende tilbage til gadescenen. Det vil være utroværdigt, hvis 
scenen er tømt for de modstandere, som spilleren lige har slået i jorden. Det må 
ligeledes blive opfattet som et fejlslagent design, hvis scenen starter forfra, og spilleren 
må kæmpe mod modstanderne endnu en gang. 
Der skal tages højde for, at scenernes baggrundsbilleder er taget fra forskellige vinkler 
og fra forskellige afstande for at skabe en simuleret dybde i billedet, der stemmer 
overens med baggrundsbilledet. Karaktererne må derfor hverken virke for små eller 
store, befinde sig over eller under fortovet, og deres hastighed skal svare til, at de går 
gennem scenen. Hvis en scenes baggrundsbillede skal forestille at være taget fra 
distancen, så skal karaktererne være små og deres tempo langsomt. Det samme skal 
gøre sig gældende for de våben og den dåsemad, der findes i scenen. 
Hver scene skal derfor have tildelt variabler, der beskriver et start- og et slutpunkt på x-
aksen. Det samme skal ske for y-aksen og billedestørrelse, hvor der må tages 
udgangspunkt i baggrundsbilledets indhold. Da spillet foregår i 2D har spilleren kun 
mulighed for at styre sin karakters x-koordinat. Dens y-koordinat, vil være en fastlagt 
rute, som vil understøtte dybden i billedet.  
En karakters y-koordinat kan udregnes med denne formel, på baggrund af dens x-
koordinat: 
	   Y	  =	  yStart	  +	  xPosition*(ySlut-­‐yStart)	  /	  (xSlut	  –	  xStart	  
 
På figur 1-2, ses hvordan en rute kan tilrettelægges med udgangspunkt i 
baggrundsbilledet. 
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Figur 1-2. Den blå streg symboliserer karakterernes rute gennem scenen. Billede fra det udviklede 
program. 
 
Her følger en kort beskrivelse af de tre scenetyper. 
 
Gadescener	  
Gaderne er den primære scenetype i SiK. Der vil i en bane være et skiftende antal 
billeder af en given gade, som spilleren skal bevæge sig igennem. Spilleren starter i 
venstre side af hver scene og bevæger sig mod højre, mens der nedkæmpes modstandere 
undervejs. Når alle modstandere ligger livløse på jorden, og spilleren er kommet så langt 
til højre, at denne går ud af billedet, kommer den næste scene frem. En ny baggrund 
vises, og en ny mængde modstandere skal nedkæmpes. 	  
For hver ny gadescene vil der være et stigende antal modstandere, og således vil spillets 
sværhedsgrad langsomt øges, efterhånden som spilleren kæmper sig igennem byen. 
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Lejlighedsscener	  
Lejlighederne kan betegnes som et sideelement til gadescenerne, som man gå op i fra en 
specifik scene. Lejlighedsbillederne er forbundet på samme måde som gadebillederne og 
består typisk af en til tre scener. Man går ud af den ene side og kommer ind af den 
anden i næste scene. Spillerens karakter skal dog altid forlade en lejlighed i samme 
billede, som den kom ind. 
 
Kioskscener	  
Kioskerne er ligeledes et sideelement til gadescenerne, men med en anden funktion end 
lejlighederne. Kioskscenerne vil snarere kunne betragtes som et menupunkt, hvor man 
kan bytte sine ting ud med andre ting. 
 
2.1.2	  Spillerens	  karakter	  
Spilleren har en figur, der kan styres rundt i scenerne, og foretages adskillige handlinger 
med. Spilleren kan gå til højre og venstre med figuren på en fastlagt rute. Spillerens 
muligheder for at angribe modstandere med figuren består i én tast til at sparke med og 
en anden tast til angreb med enten knytnæver eller forskellige våben. Sidstnævnte 
angrebstype er som udgangspunkt bestemt til at være knytnæver, men spilleren kan 
senere hen indsamle og bytte sig til rigtige våben, der kan bruges her. Disse våben kan 
spilleren skifte mellem, når de er i spillerens arsenal. Ligeledes kan spilleren parere 
angreb dog med enkelte undtagelser. For eksempel kan man ikke parere en zombies bid 
eller et skud fra en shotgun, da figuren ikke kan beskytte sig mod disse ved at sætte 
armene op foran hovedet. Spilleren kan også samle både mad og våben op.  
Hvis spillerens energiniveau kommer under nul, så dør denne. Efterfølgende vil scenen 
starte forfra, så spilleren kan prøve igen, med fuldt energiniveau. 
 
2.1.3	  Styring	  af	  karakteren	  
Spillerens karakter skal kunne udføre handlinger, så handlingerne rent fysiologisk giver 
mening. Eksempelvis må spilleren ikke kunne afbryde handlingen at sparke med 
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handlingen at gå til højre, hvis animationenssekvensen viser, at benene er strakt ud til 
den ene side. Til gengæld må spilleren gerne afbryde handlingen at gå til højre med et 
spark. Dette skal ligeledes sikre, at spilleren ikke kan trykke uhæmmet på 'sparke'-
tasten og forvente, at det tæller for et spark hver gang. Det vil være et dårligt design, 
som vil give en for stor fordel til spilleren. 
 
For at opfylde dette krav må der prioriteres mellem de forskellige handlinger, da nogle 
handlinger ikke må blive afbrudt, mens andre godt må. Herudover skal der være en 
handling, som går i gang af sig selv, når ingen anden handling er valgt af spilleren - at 
stå stille. Derfor skal handlingerne prioriteteres i tre kategorier.  
  
1.	  prioritet.	  De	  handlinger,	  der	  ikke	  må	  afbrydes.	  Disse	  omfatter	  blandt	  andet	  at	  sparke	  og	  at	  skifte	  våben.	  
2.	  prioritet.	  De	  handlinger,	  der	  godt	  må	  afbrydes.	  Disse	  omfatter	  at	  gå	  og	  at	  stå	  stille.	  
3.	  prioritet.	  Den	  handling,	  der	  skal	  vendes	  tilbage	  til,	  når	  ingen	  anden	  handling	  er	  valgt.	  Dette	  vil	  være	  at	  stå	  stille.	  
 
Med prioritede handlinger kan det undersøges hvordan den nuværende og hvordan den 
ønskede handlinger er prioriteret. Dermed kan det sikres at en højt prioriteret 
handlinger ikke bliver afbrudt og en lavt prioriteret bliver det.   
 
2.1.4	  Modstandere	  
I SiK skal der være flere typer af modstandere. Jeg afgrænser mig fra at implementere 
begge typer, men programmet skal designes, så der let kan indføres flere typer. 
Her vil jeg gennemgå to typer, hvoraf kun den første bliver implementeret i SiK. De to 
typer er zombier og rockere. Disse to typer er styret af hver deres AI og er som følge 
heraf meget forskellige i deres handlemønstre. De to typer vil både bekæmpe spillerens 
karakter og hinanden, men ikke internt, fx vil en rocker ikke slås mod en rocker og en 
zombie vil ikke bide efter en zombie. 
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Zombier	  
Zombierne vil have en relativ simpel AI. De vil gå hen imod den nærmeste modstander, 
hvad enten det er spilleren eller en rocker. Når de kommer tæt nok på, vil de bide efter 
modstanderen, som herefter vil dø, hvis den rammes af biddet. Zombierne vil ikke 
forsvare sig mod angreb. De vil kun have ét mål for øje - at bide modstanderne. 
 
Rockere	  
Rockerne vil være langt mere varierede i deres angreb end zombierne. De kan, ligesom 
spilleren, bruge forskellige våben, men kan dog hverken skifte mellem dem eller samle 
andre våben op. Rockerne vil også kunne forsvare sig, og de vil grundet denne mere 
komplekse AI være sværere at nedkæmpe end zombierne. 
 
2.1.5	  Våben	  
Der vil være et udvalg af våben i SiK, som hver især vil have styrker og svagheder i 
forhold til parametre som styrke, rækkevidde og udholdenhed. Jeg afgrænser mig fra at 
implementere alle parametrene, men koden skal designes, så det gøres enkelt at udvide 
den til at omfatte samtlige parametre. Spilleren kan samle våben op fra døde rockere, 
finde i lejlighederne eller bytte sig til i kiosken. Der skal ikke være mulighed for at styre 
våbnets retning, der blot skal følge spillerens retning. 
I figur 1-3 ses et estimat på, hvordan våbnenes styrker og svagheder kan fordeles. De 
seks parametre vil blive forklaret efterfølgende.  
 
Figur 1-3. Estimat på hvordan våbnenes styrker og svagheder kan fordeles. Egen illustration. 
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Styrke	  
Styrken angiver mængden af energi, som et våben vil fratage modstanderen. For 
eksempel vil det kræve adskillige slag at slå en modstander i jorden, mens ét skud med 
en shotgun vil være nok til at forrette samme skade. Våben med høj styrke vil kunne 
dræbe i første hug. 
 
Rækkevidde	  
Rækkevidden angiver, hvor langt en karakter bliver nødt til at stå fra en modstander, 
når der angribes med våbnet. Denne består af både en maksimal rækkevidde og en 
minimumsrækkevidde. Sidstnævnte vil sikre, at en karakter for eksempel ikke kan stå 
lige oveni en modstander og ramme med et spark, hvor benet bliver helt strakt ud. 
 
Skub	  
Når en karakter angriber en anden, skal den angrebne skubbes væk fra den angribende. 
Dette parameter angiver, hvor meget. Et slag med et bat vil for eksempel skubbe 
modstanderen længere væk end et slag med en knytnæve. 
 
Støj	  
Som foreskrevet af utallige film, bliver zombier tiltrukket af lyd. Derfor skal der også 
oprettes flere zombier i en scene, hvor karaktererne larmer meget. Et skud med en 
shotgun vil være det, der larmer mest, men lange slåskampe vil også kunne tiltrække 
flere zombier.  
 
Holdbarhed	  
På de fysiske våben, altså ikke medregnet karakterernes kroppe, vil der være en 
begrænset holdbarhed. Bat og økser kan gå i stykker, og en shotgun kan løbe tør for 
patroner. Et bud på en holdbarhed kunne være fem slag med øksen og otte slag med 
battet. 
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Varighed	  
Det bør afspejles i spillet, at det vil tage længere tid at skyde med en shotgun end at 
hugge med en økse ligesom det vil tage længere tid at lave et spark end at slå med en 
knytnæve. Derfor skal nogle angrebshandlinger vare i længere tid end andre. 
 
2.1.6	  Energi	  
Alle karakterer skal kunne dø, hvorfor der skal være en form for energisystem. Alle tre 
slags karakterer mister energi, hvis de bliver angrebet og ikke forsvarer sig. Mængden af 
energi der fratrækkes afhænger af våbnet, der bliver brugt.  
Spilleren har, som nævnt, mulighed for at samle dåsemad op undervejs i scenerne, som 
kan give ekstra energi. Dåsemaden vil blive placeret på forskellige taktiske steder, hvor 
det kan tænkes, at spilleren vil have brug for et ekstra boost. 
 
2.1.7	  Grafik	  og	  animation	  
Den visuelle side af SiK vil i høj grad bestå af realistiske billeder. Baggrunds- og 
forgrundsbillederne vil bestå af billeder fra Google Streetview, der manipuleres til et 
pixeleret udtryk. Baggrundsbilleder vil typisk indeholde vej, fortov og bygninger, mens 
forgrundsbilleder vil indeholde de objekter, som karaktererne skal gå bagom på deres 
vej igennem scenen. De anvendte billeder er hentet fra den gamle demo af spillet, og 
udviklingen af disse vil derfor ikke blive ikke blive yderligere gennemgået. 
 
For at gøre baggrundene dynamiske skal de bevæge sig en smule modsat spilleren. Det 
skal forstås på den måde, at når spilleren går mod højre side, så vil baggrundsbilledet, 
der er lidt for bredt til programmetvinduets bredde, langsomt bevæge sig mod venstre. 
Når spillerens figur står helt i højre side af scenen, vil billedet være så langt til venstre, 
som det bør være. Et eksempel på dette kan ses i figur 1-4. Ydermere vil 
forgrundsbillederne bevæge sig i lidt højere tempo. Dette skaber en dybde i billedet, da 
objekter tæt på kameraet vil bevæge sig hurtigere end objekter, der er placerede længere 
væk. 
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Figur 1-4. Eksempel på hvordan et baggrundsbillede bevæger sig modsat spilleren. Første billede viser 
spilleren i venstre side af skærmen. I andet billede ses spilleren i højre side. Billeder fra det udviklede 
program. 
 
Animationerne af karakterernes handlinger vil bestå af forskellige kombinationer af 
billeder. Til hver af karakterernes handlinger findes et antal tilknyttede billeder. Disse 
vil blive afspillet i en angivet rækkefølge, og dermed danne en animationssekvens. Et 
eksempel på dette kan ses i figur 1-5. 
  
 
Figur 1-5. De tre billeder i midten danner tilsammen en animationssekvens af et spark. Billeder fra det 
udviklede program. 
 
SiK vil, som tidligere fremhævet, adskille sig fra traditionelle 2D spil ved arbejdet med 
kameravinkler og perspektiv i de forskellige scener. Således vil karaktererne for 
spilleren virke meget fjerne i nogle scener, mens de i andre vil være så tæt på, at 
spilleren kun vil kunne se dem fra skulderen og opefter. 
Perspektivet opnås ved, at karakterernes billeder skaleres og deres tempo justeres, alt 
afhængig af deres placering på x-aksen. 
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Det har ligget uden for dette projekts formål at designe grafik, der kan vise 
karakterernes energiniveau, og hvilke våben de besidder. Det vil dog være en oplagt 
mulighed at implementere dette i en endelig udgave af spillet. 
 
2.1.8	  Udvikling	  i	  scenerne	  
De forskellige scener skal udvikle sig på baggrund af spillerens handlinger. Som nævnt i 
kapitlets afsnit om våben, så er støj et parameter for våbnene. Generelt vil det være 
sådan, at desto mere spilleren larmer, desto flere zombier vil der blive tiltrukket til 
scenen. Derfor vil brug af en shotgun højst sandsynligt blive foretrukket som en sidste 
udvej, snarere end som standardløsning for angreb. 
	  
2.2	  Funktionskrav	  
På baggrund af forrige afsnits gennemgang af slutbrugerens oplevelse er der opstillet en 
række funktionskrav til spillet. Disse vil i kapitel 5 blive testet og deres stabilitet og 
opførsel vil blive vurderet.  
 
1. Scenernes indhold, såsom modstandere, tabte våben og mad, skal forblive som 
det var, når spilleren vender tilbage til dem. 
 
2. Spilleren skal kunne bevæge sin karakter rundt i scenerne og foretage sine 
handlinger på en forholdsvis realistisk måde. 
 
3. Våbnene skal virke i forhold til de angivne parametre, såsom styrke og 
rækkevidde. Ligeledes skal dets resterende holdbarhed gives videre, hvis våbnet tabes 
af en rocker, og derefter samles op af spilleren. 
 
4. Zombierne skal have en AI, der gør dem i stand til at finde den nærmeste 
modstander. Zombien skal bevæge sig hen imod modstanderen og angribe, når denne 
er tæt nok på. 
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 5. Animationen af karaktererne skal passe ind i scenen uafhængigt af deres 
placering i scenen, så der opnås en simuleret dybde i spillet på trods af den 
todimensionelle begrænsning.  
 
6. Animationen skal foregå i et stabilt tempo. 
 
7. Scenerne skal udvikle sig på baggrund af spillerens handlinger. 
 
8. Mad og tabte våben skal kunne placeres specifikke steder i scenerne, og skal 
kunne samles op af spilleren. 
 
I det følgende kapitel vil jeg gennemgå, hvordan koden kan designes og implementeres, 
så funktionskravene vil blive opfyldt. Jeg vil her også komme med alternative bud på, 
hvordan dette kan udføres. 
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Design og 
implementering 
 
I dette kapitel vil jeg beskrive, hvordan koden kan både designes og implementeres, så 
funktionskravene, der blev opstillet i forrige kapitel, vil blive opfyldt. Dette skal ligeledes 
være med til at opfylde målet om, at programmeret skal være modulært. Relevante 
steder vil jeg komme med alternative løsningsforslag, der dog sjældent vil have samme 
kvalitet og funktion som de udvalgte. Hvert funktionskrav er blevet tildelt sit eget afsnit, 
og sidst i kapitlet findes en implementeringssplan, der angiver en prioriteret rækkefølge 
for implementeringen af den udviklede kode.  
 
3.1	  Funktionskrav	  1:	  Scenernes	  indhold	  
 Scenernes indhold, såsom modstandere, tabte våben og mad, skal forblive som 
det var, når spilleren vender tilbage til dem. 
 
Det første krav omhandler, at de forskellige scener skal forblive, som de er, fra det 
tidspunkt spilleren går ud af dem, til tidspunktet hvor denne vender tilbage til dem. 
Dette krav er nødvendigt, da spilleren undervejs vil gå op i lejlighederne og ind i 
kioskerne, for herefter at vende tilbage til gadescenen. 
 
For at opfylde dette krav må hver scene have tilknyttet deres egne objekter-instanser af 
modstandere, våben og mad. Dette vil gøre det langt lettere at gemme deres forskellige 
tilstande. Alene hos rockerne findes adskillige variabler, hvis værdier skal huskes, såsom 
energiniveau, deres placering og hvilke våben de besidder. Derfor skal hver scene have 
tilknyttet ét array, der kan indeholde scenens karakterer, og ét der kan indeholde mad. 
Det vil være optimalt, hvis arrayet, der indeholder mad, også kan omfatte de afdøde 
rockeres tabte våben, da både mad og våben har det til fælles, at de skal have en 
placering i scenen og kunne samles op af spilleren. 
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Når hver scene har fået deres egne objekter tilknyttet, skal det sikres, at de ikke lever 
deres eget liv, når spilleren ikke er til stede i scenen. Dette skal sikres fra en central 
klasse, der skal sørge for at modstandernes, madens og våbnenes metoder ikke kaldes, 
når spilleren ikke er til stede. På den måde vil de blive "sat på pause", og det er først, når 
spilleren vender tilbage, at de vækkes til live igen. 
 
Et alternativ kunne være at oprette det maksimale antal modstandere, der skal kunne 
være i en scene et centralt sted i koden og indsætte dem efterhånden, som de skal 
bruges. Når en ny scene starter, skal alle modstandernes værdier nulstilles, så de blandt 
andet får fuldt energiniveau, og deres placering ændres til en startposition.  
Hvis kravet om, at scenen skal være som den var, da spilleren forlod den, er det 
nødvendigt, at oplysninger om deres placering og energiniveau i en scene gemmes. Det 
vil være langt nemmere at gemme dem på selve modstanderens objekt. Hvis ikke disse 
oplysninger gemmes er udfaldet, at scenen vil starte forfra, hver gang spilleren 
indtræder i den. 
 
Dette funktionskrav vil derfor blive opfyldt ved at knytte et antal modstander- og 
madobjekter til hver scene. Disse objekters metoder vil kun blive kørt, når spilleren er til 
stede i scenen. På denne måde vil scenens tilstand gemmes, fra det tidspunkt spilleren 
forlader den, til det tidspunkt hvor spilleren indtræder i den igen. 
 
3.2	  Funktionskrav	  2:	  Prioritering	  af	  handlinger	  
 Spilleren skal kunne bevæge sin karakter rundt i scenerne og foretage sine 
handlinger på en forholdsvis realistisk måde. 
 
Opfyldelsen af dette krav skal sikre en realistisk gengivelse af karakterens handlinger. I 
afsnit 2.1 blev det forklaret at alle handlinger skal deles deles op i 3 prioriteter, der er 
som følger:  
1.	  prioritet.	  De	  handlinger,	  der	  ikke	  må	  afbrydes.	  Disse	  omfatter	  blandt	  andet	  at	  sparke	  og	  at	  skifte	  våben.	  
2.	  prioritet.	  De	  handlinger,	  der	  godt	  må	  afbrydes.	  Disse	  omfatter	  at	  gå	  og	  at	  stå	  stille.	  
3.	  prioritet.	  Den	  handling,	  der	  skal	  vendes	  tilbage	  til,	  når	  ingen	  anden	  handling	  er	  valgt.	  Dette	  vil	  være	  at	  stå	  stille.	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Til at løse dette kan oprettes et boolean array, hvor alle handlinger får et felt hver. Når 
en handling kaldes, så returnerer dens felt true, mens alle andre felter returnerer false. 
Når spilleren trykker på en tast for at foretage en handling, kan det undersøges, hvilken 
prioritet henholdsvis den nuværende og den ønskede handling har. Det nuværende 
findes ved at undersøge hvilket felt, der returnerer true i det førnævnte boolean array. 
Hvis den ønskede handling har 1. prioritet og den nuværende har 2. prioritet, så kan den 
ønskede handling tage over. På denne måde sikres det, at spilleren ikke skal vente på at 
animationssekvensen af at gå skal gøres færdig, når spilleren langt hellere vil slå på den 
zombie, der står lige foran den. 
Herudover skal der laves to boolean variabler, der bliver henholdsvis true, når en af 
tasterne til at gå til højre eller venstre med bliver trykket ned, og som først bliver false, 
når pågældende tast slippes igen. Dette vil sikre, at spilleren kan angribe en modstander 
og mens angrebsanimationen vises, kan spilleren trykke på en gå-tast. Karakteren vil 
starte med at gå, umiddelbart efter angrebsanimationen er færdig. Spilleren skal altså 
ikke først trykke på gå-knappen efter, angrebsanimationen er færdig. 
 
Alternativt kan en boolean variabel sikre, at det angives, når spilleren er i gang med at 
foretage en handling. Dette vil helt bestemt medføre, at handlinger ikke bliver afbrudt. 
Men det vil ikke hjælpe i det foregående eksempel. Hvis det udføres på denne måde, må 
spilleren vente på, at handlingen at gå bliver færdig, før figuren kan foretage et angreb. 
Dette vil mange erfarne spillere ikke stille sig tilfredse med, da det er en gængs 
konvention, at der til en vis grad bliver prioriteret i handlinger, når en karakter skal 
styres rundt. 
Spillerens tastetryk skal, uafhængigt af metode, bruge KeyListener interfacet til at 
registrere tastetryk. Interfacet skal oprettes centralt, da spillerens karakter ikke er den 
eneste klasse, der skal bruge tastetryk. Når spilleren går ind i kiosker og lejligheder skal 
tastetryk nemlig også bruges til at skifte scene. 
 
Med en prioritering af spillerens handlemuligheder kan vi opfylde kravet om, at 
spilleren kan bevæge sin figur rundt på en forholdsvis realistisk måde. Dette vil også 
sikre, at de tilknyttede animationssekvenser ikke vil blive afbrudt på besynderlige 
steder. 
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3.3	  Funktionskrav	  3:	  Våbnenes	  parametre	  
 Våbnene skal virke i forhold til de angivne parametre, såsom styrke og 
rækkevidde. Ligeledes skal dets resterende holdbarhed gives videre, hvis våbnet tabes 
af en rocker, og derefter samles op af spilleren. 
 
Med dette krav skal det sikres, at hvis der benyttes et bat til at slå en modstander med, 
så skal det give mere skade og kunne bruges inden for en større rækkevidde, end hvis 
det blot havde været med knytnæverne. Ligeledes skal det registreres, hvor mange slag 
et våben har tilbage i sig, før det vil gå i stykker. 
 
Da der skal kunne videregives oplysninger om, hvor tæt et våben er på at gå i stykker, vil 
det være lettest at oprette hvert våben som et selvstændigt objekt. Spillets karakterer 
skal derfor have tilknyttet et unikt våbenobjekt, for hvert våben de skal have. Rockerne 
og spilleren skal have tilknyttet et array, der kan omfatte alle deres våben. Her oprettes 
våben altså som et unikt objekt hos hver karakter.  
Når en rocker på tragisk vis afgår ved døden og taber sit våben, så skal det specifikke 
våbenobjekt overføres til et array, der er tilknyttet den specifikke scene. Spilleren vil 
kunne gå hen til våbnet, der repræsenteres i scenen med et billede, og samle det op. 
Våbenobjektet vil herefter blive kopieret til spillerens array af våben, og det vil blive 
fjernet fra scenens tilsvarende. På denne måde vil alle våbnets oplysninger blive 
overført, idet våbnet skifter hænder. 
 
For at opfylde kravet om, at et våben skal virke i forhold til dets parametre, kan der 
arbejdes med nedarvning af klasser. En forældreklasse bør således oprettes til våben, 
som vil indeholde metoder, der skal trække energi fra modstanderne. Disse metoder 
skal bruge en angribende karakter og en angrebet karakter, så de ved, hvem der skal 
trække energi fra og med vis våben. For hver type af våben oprettes en børneklasse, som 
vil angive hver deres værdier for parametre som styrke og rækkevidde. 
Alle karaktertyper skal have en variabel af typen af forældreklassen, der vil indeholde 
deres nuværende våben. Når en rocker eller en spiller skal have et våben i hænderne 
(spilleren skal selv kunne skifte mellem disse), så skal et af våbnene fra våbenarrayet 
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overføres til denne variabel. Zombierne vil altid blot have deres bid som deres 
nuværende våben, og de har derfor ikke brug for et array med våben. En typisk situation 
kan være, at spilleren har valgt battet som sit nuværende våben. Spilleren angriber en 
modstander med battet, og der laves et kald til en metode i bat-klassen, der skal trække 
energi. Metoden er oprettet i forældreklassen, og her specificeres det, hvordan der skal 
trækkes energi fra modstanderen. Denne skal bruges af samtlige våbenbørneklasser til 
at dræne energi fra modstanderen. Hvert våben vil selv tilføje deres egne værdier for de 
forskellige parametre.  
 
Når der angribes med et våben, vil der også blive taget højde for, hvilken side af 
spilleren, modstanderen står på. At være tæt på en modstander er ikke nok, hvis man 
sparker i den forkerte retning. Hver spiller vil blive udstyret med en boolean variabel, 
der fortæller, hvilken retning de vender mod. Idet angrebet foretages, vil det i 
forældreklassen derfor blive kontrolleret om den angrebnes x-koordinat er højere eller 
lavere en angriberens ditto, og hvilken retning sidstnævnte vender. 
 
Som beskrevet i kapitel 2 skal karaktererne ændre størrelse. Dette vil også påvirke 
våbnene, idet deres rækkevidde vil variere i forhold til karakterernes størrelse. Denne vil 
blive udregnet ud fra en gennemsnitlig størrelse for de to karakterer, da den største 
karakter ellers vil få en fordel, idet en stor størrelse medfører en større rækkevidde.  
 
Alternativt kan våbnene blive oprettet centralt og kun som ét objekt per våbentype. Hver 
våbentype kan blive udstyret med et ID, hvilket bevirker, at karaktererne vil kunne 
trække på disse objekters værdier, når et våben skal bruges til at angribe med. Det ville 
dog blive svært at få noteret et specifikt våbens holdbarhed. Især når våbenet skal kunne 
overføres fra én karakter til en anden. 
 
Ved at oprette hvert våben som separate objekter, kan våbnene let overføres fra en 
rocker til scenen, så det ligger på jorden og til sidst op til spilleren. Dette vil samtidig 
gøre det let at gemme oplysninger om dets holdbarhed. 
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3.4	  Funktionskrav	  4:	  Zombie	  AI	  
 Zombierne skal have en AI, der gør dem i stand til at finde den nærmeste 
modstander. Zombien skal bevæge sig hen imod modstanderen og angribe, når denne 
er tæt nok på. 
 
Dette krav betyder, at zombierne skal kunne skelne rockere og spilleren fra de andre 
zombier, for at sikre at en zombie ikke angriber andre zombier. Den skal bruge denne 
skelnen til at finde den nærmeste modstander og angribe denne. 
 
De forskellige karakterer i SiK har en del fællestræk. De skal for eksempel alle have en 
position og et tempo, og ydermere skal de kunne gå, stå, angribe modstandere og dø. 
Derfor vil det være fornuftigt endnu en gang at bruge nedarvning, og herved oprette en 
forældreklasse, der omfatter samtlige karaktertyper - rockere, zombier og spillerens 
figur. Af forældreklassen laves der børneklasser, så de enkelte karakterers specifikke 
behov kan blive mødt i hver deres klasse. Rockerne og spilleren skal for eksempel kunne 
have flere våben på sig, hvorimod zombierne kun skal kunne bide, og derfor kun bruger 
et våben. Ydermere skal spilleren, modsat rockerne, kunne skifte blandt sine 
tilgængelige våben. 
For at imødekomme kravet om at zombierne (og for så vidt også rockerne) skal kunne 
skelne karaktertyperne fra hinanden, oprettes der i hver subklasse en variabel, der skal 
fungere som et ID-nummer for karaktertypen. 
 
Når en zombie skal finde ud af, hvilken karakter den skal angribe, skal den bruge 
scenens array, der indeholder alle scenens karakterer (jf. Funktionskrav 1: Scenernes 
indhold). Her skal zombien finde frem til samtlige karakterer, som netop ikke har det 
samme ID, som den selv har, hvilket vil udelukke de andre zombier. Efterfølgende skal 
den sammenligne de resterende karakterers position i forhold til dens egen. Den 
modstander, der befinder sig tættest på zombien, vil være den, der skal angribes. 
I zombiens AI skal det specificeres, at den skal angribe en given modstander, når denne 
er indenfor biddets maksimale rækkevidde. Når et angreb skal udføres, vil zombien 
bruge sit nuværende våben, som for samtlige zombier vil være deres bid. Jævnfør 
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funktionskrav 3 vil metoderne fra våbenklasserne sørge for, at der blive trukket energi 
fra den angrebne modstander. 
 
Det er især anvendeligt at hver karaktertype tildeles et ID-nummer, når det bruges 
sammen med scenens array, der indeholder samtlige af scenens karakterer, da man let 
vil kunne vælge eller fravælge karakterer af en vis type. 
 
3.5	  Funktionskrav	  5:	  Funktionelt	  perspektiv	  
 Animationen af karaktererne skal passe ind i scenen uafhængigt af deres 
placering i scenen, så der opnås en simuleret dybde i spillet på trods af den 
todimensionelle begrænsning. 
 
Dette krav skal sikre, at der tages højde for, at baggrundsbillederne er taget fra 
forskellige vinkler og fra forskellige afstande for at skabe en simuleret dybde i billedet, 
der stemmer overens med baggrundsbilledet. Samtidig skal karaktererne passe ind i 
scenens baggrundsbillede.  
 
Alle karakterer skal tildeles en størrelse (der skal bruges til deres animationsbilleder), et 
y-koordinat og en hastighed. Værdierne af disse tre variabler skal konstant udregnes, så 
de opdateres i forhold til deres x-koordinat. Det vil være oplagt at foretage disse 
beregninger i sceneklassen. Denne klasse indeholder i forvejen et array med samtlige 
karakterer og vil som nævnt indeholde oplysninger om start- og slutværdier for x- og y-
koordinater og størrelser. Med brug af forløkker kan man køre igennem scenens array 
med karakterer og lave disse udregninger for hver karakter.  
 
Værdien af en karakters position på y-aksen skal udregnes på baggrund af dens position 
på x-aksen og den angivne start- og slutværdi. Det samme skal størrelsen på 
animationsbillederne. Det er her vigtigt at bemærke, at animationsbillederne skal være 
kvadratiske, hvis størrelsen skal gælde for både højde og bredde, så det undgås, at de 
trykkes sammen. 
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Når ting befinder sig langt væk, vil deres hastighed som regel virke lavere, end når de er 
tæt på. Dette skal også gøre sig gældende i SiK. Derfor skal karakterernes hastighed 
justeres på baggrund af deres størrelse, da denne er den bedste indikator på "hvor langt 
væk", de er fra kameraet. Derved skal der heller ikke angives specifikke værdier for hver 
scenes tempo. 
 
Alle billeder (af karakterer, scener og ting), som skal bruges i programmet, vil blive 
placeret i en animationsklasse, der vil håndtere al animation. En overordnet klasse, der 
vil indeholde main metoden, vil nedarve fra JComponent, og i klassens paintComponent 
metode vil animationsklassens metoder blive placeret. Via den overordnede klasses run 
metode vil disse også kaldes, og animationen vil blive udført. 
 
Når hver enkelt scene får tildelt start- og slutværdier for karakterernes position på 
henholdsvis x- og y-aksen og for deres størrelse, kan disse værdier bruges til at udregne 
hver enkelt karakters ditto. Deres tempo kan tilmed udregnes på baggrund af deres 
størrelse, så her skal ikke angives specifikke værdier for hver scene. På denne måde 
opnås en simuleret dybde i scenerne. 
 
3.6	  Funktionskrav	  6:	  Stabil	  animation	  
 Animationen skal foregå i et stabilt tempo. 
 
Dette krav handler om, at der skal opnås en animation, som foregår uden hak og i 
samme tempo på tværs af computere. Timing er en essentiel del af et slåsspil og vil have 
stor betydning for, hvor godt spilleren klarer sig. 
 
I forbindelse med at opnå en flydende og stabil animation kan det have en vis betydning 
om animationen koordineres efter millisekunder eller frames. Et eksempel kunne være, 
at en animation af et spark består af 10 billeder. Disse kan fastsættes til at blive vist i 50 
millisekunder hver, hvilket vil give en animationssekvens, der varer i et halvt sekund. 
Modsat kan man lade billederne blive vist i 3 frames hver. Med en framerate på 60 
frames pr. sekund vil det ligeledes give en animationssekvens på et halvt sekund. Der 
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kan dog forekomme ulemper ved begge metoder. 
 
Ved brug af millisekunder kan det ske, at nogle billeder i animationen slet ikke vil blive 
vist, hvis animationen ikke bliver renderet i den korte periode, som et billede skal vises 
i. Dette kunne sagtens forekomme i perioder med høj belastning. 
Hvis man bruger frames til at koordinere med, kan det derimod forekomme, at 
animationernes tempo bliver ustabilt og dermed svinger op og ned, hvis frameraten 
også svinger op og ned. Dette vil specielt være tydeligt, hvis man skifter fra en langsom 
til en kraftfuld computer og omvendt. Timing med millisekunder må derfor være at 
foretrække, for at sikre en stabil animation. 
 
Under funktionskrav 3 skrev jeg, at et angreb med forskellige våben, skal have forskellig 
længde. Denne forskel vil blive programmeret ved at variere i antallet af billeder og 
deres varighed. Der vil ikke blive låst op for at kunne foretage nye handlinger, før en 
given højt prioriteret handlings animation er færdig. 
 
Da timing er en vigtig faktor, skal der til dette program koordineres animationsekvenser 
med brug af millisekunder. Det er at foretrække at miste enkelte billeder undervejs i 
sekvenserne, end at det generelle tempo for spillet og animationerne daler. Det er 
essentielt, at der sikres et fast og kontinuerligt tempo i disse. 
 
3.7	  Funktionskrav	  7:	  Dynamisk	  udvikling	  
 Scenerne skal udvikle sig på baggrund af spillerens handlinger. 
 
Dette krav skal sikre, at de forskellige scener udvikler sig dynamisk på baggrund af 
spillerens opførsel, hvilket vil muliggøre en differentieret spiloplevelse afhængig af 
spillestil. 
 
Der skal oprettes en klasse, som vil kunne holde styr på, hvor meget støj scenens våben 
producerer. Hvert sceneobjekt vil angive en grænse for, hvor meget støj der skal 
produceres for, at en zombie skal sættes ind i scenen. Ved hjælp af en simpel algoritme 
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vil grænsen hæve sig selv, hver gang en ny zombie sættes ind, så der gentagne gange kan 
indsættes zombier.  
Klassen skal også holde styr på, hvornår der skal sættes nye rockere ind, da ikke alle 
rockere skal befinde sig i scenen fra starten. Umiddelbart skal dette dog ikke bidrage til 
den dynamiske udvikling, da det kunne være baseret på rockernes gennemsnitlige liv. 
Når gennemsnittet af energiniveauet for scenens rockere er under en vis mængde, bør 
nye rockere indsættes. 
 
Alternativt ville disse funktioner kunne blive tilknyttet sceneklassen, der jo netop 
indeholder forskellige arrays med de forskellige karakterer.  
 
Ved at oprette en klasse med metoder, der kan indsætte nye zombier, når en vis mængde 
støj er nået, kan man opnå dynamiske scener, der udvikler sig på baggrund af spillerens 
handlinger i spillet.  
 
3.8	  Funktionskrav	  8:	  Placering	  og	  opsamling	  af	  ting	  
 Mad og tabte våben skal kunne placeres specifikke steder i scenerne, og skal 
kunne samles op af spilleren. 
 
Dette krav vil sikre, at dåsemad kan placeres strategisk i specifikke scener, hvor det kan 
tænkes, at spilleren vil få brug for det. På samme måde skal rockernes våben placeres 
ved siden af dem, når de dør. 
 
Det vil være oplagt at oprette et interface, der kan implementeres på henholdsvis mad- 
og våbenklasserne. Dette skal angive metoder, der skal bruges til at placere tingene i 
scenerne, og dermed angive placeringen for dem. I sceneklassen vil der kunne oprettes 
et array af typen af interfacet. Her vil mad og tabte våben kunne placeres side om side. 
En metode til at samle dem op vil kunne oprettes, så spilleren kan hente det objekt, som 
skal samles op fra scenens array. 
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Alternativt kan der oprettes et separat array for dåsemaden og et separat array for de 
tabte våben. Her skal dog skrives mere kode, og det vil efterfølgende blive sværere at 
implementere andre ting, der kunne ligge i scenen. 
 
Ved at oprette et interface og implementere det hos mad- og våbenklasserne vil man 
kunne samle alle 'løse' ting i et enkelt array for hver scene. Dette vil gøre det enkelt at 
animere tingene og samle dem op, da de alle kan findes i samme array. 
 
3.9	  Implementeringsstrategi	  
I dette kapitel har jeg gennemgået og diskuteret, hvordan de opstillede funktionskrav 
kan opfyldes i koden. De udvalgte design vil samtidig sikre en fleksibel og modulær 
opbygning af programmet. På denne baggrund har jeg udarbejdet en 
implementeringsstrategi, der angiver en prioriteret rækkefølge over hvilke elementer, 
der først skal implementeres. Denne liste er ikke udtømmende for programmet som 
helhed. Prioriteringen er foretaget med henblik på at få det gjort muligt at opbygge 
scener, karakterer og animation som det første. Dette bærer en stor del af programmet 
og mange af de andre elementer kan bygges ud fra og rundt om disse elementer. 
 
Implementeringsstrategi	  
1. Der skal implementeres en overordnet klasse, som blandt andet vil indeholde main-
metoden. Samtidig skal samtlige klasser skrives ind med deres variabler og metoder. 
Dog uden implementering og specificerede variabler, da disse vil blive indført 
efterhånden, som programmeringen skrider frem. 
2. Playerklassen skal have implementeret simple metoder til at bevæge et Player objekt 
til højre og venstre (i hvert fald i udskrifter i konsollen). Dette betyder ligeledes, at der 
skal implementeres KeyListener interfacet, så der kan registreres tastetryk. 
3. Animationsklassens metoder skal udfyldes med kode, der vil kunne vise animation af 
en scenes forskellige karakterer. I første omgang dog blot et Player-objekt. 
4. Sceneklassen skal have specificeret metoderne, der skal opdatere y-koordinat, 
størrelse og hastighed i forhold til karakterernes x-koordinat i hver scene. 
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5. Zombieklassen skal inkluderes. Der skal udvikles en simpel AI, der kan finde frem til 
nærmeste modstander og angribe den. 
6. Våbenklasserne skal udfyldes med kode, så der kan oprettes forskellige våben hos 
spillerens karakter og zombien. Disse skal kunne bruges, så karaktererne kan tage liv fra 
hinanden. 
7. Playerklassen skal udbygges, så dens handlinger nu inkluderer at kunne skifte blandt 
et udvalg af våben, og at den kan samle ting op fra gaden. 
8. For- og baggrundsbilleder skal inkluderes i Animationsklassen, så karakterernes rute 
kan tilrettelægges på baggrund af disse. Disse billeder skal også kunne rykke sig modsat 
spillerens karakter, så det ser ud som, at der panoreres med kameraet. 
9. EventCoordinatorklassen skal implementeres, så det kan registreres, hvor meget støj, 
der har været i en scene. 
10. Der skal oprettes et interface, som vil kunne samle tabte våben og mad i et og samme 
array. Dette array skal bestå af alle de ting, der ligger i scenen. 
 
I det følgende kapitel vil jeg gennemgå og beskrive den udviklede kode, der netop er 
dannet på baggrund af de designovervejelser og den implementeringsstrategi, som er 
blevet diskuteret og fremlagt i dette kapitel. 
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Kodebeskrivelse 
 
Dette kapitel skal give en overordnet indsigt i den implementerede kode. Først 
præsenteres et UML klassediagram, der giver et overblik over programmets klasser og 
forbindelserne mellem dem.  
Efterfølgende gives en kort beskrivelse af de centrale klassers formål og funktion. Koden 
er udviklet på baggrund af implementeringsplanen fra forrige kapitel. I forbindelse med 
udviklingen har de første seks punkter været essentielle i forhold til at kunne få en 
fornemmelse af, i hvor høj grad programmet vil blive modulært, så det let kan udvides. 
Under udviklingen er de første otte punkter blevet implementeret, mens punkt 9 og 10 
ikke er. Den fulde kode kan findes i bilag 1 og en udvidet beskrivelse af programmets 
klasser og deres metoder kan findes i bilag 2. 
Sidst i kapitlet findes en brugermanual, der skal gøre læseren i stand til at installere og 
bruge den udviklede kode.  
 
4.1	  UML	  klassediagram.	  
UML klassediagram, der kan ses på figur 4-1, giver en oversigt over sammenhængen 
mellem det implementerede programs klasser. Diagrammet viser nedarvningen og 
associeringen mellem klasserne. Samtidig fungerer det som en oversigt over klassernes 
variabler og metoder. 
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Figur 4-1. UML klassediagram af den udviklede kode. Egen illustration. 
 
	  
4.2	  Beskrivelse	  af	  klasser	  
Programmet bag Slås I København består af mange forskellige klasser, med hver deres 
formål og funktion. I dette afsnit vil jeg gennemgå de primære. 
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Level	  
Centralt i programmet er klassen Level, der indeholder programmets main metode. 
Levelklassen nedarver fra JComponent og den implementerer både interfacet 
KeyListener og interfacet Runnable. Derfor er det også Levelklassen, der modtager 
input fra brugeren, samt afvikler grafikken og får hele programmet til at køre. 
Herudover er det i denne klasse, at forskellige scener samles og afvikles. Dette sker i 
runLevel metoden. 
 
Scene	  
Et objekt af klassen Scene administrerer ting, som er specifikke for en enkelt scene. 
Dette inkluderer at have styr på hvilke fjender, der skal være i scenen samt udregne 
værdierne for karakterernes variabler y, ratio og speed, baseret på deres x-
koordinat. Hvert objekt tager mange argumenter, heriblandt start og slutværdierne for 
x, y og ratio. Til at have styr på samtlige karakterer i en scene, er der oprettet arrayet 
allCharacters. Dette indeholder dem alle, inklusiv spillerens egen karakter. 
 
Character	  
Klassen Character er en forældreklasse, der danner grundlag for alle karaktertyper. 
Den indeholder derfor alle de variabler og metoder, der er fælles for de implementerede 
karaktertyper.  
 
Animation	  
Klassen Animation består blandt andet af en række arrays af typen ImageIcon, der 
indeholder billeder af henholdsvis karakterer, scener og dåsemad. Der er oprettet en 
række metoder til at animere billederne i de tre arrays. Der er for eksempel lavet 
metoden animateCharacter, som tager et Characterobjekt som argument. Denne 
metode køres på alle scenens karakterer med metoden animateAllCharacter, der med 
en forløkke kører igennem Sceneklassens allCharacters array og indsætter de 
tilstedeværende objekter som argument i animateCharacter metoden.  
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Player	  
Klassen Player nedarver fra klassen NonDead, der igen nedarver fra klassen Character. 
Alle objekter af karakterklasserne styres til en vis grad af animationsklassen metoder, 
der nemlig er med til at sikre, at karaktererne ikke foretager flere handlinger på én gang. 
Som nævnt i kapitel 2 og 3, skal der prioriteres i hvilke handlinger som spilleren må 
afbryde og hvilke den ikke må afbryde. Til dette formål er der oprettet metoden 
prioritizeAction, der sørger for at dette opfyldes. 
Playerobjektet har fået tilknyttet arrayet weapons af typen Tool, som indeholder 
samtlige af dens våben. Hver våbentype har deres faste plads i arrayet, så man kan kun 
have én udgave af hvert våben. Playerobjektets nuværende våben findes i variablen 
currentWeapon. 
Alle karakterernes handlinger, såsom at gå eller sparke, har deres egen metode, der ofte 
består af to ting. Først laves et kald til setAnimation, som fastsætter den nye 
animationssekvens. Herefter foretages handlingen, der for eksempel kan bestå i at flytte 
karakteren på x-aksen eller trække energi fra en modstander. 
 
Tool	  
Klassen Tool er en forældreklasse som samtlige våbenklasser nedarver fra. Den 
indeholder variabler og metoder, der bruges af dem alle. Heriblandt variabler, der skal 
angive våbnets rækkevidde, dets styrke og hvor meget det larmer. Der er et par metoder 
i klassen, hvoraf drainEnergy er den centrale. Denne tager to argumenter, et 
angribende og et forsvarende Characterobjekt. Når en karakter foretager et angreb 
laves et kald til currentWeapon.drainEnergy. Denne metode laver et kald til 
Toolklassens drainEnergy metode, hvor der bruges currentWeapons værdier for de 
forskellige parametre, som adskiller våbnene. 
Våbenobjekter oprettes direkte hos de forskellige Characterobjekter, da våbnene 
blandt andet skal kunne skifte hænder. Der oprettes et Biteobjekt direkte i 
konstruktoren på Zombieobjekter og bliver sat som deres currentWeapon. Kick- og 
Fistobjekter oprettes i konstruktoren i NonDead klassen og bliver derfor overført til 
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samtlige Rocker- og Playerobjekters weapons-array. Andre våben indsættes også i 
arrayet, efterhånden som de erhverves. 
 
Zombie	  
Zombieklassen fungerer i høj grad ligesom Playerklassen, der også nedarver fra 
Characterklassen. Til denne opgave er der skrevet en simpel AI, som får zombien til at 
finde nærmeste fjende, gå hen imod denne og angribe den, hvis den kommer tæt nok på. 
Zombien kan også falde død om, hvis spilleren angriber den nok gange. 
 
EventCoordinator	  
I Klassen EventCoordinator findes metoden closestEnemy, der indtil videre bliver 
brugt af Playerobjektet. Metoden returnerer den nærmeste modstander på den side af 
spillerens karakter, som den har hovedet vendt imod. closestEnemy metoden indsættes 
i  drainEnergy metoden, når der angribes, som det forsvarende Characterobjekt. 
Metoden skal senere hen også bruges af Rockerobjekterne, når disse bliver 
implementeret. 
 
Hermed er de mest relevante dele af koden gennemgået, der vil kunne give en forståelse 
for, hvordan de forskellige klasser og metoder virker i sammenhæng med hinanden. Det 
følgende afsnit vil give en vejledning til, hvordan koden kan afvikles på læsers computer, 
og hvordan spilleren kan styre sin karakter rundt i spillet. 
 
4.3	  Installation	  og	  kørsel	  af	  programmet	  
Installation	  af	  programmer	  
Dette program er udviklet i Eclipse IDE for Java Developers på en computer med Mac 
OS X 10.8.5. For at sikre at programmet kan køres, skal der hentes og installeres Java 
Development Kit (JDK). Den udviklede kode følger med som bilag til den digitale 
aflevering. Her ligger de samlet i en zip-fil, sammen med billeder, der bruges til 
animationen. Programmet bør kunne køres på alle nyere computere. De følgende links 
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kan bruges til at hente Eclipse IDE, JDK og den udviklede kode. 
 
Eclipse IDE for Java Developers kan hentes her: 
 http://www.eclipse.org/downloads/ 
 
Java Development Kit kan hentes her: 
http://www.oracle.com/technetwork/java/javase/downloads/jdk7-downloads-
1880260.html 
 
Import	  af	  kildekode	  
For at importere kildekoden til Eclipse skal der oprettes et nyt projekt: 
 File -> New -> Java Project 
 
Angiv et sted hvor det skal placeres på harddisken. Åbn vinduet Project Explorer: 
 Window -> Show View -> Project Explorer 
 
Find den unzippede mappe med kildekode og billeder. Marker al indhold og træk og slip 
det hele oven på det nyoprettede projekts mappe i Project Explorer vinduet. Sig ja, til at 
overskrive mapperne bin og src, hvis der spørges om det. Kontroller at .java filerne 
ligger på stien ProjektNavn/src/(default package)/. Billederne skal ligge på stien 
ProjektNavn/. 
 
Kørsel	  af	  programmet	  
Åbn samtlige .java filer i projektet. Herefter skal programmet oversættes, så det bliver 
afviklet: 
 Run -> Run 
 
Det burde nu starte, så spillet kan spilles. 
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4.4	  Styring	  af	  programmet	  
Det udviklede program indeholder fire scener. Man kan komme frem til dem alle, ved at 
gå til højre igennem scenerne. Hvis man går ud af billedet til venstre i første scene eller 
når for langt til højre i fjerde scene, så går programmet i stå. Derfor må man holde sig 
inden for de fire scener. I hver scene er der indsat mellem en og tre fjender. I hver bane 
ligger også en dåse med mad, der kan samles op. Indtil videre er der implementeret tre 
våben hos spilleren. Spark, knytnæver og bat. De to sidstnævnte kan der skiftes imellem, 
men det er ikke nemt at se, at dette skift er foretaget, da der ikke sker nogen visuel 
ændring. Forskellen kan skelnes i zombiernes energitab og hvor meget de skubbes væk 
fra spilleren. 
Figur 4-2 viser hvilke taster, der skal bruges, for at styre Playerobjektet.
 
Figur 4-2. Oversigt over spillets taster og deres funktioner 
 
	  
4.5	  Afrunding	  
I dette kapitel har jeg gennemgået relevante dele af den udviklede kode. Det er ikke al 
kode, der er blevet implementeret i forhold til hvad der blev specificeret i de forrige 
kapitler. Dog er centrale elementer, som gennemgået i kapitlet, blevet udviklet, så de 
kan virke i sammenhæng med hinanden. 
I det følgende kapitel vil jeg teste og evaluere på den udviklede kode. Dette vil blive gjort 
på baggrund af funktionskravene, der blev opstillet i afsnit 2.2. 
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TEST OG 
EVALUERING 
 
I dette kapitel vil jeg teste forskellige dele af den udviklede kode for at undersøge, i hvor 
høj grad de lever op til de funktionskrav, der blev opstillet i kapitel 2. 
Disse tests vil blive foretaget ved at indsætte print line metoder relevante steder i koden, 
så det kan testes om kravene opfyldes. Under hvert punkt vil det blive uddybet hvor i 
koden, disse metoder vil blive indsat. Det skal nævnes, at der for overskuelighedens 
skyld udskrives afrundede heltal til konsollen. Jeg afgrænser mig fra at teste 
funktionskrav 7 og 8, da disse ikke er blevet implementeret. Figur 5-1 giver et overblik 
over foretagedes tests og deres resultat. 
 
 
Figur 5-1. Skemaet viser de foretagede tests og deres resultat. Egen illustration. 
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5.1	  Test	  af	  funktionskrav	  1:	  Scenernes	  indhold	  
Det første krav skulle sikre at scenens modstandere og ting, blev hvor og som de var, når 
Playerobjektet ikke var til stede. 
 
 Scenernes indhold, såsom modstandere, tabte våben og mad, skal forblive som 
det var, når spilleren vender tilbage til dem. 
 
For at teste dette funktionskrav har jeg indsat en print line i Level klassens runLevel 
metode. Til konsollen bliver der skrevet zombiernes og dåsemadens placering i scene 1, 
samt hvilken scene Playerobjektet befinder sig i. På den måde kan det kontrolleres, at 
disse ting ikke rykker sig, når Playerobjektet bevæger sig fra scene 1, frem til scene 2 og 
tilbage igen. Print line metoden skal kaldes i hver frame, så vi konstant får oplysninger 
om placering, energi og scene nummer. 
 
I følgende udskrifter fra konsollen ses det, at zombien, der hører med til scene 1 bevæger 
sig, når spilleren befinder sig i scene 1. Idet Playerobjektet flyttes til scene 2, står 
zombieobjektet stille. Efterfølgende bevæger Playerobjektet sig tilbage i scene 1, og 
med det samme begynder zombien fra denne scene at røre på sig igen. Dens 
energiniveau forbliver uændret, ligesom maden, der er placeret på x = 200, ikke 
bevæger sig undervejs. 
	  
Spilleren	  bevæger	  sig	  fra	  scene	  1	  til	  scene	  2:	  
Zombie 1 is on x: 775, it's health is: 60, Food is on x: 200, and the current scene is: 2 
Zombie 1 is on x: 775, it's health is: 60, Food is on x: 200, and the current scene is: 2 
Zombie 1 is on x: 775, it's health is: 60, Food is on x: 200, and the current scene is: 2 
Zombie 1 is on x: 777, it's health is: 60, Food is on x: 200, and the current scene is: 1 
Zombie 1 is on x: 779, it's health is: 60, Food is on x: 200, and the current scene is: 1 
Zombie 1 is on x: 781, it's health is: 60, Food is on x: 200, and the current scene is: 1 
Zombie 1 is on x: 784, it's health is: 60, Food is on x: 200, and the current scene is: 1 
Zombie 1 is on x: 786, it's health is: 60, Food is on x: 200, and the current scene is: 1 
Zombie 1 is on x: 788, it's health is: 60, Food is on x: 200, and the current scene is: 1 
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Spilleren	  bevæger	  sig	  fra	  scene	  2	  tilbage	  til	  scene	  1:	  
Zombie 1 is on x: 764, it's health is: 60, Food is on x: 200, and the current scene is: 1 
Zombie 1 is on x: 766, it's health is: 60, Food is on x: 200, and the current scene is: 1 
Zombie 1 is on x: 768, it's health is: 60, Food is on x: 200, and the current scene is: 1 
Zombie 1 is on x: 771, it's health is: 60, Food is on x: 200, and the current scene is: 1 
Zombie 1 is on x: 773, it's health is: 60, Food is on x: 200, and the current scene is: 1 
Zombie 1 is on x: 775, it's health is: 60, Food is on x: 200, and the current scene is: 1 
Zombie 1 is on x: 775, it's health is: 60, Food is on x: 200, and the current scene is: 2 
Zombie 1 is on x: 775, it's health is: 60, Food is on x: 200, and the current scene is: 2 
Zombie 1 is on x: 775, it's health is: 60, Food is on x: 200, and the current scene is: 2 
 
På baggrund af denne test kan det konkluderes, at funktionskrav 1 opfyldes 
tilfredsstillende. Scenens elementer bliver sat på pause, når Playerobjektet ikke er til 
stede i den scene de er tilknyttet og bliver først vakt til live, når Playerobjektet igen 
indfinder sig i scenen.  
 
5.2	  Test	  af	  funktionskrav	  2:	  Prioritering	  af	  handlinger	  
Det andet krav handlede om, at der skal prioriteres mellem Playerobjektets handlinger, 
så visse handlinger kan blive afbrudt, mens andre ikke kan. 
 
 Spilleren skal kunne bevæge sin karakter rundt i scenerne og foretage sine 
handlinger på en forholdsvis realistisk måde. 
 
For at teste dette funktionskrav har jeg indsat print line metoder to steder i koden. Det 
ene sted er i Playerklassens activatePlayer metode, hvor de forskellige metoder for 
handling (gå, stå, spark osv.) køres, hvis deres nummer i allActions arrayet returnerer 
true. Hvis en af "handlings"-metoderne køres, skrives en linje til konsollen, der 
fortæller hvilken handling Player foretager sig. Det andet sted er i Characterklassens 
prioritizeAction metode. Her er indsat en print line på de steder, hvor en højere 
prioriteret handling skal tage over, som vil skrive: "Player requested high 
priority action. Its gonna do that instead". Ligeledes er der indsat en print 
line, der hvor en lavere prioriteret handling ikke skal tage over, og her vil der blive 
skrevet: "Player should not interrupt a high priority action". 
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 I testen har jeg holdt tasten D nede hele vejen igennem. Denne tast betyder gå til højre 
og bør medfølge et kald til Players moveRight metode. Undervejs har jeg trykket på 
tasten L, der skal få Player til at sparke. I udskriften ses det at Player går til højre, idet 
tasten D holdes nede. Når der trykkes på tasten L, laves der et kald til 
prioritizeAction. Udskriften fortæller os, at spark er højere prioriteret end at gå til 
højre, så derfor vil den gøre det i stedet. Der skrives "Player is kicking." i konsollen, 
da det er den handling, der foretages. Da D-tasten stadig er holdt nede, så vil 
prioritizeAction stadig blive kaldt, men da det at gå til højre er lavere prioriteret end 
at sparke, så vil den ikke afbryde den højere prioriterede handling. 
 
Player is moving right. 
Player is moving right. 
Player is moving right. 
Player requested high priority action. Its gonna do that instead 
Player should not interrupt a high priority action. 
Player should not interrupt a high priority action. 
Player is kicking. 
Player should not interrupt a high priority action. 
Player should not interrupt a high priority action. 
Player is kicking. 
 
I testen ser vi, at funktionskrav 2 opfyldes, idet bestemte handlinger prioriteres frem for 
andre. Her vist ved at spilleren sparker og dermed afbryder sin færd på tværs af scenen. 
Sparket bliver derimod ikke afbrudt af, at spilleren fortsat holder tasten nede, for at få 
figuren til at bevæge sig videre. 
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5.3	  Test	  af	  funktionskrav	  3:	  Våbnenes	  parametre	  
Opfyldelsen af det tredje funktionskrav vil sikre, at våbnenes individuelle parametre 
bliver benyttet, når våbnet bruges. 
 
 Våbnene skal virke i forhold til de angivne parametre, såsom styrke og 
rækkevidde. Ligeledes skal dets resterende holdbarhed gives videre, hvis våbnet tabes 
af en rocker, og derefter samles op af spilleren. 
 
Da det ikke er alle parametre, der er blevet implementeret, er det kun et udsnit af de 
endelige parametre, der kan testes på. Dette vil være våbnenes styrke og rækkevidde. 
For at teste dette funktionskrav har jeg indsat print line metoder i både Tool-, Kick- og 
Fistklassens drainEnergy metode. Disse metoder har nemlig både adgang til den 
angribende karakter, den angrebne karakter og det våben, der bliver brugt. Derfor kan 
man let finde ud af afstanden mellem de to karakterer i det øjeblik, et angreb bliver 
udført. I udskrifterne fra konsollen ses rækkevidden og styrke for det våben, der 
angribes med. Ligeledes ses de to karakterers x-koordinat samt afstanden imellem dem. 
På baggrund af våbnets rækkevidde og karakterernes ratio udregnes en ny rækkevidde 
for våbnet, da denne ikke skal være konstant, men afgøres af om karaktererne er små 
eller store.  
I udskrifterne ses to spark. Det første rammer ikke, da modstanderen er uden for 
rækkevidde. Den andet spark lykkedes derimod, og det kan ses, at der trækkes den 
mængde energi fra modstanderen, som våbnet Kick angiver.  
 
Første	  spark:	  
THE KICKS VALUES: Minimum range: 50, Maximum range: 300, energyDrain: 10 
Zombie@4963f7a1 is at 1038, and it's Energy is: 100 
Player@421690ab is at: 391. Is player facing left: false 
The distance between Player and Zombie is: -647 
Attack with Kick! 
New minimum range is: 94, new maximum range is: 565 
Defender is out of range, because the distance is: 647 
Zombie@4963f7a1 is at 1038, and it's Energy is NOW: 100 
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 Andet	  spark:	  
THE KICKS VALUES: Minimum range: 50, Maximum range: 300, energyDrain: 10 
Zombie@4963f7a1 is at 772, and it's Energy is: 100 
Player@421690ab is at: 391. Is player facing left: false 
The distance between Player and Zombie is: -381 
Attack with Kick! 
New minimum range is: 85, new maximum range is: 511 
HIT! 
Zombie@4963f7a1 is at 876, and it's Energy is NOW: 90 
 
Hermed konkluderes det, at funktionskrav 3 opfyldes i forhold til de implementerede 
parametre. Således virker våbnet ikke, når det er uden for den omregnede rækkevidde, 
og der trækkes den rigtige mængde energi fra modstanderen, når det er inden for 
rækkevidde. Det kan bemærkes, at det ikke bør volde store problemer at implementere 
visse af de andre parametre, da det ses at Toolklassens drainEnergy metode godt kan 
skelne de forskellige våbenobjekter fra hinanden. 
 
5.4	  Test	  af	  funktionskrav	  4:	  Zombie	  AI	  
Opfyldelsen af det fjerde funktionskrav skal sikre, at Zombieobjekter, og senere hen 
Rockerobjekter, skal kunne skelne modstandertyper fra hinanden, så de ikke angriber 
deres egne. Derudover skal de også kunne finde ud af, hvornår de skal angribe. 
 
 Zombierne skal have en AI, der gør dem i stand til at finde den nærmeste 
modstander. Zombien skal bevæge sig hen imod modstanderen og angribe, når denne 
er tæt nok på. 
 
Jeg har til denne test indsat print line metoder i blandt andet Zombieklassens AI, som 
udskriver, hvilken modstander der er nærmest zombien, og hvor lang distancen til 
denne er. Fra print line metoder indsat i Bite- og Toolklassens drainEnergy metoder 
udskrives Playerobjektets energiniveau, afstanden mellem Player og Zombie, og den 
nye omregnede rækkevidde for våbnet. 
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Zombien	  nærmer	  sig	  nærmeste	  modstander:	  
Nearest enemy is: Player@215f7107 
The distance between Player and Zombie is: -56 
Nearest enemy is: Player@215f7107 
The distance between Player and Zombie is: -54 
Nearest enemy is: Player@215f7107 
The distance between Player and Zombie is: -52 
Nearest enemy is: Player@215f7107 
The distance between Player and Zombie is: -49 
Nearest enemy is: Player@215f7107 
 
Følgende	  gentages	  mange	  gange:	  
Nearest enemy is: Player@215f7107 
The distance between Player and Zombie is: -49 
 
Zombien	  angriber	  nærmeste	  modstander	  
The bite drains 100 in energy! Within a range of 0 to 50 
Player@215f7107 is at 860, and it's Energy is: 100 
The distance between Player and Zombie is: 49 
New minimum range is: 0, new maximum range is: 105 
HIT! 
BiteAttack!!! 
Player@215f7107 is at 860.992, and it's Energy is NOW: 0 
 
I udskrifterne ses det, at zombien ser Playerobjektet, som den nærmeste modstander. 
Zombien går hen imod denne og udfører sit angreb, når den kommer inden for biddets 
rækkevidde. Biddets maksimale rækkevidde er 50, og zombien angriber derfor, når den 
er 49 fra sin modstander. Den opmærksomme læser vil bemærke, at den omregnede 
rækkevidde er 105. Det er på tidspunktet for testen ikke en del af zombiens AI metode, 
at den skal tage højde for den omregnede rækkevidde, når den skal angribe. Den bruger 
våbnets oprindelige maksimale rækkevidde til at udregne, hvornår den skal angribe. Det 
kan dog ses, at den angriber, idet den kommer inden for den rækkevidde, som der er 
specificeret i Zombieklassens AI metode.   
 
Med denne test konkluderes det, at funktionskrav 4 i rimelig grad opfyldes. 
Zombieobjektet kan finde frem til nærmeste modstander, nærme sig denne og angribe. 
Rækkevidden, som den angriber ud fra, er dog ikke optimal, da den ikke bruger den 
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omregnede rækkevidde, der tager højde for karakterernes størrelse. Dette er dog en 
mindre detalje, der senere hen vil kunne udbedres. 
 
5.5	  Test	  af	  funktionskrav	  5:	  Funktionelt	  perspektiv	  
Opfyldes det femte funktionskrav vil scenerne og deres karakterer virke proportioneret i 
forhold til hinanden. 
 
 Animationen af karaktererne skal passe ind i scenen uafhængigt af deres 
placering i scenen, så der opnås en simuleret dybde i spillet på trods af den 
todimensionelle begrænsning. 
 
Testen af dette funktionskrav må umiddelbart bero på spillerens egne øjne, da det kan 
være svært at måle, hvorvidt en figur passer realistisk ind i en scene i forhold til 
baggrundsbilledet. Dog kan der testes for om algoritmerne gør, som de bliver bedt om, i 
forhold til at tilpasse karakterernes værdier for variablerne y og ratio, på baggrund af 
værdien af variablen x. I følgende udskrift fra konsollen ser vi start- og slutværdierne for 
x, y og ratio, der gælder for alle karakterer i scenen. Vi kan også aflæse Playerobjektets 
nuværende værdier for disse tre variabler. 
 
xMin is 0.0, xMax is 1200.0, yMin is 700.0, yMax is 1350.0, ratioMin is 
500.0, ratioMax is 1400.0 
player.x is: 336, player ratio is 752.0 and player.y is 130.0 
 
Formlen for at udregne ratio findes i Sceneklassens calcRatio metode og ser således 
ud: 
  ratio	  =	  ratioMin + x * (ratioMax-ratioMin) / xMax	  	  
 
Når vi plotter tallene fra konsollen ind formlen, så får vi følgende resultat: 
 
	   500	  +	  336	  *	  (1400	  -­‐	  500)	  /	  (1200	  -­‐	  0)	  =	  752	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Resultatet for den udregnede ratio er det samme, som vi aflæser i konsollen. For at 
kontrollere om værdien af y passer, vil jeg bruge følgende formel, der findes i 
Sceneklassens calcY metode: 
 
  Y	  = yMin + x*(yMax-yMin) / xMax  
 
Når tallene fra konsollen indsættes får vi: 
 
	   700	  +	  336	  *	  (1350	  -­‐	  700)	  /	  (1200	  -­‐	  0)	  =	  882	  
 
Her får vi et andet resultat end de 130, der står i udskriften fra konsollen. Da 
karaktererne i denne scene skal følge bundlinjen af den angivne rute på y-aksen, skal 
værdien af ratio fratrækkes værdien af y, således at bunden af billedet kommer til at 
flugte med ruten. Den sidste del af regnestykket kommer derfor til at se ud som følger: 
 
	   882	  -­‐	  752	  =	  130	  
 
Nu passer værdien af y med udskriften i konsollen. På figur 5-2 ses et screenshot fra 
scenen, der er brugt til det gennemgåede eksempel. Scenens værdier for ratio går fra 
500 til 1400 og dens værdier for y går fra 700 til 1350, når karaktererne går fra venstre 
mod højre. Om dette passer i forhold til, hvilken størrelse og position en karakter bør 
have, må bero på en subjektiv vurdering, som jeg ikke vil forsøge at teste. Jeg mener 
dog, at begge karakter i rimelig grad passer til resten af scenen.  
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Figur 5-2. En scene med stor forskel på værdierne for variablerne ratio og y. Billede fra det udviklede 
program. 
 
Det konkluderes hermed, at dette krav opfyldes, da værdierne for Playerobjektets y og 
ratio opfører sig, som de skal. Der må foretages en subjektiv vurdering i forhold til om 
kravet om en simuleret dybde opfyldes, hvilket jeg mener, at det gør. 
 
5.6	  Test	  af	  funktionskrav	  6:	  Stabil	  animation	  
Det sjette funktionskrav skal sikre en stabil animation, der især er vigtig i slåsspil, hvor 
timing er en essentiel faktor. 
 
 Animationen skal foregå i et stabilt tempo. 
 
Dette funktionskrav vil ligeledes blive testet af med brug af print line metoder. Til testen 
er disse indsat to steder i koden, og begge steder skal de skrive værdien af 
System.currentTimeMillis() én gang til konsollen. Den ene er indsat i 
Characterklassens setAnimation metode. Det vil sige, at print line kaldes i det øjeblik, 
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at billederne sættes til sparkanimationen, som burde starte lige efter. Den anden er 
indsat i Animationklassens animateCharacter metode, lige inden allActions[0] 
sættes til true efter endt sparkeanimation. Dette skulle gerne være henholdsvis start- og 
slutpunktet for et spark. Sparket har en setAnimation metode, der ser således ud: 
 
  setAnimation(100,9,3); 
 
Af denne kan det aflæses, at animationen af et spark består af tre billeder, der hver især 
skal vises i 100 millisekunder. En animation af et spark (og selve handlingen at sparke) 
bør derfor ideelt set vare 300 millisekunder. I følgende udskrifter ses 
System.currentTimeMillis() i begyndelsen og slutningen af tre forskellige spark. 
 
Første	  spark	  
When animation is being set System.currentTimeMillis() is 1386866536472 
When it's being reset System.currentTimeMillis() is 1386866536773 
 
Andet	  spark	  
When animation is being set System.currentTimeMillis() is 1386866537667 
When it's being reset System.currentTimeMillis() is 1386866537972 
 
Tredje	  spark	  
When animation is being set System.currentTimeMillis() is 1386866538867 
When it's being reset System.currentTimeMillis() is 1386866539168 
 
Når man fratrækker start- fra slutværdierne for System.currentTimeMillis() i de tre 
forsøg, ses en forskel på henholdsvis 301, 305 og 301 millisekunder. Procentvis giver det 
en gennemsnitlig afvigelse på 0.78% fra de 300 millisekunder som animationen burde 
vare. Denne lille afvigelse kan skyldes upræcise udregninger af computeren, eller at 
print line metoderne ikke er indsat præcis, hvor de bør være. Dog er denne afvigelse 
acceptabel. I forhold til om nogle billeder ikke vil blive vist, fordi det er styret af 
millisekunder og ikke frames, kan ikke besvares ud fra denne test. Denne animation har 
billeder der vises i 100 millisekunder af gangen, og her forekommer der ingen 
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problemer. Måske kan det vise sig at være et problem, hvis der skal arbejdes med meget 
lavere tidsintervaller, hvor der skal bruges mange billeder. Det vil i så fald formentlig 
ikke være problematisk, at der mangler et enkelt billede hist og her. 
 
Jeg vil hermed konkludere, at kravet om at animation skal have et flydende og stabilt 
tempo i høj grad er opfyldt. At animationernes tempo afviger med mindre end 1%, vil 
højst sandsynligt ikke blive et problem for nogen brugere af spillet. 
 
5.7	  Evaluering	  af	  den	  udviklede	  kode	  
I dette afsnit vil jeg evaluere på forskellige dele af programmets design og 
implementering. Et af de overordnede mål var, at det skulle blive let at udvide 
programmet med for eksempel nye fjender, nye våben og nye baner. På baggrund af 
funktionskravene lagde designet vægt på, at programmet netop skulle være fleksibelt og 
modulært, da mange af spillets elementer skulle oprettes som separate unikke objekter. 
På den baggrund vil jeg evaluere den implementerede kode. 
 
Mange dele af programmet er blevet udviklet, så de let kan udvides ved at bygge på den 
allerede eksisterende kode. Hvis der skal skabes nye karakterer kan en ny karakterklasse 
nedarve fra klasserne Character, NonDead eller en af de tre "færdige" karaktererklasser. 
Dette vil spare kodning af generelle funktioner for en karakter, da en del af koden 
allerede er udviklet. Nye karakterer vil også kunne trække på den allerede eksisterende 
kode i EventCoordinatorklassen samt Animationsklassen. Nye karakterer skal blot 
oprettes i Sceneklassens allCharacters array, og herefter vil animation automatisk 
blive udført.  
Ligeledes kan nye våben nedarve fra enten Tool eller Weapon klassen. Især våben er 
simple at oprette, da der blot skal defineres nye værdier til dets forskellige parametre. 
Når de bruges, vil de lave et kald til Toolklassens drainEnergy metode. 
Det er også gjort simpelt at konstruere nye scener, idet der blot skal oprettes et nyt 
Sceneobjekt.  
Karakterernes vej igennem scenen kan let specificeres i de argumenter som 
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Sceneobjektet tager, når det oprettes. I scenerne er det også let at indsætte nye fjender. 
Det kræver blot en enkelt metode at indsætte en zombie, der både vil blive animeret og 
få aktiveret sin AI. 
 
Dog er der også dele af programmet, der i mindre grad støtter op om det modulære 
aspekt. Problemerne med at implementere et interface har medført, at dåsemad og 
våben ikke kan kombineres i samme array. Derfor må både animation og opsamling af 
disse ske i hver deres metoder. Dåsemaden har derfor fået dens eget array og dens egne 
metoder til animationen. Der er endnu ikke blevet udviklet kode, der kan placere våben 
på jorden og samle dem op derfra.  
På samme måde er changeScene metoden fra EventCoordinatorklassen ikke særlig 
smidig. Denne metode skal stå for at skifte fra én scene til en anden, når spilleren enten 
går ud af skærmvinduet på højre eller venstre side. Som metoden ser ud nu, vil den ikke 
være fyldestgørende, når der implementeres kiosker og lejligheder, da disse ikke skal 
kunne tilgås ved at overskride Sceneobjektets xMin og xMax værdier. Hvis metoden skal 
virke optimalt, bør den kunne inkludere, at der kan skiftes scene ved specifikke 
placeringer i en scene (for eksempel foran en dør) og med eventuelt brug af tastetryk. 
 
Et element, der ikke er blevet berørt i rapporten, er muligheden for at lave flere baner, 
som hver skal indeholde et antal scener. På nuværende tidspunkt lægges samtlige scener 
ind i runLevel i Level klassen. Det kunne muligvis være en fordel at samle disse scener 
i en separat klasse, og lade hvert objekt af denne klasse tage forskellige scener som 
argumenter. 
 
På trods af disse mindre ridser i lakken er det udviklede program i udpræget grad blevet 
modulært, omend det endnu ikke er færdigudviklet. Metoderne til de centrale elementer 
som scener, karakterer og våben, der blandt andet bruges til samspillet mellem dem, 
bliver ofte automatisk initialiseret, når blot et objekt af klassen skabes. For eksempel 
bliver en zombie automatisk animeret og aktiveret, når den skabes, idet den også 
indsættes i allCharacters arrayet. Ligeledes har de forskellige tests i dette kapitel vist, 
at enkeltdelene generelt fungerer som de skal og i sammenhæng med hinanden. 
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KONKLUSION 
 
I dette projekt har jeg udviklet centrale elementer til udviklingen af 2D slåsspillet Slås I 
København. 
 
Udviklingen er baseret på en analyse af, hvorledes slutbrugeren skal opleve at spillet og 
dets elementer opføre sig. På baggrund af analysen har jeg opstillet otte funktionskrav, 
der skal sikre at programmet opfører sig efter hensigten. Forskellige alternativer til 
implementering, som kan opfylde funktionskravene, er efterfølgende blevet foreslået og 
diskuteret. Det implementerede kodedesign er blandt andet blevet udvalgt for at 
fremme den modulære struktur i programmet. Efter denne designudviklingsproces stod 
det klart, at visse elementer var vigtigere at få på plads, før andre kunne implementeres. 
Jeg fandt det derfor nødvendigt at opstille en prioriteret implementeringsstrategi, der 
har sikret en udvikling af programmet, hvor kernefunktionerne har været sat i fokus. 
 
Med det udviklede program kan en spiller styre en karakter rundt i forskellige scener, 
betjene og skifte blandt forskellige våben og nedkæmpe scenernes zombier. De kan til 
gengæld også nedkæmpe spillerens karakter. Herudover kan man samle den dåsemad 
op, der ligger på jorden og som giver ekstra energi. I de forskellige scener skabes en 
dybde i billedet, ved at der manipuleres med karakterernes tempo, størrelse og 
placering. 
 
Der er i projektet udviklet kode til at opfylde de essentielle funktionskrav, men på grund 
af opgavens tidsmæssige omfang er der ikke blevet udviklet kode til at opfylde samtlige 
funktionskrav. Foretagede tests viser dog, at de essentielle funktionskrav er opfyldt, og 
at koden i høj grad virker efter hensigten. Målet om, at koden skal være modulært 
opbygget, er i høj grad også blevet imødekommet. Det er blandt andet ligetil at 
implementere nye våben, scener og karakterer. Som diskuteret er der dog enkelte dele af 
koden, der ikke er optimalt implementeret i forhold til dette mål, hvilket til dels også et 
udtryk for projektets tidsmæssige begrænsning.  
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På trods af dette konkluderes det hermed, at kodens fleksible og modulære opbygning, 
danner et fundament, hvorfra der vil kunne udvikles en endelig udgave af Slås I 
København. 
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Bilag 1: 
Kildekode 	  
 
 
Class	  Level 
import java.awt.*; 
import java.awt.event.*; 
import javax.swing.*; 
import java.awt.Graphics; 
 
public class Level extends JComponent implements KeyListener, Runnable { 
 private static final long serialVersionUID = 1L; //The serialVersionUID is a universal version identifier for a Serializable 
class... 
 //Creating objects 
 Animation animation = new Animation(); 
 Player player = new Player(100, this); 
 Scene scene1 = new Scene(0, 1200, 700, 1350, 500, 1400, 100, 100, 5, 3,true, player); 
 Scene scene2 = new Scene(0, 1200, 700,  700, 300, 300, 80, 80, 5, 3, true, player); 
 Scene scene3 = new Scene(0, 1200, 500, 750, 200, 350, 80, 80, 5, 3, true, player); 
 Scene scene4 = new Scene(0, 1200, 600, 600, 220, 220, 80, 80, 5, 3, true, player); 
 Scene thisScene = scene1; //thisScene contains the scene object of the current Scene 
 EventCoordinator EC = new EventCoordinator(player, thisScene); 
  
 //THE WHOLE LEVEL 
 public void runLevel(){   
  //EC.currentScene = 3; //Used to get to a specific scene 
  EC.thisScene = this.thisScene; 
  //Change scene when player exceeds value of arg1 and arg2 
  EC.changeScene(thisScene.xMax, thisScene.xMin); //Has to be before the assignment of thisScene, for animation to work 
properly 
  //ASSIGN SCENE OBJECTS TO thisScene. 
  switch (EC.currentScene) { 
  case 1:  
   thisScene = scene1; 
   if(thisScene.sceneCreated == false) {  
    thisScene.insertZombie(1400); thisScene.sceneCreated=true; thisScene.placeInScene(200); 
   } 
   break; 
  case 2: 
   thisScene = scene2; 
   if(thisScene.sceneCreated == false) {  
    thisScene.insertZombie(700); thisScene.insertZombie(1200);  
    thisScene.sceneCreated=true; thisScene.placeInScene(500); 
   } 
   break; 
  case 3: 
   thisScene = scene3; 
   if(thisScene.sceneCreated == false) {   
    thisScene.insertZombie(-300); thisScene.insertZombie(700); thisScene.insertZombie(1500);  
    thisScene.sceneCreated=true; thisScene.placeInScene(1000); 
   } 
   break; 
  case 4: 
   thisScene = scene4; 
   if(thisScene.sceneCreated == false) {   
    thisScene.insertZombie(800); thisScene.sceneCreated=true; thisScene.placeInScene(400); 
   } 
   break; 
  } 
 
  thisScene.runZombies(); //Runs the Zombie objects AI method for allZombies[] from the currentScene 
  animation.calcMovingX(EC, thisScene, player); //Calculates how to move the background picture 
   
  player.activatePlayer(); //Invokes all methods of the Player object 
  thisScene.calcAllRatio(); //Calculates ratio (size) for all character objects 
  thisScene.calcAllY(); //Calculates y-position for all Character objects 
  thisScene.calcAllSpeed(); //Calculates speed for all Character objects 
   
  //TEST 5: System.out.println("xMin is " + thisScene.xMin + ", xMax is " + thisScene.xMax + ", yMin is " + 
thisScene.yMin + ", yMax is " + thisScene.yMax + ", ratioMin is " + thisScene.ratioMin + ", ratioMax is " + thisScene.ratioMax); 
  //TEST 5: System.out.println("player.x is: " + (int)player.x + ", player ratio is " + player.ratio + " and player.y is 
" + player.y); 
  //TEST 1: System.out.println("Zombie 1 is on x: " + (int)scene1.allCharacters[1].x + ", it's health is: " + 
(int)scene1.allCharacters[1].energyLevel +  ", Food is on x: " + (int)scene1.allFood[0].x + ", and the current scene is: " + EC.currentScene); 
 } 
 
 //KEYLISTENER 
 public void keyPressed(KeyEvent ev) {  
  int key = ev.getKeyCode(); 
   
  switch (key) { 
   case 65: //key A   
    player.moveLeft = true; 
    break; 
   case 68: //key D 
    player.moveRight = true; 
    break; 
   case 75: //key K 
    player.prioritizeAction(3); //Attack with weapon or fists 
    break;  
   case 76: //key L 
    player.prioritizeAction(4); //Kick  
    break;  
    } 
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  } 
  
  
 public void keyReleased(KeyEvent ev) {  
  int key = ev.getKeyCode(); 
  switch (key) { 
   case 65: //key A   
    //If A key released try standStill 
    player.prioritizeAction(0); 
    //And make moveLeft false 
    player.moveLeft = false; 
    player.allActions[1]=false; 
    break;  
   case 68://key D  
    //If D key released try standStill 
    player.prioritizeAction(0); 
    //And make moveRight false 
    player.moveRight = false; 
    player.allActions[2]=false; 
    break;  
   //Methods are placed here so they need a press each time they should be run: 
      case 74: //key J 
       //player.defend(); //Method not created yet 
       break;  
      case 38: //Key Arrow UP 
       player.prioritizeAction(5); //change weapon up 
       break;  
      case 40: //Key Arrow DOWN  
       player.prioritizeAction(6); //change weapon down 
       break;  
      case 69: //Key E 
       thisScene.pickupThing(); //Pick up food 
       break; 
  } 
 } 
 public void keyTyped(KeyEvent ev) {} 
 //PAINTCOMPONENT 
 public void paintComponent(Graphics g) {  
  super.paintComponent(g); 
  Graphics2D g2 = (Graphics2D) g; 
  //BACKGROUND 
  animation.animateBackground(EC, g); 
  //THINGS 
  animation.animateAllThings(g, thisScene); 
  //CHARACTER ANIMATION FOR ALL CHARACTERS 
  animation.animateAllCharacters(g, thisScene); 
  //FOREGROUND 
  animation.animateForeground(EC, g); 
 } 
  
 //RUNNABLE 
 public void run(){ 
  while (true) { 
   runLevel(); 
   repaint(); //Draws what is specified in the paintComponent method 
   try { 
    Thread.sleep(10); // sleep for 10 milliseconds - The interval between frames 
   } catch (InterruptedException ex) { } 
  } 
 } 
  
 //MAIN 
 public static void main(String[] args){ 
     JFrame frame = new JFrame();    
     frame.setSize(1200, 750); //Sets the size of the frame to 1200 x 750       
     frame.setDefaultCloseOperation(JFrame.EXIT_ON_CLOSE);  
     Level l = new Level(); 
     Thread thread = new Thread(l); //Creates thread 
     thread.start(); //Starts the thread that runs runnable 
     frame.add(l); //Adds graphics  
     frame.addKeyListener(l); //Adds the key presses 
     frame.setVisible(true); //Sets the window to visible 
 } 
} 
	  
Class	  Scene 
public class Scene { 
 double xMin; double xMax; double yMin; double yMax; 
 double ratioMin; double ratioMax; 
 int noiseCeiling; 
 int noiseBorder; 
 int avgEnergyBorder; 
 int maxRockerCount; 
 boolean bottomline = true; //If true, characterPic is placed on y-axis in accordance with the bottom of the picture 
 boolean sceneCreated = false; //The content of a scene should only be created once. 
 Rocker[] allRockers = new Rocker[10]; //Array with the scenes Rocker objects 
 Zombie[] allZombies = new Zombie[10]; //Array with the scenes Zombie objects 
 Character[] allCharacters = new Character[10]; //Array with all the scenes Character objects 
 Food[] allFood = new Food[10];   //Array with the scenes Food objects 
 Player player; 
  
 Scene(double  xMin, double xMax, double yMin, double yMax, double ratioMin, double ratioMax, int noiseCeiling, int noiseBorder, int 
avgEnergyBorder, int maxRockerCount, boolean bottomline, Player player){ 
  this.xMin = xMin; 
  this.xMax = xMax; 
  this.yMin = yMin; 
  this.yMax = yMax; 
  this.ratioMin = ratioMin; 
  this.ratioMax = ratioMax; 
  this.noiseCeiling = noiseCeiling; 
  this.noiseBorder = noiseBorder; 
  this.avgEnergyBorder = avgEnergyBorder; 
  this.maxRockerCount = maxRockerCount;  
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  this.bottomline = bottomline; 
  this.player = player; 
  allCharacters[0] = player; 
 } 
 
 //Creates a zombie, and inserts it the allZombies array and the allCharacters array for a specific scene abject 
 public void insertZombie(int x){ 
  boolean isInserted = false; 
  //If no zombie is inserted, then go through allZombies array 
  for(int i = 0; i<allZombies.length && isInserted == false; i++){ 
   //Find an empty field 
   if(allZombies[i] == null){ 
    //Insert new zombie 
    allZombies[i] = new Zombie(x, this); 
    isInserted = true; 
    //Insert this zombie object in the allCharacters array 
    boolean isInserted2 = false; 
    //If not inserted, then go through allCharacters array 
    for(int g = 0; g<allCharacters.length && isInserted2 == false; g++){ 
     //Find an empty field 
     if(allCharacters[g] == null){ 
      //Insert the zombie object here 
      allCharacters[g] = allZombies[i]; 
      isInserted2 = true; 
     } 
    } 
   } 
  }   
 } 
 
 //Initializes AI for all zombie objects 
 public void runZombies(){ 
  for(int i = 0; i<allZombies.length; i++){ 
   if(allZombies[i] != null){ 
    //int var = (int)(Math.random()*200); //Used for making slightly different animation tempo 
    allZombies[i].AI(); 
   } 
  } 
 } 
  
 public void placeInScene(int x) { 
  boolean isPlaced = false; 
  //If food isn't placed, go through food array 
  for(int i = 0; i<allFood.length && isPlaced == false; i++){ 
   //Find an empty field 
   if(allFood[i] == null){ 
    //Insert Food object 
    allFood[i] = new Food(x); 
    isPlaced = true; 
   } 
  } 
 } 
  
 //A keyPress on E runs this method. Player can pick up Food object 
 public void pickupThing(){ 
  boolean isPickedUp = false; 
  for(int i = 0; i<allFood.length && isPickedUp == false; i++){ 
   if(allFood[i] != null){ 
    if(Math.abs(allFood[i].x - player.x) < 30){ 
     player.energyLevel += 30; 
     allFood[i] = null; 
     isPickedUp = true; 
    } 
   } 
  }   
 } 
  
 //Calculate the ratio (size) based on the current value of x and some Scene variables 
 public int calcRatio(double  x){ return (int)(ratioMin + x * (ratioMax-ratioMin) / (xMax)); } 
  
 //Calculates ratio for all objects in scene 
 public void calcAllRatio(){ 
  //For each characters 
  for(int i=0; i < allCharacters.length; i++){ 
   if(allCharacters[i]!=null){ 
    //Calculate ratio for the character 
    allCharacters[i].ratio = calcRatio(allCharacters[i].x); 
   } 
  } 
  //For things in scene 
  for(int i=0; i < allFood.length; i++){ 
   if(allFood[i] != null){ 
    //Calculate ratio for the thing 
    allFood[i].ratio = calcRatio(allFood[i].x) / 4; 
   } 
  } 
 } 
  
 //Calculate the value of y based on the current value of x and some Scene variables 
 public int calcY(double x){ return (int)(yMin + x*(yMax-yMin) / (xMax)); } 
  
 //Calculates y for all objects in scene 
 public void calcAllY(){ 
  //For each characters 
  for(int i=0; i < allCharacters.length; i++){ 
   if(allCharacters[i]!=null){ 
    //Calculate current y value 
    if(bottomline==true){ 
     //If they should stick to the bottomline of the y-axis route 
     allCharacters[i].y = calcY(allCharacters[i].x)-allCharacters[i].ratio; 
    }else{ 
     //If they shouldn't stick to it 
     allCharacters[i].y = calcY(allCharacters[i].x); 
    } 
   } 
  }//For things in scene 
  for(int i=0; i < allFood.length; i++){    
   double extra = 1.5; 
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   if(allFood[i] != null){ 
    allFood[i].y = calcY(allFood[i].x) - allFood[i].ratio * extra ; 
   } 
  } 
 } 
  
 //Calculate speed, based on size 
 public double calcSpeed(Character c){ 
  c.realSpeed = c.speed * calcRatio(c.x) / 500; 
  return c.realSpeed; 
 } 
  
 //Calculates speed for all characters 
 public void calcAllSpeed(){ 
  for(int i=0; i < allCharacters.length; i++){ 
   if(allCharacters[i]!=null){ 
    calcSpeed(allCharacters[i]); 
   } 
  } 
 } 
  
 //Inserts player in scene. 
 public void placePlayer(double x){ 
  boolean playerPlaced=false; 
  //If player is not placed 
  if(playerPlaced==false){  
   //Then place player 
   player.x = x;  
   playerPlaced=true;  
  }  
 }  
} 
 
	  
Class	  EventCoordinator 
 
public class EventCoordinator { 
 int currentScene=1; 
 boolean allDead; 
 Rocker rockerLeft; 
 Rocker rockerRight; 
 int noiseLevel = 0; 
 Character player; 
 Scene scene; 
 Scene thisScene; 
 
 EventCoordinator(Character character, Scene thisScene){ 
  this.thisScene = thisScene; 
  thisScene.allCharacters[0]=character; 
  this.player = character; 
 } 
  
 //Returns the closest enemy to the character. 
 public Character closestEnemy(Character attacker){ 
  Character tempBestEnemy = null; 
  for(int i = 0; i < thisScene.allCharacters.length; i++){ //Make a for loop 
   //Must not be a null and defender must be alive 
   if(thisScene.allCharacters[i]!=null && thisScene.allCharacters[i].dead==false){  
    //Shouldn't be a character of the same type. This isn't in the code yet! 
    //if(thisScene.allCharacters[i] != attacker){ //must not be the character attacking 
    if(thisScene.allCharacters[i].characterID != attacker.characterID){ //Must not be the same TYPE 
of character attacking! 
     //If character is facing left 
     if(attacker.faceLeft==true){ 
      //If character is placed on left side of attacker 
      if(thisScene.allCharacters[i].x <= attacker.x){  
       //Set the first checked character to be tempBestEnemy 
       if(tempBestEnemy==null){ 
tempBestEnemy=thisScene.allCharacters[i]; } 
        //If Character is closer than tempBestEnemy 
        if(attacker.x-thisScene.allCharacters[i].x < 
attacker.x-tempBestEnemy.x){       //Set this for the new tempBestEnemy 
         tempBestEnemy = 
thisScene.allCharacters[i];  
        } 
      } 
     } 
     //If character is facing right 
     if(attacker.faceLeft==false){  
      if(thisScene.allCharacters[i].x >= attacker.x){ //If character is 
placed the right side of the attacker 
       if(tempBestEnemy==null){ 
tempBestEnemy=thisScene.allCharacters[i]; } //Set the first checked char to be tempBestEnemy 
        if(thisScene.allCharacters[i].x-attacker.x < 
tempBestEnemy.x-attacker.x){ //If Character is closer than tempBestEnemy 
         tempBestEnemy = 
thisScene.allCharacters[i]; 
        } 
      } 
     } 
    } 
   } 
  } 
  return tempBestEnemy; 
 } 
  
 public void insertRocker(Rocker rocker){} 
 public void resetEvents(){} 
 public void mastermind(){} 
 public void saveState(){} 
 public void findNearestRockers(){} 
  
 public void noiseMeter(int noiseBorder){ 
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  if(noiseLevel > noiseBorder){ 
   thisScene.insertZombie(1400); 
   noiseBorder += 100; 
  } 
 } 
  
 public void rockerNeedsHelp(int avgEnergyBorder, int maxRockerCount){} //In scene object 
  
 public void changeScene(double xMax, double xMin){  
  if(player.x>xMax){//If player walks out of the scene to the right 
   currentScene+=1; 
   thisScene.placePlayer(xMin); 
  }else 
  if(player.x <xMin){//If player walks out of scene to the left 
   currentScene -=1; 
   thisScene.placePlayer(xMax); 
  } 
 }   
} 
 
import java.awt.Graphics; 
import java.awt.Image; 
import javax.swing.ImageIcon; 
import javax.swing.JComponent; 
 
 
Class	  Animation 
public class Animation extends JComponent{ 
 private static final long serialVersionUID = 1L; 
 private ImageIcon[] characterPics = new ImageIcon[20]; 
 private ImageIcon[] backgroundPics = new ImageIcon[5]; 
 private ImageIcon[] foregroundPics = new ImageIcon[5]; 
 private ImageIcon[] thingPics = new ImageIcon[5]; 
 int movingX; //how much the background image (and characters and things) should move in accordance with the player.x 
  
 Animation(){ 
  //CHARACTER IMAGES 
  characterPics[0] = new ImageIcon("moveRight0.png"); 
  characterPics[1] = new ImageIcon("moveRight1.png"); 
  characterPics[2] = new ImageIcon("moveRight2.png"); 
  characterPics[3] = new ImageIcon("zombieMove0.png"); 
  characterPics[4] = new ImageIcon("zombieMove1.png"); 
  characterPics[5] = new ImageIcon("zombieMove0.png"); //Could be deleted 
  characterPics[6] = new ImageIcon("fist0.png"); 
  characterPics[7] = new ImageIcon("fist1.png"); 
  characterPics[8] = new ImageIcon("fist0.png"); 
  characterPics[9] = new ImageIcon("kick0.png"); 
  characterPics[10] = new ImageIcon("kick1.png"); 
  characterPics[11] = new ImageIcon("kick2.png"); 
  characterPics[12] = new ImageIcon("zombieDead0.png"); 
  characterPics[13] = new ImageIcon("zombieAttack0.png"); 
  characterPics[14] = new ImageIcon("zombieAttack1.png"); 
  characterPics[15] = new ImageIcon("dead0.png"); 
  //BACKGROUND IMAGES 
  backgroundPics[0] = new ImageIcon("Background1.png"); 
  backgroundPics[1] = new ImageIcon("Background2.png"); 
  backgroundPics[2] = new ImageIcon("Background3.png"); 
  backgroundPics[3] = new ImageIcon("Background4.png"); 
  //FOREGROUND IMAGES 
  foregroundPics[1] = new ImageIcon("Foreground2.png"); 
  foregroundPics[2] = new ImageIcon("Foreground3.png"); 
  foregroundPics[3] = new ImageIcon("Foreground4.png"); 
  //THINGS IMAGES 
  thingPics[0] = new ImageIcon("can3.png"); 
  thingPics[1] = new ImageIcon("bat.png"); 
 } 
  
 //ANIMATE A CHARACTER 
 public void animateCharacter(Character c, Graphics g){   
  c.timeDiff = System.currentTimeMillis() - c.millis; 
  c.pTimer=c.timer; 
 
  //Go to next picture in the animation  
  if(c.timeDiff >= c.duration * (c.timer+1)){ c.timer +=1; }  
    
  //Reset values for next animation sequence 
  if(c.timer >= c.totalPictures){ 
   c.pTimer=0; 
   c.isAnimationSet = false; //After current action is done, open up for new actions or standStill() 
   c.timer=0; 
   c.allActions[0]=true; 
    
   /*TEST 6: 
   if(c.allActions[4]){ 
   boolean notWritten = true; 
   if(notWritten){ 
    System.out.println("When it's being reset System.currentTimeMillis() is " + 
System.currentTimeMillis()); 
    notWritten = false; 
   } 
   }*/ //STOP TEST 6 
    
   //Go to standStill action, except if its moveLeft or moveRight 
   for(int i=0; i <c.allActions.length; i++){  
    //Find the current action 
    if(c.allActions[i]==true){ 
     //If high priority action go to standStill 
     if(i>=3){  
      c.allActions[i]=false; 
      c.allActions[0]=true; 
     }else 
     //if low priority, keep doing the same action 
     if(i<=2){  
      c.allActions[i]=true; 
     } 
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    } 
   }  
  } 
    
  //Display image of Character 
  resizedImage(c, g); 
    
  /* 
  if(c.timeDiff >= c.duration * c.timer){ //If bigger than timer 
   if(c.timeDiff < c.duration * (c.timer+1)){ //If less than timer+1    
    resizedImage(c, g); 
   }else{ 
    resizedImage(c, g); 
   }  
  }*/ 
 }  
   
 private void resizedImage(Character character, Graphics g){ 
  int x = (int)(character.x-character.ratio/2  + movingX); 
  int y = (int)(character.y); 
  int width = (int)(character.ratio); 
  int height = (int)(character.ratio); 
  //Turns ImageIcon into Image and resizes it. 
  Image img = characterPics[character.firstPicture+character.timer].getImage(); 
  //Draw image scaled and facing the right direction 
  if(character.faceLeft){ //Image facing to the left side 
    g.drawImage(img, (int)(x + character.ratio), y, -width, height, null); 
  }else{ //Image facing to the right side 
    g.drawImage(img, x, y, width, height, null); 
  } 
 } 
  
 //ANIMATE ALL CHARACTERS 
 public void animateAllCharacters(Graphics g, Scene thisScene){ 
  //Make the animation of the character the last, so it will be in front. 
  for(int i=thisScene.allCharacters.length-1 ; i >=0; i--){ 
   if(thisScene.allCharacters[i]!=null){ 
    animateCharacter(thisScene.allCharacters[i], g); 
   } 
  } 
 }  
   
 public void calcMovingX(EventCoordinator EC, Scene thisScene, Player player){ 
  //Calculate how many px backgroundPic[x] can move 
  double diff = backgroundPics[EC.currentScene-1].getIconWidth()-thisScene.xMax; 
  //Calculate the background image position on the x axis 
  movingX = (int)(-diff / thisScene.xMax * player.x); 
 } 
  
 public void animateBackground(EventCoordinator EC, Graphics g){  
  backgroundPics[EC.currentScene-1].paintIcon(this, g, movingX, 0); 
 } 
  
 public void animateForeground(EventCoordinator EC, Graphics g){ 
  //If there is a foreground picture to be displayed 
  if(foregroundPics[EC.currentScene-1] != null){ 
   //Give a little extra to movingX to achieve parallax effect 
   double parallaxMovingX = (10 + movingX*1.1);  
   //Display the image    
   foregroundPics[EC.currentScene-1].paintIcon(this, g,  (int)parallaxMovingX, 0); 
  } 
 } 
  
 //Animate all Food objects 
 public void animateAllThings(Graphics g, Scene thisScene){ 
  for(int i = 0; i<thisScene.allFood.length; i++) 
   if(thisScene.allFood[i] != null){ 
    Image img = thingPics[0].getImage(); 
    g.drawImage(img, (int)(thisScene.allFood[i].x - thisScene.allFood[i].ratio/2 + movingX), 
(int)(thisScene.allFood[i].y), (int)(1*thisScene.allFood[i].ratio),(int)(1*thisScene.allFood[i].ratio), null); 
   } 
 } 
} 
	  
Class	  Character 
public class Character{ 
 public int characterID; //Used to distinguish Character types 
 double x; double y; //Position in scene 
 double ratio; //Size if character picture 
 double speed; //Relative speed to other character types 
 double realSpeed; //Actual speed 
 int energyLevel = 100; 
 Tool currentWeapon; //Weapon used for attack 
 Boolean faceLeft=false; //True if character is facing left 
 boolean dead=false; 
 boolean isAnimationSet; 
 int duration; //of animation 
 int firstPicture = 0; int totalPictures = 2; //Sets the pictures used for animation 
 int timer; int pTimer; //Used for timing events according to animation sequences, like draining energy. 
 long millis; long timeDiff; //Used for timing animation 
 boolean[] allActions = new boolean[7]; //0: standStill, 1: moveLeft, 2: moveRight; 3: attack, 4: kick, 5: changeWeaponUp, 6: 
changeWeaponDown ... 
  
 Character(int x){ 
  this.x = x; 
  //Set all actions to false 
  for(int i=0; i <allActions.length; i++){ allActions[i]=false;} 
  //Except for standStill 
  allActions[0]=true; 
 } 
  
 public void standStill(){} 
 public void moveLeft(){ x -=realSpeed; faceLeft = true; } 
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 public void moveRight(){ x +=realSpeed; faceLeft = false; } 
 public void attack(){} 
 public void paralyze(){} 
  
 public void die(){ 
  if(energyLevel < 0) dead = true; 
 } 
  
 public void beDead(){} 
 //Prioritize between actions 
 public void prioritizeAction(int thisActionNumber){  
  //Go through all actions 
  for(int i = 0; i < allActions.length; i++){ 
   //Find the current action 
   if(allActions[i]==true){ 
    //Check if requested action is the same as it's doing, so it wont' interrupt an ongoing action 
with the same action. 
    if(i != thisActionNumber){ 
     //If current action is walking 
     if(i==1 || i==2){ 
      //If requested action is walking 
      if(thisActionNumber == 1 || thisActionNumber == 2){ 
       //Do it! 
       isAnimationSet=false; 
       allActions[i]=false; 
       allActions[thisActionNumber] = true; 
      } 
      //If requested action is high priority 
      if(thisActionNumber >= 3){ 
       //Do it! 
       //TEST 2: System.out.println("Player requested high 
priority action. Its gonna do that instead"); 
       isAnimationSet=false; 
       allActions[i]=false; 
       allActions[thisActionNumber] = true; 
      } 
     } 
     //If currentAction is standStill 
     if(i==0){ 
      //If requested is standStill 
      if(thisActionNumber>0){ 
       //Do it! 
       //TEST 2: System.out.println("Player requested high 
priority action. Its gonna do that instead"); 
       isAnimationSet=false; 
       allActions[i]=false; 
       allActions[thisActionNumber] = true; 
      } 
     } 
     /*TEST 2: 
     if(i>=3 && thisActionNumber<3){ 
      System.out.println("Player should not interrupt a high priority 
action."); 
     }*/ 
    } 
   } 
  } 
 } 
 
  
 //Sets info for the next animation 
 public void setAnimation(int duration, int firstPicture, int totalPictures){ 
  if(this.isAnimationSet==false){ //setAnimation should only kick in when no other animation sequence is running 
   /* TEST 6 
   if(allActions[4]){ 
    boolean notWritten = true; 
    if(notWritten){ 
     System.out.println("When animation is being set System.currentTimeMillis() is " + 
System.currentTimeMillis()); 
     notWritten = false; 
    } 
   }  
    TEST 6 SLUTTER HER*/ 
   this.timer=0; 
   this.isAnimationSet=true; 
   this.millis = System.currentTimeMillis(); 
   this.duration = duration; 
   this.firstPicture = firstPicture; 
   this.totalPictures = totalPictures; 
  } 
 } 
} 
 
Class	  Player 
public class Player extends NonDead { 
 int food; 
 Level level; 
 boolean moveLeft = false; 
 boolean moveRight = false; 
  
 Player(int x, Level level){ 
  super(x); 
  characterID = 1; 
  speed=6; 
  duration = 1000; 
  this.level = level; 
  weapons[3] = new Bat(); //Creates a bat in the Players weapons array 
 } 
  
 //Will make a call to a given action method, based on which field of allActions[] are true 
 public void activatePlayer(){ 
  die(); //Only if energy is below 0 
  if(dead == true){ beDead(); } else { 
  //The following code allows the player to change direction even though the other move button (A or D) is still pressed 
  if(faceLeft==false){ 
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   if(moveLeft == true){ 
    moveRight = false; 
    prioritizeAction(1);  
   } 
  } 
  if(moveRight == true) { 
   moveLeft = false; 
   prioritizeAction(2);  
  } 
  if(moveLeft) prioritizeAction(1); //Without this one here, you can't moveLeft, faceLeft is true 
  if(moveRight) prioritizeAction(2); 
  if(allActions[1]) moveLeft(); //key A makes player moveLeft 
  if(allActions[2]) moveRight(); //key D makes player moveRight 
  if(allActions[3]) attack(); //key K makes player attack 
  if(allActions[4]) kick(); //key L makes player kick 
  if(allActions[5]) changeWeaponUp(); //Arrow UP changes to a stronger weapon 
  if(allActions[6]) changeWeaponDown(); //Arrow DOWN changes to a weaker weapon 
  if(allActions[0]) standStill(); //Don't press anything  
   
  /* TEST 2: 
  if(allActions[1]){ 
   moveLeft(); System.out.println("Player is moving left."); //key A makes player moveLeft 
  } 
  if(allActions[2]){  
   moveRight(); System.out.println("Player is moving right."); //key D makes player moveRight 
  } 
  if(allActions[3]){ 
   attack(); System.out.println("Player is attacking."); //key K makes player attack 
  } 
  if(allActions[4]){ 
   kick(); System.out.println("Player is kicking.");//key L makes player kick 
  } 
  if(allActions[5]) changeWeaponUp();   
  if(allActions[6]) changeWeaponDown(); 
  if(allActions[0]) { 
   standStill(); System.out.println("Player is standing still."); 
  }*/ 
  } 
 } 
  
 public void standStill(){ 
  setAnimation(500,1,2); 
 } 
  
 public void moveLeft(){ 
  setAnimation(150, 1, 2); 
  super.moveLeft(); //Adds the existing code from parent class 
 
 } 
  
 public void moveRight(){ 
  setAnimation(150, 1, 2); 
  super.moveRight(); //Ads the existing code from parent class 
 
 } 
  
 public void kick(){ 
  setAnimation(100,9,3); 
  //Time the energyDrain method, with the animation 
  if(this.timer==1 && this.pTimer!=1){ 
   weapons[1].drainEnergy(level.EC.closestEnemy(this), this); 
  } 
 } 
  
 public void attack(){ 
  setAnimation(100,6,3); 
  //Time the energyDrain method, with the animation 
  if(this.timer==1 && this.pTimer!=1){ 
   currentWeapon.drainEnergy(level.EC.closestEnemy(this), this); 
  } 
 } 
  
 public void changeWeaponUp(){ 
  setAnimation(50,4,2); 
  if(this.timer==1 && this.pTimer!=1){ 
   weaponChosen = false; 
   //Run through weapons from the bottom if weapons has not been changed. Start with fists 
   for(int i = 2; i<weapons.length && weaponChosen == false; i++){ 
    //Find the currentWeapon 
    if(currentWeapon == weapons[i]){ 
     //Run through the rest of the weapons 
     for(int g = i + 1; g<weapons.length && weapons[g] != null; g++){ 
      //Make next weapon the currentWeapon 
      currentWeapon = weapons[g]; 
      weaponChosen = true; 
     } 
    } 
   } 
  } 
 } 
  
 public void changeWeaponDown(){ 
  setAnimation(50,4,2); 
  if(this.timer==1 && this.pTimer!=1){ 
   weaponChosen = false; 
   //Run through weapons from the top if weapons has not been changed. Start with the shotgun 
   for(int i = weapons.length-1; i>=2 && weaponChosen == false; i--){ 
    //Find the currentWeapon 
    if(currentWeapon == weapons[i]){ 
     //Run through the rest of the weapons 
     for(int g = i - 1; g>=2 && weapons[g] != null; g--){ 
      //Make next weapon the currentWeapon 
      currentWeapon = weapons[g]; 
      weaponChosen = true; 
     } 
    } 
   } 
  } 
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 } 
  
 public void beDead(){ setAnimation(5000,15,1); } 
  
 public void createNewTool(Tool tool){} 
 public void reborn(){} 
 public void duckDown(){} 
 public void pickupWeapon(){} 
 public void pickupFood(){} 
 public void eatFood(){} 
 public void killLyingZombie(){}  
} 
 
 
Class	  NonDead 
public class NonDead extends Character { 
 boolean weaponChosen=true; 
 Tool[] weapons = new Tool[6]; //Weapon array for all weapons 
  
 NonDead(int x){ 
  super(x); 
  //Create Kick and Fist as standard weapons for Player and Rockers 
  weapons[1] = new Kick(); 
  weapons[2] = new Fist(); 
  this.currentWeapon = weapons[2]; //Set fists as current weapon 
 } 
  
 public void defend(){}  
} 
 
Class	  Zombie 
public class Zombie extends Character { 
 int downTime; 
 Scene thisScene; 
  
 Zombie(int x, Scene thisScene) { 
  super(x); 
  characterID = 3; //Zombies 
  this.currentWeapon = new Bite(); //Sets its currentWeapon to the Bite 
  speed=1; 
  this.thisScene = thisScene; 
  dead = false; 
 } 
  
 public void AI(){ 
  //Follow the Player 
  die(); 
  //If the zombie is still alive 
  if(dead == false){ 
   if(findNearestEnemy(this)!=null){ 
    // TEST 4: System.out.println("Nearest enemy is: " + findNearestEnemy(this)); 
    // TEST 4: System.out.println("The distance between Player and Zombie is: " + 
(int)(findNearestEnemy(this).x-this.x)); 
    //If the zombie is closer to the nearest enemy than the range of its bite 
    if(Math.abs(findNearestEnemy(this).x-this.x) < currentWeapon.maxRange){ 
     //then it should attack 
     attack(); 
    }else{ 
     //If it's further away it should move towards the nearest enemy 
     if(findNearestEnemy(this).x>this.x){ 
      moveRight(); 
     }else{ 
      moveLeft(); 
     } 
    } 
   }else{ 
    //If there are no enemies, then... 
    moveLeft(); 
   } 
  }else{ 
    //If it's energy is below 0, then it should... 
    beDead(); 
   }   
 } 
  
 public void attack(){ 
  setAnimation(400, 13, 2); 
  if(this.timer==1 && this.pTimer!=1){ 
   currentWeapon.drainEnergy(findNearestEnemy(this), this); 
  } 
 } 
  
 public void moveLeft(){ 
  super.moveLeft(); 
  setAnimation(500, 3, 2); 
 } 
  
 public void moveRight(){ 
  super.moveRight(); 
  setAnimation(500, 3, 2); 
 } 
  
 public void beDead(){ 
  setAnimation(5000, 12, 1);  
 } 
 
 //Returns the closest enemy to the character. 
 public Character findNearestEnemy(Character attacker){ 
  Character tempBestEnemy = null; 
  //Run through all the characters 
  for(int i = 0; i < thisScene.allCharacters.length; i++){  
   //Must not be a null and defender must be alive 
   if(thisScene.allCharacters[i]!=null && thisScene.allCharacters[i].dead==false){  
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    //Must not be the same TYPE of character attacking! 
    if(thisScene.allCharacters[i].characterID != attacker.characterID){ 
     //Set the first checked character to be tempBestEnemy  
     if(tempBestEnemy==null){  
      tempBestEnemy=thisScene.allCharacters[i]; 
     }else{ 
      //Check if distance to this character is shorter than to the 
tempBestEnemy 
      if(Math.abs(attacker.x-thisScene.allCharacters[i].x) < 
Math.abs(attacker.x-tempBestEnemy.x)){ //If Character is closer than tempBestEnemy 
       //If it is, set this as the new tempBestEnemy 
       tempBestEnemy = thisScene.allCharacters[i];  
      } 
     } 
    } 
   } 
  } 
  return tempBestEnemy; 
 } 
  
 public void fallDown(){} 
} 
 
 
Class	  Rocker 
public class Rocker extends NonDead { 
 boolean shouldAttack; 
  
 Rocker(int x) { 
  super(x); 
  characterID = 2; //haracterID from the character class is given a value here 
 } 
  
 public void AI(){}  
} 
 
 
Class	  Tool 
public abstract class Tool { 
 int maxRange; 
 int minRange; 
 int noise; 
 int timePerFrame; //To make variation in the animation time for different weapons 
 int energyDrain; 
 int totalWeapons = 6; 
 int jump; 
 EventCoordinator EC; 
  
 Tool(){} 
  
 public void drainEnergy(Character defender, Character attacker){ 
  //TEST X: System.out.println("New minimum range is: " + (int)newRange(minRange, attacker, defender) + ", new maximum 
range is: "+ (int)newRange(maxRange, attacker, defender)); 
 
   
  //If the attacker is facing left 
  if(attacker.faceLeft==true){ 
   //Make the attack if defender is within the weapons range 
   if( attacker.x-defender.x > newRange(minRange, attacker, defender) && attacker.x-defender.x < 
newRange(maxRange, attacker, defender)){ 
    weaponHit(defender, attacker); 
    System.out.println("HIT!");  
   } 
   /*TEST 3 herfra 
   else{ 
    System.out.println("Defender is out of range, because the distance is: " + 
(int)Math.abs(attacker.x-defender.x)); 
   }*/ //TEST 3 stop 
  }else{ //If the attacker is facing right 
   if( defender.x - attacker.x > newRange(minRange, attacker, defender) && defender.x - attacker.x < 
newRange(maxRange, attacker, defender)){ 
    weaponHit(defender, attacker);  
    System.out.println("HIT!"); 
   } 
   /*TEST 3 herfra 
   else{ 
    System.out.println("Defender is out of range, because the distance is: " + 
(int)Math.abs(attacker.x-defender.x)); 
   }*/ //TEST 3 stop 
  } 
 } 
  
 //Recalculates the range of a weapon based on the attackers and defenders ratio 
 private double newRange(int range, Character attacker, Character defender){ 
  //Calculates the average ratio for attacker and defender 
  double avgRatio = ( attacker.ratio + defender.ratio ) / 2; 
  //Returns the new range for the attackers weapon 
  return range*avgRatio/550;  
 } 
 
 //Drains energy and moves the defender 
 private void weaponHit(Character defender, Character attacker){  
  //Makes the person jump right or left 
  if(attacker.faceLeft) { defender.x -= jump + varation(jump, 20); } else { defender.x += jump + varation(jump, 20); } 
  //Drains energy from the defender 
  defender.energyLevel -= energyDrain; 
  //makeNoise(100); 
 } 
  
 //Returns a percent of X, used for making slight variations in jump fx 
 public int varation(int x, int percent){ 
  int var = (int)(Math.random()*x/100*percent); 
  return var; 
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 } 
  
 public void makeNoise(int noise){} 
 public  abstract void dim(); 
} 
 
	  
Class	  Bite 
public class Bite extends Tool { 
  
 Bite(){ 
  minRange = 0; 
  maxRange = 50; 
  jump = 0; 
  energyDrain = 105; 
 } 
  
 public void drainEnergy(Character defender, Character attacker){ 
  if(defender!=null){ 
   //TEST 4: System.out.println("The bite drains " + energyDrain + " in energy! Within a range of " + minRange 
+ " to " + maxRange); 
   //TEST 4: System.out.println(defender + " is at " + (int)defender.x + ", and it's Energy is: " + 
defender.energyLevel); 
   //TEST 4: System.out.println("The distance between Player and Zombie is: " + (int)(attacker.x-defender.x)); 
   super.drainEnergy(defender, attacker); 
   //TEST 4: System.out.println("BiteAttack!!!"); 
   //TEST 4: System.out.println(defender + " is at " + defender.x + ", and it's Energy is NOW: " + 
defender.energyLevel); 
  } 
 } 
  
 public void dim(){} 
} 
 
Class	  Fist 
public class Fist extends Tool { 
  
 Fist(){ 
  minRange = 30; 
  maxRange = 160; 
  jump = 50; 
  energyDrain = 15; 
 } 
  
 public void drainEnergy(Character defender, Character attacker){ 
  if(defender!=null){ 
   //TEST 3: System.out.println("THE FISTS VALUES: Minimum range: " + minRange + ", Maximum range: " + 
maxRange + ", energyDrain: " + energyDrain); 
   //TEST 3: System.out.println(defender + " is at " + (int)defender.x + ", and it's Energy is: " + 
defender.energyLevel); 
   //TEST 3: System.out.println(attacker + " is at: " + (int)attacker.x + ". Is player facing left: " + 
attacker.faceLeft); 
   //TEST 3: System.out.println("The distance between Player and Zombie is: " + (int)(attacker.x-defender.x)); 
   //TEST 3: System.out.println("Attack with Fist!"); 
   super.drainEnergy(defender, attacker);   
   //TEST 3: System.out.println(defender + " is at " + (int)defender.x + ", and it's Energy is NOW: " + 
defender.energyLevel); 
   //TEST 3: System.out.println("////////////////////\\\\\\\\\\\\\\\\\\\\");  
  } 
 } 
  
 public void dim(){} 
} 
 
 
Class	  Kick 
public class Kick extends Tool {  
  
 Kick(){ 
  minRange = 50; 
  maxRange = 300; 
  jump = 100; 
  energyDrain = 10; 
 } 
  
 public void drainEnergy(Character defender, Character attacker){ 
  if(defender!=null){ 
   //TEST 3: System.out.println("THE KICKS VALUES: Minimum range: " + minRange + ", Maximum range: " + 
maxRange + ", energyDrain: " + energyDrain); 
   //TEST 3: System.out.println(defender + " is at " + (int)defender.x + ", and it's Energy is: " + 
defender.energyLevel); 
   //TEST 3: System.out.println(attacker + " is at: " + (int)attacker.x + ". Is player facing left: " + 
attacker.faceLeft); 
   //TEST 3: System.out.println("The distance between Player and Zombie is: " + (int)(attacker.x-defender.x)); 
   //TEST 3: System.out.println("Attack with Kick!"); 
   super.drainEnergy(defender, attacker); 
   //TEST 3: System.out.println(defender + " is at " + (int)defender.x + ", and it's Energy is NOW: " + 
defender.energyLevel); 
   //TEST 3: System.out.println("////////////////////\\\\\\\\\\\\\\\\\\\\"); 
  } 
 } 
  
 public void dim(){} 
} 
 
 
public abstract class Weapon extends Tool{ 
 int durability; 
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 Class	  Weapon  
 Weapon(){} 
  
 public void upForGrabs(Tool weapon, int x){} 
 public void breakWeapon(){} 
  
} 
 
Class	  Bat 
public class Bat extends Weapon { 
   
 Bat(){ 
  minRange = 80; 
  maxRange = 270; 
  jump = 150; 
  energyDrain=25; 
  durability=7; 
  noise = 100; 
 } 
  
 public void drainEnergy(Character defender, Character attacker){ 
  if(defender!=null){ 
   System.out.println("Jump: " + jump + ", energyDrain: " + energyDrain); 
   System.out.println(defender + " is at " + defender.x + ", and it's Energy is: " + defender.energyLevel); 
   super.drainEnergy(defender, attacker);   
   System.out.println("BatAttack!!!"); 
   System.out.println(defender + " is at " + defender.x + ", and it's Energy is NOW: " + 
defender.energyLevel);  
  } 
 } 
  
 public void placeInScene(int x, Scene thisScene){}  
 public void pickup() {}  
 public void dim(){} 
} 
 
Class	  Axe 
public class Axe extends Weapon { 
  
 Axe(){ 
  energyDrain=75; 
  durability=4; 
 } 
  
 public void placeInScene(int x, Scene thisScene) {} 
 public void pickup() {} 
 public void dim(){} 
  
} 
 
 
Class	  Shotgun 
public class Shotgun extends Weapon { 
  
 Shotgun(){ 
  energyDrain=200; 
  durability=4; 
 } 
  
 public void placeInScene(int x, Scene thisScene) {} 
 public void pickup() {} 
 public void dim(){} 
  
} 
 
Class	  Food 
public class Food{ 
 int energy=25; 
 double x; double y; double ratio; 
  
 Food(int x){ 
  this.x = x; 
 } 
} 
Interface	  ThingInScene 
public interface ThingInScene {  
  public abstract void placeInScene(int x, Scene thisScene); 
  public abstract void pickup(); 
} 	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Bilag 2:  
Udvidet 
programbeskrivelse 
Levelklassen	  
Level klassen er den der binder alle de andre klasser sammen. Klassen nedarver fra 
JComponent, så der kan oprettes et vindue og en paintComponent metode. Samtidig 
implementeres interfacet KeyListener til at modtage input fra brugeren, samt interfacet 
Runnable, der får programmet til at køre i loops. Objekter, der danner spillerens 
karakter og samtlige sceneobjekter oprettes her. Main metoden er også placeret klassen, 
hvor blandt andet der oprettes et vindue og startes en tråd, der får klassens run metode 
til at køre 
 
Det er også i klassens runLevel metode at banen, eller kombinationen af scener, oprettes 
og afvikles. Dette vil jeg komme nærmere ind på i det følgende afsnit, der netop 
gennemgår Scene klassen. 
Sceneklassen	  
Objekter af klassen Scene skal administrere ting, som er specifikke for hver enkelt scene. 
Dette inkluderer at have styr på hvilke fjender, der skal være i scenen, samt at udregne 
værdierne for karakterernes variabler y, ratio og speed, baseret på deres x-koordinat. 
Hvert objekt tager mange argumenter, heriblandt start og slutværdierne for x, y og 
ratio. Til at have styr på samtlige karakterer i en scene er der oprettet arrayet 
allCharacters. Dette indeholder dem alle, inklusiv spillerens egen karakter 
 
Metoden calcRatio, udregner og returnerer  hvor stor en karakters billeder skal være 
(værdien af variablen ratio). På baggrund af værdierne ratioMin, ratioMax, xMin og 
xMax, udregnes værdien af en karakters ratio. 
 
 public int calcRatio(double x){ return (int)(ratioMin + x * (ratioMax-ratioMin) 
/ (xMax)); } 
 
calcRatio bruges af metoden calcAllRatio. Denne metode kører med en forløkke 
igennem allCharacters arrayet, der findes for hvert scene objekt. Ved at bruge calcRatio, 
tilskriver den en opdateret værdi til hver karakters variabel ratio. 
 
 public void calcAllRatio(){ 
  //For each characters 
  for(int i=0; i < allCharacters.length; i++){ 
   if(allCharacters[i]!=null){ 
    //Calculate ratio for the character 
    allCharacters[i].ratio = calcRatio(allCharacters[i].x); 
   } 
  } 
 --- 
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 } 
 
Til at udregne karakterernes 'rute' igennem scenen bruges metoder calcY og calcAllY, 
der der bruger de samme principper som ved udregningen af ratio. Dog er der en 
enkelt forskel. Karakterbillederne vil ændre størrelse meget dynamisk og det kan derfor 
let ske at de vil hæve sig over eller sænke sig under "ruten", når de omskaleres. Derfor 
tager hvert Scene objekt boolean variablen bottomline som argument i konstruktoren. 
Hvis den er sat til true, fratrækkes værdien af billedets højde (værdien af variablen 
ratio) fra y-koordinatet. På den måde vil y angive bunden af karakterens billede, i stedet 
for toppen. 
 
Scene objekterne oprettes i Level klassen. Her oprettes også Sceneobjektet thisScene, der 
skal indholde den scene, som skal være aktiv. Hvad den tager af Sceneobjekter er 
afhængigt af variablen currentScene fra EventCoordinator klassen, som jeg vil komme 
ind på senere. Dette sker i metoden runLevel. 
 
  switch (EC.currentScene) { 
  case 1:  
   thisScene = scene1; 
   if(thisScene.sceneCreated == false) { 
thisScene.insertZombie(1400); --- thisScene.sceneCreated=true; } 
   break; 
  case 2: 
   thisScene = scene2; 
    if(thisScene.sceneCreated == false) { thisScene.insertZombie(700); 
--- } 
   break; 
  --- 
  } 
 
sceneCreated sikrer her at blandt andet fjendeobjekterne kun oprettes, første gang 
scenen køres. 
Characterklassen	  
Characterklassen er en forældreklasse, der danner grundlag for alle karaktertyper. Den 
indeholder derfor alle de variabler og metoder, der deles af de tre karaktertyper. 
Eksempler herpå er variabler som x- og y-koordinat, speed, energyLevel, 
currentWeapon, faceLeft (om karakteren har ansigtet vendt mod venstre) og forskellige 
variabler, der bruges til at time animationen af dem. Af fælles metoder kan nævnes 
standStill, moveLeft, moveRight, attack og die. Alle handlinger, som de tre typer af 
karakter skal kunne udføre. Herudover er der metoden setAnimation, der bruges til at 
koordinere animation af karaktererne 
Med denne korte introduktion vil jeg gå videre til en gennemgang af animationsklassen 
og her gå dybere ned i Characterklassens metode setAnimation. Efterfølgende vil jeg 
gennemgå Player klassen, der nedarver Characterklassen og på den måde komme 
nærmere ind på de førnævnte metoder. 
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Animationklassen	  
Klassen Animation består af en række arrays af typen ImageIcon, der indeholder 
billeder af henholdsvis karakterer, scener og mad - characterPics, backgroundPics, 
foregroundPics og thingPics. Herudover er der implementeret en række metoder til at 
animere de forskellige elementer og en enkelt variabel movingX, der bruges til dette. 
 
Animation	  af	  karakterer	  
Animationen af karaktererne sker gennem to metoder animateCharacter og 
animateAllCharacters. Animation sker løbende, mens billederne undervejs skiftes ud. 
Værdierne der sættes i karakterernes setAnimation metode, bruges af animateCharacter 
til at vælge hvilke billeder, der skal vises i en given animationssekvens. Til at forklare 
dette, vil jeg først gennemgå variablerne, hvis værdier opdateres i setAnimation. Disse 
variabler stammer fra Characterklassen. 
 
 public void setAnimation(int duration, int firstPicture, int totalPictures){ 
  if(this.isAnimationSet==false){ 
   this.timer=0; 
   this.isAnimationSet=true; 
   this.millis = System.currentTimeMillis(); 
   this.duration = duration; 
   this.firstPicture = firstPicture; 
   this.totalPictures = totalPictures; 
  } 
 } 
 
totalPictures angiver hvor mange billeder, der skal bruges til animationssekvensen. 
firstPicture angiver hvor i characterPics arrayet, det første billede i 
animationssekvensen befinder sig. Hvis firstPicture for eksempel er 31 og totaPictures 
er 4, så skal den altså bruge de billeder, der ligger på felt 31, 32, 33 og 34 i characterPics 
arrayet. duration angiver hvor lang tid, hvert billede skal vises. Variablen timer 
nulstilles, når setAnimation kaldes, så det næste billede, der vises, vil være det billede 
der ligger på pladsen med værdi af firstPicture. Når timer stiger med én, så vises det 
næste billede og så videre. 
Værdierne opdateres kun, hvis isSetAnimation er false, og den sættes herefter til true. 
Dette er for at sikre at den ikke opdateres konstant og animationsekvensen derfor hele 
tiden vil blive nulstillet. Den skal kun opdateres, når en ny handling skal overtage eller 
udføres på ny. 
 
Alle disse værdier bruges i metoden animateCharacter. Her sættes en karakters 
timeDiff variabel til at vise forskellen mellem System.currentTimeMillis som den er nu 
og som den var da setAnimation blev kørt. 
   
  c.timeDiff = System.currentTimeMillis() - character.millis; 
 
Når værdien af timeDiff overstiger værdien af duration ganget med værdien af timer + 
1, så stiger timer med 1 og det næste billede af karakteren vises.  
 
 if(c.timeDiff >= c.duration * (c.timer+1)){ c.timer +=1; }  
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Første gang, der skal skiftes billede er når timeDiff overstiger værdien af duration 
ganget med 1. Anden gang er når den overstiger værdien af duration ganget med 2. 
Værdien af firstPicture lagt sammen med timer angiver, hvilket felts billede i 
characterPics, der skal vises. Billedet img er det billede, der skal vises. 
 
 Image img = characterPics[character.firstPicture+character.timer].getImage(); 
 
På denne måde kan timeDiff, duration og timer bruges til at angive, hvornår et givent 
billede skal vises i en animationssekvens. 
 
Animationen nulstilles, når timer overstiger eller får samme værdi som totalPictures og 
der åbnes op for eventuelle nye animationssekvenser. Den specifikke kode for denne 
nulstillen vil blive gennemgået i forbindelse med gennemgangen af Playerklassen, da 
der bruges metoder og variabler, der skal gennemgås først. 
 
Billederne tegnes med metoden resizedImage, der har til formål at skalere billedet 
baseret på Characterobjektets ratio. Billedet spejlvendes, hvis karakterens variabel 
faceLeft er sat til true. Spejlvendingen sker, ved at give bredden en længde på den 
negative værdi af ratio og derpå flytte billede på x-aksen med værdien af ratio. 
 
 private void resizedImage(Character character, Graphics g){ 
  Image img = 
characterPics[character.firstPicture+character.timer].getImage(); 
  if(character.faceLeft){ 
   g.drawImage(img, (int)(character.x-character.ratio/2 + 
character.ratio + movingX), (int)(character.y), (int)(-
1*character.ratio),(int)(1*character.ratio), null); 
  }else{ 
   g.drawImage(img, (int)(character.x-character.ratio/2  + movingX), 
(int)(character.y), (int)(1*character.ratio),(int)(1*character.ratio), null); 
  } 
 } 
 
Det ses her at billedets x-koordinat består af 
 
 character.x-character.ratio/2  + movingX 
 
character.x er karakterens værdi på x-aksen. Det fratrækkes character.ratio / 2 
(halvdelen af billedets bredde), så midten af det kvadratiske billede er lige på x-
koordinatet. movingX er en variabel, der er afhængig af Players objektets værdi af x. 
movingX vil blive gennemgået i forbindelse med gennemgangen af 
baggrundsbillederne senere i dette afsnit. 
 
animateCharacter bliver kørt med samtlige karakterer, ved hjælp af sceneobjektets 
allCharacteres array i metoden animateAllCharacters. Sidstnævnte er sat ind i Level 
klassens paintComponent() og på denne måde animeres samtlige characterer. 
 
Animation	  af	  scenerne	  
Animationen af scenernes baggrunde og forgrunde er mere ligetil. Til dette bruges 
metoderne animateBackground og animateForeground. Her vises billederne fra 
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henholdsvis arrayet backgroundPics og foregroundPics. Hvilken plads i arrayet billedet 
skal hentes fra, fastsættes ud fra hvilket nummer den nuværende scene har. 
 
 public void animateBackground(EventCoordinator EC, Graphics g){ 
  //Display the image    
  backgroundPics[EC.currentScene-1].paintIcon(this, g, movingX, 0); 
 }  
 
Baggrundsbilledet, der vil være større end bredden af skærmen, placeres på 
koordinaterne movingX, 0. Værdien af movingX udregnes i metoden calcMovingX. 
Princippet er at desto længere til højre Player er på skærmen, desto mere til venstre vil 
baggrundsbilledet rykke sig. 
 
public void calcMovingX(EventCoordinator EC, Scene thisScene, Player player){ 
  double diff = backgroundPics[EC.currentScene-1].getIconWidth()-
thisScene.xMax; 
  movingX = (int)(-diff / 1200 * player.x); 
 } 
 
Variablen movingX bliver også brugt i metoden animateCharacter til at rykke alle 
karakterer tilsvarende. Dette er for at sikre, at for eksempel døde karakterer flytter med, 
når baggrundsbillederne rykker sig. 
Playerklassen	  
Playerklassen nedarver fra klassen NonDead, der igen nedarver fra klassen Character. 
Alle objekter af karakterklasserne styres til en vis grad af animationsklassen metoder, 
der er med til at sikre, at karaktererne ikke foretager flere handlinger på én gang.  
Alle karakterernes handlinger, såsom at gå eller sparke, har deres egen metode. Disse 
består ofte af to ting. Først laves et kald til setAnimation, som fastsætter den nye 
animationssekvens. Herefter foretages handlingen, der kan bestå i at flytte karakteren 
på x-aksen eller angribe en modstander. 
 
PrioritizeAction	  
Da Player objektet er styret af spillerens tastetryk, skal det kontrolleres hvilke 
handlinger, der må afbrydes af andre handlinger og omvendt. 
 
Til at løse dette, er der i Characterklassen oprettet metoden prioritizeAction og boolean 
arrayet allActions. Alle handlinger har fået tildelt en værdi, som afspejles i allActions. 
Handlinger med en værdi på 3 eller derover må ikke afbrydes overhovedet. Handlinger 
med en værdi på to eller mindre må gerne afbrydes, og når ingen anden handling 
foretages, skal den vende tilbage til handling 0. standStill, moveLeft og moveRight har 
henholdsvis plads nul, et og to, mens attack har plads tre. Alle resterende handlinger 
har en værdi, der er højere end tre. Når en handling køres sættes dens plads i allActions 
til true. Hvis for eksempel metoden moveLeft er aktiv, fordi spilleren holder tasten A 
nede, så sættes allActions[1] til true. Når en anden tast trykkes ned, så sammenligner 
prioritizeAction de to handlingers værdi og undersøger om den ene må afbryde den 
anden. prioritizeAction tager den ønskede handlings nummer som argument. Det sker i 
følgende kode. 
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 //Prioritize between actions 
 public void prioritizeAction(int thisActionNumber){  
  //Go through all actions 
  for(int i = 0; i < allActions.length; i++){ 
   //Find the current action 
   if(allActions[i]==true){ 
    //Check if requested action is the same as it's doing, so it wont' 
interrupt an ongoing action with the same action. 
    if(i != thisActionNumber){ 
     //If current action is walking 
     if(i==1 || i==2){ 
      //If requested action is walking 
      if(thisActionNumber == 1 || thisActionNumber == 2){ 
       //Do it! 
       isAnimationSet=false; 
       allActions[i]=false; 
       allActions[thisActionNumber] = true; 
      } 
      //If requested action is high priority 
      if(thisActionNumber >= 3){ 
       //Do it! 
       isAnimationSet=false; 
       allActions[i]=false; 
       allActions[thisActionNumber] = true; 
      } 
     } 
     //If currentAction is standStill 
     if(i==0){ 
      //If requested is standStill 
      if(thisActionNumber>0){ 
       //Do it! 
       isAnimationSet=false; 
       allActions[i]=false; 
       allActions[thisActionNumber] = true; 
      } 
     } 
    } 
   } 
  } 
 } 
 
Playerklassens metoder for handling kaldes i metoden activePlayer, hvor en metode 
køres, hvis dens plads i allActions arrayet returnerer true. activatePlayer er indsat i 
runLevel metoden i Level klassen. 
 
 if(allActions[3]) attack(); //key K makes player attack 
 if(allActions[4]) kick(); //key L makes player kick 
 
I forbindelse med metoderne moveLeft og moveRight er der som beskrevet i kapitel 3, 
andre andre forhold, der skal gøre sig gældende. Hvis tasten A trykkes ned, mens der 
sparkes, så skal Player flytte sig, når sparket er færdigt, på trods af at tasten blev trykket 
ned inden sparket var overstået. Dette skal ikke gøre sig gældende for andre 
handlinger, hvor der skal altid skal trykkes efter en given handling er overstået. Dette 
opnås med boolean variablerne moveLeft og moveRight, der returnerer true, når 
henholdsvis A og D tasten trykkes ned og false, når tasterne slippes igen. Når for 
eksempel A tasten holdes nede returnerer moveLeft true og der laves et kald til 
prioritizeAction(1). 
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 if(moveLeft) prioritizeAction(1);  
 
I det følgende vil jeg gennemgå Tool klassen og forklare, hvordan Characterobjekterne 
bruger våbenobjekterne til at angribe hinanden med. 
Toolklassen	  
Tool klassen er en forældreklasse som samtlige våben klasser nedarver fra. Den 
indeholder variabler og metoder, der bruges af dem alle. Heriblandt variabler der skal 
angive våbnets rækkevidde, dets styrke og hvor meget det larmer. Der er et par 
metoder i klassen, hvoraf drainEnergy er den centrale. Den tager to argumenter, et 
angribende og et forsvarende Character objekt. Når en karakter laver et angreb laves et 
kald til currentWeapon.drainEnergy. Denne metode laver et kald til Tool klassens 
drainEnergy metode, hvor der bruges currentWeapons værdier. Her måler den også om 
den forsvarende karakter er inden for det angribende våbens rækkevidde. 
 
 public void drainEnergy(Character defender, Character attacker){ 
  if(attacker.faceLeft==true){ 
   if( attacker.x-defender.x > newRange(minRange, attacker, defender) 
&& attacker.x-defender.x < newRange(maxRange, attacker, defender)){ 
    weaponHit(defender, attacker); 
   } 
  }else{ 
   if( defender.x - attacker.x > newRange(minRange, attacker, 
defender) && defender.x - attacker.x < newRange(maxRange, attacker, defender)){ 
    weaponHit(defender, attacker);  
   } 
  } 
 } 
 
Metoden newRange omskalerer våbnets oprindelige rækkevidde i forhold til 
angriberens og forsvarerens ratio. Rækkevidden må nødvendigvis blive mindre, når 
figurerne bliver mindre. 
Hvis den forsvarende karakter er inden for våbnets rækkevidde, laves et kald til 
metoden weaponhit. Her trækkes der en vis mængde energi fra modstanderen og den 
skubbes et stykke væk afhængig af det våben, der angribes med. 
Oprettelse	  og	  brug	  af	  våben	  
Våben objekter oprettes direkte hos de forskellige Characterobjekter, da våbnene blandt 
andet skal kunne skifte hænder. Der oprettes et Bite objekt direkte i konstruktoren på 
Zombie objekter og Kick og Fist oprettes i konstruktoren i NonDead klassen og bliver 
her overført til samtlige Rocker og Player objekters array weapons. Andre våben 
indsættes efterhånden som de erhverves og indsættes i weapons. 
 
Player objektet har to metoder til at angribe med. kick bruges til sparket og attack 
bruges til de resterende våben. Metoden drainEnergy køres, så den er synkroniseret 
med animationssekvensen, der lægger sig til våbnet. Til dette formål bruges 
karakterens variabler timer og pTimer. 
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 public void kick(){ 
  setAnimation(100,9,3); 
  if(this.timer==1 && this.pTimer!=1){ 
   weapons[1].drainEnergy(level.EC.closestEnemy(this), this); 
  } 
 } 
 
Som det blev gennemgået i Animationsklassen, så tager drainEnergy en forsvarende 
spiller og en angribende spiller som argumenter. Player objektet finder frem til den 
forsvarende spiller, ved at bruge metoden closestEnemy, der returnerer den nærmeste 
modstander på den side af Player, som den vender imod. Denne metode findes i 
EventCoordinatorklassen og vil blive gennemgået senere i dette kapitel. 
 
Player objektet har fået tilknyttet arrayet weapons af typen Tool, som indeholder 
samtlige af dens våben. Hver våbentype har deres faste plads i arrayet, så man kan kun 
have én udgave af hvert våben. Med metoderne changeWeaponUp og 
changeWeaponDown kan spilleren skifte mellem de tilgængelige våben. Indtil videre 
inkluderer dette knytnæver og bat. Metodernes opgave er at tildele variablen 
currentWeapon et nyt objekt, hvis dette er muligt.  
I changeWeaponUp undersøges weapons arrayet i en forløkke og der findes frem til det 
nuværende våben. Herefter starter en ny forløkke, der ligeledes kører igennem 
weapons arrayet, men starter fra pladsen efter det nuværende våben. Hvis der findes et 
våben objekt på en af de efterfølgende pladser i arrayet, sættes dette til at være det 
nuværende våben i variablen currentWeapon. Boolean variablen weaponChosen, 
stopper de to forløkker efter første våbenskift, så den ikke skifter op til det sidste våben 
i arrayet hver gang. 
 
public void changeWeaponUp(){ 
 setAnimation(50,4,2); 
 if(this.timer==1 && this.pTimer!=1){ 
  weaponChosen = false; 
  for(int i = 2; i<weapons.length && weaponChosen == false; i++){ 
   if(currentWeapon == weapons[i]){ 
    for(int g = i + 1; g<weapons.length && weapons[g] != null; 
g++){ 
     currentWeapon = weapons[g]; 
     weaponChosen = true; 
    } 
   } 
  } 
 } 
} 
 
changeWeaponDown fungerer efter samme princip, men kører den modsatte vej 
igennem weapons arrayet. 
Zombieklassen	  
Zombieklassen fungerer i høj grad ligesom Playerklassen, der også nedarver fra 
Characterklassen. Til denne opgave er der skrevet en simpel AI, som får zombien til at 
finde nærmeste fjende, gå hen imod denne og angribe den, hvis den kommer tæt nok 
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på. Zombien kan også falde død om, hvis spilleren angriber den nok gange. 
 
Find	  den	  nærmeste	  fjende	  
Et interessant aspekt er, hvordan Zombien finder frem til nærmeste fjende. Metoden 
findNearestEnemy tager den givne zombie som argument og returnerer nærmeste 
fjende. Der oprettes variablen tempBestEnemy af typen Character. Metoden kører i en 
forløkke igennem allCharacteres arrayet fra Scene klassen og udelukker de karakterer 
med samme characterID som den selv. Når den kommer til en plads, hvor der er en 
Character, der ikke er død endnu, vil den første gang sætte tempBestEnemy til at være 
denne. Efterfølgende vil den sammenligne eventuelle andre Characterobjekter med 
tempBestEnemy i forhold til afstanden til sig selv. Den nærmeste af disse returneres. 
 
 public Character findNearestEnemy(Character attacker){ 
  Character tempBestEnemy = null; 
  for(int i = 0; i < thisScene.allCharacters.length; i++){  
   if(thisScene.allCharacters[i]!=null && 
thisScene.allCharacters[i].dead==false){  
    if(thisScene.allCharacters[i].characterID != 
attacker.characterID){ 
     if(tempBestEnemy==null){  
      tempBestEnemy=thisScene.allCharacters[i]; 
     }else{ 
      if(Math.abs(attacker.x-
thisScene.allCharacters[i].x) < Math.abs(attacker.x-tempBestEnemy.x)){ 
       tempBestEnemy = 
thisScene.allCharacters[i];  
      } 
     } 
    } 
   } 
  } 
  return tempBestEnemy; 
 } 
 
Indsæt	  Zombie	  
På baggrund af den udviklede kode er det ligetil at indsætte nye Zombieobjekter i en 
scene. Den følgende linje, vil indsætte en aktiv Zombie i den nuværende Scene på x-
koordinatet 1400. 
 
 thisScene.insertZombie(1400);  
 
Metoden er hentet fra Scene klassen og sørger for at der oprettes et Zombieobjekt. 
Metoden er placeret her, da Zombieobjekter altid knyttes til én bestemt scene. I koden 
køres der med en forløkke igennem arrayet allZombies, der gemmer på samtlige 
Zombieobjekter i en scene, og der findes frem til en tom plads, hvor der indsættes et nyt 
zombieobjekt. Boolean variablen sættes til true, så der kun indsættes én zombie, hver 
gang metoden køres. Herefter laves en ny forløkke, der finder en tom plads i 
allCharacters arrayet og det samme Zombie objekt indsættes også her. 
 
 public void insertZombie(int x){ 
  boolean isInserted = false; 
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  for(int i = 0; i<allZombies.length && isInserted == false; i++){ 
   if(allZombies[i] == null){ 
    allZombies[i] = new Zombie(x, this); 
    isInserted = true;, 
    boolean isInserted2 = false; 
    for(int g = 0; g<allCharacters.length && isInserted2 == 
false; g++){ 
     if(allCharacters[g] == null){ 
      allCharacters[g] = allZombies[i]; 
      isInserted2 = true; 
     } 
    } 
   } 
  }   
 } 
 
Når Zombie objekterne er indsat i de to arrays, allZombies og allCharacters, medfører 
det at deres AI vil blive kørt og de vil kunne blive ramt af fjendernes slag. Der skal ikke 
gøres noget yderligere. I følgende kode ser vi, hvordan samtlige Zombie objekters AI 
bliver kørt, idet de er oprettet i arrayet allZombies. 
 
 public void runZombies(){ 
  for(int i = 0; i<allZombies.length; i++){ 
   if(allZombies[i] != null){ 
    int var = (int)(Math.random()*200); 
    allZombies[i].AI(var); 
   } 
  } 
 } 
 
Funktionskrav 1, handlede om at scenerne skulle forblive som det var, når man 
bevæger sig imellem dem. For at få zombierne til at blive på plads, så er det kun 
metoden runZombies fra den nuværende scene, der kaldes. Det sker i følgende kode, 
som er placeret i runLevel metoden fra Level klassen. 
 
 thisScene.runZombies(); 
 
Derfor ser vi at der ikke skal mere end den førviste og følgende kode til, for at oprette et 
Zombie objekt, der bliver en aktiv del af en scene. 
 
 thisScene.insertZombie(1400);    
EventCoordinatorklassen	  
Klassen EventCoordinator er et stykke fra at være færdig, men jeg vil dog gennemgå de 
få ting, der er blevet implementeret fra denne klasse. Metoden closestEnemy bliver 
indtil videre brugt af Playerobjektet til at returnere den nærmeste modstander på den 
side af spillerens karakter, som den har hovedet vendt imod. Den bruges i drainEnergy 
metoden, når der angribes. Metoden skal senere hen også bruges af Rockerobjekterne, 
når disse bliver implementeret.  
I closestEnemy bruges det nuværende Sceneobjekts allCharacters array endnu en gang. 
Det foregår i store træk på samme måde, som når en Zombie finder frem til sin 
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nærmeste fjende. Forskellen er her at, der bliver skelnet i forhold til, hvilken side af 
angriberen som fjenden står på. 
 
EventCoordinator klassen har også styr på hvilken scene, der er den nuværende med, 
variablen currentScene. I metoden changeScene skiftes scenen, hvis Playerobjektet, går 
ud af billedet på højre eller venstre side af skærmen.  
 
 public void changeScene(double xMax, double xMin){  
  if(player.x>xMax){ 
   currentScene+=1; 
   thisScene.placePlayer(xMin); 
  } 
  if(player.x <xMin){ 
   currentScene -=1; 
   thisScene.placePlayer(xMax); 
  } 
 }  
Foodklassen	  
Klassen Food er forholdsvis simpel og har blot fire variabler. energy angiver værdien 
for hvor meget energi spilleren skal have, når der samles en dåse med mad op. x, y og 
ratio er objektets placering og størrelse i scenen. På grund af problemer med at få et 
interface til at kunne optage både mad og våben, er der oprettet separate metoder i 
Sceneklassen, til at indsætte og opsamle maden. Dåsemad indsættes i allFood arrayet i 
metoden placeInScene, på samme måde som zombier indsættes i arrayet allZombies. 
  
Når der skal samles en omgang dåsemad op, skal der laves et kald til pickupThing. Den 
kører igennem arrayet allFood og tjekker om spillerens karakter er i umiddelbar 
nærhed af en dåse. Er den det, fjernes Foodobjektet fra allFood og spillerens 
energiniveau stiger med 30. Metoden pickupThing kaldes, når spilleren trykker og 
slipper tasten E. 
 
 public void pickupThing(){ 
  boolean isPickedUp = false; 
  for(int i = 0; i<allFood.length && isPickedUp == false; i++){ 
   if(allFood[i] != null){ 
    if(Math.abs(allFood[i].x - player.x) < 30){ 
     player.energyLevel += 30; 
     allFood[i] = null; 
     isPickedUp = true; 
    } 
   } 
  }   
 } 
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