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Resumen
Formularia es una aplicacio´n para dispositivos mo´viles Android que ten-
gan instalada una versio´n 2.2 o superior. Formularia permite la cumpli-
mentacio´n de formularios, previamente programados, con una serie de
restricciones para cada campo, facilitando el correcto rellenado de los mis-
mos.
Palabras clave: Android, Rellenado de formulario, XML, XSLT, Servidor
externo.

Abstract
Formularia is an application for Android mobile device with a 2.2 firmware
version or later. Formularia allows application forms filling, previously pro-
grammed, with a series of restrictions for each field, helping to complete
correctly each one of them
Keywords: Android, Application form filling, XML, XSLT, External server.
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1Pro´logo
1.1 Introduccio´n
El tema abordado en este proyecto de Sistemas Informa´ticos es el desarrollo de una
aplicacio´n para la cumplimentacio´n de formularios, ya sea para una empresa o para
uso pu´blico, en dispositivos mo´viles como PDAs, tablets o tele´fonos multimedia con
sistema operativo Android.
Figure 1.1: Formularia - Icono de la aplicacio´n.
1.2 Objetivos del Proyecto
El principal objetivo de este proyecto de Sistemas Informa´ticos es la creacio´n de una
aplicacio´n para la cumplimentacio´n de formularios en dispositivos mo´viles. La apli-
cacio´n debe permitir:
• La creacio´n de formularios por parte del administrador del sistema de forma que
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se puedan diferenciar por un lado los datos y estructura y por otro el formato de
visualizacio´n de los mismos.
• Estos formularios tienen que tener una estructura definida espec´ıficamente para
cada campo del mismo. Por ejemplo: si un campo es para un email so´lo puede
rellenarse con una direccio´n email. Si el campo es un mes so´lo se podr´ıa rellenar
con algu´n mes del an˜o.
• Estos formularios deben poder ser almacenados en una base de datos externa,
a la que se pueda acceder desde el dispositivo mo´vil y as´ı poder descargar los
formularios a una base de datos interna del propio mo´vil.
• Los formularios que este´n almacenados en el dispositivo mo´vil pueden ser subidos
y/o actualizados a la base de datos externa. As´ı mismo los formularios tienen
que poder ser editables ya este´n guardados en la base de datos interna o en la
externa.
• La aplicacio´n debe poder contar con diferentes usuarios. Estos usuarios pueden
acceder a unos formularios base determinados (llamados formularios-modelo).
Cada usuario puede acceder a todos los formularios rellenados por e´l mismo
(formularios-usuario).
• Un usuario puede pertenecer a ninguno o varios grupos de trabajo. Estos grupos
tienen diferentes permisos de acceso a los formularios-modelo.
• La aplicacio´n debe tener un modo sin conexio´n con el que el usuario pueda tra-
bajar con los formularios-modelo que previamente haya dispuesto para su uso
sin conexio´n. Estos formularios se guardara´n so´lo en la base de datos interna
del mo´vil. Los formularios-usuario (formularios-modelo rellenados) que cree este
modo sin conexio´n tienen que poder ser reclamados por aquellos usuarios que
tengan acceso a los formulario-modelos de los que derivan.
• Tiene que contemplar una opcio´n de seguridad que so´lo permita trabajar de forma
remota con el servidor externo y, as´ı, no guardar nada en el dispositivo.
Figure 1.2: Formularia - La aplicacio´n Formularia en el escritorio de un dispositivo
Android.
1.3 Estructura del documento
La estructura de la memoria es la siguiente:
• En la segunda seccio´n se realiza una introduccio´n a las motivaciones y tecnolog´ıas
ma´s relevantes en el proyecto, as´ı como una breve introduccio´n a las herramientas
existentes y las utilizadas en el proyecto.
• En la tercera seccio´n se describe la aplicacio´n Formularia, presentando sus dis-
tintas pantallas y las distintas funcionalidades dentro de la aplicacio´n, as´ı como
las bases de datos necesarias. Tambie´n se presenta la creacio´n de formularios por
parte del administrador.
• En la cuarta seccio´n se detalla la arquitectura e implementacio´n de la aplicacio´n
Formularia, la documentacio´n necesaria para la implementacio´n de los formularios
y la informacio´n para la creacio´n de la base de datos externa. Y se explicara´ co´mo
crear formularios-modelo personalizados.
• Por u´ltimo, en la quinta seccio´n se presentan las principales conclusiones obtenidas
tras la finalizacio´n del proyecto, as´ı como posibles extensiones y trabajos futuros.

2Revisio´n de conceptos y
tecnolog´ıas
2.1 Introduccio´n
Hoy en d´ıa las nuevas tecnolog´ıas esta´n avanzando ra´pidamente y se esta´n integrando
cada vez ma´s en la vida cotidiana de las personas. Tanto en el trabajo como en el tiempo
de ocio hay tecnolog´ıas como Internet, la telefon´ıa mo´vil y otras que se han hecho
indispensables. Cada vez ma´s cosas son complementadas, si no realizadas totalmente,
con las nuevas tecnolog´ıas haciendo que la realizacio´n de estas se simplifique en gran
medida y se abran a la vez nuevas oportunidades que antes, ya fuera por el tiempo o
la complejidad de hacerlo de otra forma, no eran posibles. En este marco surge la idea
de Formularia como una herramienta para facilitar la labor de cumplimentacio´n de los
formularios.
2.2 Motivaciones
La cumplimentacio´n de formularios es a d´ıa de hoy un hecho cotidiano. Ya sea para
facilitar informacio´n o para realizar un trabajo, independientemente del formato, la
introduccio´n de informacio´n es necesaria y en cada caso tiene a seguir unas reglas. Con
la motivacio´n de aunar todas esas necesidades y darles solucio´n nace Formularia.
5
En un ejemplo pra´ctico se propone un inspector de obra. Este inspector al comenzar
una inspeccio´n debera´ rellenar un formulario esta´ndar cumplimentando los campos de
una manera determinada de forma que cuando termine la inspeccio´n el formulario
sera´ el registro de e´sta. Au´n as´ı, el inspector puede no tener tiempo para terminar
la inspeccio´n, por lo que el formulario quedara´ incompleto pero aun as´ı debera´ ser
guardado para terminarlo ma´s adelante. Una vez terminado este formulario debera´ ser
remitido a un superior o archivado para su posterior ana´lisis.
Esta aplicacio´n no so´lo cubre este caso. El caso de un ciudadano haciendo una
peticio´n de una prestacio´n o el formulario de peticio´n de d´ıas libres o vacaciones,
adema´s de otros muchos ma´s casos. Esta aplicacio´n trata de cubrir todos estos ca-
sos e implementar una solucio´n eficaz para facilitar todo tipo de trabajos abarcando un
a´rea que actualmente no se encuentra cubierta.
2.3 Otras tecnolog´ıas disponibles
En el mercado hay otras alternativas que cubren uno o varios aspectos de los propuestos
por la aplicacio´n Formularia.
2.3.1 Adobe Acrobat Mobile PDF
Adobe tiene a disposicio´n su herramienta Acrobat. Con esta herramienta se permite la
creacio´n de formularios en pdf con campos interactivos adema´s de incluir ima´genes y
v´ıdeos. Adema´s en sus u´ltimas versiones tambie´n se pueden incluir animaciones segu´n
gps, bases de datos y otros. A d´ıa de hoy es una herramienta muy completa pero no
tiene una versio´n para dispositivos mo´viles en el apartado de la edicio´n y realizacio´n
de formularios.
2.3.2 Google Docs
En los u´ltimos an˜os y tras continuas actualizaciones el conjunto de soluciones de
ofima´tica de Google se ha destacado por aceptar muchos tipos de documentos que
Figure 2.1: Adobe Acrobat Mobile - Rellenando formularios en Acrobat Reader Mo-
bile.
pueden ser editados por varios usuarios a la vez en la nube. Una de estas actualiza-
ciones fue la de los formularios de Google, basados en HTML, con 60 temas diferentes y
7 tipos de preguntas. Al igual que con la opcio´n anterior es una herramienta muy com-
pleta pero la aplicacio´n para dispositivos mo´viles no permite hoy en d´ıa ni la creacio´n
ni la edicio´n de formularios.
Figure 2.2: Google Docs - Ejemplo de disen˜o de un formulario con Google Docs.
2.4 Lenguaje de marcado
Los lenguajes de marcado consisten en una manera de codificar un documento de tal
forma que este contenga etiquetas o marcas que proporcionan informacio´n acerca de la
estructura del texto o de su presentacio´n. Algunos ejemplos de este tipo de lenguajes
son: SGML, HTML o XML.
A continuacio´n se pasa a describir de forma concreta XML, por ser el utilizado en
el proyecto como soporte de almacenaje de la parte de los datos de los formularios.
2.4.1 XML
XML (eXtensible Markup Language)[David Hunter 2007] es un metalenguaje extensible
de marcado. Ha sido desarrollado por el World Wide Web Consortium (W3C).
La principal ventaja de XML es su gran versatilidad. XML es una herramienta
utilizada en todo tipo de aplicaciones y para multitud de finalidades. Esto incluye desde
la comunicacio´n de dos ordenadores a trave´s de una red o Internet, hasta la persistencia
de datos, pasando por la definicio´n de la estructura de un tipo de documento.
XML surgio´ como una simplificacio´n y adaptacio´n del SGML (Standard General-
ized Markup Language)[Charles F.Goldfarb 1998]. El lenguaje HTML esta´ definido
en te´rminos del SGML, ya que la normalizacio´n de XML fue posterior al disen˜o del
lenguaje de marcas HTML.
Adema´s, XML cuenta con el concepto de “documento bien formado” y “validez”
como elementos separados:
• Documento bien formado: es aquel documento que cumple todas las definiciones
ba´sicas del formato y puede, por tanto, ser analizado correctamente por cualquier
analizador sinta´ctico que cumpla con los esta´ndares.
• Documento va´lido: es aquel documento que adema´s de ser un documento bien
formado, es decir, cumple con todas las definiciones ba´sicas del formato y por ello
puede ser analizado correctamente, sema´nticamente es correcto, o aquello que
describe tiene sentido. Para que la comprobacio´n de validez se pueda realizar, se
necesitara´ un modelo gramatical del documento, que exprese las relaciones en-
tre los diferentes elementos del documento XML, y que establezca unos l´ımites
para los valores de los atributos. Como un ejemplo, un documento podra´ con-
siderarse inva´lido si guarda en un campo fecha un valor de “31 de febrero de
2010”. La grama´tica documental ser´ıa la encargada de fijar los l´ımites de este
campo “fecha”. XML incluye un formalismo de grama´tica documental denom-
inado DTD (Document Type Definition). No obstante, se han propuesto otros
formalismos con mayor poder expresivo, como XML Schema [Eric van der Vlist
2002].
Figure 2.3: XML - Ejemplo de como codificar un XML
Las partes de un documento XML esta´n bien definidas y son:
• Pro´logo: contiene informacio´n acerca del documento XML. Describe la versio´n
de XML, el tipo de documento, la codificacio´n utilizada, y otro tipo de metain-
formacio´n. Es opcional para que un documento este´ bien formado.
• Cuerpo: el cuerpo debe contener un u´nico elemento ra´ız para que el documento
este´ bien formado. Es obligatorio para que un documento este´ bien formado.
• Elementos: los elementos pueden contener: elementos, caracteres o ambos.
• Atributos: los elementos pueden contener atributos, que son una manera de an˜adir
caracter´ısticas o propiedades a los elementos de un documento. Deben ir entre
comillas para que un documento este´ bien formado.
• Entidades predefinidas: entidades para representar caracteres especiales para que
el analizador sinta´ctico de XML no los interprete como marcado. Por ejemplo,
&amp es el s´ımbolo &.
• Secciones CDATA: es una construccio´n XML para especificar datos utilizando
cualquier cara´cter sin que se interprete como marcado XML. As´ı se consigue que
caracteres especiales no rompan la estructura XML.
• Comentarios: comentarios a t´ıtulo informativo por parte del disen˜ador del XML,
que el procesador de XML ignorara´.
Adema´s de todo lo expuesto, XML cuenta con una gran facilidad de transformacio´n.
XSLT, por ejemplo, es otro esta´ndar desarrollado por el World Wide Web Consortium
(W3C) que permite muy fa´cilmente transformar documentos XML y aplicarles estilos
[Doug Tidwell 2008] pudiendo conseguir un documento HTML a partir de un XML. De
esta manera, se separa el contenido de la presentacio´n de una manera muy natural.
En general, XML cuenta con un ecosistema de herramientas y lenguajes anexos
muy potentes que hacen que trabajar con este lenguaje de marcado sea lo ido´neo en
un gran nu´mero de ocasiones.
2.4.2 XSLT
XSLT (eXtensible Stylesheet Language Transformation) [James Clark y Michael Kay
2007] es un esta´ndar de la organizacio´n World Wide Web Consortium (W3C). Este
lenguaje fue ideado para poder transformar documentos XML en otros sin modificar el
documento original. XSLT realizan la transformacio´n del documento utilizando una o
varias reglas de plantilla creando un nuevo documento que tiene el contenido del XML
original. Este documento de salida puede ser serializado en una sintaxis XML esta´ndar
o en otro formato, como HTML o texto plano. XSLT tambie´n puede ser usado para
transformar un documento XML que obedezca a un DTD determinado en otro que sea
diferente y conseguir que dos bases de datos en DTD puedan ser compatibles.
Figure 2.4: XSLT - Esquema de la utilizacio´n de XML junto con XSLT para formar un
nuevo documento
2.5 Bases de datos
Las distintas bases de datos de la aplicacio´n esta´n implementadas en dos tecnolog´ıas
diferentes: MySql y Sqlite.
2.5.1 MySql
MySQL es un sistema de gestio´n de bases de datos relacional, multihilo y multiusuario
desarrollado como software libre mayormente en el lenguaje ANSI C.
MySQL es un sistema de administracio´n de bases de datos. Una base de datos es una
coleccio´n estructurada de tablas que contienen datos. Para agregar, acceder y procesar
datos guardados en un computador, se necesita un sistema gestor y administrador de
bases de datos como MySQL Server. Los administradores de bases de datos juegan un
papel central en computacio´n, como aplicaciones independientes o como parte de otras
aplicaciones.
Entre sus principales caracter´ısticas podemos encontrar:
• Uso de multihilos mediante hilos del kernel.
• Completo soporte para operadores y funciones en cla´usulas de seleccio´n filtrada.
• Completo soporte para cla´usulas de agrupamiento y ordenado, soporte de fun-
ciones de agrupacio´n
• Seguridad: ofrece un sistema seguro de contrasen˜as y privilegios mediante verifi-
cacio´n basada en el equipo informa´tico anfitrio´n y el tra´fico de contrasen˜as esta´
cifrado al conectarse a un servidor.
• Soporta gran cantidad de datos. MySQL Server tiene bases de datos de hasta 50
millones de registros.
• Los clientes se conectan al servidor MySQL usando una conexio´n TCP/IP en
cualquier plataforma.
• MySQL contiene su propio paquete de pruebas de rendimiento proporcionado con
el co´digo fuente de la distribucio´n de MySQL.
2.5.2 Sqlite
Sqlite es un sistema de gestio´n de base de datos relacional compatible con ACID (Atomi-
cidad, Consistencia, Aislamiento y Durabilidad en castellano) contenida en una pequen˜a
biblioteca escrita en C. Este sistema es de dominio pu´blico y es por ello por lo que se
incluye dentro de Android.
A diferencia de los sistemas de gestio´n de bases de datos cliente-servidor, el motor de
SQLite no es un proceso independiente con el que el programa principal se comunica. En
lugar de eso, la biblioteca SQLite se enlaza con el programa pasando a ser parte integral
del mismo. El programa utiliza la funcionalidad de SQLite a trave´s de llamadas simples
a subrutinas y funciones. Esto reduce la latencia en el acceso a la base de datos, debido
a que las llamadas a funciones son ma´s eficientes que la comunicacio´n entre procesos.
El conjunto de la base de datos (definiciones, tablas, ı´ndices, y los propios datos), son
guardados como un so´lo fichero esta´ndar en la ma´quina anfitriona. Este disen˜o simple
se logra bloqueando todo el fichero de base de datos al principio de cada transaccio´n.
La biblioteca implementa la mayor parte del esta´ndar SQL-92, incluyendo transac-
ciones de base de datos ato´micas, consistencia de base de datos, aislamiento, y dura-
bilidad (ACID), disparadores y la mayor parte de las consultas complejas.
La versio´n utilizada en Android es la 3, que permite bases de datos de hasta dos
terabytes de taman˜o.
2.6 Servidores
El servidor externo, que sostiene la base de datos externa, se trata de un servidor
Apache-Tomcat. Apache-Tomcat es un ta´ndem entre dos servidores: un servidor http
llamado Apache, y un servidor de aplicaciones web llamado Tomcat.
2.6.1 Apache
El servidor HTTP Apache es un servidor web HTTP de co´digo abierto, para plataformas
Unix (BSD,GNU/Linux, etc.), Microsoft Windows, Macintosh y otras, que implementa
el protocolo HTTP/1.1 y la nocio´n de sitio virtual.
Apache se usa principalmente para enviar pa´ginas web esta´ticas y dina´micas en
la red. Muchas aplicaciones web esta´n disen˜adas asumiendo como ambiente de im-
plantacio´n a Apache, o que utilizara´n caracter´ısticas propias de este servidor web.
Apache se usa para muchas otras tareas donde el contenido necesita ser puesto a
disposicio´n en una forma segura y confiable. Un ejemplo es al momento de compar-
tir archivos desde una computadora personal hacia Internet. Un usuario que tiene
Apache instalado en su escritorio puede colocar arbitrariamente archivos en la ra´ız de
documentos de Apache, desde donde pueden ser compartidos.
Los programadores de aplicaciones web a veces utilizan una versio´n local de Apache
con el fin de previsualizar y probar co´digo mientras e´ste es desarrollado.
La licencia de software bajo la cual el software de la fundacio´n Apache es distribuido
es una parte distintiva de la historia de Apache HTTP Server y de la comunidad de
co´digo abierto. La Licencia Apache permite la distribucio´n de derivados de co´digo
abierto y cerrado a partir de su co´digo fuente original.
2.6.2 Tomcat
Tomcat es un servidor web con soporte de servlets y JSPs. Tomcat incluye el compilador
Jasper, que compila JSPs convirtie´ndolas en servlets. El motor de servlets de Tomcat
a menudo se presenta en combinacio´n con el servidor web Apache.
Tomcat puede funcionar como servidor web por s´ı mismo. En sus inicios existio´ la
percepcio´n de que el uso de Tomcat de forma auto´noma era so´lo recomendable para
entornos de desarrollo y entornos con requisitos mı´nimos de velocidad y gestio´n de
transacciones. Hoy en d´ıa ya no existe esa percepcio´n y Tomcat es usado como servidor
web auto´nomo en entornos con alto nivel de tra´fico y alta disponibilidad.
Dado que Tomcat fue escrito en Java, funciona en cualquier sistema operativo que
disponga de la ma´quina virtual Java.
3Formularia
3.1 Introduccio´n
Formularia es una aplicacio´n que pretende cubrir un campo que esta´ poco explotado
en los dispositivos mo´viles: la posibilidad de rellenar de forma correcta formularios
con una serie de restricciones en cada campo. Estas restricciones sirven para que el
programador del formulario-modelo pueda guiar al usuario a la hora de rellenar un
formulario. Si el programador decide que en el campo nombre del formulario solo
puede venir un nombre lo indicara´ en la seccio´n de restricciones del campo, as´ı cuando
el usuario rellene el formulario se le indicara´ que en ese campo so´lo se puede introducir
un nombre va´lido (nombre compuesto por ma´s de dos letras y sin nu´meros).
Figure 3.1: Formularia - Es una aplicacio´n para sistemas Android 2.2 o superior.
Lo anteriormente dicho, junto con la posibilidad de rellenar estos formularios desde
un dispositivo mo´vil Android, son dos de las tres finalidades de la aplicacio´n Formularia.
La tercera finalidad de esta aplicacio´n es explicar y dar la infraestructura necesaria
para poder almacenar estos formularios, tanto el modelo como el formulario-usuario,
los usuarios, los grupos y los permisos necesarios para poder hacer uso de la aplicacio´n
de una forma correcta.
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3.2 La aplicacio´n
3.2.1 Vistas
Formularia dispone de distintas vistas para poder realizar todos las tareas necesarias
de la aplicacio´n: autenticarse, crear o abrir un nuevo formulario nuevo, visualizar un
formulario ya rellenado o poder cambiar las preferencias de la aplicacio´n, entre otras
vistas. A continuacio´n se describen en profundidad cada una de ellas.
3.2.1.1 Login
En esta vista se muestran varias opciones. La principal es la de iniciar sesio´n con un
nombre de usuario y una contrasen˜a y la opcio´n de poder iniciar sesio´n automa´ticamente
a la hora de iniciar la aplicacio´n. Si el usuario o la contrasen˜a son erro´neas o no se esta´
conectado a Internet a la hora de pulsar en el boto´n de login aparecera´ un mensaje
avisando del error.
Figure 3.2: Vista Login - Vista inicial de la pantalla y el aviso de error al introducir un
usuario erro´neo.
Desde esta vista se puede acceder, pulsando en el boto´n de menu´, a las opciones de
menu´ que son dos:
Figure 3.3: Vista Login - Opciones disponibles al pulsar sobre el boto´n de menu´ del
mo´vil.
• Modo sin conexio´n: desde esta opcio´n se puede entrar en la aplicacio´n sin necesi-
dad de usuario o contrasen˜a va´lidos o si no se tiene conexio´n a Internet, pero so´lo
se puede acceder a los modelo-formularios previamente dispuestos para ello desde
un usuario registrado.
• Preferencias: desde esta opcio´n se puede configurar la url y el puerto del servidor
externo donde se encuentra la base de datos externa y la opcio´n de poder conec-
tarse mediante el uso de la conexio´n de datos, adema´s de wifi, del dispositivo
mo´vil.
Figure 3.4: Vista Login - Opciones accesibles en el menu´ de preferencias desde la vista
de Login.
3.2.1.2 Pantalla Principal
En esta pantalla hay dos botones:
• Nuevo: desde este boto´n se accede a otra vista donde se puede seleccionar el
formulario-modelo desde el que se desea crear un nuevo formulario.
• Abrir: al pulsar este boto´n se accede a los formularios-usuarios disponibles para
ese usuario.
Si se pulsa el boto´n de menu´ del mo´vil se accede a tres opciones. A estas tres
opciones se podra´ acceder desde cualquier otra vista durante toda la aplicacio´n excepto
la de Login.
Figure 3.5: Pantalla Principal - Vista general de la aplicacio´n una vez logueado.
Opciones disponibles en el menu´.
• Preferencias: se explicara´ ma´s adelante este menu´.
• Logout: para poder salir a la vista de Login para cambiar de usuario.
• Sincronizar: al activar esta opcio´n los formularios-usuarios del usuario actual se
sincronizara´n automa´ticamente con el servidor externo. Esta opcio´n tiene varias
preferencias seleccionables desde el menu´ de preferencias.
3.2.1.3 Nuevo Formulario
En esta vista aparece una lista con los formularios-modelos accesibles desde el usuario
actualmente logueado en la aplicacio´n. En esta lista cada formulario-modelo aparece
con un nombre del formulario, una descripcio´n y un icono. Este icono indica si el
formulario-modelo esta´ en el servidor remoto so´lo o tambie´n esta´ guardado en el dis-
positivo. Si lo tenemos almacenado en el dispositivo, se puede acceder a este formulario-
modelo desde el modo sin conexio´n.
Figure 3.6: Nuevo Formulario - Lista de formularios-modelos disponibles para el
usuario actual.
Al pinchar sobre un formulario-modelo aparecera´ una ventana nueva en la que se
tendra´ que introducir el nombre con el que se quiere identificar el formulario-modelo
que se va a rellenar.
Al mantener pulsado sobre un formulario-modelo aparecera´ un menu´ contextual que
nos permite guardar el formulario en la base de datos interna del dispositivo.
Figure 3.7: Nuevo Formulario - Diferentes opciones del menu´ contextual al mantener
pulsado sobre un formulario-modelo.
3.2.1.4 Abrir Formulario
Desde esta vista se puede acceder a una lista con los formularios-usuarios. Cada
formulario-usuario tiene el nombre con el que se guardo´, la descripcio´n del formulario-
modelo del que procede y el nombre del usuario al que pertenece (esto sirve para iden-
tificar si hay algu´n formulario-usuario rellenado en el modo sin conexio´n y, as´ı, poder
reclamarlo para el usuario actual). Adema´s de estos tres campos cada formulario tiene
un icono diferente para indicar el estado de sincronismo entre la base de datos interna
y la externa. El significado de estos iconos se explica en el punto 3.2.4 de esta memoria.
Al pulsar sobre un formulario se pasa a la Vista Previa del mismo donde posterior-
mente se podra´ editar si as´ı se desea.
Al mantener pulsado sobre el formulario rellenado por el usuario aparecera´ un menu´
contextual que nos permitira´ aplicar las siguientes opciones:
Figure 3.8: Abrir Formulario - Lista de formularios-usuario disponibles para el usuario
actual.
• Guardar como copia: permite guardar una copia del formulario-usuario selec-
cionado.
• Eliminar: permite eliminar el formulario-usuario seleccionado.
• Sincronizar: permite sincronizar el formulario-usuario seleccionado. Esto de-
pende de las opciones activadas en el menu´ de preferencias.
Si el formulario-usuario proviene del modo sin conexio´n so´lo se dispondra´ de la
opcio´n Reclamar formulario. Con esta opcio´n se puede reclamar un formulario-usuario
rellenado en el modo sin conexio´n y, as´ı, este formulario pasara´ a pertenecer al usuario
actual.
3.2.1.5 Vista Previa
Vista Previa tiene diferentes visualizaciones dependiendo de que´ vista anterior se pro-
ceda o de si el formulario es correcto o no.
Figure 3.9: Abrir Formulario - Menu´ contextual que se despliega al mantener pulsado
sobre un formulario-usuario.
Si se procede de Nuevo Formulario la Vista Previa tendra´ dos elementos. Una
previsualizacio´n del formulario-modelo sin rellenar y un boto´n Editar, que al pulsar
sobre e´l pasaremos a la vista de Rellenar Formulario.
Si se procede de Rellenar Formulario so´lo se vera´ la visualizacio´n del formulario-
modelo con los campos que este´n rellenos hasta el momento.
Si se procede de Abrir Formulario o Rellenar Formulario y el formulario esta´ sin
completar, aparecera´ la visualizacio´n del formulario-usuario y el boto´n de Editar. Si el
formulario esta´ completo y bien relleno aparecen las opciones de Compartir y Editar.
Con Compartir se puede enviar un .jpg de la Vista Previa formulario rellenado por
email u otras aplicaciones que hagan uso del Intent Extra Stream de Android.
3.2.1.6 Rellenar Formulario
En esta ventana nos aparecera´n todos los elementos necesarios para rellenar el formulario-
modelo de forma adecuada. Esta pantalla depende de co´mo este´ programado el formulario-
modelo en el XML. Normalmente aparecera´ un t´ıtulo y una o varias casillas para in-
Figure 3.10: Vista Previa - Previsualizacio´n del formulario-modelo.
Figure 3.11: Vista Previa - Vista previa del Formulario-usuario rellenado.
Figure 3.12: Vista Previa - Formulario con una firma realizada por el usuario.
troducir los datos necesarios para la correcta cumplimentacio´n del mismo. Si la casilla
esta´ correctamente rellenada se coloreara´ el borde de verde, si no lo esta´ el borde sera´
rojo y saldra´ un aviso al desmarcar la casilla con un mensaje explicativo indicando que´
hay que introducir para que sea correcto.
Figure 3.13: Rellenar Formulario - Campos rellenados correctamente aparecen en
verde, los incorrectos en rojo. Aviso de como rellenar el campo en rojo de forma correcta.
Adicionalmente podra´n encontrarse elementos como casillas de verificacio´n y cuadros
de firmas. Las casillas de verificacio´n podra´n marcarse o desmarcarse. Al pulsar un
cuadro de firmas, la aplicacio´n pasara´ a la interfaz de firmar.
Al final de la ventana aparecera´n dos botones:
• Vista Previa: lleva al usuario a la pantalla de Vista Previa.
• Guardar: al pulsar sobre este boto´n aparecera´ una ventana emergente pregun-
tando do´nde se quiere guardar el formulario: en el servidor externo o en el dispos-
itivo mo´vil. Una vez guardados, los formularios-modelos pasan a ser formularios-
usuarios y so´lo podra´n ser accedidos por ese usuario.
Figure 3.14: Firmar - Visualizacio´n de como quedar´ıa la firma en la vista Rellenar
Formulario.
3.2.1.7 Firmar
Esta ventana es muy sencilla. Se compone simplemente de un fondo negro sobre el que
se pueden realizar trazos. Una vez realizada la firma, una pulsacio´n en el boto´n Atra´s
retornara´ a la vista Rellenar Formulario actualizando la imagen del cuadro de firmas.
3.2.1.8 Preferencias
Desde este menu´ se pueden seleccionar diversas preferencias:
• Usar conexio´n de datos: permite sincronizar con la base de datos externa usando
una conexio´n de datos. Si el usuario no quiere consumir conexio´n de datos es
recomendable desactivar esta opcio´n y usar la conexio´n wifi del dispositivo.
• Servidor externo: al activar esta opcio´n tienen prioridad las copias de los for-
mularios guardadas en el servidor externo. De esta forma los formularios del
dispositivo se sobreescribira´n sin preguntar al usuario si se encuentra una versio´n
ma´s reciente.
Figure 3.15: Firmar - Pantalla para introducir la firma.
• Sincronizar locales: cuando se activa esta opcio´n los formularios locales se suben
al servidor automa´ticamente en la sincronizacio´n.
• No mantener datos: esta preferencia, cuando esta´ activa, no mantiene ningu´n
dato en el dispositivo al so´lo trabajar con los datos del servidor remoto. Debido
a esto no se podra´n almacenar formularios sin conexio´n y no se podra´ entrar en
modo sin conexio´n.
• Servidor remoto: permite escribir la direccio´n del servidor remoto y el puerto del
mismo.
Para la vista de Login el menu´ de preferencias so´lo tiene la opcio´n de Usar conexio´n
de datos y Servidor remoto.
3.2.2 Edicio´n de formularios
La edicio´n de formularios es la funcio´n principal de la aplicacio´n Formularia. Con ella se
puede rellenar de una forma correcta (segu´n este´ programado el formulario en el XML)
un formulario-modelo. Un formulario se compone de campos de edicio´n, etiquetas de
texto y cuadros de marcado.
• Etiquetas de texto: es donde aparece el texto fijo de un formulario. “Nombre y
Apellidos” ser´ıa un ejemplo, “Direccio´n” otro o el t´ıtulo del formulario ser´ıa otro.
Figure 3.16: Preferencias - Ventana de preferencias en la que se puede modificar, entre
otras cosas, la prioridad de sincronizacio´n de los formularios.
• Campos de edicio´n: es donde el usuario va a introducir los datos con los que
desea rellenar el formulario. Estos campos, por defecto, tienen un texto indicativo
que debe introducir el usuario. Si el usuario introduce un valor correcto (viene
indicado en la restricciones del campo en el XML, se explica en el punto 4 de la
memoria) el campo de edicio´n correspondiente pasara´ a tener los bordes verdes.
Si el valor es incorrecto, el campo tendra´ los bordes rojos y aparecera´ en la parte
inferior de la aplicacio´n una ventana indicando los valores necesarios a introducir
para que el campo sea correcto (so´lo admite nu´meros o debe ser una direccio´n de
correo, por ejemplo).
• Casillas de verificacio´n: son pequen˜as casillas que tienen la posibilidad de estar
marcadas o no. Estas casillas deben venir acompan˜adas de un texto indicativo
junto a ellas.
• Cuadros de firmas: son ima´genes que al pulsarlas, muestran una pantalla negra
sobre la que se pueden realizar trazos como si de una pizarra se tratase. Una vez
realizada la firma, el cuadro se actualiza mostrando una vista previa del trazo
recie´n realizado.
Una vez abierta la ventana de edicio´n de formulario se podra´ guardar de dos maneras
diferentes:
• So´lo copia local: se guarda el formulario-usuario en la base de datos interna del
dispositivo.
• Servidor: el formulario-usuario se guarda tanto en la base de datos externa como
en la interna del mo´vil.
3.2.3 Seguridad
Desde el punto de vista de la seguridad, cada usuario posee un nombre de usuario y una
contrasen˜a con la que puede acceder a la aplicacio´n desde la pantalla de Login. Adema´s,
cada usuario tiene permitido el acceso a formularios modelo que vienen determinados
por los grupos a los que pertenece el usuario, que tienen a su vez permisos sobre los
formularios, y los permisos asociados al usuario directamente. Estos permisos deben
ser definidos por el administrador de la base de datos.
Cada usuario puede acceder a los formularios usuario que ha creado y, adema´s, a
los que han sido creados con el modo sin conexio´n para poder reclamarlos. Para crear
estos u´ltimos no hace falta tener conexio´n a Internet y se debe entrar como invitado,
usando el modo sin conexio´n como se ha descrito en el apartado dedicado a la pantalla
de Login.
3.2.4 Conectividad
La parte de conectividad de Formularia es uno de los servicios ma´s importantes de la
aplicacio´n. Nos permite poder compartir los formularios con un servidor externo o con
otras aplicaciones del dispositivo mo´vil (siempre bajo la responsabilidad del usuario).
La conectividad con otras aplicaciones del mo´vil se puede realizar desde la Vista
Previa de la aplicacio´n, haciendo uso del boto´n Compartir (so´lo se puede hacer si el
formulario esta´ correctamente rellenado y se dispone de conexio´n a Internet). Una vez
pulsado el boto´n, la aplicacio´n realiza un captura de la visualizacio´n del formulario y
e´sta puede ser compartida con otras aplicaciones que se tengan en el dispositivo, que
permitan recibir ima´genes .jpg, por ejemplo: mail, whatsapp, dropbox, ubuntuone...
La conectividad con el servidor externo es uno de los puntos clave de esta aplicacio´n:
el poder mantener sincronizados distintos formularios, ya sean modelo o usuario, con
distintos dispositivos mo´viles mediante un servidor, es lo que permite usar esta apli-
cacio´n de una forma eficiente. Por ello, en la aplicacio´n se pueden diferenciar distintos
estados de los formularios con respecto a la base de datos externa e interna.
3.2.4.1 Formulario-modelo
El formulario-modelo so´lo tiene dos estados:
• So´lo servidor remoto: el formulario-modelo esta´ en la base de datos externa.
Figure 3.17: So´lo servidor remoto - So´lo podra´s acceder a este formulario si tienes
conexio´n a Internet.
• Sincronizado: el formulario-modelo esta´ tanto en la base de datos externa como
en la base de datos del dispositivo mo´vil. Esto permite poder rellenar formu-
larios estando en el modo “sin conexio´n” o, en caso de haber logueado antes y
haber perdido temporalmente la conexio´n, admite poder rellenar los formularios
disponibles localmente.
Figure 3.18: Sincronizado - Para poder trabajar con un formulario-modelo en modo
sin conexio´n necesitas tenerlo guardado localmente en el dispositivo.
3.2.4.2 Formulario-usuario
El formulario-usuario permite varios estados de sincronizacio´n:
• So´lo servidor remoto: el formulario-usuario esta´ en la base de datos externa.
Figure 3.19: So´lo servidor remoto - El formulario-usuario so´lo esta´ almacenado en el
servidor externo.
• So´lo servidor local: el formulario-usuario so´lo es accesible desde el dispositivo
mo´vil
Figure 3.20: So´lo servidor local - El formulario-usuario es una copia local.
• Sincronizado: el formulario-usuario esta´ tanto en la base de datos externa como en
la base de datos del dispositivo mo´vil. El formulario-usuario esta´ completamente
sincronizado en las dos bases de datos.
Figure 3.21: Sincronizado - El formulario-usuario esta´ tanto en el servidor externo
como en el mo´vil y son la misma versio´n.
• Versio´n ma´s nueva en el servidor remoto: en la base de datos externa hay una
versio´n ma´s nueva del formulario-usuario y avisa de que har´ıa falta sincronizar.
• Versio´n ma´s nueva en el servidor local: en la base de datos interna hay una
versio´n ma´s nueva del formulario-usuario y avisa de que har´ıa falta sincronizar
para tener una copia actualizada en el servidor externo.
Figure 3.22: Versio´n ma´s nueva en el servidor remoto - Hace falta actualizar el
formulario del mo´vil.
Figure 3.23: Versio´n ma´s nueva en el servidor local - Hace falta subir el formulario
al servidor externo para actualizar la copia all´ı almacenada.
• Sucio: las versiones del formulario-usuario son iguales en el servidor externo y
en el dispositivo, pero en este u´ltimo ha sido modificado mientras no hab´ıa una
conexio´n activa, por lo que es necesaria una sincronizacio´n.
Figure 3.24: Sucio - Se necesita sincronizar para actualizar el formulario.
3.3 La base de datos
La base de datos es un componente esencial de la aplicacio´n que se encarga de guardar
los datos de los distintos usuarios, seguridad, formularios-modelo, formularios-usuario,
etc. Debido al comportamiento de la aplicacio´n nos encontramos con dos tipos de base
de datos.
3.3.1 Base de datos interna
Esta es la base de datos que se encuentra localizada en el interior del dispositivo donde
este´ instalada la aplicacio´n. Esta base de datos contiene los datos necesarios para una
ejecucio´n local de la aplicacio´n (sin el apoyo del servidor) ya sea porque as´ı se especifica
o por la conectividad disponible en un momento dado. Estos datos incluyen los de los
formularios-modelo que se quieran almacenar de forma local, as´ı como los formularios-
usuario que tambie´n se quieran almacenar de esta forma. Estos datos se sincronizara´n
o no con los de la base de datos externa segu´n el usuario lo haya especificado.
Con la eleccio´n de diversas opciones en la aplicacio´n esta base de datos puede llegar
a ser innecesaria, haciendo as´ı que toda la informacio´n so´lo pueda ser obtenida de la
base de datos externa.
3.3.2 Base de datos externa
Esta es la base de datos que se encuentra localizada en un dispositivo o servidor externo
al dispositivo donde este´ instalada la aplicacio´n y es capaz de servir informacio´n a
distintos dispositivos mo´viles con distintos usuarios. Para acceder a e´sta es necesario
contar con la conectividad necesaria.
Contiene la informacio´n relativa a la seguridad de acceso a los formularios, tanto
en el nivel de grupo como de usuario. Tambie´n contiene la informacio´n de grupos y los
grupos a los que pertenece cada usuario, as´ı como la informacio´n de usuarios. Adema´s
incluye la informacio´n de los formularios modelo que vayamos a utilizar en el editor
y los formularios de usuario que han sido generados y sincronizados con esta base de
datos externa.
En un punto posterior se tratara´ la estructura concreta de ambas bases de datos.
3.4 Programacio´n de formularios
Es esencial para el uso de la aplicacio´n la existencia de formularios-modelo creados por
los administradores del servidor externo sobre el que este´ funcionando la aplicacio´n.
Estos formularios son creados de la siguiente forma:
1. Se crea un archivo XML con el contenido de los elementos de dicho formulario.
2. Se crea el archivo XSLT que da forma a esos formularios.
A partir de estos dos archivos, la aplicacio´n es capaz de generar un documento html
bien formateado, el cual se muestra como resultado.
Estos archivos han de ser proporcionados por un usuario administrador y han de
ser incluidos en la base de datos para su posterior disponibilidad para los usuarios.

4Desarrollo e Implementacio´n
4.1 Introduccio´n
Formularia esta´ construido sobre Android 2.2 mediante Eclipse en el lenguaje Java. Por
otra parte esta´ construido el servidor externo mediante Apache Tomcat en Netbeans
con el lenguaje Java, el cual puede ser reemplazado por cualquier otro que acepte y
devuelva las peticiones de la misma forma que lo hace el implementado.
En esta seccio´n se describe el desarrollo seguido para la construccio´n de la aplicacio´n,
as´ı como cada una de las partes que la componen.
4.2 Me´todo de Desarrollo
Al inicio del proyecto se decidio´ dividir este en mo´dulos o partes. La realizacio´n de cada
uno de estos mo´dulos fue encargada a una persona diferente bajo unos requerimientos
definidos, para luego proseguir con su integracio´n en el proyecto. De este modo se sigue
una estructura descentralizada en la que las decisiones de cada parte del proyecto,
mientras no afecten a la totalidad o a otra parte, las decide la persona encargada de
estas. Los mo´dulos en los que se decidio´ dividir el proyecto fueron: interfaz, editor y
bases de datos.
La parte de interfaz comprende la este´tica de la aplicacio´n e interaccio´n con esta.
En este mo´dulo se incluyen la realizacio´n de las distintas vistas, excepto la de edicio´n,
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con la preparacio´n de las distintas estructuras que deben mostrar los datos a partir de
los obtenidos de la base de datos.
El mo´dulo de edicio´n se encarga de construir y mostrar la vista de edicio´n de
formulario a partir de un XML obtenido de la base de datos, y la vista previa a partir
de un XSLT asociado. Tambie´n es la parte encargada de actualizar el contenido del
XML una vez se ha terminado de editar un formulario, que es el paso previo a guardarlo
en la base de datos.
Por u´ltimo, el mo´dulo de la base de datos se encarga de gestionar, tanto la base
de datos interna del dispositivo, como la base de datos externa, para servir los datos
necesarios.
La primera dificultad de este proyecto resid´ıa en que ninguno de los integrantes del
grupo hab´ıa trabajado en el desarrollo de una aplicacio´n en Android ni en ninguna otra
plataforma mo´vil. Por ello llevo´ un tiempo acostumbrarse a las particularidades de
un lenguaje que, aunque utiliza funciones y procedimientos de Java, tiene sus propios
me´todos y variables. Adema´s de esto las bases de datos utilizadas limitaban el tipo de
datos a utilizar, no teniendo SQLite tipo de datos fecha por ejemplo, lo que hizo que
se tuvieran que replantear algunos conceptos.
Una vez terminado un mo´dulo, este se pon´ıa en comu´n y se analizaba si el disen˜o era
correcto, faltaban funcionalidades o hab´ıa que implementar otras nuevas. Terminado
este proceso con todos los mo´dulos, se pasaron a integrar todos en el proyecto. Una
vez terminada esa parte del desarrollo, pasamos a hacer iteraciones o etapas de trabajo
en las que se analizaba si se cumpl´ıan las especificaciones acordadas y, en caso de que
estas no se cumplieran, se pasaba de nuevo a la fase de implementacio´n para hacer las
correcciones especificadas.
Algunas de las caracter´ısticas que ma´s iteraciones necesitaron fueron la seguridad,
la interaccio´n con la base de datos y la edicio´n de los formularios. En el primer caso,
mientras se avanzaba en el desarrollo, se vio´ que la seguridad planteada no era suficiente,
por lo que se tuvo que desarrollar un modo sin conexio´n ya que no se pod´ıa guardar
en la base de datos interna ninguna credencial. Este modo sin conexio´n, a su vez, hizo
que la base de datos sufriera cambios que provocaron que el nu´mero de iteraciones
necesarias fuera superior, ya que hab´ıa que asegurar que los datos eran suficientes en
el modo sin conexio´n. Adema´s para la base de datos externa, en un estad´ıo temprano
del desarrollo se decidio´ que ser´ıa implementada en el propio dispositivo, para facilitar
el desarrollo y control de errores, por lo que posteriormente tuvo que trasladarse a un
servidor externo que tambie´n tuvo que ser implementado. En cuanto a la edicio´n de
formularios, esta fase tuvo ma´s iteraciones debido a que se decidio´ implementar diversas
caracter´ısticas y funcionalidades adicionales, que no se hab´ıan tenido en cuenta en un
principio, pero que se consiedaron necesarias posteriormente.
Una vez terminado todo esto se paso´ a la etapa de prueba de la aplicacio´n. En esta,
tratamos de simular un uso normal de la aplicacio´n para localizar los u´ltimos errores y
corregirlos antes del lanzamiento de una versio´n estable.
Respecto a la arquitectura de la aplicacio´n se ha seguido el patro´n de disen˜o MVC
(Modelo, Vista, Controlador), un patro´n de disen˜o fundamentado en encapsular por
separado el almacenamiento de los datos (Modelo), la interfaz que muestra esos datos
(Vista), y la lo´gica de negocio (Controlador).
Este patro´n se aplica, en una forma general, para toda la aplicacio´n en la que el
modelo corresponder´ıa con las bases de datos, las vistas con las distintas interfaces y
el controlador con las clases que gestionan la comunicacio´n con la base de datos.
Adema´s este patro´n se aplica tambie´n de forma particular a la interfaz de edicio´n de
formularios, en cuyo caso la vista corresponde con la interfaz, y el modelo (que contiene
los datos del formulario que se esta´ editando en el momento en el que se muestra la
vista) esta´ mantenido en la memoria del terminal telefo´nico mo´vil.
Sin embargo, debido a que la interfaz de edicio´n de formularios ha de ser generada
dina´micamente y de forma dependiente de los datos contenidos en el modelo, el con-
trolador no realiza todas las funcionalidades que deber´ıa. Esto es debido a que en el
desarrollo de una aplicacio´n para el sistema operativo android, cada vista que se mues-
tra al usuario es generada en una nueva actividad. Y es esta actividad la que carga con
la labor lo´gica de generar los contenidos de la interfaz.
Adema´s el modelo esta´ estructurado de tal forma que cada uno de sus elementos
dispone de los datos necesarios para comprobar su validez. Dado que tanto la fun-
cionalidad de generar la vista es soportada por e´sta misma y que la funcionalidad de
mantener la estabilidad estructural de los datos contenidos en el modelo es soportado
por e´ste, el controlador realiza ma´s una labor de comunicacio´n entre vista y modelo
que de control y computacio´n.
4.3 Estructura de la base de datos
La estructura de la base de datos puede dividirse en dos partes diferenciadas. Por un
lado tenemos la parte de la seguridad que solo se encuentra en el servidor externo y
por el otro, tenemos la parte de almacenamiento de formularios donde se encuentran
los formularios modelo y los formularios de usuario.
4.3.1 Base de datos interna
La base de datos interna solo puede contener datos sobre los formularios que el usuario
guarda y los modelos que quiere tener el usuario en el modo local o sin conexio´n. Esto es
as´ı como una medida de seguridad ma´s contra el acceso no deseado. Si en la aplicacio´n
el usuario decide no guardar datos en el dispositivo, esta base de datos estara´ vac´ıa.
La tecnolog´ıa utilizada para la implementacio´n de esta base de datos es la de SQLite
la cual se incluye nativamente en Android. Este sistema tiene mu´ltiples limitaciones
que se reflejan en las distintas particularidades de la construccio´n de la base de datos.
Por mencionar algu´n ejemplo el tipo de datos para fechas no existe por lo que usamos
un entero con los milisegundos representando el tiempo UNIX.
La estructura es la siguiente :
FORMULARIO MODELO:
• ID FORMULARIO: un autonume´rico para que cada formulario insertado pueda
ser identificado independientemente.
• ID USUARIO: identificador que representa al usuario propietario del formulario-
modelo.
• NOMBRE: nombre del formulario.
• DESCRIPCION: descripcio´n del cometido del formulario u otra informacio´n sobre
este.
• ARCHIVO XML: archivo XML que representa el formulario en forma de cadena.
• ARCHIVO XSLT: archivo XSLT que representa la visualizacio´n del formulario
en forma de cadena.
• FECHA CREACION: fecha de creacio´n del formulario.
• FECHA BAJA: fecha de baja del formulario. Si es NULL significa que el formu-
lario esta´ activo.
El ID USUARIO es necesario para saber que´ usuario es el que ha hecho que el
formulario-modelo representado por el registro este´ disponible de forma local.
FORMULARIO USUARIO:
• ID FORMULARIO USUARIO INTERNO: un autonume´rico para que cada
formulario-usuario insertado pueda ser identificado independientemente.
• ID FORMULARIO USUARIO: identificador que representa el formulario-usuario
en la base de datos externa. Si el formulario es solo local el valor de este campo
sera´ 0.
Figure 4.1: Base de datos interna - Esquema de como esta´ implementada la base de
datos interna.
• ID FORMULARIO: identificador que representa el formulario-modelo del cual es
instancia este formulario-usuario.
• ID USUARIO: identificador que representa al usuario propietario del formulario-
usuario.
• NOMBRE: Nombre dado a este formulario-usuario.
• ARCHIVO XML: archivo XML que representa el formulario en forma de cadena.
• ARCHIVO XSLT: archivo XSLT que representa la visualizacio´n del formulario
en forma de cadena.
• NOMBRE USUARIO: nombre del usuario propietario de este formulario-usuario.
• DESCRIPCION FORMULARIO: descripcio´n del modelo del que proviene este
formulario-usuario.
• VERSION: nu´mero que representa la versio´n del formulario.
• CORRECTO: nu´mero que adquiere los valores 0(false) y 1(true) representando
si el formulario esta´ cumplimentado correctamente o no.
• SUCIO: nu´mero que adquiere los valores 0(false) y 1(true) representando si el
formulario esta´ cumplimentado correctamente o no.
• LOCAL: nu´mero que adquiere los valores 0(false) y 1(true) representando si el
formulario solo se encuentra en la base de datos interna.
• FECHA CREACION: fecha de creacio´n del formulario.
• FECHA MODIFICACION: u´ltima fecha de modificacio´n del formulario.
• FECHA BAJA: fecha de baja del formulario. Si es NULL significa que el formu-
lario esta´ activo.
En el caso de los formularios que solo son locales el campo LOCAL contendra´ el
valor 1 y el campo versio´n y el campo ID FORMULARIO USUARIO contendra´n el
valor 0. Adema´s el campo SUCIO contendra´ siempre un 1 en este caso. Los campos
NOMBRE USUARIO y DESCRIPCION FORMULARIO son necesarios ya que en el
caso de estar en el modo desconectado o sin conexio´n, estos campos no podra´n ser
obtenidos de otra forma que contenerlos en esta tabla.
4.3.2 Base de datos externa
La base de datos externa incluye la seguridad de la aplicacio´n adema´s de almacenar los
formularios. A la hora de intentar acceder a un formulario hay dos niveles de seguridad:
el nivel de usuario y el nivel de grupo. Si un usuario pertenece a un grupo y este tiene
permitido el acceso a un modelo de formulario, el usuario podra´ acceder al formulario.
De la misma manera si el grupo tiene el acceso restringido lo tendra´ tambie´n el usuario.
Si un usuario tiene acceso permitido (o no permitido) a un modelo, directamente este
permiso se superpone a los que el usuario pueda tener por pertenecer a un grupo,
es decir, si esta´ permitido por usuario y denegado por grupo podra´ acceder de todas
maneras.
La estructura es la siguiente:
FORMULARIO MODELO:
• ID FORMULARIO: un autonume´rico para que cada formulario insertado pueda
ser identificado independientemente.
• NOMBRE: nombre del formulario.
• DESCRIPCION: descripcio´n del cometido del formulario u otra informacio´n sobre
este.
• ARCHIVO XML: archivo XML que representa el formulario en forma de cadena.
• ARCHIVO XSLT: archivo XSLT que representa la visualizacio´n del formulario
en forma de cadena.
• FECHA CREACION: fecha de creacio´n del formulario.
• FECHA BAJA: fecha de baja del formulario. Si es NULL significa que el formu-
lario esta´ activo.
FORMULARIO USUARIO:
• ID FORMULARIO USUARIO: un autonume´rico para que cada formulario-usuario
insertado pueda ser identificado independientemente.
• ID FORMULARIO: identificador que representa el formulario-modelo del cual es
instancia este formulario-usuario.
• ID USUARIO: identificador que representa al usuario propietario del formulario-
usuario.
• NOMBRE: Nombre dado a este formulario-usuario.
• ARCHIVO XML: archivo XML que representa el formulario en forma de cadena.
• ARCHIVO XSLT: archivo XSLT que representa la visualizacio´n del formulario
en forma de cadena.
• VERSION: nu´mero que representa la versio´n del formulario.
• CORRECTO: nu´mero que adquiere los valores 0(false) y 1(true) representando
si el formulario esta´ cumplimentado correctamente o no.
• FECHA CREACION: fecha de creacio´n del formulario.
• FECHA MODIFICACION: u´ltima fecha de modificacio´n del formulario.
• FECHA BAJA: fecha de baja del formulario. Si es NULL significa que el formu-
lario esta´ activo.
USUARIOS:
• ID USUARIO: un autonume´rico para que cada usuario insertado pueda ser iden-
tificado independientemente.
• APELLIDO1: primer apellido del usuario.
• APELLIDO2: segundo apellido del usuario.
• NOMBRE: nombre del usuario.
• USUARIO: usuario para poder autenticarse en la aplicacio´n.
• EMAIL: direccio´n email del usuario (reservado para un uso futuro).
• PASS HASH: hash de la contrasen˜a de autenticacio´n.
GRUPOS:
• ID GRUPO: in autonume´rico para que cada grupo insertado pueda ser identifi-
cado independientemente.
• DESCRIPCION: descripcio´n del grupo.
USUARIO GRUPO:
• ID USUARIO GRUPO: un autonume´rico para que cada relacio´n de usuario y
grupo insertado pueda ser identificado independientemente.
• ID USUARIO: identificador que representa al usuario que se va a relacionar con
el grupo.
• ID GRUPO: identificador que representa al grupo en el que se va a incluir al
usuario.
FORMULARIO SEGURIDAD USUARIO:
• ID USUARIO FORMULARIO: un autonume´rico para que cada relacio´n de usuario
y seguridad insertada pueda ser identificado independientemente.
• ID USUARIO: identificador que representa al usuario que se va a relacionar con
un formulario y un permiso.
• ID FORMULARIO: identificador que representa al formulario que se va a rela-
cionar con un usuario y un permiso.
• PERMISO: cadena que representa el tipo de permiso. “DENEGADO” si se quiere
denegar el acceso y “PERMITIDO” si representa que esta´ permitido el acceso.
Este campo no es binario para permitir futuras configuraciones.
FORMULARIO SEGURIDAD GRUPO:
• ID GRUPO FORMULARIO: un autonume´rico para que cada relacio´n de grupo
y seguridad insertada pueda ser identificado independientemente.
• ID GRUPO: identificador que representa al grupo que se va a relacionar con un
formulario y un permiso.
• ID FORMULARIO: identificador que representa al formulario que se va a rela-
cionar con un grupo y un permiso.
• PERMISO: cadena que representa el tipo de permiso. “DENEGADO” si se quiere
denegar el acceso y “PERMITIDO” si representa que esta´ permitido el acceso.
4.3.3 Posibles mejoras
Durante el desarrollo de la base de datos, e´sta ha sufrido diversos cambios debido a
cambios en la seguridad y otros motivos. Au´n as´ı, ha habido caracter´ısticas que no han
podido o no se han sabido implementar.
Una posible mejora ser´ıa cifrar toda la informacio´n contenida en la base de datos,
al menos la interna, para mejorar la seguridad. Esto complicar´ıa las bu´squedas y las
distintas operaciones por lo que no se ha tenido en cuenta basa´ndose en el tiempo de
desarrollo.
Otra posible mejora pasa por incluir varios archivos XSLT por formulario ya que
estos incluyen el estilo final del documento, pudiendo as´ı obtener un formulario con
distintos aspectos que pueda elegir el usuario.
Estas y otras mejoras ser´ıan posibles con una mayor profundizacio´n en el desarrollo.
4.4 Estructura de la aplicacio´n
4.4.1 Views
El paquete view de Formularia se compone de todas las clases que implementan las
vistas de la aplicacio´n. Estas vistas son clases que extienden a la clase Activity. Esto
Figure 4.2: Base de datos externa - Esquema de como esta´ implementada la base de
datos externa.
Figure 4.3: Paquete de las View - Interfaces de las que se compone el paquete.
permite “ejecutar” la clase en la ma´quina virtual de Android. Estas views o vistas
hacen uso del me´todo setContentView que permite lanzar la interfaz que se necesite.
Figure 4.4: Declaracio´n de una View - La clase InterfazMenu extiende Activity.
Las interfaces o las ventanas de la aplicacio´n son el interfaz de la aplicacio´n y
se programan con XML en Android. Las interfaces son XML estrictos, y comienzan
siempre con el encabezado <?xml version="1.0" encoding="utf-8"?> y todas las
etiquetas abiertas deben ser debidamente cerradas. Dentro de cada interfaz (hay varios
tipos) se insertan los componentes de la aplicacio´n: botones, etiquetas, pulsadores etc.
Cada uno de estos componentes se puede configurar con sus propiedades segu´n sea
necesario.
Figure 4.5: Trozo de co´digo de un Layout - Ejemplo de co´mo configurar una interfaz.
El ListView es un componente que se puede configurar con sus propias caracter´ısticas.
Cuando se quiere pasar de la pantalla de Login a la del Menu´ lo que se hace es lanzar
una nueva Activity y esta´ sera´ la que contenga la view del Menu´. Esto conlleva el poder
controlar la “vuelta atra´s” de cada vista. Este proceso se debe controlar manualmente
si se quiere que desde la view Menu´ no vuelva a la pantalla Login.
Figure 4.6: Co´digo para mandar la aplicacio´n a segundo plano - Desde el Menu´
principal al pulsar el boto´n de “atra´s” la aplicacio´n se pone en segundo plano.
En la aplicacio´n Formularia hemos desarrollado la interfaz para que sufra el mı´nimo
impacto entre las distintas resoluciones con las que puede funcionar el sistema operativo
Android. Estas pueden ir desde las 3,7 hasta las 10 pulgadas que puede tener una
tableta. Como la aplicacio´n esta´ pensada para poder trabajar con formularios, el
taman˜o de la pantalla y sus diferentes resoluciones son un punto muy importante de la
misma por lo que se le ha dado una gran importancia a la compatibilidad con diferentes
pantallas.
Cada vista de la aplicacio´n esta´ pensada para poder abrir su propio menu´ de prefe-
rencias, que segu´n se este´ trabajando en modo sin conexio´n o con conexio´n, muestra
diferentes preferencias. Estas preferencias van desde usar la conexio´n de datos hasta la
prioridad de sincronizacio´n de los formularios con la base de datos externa.
En Formularia los layouts esta´n divididos en varios paquetes:
• Paquete Layout: en este paquete van las vistas generales de la aplicacio´n, es
decir, en esta carpeta es donde se programan los xml de los interfaces. Desde este
paquete se puede acceder al login.xml, menu.xml, listaformularios.xml, etc.
• Paquete Menu: desde este paquete se accede a las interfaces que se cargan al
darle al boto´n del menu´ desde el mo´vil. Estos cargan los botones de Preferencias,
Sincronizar o Logout. Hay diferentes versiones segu´n se este´ en la vista login o
en el resto de vistas de la aplicacio´n, tambie´n puede cambiar si se esta´ en modo
sin conexio´n. En este paquete tambie´n se guardan los menu´s contextuales de
la aplicacio´n, estos pueden ser accedidos desde Abrir o Nuevo al dejar pulsado
Figure 4.7: Me´todo para controlar el flujo de las Views - Co´digo para manejar la
vuelta atra´s de la Activitys seleccionando en cada momento cual es la Activity a la que se
quiere volver.
Figure 4.8: Vista Login - Muestra de co´mo se ver´ıa el Login a distintas resoluciones.
La primera imagen a 3.7” y la segunda a 4.65”.
Figure 4.9: Preferencias - Ventana de preferencias accesible desde menu´ principal de la
aplicacio´n.
sobre uno de los formularios. Las opciones que despliegan pueden ser: borrar,
sincronizar, reclamar, guardar como copia...
• Paquete XML: este paquete sirve para poder configurar el XML del menu´ de
preferencias. Los XML que contiene la carpeta configuran el menu´ de preferencias
y sus distintas opciones. Hay dos tipos:
– menu preferencias login: es el menu´ de preferencias que se carga desde la
vista de Login y tiene una versio´n reducida de las preferencias: usar conexio´n
de datos y la opcio´n de insertar la direccio´n del servidor externo.
– menu preferencias: es el menu´ de preferencias principal de la aplicacio´n y
contiene todas las opciones: usar conexio´n de datos, no mantener datos
locales en el mo´vil, sincronizar siempre los formularios-usuarios locales, pri-
oridad del servidor externo...
Figure 4.10: Layouts - Listado de los XML de los Layouts.
Figure 4.11: Views - Flujo de las Views.
4.4.2 Seguridad
Aunque en el apartado que explica la base de datos se introdujo la seguridad de acceso
en este nivel, todav´ıa queda tratar este tema en el nivel de aplicacio´n. Los usuarios se
encuentra en la base de datos externa con sus credenciales codificadas, por lo que es
necesaria una conexio´n de datos activa para poder autenticar un intento de conexio´n.
Es por esto por lo que si no hay una conexio´n con el servidor y el usuario intenta
autenticarse, la aplicacio´n no permitira´ continuar, por lo que hay que utilizar el modo
desconectado (o sin conexio´n) implementado.
En el caso de haber una conexio´n activa, el usuario y la contrasen˜a se autentican
contra la base de datos del servidor y si coincide se permite el acceso a la aplicacio´n.
Los usuarios no se guardan de ninguna forma en la base de datos interna por seguridad,
y es por eso por lo que no se puede permitir una autenticacio´n sin conexio´n. El modo
sin conexio´n es un modo especial, en el cual so´lo se pueden utilizar los formularios
modelo guardados en el dispositivo; y los formularios creados con este modo no se
pueden compartir de ninguna manera. Estos formularios son especiales y pueden ser
reclamados por el usuario una vez se conecte a la aplicacio´n autentica´ndose y si tiene
permisos para editar formularios de ese tipo.
Otra medida de seguridad es no guardar ningu´n dato en el dispositivo. Para ello
se ha incluido la opcio´n “no mantener datos” en el menu´ de preferencias. Si se marca
esta opcio´n todos los datos guardados hasta ahora en la aplicacio´n son borrados previa
confirmacio´n y a partir de ese momento no se guarda ninguno ma´s hasta que no se
desmarque. Esto por supuesto tiene una desventaja y es que no se pueden guardar
formularios de forma local, ni modelos ni formularios de usuario, y tampoco se puede
acceder al modo sin conexio´n.
4.4.3 Modelo
El modelo de la aplicacio´n es el contenedor de los datos del formulario que se esta´n
tratando en este momento. En este caso se trata de un conjunto o lista de elementos
o “items” cada uno con sus debidos atributos o propiedades, entre ellas una lista de
restricciones aplicables a dicho elemento.
El motivo para que estos elementos esten estructurados de esta forma es que sean
capaces de validarse a s´ı mismos. Cada restriccio´n tiene la capacidad de comprobar
si es va´lida para el valor introducido en dicho elemento, de tal forma que cuando se
modifica el valor de un elemento (como por ejemplo el texto introducido en un campo de
escritura), comprobar si el valor introducido es correcto es tan sencillo como comprobar
si cada una de sus restricciones es va´lida para dicho valor introducido.
De ser todo correcto, el elemento indica que la edicio´n de su contenido se ha real-
izado satisfactoriamente. De no ser as´ı, comunica cua´les de las restricciones han sido
incumplidas y por que´, informando de ello al usuario.
4.4.3.1 Items
Dado que todos los elementos tienen cosas en comu´n, todos heredan de una clase
abstracta que contiene caracter´ısticas gene´ricas para todos los elementos, como pueden
ser los atributos id y restricciones, o la capacidad de ser editados, de preguntar su
validez, o de recibir su conversio´n a formato xml.
Hasta el momento hay implementados los siguientes elementos:
• Label: se trata sencillamente de un texto. No es editable desde la interfaz de
edicio´n de formularios. Solamente tiene un atributo propio: el valor. Este es el
texto que contiene, y que mostrara´ tanto en la pantalla de edicio´n como en la
vista previa, en caso de estar implementado en el XSLT.
• EditText: se trata de un campo de introduccio´n de texto. Contiene 2 propiedades:
un valor y una pista. La pista es un texto indicativo de lo que debe escribirse en
dicho campo. El valor es el texto actualmente introducido en el campo de escrit-
ura. En caso de tener cualquier tipo de valor, no se mostrara´ la pista. Cuando
el usuario modifica el contenido de un campo de escritura, e´ste automa´ticamente
comprueba su validez con respecto a las restricciones con las que ha sido definido
en el fichero XML. Todo lo referente a estas restricciones sera´ explicado ma´s
adelante. En caso de no resultar va´lido, mostrara´ una pequen˜a ventana emer-
gente con las restricciones que han sido incumplidas y que´ ha de hacerse para
cumplirlas.
• BoolBox: se trata de una casilla de verificacio´n. Contiene 2 propiedades: un texto
de acompan˜amiento y su valor de marcado. El usuario puede, con total voluntad,
marcar o desmarcar la casilla. El texto de acompan˜amiento se mostrara´ junto a
la casilla.
• Signature: se trata de un elemento cuya finalidad es la de insertar una firma.
Contiene una propiedad: el nombre del archivo que contiene la imagen de la
firma. El usuario puede modificar la firma tantas veces como quiera.
4.4.3.2 Restricciones
Como ya se ha nombrado anteriormente, se pueden asociar restricciones a los elementos.
Estas restricciones han de ser complementarias, pero nunca contrarias, pues han de
cumplirse todas y cada una de ellas, y adema´s por separado unas de otras.
Actualmente esta´n implementadas las siguientes restricciones:
• IsNumberRes: el contenido del campo ha de ser un nu´mero.
• IsIntegerRes: el contenido ha de ser un nu´mero entero.
• MaxValueRes: indica el valor ma´ximo de un nu´mero.
• MinValueRes: indica el valor mı´nimo de un nu´mero.
• NoNumbersRes: el campo no puede contener nu´meros.
• MaxLengthRes: longitud ma´xima en caracteres del contenido del campo.
• MinLengthRes: longitud mı´nima en caracteres del contenido del campo.
• IsMonthRes: el valor introducido debe equivaler a un mes.
• IsDateRes: el valor introducido debe equivaler a una fecha de la forma dd/mm/aaaa.
• IsEmailRes: el valor introducido debe equivaler a una direccio´n de correo electro´nico
va´lida.
4.4.3.3 Posibles mejoras
En caso de querer ampliar la aplicacio´n se podr´ıan an˜adir elementos adicionales como,
por ejemplo, listas de seleccio´n desplegables o grupos de casillas de seleccio´n donde
u´nicamente una puede estar marcada. Adema´s, se podr´ıan an˜adir infinidad de nuevas
restricciones, siguiendo el patro´n de que sean lo menos restrictivas posibles, para que
puedan combinarse debidamente.
4.4.4 XMLHandler
Se trata de la unidad encargada de tomar por un lado el archivo XSLT y por el otro
el XML, y fundirlos generando un archivo HTML. Para que esto sea posible, ambos
archivos deben respetar los formatos que van a ser definidos y explicados posterior-
mente.
4.5 Formularios
Los formularios se definen mediante dos lenguajes: XML y XSLT.
4.5.1 XML
Se trata del archivo encargado de definir los objetos que aparecera´n en el formulario.
Este archivo ha de seguir las siguientes reglas:
El elemento ra´ız del archivo ha de ser una etiqueta “¡xml¿” la cual contiene todos
los elementos.
Todos los elementos han de tener un atributo identificador “id” el cual bajo ningu´n
concepto debe estar repetido, pues esto originar´ıa errores en la ejecucio´n de la apli-
cacio´n.
Los elementos disponibles actualmente son:
• <Label> : Equivalente a texto. Contiene so´lo un hijo, la etiqueta “<value>”, que
contiene el texto que ha mostrar.
• <EditBox> : Equivalente a campo de edicio´n de texto. Contiene varios hijos.
La etiqueta “<value>” indica el texto que contiene actualmente el campo de
escritura. En el formulario modelo deber´ıa de estar vac´ıo, mientras que adquiere
valor una vez editado por algu´n usuario. La etiqueta “<hint>” muestra el mensaje
de apoyo o pista para que el usuario tenga una idea de lo que ha de escribir. Este
texto se mostrara´ en gris dentro del campo de escritura u´nicamente en caso de que
e´ste este´ vac´ıo. La etiqueta “<restrictions>” contiene la lista de restricciones
que ha de cumplir el texto ingresado en la etiqueta “<value>”. Como ya se dijo
anteriormente, estas etiquetas han de ser complementarias unas de otras pues
todas han de cumplirse. Las restricciones sera´n definidas posteriormente.
• <BoolBox> : Equivalente a casilla de verificacio´n. Contiene los hijos “<value>”
y “<checked>” . La etiqueta “<value>” contiene el texto que acompan˜ara´ a la
casilla de verificacio´n. La etiqueta “<checked>” indica si la casilla se encuentra
marcada o no. En caso de estar marcada, el campo debera´ contener el texto
“checked” de la siguiente forma: “<checked> checked </checked>”. En caso
contrario el campo debera´ estar vac´ıo. Esto se ha hecho de esta forma para que
la transformacio´n a HTML sea inmediata.
• <Signature> : Correspondiente al cuadro de firmas. Contiene un hijo, <url>.
En los formularios modelo deber´ıa estar vac´ıo. En otros casos contiene el nombre
del archivo que contiene la firma.
Restricciones:
• <isNumber>: corresponde con la restriccio´n IsNumberRes. No tiene contenido.
• <isInteger>: correspondiente a isIntegerRes. No tiene contenido.
Figure 4.12: XML - Ejemplo de como programar un XML.
• <maxValue>: se corresponde con la restriccio´n MaxValueRes. Debe contener el
valor ma´ximo que se puede escribir en el campo de escritura.
• <minValue>: se corresponde con la restriccio´n MinValueRes. Debe contener el
valor mı´nimo que se puede escribir en el campo de escritura.
• <noNumbers>: se corresponde con la restriccio´n NoNumbersRes. No tiene con-
tenido.
• <maxLength>: se corresponde con la restriccio´n MaxLengthRes. Debe contener el
valor correspondiente a la longitud ma´xima del valor introducido en el campo de
escritura.
• <minLength>: se corresponde con la restriccio´n MinLengthRes. Debe contener el
valor correspondiente a la longitud mı´nima del valor introducido en el campo de
escritura.
• <IsMonth>: correspondiente a IsMonthRes. Sin contenido.
• <IsDate>: correspondiente a IsDateRes. No tiene contenido.
• <IsEmail>: correspondiente a IsEmailRes. No tiene contenido.
4.5.2 XSLT
Se trata del archivo encargado de dar formato HTML a los elementos definidos en el
XML. Se trata de un lenguaje estandarizado del cual hay multitud de tutoriales en
la red. Sin embargo, a continuacio´n se mostrara´n algunos consejos de como usarlo
adecuadamente.
El fundamento de XSLT consiste en sustituir apariciones de elementos en el archivo
XML por co´digo HTML. Por ejemplo:
• <xsl:template match="xml"> codigo HTML</xsl:template> ingresara´ en el archivo
HTML el co´digo definido dentro. Dado que la etiqueta <xml> es la ra´ız del archivo
XML, so´lo hay una aparicio´n de este elemento, y puede aprovecharse para an˜adir
las etiquetas <head> y <body> del archivo HTML resultante, adema´s de su con-
tenido.
• <xsl:value-of select="value"/> ingresara´ en el archivo HTML el contenido
de la etiqueta <value>.
• <xsl:apply-templates select=’EditBox[@id="cajaDiaPedido"]’/> se trata
posiblemente del ma´s importante. E´sta etiqueta llamara´ a una plantilla definida
en otro punto del archivo XSLT pero adema´s esta plantilla so´lo afectara´ a el-
ementos de tipo <EditBox> definidos en el archivo XML cuyo atributo id sea
cajaDiaPedido. Como los identificadores son u´nicos, aplicara´ so´lo la plantilla al
elemento deseado.
• <xsl:template match=’EditBox[@id="cajaDiaPedido"]> <u> <xsl:value-of
select="value"/> </u> </xsl:template> define una plantilla que toma el valor
del campo <value> del EditBox cuyo identificador es cajaDiaPedido y lo rodea
de las etiquetas <u> y </u> que hacen que se muestre este co´digo con estilo sub-
rayado. En caso de querer que una misma plantilla sea va´lida para varios elemen-
tos se separan sus nombres con el cara´cter | como puede verse en <xsl:template
match=’EditBox[@id="cajaDiaPedido"] | EditBox[@id="cajaMesPedido"] |
EditBox[@id="cajaDiaActual"] | EditBox[@id="cajaMesActual"]’ >.
Figure 4.13: XSLT - Ejemplo de como programar un XSLT.
5Conclusiones y Trabajo Futuro
5.1 Conclusiones
La realizacio´n de este proyecto nos ha permitido comprobar las complicaciones derivadas
de un servicio de esta envergadura y su ejecucio´n. Tanto la organizacio´n necesaria para
su elaboracio´n como los problemas surgidos para sincronizar mu´ltiples bases de datos
y usuarios, son algunos de los problemas a los que nos hemos tenido que enfrentar.
Puede ser e´sta una de las causas por la que en la actualidad no haya una aplicacio´n
ma´s generalista que sirva formularios, junto con el hecho de que cada empresa quiera
tener un control total sobre estos. Au´n as´ı, esta aplicacio´n puede adaptarse segu´n la
situacio´n lo requiera con, creemos, una mı´nima adaptacio´n a la situacio´n.
La estructura de los formularios ha sido construida con la intencio´n de que estos
puedan adaptarse fa´cilmente, segu´n el cometido en el que sean requeridos. Adema´s con
la capacidad de an˜adir restricciones, las cuales pueden ser tambie´n muy variadas, se
dota al formulario de consistencia y versatilidad a la hora de su correcto uso.
Esta aplicacio´n adema´s puede ser extendida con otras funciones que se detallan a
continuacio´n y que complementan y mejoran las prestaciones de la misma. Esta es una
de las virtudes del proyecto, que puede ser completado con una infinidad de funciones,
controlando su complejidad.
Por todo ello estamos satisfechos de esta aplicacio´n, tanto con el procedimiento de
desarrollo como con los conocimientos adquiridos durante la realizacio´n de la misma,
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as´ı como con la obtencio´n del producto final.
5.2 Trabajo futuro
La capacidad de mejora de esta aplicacio´n mediante el an˜adido de nuevas funciones es
muy amplia:
• Capacidad para an˜adir fotos hechas con la ca´mara o guardadas en el dispositivo a
un formulario. Con esta caracter´ıstica los formularios ser´ıan ma´s u´tiles al contener
informacio´n visual complementando los datos escritos.
• Complemento para el disen˜o de bocetos a mano alzada. Un pequen˜o complemento
tipo paint para esbozar ideas sobre disen˜o. Tambie´n podr´ıa valer para sobre
una plantilla hacer cambios a mano alzada (por ejemplo sen˜alar fallos en un
mecanismo).
• Georreferenciacio´n de los formularios. Una vez realizado esto se podr´ıa disen˜ar
un nuevo menu´ para abrir formularios, posicionando en un mapa los distintos
formularios para una mejor bu´squeda.
• Implementacio´n de una funcio´n de bu´squeda ra´pida en el menu´ de Abrir y Nuevo
y mostrar los formularios que coincidan con la bu´squeda.
• Poder convertir el formulario en un PDF y poder enviarlo para imprimir a una
impresora mediante Printshare.
• Poder desarrollar los formularios desde el propio dispositivo mo´vil y pudiendo
configurar el XSLT.
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