Abstract-Software professionals have found reuse as a powerful means to potentially overcome the situation of software crisis. Anything that is produced from a software development effort can potentially be reused and reduces the software development cost. But the issue of how to identify reusable components from existing systems has remained relatively unexplored. In this research work, structural attributes of function oriented software components are explored using software metrics and reusability of the software is evaluated by experimenting five different Neural Network based approaches, taking the metric values as input. The calculated reusability value enables to identify a good quality code automatically. The results are recorded in terms of Accuracy, Mean Absolute Error (MAE) and Root Mean Squared Error (RMSE) and are convincing enough to propose the system for the identification of reusable software components. So, the proposed model can be used to improve the productivity and quality of software development.
I. INTRODUCTION
Software reusability is the process of implementing or updating software systems using existing software assets. Software assets or components include all software products, from requirements and proposals, to specifications and designs, to user manuals and test suites. Anything that is produced from a software development effort can potentially be reused. Software reuse allows organizations to use software component that is developed, implemented and tested by some other programmer, rather than writing code from scratch. Industrial observers suggest that a reuse strategy could save up to 20% of development costs [1] .
Software reusability is an attribute that refers to the expected reuse potential of a software component. Software reuse not only improves productivity but also has a positive impact on the quality and maintainability of software products [2] . Software professionals have recognized reuse as a powerful means to potentially overcome the situation called as software crisis .Software Reuse promises significant improvements in software productivity and quality. According to Gomes [3] , the idea of software reuse appeared in 1968, opening new horizons for the software design and development. Reusable software components have been promoted in recent years. The software development community is gradually drifting toward the promise of widespread software reuse, in which any new software system can be derived virtually from the existing systems. As a result, an increasing number of organizations are using software not just as all-inclusive applications, as in the past, but also as component parts of larger applications. In this new role, acquired software must integrate with other software functionality.
There are two approaches for reuse of code: develop the reusable code from scratch or identify and extract the reusable code from already developed code. [5] . The cost of developing the software from scratch can be saved by identifying and extracting the reusable components from already developed and existing software systems or legacy systems [7] . In other words, the software industry is moving toward large-scale reuse, resulting in savings of time and money. To develop a new system from scratch is very costly. This has made custom software development very expensive. It is generally assumed that the reuse of existing software will enhance the reliability of a new software application. This concept is almost universally accepted because of the obvious fact that a product will work properly if it has already worked before. But the issue of how to identify reusable components from existing systems has still not so clear. In both the cases, whether we are developing software from scratch or reusing code from already developed projects, there is a need of evaluating the quality of the potentially reusable piece of software. The contribution of metrics to the overall objective of the software quality is understood and recognized [9] - [11] . But how these metrics collectively determine reusability of a software component is still at its initial stage. A neural Network approach could serve as an economical, automatic tool to generate reusability ranking of software [8] . But, when one designs with Neural Networks alone, the network is a black box that needs to be defined, which is a highly compute-intensive process. One must develop a good sense, after extensive experimentation and practice, of the complexity of the network and the learning algorithm to be used.
A neural network learns about its environment through a set of input-output training samples and is an interactive process of adjustment applied to its synaptic weights and bias levels.
The learning algorithm involves the following steps:
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• The neural network receives the normalized inputs that are available in the input-output training data samples.
• The output of the artificial neural network is then computed.
• The output of the network is then compared with that given in the training data samples. The error in the output is computed by taking the difference of the desired output and computed output from the network.
• The synaptic weights and biases are then changed so as to decrease the error based on the error gradient with respect to the different synaptic weights.
• The process is repeated until the desired error goal is achieved. In this paper, Neural Network techniques are explored to design the reusability evaluation model in function oriented systems. This paper consists of four sections. The second section explains the steps for identification of reusable software component is discussed. In the third section, implementation results are illustrated and in the final section conclusion is written on the basis of results obtained.
II. PROPOSED METHODOLOGY
The following steps are proposed in the methodology:
A. Selection of Metric Suit for Function Oriented Paradigm
A framework of metrics is proposed for structural analysis of procedure or function-oriented. The code of software is parsed to calculate the metric values. The following suits of metrics are able to target those the essential attributes of function oriented features towards measuring the reusability of software modules, so it tried to analyze, refine and use following metrics to explore different structural dimensions of Function oriented components.
The proposed metrics for Function Oriented Paradigm are as follows:
• 
B. Design & Evaluate Neural Network System
The following five Neural Network algorithms are experimented:
• Batch Gradient Descent The different Neural Network approaches are used for the Modeling of the reusability data as generated from the previous step. For each approach following steps are used:
The following are the steps for each Neural Network based system:
1) Phase I
The following steps will be followed to train a Neural Network:
• Load the data • Divide data into Training, Validation and Test data • Set number of hidden neurons • Training is accomplished by sending a given set of inputs through the network and comparing the results with a set of target outputs.
• If there is a difference between the actual and target outputs, the weights are adjusted to produce a set of outputs closer to the target values.
• Network weights are determined by adding an error correction value to the old weight.
•
The details of the MAE and RMSE are given below:
a) Mean absolute error (MAE)
Mean absolute error, MAE is the average of the difference between predicted and actual value in all test cases; it is the average prediction error [15] . The formula for calculating MAE is given in equation shown below: Assuming that the actual output is a, expected output is c.
b) Root mean-squared error (RMSE)
RMSE is frequently used measure of differences between values predicted by a model or estimator and the values actually observed from the thing being modeled or estimated [16] . It is just the square root of the mean square error as shown in equation given below: 
C. Conclusions Drawn
The conclusions are made on the basis of the results calculated in the previous section.
III. IMPLEMENTATION AND RESULTS
In this paper, the implementation of the algorithm is done in shows the Mean Values of the Results of tables means mean value of the results of ten iterations. Figures 1-5 The graphical representation of the average values of the performance results of the algorithms for the evaluation of the reusability value of procedure based software modules is shown in Fig. 6, Fig. 7 and Fig. 8 It can be further to other programming languages and also more algorithms can be experimented to find the best algorithm.
