In an increasingly connected world where all manner of devices can communicate over the Internet, conventional methods for developing GUIs (Graphical User Interfaces) are insufficient. For systems of such devices, it must be possible to develop the system itself independently from its GUI(s). In this paper, we present an approach for developing GUIs towards already deployed, or "live", servicebased distributed systems without the need to write any program code ("glue code"). The results include an implementation for the middleware framework PalCom and the mobile platform Android, with development tools; they have been tested in several research projects and have been used for developing commercial products.
GUI and creates a dependency towards the model at best, e.g. if the Model-View-Controller (MVC) programming paradigm is followed. At worst, a bi-directional dependency between the model and the GUI can be created.
The traditional glue-based approaches to GUI development work well for the intended type of pre-packaged software, but less so for the new type of distributed systems of always-online devices. Here, it must be possible to develop the systems themselves completely independently from their GUI(s) since the systems may be developed and even deployed long before the need for a GUI arises. In this paper we consider service-based distributed systems and present an approach for developing GUIs towards already deployed, or "live", systems without the need to write any glue code. The approach has been implemented for the middleware framework PalCom, however it could also be applied to other service-based frameworks. The implementation consists of a platform-independent language for describing GUIs, interpreter applications that render GUIs from descriptions and communicate with remotely hosted application models, and a graphical editor for developing GUIs.
This paper is based on work reported in [4] and summarized in [7] . Here, the work is presented from the perspective of interconnecting code.
THE PALCOM FRAMEWORK
The middleware framework PalCom [1, 10] was chosen as lead platform for implementing the presented GUI development approach. PalCom can be used to combine services offered by devices across heterogeneous networks in an easy and flexible manner. A PalCom device supports the PalCom protocol which provides mechanisms for discovery and routing between different network technologies. A device typically represents a piece of hardware but can also represent a virtual device. PalCom services represent functionality and are said to be self-describing in that they present a coherent interface for interaction in terms of in-going and out-going commands. PalCom commands are messages sent between services; they can contain additional parameters that carry data (text, images, etc.). Since services can be explored and understood by users, they can be combined into new and personally useful systems with no explicit programming needed. This is accomplished with assemblies, a construct that connects to services and coordinates commands between these according to event-based scripts, e.g. "when command A is received from service X send command B to service Y". An analogous approach is adopted for the presented GUI development approach.
PalCom is platform-independent: it is specified as a set of protocols with a reference implementation in Java which runs on most computers and many mobile devices. PalCom is also open for integrating with other system technologies by building "gateways" 
INVERTED DEVELOPMENT
In re-thinking the way in which GUIs can be developed for servicebased systems, a novel "inverted" approach to the development workflow was conceived.
The typical workflow of a conventional graphical editor for developing GUIs can be summarized as in Figure 1 . The user chooses graphical components ("Widgets"), from a palette (1). These are dragged onto a canvas and dropped to specify placement in relation to other graphical components (2) . For the final step, behavior is specified by attaching the component to functionality (3). This is done by implementing callback methods. In the best of cases, with a clear separation of concerns e.g. by following the MVC paradigm, the implementation may consist solely of glue code that connects the component to the application model. Even for visual programming [8] editors the final step requires program code to be produced, although not in the conventional sense of writing textual code. One of many examples of this is Scratch [9] . With the conventional approach to GUI development, a typical system architecture consists of both the GUI and application model, which are developed, packaged, and distributed as a single unit. These belong to the same runtime process, hosted on a single device, which implies that all functionality used by the GUI must be locally available; any access of remote functionality must be embedded in the locally deployed application model. Furthermore, the (local) application model will be unavailable whenever the software application that the GUI is packaged with is not running, hence making the model unusable to other system components, e.g. an alternative GUI.
With the approach to GUI development introduced here, in essence the conventional approach is turned 180 degrees. We refer to this as the inverted approach to GUI development, and define it as follows:
The inverted approach focuses on presenting functionality as graphical components in a GUI, rather than on retroactively attaching functionality to manually added graphical components. With this approach, the workflow becomes as in Figure 2 . The user starts by dragging and dropping functionality components (1) -rather than graphical components -onto a canvas (2); the menu
Figure 2: Inverted approach. User selects functionality (1, 2), then graphical component from suggestions based on metadata (3). Component is linked to functionality.
("Services") is populated by functionality gathered from one or more application models. Based on functionality metadata, suggestions for suitable graphical components that can represent the chosen functionality are presented to the user (3). Once a representation has been selected a binding, or link, is created between the functionality component, e.g. service or command, and the graphical component. The user may customize this link to specifying the precise actions that will be performed for the linked components. This GUI development approach can be more effective to use than the traditional, non-inverted approach [5] and is dependent on a live service-based system to work. Architecture-wise, working towards a live system brings about additional benefits, mainly that a strict separation of concerns between GUI and application model (modularization) can be ensured. Because of this, the two can run on separate devices, thus making distributed functionality feasible. The native distribution features of PalCom makes this a powerful characteristic: by distributing the model, it becomes possible for one GUI to access multiple models, and for multiple GUIs to access the same model. Furthermore, since the model is always available (independently of the GUI) its functionality can be integrated into the editor, allowing for real-time integration and development towards live systems.
DESCRIPTION LANGUAGE
To support the inverted development approach, a graphical GUI editor built on top of the PalCom User Interface Markup Language (PML) was developed. PML is an XML-based UIDL (User Interface Description Language) that describes GUIs for PalCom systems [4] . When users operate the graphical editor, they are editing PML descriptions. Descriptions are made up of PML code that specify which PalCom components to communicate with on the network, which graphical components should be displayed in the GUI, and how these interact. This information is specified in the form of PML components, most notably parts for graphical components and units for PalCom components. Simple logical components such as constants are specified as facts. PML provides a pre-defined suite of classes to choose from for each component type, and this suite can easily be expanded (by programmers) through a custom part API to meet specialized needs and advanced use cases.
PML defines behavior by assigning values to a number of behavior properties; it is this that enables the inverted GUI development approach. Behavior properties link one PML component to another, giving the link a specific role. The role of "invoker" is used when one PML component (source) is to trigger, or invoke, an action at another component (target). The role is paired with a value -the qualifier -that indicates which event at the source component activates the link. The role of "viewer" is used when a property value of a target PML component is to be assigned as the new value for a property of the source component. The qualifier of this role indicates which property of the source is to be used for the assignment. Typically, invoker targets are in-going commands of services, and viewer targets are the parameters of out-going commands. However, other links are also possible, e.g. unit-unit, unit-fact, or even part-part. This allows for a light degree of scripting similar to that of PalCom assemblies. The roles of "reactor" and "provider" are the inverse of invoker and viewer respectively. Together, these four simple yet powerful behavior properties allow for the behavior of GUIs to be specified with no need for programming.
DESCRIPTION INTERPRETATION
A PML interpreter is an application that is used to render fully functional GUIs from PML descriptions. Interpreters provide the application fundamentals needed to display the GUI that is created from interpreting a description. As such, each interpreter is specific to one platform. To minimize the efforts needed to develop additional interpreters, the platform-independent elements (front end) have been factored out as part of a reusable library. At the time of writing, a fully maintained, up-to-date interpreter exists for Android, and development on a desktop version (Java Swing) has been initiated but is currently not maintained.
The interpretation process starts by loading a PML description. In the interpreter application, the input file is parsed by a front end in order to output an intermediate representation (IR) of the description. This representation is a model of the GUI and consists of objects that represent PML parts, units, facts, and propertiesincluding links. The IR functions as a common core for all interpreters: during the startup phase of interpretation, it is responsible for initializing all PML components; during runtime, it handles all application logic for the GUI, most notably activation of links. In particular, when PML units are initialized, connections to the specified PalCom services are established; during runtime, the IR handles all communication with the services, e.g. by sending PalCom commands over the network(s). The GUI itself is rendered by the platform-specific back end when the PML parts of the IR are initialized; the end result is the GUI that is presented to the end-user on a display.
GRAPHICAL DESCRIPTION EDITOR
The Graphical PML Editor (GPE) is a graphical editor for creating and editing GUIs for PalCom systems [12] . It implements the inverted approach to GUI development as introduced earlier.
After creating a new or loading an existing PML description, the user starts by identifying the desired functionality in the network pane. The network pane shows a list of all available PalCom components, e.g. devices, on the currently connected networks. The user selects functionality by clicking and dragging a PalCom component from the network pane onto the canvas. The canvas shows a rough preview of the finished GUI; it shows how graphical components are placed in relation to each other. Upon dropping the PalCom component in the desired spot on the canvas, the editor presents the user with a dialog showcasing a number of graphical components that can be used to present the selected functionality, e.g. a button for invoking (sending) a PalCom command to its service. Once a graphical component has been selected, the canvas is updated; the functionality has successfully been linked to the graphical component without writing any program code. The toolbar contains a number of options to interact with components selected on the canvas, e.g. the option to view, edit or remove active links. Furthermore static, or unplugged, components can be added to the GUI, e.g. static text labels for guiding future users; these components have no (initial) links and therefore have no behavioral effect on the GUI. A complete user's manual for GPE has been published [13] .
GPE has been implemented as a specialized PML interpreter; the architecture is illustrated in Figure 3 . When the user starts editing a PML description from the editor, the specified file is passed to the editor's interpreter where it is processed as described earlier: the front end parses the content of the file and outputs an (initial) intermediate representation (IR) of the description. The IR is used by the editor's custom back end to render the PML parts as graphical components on the canvas. With a description fully loaded, the user can make changes to the represented GUI through the various features of the editor. Changes are automatically propagated to the IR, which is instantly re-rendered to refresh the content of the canvas. When the user saves her progress, the IR is exported to a destination file. The editor works towards live systems that can be accessed over the network(s) that the editor connects to. The PalCom devices of such systems, including all hosted services, act as the application model. In order to keep the content of the editor's network pane upto-date, the editor directly accesses the application model (read only) over the network(s) in real-time -any changes are instantaneously reflected in the editor. Another advantage of working towards a live system is that the description being worked on in the editor can be integrated into the system in real-time; the description is deployed, or installed, remotely on a target device directly from the editor. Once installed, the interpreter of the remote device renders a GUI connected to the same application model.
EVALUATION
A controlled experiment has been performed where the object of study was the new approach to GUI development as implemented by PML through GPE [5] . The experiment directly compared GPE and Android Studio, i.e. the industry standard for developing Android applications. The purpose was to evaluate the performance of the novel development approach offered in GPE. The results were encouraging; it was found that the editor is accessible to new users and can be more efficient to use than the commercial alternative under certain conditions.
To evaluate whether the results scale beyond small "toy" applications and whether the resulting GUIs could be used in real-world scenarios, several PML-described GUIs were developed as part of the itACiH project [4, 6] . After its completion, the work from the project continued in a spin-off company where the results presented in this paper have been used to develop commercial products. Furthermore, other members of our research group have successfully applied these results in a number of related research projects on e-health. One example can be found in a research project funded by Vinnova ("Innovative Technology for the Future's Emergency Medical Care", Grant No. 2015-00382) where a support system for pre-hospital care was developed [4] .
RELATED WORK
The work presented in this paper aimed to follow the overall design philosophy of PalCom, which is inspired by the idea of programming by example. This was achieved in that the presented GUI development approach "allows a user to create programs without doing conventional programming" [2] . Another related area of research is live programming, where applications can be altered while running, i.e. outside of a traditional program development cycle [11] . The work we have presented was partly designed as a graphical analogue to the PalCom assemblies, for which this area has previously been explored [1] . Finally, this work also relates to visual programming which, as a broad definition, refers to "any system that allows the user to specify a program in a two-(or more)-dimensional fashion" [8] .
CONCLUSIONS
We have presented an approach for developing GUIs towards live service-based distributed systems that does not require any additional program "glue" code to be written. It was found that an editor based on this approach is both accessible to new users and can be more efficient to use than a commercial alternative. Furthermore, the results have been used in a number of research projects and in industry to build GUIs for several applications; we conclude that the results are scalable beyond "toy" examples and is practically viable for developing commercial products.
