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Clases y objetos en JavaScript
Sergio Luján Mora
Departamento de Lenguajes y 
Sistemas Informáticos
JavaScript
• Nombre original: Mocha ? LiveScript (1995)
– Netscape 2.0B3  (diciembre 1995)
• Lenguaje más estándar para script en Internet
• Cliente (Netscape Communicator) y servidor 
(Netscape Enterprise Server)
• JavaScript’s LiveConnect?Java
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JavaScript
• Lenguaje más estándar
• Indicado para programadores que provienen 
de C, C++ o Java
• No confundir con Java (Sun Microsystems)
• Microsoft: tiene su dialecto denominado 
Jscript (y JScript NET)  .
JavaScript
• Dónde se usa:
– Cliente: Internet Explorer, Netscape Navigator, 
Opera, Mozilla, etc.
– Servidor: ASP, Netscape Enterprise Server
– Otros: PDF
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Aplicaciones
• Durante muchos años era el único método 
para añadir dinamismo e interactividad a las 
páginas web
• En la actualidad existen otras alternativas, 
pero sigue siendo la tecnología más 
blcompati e
Aplicaciones
• JavaScript, DOM (Document Object Model) y 
BOM (Browser Object Model) son la 
combinación que permiten la programación 
en el cliente:
– Validar entrada del usuario:
R d id• e uce carga serv or
• Reduce retrasos por errores usuario
• Simplifica los programas
– Proporcionar dinamismo, junto con DHTML u otras 
tecnologías
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JavaScript y Applets de Java
JavaScript Applets de Java
Compilado a bytecodes
Basado en clases
Objeto integrado
Tipos estáticos
Fuertemente tipado
JavaScript y Applets de Java
JavaScript Applets de Java
Interpretado Compilado a bytecodes
Basado en objetos Basado en clases
Código integrado Objeto integrado
Tipos dinámicos
No tipado
Tipos estáticos
Fuertemente tipado
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Versiones Netscape y Mozilla
Versión de JavaScript Versión de Navigator
JavaScript 1.0 Navigator 2.0
JavaScript 1.1 Navigator 3.0
JavaScript 1.2 Navigator 4.0 – 4.05
JavaScript 1.3 Navigator 4.06 – 4.78
JavaScript 1.4 Ningún navegador
JavaScript 1 5 Navigator 6 x y Mozilla. .   
Application Suite, Firefox 1.0
JavaScript 1.6 Firefox 1.5
JavaScript 1.7 Firefox 2
JavaScript 2.0 En desarrollo
Versiones Microsoft
Host Application 1.0  2.0  3.0  4.0  5.0  5.1  5.5  5.6  .NET  8.0 
Mi ft I t t E l 3 0croso   n erne   xp orer . x
Microsoft Internet Information Server 3.0 x
Microsoft Internet Explorer 4.0 x
Microsoft Internet Information Server 4.0 x
Microsoft Internet Explorer 5.0 x
Microsoft Internet Explorer 5.01 x
Microsoft Windows 2000 x
Microsoft Internet Explorer 5 5 x    .
Microsoft Windows Millennium Edition x
Microsoft Internet Explorer 6.0 x
Microsoft Windows XP x
Microsoft Windows Server 2003 x
Microsoft .NET Framework 1.0 x
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ECMAScript
• Ecma International ? ECMA 262
– Ed. 1: junio 1997
– Ed. 2: junio 1998
– Ed. 3: diciembre 1999
• JavaScript y JScript son una         
implementación de ECMAScript, pero 
proporcionan características adicionales
Cómo se usa en un navegador
• Tres sitios:
– Entre <script> y </script> en head o 
body
– Atributos etiquetas HTML → Eventos: onclick, 
onblur, onchange, ...
– En una URL (pseudoprotocolo):     
<a href="javascript:">…</a>
• Importante: el código que se ejecute tiene que 
haberse cargado antes de ser invocado
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Cómo se usa en un navegador
• Es mejor separar el código JavaScript en un fichero 
separado
• <script></script>:
– charset: juego de caracteres
– src: URL del código
– type: tipo MIME que especifica el lenguaje de programación
– defer="defer":  el script no genera contenido 
(document.write)
• Se aconseja no emplear el atributo language
Objetos (1)
L j b d bj• engua e  asa o en o etos, pero no 
orientado a objetos
– No hay clases, herencia, visibilidad, etc.
• Sentencias: for (... in ...) y with()
• Operador “.” o “[ ]” (arrays asociativos)
window.status = "Bienvenido a 
JavaScript";
window.alert("2 + 2 = " + (2 + 2));
window["status"] = "Bienvenido a 
JavaScript";
window["alert"]("2 + 2 = " + (2 + 2));
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Objetos (2)
• Creación de objetos:
– Inicializadores de objetos:
objeto = {prop1:val1, ..., propN:valN};
– Funciones constructoras:
function ObjConstructor(arg1, ..., argN)
{
this.prop1 = arg1; ...; this.propN = 
argN;
}
objeto = new ObjConstructor(val1, ..., 
valN);
Objetos (3)
• Constructor:
– Una función que inicializa los miembros y hace las 
llamadas necesarias
– El nombre de la función es el nombre de la clase
function miClase(...) {
this.miVar = 5;
this["miVar2"] = 6;
};
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Objetos (4)
• Métodos de un objeto:
– Asignad a una propiedad del objeto el 
nombre de una función
– Para invocar el método, hay que poner 
paréntesis ()
• Acceso a los miembros en el propio 
objeto:
– Emplead en la función this
Objetos (5)
• Ejemplo:
var obj = new Object();
obj.miVariable = 5;
obj["miVariable2"] = 6;
obj.miFuncion = function() {
alert(this.miVariable);
};
obj.miFuncion();
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Objetos (6)
<html>
<head>
<title>Una página de prueba</title>
<script type="text/javascript">
function Circulo(x, y, r) {
this.x = x;
this.y = y;
this.r = r;
this.mostrar = function() {
alert("(" + this.x + ", " + this.y + ", " + 
this.r + ")");
}
}
Objetos (7)
c1 = new Circulo(1, 2, 3);
c2 = new Circulo(9, 8, 7);
c1.mostrar();
c2.mostrar();
</script>
</head>
<body>
<p>
Un párrafo de prueba.
</p>
</body>
</html>
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Objetos (8)
• Construcción mediante prototipos
• Métodos y propiedades:
– Se definen como elementos del array prototype
miClase.prototype = { 
metodo1: function() { ... }, 
metodo2: function() { ... }, ...
};
miClase.prototype.dato = ...;
miclase.prototype.metodo = function() {...};
Objetos (9)
<html xmlns="http://www.w3.org/1999/xhtml" 
xml:lang="es" lang="es">
<head>
<title>Prueba 05</title>
<meta http-equiv="Content-Type" content="text/html; 
charset=UTF-8" />
<script type="text/javascript">
function Circle() { 
}
Circle.prototype.pi = 3.14159;
function alertmessage() {
alert(this.pi);
}
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Objetos (10)
var circulo1 = new Circle()
var circulo2 = new Circle()
circulo1.alertpi();
circulo2.alertpi();
circulo1.pi = 0;
circulo1.alertpi();
circulo2.alertpi();
</script>
</head>
<body>
<p>
Una prueba.
</p>
</body>
Objetos (11)
• El uso de prototipos también permite 
modificar los objetos integrados (built‐
in) de JavaScript, como Array, Date o 
String
– Imprescindible para extender JavaScript y       
crear tus propias librerías
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Objetos (12)
• Ejemplo: extender el objeto String para 
añadirle un método que escribe el texto 
en sentido contrario
<script type="text/javascript">
function outputbackwards(){
for(i = this length - 1; i >= 0; i--)  .     
document.write(this.charAt(i));
}
String.prototype.writeback = outputbackwards;
</script>
Objetos (13)
<script type="text/javascript">
var message1 = "Welcome to my site!";
message1.writeback();
var message2 = "Today is a beautiful day";
message2.writeback();
</script>
// Produce como salida:
!etis ym ot emocleW
yad lufituaeb a si yadoT
19/04/2010
14
Objetos (y 14)
• Eliminación de objetos ? delete
