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Reglas de conversión entre el diagraMa de clases  
y los grafos conceptuales de sowa1




La conversión entre modelos de un nivel de abstracción inferior a otro de nivel de abstracción superior 
facilita la comunicación entre los involucrados en un proceso de desarrollo de software. Los grafos con-
ceptuales son diagramas que presentan la información modelada de una manera semiformal, y pueden 
llegar a ser comprensibles tanto por el humano como por el computador. El diagrama de clases, en cambio, 
presenta las clases, atributos, operaciones y relaciones principales de un sistema en un lenguaje propio 
de los expertos en modelamiento de productos de software. En este artículo se propone un conjunto de 
reglas de conversión para traducir el diagrama de clases (más detallado y, en consecuencia, de bajo nivel 
de abstracción) en una forma más comprensible al interesado (y de más alto nivel de abstracción) como 
lo son los grafos conceptuales de Sowa.
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ABSTRACT
The conversion from lower-level abstraction models to upper-level abstraction models encourages com-
munication between the parts of the software development process. Conceptual graphs are diagrams for 
presentation of the modeled information in a semi-formal way, and they can be understandable both 
for human and computer. Class diagram, in contrast, presents the systems classes, attributes, operations 
and main relations in an expert language for software product modelers. In this paper, we propose a 
set of conversion rules for translating class diagram (a more detailed, low-level abstraction model) into 
a one more understandable form for stakeholders (an upper-level abstraction model) based on Sowa’s 
Conceptual Graphs.
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DINAIN y administrado por la DIME.
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INTRODUCCIÓN
Durante la fase de definición del proceso de desa-
rrollo de un producto de software, los interesados 
y los analistas necesitan estar en constante comu-
nicación para realizar una abstracción correcta 
del sistema modelado, reflejada en los esquemas 
conceptuales elaborados en las fases siguientes. 
La mayoría de las veces esa comunicación se ve 
empañada por la diferencia de conocimiento 
entre las partes, dando como resultado esquemas 
conceptuales incompletos o incorrectos respecto 
del dominio del problema en cuestión (Zapata y 
Arango, 2005).
La validación, por parte del interesado, de los 
modelos conceptuales es una forma de capturar 
la información incompleta y corregir la informa-
ción incorrecta, para posteriormente realizar el 
refinamiento de diagramas y disminuir tanto las 
probabilidades de desbordamientos de costos y 
tiempos de entrega como también las de pérdidas 
de requisitos. Para que los procesos de valida-
ción y refinamiento tengan buenos resultados es 
necesario que el interesado entienda la sintaxis 
de los diagramas que va a validar. El diagrama 
de clases, por ejemplo, no posee una sintaxis de 
fácil comprensión para personas que no estén 
relacionadas con el análisis y diseño de productos 
de software.
La principal ventaja que ofrecen los grafos con-
ceptuales en comparación con otros esquemas 
conceptuales generados en el proceso de desarrollo 
de un producto de software es la posibilidad de 
representar la información del dominio de un 
problema de forma precisa, comprensible por los 
interesados y manejable computacionalmente 
(Sowa, 1984). Esta ventaja hace que, en algunos 
casos, por ejemplo en el refinamiento de modelos 
de datos, se deba recurrir a una conversión de 
esquemas de nivel de abstracción inferior a diagra-
mas más amigables al interesado, como lo son 
los grafos conceptuales. Por lo anterior, se puede 
considerar que los grafos conceptuales constitu-
yen un punto intermedio entre los esquemas en 
un formalismo poco entendido por el humano y 
muy comprensible por la máquina (de bajo nivel 
de abstracción) y los lenguajes naturales (de alto 
nivel de abstracción).
Los grafos conceptuales, además de poseer una 
sintaxis gráfica, entendible por los interesados, 
pueden representarse en una notación basada en 
caracteres (forma lineal, de intercambio de grafos 
conceptuales y de intercambio de conocimiento, 
Sowa, 1984), que también puede ser comprensible 
por la máquina, aunque de manera diferente a 
como se entiende el diagrama de clases, por ejem-
plo. Las bondades de los grafos conceptuales han 
sido explotadas en áreas tales como: recuperación 
de información, diseño de bases de datos, proce-
samiento de lenguaje natural y sistemas expertos, 
entre otras.
El objetivo de este artículo es proponer una serie 
de reglas para permitir la conversión de un diagra-
ma de clases dado en sus respectivos grafos concep-
tuales. Algunos autores realizan este proceso con 
fines de integración de esquemas (Creasy y Ellis, 
1993), traducción automática (Snook y Butler, 
2001), elaboración de esquemas conceptuales a 
partir de lenguaje natural (Coad y Yourdon, 1990), 
(Chen, 1983) y demás aplicaciones que requieran 
la información de los esquemas conceptuales en 
una representación más abstracta pero entendible 
computacionalmente.
DESCRIPCIÓN DE LOS GRAFOS 
CONCEPTUALES Y DEL DIAGRAMA 
DE CLASES DE UML
Los grafos conceptuales son diagramas que mo-
delan los conceptos y relaciones conceptuales de 
un sistema, son de fácil entendimiento para el 
interesado, y permiten un manejo computacional. 
La notación gráfica de los grafos conceptuales re-
presenta los conceptos identificados en el dominio 
del problema de un sistema a través de rectángulos; 
las relaciones conceptuales por medio de círculos 
u óvalos y los enlaces establecidos entre conceptos 
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y relaciones conceptuales se dibujan como flechas. 
(Véase Figura 1).
Figura 1. Forma gráfica del grafo conceptual para la 
oración: John va a Boston en bus. (Tomada de Sowa, 
1984)
La forma gráfica de los grafos conceptuales tiene 
equivalencias en formatos legibles por máquina, tales 
como el CGIF (Conceptual Graph Interchange For-
mat) y el KIF (Knowledge Interchange Format), los 
cuales contribuyen a darle utilidad computacional 
a estos grafos, puesto que existen herramientas ac-
tualmente que permiten obtener estas equivalencias 
desde editores de dichos grafos (Sowa, 1984).
A mediados de la década de los noventa, surgió el 
Unified Modeling Language (Lenguaje Unificado 
de Modelamiento o UML), como uno de los prin-
cipales estándares para el desarrollo de software. 
El diagrama de clases de UML muestra los objetos 
relevantes del dominio del problema de un sistema 
específico y los agrupa en clases (Object Manage-
ment Group, 2003). Para ello identifica en cada 
objeto los atributos que le pertenecen, las operacio-
nes que se pueden realizar con él y sus relaciones 
con otros objetos (asociaciones, generalizaciones, 
dependencias, agregaciones y composiciones) con 
sus cardinalidades y el rol que desempeña en cada 
relación. Desde sus inicios, el diagrama de clases 
ha permitido el modelamiento de los conceptos 
del dominio de un problema determinado, pero 
en una notación que está dirigida a analistas entre-
nados en su uso, constituyéndose en un diagrama 
cuyo nivel de abstracción es bajo. La simbología 
básica del diagrama de clases de UML se muestra 
en la figura 2. 
Figura 2. Simbología del diagrama de clases de UML
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En la especificación del diagrama de clases de 
UML (Object Management Group, 2003) se des-
criben cada uno de los elementos del diagrama 
de clases, los elementos con los cuales es posible 
su relación, su notación y sus representaciones 
opcionales. 
En la siguiente sección se realiza un análisis 
crítico de algunos trabajos realizados para esta-
blecer conversiones entre esquemas conceptuales 
generados en el proceso de diseño de sistemas 
informáticos.
ANTECEDENTES
Entre los principales trabajos realizados para lograr 
conversión entre modelos conceptuales se pueden 
mencionar:
Snook y Butler (2001) proponen una adaptación 
de una notación de diseño gráfica (UML) para 
la especificación formal y la construcción de una 
herramienta de traducción automática, agregando 
detalles semánticos y definiendo el significado 
de cada elemento del diagrama. Implementan, 
además, un prototipo para trasladar las caracterís-
ticas diagramáticas de UML al lenguaje B (Abrial, 
1996). B es un lenguaje de especificación formal, 
y el objetivo de este trabajo es utilizar algunas de 
las características de los diagramas de clases para 
realizar especificaciones formales de forma fácil. 
Las restricciones de los componentes del diagrama 
de clases son descritas en una forma restringida 
de la notación del lenguaje B. Esta traducción no 
agrega información a la especificación de diagra-
mas en UML, sino que proporciona una forma 
textual alternativa. La iniciativa de agregar detalles 
semánticos a los modelos conceptuales puede 
conducir a una forma de encontrar deficiencias 
en tal diagrama y realizar refinamientos al modelo. 
La conversión que se plantea en Snook y Butler 
(2001) no contribuye a mejorar la comprensión 
del diagrama de clases por parte del interesado; 
esto se produce porque una especificación en un 
lenguaje formal como B requiere de un entre-
namiento mucho mayor para su comprensión, 
puesto que el nivel de abstracción de este lenguaje 
es incluso mucho más bajo que el diagrama de 
clases de UML.
La herramienta de conversión descrita en Timm y 
Gannod (2005) fue creada para tomar una especi-
ficación UML y convertirla en una representación 
equivalente en OWL-S (que es un lenguaje enfo-
cado a agentes de software, creado para describir 
conceptos y relaciones semánticas de servicios Web 
usando ontologías). Para ello, utiliza XMI (un es-
tándar de comunicación entre aplicaciones basado 
en el lenguaje de marcado extendido XML) y sobre 
él aplica las transformaciones con un lenguaje 
basado en este estándar. Estos autores buscan la 
forma de generar un modelo de servicios OWL-S 
tomando una representación XML basada en un 
diagrama de actividades de UML. El mecanismo 
utilizado para validar qué tan correcta es la conver-
sión realizada es la herramienta de especificación 
de ontologías Protégé. Este tipo de conversión se 
ocupa de la legibilidad por parte de la máquina y 
poco o nada contribuye a la legibilidad por parte 
de seres humanos; además, el nivel de abstracción 
se conserva bajo, lo cual no permite la validación 
por parte de los interesados.
Creasy y Ellis (1993) presentan una herramienta 
informática (basada en grafos conceptuales) para 
solucionar el problema de integración de esquemas 
conceptuales generados en el diseño de sistemas de 
información complejos. Los lineamientos teóricos 
de esta propuesta están orientados al diagrama 
entidad-relación, no al diagrama de clases que es 
completamente objetual y además es reconocido 
como el estándar aceptado por el OMG (Object Ma-
nagement Group, 2003). Pese a trabajar con grafos 
conceptuales, esta propuesta no eleva de manera 
sustancial el nivel de abstracción, pues se limita a 
elaborar una descripción del diagrama entidad-rela-
ción con la terminología de este diagrama, la cual es 
poco entendible para los interesados. Por otra parte, 
esta metodología no utiliza los roles semánticos para 
especificar las relaciones entre los conceptos del 
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dominio, haciendo más compleja la traducción de 
esquemas conceptuales a lenguaje natural.
Coad y Yourdon (1990) establecieron un método 
que parte del análisis del modelo verbal y a partir 
de tal análisis identifican los principales elementos 
del diagrama de clases, diagrama principal en el mo-
delamiento y desarrollo de un producto de software 
orientado por objetos. Esta metodología identifica 
los principales sustantivos presentes en el modelo 
verbal, información valiosa para la detección de las 
“clases” y “objetos” del modelo, y los principales ver-
bos, que pueden suministrar información sobre las 
relaciones entre las diferentes entidades del modelo. 
Esta conversión parte de un modelo más compren-
sible por el interesado hacia uno de notación más 
elaborada y compleja, que es un proceso inverso 
al planteado en este artículo. Como la entrada de 
esta conversión es el lenguaje natural, es necesario 
llevar a cabo procesos de desambiguación antes de 
generar el diagrama de salida. En esta misma línea 
de trabajo, Harmain y Gaizauskas (2000) propo-
nen el CM-Builder, una herramienta CASE para 
la obtención del diagrama de clases a partir de las 
especificaciones de requisitos en lenguaje natural. 
En este caso, dada la existencia de un diagrama de 
clases, no es posible realizar el proceso contrario, 
con el fin de realizar una validación del mismo por 
parte del interesado.
NL-OOPS (Natural Language Object – Oriented 
Product System), es un sistema propuesto por Mich 
(1996) e incorpora un sistema de procesamiento del 
lenguaje natural denominado LOLITA (Large-scale 
Object-based Language Interactor, Translator and 
Analyser). LOLITA contiene un conjunto de funcio-
nes para el análisis del lenguaje natural y a través de 
este análisis detecta ambigüedades en el texto. Como 
resultado final NL-OOPS entrega, en una estructura 
de árbol, un conjunto de las clases candidatas y sus 
posibles instancias, atributos y métodos (Mich y 
Garigliano, 2002). Esta solución es sólo una contri-
bución a la complementación del diagrama de clases, 
ya que no posee la representación de las relaciones 
entre las clases del modelo convertido.
Fliedl (1999, 1999a, 2002, 2002a y 2003) acompa-
ñado de un grupo de ingenieros de sistemas (Kop 
y Mayr, 2002), (Mayr y Kop, 2002) desarrollaron 
el KCPM (Klagenfurt Conceptual Predesing Mo-
del) como parte del proyecto NIBA. El objetivo 
del proyecto es facilitar el desarrollo de productos 
de software a través de la traducción automática 
del lenguaje natural a esquemas conceptuales. 
Para lograr este objetivo cuenta con los siguientes 
elementos:
•	 Un analizador sintáctico.
•	 Un intérprete semántico basado en la teoría 
de roles Theta (Agente, Experimentador, 
Tema, Meta, Fuente, Locación) (Gruber, 
1965), y en lineamientos teóricos para de-
terminar las funciones de las palabras que 
acompañan a un verbo (Fillmore, 1968).
•	 Una herramienta KCPM para la traducción 
y análisis (sintáctico y semántico) de oracio-
nes.
•	 Una herramienta para el cálculo de puntos 
de función.
El proceso de conversión descrito en el proyecto 
NIBA es completamente contrario al planteado en 
este artículo, ya que va de lenguaje natural a esque-
mas conceptuales y requiere desambiguación. 
En la sección siguiente se generan las reglas de 
transformación entre diagramas de clases y grafos 
conceptuales de Sowa, partiendo de las ventajas 
y desventajas de las propuestas existentes y de los 
aspectos comunes de los diagramas involucrados 
en la conversión.
BREVE DESCRIPCIÓN DE LA 
PROPUESTA
Los antecedentes analizados en la sección anterior 
no suministran una solución que posibilite a los 
interesados lograr una comprensión del diagrama 
de clases, que le permita definir si efectivamente 
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ese diagrama representa lo que está tratando de 
expresar. Sin embargo, en la mayoría de esos tra-
bajos se emplean reglas de conversión para lograr 
la transformación de un modelo a otro.
Entre las limitaciones de los trabajos expuestos 
en la sección anterior se pueden nombrar los 
siguientes:
•	 En la mayoría de los casos la conversión se 
presenta a partir de lenguaje natural, pero no 
se establece qué ocurre cuando el diagrama 
de clases ya existe y se requiere que el intere-
sado realice una validación del mismo. Esta 
es una situación típica durante la captura de 
los requisitos.
•	 En los casos en que se parte de diagramas 
se llega a una especificación formal o a un 
diagrama de igual o incluso menor nivel de 
abstracción que, por ende, requiere mayor 
entrenamiento para el entendimiento hu-
mano.
Para aprovechar las bondades de las propuestas 
existentes y dejar de lado las limitaciones expues-
tas, en este artículo se propone un método para 
realizar la conversión entre el diagrama de clases y 
los grafos conceptuales de Sowa. Esta conversión se 
realizará directamente sobre el diagrama de clases 
generado por el analista en la fase de análisis del 
ciclo de vida de un producto de software. El ob-
jetivo de esta conversión es encontrar una forma 
de expresar una sintaxis tan compleja como lo es 
el diagrama de clases de UML en una notación 
más comprensible por los interesados en la cons-
trucción de un sistema informático; con ello se 
busca involucrar al interesado en la validación 
del diagrama de clases, especialmente tratando de 
establecer si dicho diagrama realmente representa 
de manera adecuada el dominio del problema que 
se pretende solucionar con la pieza de software.
El primer paso para lograr la conversión será 
encontrar las partes de ambos diagramas que ex-
presan aspectos comunes. Por ejemplo, las clases 
del diagrama de clases muestran los principales 
conceptos de un sistema informático modelado al 
igual que los conceptos de los grafos conceptuales. 
De igual manera, las relaciones entre las clases de 
un diagrama de clases suministran cierta informa-
ción para identificar las relaciones conceptuales de 
los grafos de Sowa y los enlaces establecidos entre 
conceptos y relaciones conceptuales.
Para llevar a cabo la conversión de diagramas se 
definen los siguientes principios:
• Toda clase, atributo y operación del diagra-
ma de clases debe ser un concepto del grafo 
conceptual de Sowa.
• Las relaciones entre clases, atributos y ope-
raciones del diagrama de clases se pueden 
expresar en términos de otros conceptos y 
los roles theta o casos semánticos del grafo 
conceptual de Sowa (agente, experimenta-
dor, locación, destino, instrumento, etc.).
Adicionalmente, se definen las siguientes reglas 
de transformación del diagrama de clases a grafos 
conceptuales de Sowa:
Regla 1: clase-atributo
Un atributo de una clase genera los siguientes 
elementos en el grafo conceptual:
•	 Un concepto dado por el nombre del atributo.
•	 El concepto “tener”.
•	 Un concepto dado por el nombre de la 
clase.
•	 Una relación “beneficiario” entre los 
conceptos “tener” y el nombre de la clase.
•	 Una relación “tema” entre los conceptos 
“tener” y el nombre del atributo. 
Una frase que se puede extraer de la definición de 
la clase cliente, que se aprecia en la figura 3 es: “El 
cliente es el beneficiario del concepto tener, cuyo 
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tema es código” o, más concretamente, “El cliente 
tiene código”. El grafo conceptual correspondiente 
a esta frase se muestra en la figura 4.




Figura 4: Grafo conceptual de la frase “El 
cliente tiene código”
Regla 2: clase-operación 
Una operación de una clase genera los siguientes 
elementos en el grafo conceptual:
•	 Un concepto dado por el nombre de la clase.
•	 Un concepto dado por el nombre de la ope-
ración.
•	 El concepto “usuario”, sugerido al interesado 
para que interactivamente defina si ese con-
cepto existe o si tiene otro nombre.
•	 Una relación “agente” entre los conceptos 
“usuario” y el nombre de la operación.
•	 Una relación “tema” entre los conceptos 
dados por el nombre de la operación y el 
nombre de la clase. 
De la definición de la clase cliente del ejemplo an-
terior se puede afirmar que “el usuario es el agente 
del concepto consultar, cuyo tema es el cliente”, o 
simplemente que “el usuario consulta al cliente”. 
El grafo conceptual para representar lo anterior 




Figura 5. Grafo conceptual de la frase “El 
usuario consulta al cliente”
Regla 3: clase-relación-clase
Dos clases relacionadas como en el caso de la Figura 
6, generan los siguientes elementos:
•	 Dos conceptos dados por el nombre de las 
clases.
•	 Un concepto dado por el nombre de la relación.
•	 Una relación “agente” entre el nombre de 
la relación y el nombre de la clase que tiene 
cardinalidad 1.
•	 Una relación “tema” entre el nombre de la 
relación y el nombre de la clase que tiene 
cardinalidad *.
Figura 6. Relación entre las clases cliente y pedido
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El grafo conceptual correspondiente se muestra en 
la figura 7. Es de notar que, si la relación es 1 a 1, 
entonces el sentido de la relación definirá la relación 
conceptual de cada una de las clases. Si la relación 
es una agregación o composición, como en la figura 
8, entonces la clase de agregación y la clase de com-




Figura 7: Grafo conceptual para la relación 
entre dos clases
Figura 8: Relación de agregación entre dos 
clases
Según la regla anterior, el grafo conceptual gene-
rado para esta porción de diagrama de clases es el 




Figura 9: Grafo conceptual para la relación de 
agregación entre las clases pedido y artículo
Regla 4: Metarregla para correferencia
En cada diagrama generado, los conceptos que se 
hayan generado desde el mismo nombre de clase 
se unen con una línea punteada que expresa la 
correferencia en el grafo conceptual, es decir, la 
forma de reconocer que este concepto es el mismo 
en dicho grafo.
En la siguiente sección se muestra la implemen-
tación de las reglas y se ejemplifica con un caso 
de estudio.
APLICACIÓN Y CASO DE ESTUDIO
Las reglas definidas en la sección anterior se imple-
mentaron en el prototipo de una aplicación con 
las siguientes características:
•	 La entrada al proceso es un diagrama de 
clases elaborado en la herramienta CASE 
ArgoUML, disponible en la página http://
argouml.tigris.org/. Para ingresar el diagrama 
en la aplicación, se requiere el código XMI 
generado por el ArgoUML.
•	 Las reglas se programaron en XQuery, un 
lenguaje de consulta que explora archivos en 
XML y genera nuevos archivos en XML que 
pueden ser leídos por otras herramientas. Para 
la programación de dichas reglas se empleó 
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•	 La salida del proceso es un archivo en forma-
to XML que se puede leer en la herramienta 
Charger, disponible en la página http://sour-
ceforge.net/projects/charger/, la cual permite 
la edición de grafos conceptuales de Sowa.
Parte de la consulta en XQuery para la extracción 
de los atributos de las clases (Regla 1) se muestra a 
continuación. Se suprimieron las partes del código 
que generan los elementos del XML en Charger, 
para facilitar la legibilidad del mismo.
<grafo_conceptual>
 {for $a in //Foundation.Core.Class
 return 
  <reglas_para_clases>
   {for $b in $a/Foundation.Core.Classifier.feature/Foundation.Core.Attribute/Foundation.Core.ModelElement.name 
   return
    <reglas_para_atributos>
    <relacion nombre="beneficiario">
     <concepto1>tener</concepto1>
     <concepto2>{$a/Foundation.Core.ModelElement.name/text()}</concepto2>
    </relacion>
    <relacion nombre="tema">
     <concepto1>tener</concepto1>
     <concepto2>{$b/text()}</concepto2>
    </relacion>
   </reglas_para_atributos>}
  </reglas_para_clases>}
</grafo_conceptual>
De manera similar, el código en XQuery que corresponde a la extracción de las operaciones es el siguiente:
<grafo_conceptual>
 {for $a in //Foundation.Core.Class
 return 
  <reglas_para_clases>
  {for $c in $a/Foundation.Core.Classifier.feature/Foundation.Core.Operation/Foundation.Core.ModelElement.name 
  return
   <reglas_para_operaciones>
    <relacion nombre="agente">
     <concepto1>{$c/text()}</concepto1>
     <concepto2>usuario</concepto2>
    </relacion>
    <relacion nombre="tema">
     <concepto1>{$c/text()}</concepto1>
     <concepto2>{$a/Foundation.Core.ModelElement.name/text()}</concepto2>
    </relacion>
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En ambos casos, Foundation.Core.Class es la etique-
ta del código XMI de ArgoUML que almacena la 
información de la clase y es superior en jerarquía a 
las demás etiquetas que comienzan con Foundation 
y que se emplean para recopilar la información de 
atributos y operaciones. 
Empleando esta aplicación se ejemplifica la con-
versión de un diagrama de clases correspondiente 
a un sistema de pedidos de artículos; se supone 
que este diagrama fue generado por un analista 
en la fase de análisis y su imagen en ArgoUML se 
puede apreciar en la figura 10.
Figura 10. Diagrama de clases
Ahora, cada clase, atributo, operación y relación 
del diagrama de clases se representan como con-
ceptos del grafo conceptual, utilizando la relación 
conceptual apropiada (rol semántico) dependien-
do de la regla aplicada, para terminar el proceso 
de conversión con la unión de los conceptos del 
grafo. A manera de ejemplo, véanse las figuras 11 
a 15, generadas con el Charger a partir del archivo 
en XMI del diagrama de clases de la figura 10.
Figura 11. Información de atributos y 
operaciones de la clase cliente
Figura 12. Información de atributos y 
operaciones de la clase pedido
Figura 13. Información de atributos y 
operaciones de la clase forma de pago
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Figura 14. Información de atributos y operaciones 
de la clase artículo
Figura 15. Información de las relaciones entre las 
clases
Nótese que en cada una de estas figuras se empleó 
una línea punteada para unir los rectángulos que 
se refieren a los mismos conceptos. Esta notación 
se adoptó a partir del estándar definido por Sowa 
(1984) para los grafos conceptuales.
CONCLUSIONES Y TRABAJOS 
FUTUROS
En este artículo se propuso un mecanismo para 
permitir la conversión de diagramas de clases a 
grafos conceptuales, esquemas de nivel más alto 
de abstracción y, consecuentemente, de más fácil 
comprensión por los interesados humanos; en estos 
grafos, sin embargo, no se renuncia a la posibilidad 
de comunicación entre máquinas debido a sus for-
mas textuales equivalentes, que pueden ser legibles 
por máquina. Uno de los objetivos y motivaciones 
para realizar la conversión es la validación, por 
parte del interesado, de los esquemas conceptuales 
elaborados en las diferentes fases de desarrollo de 
un producto de software.
Se presentan cuatro reglas para definir la conver-
sión a grafos conceptuales de las relaciones entre 
clases y sus atributos, clases y sus operaciones y 
clases con otras clases del diagrama de clases; estas 
reglas se aplican a un caso de estudio referente a 
un sistema de pedidos de artículos, para obtener 
los grafos conceptuales de Sowa.
Las reglas enunciadas pretenden un acercamiento 
con el lenguaje del interesado, a diferencia de otros 
trabajos del estado del arte, que se limitan a conver-
tir a grafos de Sowa esquemas conceptuales, pero 
conservando el lenguaje del analista. Sin embargo, 
y pese a que la legibilidad del diagrama de clases 
expresada en términos de los grafos conceptuales 
mejora, se puede apreciar que la extensión de los 
diagramas es mucho mayor, dado que se sigue el 
estándar de correferencia enunciado por Sowa 
(1984).
Entre los trabajos a realizar se pueden enumerar 
los siguientes:
•	 La conversión de diagramas de clases más 
complejos que incluyan todos los tipos de 
relaciones definidas en la especificación de 
UML, además de la conversión a grafos con-
ceptuales de otros esquemas comúnmente 
utilizados en la definición, análisis y diseño 
de sistemas informáticos.
•	 La complementación de la aplicación que 
implementa las reglas.
•	 La definición de un esquema de comunica-
ción más cercano aun que los grafos concep-
tuales al lenguaje que utilizan los interesados, 
de forma que se pueda lograr una comuni-
cación más rápida y efectiva que permita la 
validación del diagrama de clases.
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