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Con los avances que se ha realizado en la robótica móvil se tienen en la 
actualidad robots móviles que realizan tareas de manera autónoma, y junto con el 
empleo de la Inteligencia Artificial se logra incrementar su grado de autonomía en 
tareas mucho más complejas como son: búsquedas, exploración, supervisión, etc.  
 
El presente proyecto de tesis hace uso del robot móvil Robotino de FESTO para 
realizar tareas de búsqueda en tiempo real utilizando el algoritmo de búsqueda 
informada A*, con el fin de encontrar el camino de menor coste dentro de un 
entorno controlado. El sistema de control está basado en una arquitectura 
deliberativa, es decir, constituida de un nivel superior y un nivel inferior, las 
mismas que se comunican a través de una WLAN.  
 
El nivel superior de la arquitectura de control se encuentra en un computador 
donde se ejecuta el algoritmo de búsqueda informada A* y el software para el 
control del Robotino desarrollados bajo la plataforma C# .NET, mientras que los 
caminos generados por el algoritmo de búsqueda son ejecutados por el nivel 
inferior de la arquitectura de control (hardware Robotino) a través de órdenes 
enviadas del nivel superior utilizando todas las librerías necesarias para el análisis 
de la información proveniente del entorno de trabajo, llevando de esta manera al 
robot móvil Robotino de FESTO por los caminos más eficientes al momento de 
desplazarse desde un estado inicial hacia un objetivo. 
 
El sistema de búsqueda ha sido desarrollado con dos funcionalidades, utilizando 
el robot móvil Robotino de FESTO o independiente de él, con el fin de observar  la 












El presente proyecto de titulación está orientado para aquellas personas 
interesadas en el control del robot móvil Robotino de FESTO y en la utilización del 
algoritmo de búsqueda informada A*, utilizando el API para la comunicación y 
programación del Robotino bajo C# .NET, con el fin que resulte fácil su 
comprensión y aplicación en encontrar el camino más óptimo dentro de un 
entorno controlado. La información necesaria se encuentra estructurada de la 
siguiente forma:    
 
En el primer capítulo se menciona de manera general una introducción, los 
objetivos, el alcance y el planteamiento del problema sobre el presente proyecto 
de titulación. 
 
El capítulo 2 presenta  una revisión sobre los robots móviles y la Inteligencia 
Artificial. En los robots móviles se hace una revisión sobre los tipos de robot 
móviles, sensores, actuadores, arquitecturas de control, tipos de entornos y sus 
diferentes aplicaciones, y en la Inteligencia Artificial se describen las diferentes 
estrategias de búsqueda junto con algunos de sus algoritmos de búsqueda.   
 
En el capítulo 3 se da un análisis y diseño del funcionamiento del sistema de 
búsqueda, como también se da una breve revisión de cada uno de los 
componentes del robot móvil Robotino de FESTO. 
 
Y finalmente en el capítulo 4 se presenta un informe de las pruebas realizadas, 
los resultados obtenidos y sus respectivas conclusiones y recomendaciones que 










La robótica móvil en la actualidad está siendo empleadas en diferentes aplicaciones 
de investigación y exploración, realizando tareas peligrosas, desagradables o 
tediosas para el ser humano, y junto con la Inteligencia Artificial dotan al robot de 
mayor autonomía, es decir, una menor supervisión humana en las tareas de 
planificación, percepción y control para el cumplimiento de los objetivos. 
 
En el presente proyecto de tesis se ha implementado un sistema de búsqueda 
informada que hace uso del algoritmo A* de Inteligencia Artificial para encontrar el 
camino más óptimo dentro de un entorno controlado utilizando el robot móvil 
Robotino de FESTO en tiempo real.  
 
En cuanto al control del Robotino se empleó la arquitectura deliberativa1, ya que el 
sistema de búsqueda está constituido por una parte de hardware y otra de software. 
La parte de hardware está formada por el robot móvil que opera bajo un sistema 
operativo GNU/Linux, que a su vez se comunican a través de una red inalámbrica 
WLAN a un computador que opera bajo Windows XP donde se ejecuta la aplicación 
de búsqueda y el API que permite la comunicación entre ellos. 
 
La aplicación de búsqueda esta implementada en el lenguaje de programación C# 
.NET, donde el usuario tiene la posibilidad de crear y editar entornos virtuales 
formados de arcos y nodos2, con el fin de observar y comprender de mejor manera el 
funcionamiento del algoritmo, utilizando el Robotino con algunas configuraciones 
adicionales o dentro de la misma aplicación. 
                                            
1
 OLLERO BARTURONE, Aníbal, ROBÓTICA – Manipuladores y robots móviles, 1ra. Edición, Editorial 
Marcombo, Barcelona-España ,200, p. 152 
2
 RUSSELL, Stuart J. y NORVING Peter, Inteligencia Artificial Un Enfoque Moderno, 2da. Edición, Editorial 





1.2 OBJETIVO GENERAL 
 
Implementar un algoritmo de búsqueda informada  en el robot móvil Robotino de 
FESTO para encontrar el camino con la solución más óptima dentro de un entorno 
controlado. 
 
1.2.1 OBJETIVOS ESPECÍFICOS 
 
 Conocer el manejo y funcionamiento de los componentes que posee el robot 
móvil utilizando la documentación disponible para el mismo. 
 Utilizar el API desarrollado para el Robotino de FESTO  bajo C#.NET desde 
una PC. 
 Seleccionar los componentes más apropiados del robot móvil para guiarlo por 
los caminos más óptimos dentro del entorno de trabajo. 
 Definir la heurística apropiada en el algoritmo de búsqueda informada para 
guiar el proceso de búsqueda por los caminos más óptimos hacia el objetivo. 
 Utilizar una arquitectura de control que permita al robot móvil cumplir las 
tareas de manera organizada. 
 Desarrollar un software que muestre los resultados obtenidos del proceso de 
búsqueda, ya sea utilizando al Robotino de FESTO dentro del entorno de 
trabajo o en el entorno virtual para observar los caminos más óptimos 
generados por el algoritmo de búsqueda informada. 
 
1.3 ALCANCE DEL PROYECTO 
 
Para el desarrollo de este proyecto de titulación se utilizará el robot móvil Robotino 
de FESTO adquirido por la universidad para los laboratorios de Electrónica, haciendo 







El robot móvil se desplazará por los caminos generados por el algoritmo de 
búsqueda informada desde una posición inicial (nodo inicio) hasta llegar a su objetivo 
final (nodo objetivo), encontrando el camino más óptimo.  
 
El desplazamiento del robot móvil será filoguiado, usando un solo sensor inductivo 
que permitirá la detección y seguimiento de los caminos generados por el algoritmo 
de búsqueda informada dentro del entorno de trabajo. 
 
El algoritmo de búsqueda informada para el robot móvil será desarrollado bajo la 
plataforma .NET, utilizando el lenguaje de programación C#. 
 
El robot móvil Robotino de FESTO solo funcionará dentro del entorno planteado para 
desplazarse por los caminos más óptimos. 
 
1.4 PLANTEAMIENTO DEL PROBLEMA 
 
La mayoría de aplicaciones desarrolladas para el robot móvil Robotino de FESTO se 
limitan a tareas, como: 
 Seguimiento de objetos y líneas empleando una cámara Web. 
 Detección y evasión de obstáculos utilizando sus sensores. 
 Detección de distancias mediante sensores de luz infrarroja. 
 
A pesar de realizar todas las tareas mencionadas anteriormente de forma autónoma, 
las capacidades explotadas son mínimas por no tener un mayor grado de autonomía 
que le permita al robot móvil tomar decisiones para encontrar el camino más óptimo 








CAPÍTULO 2  
MARCO TEÓRICO 
 
2.1 ROBOTS MÓVILES 
 
Los robots móviles son máquinas que poseen sistemas electromecánicos3, que 
utilizan técnicas de navegación automática, con el fin de incrementar las aplicaciones 
en la robótica móvil cumpliendo tareas de percepción, planificación y control por sí 
mismo en entornos reales con una limitada intervención humana. 
 
En los años sesenta se comienza con el estudio de los robots móviles autónomos 
aplicados principalmente en la industria, siendo capaces de desplazarse siguiendo 
un cable enterrado o detectar marcas por el piso utilizando sus sensores ópticos, a 
estos robots móviles se les conoce también como vehículos filoguiados. 
 
En los años 70 se logra incrementar la autonomía en los robots móviles obteniendo 
mayor control. Sin embargo, aquella tecnología de la época fue insuficiente para 
desarrollar una navegación eficiente. Muchas de las aplicaciones se orientaban a 
sistemas de visión, aunque no se tuvo mucho éxito por la capacidad computacional y 
el requerimiento de sensores más eficientes. 
 
El mundo  de los robots móviles autónomos empieza a partir de los años 80, siendo 
capaces de realizar tareas de planificación, percepción y control en pequeños 
intervalos de tiempo, y con el desarrollo de nuevas tecnologías como: Computadoras 
con mayor procesamiento de información, sensores y mecanismos mucho más 
eficientes permitían a los robots móviles detectar obstáculos, tomar decisiones, etc.  
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Con los avances en la computación se logra implementar técnicas de Inteligencia 
Artificial en los robots móviles para incrementar su grado de autonomía. 
 
En cuanto a los robots móviles autónomos son todos aquellos que perciben su 
entorno por medio de sus sensores, y actúan sobre el mismo sin o con poca 
intervención humana, tales como: Seguidor de líneas en pistas con diferentes 
desniveles, buscador de luminosidad, etc. Se considera que un robot móvil 
completamente autónomo es capaz de recibir información de su entorno, 
desplazarse desde un estado inicial a un estado final, evitar obstáculos sin la 
intervención humana, y también pueden tener  la capacidad de tomar decisiones y 
ajustarse a nuevas estrategias para cumplir los objetivos en beneficio del usuario.   
 
Uno de los principales problemas que se tiene en los robots móviles se encuentra en 
su sistema de navegación, en la actualidad se están utilizando algoritmos 
computacionales y sistemas GPS4 para su posicionamiento y orientación, basados 
en técnicas de Inteligencia Artificial, reduciendo los errores acumulados por técnicas 
de odometría y sensores tales como: Acelerómetros, giróscopos, etc. [Ollero Aníbal  
2001] 
 
2.1.1 SISTEMAS DE LOCOMOCIÓN PARA ROBOTS MÓVILES 
 
De acuerdo al entorno en el que interactúan los robots móviles, se han desarrollado 
diferentes medios de locomoción (Oruga, patas, ruedas, etc.) para desplazarse por 
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Locomoción por orugas o pista de deslizamiento 
 
Se desplazan con gran maniobrabilidad por diferentes terrenos. La desventaja de 
utilizar estos medios de locomoción es su gran consumo de energía para conseguir 
mayor tracción al momento de desplazarse o realizar giros. 
 
.  
Figura 2.1: Irobot 710 Warrier (iROBOT)  
Fuente: [Locomoción por orugas] 
 
Locomoción por patas 
 
Pueden llegar a ser muy complejos dependiendo del número de patas que posea, 
entre estos se han desarrollado bípedos (se asemejan al humano), cuadrúpedos y 
hexápodos que tienen dificultades en su equilibrio, razón por la cual el control de sus 
articulaciones no es tan sencillo, obteniendo bajas velocidades  al momento de 










Figura 2.2: Asimo –  robot humanoide 
(HONDA) 
Fuente: [Robot Bípedo] 
 
 
Figura 2.3: Aibo – es un robot mascota 
(SONY)   




Figura 2.4: Robot hexápodo Silo6 
(Department of Automatic Control, 
Industrial Automation Institute and Institute 
Spanish National Research Council 
Fuente: [Robot hexápodo – Silo6] 
 
 
Figura 2.5: The ATHLETE Rover (NASA) 
Fuente: [Robot hexápodo – Athlete 
Rover] 
 
Locomoción por ruedas  
 
Este tipo de locomoción ha tenido mayor acogida por ser fácil de construir, consumir 
una menor cantidad de energía y alcanzar velocidades relativamente altas en sus 







Figura 2.6: Robot Nomad desarrollado por investigadores del departamento de robótica de la 
Universidad Carniegie Mellon, con financiación de la NASA. 
Fuente: [Robot con ruedas] 
 
2.1.2 CONFIGURACIÓN CINEMÁTICA DE LOS ROBOTS MÓVILES CON 
RUEDAS 
 
Existen diferentes configuraciones  para los sistemas de locomoción con ruedas de 
acuerdo al uso que se le quiera dar. Entre estas configuraciones encontramos: 
 
2.1.2.1 CONFIGURACIÓN  ACKERMAN 
 
Son sistemas muy estables utilizados por los automóviles, es decir, constituidos por 
cuatro ruedas convencionales, dos de ellas son de dirección ubicada normalmente 
en la parte delantera, y dos en la parte trasera que proporcionan tracción incluso en 
terrenos inclinados. 
 
Las ruedas de dirección en esta configuración tienen una relación entre sus ángulos 
para eliminar el deslizamiento. La relación entre los ángulos de dirección se muestra 
en la siguiente ecuación de Ackerman: 










   Ángulo relativo a la rueda exterior 
   Separación lateral entre ruedas 
   Separación longitudinal entre ruedas 
 
 
Figura 2.7: Posición de las ruedas en configuración Ackerman 
Fuente: [Robots móviles] 
 
Uno de los inconvenientes de esta configuración viene dado por el radio de giro, ya 
que no es muy pequeño, razón por la cual debe disminuir la velocidad al entrar a una 
curva. 
 
2.1.2.2 CONFIGURACIÓN TRICICLO 
 
Esta configuración posee tres ruedas convencionales en forma triangular similar al 
triciclo de los niños. La rueda delantera se utiliza tanto de dirección y tracción 
mientras que las ruedas traseras se mueven libremente. Asimismo, se tienen 
problemas de estabilidad al maniobrar por terrenos inclinados ocasionando pérdida 







Figura 2.8: Configuración triciclo 
Fuente: [Ollero Aníbal  2001] 
 
2.1.2.3 CONFIGURACIÓN DIFERENCIAL 
 
Son fáciles de construir por tener dos ruedas convencionales de tracción 
independientes, las mismas que generan su direccionamiento empleando la 
diferencia de velocidades. Utilizan una o más ruedas de apoyo (ruedas de castor, 
ruedas de bolas, ruedas suecas) según la necesidad para evitar la inclinación del 
vehículo. Sin embargo, la presencia de tres o más ruedas de apoyo ocasionaría 
pérdidas de tracción al navegar por terrenos irregulares, quedando suspendidas en el 
aire por las ruedas de apoyo. 
 
 
Figura 2.9: Disposición de las ruedas en configuración diferencial con una rueda loca al frente 






2.1.2.4 CONFIGURACIÓN SÍNCRONA 
 
Se trata de una configuración compleja en su diseño e implementación. Sin embargo, 
el control de sus movimientos es muy sencillo. Utiliza dos motores, cada motor 
mueve tres o más ruedas de algún tipo simultáneamente, empleando bandas 




Figura 2.10: Configuración Síncrona con tres ruedas 
Fuente: [Siegwart Roland 2004] 
 
2.1.2.5 CONFIGURACIÓN OMNIDIRECCIONAL 
 
A diferencia de las demás configuraciones permite una excelente maniobrabilidad en 
los robots móviles, y un desplazamiento sin la necesidad de una orientación 
específica usando ruedas suecas. Normalmente esta configuración requiere más de 
dos ruedas que proporcionan  tracción y dirección a la vez, lo que le permite al robot 
móvil realizar movimientos complicados. Sin embargo, su complejo control no 







Figura 2.11: a) Robot omnidireccional Rovio (WowWee), b) Uranu mobile robot (Carnegie- Mellon 
University). 
Fuente: [Rovio], [Siegwart Roland 2004] 
 
Tipos de ruedas 
 
Figura 2.12: Tipos de ruedas para robots móviles 








La percepción permite a los robots móviles autónomos adquirir la información 
necesaria sobre su entorno de trabajo en cada instante, y de esta manera poder 
interactuar con el medio que lo rodea cumpliendo los propósitos para las que fue 
diseñado. Está tarea se realiza mediante el uso de los diferentes sensores. 
 
Los sensores son dispositivos que en su mayoría utilizan procesamiento electrónico, 
que consiste en la  interpretación de información y evaluación por parte del usuario 
final para el control de robots móviles, a través de ordenadores u otro mecanismo 
como los microcontroladores. 
 
La información adquirida por parte de los sensores es transformada de una forma de 
energía a otra, normalmente a valores de salida analógicas y digitales, por ejemplo: 
Los fototransistores son elementos sensibles a la luz que trabajan al igual que los 
transistores normales, con la diferencia  que estas se activan con mayor cantidad de 
luz reflejada y se desactivan con la ausencia de ella, esta información adquirida en el 
mundo digital se lo denomina código binario (0 y 1), facilitando un mayor 
entendimiento en el control electrónico de robots móviles y manipulación por parte 
del usuario final. 
 
Los sensores  juegan un papel muy importante en la navegación de un vehículo 
filoguiado, proporcionando información de la velocidad, posición, orientación del 
vehículo respecto al entorno de trabajo, información que es utilizada para seguir una  
trayectoria o generar una trayectoria basada en mapas, permitiendo al robot móvil 
realizar una navegación segura libre de obstáculos. 
 
A continuación se mencionan los diferentes sensores utilizados en los robots móviles  






2.2.1 MICROINTERRUPTORES DE CHOQUE O BUMPERS 
 
Un Bumper es un conmutador de dos posiciones con un muelle de retorno, este 
muelle permite a la palanca de accionamiento regresar a su estado de reposo una 
vez que fue accionada. 
 
Es muy común ver este sensor colocado en los vehículos filoguiados para la 
detección de obstáculos por contacto directo, este dispositivo no es muy útil cuando 




Figura 2.13: Microinterruptor de choque o bumper 
Fuente: [Sensores] 
 
2.2.2 SENSORES DE PRESENCIA Y PROXIMIDAD 
 
Son dispositivos electrónicos que en la robótica móvil permiten detectar la presencia 
de un objeto y la distancia a la que este se encuentre. Algunos de los sensores son 
mucho más sofisticados, capaces de enviar y recibir información, tales como los 
sensores de ultrasonido o medidores de distancia. 
  
A parte de los sensores de ultrasonido y dispositivos mecánicos (fines de carrera) 
que generan señales binarias, existen diferentes métodos para detectar obstáculos 
tales como, el uso de visión artificial utilizando librerías, tales como Opencv5, una 
librería de tratamiento de imágenes destinada principalmente a aplicaciones de visión 
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por computador en “tiempo real”6, siendo estas aplicaciones programables en 
diferentes lenguajes de programación, logrando realizar en los robots móviles tareas 
de percepción mucho más avanzadas. 
 
A estos sensores también se los denomina como sensores externos, que permiten al 
robot móvil interactuar con su entorno, cumpliendo tareas definidas por el usuario 
final, ya que en muchas de las aplicaciones desarrolladas para el control de robots 
móviles están ubicados en partes visibles. El uso de varios de estos sensores en los 
robots móviles aumenta la complejidad en el control de los mismos y el grado de 
autonomía que posea el robot será mucho mayor. 
 
2.2.3 SENSORES INDUCTIVOS 
 
Son aquellos que sirven para detectar objetos metálicos sin la necesidad de  un 
contacto físico. Su funcionamiento consiste en detectar un objeto metálico al 
aproximarse a la distancia de sensado, donde se producen pérdidas de corriente o 
corrientes de Foucault [Pallás Ramón, 2005, p.192], ocasionando variaciones en el 
campo magnético por las propiedades del material. Estas variaciones son 
interpretadas por el circuito de disparo que monitorea la amplitud del oscilador, que a 
su vez, pueden ser bruscas o suaves cuando el objeto se encuentra en el área de 
sensado, generando una salida a un umbral predeterminado de “ON”  y “OFF”.   
 
Los diferentes  valores de salida generados por un sensor inductivo pueden variar de 
acuerdo a la distancia del objeto y al tipo de material. 
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Figura 2.14: a) Sensor Inductivo, b) Componentes de un sensor Inductivo 
Fuente: [Sensores Inductivos] 
 
En la actualidad se pueden encontrar dos tipos de sensores inductivos, los blindados 
y no blindados. Los blindados proporcionan mayor resistencia a los golpes, aunque 
son limitados en el área de detección por su blindaje metálico, mientras que los no 
blindados proporcionan un área de sensado mucho mayor, pero, estos son poco 
resistentes.    
 
Los sensores inductivos también tienen una amplia acogida en las industrias, en 
aplicaciones tales como: detectar la presencia y paso de piezas, rotación, contaje, 
etc., por ser inmunes al ruido y a cambios ambientales. 
 
2.2.4 SENSORES ÓPTICOS 
 
Son utilizados como elementos de seguridad para detectar pequeños o grandes 
movimientos. Generalmente son dispositivos de emisión y recepción de una haz 
infrarrojo, además, generan una salida binaria cuando se recibe una intensidad de 







Figura 2.15: a) Detector óptico de reflexión, b) Detector óptico de barrera 




Los encoders o codificadores ópticos son empleados para determinar la velocidad, 
posición y aceleración del robot móvil, su funcionamiento está basado en la 
interrupción continua de un haz de luz que percibe el fotodetector durante el giro del 
disco con secciones transparentes y opacas, indicando de esta manera el sentido de 
giro de las ruedas del robot móvil. 
 
2.2.5.1 ENCODERS INCREMENTALES 
 
Los encoders incrementales constan de un disco transparente con una serie de 
marcas opacas colocadas radialmente y equidistantes entre sí. Estos encoders 
poseen un elemento emisor de luz y un elemento fotoreceptor para determinar la 
posición y distancia recorrida de las ruedas del robot móvil. La figura 2.16 muestra 







Figura 2.16: Encoder Incremental 




Los actuadores son aquellos que dotan de movimientos a un robot móvil utilizando 
tecnologías tanto hidráulicas, neumáticas y eléctricas. Estás tecnologías en la 
actualidad son investigadas para conseguir mayor precisión en muchas aplicaciones 
industriales. 
 




Son utilizados cuando se requiere manejar altas potencias en base a fluidos a 





Estos actuadores utilizan aire comprimido para realizar trabajos mecánicos, 







Son los más utilizados en las industrias por ser de fácil manejo e instalación, puesto 
que requieren tan solo energía eléctrica para su funcionamiento. 
 
Dentro de estos actuadores eléctricos encontramos motores de corriente continua 
(DC), motores de corriente alterna (AC) y motores de paso. 
 
Motores de corriente  continua (DC) 
 
Son generalmente utilizados en la robótica móvil, por su bajo consumo de energía y  
fácil manejo cuando se requiere cambiar el sentido del giro del motor. Esto se 
consigue invirtiendo la alimentación de energía, y con el uso de reductores de 
velocidad se logra tener un mayor control de los mismos. 
 
Motores de corriente alterna (AC) 
 
Estos motores a diferencia de los de corriente continua (DC) requieren de mayor 
energía para su funcionamiento, siendo útiles en muchas aplicaciones dentro de la 
industria por su buen rendimiento y bajo mantenimiento. 
 
Motores de paso 
 
Un motor de paso es útil en aplicaciones cuando se requiere movimientos de mayor 
precisión. A diferencia de los motores de corriente continua (DC) y corriente alterna 
(AC), realizan giros controlados desde 1.8° hasta 360°, permitiendo al eje del motor 







2.4 ARQUITECTURA PARA EL CONTROL DE ROBOTS MÓVILES 
 
La arquitectura en los robots móviles se define como un conjunto de módulos de 
software y hardware que están interconectados entre sí, percibiendo, tomando 
decisiones y realizando acciones en tiempo real para cumplir una determinada tarea. 
Las arquitecturas permiten que las operaciones de control en los robots móviles se 
lleven de una manera organizada, obteniendo información de su entorno por medio 
de sus sensores y realizando acciones al mismo tiempo de forma autónoma. 
 
2.4.1 CONTROL INTELIGENTE 
 
Esta dado por el uso de funciones autónomas integradas en una arquitectura de 
control “[…] que permiten la realización parcial o totalmente autónoma de 
operaciones tales como la planificación de  tareas, planificación de movimientos, 
percepción sensorial y la reacción ante la presencia de obstáculos y condiciones no 
previstas en general”7. En algunos casos es necesario utilizar las funciones 
teleoperadas y autónomas en conjunto, no obstante, su control será mucho más 
complejo. 
 
2.4.2 REQUERIMIENTOS GENERALES DE LA ARQUITECTURA 
 





Capacidad de los robots móviles para realizar múltiples tareas dentro de un entorno, 
donde su arquitectura de control  debe cumplir objetivos realizando diferentes tipos 
de acciones, por ejemplo, realizar secuencia de movimientos para la generación de 
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Es el resultado obtenido por los robots móviles al momento de realizar una tarea, 
tomando en cuenta factores como la precisión, tiempo de ejecución y recursos de 
Hardware y Software empleados para el cumplimiento de sus objetivos, es decir: que 
tan bien soluciona el problema planteado.   
 
Capacidad de evolución 
 
Se define a la integración de tecnologías modernas en los robots móviles, tales 
como: tarjeta de adquisición de datos, GPS para posicionamiento y orientación, 
proporcionando mayor control y autonomía en ellos. 
 
Grado de autonomía 
 
Es cuanto intervienen las personas sobre el robot móvil  para la ejecución de sus 
tareas, mientras menos intervención se tenga mayor será su grado de autonomía. 
Esto normalmente se pueden observar en arquitecturas de control inteligente, ya que 




Es la no dependencia de un solo sistema de control en los robots móviles, utilizados 
para incrementar la seguridad de su funcionamiento, redundando operaciones de 
control.  
 
Por ejemplo, la fiabilidad se observa cuando se emplea un sistema de visión artificial 





Ambos sistemas proporcionan la misma información de diferente manera, pero el mal 




Capacidad que posee un robot móvil autónomo para modificar sus comportamientos 
en entornos poco conocidos y realizar un desempeño óptimo. En esta parte el robot 
móvil analiza la información proporcionada por los sensores y reacciona rápidamente 
ante posibles eventualidades, realizando acciones oportunas para el cumplimiento de 
las tareas. 
 
2.4.3 TIPOS DE ARQUITECTURAS DE CONTROL 
 
Se tienen diferentes tipos de arquitecturas que son empleadas en los robots móviles 
tomando en cuenta su eficiencia, tiempo de respuesta y capacidad de aprendizaje.  
 
Entre las arquitecturas de control para robots móviles se mencionan algunas como: 
 
Arquitectura de control reactivo 
 
Son útiles en los robots móviles cuando se requieren respuestas muy rápidas en la 
ejecución de sus tareas, obteniéndose comportamientos de percepción – acción sin 
la necesidad de realizar procesamientos complejos de la información de sus 
sensores, donde el sistema realiza una simple consulta a una colección de reglas 
para decidir qué acciones realizar. Esta arquitectura carece de precisión en los 







Figura 2.17: Arquitectura Reactiva 
Fuente: Autores 
 
Arquitectura de control deliberativo 
 
Son utilizadas en la búsqueda y planificación de caminos más óptimos para cumplir 
sus objetivos, a diferencia de la arquitectura de control reactivo son más precisas en 
sus movimientos, realizando varias acciones desde un estado inicial al final usando 
métodos simbólicos de Inteligencia Artificial. Esta arquitectura está limitada en la 
capacidad de almacenamiento y tiempo de procesamiento de información para 
realizar una acción.    
 
 
Figura 2.18: Arquitectura Deliberativa 
Fuente: Autores 
 
Arquitectura de control híbrido 
 
Se basa en la cooperación entre la arquitectura  reactiva y deliberativa. La 
arquitectura reactiva proporciona funciones de seguridad, mientras que la 






Estas arquitecturas trabajan paralelamente en un solo sistema de control dividido en 
varios subsistemas, realizando una comunicación entre ellos para obtener mayor 
fiabilidad en los robots móviles.   
 
 
Figura 2.19: Arquitectura Híbrida 
Fuente: Autores 
 
2.4.4 TIPOS DE AMBIENTES 
 
Describe el entorno donde el robot móvil autónomo realizará las diferentes acciones 
para cumplir los objetivos encomendados por el usuario. Existen varios tipos, algunos 
de ellos requieren de técnicas de Inteligencia Artificial. 
 
Totalmente observable y parcialmente observable  
 
Cuando el Robot móvil detecta todos los aspectos del entorno haciendo uso de sus 
sensores en cada instante para cumplir sus objetivos, se dice que el medio es 
totalmente observable, mientras que en un medio parcialmente observable no se 
tienen todas las características del entorno debido a la presencia de ruido, sensores 








Determinista  y estocástico 
 
Se denomina estocástico cuando la acción del robot móvil funciona por el azar, 
incrementado de esta manera la incertidumbre al momento de ejecutar las tareas, y 
determinista cuando las acciones están predeterminadas  
 
Episódico y secuencial 
 
Un medio episódico divide la experiencia del Robot móvil en episodios, realizando 
una única acción en cada una de ellos, sin tomar en cuenta las decisiones anteriores, 
mientras el secuencial debe de tomar en cuenta las acciones realizadas previamente 
para tomar decisiones futuras. 
   
Estático  y dinámico 
 
Se denomina medios estáticos a aquellos que no sufren ninguna modificación en su 
estructura cuando el Robot móvil realiza las diferentes acciones, de lo contrario se 
dice que es un medio dinámico.   
 
Discreto y continuo 
 
En un medio discreto las percepciones y acciones están claramente definidas, es 
decir, el robot móvil sabe exactamente en qué estado se encuentra durante la 
ejecución de sus tareas dentro del entorno para llegar a su objetivo, de no ser así, se 
le considera un medio continuo. 
 
2.4.5 NAVEGACIÓN EN ROBOTS MÓVILES 
 
Son técnicas que permiten llevar al robot móvil desde un punto inicial a un punto final 





forma segura a medida que esta atraviesa un entorno evitando obstáculos fijos y 
móviles sin perderse. 
 
Las tareas involucradas en la navegación son: percepción del entorno a través de 
sus sensores, planificación de trayectoria libre de obstáculos o caminos construidos a 
base del modelo del entorno y guiados de robots móviles mediante marcas de 
referencia.  
 
A parte de la navegación se deben tomar en cuenta conceptos fundamentales como 
la operación y misión en los robots móviles. La operación en los robots móviles se 
refiere a la interacción con objetos de su entorno de trabajo para cumplir ciertos 
objetivos especificados,  aumentando en algunos casos su complejidad en entornos 
no estructurados. La misión es la cooperación de la navegación y operación para 
cumplir una serie de objetivos sin que el robot móvil colisione con los objetos del 




Figura 2.20: Esquema básico de la arquitectura necesaria en un robot móvil para realizar una misión.  
Fuente: [Ollero Aníbal  2001] 
 
La arquitectura muestra un control de misión que establece una coordinación entre el 
control de navegación y el control operación que deben tener un perfecto 






2.4.6 ESQUEMA DE NAVEGACIÓN EN UN ROBOT MÓVIL 
 
Son un conjunto de tareas básicas empleadas para construir un camino libre de 
obstáculos en entornos estructurados o no estructurados y para que un robot móvil 
pueda adaptarse en cualquier  entorno se debe utilizar la planificación global y local, 




El móvil realiza una aproximación del camino que lo llevará a la meta, utilizando el 




Se lleva a cabo en tiempo de ejecución para evitar colisiones con objetos que no se 
tomaron en cuenta en la planificación global, determinando el camino real que debe 
seguir el robot móvil. Su planificación está basada en la  información proporcionada 
de sus sensores externos. 
 
Cuando los entornos son perfectamente estructurados se requiere el uso tan solo de 
la planificación global para encontrar el camino final, de lo contrario se requiere un 
uso intensivo de la panificación local. 
 
La siguiente figura 2.21 muestra un esquema de navegación básico para robots 







Figura 2.21: Navegador implantado en el robot móvil Blanche de AT&T 
Fuente: [Ollero Aníbal  2001] 
 
El esquema presentado hace uso de la planificación global y local para encontrar el 
camino hacia la meta final en forma continua, enviando información de la ruta a la 
entrada del generador para el control de sus movimientos obviando características 
cinemáticas y dinámicas8 del robot móvil. Su uso principalmente se da en entornos 
poco conocidos. 
 
Planificación de la ruta 
 
Es encontrar un camino seguro y libre de obstáculos desde la posición actual en la 
que se encuentra el robot móvil, hasta llegar a la meta ordenada por el nivel superior 
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 Cinemática: estudio del movimiento del  móvil sin considerar las fuerzas que lo colisionan. 





Generador de caminos 
 
Consiste en construir una sucesión de configuraciones que permiten al robot móvil la 
ejecución de un camino con el menor error posible al momento de realizar la tarea de 
navegación desde una posición inicial a la final, convirtiendo la ruta en un camino 
donde el robot móvil no necesariamente debe ser omnidireccional para un 
seguimiento de camino9 adecuado.   
 
2.4.7 APLICACIONES  
 
En la actualidad existen numerosas aplicaciones para los robots móviles, su diseño y 
construcción se basa de acuerdo a las necesidades del hombre para resolver 
diferentes problemas, ya sea de exploración, doméstico, educativo, aplicaciones 
especiales, etc. En su mayoría estas aplicaciones poseen sistemas de control 




Es utilizada principalmente en las industrias para trasladar cargas de diferentes 
volúmenes, siendo estos en su mayoría guiados de un lugar a otro a través de 
caminos fijos por marcas o metales situados en el piso. El seguimiento de estos  
caminos se realiza mediante sensores ópticos, inductivos, luz, etc. 
 
Por motivos de seguridad los robots móviles filoguiados se dotan de sensores de 
proximidad para evitar posibles colisiones. 
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Figura 2.22: Agv Eagle E210 Flexcart (CORECON) 
Fuente: [Vehículos de guiado automático] 
 
Robot de limpieza 
 
Las tareas de limpieza son tediosas y repetitivas, razón por la cual en los últimos 
años se han desarrollado robots autónomos de limpieza, que son capaces de 
navegar por una habitación o por toda la casa, evitando obstáculos mediante sus 
sensores, al tiempo que aspiran el polvo y las pelusas que encuentra en el suelo. 
Estos robots son capaces de dirigirse automáticamente a una estación  base para 
recargar sus baterías y seguir trabajando. 
 
 
Figura 2.23: a) Robot de limpieza del hogar Roomba 531 (iRobot), b) Robot de limpieza de piscinas 
Solar-Breeze (Eco Pool Technologies)  





Los robots de limpieza no solo se restringen a tareas dentro del hogar, también 
podemos encontrar robots para la inspección y limpieza de ductos de aire 
acondicionado y ventilación en las industrias.  
 
 
Figura 2.24: Robot Trenz-Clenear (Trenz-Clenear) 
Fuente: [Robot de limpieza industrial] 
 
Robot de vigilancia y seguridad 
 
Estos robots de vigilancia  son capaces de realizar múltiples tareas, como rondas en 
exteriores, comprobar perímetros, detectar y seguir a intrusos activando una alarma 
en el centro de control de forma remota. Todas estas tareas son realizadas 
eficazmente, incluso pueden trabajar en condiciones de oscuridad, humo, polvo o 
niebla gracias a su sistema de detección de intrusos. 
 
 
Figura 2.25: Robot mSecurit (MoviRobotics) 





Robot de ayuda 
 
Son Robots móviles utilizados en su mayoría para personas con discapacidades 
físicas, construidas con alguna tecnología que le sirva como ayuda técnica para 
realizar diferentes actividades, tales como: Dar de comer a los pacientes, manipular 
objetos, desplazarse de una forma autónoma, etc. Esto permite a las personas que 




Figura 2.26: Yurina – Robot asistencial japonés (Toyota) 
Fuente: [Robot de asistencia] 
 
En la figura 2.26 se aprecia a Yurina un Robot asistencial japonés presentado en la 
feria Robotech Japan 2010 donde demostró su fuerza y habilidad para levantar y 
trasladar pacientes. Sus capacidades pueden llegar a acomodar a un paciente en la 
cama o llevarlo al baño con el mayor cuidado. Otra de las características de este 
robot es que puede convertirse en andador de rehabilitación o en silla de ruedas. 
 
2.4.8 APLICACIONES ESPECIALES 
 
En estas encontramos los robots de uso militar que tienen como misión recopilar 





aplicaciones se encuentran aún en investigaciones, tales como: Robot desactivador 
de bombas o apagador de incendios. 
 
 
Figura 2.27: Robot militar R-Gator con kernelGNU/Linux (iRobot) 
Figura: [Robot militar] 
 
En la figura 2.27 se presenta un robot móvil autónomo desarrollado para fines 
militares por la empresa iRobot llamado R-Gator. El Robot puede cambiar de modo 
autónomo a teleoperado y actuar también como explorador, apuntador o guardián. 
Cuando trabaja de modo autónomo el vehículo realiza un seguimiento al escuadrón 





Son Robots de entretenimiento o acompañamiento, usados por las personas como 
mascotas o juguetes dotados de distintas capacidades e inteligencia. La compañía 
Sony ha diseñado novedosos robots de entretenimiento como AIBO, la versión más 







Figura 2.28: AIBO modelo ERS-7M3 (Sony) 
Fuente: [Robot cuadrúpedo] 
 
AIBO también puede responder y expresarse verbalmente con su propietario. 
Asimismo, puede realizar acciones y movimientos similares a las mascotas reales. 
 
Existen otros desarrollos por parte de Sony como es QRIO. Un robot que puede 
caminar por dos pies, bailar energéticamente, conversar con las personas de una 
manera entretenida y responder en sus propias palabras. Debido a la información 
obtenida durante las conversaciones con el propietario, lo irá almacenado en la 
memoria como un recuerdo para realizar conversaciones mucho más naturales. 
 
Robot de competencia 
 
Son empleados en concursos dentro de varias instituciones donde los alumnos 
deben poner en práctica habilidades y conocimientos para resolver problemas 
usando diferentes tecnologías, donde se valoran aspectos básicos de la robótica 
como la interacción con el entorno, técnicas de planificación y controlabilidad. 
 
En la actualidad existen varias pruebas de competiciones para robots móviles entre 
las cuales podemos citar: sumo, laberinto, rastreadores, velocistas y Robocup  como 









Dos robots móviles que luchan por sacar  al oponente del tatami (área delimitada por 
una línea de color blanca o negra), donde el tiempo de reacción y potencia son 
fundamentales.   
 
 
Figura 2.29: a) Robots con ruedas en combate de sumo, b) Robots humanoides en combate de sumo 




El robot móvil debe tomar decisiones y salir en el menor tiempo posible, utilizando 




Figura 2.30: Robot en una prueba de laberinto 








Se toman en cuenta la velocidad y control al desplazarse por caminos sin fin 
marcados por una o dos líneas para determinar qué robot móvil es el más rápido. El 
robot  móvil puede guiarse por una sola marca o ambas a la vez, siendo eliminado al 
salir del área delimitada por aquellas líneas.  
 
 
Figura 2.31: Robot en prueba de velocidad 




Son capaces de seguir caminos complicados llenos de curvas y bifurcaciones, donde 
el robot móvil debe llegar a la meta siguiendo el camino más corto en el menor 
tiempo posible. 
   
 
Figura 2.32: Robot rastreador 







Consiste en jugar un partido de fútbol entre varios robots móviles autónomos que 
interactúan de forma cooperativa entre ellos y con su entorno. 
 
 
Figura 2.33: a) Robots de plataforma estándar b) Robots humanoides 
Fuente: [Robocup] 
 
2.5 INTELIGENCIA ARTIFICIAL 
 
La Inteligencia Artificial  (IA) es un campo nuevo con menos de 60 años de estudio,  
su concepto y desarrollo se originan a partir del siglo XX, donde, en el año de 1936 el 
genio matemático inglés Alang Turing diseña una máquina denominada “La Máquina 
de Turing”10 para comprobar si las máquinas pueden pensar al igual que un ser 
humano. Sin embargo, la respuesta ha quedado en una interrogante hasta el día de 
hoy, quedando a criterio de cada persona. Una de las mejores respuestas en nuestra 
perspectiva es que las máquinas son pensantes conforme incrementa su complejidad 
al resolver problemas. Por ejemplo, una máquina puede ser pensante al momento de 
interactuar con el entorno y tomar decisiones propias para el cumplimiento de tareas. 
 
La Inteligencia Artificial tiene como objetivo comprender y reproducir el razonamiento 
humano, diseñando y construyendo máquinas capaces de realizar tareas iguales o 
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mejores que los humanos. Mediante la implementación de programas inteligentes se 
intentan resolver problemas difíciles, analizando, organizando y convirtiendo los 
datos en conocimiento, de manera similar a como lo haría una persona, 
reproduciéndolo e implementándolo a través de herramientas de programación 
como: LISP, PROLOG, C, C++, C#, etc. 
 
Los grandes avances de la computación con mayor capacidad de almacenamiento, 
mejor tiempo de procesamiento, etc., han permitido que la Inteligencia Artificial llegue 
a ser una metodología aplicada en hardware y software, que continuamente se sigue 
mejorando y modificando para desarrollar nuevas máquinas con mayor grado de 
inteligencia.   
 
Actualmente la Inteligencia Artificial (IA) es aplicada en campos como las finanzas, la 
medicina (responder a diagnósticos médicos), la automatización y  los juegos de 
estrategias (Ajedrez, Warcraft). Sin embargo, existen tareas fáciles de realizar para el 
hombre que son aún difíciles de realizar por las máquinas. 
   
2.5.1 RESOLUCIÓN DE PROBLEMAS MEDIANTE BÚSQUEDAS 
 
Las búsquedas tratan de encontrar la forma de resolver los problemas analizando 
sus posibles soluciones. En los inicios fueron aplicados en problemas simples (8-
puzzle, tres en raya, apilar bloques, etc.) por las capacidades computacionales que 
se requerían. En la actualidad con los avances de la tecnología se logra incluir 
mucho más conocimiento y resolver problemas mucho más realistas, utilizando 
algoritmos de búsquedas sin información o heurísticos que reciben como dato de 
entrada un problema y  generan una secuencia de acciones que conduzcan a la 
resolución. 
 
Entre los problemas más conocidos tenemos: Los de juguetes (La aspiradora, 8-
puzzle, problema de 8 reinas) que tienen una representación clara de la situación a 





viajante de comercio (PVC)) que tienen una representación mucho más compleja,  ya 
que requieren de mayor información  de la situación a resolver. Por ejemplo en un 
juego de 8-puzzle, la toma de decisiones es mucho más clara para encontrar la 
solución, mientras que en una búsqueda de una ruta turística se pueden encontrar 
varias alternativas para encontrar la ruta de destino. 
 
2.5.2 ESPACIO DE ESTADOS 
 
Es uno de los formalismos más comunes para representar problemas. Se va 
generando conforme avanza la búsqueda, encontrando los nuevos estados que 
cumplan las condiciones de los diferentes algoritmos de búsqueda hasta llegar al 
estado objetivo, donde los estados están interconectados por arcos formando una 
gráfica que capture lo esencial del problema. 
  
La estructura del espacio de estados está compuesta por los siguientes elementos: 
 
Estructura de datos: Representación de árboles y grafos. 
 
Estados: Son representaciones de una situación actual. Contienen toda la 




Figura 2.34: Un ejemplo típico del 8-puzzle 





En la figura 2.34 también se muestra la diferencia entre un estado y un nodo. Los 
estados son configuraciones físicas que no incluyen padre, hijo, profundidad y coste 
de camino, mientras que los nodos poseen tal información.  
 
Operadores: Permiten modificar un estado actual para llevarlo a un nuevo estado 
mediante un conjunto de acciones. Están definidos en un par de nodos, 
denominados también como arcos entre nodos.  
 
Árboles y grafos: Están formados por un conjunto de nodos conectados mediante 
arcos. Los árboles poseen un solo camino que lleva a un nodo, mientras que un 
grafo posee varios caminos que llevan a un nodo formando un ciclo.  
 
 








2.5.3 ESTRATEGIAS DE BÚSQUEDA 
  
Son secuencias posibles de acciones que permiten conducir desde un estado actual 
a un estado objetivo, eligiendo y seleccionando el orden de expansión de los nodos 
de una estructura de datos para la resolución de problemas, tomando en cuenta 
restricciones de tiempo y de coste computacional.    
 
Existen dos tipos de estrategias de búsquedas para la resolución de problemas,  
algunas poseen información del problema y otras carecen de ella. Cada estrategia 
contiene diferentes algoritmos de búsqueda, por esta razón se deben tomar en 
cuenta consideraciones importantes, tales como: Complejidad temporal, tiempo que 
tarda en explorar el árbol o grafo de búsqueda, y complejidad espacial, memoria 
necesaria para almacenar los nodos expandidos. 
 
Antes de definir las estrategias de búsqueda es necesario comprender algunos 
conceptos fundamentales que ayudarán a un mejor entendimiento en el 
funcionamiento de los algoritmos de búsqueda que posee cada estrategia. 
 
Estado inicial: Punto de partida para encontrar la solución de un problema. 
 
Estado sucesor: Son los posibles estados alcanzables desde un estado actual.  
 
Test objetivo: Verifica si un estado es el estado objetivo para finalizar la búsqueda 
del problema.  
 
Coste de camino: Valor numérico que representa el camino entre un estado actual a 
un nuevo estado encontrado. Este valor se obtiene mediante la sumatoria de las 
acciones individuales realizadas a lo largo del camino. 
 






 Nodos abiertos: Son los nodos que aún no han sido revisados. Surgen del proceso 
de expansión y a los cuales se les ha aplicado la función  de evaluación f(n).  
 
Nodos cerrados: Son aquellos nodos ya visitados y expandidos  por el algoritmo de 
búsqueda utilizado. 
 
2.5.3.1 ESTRATEGIAS DE BÚSQUEDA NO INFORMADA (CIEGAS) 
 
Son aquellas que no poseen información sobre el problema, tales como: coste de 
camino o distancia al estado meta para orientar la búsqueda  desde un estado inicial 
al estado final mediante una secuencia de acciones. Estas estrategias tan solo 
pueden distinguir si un estado es el objetivo o no, realizando una búsqueda 
exhaustiva en el espacio de búsqueda, siendo también útiles para la resolución de 
problemas de pequeñas dimensiones. La diferencia de los algoritmos que utilizan 
esta estrategia es el distinto orden en que se expanden los nodos, entre estas 
mencionamos dos de las principales.  
 
Primero en anchura 
 
La expansión de los nodos se realiza de una manera exhaustiva de izquierda a 
derecha empezando en el nodo raíz y luego los nodos generados por éste, sus 
sucesores y así sucesivamente hasta encontrar la solución. Esta búsqueda no 
encontrará la solución más óptima pero garantiza encontrar la solución más próxima 
de existir varias. La figura 2.36 muestra el proceso de búsqueda siguiendo una 







Figura 2.36: Se muestra el proceso de búsqueda para llegar desde S a I utilizando el algoritmo 
Primero en Anchura. 
Fuente: Autores 
 
Primero en profundidad 
 
Realiza una búsqueda exhaustiva descendiendo por cada nivel,  generando un único 
sucesor del nodo en cada paso hasta llegar al nivel más profundo donde se 
encuentre la solución o un nodo sin sucesores. En caso de encontrar un nodo sin 
sucesor se retrocede al nodo visitado más cercano  para escoger la siguiente rama 
alternativa del nodo y empezar un nuevo descenso. Esta búsqueda tampoco es la 
más óptima al igual que la búsqueda primero en anchura, puesto que se generan los 







Figura 2.37: La gráfica muestra el descenso realizado por el algoritmo de búsqueda Primero en 
profundidad de una manera más clara 
Fuente: Autores 
 
2.5.3.2 ESTRATEGIAS DE BÚSQUEDA INFORMADA (HEURÍSTICAS) 
 
Son utilizadas para resolver problemas complejos con eficiencia. “Problemas para los 
que es imposible computacionalmente encontrar la mejor solución para dimensiones 
elevadas por ese crecimiento exponencial. La única forma de abordarlos es 
conformarnos con una solución suficientemente buena, y hay varios métodos de 
búsqueda heurística que proporcionan formas prácticas de hacerlo”11, tratando de 
optimizar los procesos de búsqueda en tiempo y en espacio utilizando las funciones 
heurísticas. 
 
Las funciones heurísticas son conjuntos de reglas o métodos que normalmente están 
representadas por números, utilizados para calcular o evaluar el valor de cada nodo, 
determinando cuan cerca o lejos se encuentra del nodo objetivo, guiando el proceso 
de búsqueda en la dirección más prometedora sugiriendo que camino se debe seguir 
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cuando hay más de uno. De esta manera se logra reducir el número de nodos 
expandidos, evaluando las alternativas en función del conocimiento disponible. Una 
heurística es el conocimiento obtenido ya sea por intuición, pista o experiencia del 
problema a resolver.  
 
En la figura 2.38 se puede apreciar el coste total de búsqueda  con respecto a la 
cantidad de conocimiento disponible. Cuando la información del problema es nula 
requiere un elevado coste de control y un excesivo coste de aplicación de reglas12 
por la cantidad de nodos que debe expandir. En caso contrario que se posea una 
exhaustiva información, se lograría reducir el número de nodos visitados, pero, 
incrementaría la gestión de la información produciendo un control excesivo y un 
elevado coste de aplicación de reglas. El objetivo para resolver los problemas de 
búsquedas es situarse en la parte central de la gráfica (óptima) empleando la 
información apropiada, disminuyendo de esta manera el proceso de búsqueda para 
encontrar la solución más óptima.  
 
 
Figura 2.38: Representación del coste total de la búsqueda frente al grado de conocimiento utilizado 
Fuente: Autores  
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A continuación se mencionan dos de los algoritmos de búsqueda informada más 
conocidos, utilizados para encontrar la solución más óptima expandiendo la menor 
cantidad de nodos. 
 
Primero el mejor 
 
Es un método de búsqueda que combina las ventajas de dos  algoritmos de 
búsquedas no informadas en uno solo, siendo estas: la exhaustiva en amplitud y  la 
exhaustiva en profundidad. Hace uso de la información que proviene de la función 
heurística h(n), para guiar la búsqueda por el camino más prometedor hacia el nodo 
objetivo. 
 
     Coste en línea recta desde un nodo n a un nodo objetivo, siendo n un nodo 
cualquiera del espacio de búsqueda. 
 
Su funcionamiento puede resumirse de la siguiente manera. 
 
Algoritmo: Búsqueda primero el mejor 
 
1. Comenzar con ABIERTOS conteniendo sólo el estado inicial. 
2. Hasta que se llegue a un objetivo o no queden nodos en ABIERTOS hacer: 
a) Tomar el mejor nodo de ABIERTOS. 
b) Generar sus sucesores. 
c) Para cada sucesor hacer: 
i. Si no se ha generado con anterioridad, evaluarlo, añadirlo a 
ABIERTOS y almacenar su padre. 
ii. Si ya se ha generado antes, cambiar al padre si el nuevo camino 
es mejor que el anterior. En este caso, se actualiza el coste 
empleado para alcanzar el nodo y a los sucesores que pudiera 
tener.13 
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Este algoritmo puede encontrar una solución rápidamente realizando la expansión 
hacia el nodo más cercano al objetivo. Sin embargo, no toma en cuenta el coste 
acumulado para llegar a un nodo objetivo desde un nodo inicial, siendo una 
desventaja que presenta el algoritmo primero el mejor, ya que en ocasiones podría 
encontrar el camino más largo, sin considerar que pueda existir un camino que lo 

























Figura 2.39: a) Grafo, b) Distancia en línea recta al nodo 11 
Fuente: Autores 
 
a) Después de expandir 1 






















b) Después de expandir 3 
 
c) Después de expandir 10 
 








189 (10)  
107 (7)  
176 (5)  
202 (4) 





Camino generado por el algoritmo Primero el mejor 
 
   
Coste total= 462 
 





Es uno de más conocidos cuando se requiere encontrar el camino más óptimo desde 
un punto a otro, reduciendo el número de nodos expandidos. Este algoritmo tiene la 
propiedad de ser completo (revisar grafos infinitos) y óptimo (tiempo y espacio).   
 
La función de evaluación f(n) para este algoritmo se calcula mediante la suma de dos 
medidas heurísticas. 
               
Dónde: 
     Coste de camino  más barato para llegar al nodo objetivo atravesando los 






     Coste real del camino más óptimo para llegar desde un nodo inicial hasta un  
nodo n. 
 
     Coste en línea recta real desde un nodo n a un nodo objetivo. 
  
Para cada nodo n se tiene dos funciones:       estimador de      y       estimador 
de      que representan al camino de menor coste para alcanzar el siguiente nodo, 
por lo tanto una estimación de      será      , donde: 
  
                  
 
Los estimadores del nodo n se encuentran en la lista abiertos ordenados de acuerdo 




A* es admisible si existe un camino que lo lleve desde el nodo inicio hacia un nodo 
objetivo encontrando siempre el camino con el menor coste, si se cumple las 
siguientes condiciones: 
 
1. Cada nodo del grafo debe tener un número finito de sucesores. 
2. El coste de cada arco desde un nodo n hasta un nodo n‟, sucesor de n, 
debe ser mayor a una cierta cantidad positiva. 
3. La función heurística h(n) debe cumplir la condición            para 
todos los nodos del grafo de búsqueda, siendo      la distancia en línea 
recta real hacia el objetivo.  
 
Cuando las funciones pueden estar poco informadas, es posible que en ocasiones no 
siempre se cumpla la condición de admisibilidad, obteniendo lo que se denomina un 





CONSISTENCIA Ó MONOTONÍA 
 
La condición de consistencia o monotonía permite encontrar un camino óptimo para 
todos los nodos expandidos, si para cada nodo n, cada sucesor de n‟ de n cumple la 
siguiente condición: 
        (     )   (  ) 
 
 
Figura 2.41: Condición de Consistencia 
Fuente: [Nilson Nils 2000] 
 
Dónde:   (     ) es el coste del arco que va desde nodo n al nodo n‟.  
 
El funcionamiento del algoritmo A* puede resumirse de la siguiente manera. 
 
Algoritmo: A* 
1. Cree un grafo de búsqueda G, que inicialmente solo contendrá el 
nodo inicial n0. Inserte n0 en la lista ABIERTOS. 
2. Cree la lista CERRADOS, inicialmente vacía. 
3. Si la lista ABIERTOS está vacía, el algoritmo termina con fallo, ya 
que no habremos encontrado ningún nodo objetivo. 
4. Extraiga el primer nodo de la lista ABIERTOS e insértelo en la lista 
CERRADOS a este nodo lo llamaremos n. 
5. Si el nodo n es el nodo objetivo el algoritmo termina con éxito, y la 
solución se obtiene siguiendo el camino desde el nodo n al nodo n0, 
a través de los punteros del grafo G (los punteros describen el árbol 





6. Expanda el nodo n y cree el conjunto M con todos sus sucesores, 
siempre y cuando estos no sean ascendientes del nodo n en el 
grafo G. Incorpore los elementos de M como sucesores del nodo n 
en el grafo G. 
7. Establezca un puntero a n desde aquellos elementos de M que 
todavía no hayan sido visitados en el grafo G (es decir, que no 
estén ni en la lista ABIERTOS  ni en la lista CERRADOS). Inserte 
estos elementos de M en la lista ABIERTOS. Para cada elemento 
de M que ya estuviera en ABIERTOS  o  CERRADOS, modifique su 
puntero para que éste apunte al nodo n, siempre que los mejores 
caminos  que hasta el momento se hayan encontrado hacia dichos 
nodos pasen por n. 
Para cada elemento de M que ya estuviese en CERRADOS, 
modifique los punteros de sus descendientes en el grafo G, para 
que apunten hacia atrás a los caminos más eficientes que han sido 
encontrados hasta el  momento a esos descendientes. 
8. Reordene la lista ABIERTOS según el orden creciente de los 
valores de la función   (los casos en los que los valores de   sean 
iguales se ordenan según el orden decreciente de la profundidad 
del nodo). 
9. Vaya al paso 3. 
[…] la redirección de los punteros de los descendientes de los 
nodos que ya están en la lista CERRADOS permite economizar los 
esfuerzos realizados en posteriores pasos del proceso de 
búsqueda, a costa de aumentar exponencialmente el número de 
operaciones. Debido a esto, esta parte del paso 7 no se suele 
implementar.14 
 
Hay que tomar en cuenta que el paso  7 se aplica al expandir un nodo n, y los 
punteros son redireccionados siempre y cuando se encuentren aquellos  nodos que 
ya estén en ABIERTOS o en CERRADOS con el camino más óptimo.  
 
La figura 2.42 muestra el redireccionamiento realizado en un nodo abierto, donde 
existen dos caminos que llegan al mismo nodo, un camino anteriormente analizado 
con un coste de 160 y el nuevo camino encontrado con un coste de 148. Si el coste 
del camino encontrado es menor que el analizado anteriormente se redirecciona el 
                                            
14 NILSON, Nils J., Inteligencia Artificial Una Nueva Síntesis, 1ra.  Edición, Editorial McGraw-Hill, Madrid-






puntero al nodo n y se actualiza su función de coste mínimo a 208 en la lista 




a) Estado inicial 
 
 
b) Después de expandir 1 
 




Abiertos Cerrados Grafo de 
búsqueda G 
f (n)= g(n)+h(n) 
181= 0+181 (1) 
  
 








Abiertos Cerrados Grafo de 
búsqueda G 
206=68+138 (3) 181 (1) 3  1 
 207=70+137(2)  2  1 
 
Abiertos Cerrados Grafo de 
búsqueda G 
207=70+137 (2) 181 (1) 3  1 
 220=160+60 (4) 206 (3) 2  1 






d) Después de expandir 2 
 
Nuevo camino (g(n)=148) < camino anterior (g(n)=160), entonces  redireccionar el 
puntero al nuevo camino y actualizar la función de f(n)=220 a f(n)=208 
e) Después de expandir 4 
 





Abiertos Cerrados Grafo de 
búsqueda G 
208=148+60 (4) 181 (1) 3  1 
  206 (3) 2  1 
 207 (2) 4  3 X 
4 2 
 
Abiertos Cerrados Grafo de 
búsqueda G 
208=208+0 (5) 181 (1) 3  1 
  206 (3) 2  1 
 207 (2) 4 2 
 208 (4) 5  4 
 
Abiertos Cerrados Grafo de 
búsqueda G 
 181 (1) 3  1 
  206 (3) 2  1 
 207 (2) 4 2 
 208 (4) 5  4 






Camino generado por A* desde el nodo 1 al nodo 5 
 
Coste total= 208 
 
Figura 2.42: Redireccionamiento realizado en un nodo que se encuentra en ABIERTOS 
Fuente: Autores 
  
El redireccionamiento realizado en un nodo cerrado, se realiza de la misma manera 
que al encontrar un nodo abierto, con la diferencia que este nodo encontrado es 
extraído de la lista CERRADOS e insertada en lista ABIERTOS actualizando su 
función de coste mínima. 
 
En cuanto a los sucesores de los nodos abiertos o cerrados encontrados, no hay la 
necesidad de actualizar sus funciones de coste mínimo, ya que se irán actualizando 
durante el proceso de búsqueda. 
    
Ejemplo1: 
 
Los datos para el siguiente ejemplo han sido tomados de la figura 2.39. 
 
a) Estado inicial  
                       
Abiertos Cerrados Grafo de 
búsqueda G 
f (n)= g(n)+h(n) 







b) Después de expandir 1 
 
c) Después de expandir 3 
 
d) Después de expandir  10  
 
e) Después de expandir  2 
 
Redireccionar el puntero del nodo 4 al nodo 2  puesto que el coste acumulado es 
menor al pasar por los nodos (1-2-4=207) mientras el coste acumulado al pasar por 
nodos (1-3-4=240) es mayor, además cambiar el valor de la función de 442 (4) a 409 
(4). 
Abiertos Cerrados Grafo de 
búsqueda G 
373=102+271 (3) 295 (1) 2  1 
395=110+285 (2)  3  1 
 
Abiertos Cerrados Grafo de 
búsqueda G 
395=206+189(10) 295 (1) 2  1 
395=110+285 (2) 373 (3) 3  1 
442=240+202 (4)  4  3 
  10  3 
 
Abiertos Cerrados Grafo de 
búsqueda G 
395=110+285 (2) 295 (1) 2  1 
442=240+202 (4) 373 (3) 3  1 
462=355+107 (7) 395 (10) 4  3 
  10  3 
  7  10 
 
Abiertos Cerrados Grafo de 
búsqueda G 
409=207+202 (4) 295 (1) 2  1 
415= 239+176 (5) 373 (3) 3  1 
462=355+107 (7) 395 (10) 4  3  X 
4  2 
 395 (2) 10  3 
  7  10 






f) Después de expandir 4 
 
Redireccionar el puntero del nodo 7 al nodo 4  puesto que el coste acumulado es 
menor al pasar por los nodos (1-2-4-7=303) mientras el coste acumulado al pasar por 
nodos (1-3-10-7=355) es mayor, además cambiar el valor de la función de 462 (7) a 
410 (7). 
g) Después de expandir 7 
 
h) Despues de expandir 11 
   
Abiertos Cerrados Grafo de 
búsqueda G 
410= 303+107 (7) 295 (1) 2  1 
415= 239+176 (5) 373 (3) 3  1 
 395 (10) 4  2 
 395 (2) 10  3 
 409 (4) 7  10 X 
7  4 
  5  2 
 
Abiertos Cerrados Grafo de 
búsqueda G 
410=410+ 0(11) 295 (1) 2  1 
415= 239+176 (5) 373 (3) 3  1 
 395 (10) 4  2 
 395 (2) 10  3 
 409 (4) 7  4 
 410 (7) 5  2 
  11  7 
 
Abiertos Cerrados Grafo de 
búsqueda G 
415= 239+176 (5) 295 (1) 2  1 
 373 (3) 3  1 
 395 (10) 4  2 
 395 (2) 10  3 
 409 (4) 7  4 
 410 (7) 5  2 






Camino generado por A* desde el nodo 1 al nodo 11 
 
Coste total = 410 
 






a) Estado inicial  
                        












Abiertos Cerrados Grafo de 
búsqueda G 
f (n)= g(n)+h(n) 







b) Después de expandir 1 
 
c) Después de expandir 10 
 
d) Después de expandir  2 
 
e) Después de expandir  8 
 
Abiertos Cerrados Grafo de 
búsqueda G 
240=106+134(10) 240 (1) 2  1 
323= 116+207(3)  3  1 
323= 116+207(2)  10 1 
 
Abiertos Cerrados Grafo de 
búsqueda G 
323= 116+207(2) 240 (1) 2  1 
323= 116+207(3) 240 (10) 3  1 
  10 1 
 
Abiertos Cerrados Grafo de 
búsqueda G 
323= 244+79 (8) 240 (1) 2  1 
323= 116+207(3) 240 (10) 3  1 
343= 188+155 (5) 323 (2) 10 1 
  5  2 
  8  2 
 
Abiertos Cerrados Grafo de 
búsqueda G 
323= 323+0(7) 240 (1) 2  1 
323= 116+207(3) 240 (10) 3  1 
343= 188+155 (5) 323 (2) 10 1 
 323 (8) 5  2 
  8  2 






f) Después de expandir  7 
 
Camino generado por A* desde el nodo 1 al nodo 7 
 
Coste total = 323 
 
Figura 2.44: Etapas de la búsqueda A* desde el nodo 1 al nodo 11 
Fuente: Autores 
 
La única diferencia entre A* y el algoritmo primero el mejor, es que éste garantiza 
encontrar la solución más óptima, siempre que esta exista, debido a una evaluación 






Abiertos Cerrados Grafo de 
búsqueda G 
323= 116+207(3) 240 (1) 2  1 
343= 188+155 (5) 240 (10) 3  1 
 323 (2) 10 1 
 323 (8) 5  2 
 323 (7) 8  2 






CAPÍTULO 3  





Es un robot móvil omnidireccional desarrollado y fabricado por la empresa FESTO 
para fines de formación profesional. Su hardware está compuesto por una amplia 
gama de tecnología, tales como: Actuadores eléctricos, sensores, tecnologías de 
regulación, técnicas de procesamiento de imágenes y programación, lo que le 




Figura 3.1: Robotino de FESTO 
Fuente: Manual Robotino, Festo, 2007 
 
Este robot móvil es utilizado con fines didácticos para la automatización y 





 Mecánica: Montar y desmontar los componentes del Robotino, con el fin de 
desarrollar la creatividad de los estudiantes en la construcción de robots 
móviles.   
 Electricidad: Aprender las conexiones de los componentes eléctricos que 
posee Robotino. 
 Sensores: Controlar el seguimiento de trayectorias evitando las posibles 
colisiones.  
 Sistemas de control por realimentación: Controlar los accionamientos 
omnidireccionales para que el Robotino se desplace en cualquier orientación. 
 Utilización de interfaces de comunicación: Establecer una comunicación 
desde la PC al Robotino utilizando WLAN. 
 Montaje e integración de nuevos sensores y dispositivos manipuladores: 
Comprender la integración de componentes adicionales que posee el 
Robotino. 
 Programación de algoritmos: Crear  un sistema de navegación autónomo  
utilizando una librería desarrollada bajo C++. 
 
El robot móvil Robotino cuenta con una estructura modular que facilita al estudiante 
un aprendizaje interactivo, observando el comportamiento de cada uno de sus 
componentes a través de una interfaz de usuario. Además cuenta con su propio 
simulador de experimentación virtual en 3D que le permite al estudiante realizar 
algunas pruebas de su funcionamiento sin la necesidad de utilizar el Robotino 
directamente. 
 
La figura 3.2 muestra un entorno virtual en 3D donde el estudiante puede realizar 
simulaciones como: seguimiento de un camino marcado utilizando los sensores 
ópticos o mediante una cámara web empleando procesamiento de imágenes, 
también permiten al estudiante realizar simulaciones de detección y evasión de 
obstáculos empleando los sensores infrarrojos de distancia, los cuales proporcionan 
datos que son empleados para calcular  la distancia a la que se encuentra el 







Figura 3.2: Entorno 3D del Robotino (Robotino Sim) 
Fuente: Autores 
 
3.1.1.1 CHASIS Y BATERÍAS 
 
El chasis está formado por una plataforma de acero inoxidable soldada con láser. 
Esta también cuenta con dos asas en sus extremos para agarre, siendo de gran 
utilidad para evitar el daño del puente de mando y de los sensores al momento de 
trasladar al Robotino de un lugar a otro. Está diseñado de tal forma que cada 
componente calce en un determinado espacio, en el caso que se desee acoplar 
sensores o actuadores, también cuenta con un espacio adicional para aquellos. 
 
Las baterías del Robotino son recargables a 12 V DC con una capacidad de 4 Ah 
cada una. Estas baterías suministran energía ininterrumpida por alrededor de dos 






Figura 3.3: Chasis y componentes del Robotino 
Fuente: Manual Robotino, Festo, 2007 
   
No. Componentes 
1  motores DC 
2 Baterías 
3 Placa de fondo con liston protector 
4 Plataforma de trabajo con webcam 
5 Chasis 
 
3.1.1.2 UNIDAD DE ACCIONAMIENTO  
 
El Robotino cuenta con 3 unidades de accionamiento omnidireccional ubicados a 
120° entre sí bajo el chasis, que le permiten desplazarse en cualquier orientación, 
cada unidad de accionamiento está  compuesta por los siguientes componentes: 
 Motor DC: Cada motor se mueve a una tensión nominal de 24 VDC y una 
velocidad nominal de 3600 RPM15, además su velocidad puede ser regulada 
por un regulador PID16 a través de la placa de circuito de E/S. 
                                            
15
 RPM-Revoluciones por minuto. 
16





 Rodillos omnidireccionales: El rodillo tiene un diámetro de 80 mm para 
soportar una carga máxima de 40 kg.  
 Correa dentada: Permite la transmisión de la energía mecánica entre el motor 
y el reductor.   
 Encoder incremental: Es empleado para transformar el movimiento angular 
en pulsos digitales. 
 Reductor con una relación de reducción de 16:117 
 
 
Figura 3.4: a) Ubicación de las unidades de accionamiento, b) Unidad de accionamiento y sus partes 
Fuente: Manual Robotino, Festo, 2007 
 
3.1.1.3 SENSORES  
 
Sensores de medición de distancia por infrarrojos  
 
EL Robotino cuenta con 9 sensores infrarrojos para medir distancias desde 4cm a 
40cm, los cuales están  montados al chasis del robot formando un ángulo de 40° del 
uno al otro. Esto permite al robot revisar un área más extensa al momento de 
desplazarse y evadir obstáculos. Cada estado del sensor puede ser consultado 
individualmente cuando sea necesario. 
 
                                            
17






Figura 3.5: Distribución de los sensores de distancia 
Fuente: Manual Robotino, Festo, 2007 
 
Estos sensores envían una señal  analógica de tensión (0 – 2.5V) que varía de 
acuerdo a la distancia en la que se encuentre el obstáculo. Estos valores son útiles 
cuando se requiere calcular distancias precisas. 
 
Encoder incremental  
 
Nos indica el ángulo girado por el eje del motor, con el fin de conocer con precisión el 
pocisionamiento del Robotino de FESTO. Esta compuesto por un diodo emisor de 
luz, un disco de metal con ranuras y una matriz fotoreceptor.   
El enconder incremental proporciona normalmente dos formas de ondas cuadradas 
(canal A y canal B) desfazadas entre sí a 90°. Un canal A que permite conocer la 
velocidad de rotación del motor y un canal B que discrimina el sentido del giro en 
base  a las señales producidas en ambos canales. Además cuenta con un canal I 
que indica el giro completo del eje del motor. 
Su funcionamiento se basa en la rotación de un disco de metal con ranuras 
transparentes iluminadas mediante un emisor de luz. Estas ranuras proyectadas por 
la luz son receptadas por la matriz fotoreceptora que codifica las variaciones de luz 






Figura 3.6: Encoder incremental RE30 
Fuente: Manual Robotino, Festo, 2007 
 
Sensor anticolisión  
 
Formado por una banda de detección fijada alrededor del aro que rodea el chasis, en 
el interior de esta banda se encuentran dos superficies conductoras que mantienen 
una determinada distancia entre sí. En el momento que estas superficies 
conductoras entran en contacto por una mínima presión ejercida, se envía una señal 
binaria a la unidad de control  para  detener completamente al Robotino. 
 
Sensor de proximidad inductivo analógico M12 
 
Sensor con blindaje metálico para la detección de franjas metálicas en el piso a una 
distancia de 0 a 6mm.  Envía una señal analógica de 0 a 10V que varía de acuerdo a 
la altura que se encuentra del piso y al tipo de material que se vaya utilizar.  
 
 
Figura 3.7: Sensor inductivo 





El sensor contiene cuatro cables para su funcionamiento, dos para alimentación, Vcc 
(15 – 30V) y Gnd, y dos para la transmisión de señales, tensión (0 - 10V) e 
intensidad (4 – 20mA).  En la figura 3.8 se muestra la conexión del sensor inductivo a 
la regleta de conexiones de componentes adicionales que posee el Robotino. 
 
 
Figura 3.8: Conexión del sensor inductivo a la interface E/S 
Fuente: Manual Robotino, Festo, 2007 
 
Sensores de reflexión directa SOEG-L-Q30-P-A-S-2L 
 
Son sensores que inciden luz difusa18. Cuentan con un emisor de luz roja visible y un 
receptor que detecta la luz reflejada utilizando un cable de fibra óptica para cada uno, 
evitando de esta manera pérdidas de luz, con el fin de obtener una mayor calidad en 
la detección de marcas en el piso utilizando Robotino de FESTO. La detección varía 
de acuerdo al color del material y al tipo de superficie en la que se trabaje. Sin 
embargo, estos sensores no pueden detectar diferencias graduales en la luz 
reflejada, es decir el sensor envía una señal binaria de 0 o 1 dependiendo de la 
cantidad de luz reflejada. 
 
 
                                            
18
 Se denomina luz difusa a la luz que incide sobre los objetos desde múltiples ángulos, proporcionando una 
iluminación más homogénea y haciendo que las sombras sean menos nítidas cuanto más lejos esté un objeto de la 






Figura 3.9: Sensor óptico 
Fuente: [Festo Didactic] 
 
 
Figura 3.10: Conexión eléctrica del sensor óptico 
Fuente: Manual Robotino, Festo, 2007 
 
Estos sensores poseen un potenciómetro que puede ser utilizado para reducir o 
incrementar la distancia máxima de reflexión, soportan una tensión de  10 a 30 VDC 
y proporcionan salidas tipo NPN (NC/NA) o PNP (NA/NC). Su tiempo de respuesta 
es de 0,5ms ante las variaciones de luz  ocasionadas por el tipo de material 
detectado.   
La figura 3.11 muestra la curva de aproximación que genera el sensor óptico cuando 






Figura 3.11: Curva de aproximación 
Fuente: [Festo Didactic] 
 
3.1.1.4 PUENTE DE MANDO 
 
Contiene los componentes más sensibles del Robotino, tales como la unidad de 
control, teclado de membrana y display, tarjeta compact flash y la interfaz E/S. Estos 
a su vez se conectan con los demás componentes mediante un conector. 
 
 
Figura 3.12: Puente de mando del Robotino 





3.1.1.5 UNIDAD DE CONTROL  
 
La unidad de control permite la entrada y salida de datos provenientes de 
dispositivos de entrada, una vez decodificados estos datos son ejecutados para 
realizar la tarea asignada. 
 
 
Figura 3.13: Interfaz de E/S 
Fuente: Manual Robotino, Festo, 2007 
 
La figura 3.13 muestra la unidad de control del Robotino que está equipada con las 
siguientes interfaces de entrada y salida de datos. 
 
 Ethernet: Permite al usuario acceder al sistema del Robotino desde una 
computadora. 
 USB: Esta interfaz permite conectar componentes, tales como una cámara, 
mouse y un teclado para el ingreso de datos o manipulación del Robotino. 
 VGA: Permite conectar una pantalla en el Robotino para observar lo que 
se está programando sin la necesidad de un ordenador.  
 
3.1.1.6 TECLADO DE MEMBRANA Y DISPLAY 
 
Se encuentra ubicada sobre la parte superior del Robotino. El teclado de membrana  





integradas en el Robotino (Seguir una línea marcada, evitar obstáculos, etc.), 
configurar su dirección IP siendo esta dinámica (DHCP) o estática y visualizar el 
estado de las baterías mediante un display como se muestra en la figura 3.14.    
 
 
Figura 3.14: Teclado de membrana y display 
Fuente: Manual Robotino, Festo, 2007 
 
3.1.1.7 TARJETA COMPACT FLASH 
 
Es uno de los dispositivos más importantes que contiene el Robotino. Esta tarjeta 
posee un sistema operativo bajo GNU/Linux, API para C++ y programas de 
demostración del Robotino. 
 
Todas las demostraciones desarrolladas que contiene esta tarjeta son ejecutadas 
bajo C++ desde el propio Robotino. Esto permite realizar programas personalizados 







Figura 3.15: Tarjeta Compact Flash  
Fuente: [Festo Didactic] 
 
3.1.1.8 INTERFACE E/S 
 
Está interfaz permite la conexión de sensores y actuadores adicionales en el 
Robotino, tales como: Sensores ópticos, sensores inductivos, relés, etc. En la figura 
3.16 se puede apreciar lo siguiente: 
 
 8 entradas analógicas de 0 a 10 volts (AIN0 hasta AIN7) 
 8 entradas digitales (DI0 hasta DI7) 
 8 salidas digitales (DO0 hasta DO7) 
 2 relés para actuadores adicionales NA o NC (REL0 y REL1) 
 
 
Figura 3.16: Asignación de bornes del Interfaz de E/S 





3.1.1.9 MÓDULO TARJETA CIRCUITO DE ENTRADA 
 
Permite la comunicación y el control de todos los módulos incluidos en el Robotino. 
Toda la información recolectada por medio de sus sensores es enviada a esta 




Figura 3.17: Tarjeta circuito de entrada 
Fuente: [Festo Didactic] 
 
3.1.1.10 PUNTO DE ACCESO LAN INALÁMBRICO 
 
Permite al usuario acceder directamente al control del Robotino  mediante una 
conexión de red inalámbrica (WLAN). Esta conexión permite la comunicación desde 
el robot a aplicaciones Web o entornos de programación utilizando el API para el 
Robotino por medio de una dirección IP, ofreciendo una movilidad sin la necesidad 
de cables para el envío y recepción de la información, llegando a distancias de hasta 
100m. 
 
El módulo Air Live incorporado en el Robotino permite conectarse ya sea en modo 






En la figura 3.18 se muestra al Robotino en la modalidad WAP (Wireless Access 
Point), ya que dispone de su propio servidor WLAN. Esto permite establecer la 
conexión con cualquier PC que disponga de comunicación WLAN 
 
 
Figura 3.18: Comunicación a través de Wlan 
Fuente: Manual Robotino, Festo, 2007 
 
3.1.1.11 LABTEC WEBCAM PRO 
 
La webcam permite observar una parte del entorno en tiempo real y ver lo que 
sucede con gran precisión. Puede ser utilizada para buscar  objetos y colores 
específicos, como también para realizar tareas de seguimiento de caminos, etc.  
 
La imagen capturada por la webcam puede ser transmitida a la PC desde el Robotino 
a través de la WLAN en formato JPEG, con el fin de ser procesada por aplicaciones 
externas como Java, Matlab, Labview, c#, C++, etc., y de esta manera extraer las 
características relevantes útiles para el cumplimiento de las tareas encomendadas. 
Generalmente la webcam está  fijada al frente del Robotino conectado mediante una 







Figura 3.19: Webcam del Robotino 
Fuente: Manual Robotino, Festo, 2007 
 
3.1.2 API (INTERFAZ DE PROGRAMACIÓN DE APLICACIONES) 
 
El API es una interfaz de comunicación entre el software y los componentes del 
Robotino, permitiendo el pleno acceso a los sensores y actuadores. Existe un API 
para Windows y otro para GNU/Linux, cada API posee varias librerías que el 
programador puede utilizar para desarrollar aplicaciones en diferentes lenguajes de 
programación , tales como .Net, C++, C, C# y Java, haciendo el control del Robotino 
más personalizado.  
 
En esta tesis se ha utilizado el API para Windows. El API contiene la librería 
rec.robotino.com desarrollada para aplicaciones bajo C#. NET 2010, que a su vez 







Figura 3.20: Librería rec,robotino.com y sus respectivas clases 
Fuente: Autores 
 
A continuación se analizan algunas de las clases y métodos que contiene la librería 
rec.robotino.com para el control del Robotino. 
 
 Clase AnalogInput 
Permite obtener valores de tensión usando los sensores inductivos u otros 
sensores de tipo análogo conectado a la regleta de conexiones.  
 
 MÉTODOS  
NOMBRE DESCRIPCIÓN  PARÁMETROS 
numAnalogInput() Devuelve la entrada análoga 
que se está utilizando. 
Ninguno 
setInputNumber(uint) Define la entrada análoga a 
utilizar. 
Valores enteros (0 - 7) 
value() Devuelve un valor flotante del 
estado del sensor (0 – 10V).  
Ninguno 
 






 Clase Bumper 
Utilizado para la detección de colisiones del Robotino con algún objeto en el 
entorno. 
 
 MÉTODOS  
NOMBRE DESCRIPCIÓN  PARÁMETROS 




Tabla 3.2: Clase Bumper 
Fuente: Autores 
 
 Clase Camera 
Obtiene la imagen en tiempo real desde la webcam del Robotino con un tamaño y 
resolución personalizada. 
 
 MÉTODOS  
NOMBRE DESCRIPCIÓN  PARÁMETROS 
imageReceivedEvent(System. 
Drawing.Image data, uint 
dataSize, uint width, uint height, 
uint numChannels, uint 
bitsPerChannel, uint step) 
Evento utilizado para actualizar 
las imágenes capturadas por la 
Webcam del Robotino. 
Imagen, tamaño 





de bit por canal, 
número de byte 
por cada fila de 
la imagen  
isStreaming() Devuelve el estado de la 
transmisión de la imagen. 
Ninguno 
setStreaming(bool streaming) Activa o desactiva la transmisión 
de la imagen. 
True/False 
setResolution (uint width, uint 
height) 




Tabla 3.3: Clase Camara 
Fuente: Autores 
 
 Clase Com 






 MÉTODOS  
NOMBRE DESCRIPCIÓN  PARÁMETROS 
address() Devuelve un string con la 
dirección IP del Robotino. 
Ninguno 
connect() Realiza la conexión con el 
Robotino.  
Ninguno 
Disconnect() Deshabilita la conexión con el 
Robotino. 
Ninguno 
isConnected() Devuelve el estado de la 
conexión. 
Ninguno 




Tabla 3.4: Clase Com 
Fuente: Autores 
 
 Clase DigitalInput 
Obtiene el estado (true o false) de los sensores ópticos u otros sensores 
conectados a las entradas digitales de la regleta de conexiones. 
 
 MÉTODOS  
NOMBRE DESCRIPCIÓN  PARÁMETROS 
numDigitalInputs() Devuelve la entrada digital 
utilizada. 
Ninguno 
setInputNumber(uint n) Define la entrada digital. Valores enteros (0 - 7) 




Tabla 3.5: Clase DigitalInput 
Fuente: Autores 
 
 Clase DigitalOutput 
Define las salidas digitales a utilizar en la regleta de conexiones del Robotino. 
 
 MÉTODOS  
NOMBRE DESCRIPCIÓN  PARÁMETROS 
numDigitalOutputs() Devuelve el número de la 






setOutputNumber(uint) Define la salida digital. Valores enteros (0 - 7) 
setValue(bool) Establece el valor de salida. True/False 
 
Tabla 3.6: Clase DigitalOutput 
Fuente: autores 
 
 Clase DistanceSensor 
Obtiene los valores de tensión y grados de ubicación de cada sensor de distancia. 
 
 MÉTODOS  
NOMBRE DESCRIPCIÓN  PARÁMETROS 
numDistanceSensors() Devuelve el número del 
sensor de distancia (0 -8) 
Ninguno 
setSensorNumber (uint n) Define el número del sensor 
de distancia a utilizar. 
Valores enteros (0 - 8) 
voltage() Devuelve un valor del voltaje 
(0 – 2.5). 
Ninguno 
 
Tabla 3.7: Clase DistanceSensor 
Fuente: Autores 
 
 Clase EncoderInput 
Recibe los valores del encoder incremental producidos por el desplazamiento del 
Robotino. 
 
 MÉTODOS  
NOMBRE DESCRIPCIÓN PARÁMETROS 
position() Devuelve un valor entero de la 
posición del Robotino. 
Ninguno 
resetPositionv() Inicializa a cero los valores del 
encoder. 
Ninguno 
velocity() Devuelve un entero con la 
velocidad del Robotino. 
Ninguno 
 









 Clase Motor 
Esta clase permite controlar tanto el sentido de giro de los motores DC, velocidad 
de cada motor, frenado de los motores y un control PID en el caso de ser 
necesario. 
 
 MÉTODOS  
NOMBRE DESCRIPCIÓN  PARÁMETROS 
actualPosition() Devuelve la posición actual del 
motor. 
Ninguno 
actualVelocity() Devuelve la velocidad actual 
del motor. 
Ninguno 
motorCurrent() Devuelve la corriente 
consumida por el motor. 
Ninguno 
resetPosition() Inicializa a cero la posición del 
motor. 
Ninguno 





Definir el número del motor a 
utilizar  
Valores enteros (0 - 2) 
setPID(byte kp, byte ki, byte 
kd) 
Establece las constantes del 







Define la velocidad del motor 
en rpm. 
Valores enteros (0 - 
1500) 
 
Tabla 3.9: Clase Motor 
Fuente: Autores 
 
 Clase OmniDrive 
Calcula las velocidades de cada motor para realizar desplazamientos en dirección 
„x‟, „y‟ y omega. 
 
 MÉTODOS  
NOMBRE DESCRIPCIÓN  PARÁMETROS 
project (out float m1, out 
float m2, out float m3, float 
vx, float vy, float omega) 
Define las velocidades únicas 
de los motores para trabajar 




velocidad en x, 





velocidad en omega 
setVelocity(float vx, float vy, 
float omega) 
Define las velocidades para 
las coordenadas x, y, omega. 
Velocidad en x, 
velocidad en y, 
velocidad en omega 
 
Tabla 3.10: Clase OmniDrive 
Fuente: Autores 
 
3.1.3 PRUEBAS DE LOS SENSORES 
 
En este apartado se muestran las pruebas y análisis de los sensores más 
importantes utilizando el robot móvil Robotino de FESTO, con el fin de cumplir los 
objetivos planteados en el presente proyecto de titulación, los cuales se mencionan a 
continuación. 
 
Sensor óptico: Se realizaron las pruebas necesarias con materiales de diferentes 
colores, con el fin de observar el comportamiento del sensor óptico en cada una de 
ellas. Estas pruebas se pueden apreciar en la tabla 3.11.  
 




Blanco False False 
Negro True True 
Azul False False 
Rojo False False 
Verde False False 
Marrón False False 
 
Tabla 3.11: Comportamiento del sensor óptico frente a materiales de diferente color 
Fuente: Autores 
 
Sensor inductivo: Para observar su comportamiento se realizaron las pruebas 
utilizando diferentes tipos de materiales metálicos, los resultados de cada material se 
muestran en la tabla 3.12. 
 




Madera 9,96 No 2 





Cobre 6,56 No 2 
Latón 4,49 Si 2 
Hierro 2,77 Si 2 
 




Figura 3.21: Tensión de salida del sensor inductivo ante diversos materiales 
Fuente: Autores 
 
Webcam: Se realizaron las pruebas capturando una imagen desde una aplicación 
desarrollada bajo C# .NET, con el fin de obtener una imagen nítida, y determinar la 
distancia más adecuada para colocar el código de barras para su identificación. Las 
pruebas se muestran en la figura 3.22.  
 
 





















3.2.1 DIAGRAMAS DE CASOS DE USO 
 
Para representar el funcionamiento del sistema, se ha elegido la herramienta UML 
(Lenguaje Unificado de Modelado), ya que dispone de un conjunto de herramientas 
que permiten modelar sistemas orientados a objetos debido a su presentación gráfica 
y explicativa. En los siguientes diagramas se muestran los puntos más importantes 
sobre el diseño del sistema. 
 
1. Creación del entorno virtual 
2. Control manual 
3. Configuración de parámetros del Robotino 
4. Configuración inicial del algoritmo 
5. Navegación del Robotino 
 
Creación del entorno virtual 
 
En este caso de uso el usuario inicia creando la dimensión del área de trabajo, 
dentro de la misma, el sistema permite al usuario agregar y eliminar nodos y arcos 
que representarán los estados y caminos por donde se desplazará el Robotino. 
 
En este caso de uso también el usuario puede configurar los parámetros para la 












El usuario antes de interactuar con el Robotino debe establecer una comunicación 
(PC  Robotino), ingresando una dirección IP que está asignada en él. Con esto se 
logra establecer un canal de comunicación WLAN de envío y recepción de datos si 
esta es ingresada correctamente.  Además el usuario puede ejecutar el Robotino 








Figura 3.24: Control manual 
Fuente: Autores 
 
Configuración de parámetros del Robotino 
 
El usuario tendrá la posibilidad de modificar ciertos parámetros del Robotino antes de 
ejecutar el proceso de búsqueda, tales como: límite interior y exterior del material 
utilizado para el seguidor inductivo, velocidades de cada motor desde 0 a 600 RPM, 
como también seleccionar entradas analógicas y digitales para la lectura de los datos 






Figura 3.25: Configuración de parámetros del Robotino 
Fuente: Autores 
 
Configuración inicial del algoritmo 
 
Para que el algoritmo inicie su funcionamiento se requieren ciertos parámetros que el 
usuario debe ingresar, tales como: nodo inicio y nodo meta. Estos parámetros 
también son utilizados para generar las distancias en línea recta (DLR) desde el 
nodo meta hacia todos los nodos que forman parte del grafo.  
 
DLR o también denominado h(n), es utilizado para calcular la función de evaluación 







Figura 3.26: Configuración inicial del algoritmo 
Fuente: Autores 
 
Navegación del Robotino 
 
El usuario empieza activando el algoritmo de búsqueda para explorar el grafo creado, 
y al mismo tiempo el Robotino comienza ejecutando una secuencia de acciones 
controladas por el sistema para identificar todos los caminos generados por el 
algoritmo, con el fin de llevar al Robotino al estado meta. Una vez alcanzado el 
estado meta, el sistema detiene al Robotino finalizando la búsqueda. Además, el 
usuario también tiene la posibilidad de detener todo el sistema de búsqueda en caso 






Figura 3.27: Navegación del Robotino 
Fuente: Autores 
 
3.2.2 DISEÑO DEL ENTORNO DE TRABAJO 
 
Para la demostración de este proyecto de tesis se ha diseñado un grafo formado por 
15 nodos y 25 arcos enlazados entre sí sobre un plano cartesiano como se muestra 
en la figura 3.28, donde un nodo está representado por  las coordenadas de un 
punto, que se forman asociando un valor del eje de las “X”  y uno de las “Y”. La 
distancia de cada arco se calcula haciendo uso del teorema de Pitágoras. 
 
  √                  
 
Dónde: 
         Son las coordenadas del punto 1 (nodo n) 
         Son las coordenadas del punto 2 (nodo n1) 






Figura 3.28: Diseño del entorno de trabajo 
Fuente: Autores 
 






Nodo1: x1= 51cm  
             y1= 34 cm 
Nodo2: x2=31 cm 
             y2=101 cm 
 
  √                  
  √                   
     cm 
Dónde:        
 







3.2.3 ARQUITECTURA DEL SISTEMA DE CONTROL 
 
Para este proyecto de tesis se ha seleccionado la arquitectura de control deliberativa 
para una navegación más eficiente.  
 
En la figura 3.30 se muestra la arquitectura deliberativa compuesta por dos niveles 
(superior e inferior). El nivel superior de la arquitectura se encuentra en una estación 
de trabajo bajo Windows XP, permitiendo la toma de decisiones mediante el empleo 
del módulo de Inteligencia Artificial (IA) desarrollado bajo la plataforma C# .NET.  Las 
órdenes generadas en este nivel son enviadas al nivel inferior de la arquitectura a 
través de una comunicación WLAN para ejecutar las acciones en el Robotino, 
utilizando un sistema operativo basado en GNU/Linux instalado dentro de él.  
 
 






3.3 DISEÑO DEL ALGORITMO 
 
El diagrama de flujo presentado a continuación muestra una representación gráfica 
del algoritmo de búsqueda informada A*, con el fin de comprender de mejor manera 
el funcionamiento de los procesos que se realizan en él para encontrar el camino 







Figura 3.31: Proceso A* 
Fuente: Autores 
 
3.4 INTERACCIÓN CON EL ENTORNO Y CARACTERÍSTICAS EN 
TIEMPO REAL 
 
Para realizar la búsqueda en tiempo real  es necesario que el Robotino ejecute una  
secuencia de tareas que le permitan al mismo  llegar a su objetivo de forma 





que ejecuta el Robotino para encontrar el camino más óptimo dentro de un entorno 
controlado, utilizando la plataforma C# .NET para el control total de sus movimientos.  
 






El diagrama muestra la manera como el Robotino identifica los posibles caminos y 
nodos dentro del entorno. El funcionamiento empieza situándose en el nodo inicial y 
termina su proceso solamente cuando  se situé en el nodo objetivo.  
 
 
Figura 3.33: Seguidor inductivo 
Fuente: Autores 
 
El diagrama muestra la tarea de seguimiento de camino que realiza el Robotino para 
desplazarse desde un nodo a otro  utilizando un sensor inductivo para detectar el 
material metálico. La tarea finaliza cuando los sensores ópticos cambian de estado y 






Los límites son utilizados para definir las condiciones del seguidor inductivo, es decir, 
cuando el Robotino tiene que moverse a la derecha, izquierda o hacia adelante. 
 
La figura 3.34 muestra los límites utilizados como referencia para el desplazamiento 
del Robotino. El límite interior se observa en el medio del material metálico, ya que 
solo ahí se puede evaluar el valor puro del mismo y el Robotino tiende a desviarse 
hacia la derecha, mientras que el límite exterior está dado por un material no 
metálico (madera) que lo ayudará a desviarse hacia la izquierda. Hay que tomar en 
cuenta que el Robotino se moverá en línea recta solamente cuando se encuentra 
sobre el material metálico y no metálico, ya que solo ahí se produce una división de 
voltaje que ayudará al móvil a funcionar como un seguidor tradicional. 
 
 
Figura 3.34: Límite interno y externo del camino 
Fuente: Autores 
 
3.5 DISEÑO DE LA INTERFAZ 
 
Las siguientes figuras muestran un prototipo del sistema de búsqueda, diseñado en 







Figura 3.35: Ventana principal 
Fuente: Autores 
 
El sistema está compuesto por una ventana principal como se muestra en la figura 
3.36 donde se visualiza el proceso de búsqueda, además la misma ventana permite 
gestionar los parámetros necesarios para su funcionamiento.    
 
 







La figura 3.37 define los parámetros iníciales para la creación del entorno virtual, 
donde las dimensiones del entorno están definidas en centímetros.  
 
 
Figura 3.37: Ventana para crear el entorno 
Fuente: Autores 
 
En la figura 3.38 muestra las configuraciones iníciales del Robotino antes de 
empezar su funcionamiento de forma autónoma.  
 
 






CAPÍTULO 4  
IMPLEMENTACIÓN Y PRUEBAS 
 
4.1 DIAGRAMA DE CLASES 
 
El sistema está compuesto por diferentes clases, la interacción de todas ellas 
permiten cumplir los objetivos planteados en este proyecto de tesis. El menú principal  
realiza las llamadas necesarias de las clases con el fin de presentar visualmente los 
resultados obtenidos durante la ejecución del sistema de búsqueda. Cada clase 
realiza una función específica, lo que le permite ser reutilizable en otras aplicaciones. 
 
La figura 4.1 muestra las clases implementadas en el presente proyecto de tesis para 
encontrar el camino más óptimo utilizando el robot móvil Robotino de FESTO. Cada 
clase se encuentra marcada por un color diferente. Estos son detallados en la tabla 






Clases que permiten interactuar al usuario con 




Clases de control, encargadas de realizar los 




Clases externas utilizadas mediante referencias 
en sistema de búsqueda. 
 













4.2 PROGRAMACIÓN DE SOFTWARE 
 
En este apartado se explica cómo se dio solución a lo planteado en el capítulo 3, con 
el fin de ver de una manera clara y concisa el funcionamiento del sistema de 
búsqueda informada. El sistema está compuesto por 5 módulos, tomando en cuenta 
que la conexión de todos ellos da forma a la totalidad  del proyecto, siendo estos:  
 
 Módulo gráfico: Este módulo permite crear el entorno virtual en el frame 
principal, proporcionando la información necesaria para el proceso de 
búsqueda. 
 Módulo barcodeLib: Se encarga del procesamiento y reconocimiento del 
código de barras.  
 Módulo de datos: Este módulo es encargado de gestionar la información 
necesaria para el funcionamiento del algoritmo de Inteligencia Artificial. 
  Módulo de Inteligencia Artificial (IA): Permite tomar las decisiones y elegir 
el camino más óptimo a lo largo  del proceso de búsqueda utilizando la 
información del módulo de datos. 
 Módulo Robotino: Finalmente, este módulo es el encargado de ejecutar las 
acciones necesarias para llevar a cabo la tarea de búsqueda en el entorno 













Robot móvil Robotino 





 Establecer conexión 
 








Datos del entorno 
Módulo de Datos 
 
Crear entorno 





Genera el  camino 
más óptimo 
Datos proporcionados por 
el usuario 
Definir nodo 
inicial y nodo 
objetivo 
Generar gráfica 













 Entrada: La entrada de este módulo es simplemente la posición “x” y “y” de 
cada nodo creado en el entorno virtual.   
 Proceso: Este módulo se encarga de crear una representación gráfica en 2D 
de los nodos y arcos dentro del entorno virtual. 
 
El coste de cada arco g(n) creado en el entorno virtual es calculado utilizando 
el teorema de Pitágoras. Este valor será útil cuando el módulo de Inteligencia 
Artificial calcule la función de evaluación f(n) de cada nodo. En la figura 4.3 se 
muestra como el módulo calcula el coste de uno de los arcos.   
 
 
Figura 4.3: Cálculo del coste 
Fuente: Autores 
 
Cálculo del coste (g(n)) 
  √                  
  √                     
          pixeles 
 
Conversión de pixeles a cm 
g(n)= Math.Celling (d); 





Las posiciones de los nodos y arcos son almacenados en el módulo de datos, 
siendo útiles tanto para la simulación virtual del sistema de búsqueda como 
para la demostración de la misma utilizando el Robotino. 
 
 Salida: Como salida de este módulo se obtiene un imagen de tipo bitmap, 
permitiendo visualizar en el entorno virtual la representación del grafo creado 

















 Entrada: Este módulo tiene como entrada la imagen capturada por la webcam 
del Robotino. 
 
 Proceso: La imagen capturada por la webcam del Robotino es enviada a este 
módulo con el fin de obtener la información necesaria que nos permita 
identificar los caminos que se encuentra alrededor de un nodo en el entorno 
de trabajo. Sin embargo, no se sabe con certeza cómo realiza el tratamiento 
de la imagen, tan solo se sabe que es un módulo ya diseñado y nos 
proporciona los datos que se necesitan y que son vitales en la toma de 









Figura 4.6: Código de barras capturado por la webcam del Robotino 
Fuente: Autores 
  
 Salida: Este módulo nos proporciona un String con la identificación del código 
de barras contenido en la imagen capturada. 
 
 







Figura 4.8: Diagrama de secuencia del Módulo BarcodeLib  
Fuente: Autores 
 
Módulo de datos 
 
 Entrada: Las entradas para este módulo son las matrices que contienen la 
información de los arcos y nodos, como también las dimensiones del entorno 
virtual y configuraciones necesarias para utilizar el Robotino. La matriz de 
nodos contiene las posiciones “x” y “y”, mientras que la matriz de arcos 
contiene los enlaces entre los nodos, donde cada enlace tiene un coste y un 
código de barras. 
 
 Proceso: Toda la información obtenida en las entradas del módulo es 
almacenada en un DataSet y enviada a un archivo XML, lo que le permite al 
sistema de búsqueda ser portable, sin la necesidad de realizar conexiones con 







Figura 4.9: Tablas utilizadas para la gestión de la información del entorno virtual  
Fuente: Autores 
 
La figura 4.9 muestra las tablas utilizadas dentro de un dataSet para 
almacenar la información más importante del entorno virtual, siendo esta 
proporcionada por el usuario al crear un nuevo entorno en el sistema o a 
través de un archivo XML que contiene la información de un entorno ya 
creado. 
 
Figura 4.10: Archivo XML generado desde un dataSet por el Sistema de Búsqueda 






A continuación se muestra la estructura del documento XML utilizado para almacenar 
la información necesaria del sistema de búsqueda. 
 
<?xml version="1.0" standalone="yes"?> 
  <NODOS> 
    <numeroNodo>Número del nodo</numeroNodo> 
    <posicion_x>Posición en X</posicion_x> 
    <posicion_y>Posición en Y</posicion_y> 
  </NODOS> 
  <ARCOS> 
    <nodo_n>Número del nodo n</nodo_n> 
    <nodo_n1> Número del nodo n1</nodo_n1> 
    <coste_g>Coste del nodo n al nodo n1</coste_g> 
    <barcode>Código de barras</barcode> 
  </ARCOS> 
  <PISTA> 
    <ancho>Ancho</ancho> 
    <alto>Alto</alto> 
    <segAvM1>Velocidad seguidor motor1</segAvM1> 
    <segAvM3> Velocidad seguidor motor3</segAvM3> 
    <segGirM1>Velocidad seguidor giro motor1</segGirM1> 
    <segGirM2> Velocidad seguidor giro motor2</segGirM2> 
    <segGirM3> Velocidad seguidor giro motor3</segGirM3>     
    <valBarImg>Velocidad barrido código de barras</valBarImg> 
    <valGirEntCam>Velocidad giro entre caminos</valGirEntCam> 
    <numSenAng>Número de entrada analógica</numSenAng> 
    <numSenDig1>Número de entrada digital1</numSenDig1> 
    <numSenDig2> Número de entrada digital2</numSenDig2> 
    <valLinInt>Valor límite interior</valLinInt> 





    <valCent>Valor de centrado</valCent> 
    <velCent> Velocidad de centrado </velCent> 
    <numMotEnc>Motor de referencia para el centrado</numMotEnc> 
    <valSalEnc>Valor de salida del camino</valSalEnc> 
  </PISTA> 
 
La información del archivo XML puede ser cargada y editada en el Sistema de 
Búsqueda en las ocasiones que se considere necesario sin la necesidad de crear 
un entorno virtual desde cero. 
 
 Salida: Como salida de este módulo se obtiene la información del entorno 
virtual que es utilizada para el funcionamiento de los demás módulos cuando 
el proceso de búsqueda entra en funcionamiento.  
 










Módulo Inteligencia Artificial (IA) 
 
 Entrada: Este módulo tiene como entrada el nodo inicial, el nodo objetivo y el 
grafo de búsqueda. Estos datos son de vital importancia para inicializar el 
proceso de búsqueda del camino más óptimo. 
 
 Proceso: El proceso que se lleva a cabo en este módulo es de vital 
importancia, ya que en este se ejecuta el  algoritmo de búsqueda A*  para 
generar el camino más óptimo.    
 
Una vez proporcionadas las entradas, el módulo genera las distancias en línea 
recta para cada nodo utilizando el teorema de Pitágoras, es decir desde el 
nodo objetivo hacia los nodos que le rodean, donde el nodo objetivo siempre 




Figura 4.12: Distancia heurística calculada desde el nodo objetivo hacia todos los nodos 
Fuente: Autores 
  
El siguiente proceso empieza expandiendo los nodos desde el nodo inicial o 
nodo raíz, tomando como nodo padre al nodo actual en este caso nodo inicial 
y como nodos hijos a sus sucesores, donde cada sucesor contiene un coste 
g(n) y la distancia en línea recta h(n). La información de los nodos sucesores 





Este proceso se repite hasta encontrar un nodo objetivo siempre que este 
exista 
 
Salida: La salida de este módulo es el camino de menor coste generado por 
el algoritmo de búsqueda y una matriz con el espacio de estados generado 
durante la búsqueda, ya sea en la simulación o haciendo uso del Robotino. 
 
 





 Entrada: Este módulo tiene como entrada el estado de los sensores y los 
datos proporcionados por el módulo de IA. 
 
 Proceso: Este módulo interactúa con todos los módulos que forman parte del 







Las órdenes para el control del Robotino tales como seguidor inductivo, 
posicionamiento del nodo y detección  de los caminos son generadas por este 
módulo con el fin de observar el funcionamiento del algoritmo de búsqueda en  
tiempo real. Las figuras 4.14 y 4.15 muestran algunos procesos realizados.   
 
 




Figura 4.15: Robotino en el proceso de detección de caminos 
Fuente: Autores 
 
 Salida: La salida de este módulo son órdenes enviadas al sistema de control 
del Robotino, donde estas son ejecutadas mediante una secuencia de 







Figura 4.16: Diagrama de secuencia del Módulo Robotino  
Fuente: Autores 
 
4.3 HERRAMIENTAS DE SOFTWARE UTILIZADAS 
 




Biblioteca diseñada especialmente  para el reconocimiento de códigos de barras en 
diferentes simbologías (código 128, código 39, interleaved 2 de 5, etc.).  Soporta la 
lectura de varios formatos de imágenes (JPEG, GIF, BMP, TIFF, PNG), como 
también puede ser utilizada en  lenguajes de programación como: 
 





 C#, Vb.NET Windows Applications  
 .NET, C#, VB.NET class library  
 .NET Console Applications  
 
Para el reconocimiento del código de barras, la librería emplea un procesamiento 
interno de la imagen, sin la necesidad de aplicar un previo procesamiento. 
 
VintaSoftBarcode.Net SDK 5.2 
 
Es una aplicación diseñada para la generación de códigos de barra. El usuario solo 
debe seleccionar el código de barras con el que desea trabajar, en nuestro caso 
seleccionamos  Code128, ingresamos el valor del código, y por último guardar la 
imagen del código de barras generada por la aplicación. La imagen del código de 
barras se guarda con la extensión (.png). 
 
 







Visual Studio C#  .NET 2010 
  
Es un lenguaje de programación orientado a objetos creado por Microsoft, utilizado 
para el rápido desarrollo de una gran variedad de aplicaciones con el poder C,  C++, 
Visual Basic o Java. 
 
 Se adapta de manera natural al Framework y aprovecha al máximo todas sus 
características.  
   
.Net Framework 4.0 
 
Es el entorno de trabajo de la plataforma .NET., que gestiona la ejecución de 
programas escritos en C#, VisualBasic.Net, J#, C++ y Delphi. Todos estos lenguajes 
utilizan el mismo Framework para compilar las diferentes aplicaciones, por esta razón 
.NET Framework es considerado como la parte fundamental para el trabajo y 
ejecución de la tecnología .NET. 
 
4.4 IMPLEMENTACIÓN  DEL ALGORITMO 
 
El sistema de búsqueda desarrollado utiliza el algoritmo A* para encontrar el camino 
más óptimo en un entorno de trabajo utilizando el Robotino de FESTO. Sin embargo, 
antes de ejecutar el proceso de búsqueda es necesario que el Robotino sea ubicado 
en el nodo inicial del entorno de trabajo, utilizando el panel de control del sistema de 
búsqueda. La figura 4.18 muestra el panel de control utilizado para la ubicación 







Figura 4.18: Ubicación del Robotino utilizando el panel de control 
Fuente: Autores 
 
Una vez realizado el proceso teleoperado por parte del usuario el robot móvil 
Robotino empieza su proceso en modo autónomo de la siguiente manera, el móvil 
inicia girando en sentido antihorario sobre el nodo detectando todos los posibles 
caminos. Cada camino contiene un código de barras que es capturado por la 
webcam del Robotino y  a su vez este es enviado vía WLAN al sistema de búsqueda   
para el proceso de toma de decisiones. Cuando el código de barras del camino 
analizado concuerda con el camino elegido por el sistema de búsqueda, el Robotino 
gira hasta ubicarse en él camino  y continúa con el proceso de desplazarse al 
siguiente nodo utilizando el sensor inductivo, el seguimiento termina cuando los 
sensores ópticos cambian de estado y el sensor inductivo deja de detectar el material 
metálico, ubicándose autónomamente sobre el nuevo nodo, el cual es analizado por 
el sistema de búsqueda con el fin de verificar si este se encuentra en el nodo objetivo 
y dar por terminado el proceso de búsqueda, de no ser así este proceso se repite con 
los siguientes nodos hasta llegar al nodo objetivo. En el caso de no identificar el 
código de barras del camino que lo lleve al siguiente nodo, el sistema de búsqueda 







Las figuras 4.19 y 4.21 muestran los caminos óptimos generados por el sistema 
utilizando el algoritmo de búsqueda A*, donde el color rojo representa el camino más 
óptimo, verde representa los nodos que fueron expandidos pero no analizados 
(nodos de la lista abiertos), celeste representa los nodos que fueron expandidos y 
analizados (nodos de la lista cerrados) y naranja son los nodos del grafo que no han 
sido expandidos ni analizados, además al lado derecho de la ventana se puede 
apreciar los resultados obtenidos del proceso de búsqueda.     
 
En cuanto a las figuras 4.20 y 4.22 muestran los caminos seguidos por el Robotino 
haciendo uso del sistema de búsqueda para desplazarse desde uno nodo inicial a un 
nodo objetivo.  
 
 




















Figura 4.22: Camino seguido por el Robotino para ir del nodo 16 al nodo 3 
Fuente: Autores 
 
4.5  PRUEBAS REALIZADAS 
 
Las pruebas se pueden dividir en dos partes: pruebas de software y la más 
importante las pruebas con el Robotino, es decir como interactúa el robot móvil con 
el software, ya que solo de esa manera se puede comprobar el funcionamiento del 
sistema de búsqueda en tiempo real.  
 
4.5.1 PRUEBAS DE SOFTWARE 
 
En la tabla 4.2 se muestra las pruebas realizadas con algunas herramientas de 
software, siendo estas necesarias para el buen funcionamiento del sistema de 
búsqueda utilizando el Robotino en tiempo real.   
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Tabla 4.2: Pruebas de Software 
Fuente: Autores 
 
4.5.2 PRUEBAS SOBRE EL ROBOTINO 
 
En la tabla se muestran las pruebas realizadas para el control del  Robotino con el fin 
de observar el funcionamiento del sistema de búsqueda en tiempo real. 




1 Seguimiento de un camino 
utilizando sensores ópticos 
 Problemas al 
colocar el código 
de barras sobre 
el camino  
60% 
2 Seguimiento de un camino 
utilizando un sensor inductivo 
 
 







con dos materiales metálicos 
(aluminio y latón) 
 
Desplazamiento 
de un nodo a 
otro 
en los extremos 
de los materiales 




3 Seguimiento de un camino 
utilizando un sensor inductivo 
con un solo material metálico 
(aluminio) definiendo un límite 
interior y un límite exterior.  









en el tiempo de 
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4 Posicionamiento del Robotino 








distancia varía de 
acuerdo a la 
velocidad que se 




Tabla 4.3: Pruebas sobre el Robotino 
Fuente: Autores 
 
Se optó por utilizar un solo sensor inductivo por ser más eficientes que los sensores 
ópticos ante las variaciones del ambiente (exceso de luz) y posibles residuos (polvo, 
agua, papel, etc.). Esto finalmente permitió obtener buenos resultados aunque no tan 
eficiente como se lo haría utilizando dos sensores inductivos. 
 
Las pruebas realizadas sobre el Robotino nos permitieron definir una velocidad 





eficiente. En el proceso de búsqueda el Robotino, normalmente se ejecuta con una 
velocidad constante para que la dinámica del robot móvil y el tiempo de respuesta 
entre la Pc y el Robotino no afecten el seguimiento del camino. La tabla 4.4 muestra 
los valores definidos para cada velocidad y la distancia recorrida en cm/min calculada 
utilizando la siguiente fórmula: 
 
D=2*3,14*40/10=25,12 cm por c/d vuelta 
D=(25,12/100)*80 = 20,09   m/min 
D= 20,09 m/min 
 
Dónde: 
Radio de la rueda=40mm 
RPM=80 
 





















































































Tabla 4.4: Velocidades del Robotino 
Fuente: Autores 
 
4.6 CONDICIONES DEL ENTORNO DE TRABAJO 
 
Para ejecutar el sistema de búsqueda utilizando el Robotino hay que tomar en cuenta 
ciertas condiciones en la construcción del entorno de trabajo como: 
 
 El grafo diseñado en el entorno virtual deber ser construido sobre una 






 Los caminos no deben ser inferiores a 65cm de longitud debido al tamaño del 
Robotino, ya que los códigos de barras de cada camino podrían quedar bajo 
su chasis, ocasionando problemas al momento de capturar la imagen de 
código de barras.  
 
Figura 4.23: Robotino en un camino menor a 65 cm 
Fuente: Autores 
 
  La iluminación del entorno de trabajo debe ser controlada con el fin de evitar 
variaciones en la lectura de los sensores ópticos y en las imágenes 
capturadas por la WebCam del Robotino. 
 
Las velocidades predefinidas en el sistema de búsqueda para el desplazamiento e 
identificación de caminos pueden ser variadas por el usuario. Sin embargo, debido al 
tiempo de respuesta entre la Pc y el Robotino no se pueden obtener buenos 
resultados a grandes velocidades. 
 
Una vez tomadas en cuenta las condiciones descritas anteriormente el sistema 
requiere la interacción del usuario para generar el nodo inicial, el nodo objetivo, 





búsqueda, una vez iniciado el algoritmo de búsqueda el Robotino junto con el 
programa informático actúa de manera autónoma hasta situar al robot móvil en el 
nodo objetivo. 
  
4.7 RESULTADOS OBTENIDOS 
 
Una vez solucionados los inconvenientes tanto de hardware como de software y el 
ambiente del entorno de trabajo, se puede decir que los objetivos planteados al inicio 
de este proyecto de tesis fueron conseguidos satisfactoriamente.  
 
Con un robot móvil ya desarrollado como es Robotino de FESTO se ha logrado tener 
una mayor precisión en sus movimientos. Esto permite que el robot móvil realice 
eficientemente las tareas ordenadas por el sistema de búsqueda para atravesar el 
camino más óptimo generado por el algoritmo de búsqueda informada A*.   
 
Las librerías elegidas para el tratamiento de imágenes y control total del Robotino 
han permitido ahorrar tiempo, ofreciéndonos un conjunto de funciones necesarias 
para la comunicación bidireccional entre la Pc y el Robotino, con el fin de enviar y 
recibir los datos necesarios para la eficiente ejecución del sistema de búsqueda 
utilizando el Robotino. 
 
En cuanto al funcionamiento del algoritmo de búsqueda informada implementado en 
el Robotino se obtuvo buenos resultados. En un principio se trató que el Robotino 
ejecute todo el proceso de búsqueda. Esto requería mayor tiempo  en la solución  del 
problema, razón por cual se optó  por optimizar el tiempo haciendo que el Robotino 
se desplace por el camino más óptimo generado por el algoritmo de búsqueda A*.                                                                  
  
El tiempo de respuesta en el envío y recepción de la información necesaria a través 
una WLAN fue uno de los inconvenientes más cruciales, lo que nos llevó a utilizar un 





mejorar significativamente este inconveniente en la percepción y ejecución de 
acciones utilizando el Robotino. Este retardo en la transmisión de la información 
ocasionaba que el Robotino se desvié del camino, lo que nos llevó a aumentar el 
ancho de la cinta metálica, solucionando de esta manera el inconveniente y 
consiguiendo buenos resultados en caminos sin curvas.    
 
Finalmente, otro de los inconvenientes fue la desconexión automática que se 
realizaba internamente en el Robotino durante el seguimiento del camino más óptimo 
generado por el algoritmo de búsqueda informada A*, ocasionando que el robot móvil 
no logre cumplir todas las tareas. Este inconveniente se evitó verificando el estado 
de la conexión y reconectándolo automáticamente cuando sea necesario durante la 




















CONCLUSIONES Y RECOMENDACIONES 
  
En este apartado se citan algunas conclusiones y recomendaciones a las que se 
llegaron dando durante el desarrollo del presente proyecto de titulación, las cuales  
son de vital importancia para aquellas personas que estén interesadas en profundizar 




1. Se obtuvo un sistema inteligente que implementa un algoritmo de búsqueda 
informada A* para encontrar el camino más óptimo (camino con el coste más 
barato) utilizando el robot móvil Robotino de FESTO, realizando percepciones y 
acciones en tiempo real de cada tarea encomendada, con el fin de desplazarse 
por el camino más óptimo generado por el algoritmo de búsqueda.  
 
2. El API utilizado para el control del Robotino es una de las herramientas que nos 
permite trabajar con lenguajes de alto nivel, realizar aplicaciones que requieren 
grandes capacidades computacionales con mayor flexibilidad, sin la necesidad de 
estar limitado a un software basado en diagrama de bloques como es el Robotino 
View, explotando de esta manera todo el potencial del Robotino en las 
aplicaciones que se consideren necesarias. 
 
3. El algoritmo implementado en el sistema de búsqueda como es el A*, funciona 
eficientemente encontrando el camino más óptimo siempre que este exista, en el 
sentido de que aprovecha de mejor manera la memoria del sistema, permitiendo 
a las aplicaciones ser más rápidas, eficientes y robustas, siendo empleadas en 
aplicaciones como: hallar el camino más corto entre dos ciudades es algo que 
interesa a muchos turistas, en la aeronavegación, el pilotaje automático busca las 
rutas más próximas, en los video juegos de estrategia, busca el camino más corto 






4. Se optó por utilizar un sensor inductivo para el seguimiento y detección de 
caminos por ser inmune a factores como la luz, humedad, temperatura, 
impurezas, etc., proporcionando al sistema de búsqueda datos eficientes en sus 
lecturas para la toma de decisiones, tomando en cuenta que este sensor debe 
estar a una altura máxima de 2mm del piso para conseguir óptimos resultado en 
su funcionamiento. 
 
5. El tiempo y espacio requeridos para la solución del problema utilizando el 
algoritmo de búsqueda A*, dependen mucho de la cantidad de nodos y arcos que 
contenga el entono virtual diseñado por el usuario. 
 
6. La presentación de resultados en forma gráfica y detallada de cada paso 
realizado por el algoritmo de búsqueda, facilitan la comprensión del 
funcionamiento del algoritmo, con el fin de orientar de mejor manera a las 
personas interesadas en el tema.  
 
7. La configuración omnidireccional del robot móvil Robotino de FESTO facilitó la 
ejecución de movimientos en cualquier dirección, por ejemplo, girar 360° sobre su 




1. Para el funcionamiento del sistema de búsqueda por primera vez se recomienda 
instalar el API para Visual Studio .NET 2010 que permite establecer la 








2. Cuando el sistema de búsqueda hace uso del Robotino de FESTO para encontrar 
el camino más óptimo es necesario que en los extremos de cada camino del 
entorno de trabajo se tenga un código de barras etiquetado, el valor de los 
mismos también deben ser definidos en el sistema que lo controla permitiendo 
que de esta manera el sistema   tome las decisiones y  envié las órdenes 
necesarias para la ejecución de acciones sobre el Robotino de FESTO. Hay que 
tomar en cuenta también que el primer dígito de cada código de barras generado 
por cualquier programa informático es ignorado por el sistema de búsqueda, 
razón por la cual se recomienda tomar el valor desde su segundo dígito. 
  
3. Para un óptimo funcionamiento del sistema de búsqueda utilizando el Robotino de 
FESTO se recomienda utilizar las velocidades establecidas en la tabla 4.4, con el 
fin de evitar que el robot móvil se desvíe del camino durante el proceso del 
seguimiento, y logre realizar una  identificación eficiente de los códigos de barra 
situados en cada camino utilizando la WebCam, de no ser así, esto ocasionaría 
inconvenientes en las acciones realizadas por el robot móvil que a su vez son 
ordenadas por el sistema que lo controla.   
 
4. Para trabajos a futuro utilizando lenguajes de alto nivel a través de una 
comunicación WLAN con el Robotino de FESTO, se pueden realizar mejoras en 
el tiempo de respuesta (envío y recepción de datos) para que el robot móvil 
realice las acciones con mayor rapidez, por lo que sería de gran ayuda  investigar 
la manera de cargar en el robot móvil una aplicación desarrollada bajo cualquiera 
de los lenguajes soportados por él. 
 
5. Otro aspecto fundamental que se puede mejorar es la desconexión automática 
que se produce en el Robotino de FESTO durante la ejecución de tareas, 









 [Nilson Nils 2000] NILSON, Nils J., Inteligencia Artificial Una Nueva Síntesis, 1ra.  
Edición, Editorial McGraw-Hill, Madrid-España,  2000. 
 
 [Ollero Aníbal  2001] OLLERO BARTURONE, Aníbal, ROBÓTICA – 
Manipuladores y robots móviles, 1ra. Edición, Editorial Marcombo, Barcelona-
España ,2001. 
 
 [Pajares Gonzalo 2006]  PAJARES MARTINSANZ, Gonzalo y SANTOS PEÑAS, 
Matilde,    Inteligencia Artificial e Ingeniería del Conocimiento, 1ra. Edición, 
Editorial Alfaomega, México, 2006. 
 
 [Pallás Ramón, 2005] PALLÁS ARENY, Ramón, Sensores y Acondicionadores 
de Señal, 4ta. Edición, Editorial Marcombo, Barcelona-España, 2005.  
 
 [Rich Elaine 1994]  RICH, Elaine y KNIGHT, Kevin, Inteligencia  Artificial, 2da. 
Edición, Editorial McGraw-Hill, Madrid-España, 1994. 
 
 [Russell Stuart 2004] RUSSELL, Stuart J. y NORVING Peter, Inteligencia 
Artificial Un Enfoque Moderno, 2da. Edición, Editorial Pearson Educación S.A., 
Madrid-España, 2004. 
 
 [Siegwart Roland 2004] SIEGWART, Roland y NOURBAKHSH, Illah Reza, 
Introduction to Autonomous Mobile Robots, 1ra. Edición, Editorial MIT Press., 









Esta página muestra la clasificación de los actuadores, que permiten el  
movimiento de los elementos de un robot.   
http://proton.ucting.udg.mx/materias/robotica/r166/r68/r68.htm 
 
 [Festo Didactic] FESTO DIDACTIC  




 [Locomoción por orugas] LOCOMOCION POR ORUGAS  
Página oficial de la empresa iRobot donde se puede apreciar varios robots con 
locomoción por orugas. 
http://www.irobot.com/gi/ground/710_warrior/ 
 
 [Luchadores de sumo Humanoides] LUCHADORES DE SUMO HUMANOIDES  
Muestra las pruebas que se desarrollaron en el concurso SonarMática llevado a 
cabo en la Universidad de Cataluña en el 2010. 
http://2010.sonar.es/es/sonarmatica/aess-iri-humanoid-lab_35.html 
 
 [Robocup] ROBOCUP  




 [Robot Bípedo] ROBOT BIPEDO  
Página oficial de Asimo que presenta la historia, características, galería de 









 [Robot con ruedas] OROBOT CON RUEDAS  
Esta página muestra algunos de los robots creados por la NASA  
http://www.ovaliente.com.ar/perso/robot/nasa.htm 
 
 [Robot cuadrúpedo] ROBOT CUADRÚPEDO  
Página oficial del robot Aibo creado por la empresa Sony 
http://support.sony-europe.com/aibo/ 
 
 [Robot de asistencia] ROBOT DE ASISTENCIA  
En esta página se encuentra el robot de asistencia Japonés Yurina  creado por la 
empresa Toyota, para el cuidado de pacientes. 
http://www.discapacidadonline.com/yurina-robot-asistencial-japones.html 
 
 [Robot de limpieza de piscinas] ROBOT DE LIMPIEZA DE PISCINAS  
En esta página se puede apreciar un robot construido para la limpieza de piscinas 
creado por Eco Pool Technologies. 
http://www.solar-breeze.com/ 
 
 [Robot de limpieza del hogar] ROBOT DE LIMPIEZA DEL HOGAR  




 [Robot de limpieza industrial] ROBOT DE LIMPIEZA INDUSTRIAL  
En esta página se puede ver un robot diseñado para la limpieza en industrias 
construido por la empresa Trenz-Clenear. 
http://www.trenzcleaner.com/trenz_cleaner.htm 
 
 [Robot de vigilancia] ROBOT DE VIGILANCIA  








 [Robot hexápodo – Athlete Rover] ROBOT HEXÁPODO - ATHLETE ROVER  
http://www-robotics.jpl.nasa.gov/systems/system.cfm?System=11 
 
 [Robot hexápodo – Silo6] ROBOT HEXÁPODO  
Descripción del robot Silo6 
http://www.iai.csic.es/users/silo6/ 
 
 [Robot militar] ROBOT MILITAR  
Robot militar R-Gator con kernel GNU/Linux de la empresa IRobot desarrollado 




 [Robot rastreador] ROBOT RASTREADOR  
Esta página muestra el funcionamiento de un robot rastreador y sus principales 
componentes. 
http://www.neoteo.com/robot-siguelineas-teoria-y-practica.neo 
   
 [Robots de competencia] ROBOTS DE SUMO  
La página muestra imágenes y resultados de las pruebas de sumo llevadas a 
cabo en el museo de Ciencia de Boston. 
http://www.machinescience.org/gallery/robot-sumo-2010/ 
 
 [Robots móviles] ROBOTS MÓVILES  











 [Rovio] ROBOT DE TELEVIGILANCIA Y TELEPRESENCIA  




 [Sensores internos] SENSORES INTERNOS  
La página presenta una breve introducción a los sensores internos que permiten 




 [Sensores Proximidad] SENSORES DE PROXIMIDAD 
Tipos de sensores de proximidad según el principio físico que utilizan. 
http://sensoresdeproximidad.galeon.com/ 
 
 [Sensores] SENSORES  
En esta página se puede encontrar conceptos generales de los sensores. 
http://robots-argentina.com.ar/Sensores_general.htm 
 
 [Vehículos de guiado automático] VEHÍCULOS DE GUIADO AUTOMÁTICO  
Esta página muestra los diferentes vehículos AGV utilizados en la industria para 
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Pantallas del Sistema de Búsqueda Informada Utilizando 















Pantalla principal del Sistema 
 
 
















Pantalla para configuración del Entorno Virtual 
 
 
Pantalla para el control teleoperado del Robotino 
 
 



































SISTEMA DE BÚSQUEDA INFORMADA 
UTILIZANDO ROBOTINO DE FESTO 
 










REQUISITOS DEL SISTEMA 
Asegúrese de que el sistema informático de la PC cumpla con los siguientes 
requisitos: 
 PC con Windows XP/Seven 
 2Gb (o más) RAM 
 2Ghz (o más) procesador 
 WLAN (Red de Área Local Inalámbrica ) 
 Microsoft Visual Studio 2010 
 API para Robotino 
 Robot móvil Robotino de FESTO 
 
El API se puede descargar de la siguiente dirección: 
http://wiki.openrobotino.org/index.php?title=Downloads 
Nota: Para óptimos resultados se recomienda utilizar computadores superiores a una 
Dual Core. 
 INSTALACIÓN DEL API 









Presionar siguiente en todas las ventanas que se presenten posteriormente, de esta 
manera los archivos necesarios se instalará en la ruta por defecto. 
 
Figura 25 
En la ventana Select Additional Tasks aparece una caja marcada, dejarlo como esta 
para añadir las aplicaciones contenidas del API en la ruta por defecto, luego 







AGREGANDO REFERENCIA EN C# .NET 2010  
Crear una nueva aplicación bajo C# .NET 
 
Figura 27 
Abrir el explorador de soluciones y dar click derecho sobre las referencias de la 







En la ventana que aparece ubicarse en examinar y buscar el directorio donde se 
instaló el  API del Robotino. 
 
Figura 29 
Una vez ubicado en el directorio adentrarse tres carpetas más, 1\lib\dotnet con el fin 
de encontrar la librería rec_robotino_com_wrap.dll que será necesaria para 







Una vez agregado la referencia del API para el Robotino, ya se la puede visualizar en 
la aplicación lista para ser utilizada. 
 
Figura 31 
Utilización de la referencia rec_robotino_com_wrap 
Para observar con mayor detalle todas las clases disponibles en esta librería, dar 
doble click sobre ella, visualizando todos los componentes con las que trabaja 







Crear una clase llamada Robot. En esta clase se realizarán las instancias necesarias 
de los componentes del Robotino. 
 
Figura 33 
En la clase Robot agregamos la directiva using rec.robotino.com, con lo cual se 
habilitan las funciones de la referencia del Robotino, y la directiva using 







Dentro de la clase Robot, agregamos las siguientes líneas de comando: 
1) Cuatro eventos que permiten a la aplicación conectarse, desconectarse, controlar 
errores y obtener la imagen de la Webcam del Robotino. 
 
 
2) Definir variables para los componentes del Robotino en la aplicación, en este 
caso para la conexión, movimiento omnidireccional, para-choques y cámara. 
 
  
Para instanciar otros componentes, el proceso se realiza de la misma manera. 
3) Definir una variable para verificar el estado de la conexión 
 
 
4) Crear un constructor de la clase Robot que inicialice las variables en el momento 
en que se crean. 
 
 
5) Agregar cuatros métodos en la clase. Estos permiten verificar la conexión, 
habilitar o deshabilitar la transmisión de la imagen, verificar estado del para-








6) Agregar dos clases heredadas de Com y Camera. 
La clase MyCom posee los cuatro eventos mencionados en el paso 1, que a su 
vez pueden ser llamados desde otras clases cuando sean necesarios, con el fin 
de verificar constantemente el estado de la conexión del Robotino en la aplicación 







La clase MyCamera posee el evento para invocar la imagen desde la Webcam 








Una vez creada la clase Robot y agregada todas las líneas de comando 
mencionadas anteriormente, ubicarse en el diseño de la clase Form y crear los 
siguientes componentes: 
 1 Textbox para ingresar la IP del Robotino. 
 1 Picturebox para mostrar la imagen de la Webcam. 
 1 Button para realizar la conexión. 
 7 Button para direccionamiento del Robotino en el entorno.  
 1 Button para verificar el estado del para-choques 
 
Figura 35 
Ya agregado todos los componentes necesarios en el Form1, empezar a programar 
cada uno de los botones, para esto es necesario primeramente realizar una instancia 








La siguiente tabla muestra las líneas de código necesario para cada botón, donde 
speed y rotSpeed son variables flotantes  definidas al comienzo de la clase Form. 
BOTÓN CÓDIGO FUENTE 
Conectar rot.Connect(textBox1.Text,false); 
Arriba rot.SetVelocity(speed, 0.0f, 0.0f); 
Abajo rot.SetVelocity(-speed, 0.0f, 0.0f); 
Izquierda rot.SetVelocity(0.0f, speed, 0.0f); 
Derecha rot.SetVelocity(0.0f, -speed, 0.0f); 
Giro a la derecha rot.SetVelocity(0.0f, 0.0f, rotSpeed); 
Giro a la izquierda rot.SetVelocity(0.0f, 0.0f, -rotSpeed); 








Con esto ya se logra controlar al Robotino desde la aplicación. Sin embargo, no se 
puede obtener la imagen de la Webcam, para aquello se requiere realizar un evento 









La aplicación se puede ejecutar utilizando el simulador en 3D desarrollado para el 
Robotino, denominado Robotino ® SIM Demo con la IP 127.0.0.1:8080. 
 
Figura 38 
Para ejecutar la aplicación con el Robotino de FESTO en un entorno real se debe 
realizar primeramente una conexión de red entre la PC y la red del Robotino. Esto se 







Sobre el icono de conexiones de red inalámbricas, dar click derecho y seleccionar 
ver redes inalámbricas, en aquella ventana que aparece buscar la red del Robotino y 
presionar en el botón conectar. 
 
Figura 40 
Una vez realizada la conexión de red, ejecutar la aplicación y cambiar la IP del 
simulador por la IP del robot móvil Robotino de FESTO que se tenga en ese 







INICIO DEL SISTEMA DE BÚSQUEDA 
Cuando la aplicación es iniciada, se visualiza la ventana principal donde se puede 
ejecutar la búsqueda haciendo uso del entorno virtual o utilizando el Robotino de 
FESTO en tiempo real.  
A continuación se detallan los botones utilizados en el sistema de búsqueda 
informada. 
Botones de acceso directo en la ventana principal 
  Permite conectar la aplicación con el Robotino de FESTO 
  Ejecuta la búsqueda en el entorno virtual o utilizando el robot móvil en un 
entorno real. 
 Pausa la aplicación cuando se está ejecutando el proceso de búsqueda. 
 Detiene el proceso de búsqueda. 
 Activa el proceso de búsqueda en modo Robotino cuando existe conexión de 
red hacia él. 
 Activa el proceso de búsqueda en modo simulador en el mismo entorno del 
sistema. 
 Permite crear un nuevo entorno virtual para el proceso de búsqueda. 
 Permite editar las configuraciones necesarias para el funcionamiento del 
Robotino en el entorno de trabajo, como también activa los botones de crear y 
eliminar nodos o arcos. 
 Permite crear los nodos en el entorno virtual. 
 Permite crear los arcos o enlaces entre nodos. 
 Elimina nodos o arcos creados en el entorno virtual. 





 Permite cargar entonos virtuales almacenados en archivos XML con todas sus 
configuraciones. 
 Guarda archivos en formato XML con todas las configuraciones del entorno 
virtual. 
 Cierra la aplicación de búsqueda. 
 Accede a las configuraciones del Robotino cuando se tiene una conexión de 
red establecida entre la PC y el Robotino. 
 Accede al modo teleoperado del Robotino en el entorno de trabajo. 
 Accede al análisis de resultados generados por el proceso de búsqueda. 
 Muestra un manual de usuario del sistema de búsqueda. 
 Creación de un entorno virtual 
Presionar  sobre el botón nuevo entorno, y en la ventana que aparece definir el 
ancho y alto del entorno virtual a crear. Hay que tomar en cuenta que estos datos 
son definidos en centímetros, utilizados cuando se requiere aplicar la búsqueda en 







Una vez definido el tamaño del entorno, presionar sobre el botón crear  nodos, luego 
ubicar el puntero del mouse en cualquier parte del entorno virtual y dar click en el 
lugar que se desee graficar el nodo. 
 
Figura 43 
Después de crear los nodos en el entorno virtual, crear los enlaces que se 
consideren necesarios para observar su funcionamiento. Esto se logra presionando 
sobre el botón crear arcos, luego ubicar el puntero del mouse sobre cualquier nodo y 
dar click sobre él, después ubicar el puntero sobre otro nodo con el fin de crear un 







Nota: Los valores de los nodos y arcos son generados automáticamente por el 
sistema de búsqueda, no requieren de configuración alguna. 
Si se desea eliminar algún nodo o arco que no esté correctamente ubicado, presionar 
sobre el botón eliminar, luego con el mouse ubicarse sobre el nodo a eliminar y darle 
click derecho. Esto muestra al nodo seleccionado y todos los enlaces hacia él, si se 
desea eliminamos todos los enlaces seleccionar la primera opción, caso contrario 
seleccionar el enlace que se desee eliminar. 
 
Figura 45 
Ya creados los arcos y nodos en el entorno virtual, definir un nodo inicial y un nodo 
objetivo en la ventana principal de la aplicación, luego presionar sobre el botón 
simulador para ejecutar la aplicación sin el Robotino. También se puede definir el 








Una vez definidos todos los parámetros, presionar el botón ejecutar, con el fin de 
observar su funcionamiento y resultados. En la siguiente tabla se detalla el 
significado de cada color mostrados en la figura 25 
Color Detalle 
 




Nodos que no han sido considerados 
como óptimos pero que han sido 
analizados por el algoritmo de búsqueda. 
 
Nodos próximos a ser analizados por el 
algoritmo de búsqueda. 
 
Nodos que no han sido tomados en 








Ejecutando aplicación de búsqueda en tiempo real   
Crear un entorno virtual con arcos y nodos, los cuales deben ser construidos en el 







Para empezar con la configuración presionar sobre el botón edita entorno, a lado 
derecho se presenta una tabla que contiene todos los enlaces de los nodos. Sin 
embargo, la fila código de barras de la tabla se encuentra con valores nulos, en esta 
parte es donde se registran todos los códigos de barra (Code 128) necesarios para la 
ejecución con el Robotino. 
 
Figura 49 
Para generar los códigos de barras se puede utilizar cualquier aplicación que genere 
códigos tipo CODE 128, en este caso se ha utilizado la aplicación Demo VintaSoft 
Barcode .NET SDK disponible en la dirección  http://download.cnet.com/VintaSoft-Barcode-
NET-SDK/3000-2070_4-10669290.html, una vez instalado la aplicación nos dirigimos a su 
directorio, normalmente archivos de programa, luego en la carpeta examples 
ejecutamos la aplicación para C# .Net. Ejecutando la aplicación nos ubicamos en 
Write, luego en la opción barcode seleccionamos Code 128 y en la opción value 
ingresamos el número del código de barra a generar. El mismo que será ingresado 







Nota: El sistema omite el primer dígito del código de barras, razón por la cual es 
necesario que el primer dígito sea cero.   
Finalmente presionar sobre Write barcode, guardarlo e imprimirlo. Estos códigos 
impresos deben ser ubicados en cada camino del entorno de trabajo para que el 







Una vez generados los códigos de barras necesarios, se procede a regístralos en el 
sistema, tomando en cuenta que la separación en los caminos del entorno de trabajo 
iguales a 65cm y menores a 80cm requieren un solo código de barras, mientras que 
mayores a 80cm requieren de dos códigos de barras en cada camino.  
 
Figura 52 
Cuando los códigos de barras son registrados en el sistema de búsqueda, son 
claramente visibles aquellos que utilizan un solo código en cada camino, ya que el 








Ya registrados todos los códigos de barras, el siguiente paso es configurar el 
Robotino en Menú – Robotino – Configuraciones en el caso que no se desee trabajar 
con las configuraciones predeterminadas, siendo estas velocidad de los motores, 
giros, etc. 
Parámetros 
La ventana permite al usuario seleccionar dos sensores ópticos para la detección de 
nodos en el entorno de trabajo, un sensor análogo para la tarea de seguimiento por 
la cinta de aluminio y las configuraciones necesarias para: 
 Configurar los límites del aluminio para la tarea de seguimiento. 
 Escoger el motor para los datos del encoder. 
 Configurar la distancia de recorrido del motor para capturar el código de 
barras al momento de detectar un camino.  
 Configurar el valor máximo de centrado cuando el Robotino se encuentra en 










Aquí se logra configurar las velocidades de cada una de las tareas que realiza el 
Robotino en el entorno de trabajo, tales como seguimiento, barrido en la captura del 
código de barras, giro entre caminos, centrado en el nodo y posicionamiento para ir 




Permite verificar  la nitidez de la Webcam, identificando un código de barra en el 







Ya configurados los respectivos parámetros en el sistema de búsqueda, se debe 
ubicar al Robotino sobre el nodo inicial utilizando el panel de control. 
 
Figura 57 
Luego presionar sobre el botón ejecutar para observar su funcionamiento en tiempo 
real. Como prueba se tomó un nodo inicial (16) y un nodo objetivo (3), presentando 









Para mayor comprensión del algoritmo de búsqueda A* se puede verificar los 
resultados generados al finalizar el proceso de búsqueda. Estos resultados muestran 
los procedimientos realizados por el algoritmo para encontrar el camino más óptimo. 
Sin embargo, los resultados pueden tardar a acuerdo a la cantidad de nodos 



































































REDUCCIÓN DE 16:1 
 
 
Tren de engranajes compuesto 
 
En el diagrama puede verse el tren de engranajes compuesto. Observa que se usan 
cuatro engranajes y que los engranajes B y C están sujetos al mismo eje. 
Cuando el engranaje motriz A da una vuelta completa, el engranaje B girará un 
cuarto de una vuelta. Ahora bien, como el engranaje C está sujeto al mismo eje que 
el engranaje B, también da un cuarto de vuelta. Por tanto, el engranaje D solamente 
girará 1/4 de 1/4 de una vuelta, es decir, 1/16 de una vuelta. Por tanto, la relación de 
transmisión de este tren de engranajes compuesto es de 16: 1. 
  
Cálculo de la relación de transmisión (tren de engranajes compuesto). 
  
Para calcular la relación de transmisión de un tren de engranajes compuesto, emplea 
la ecuación siguiente: 
  
Relación de transmisión =  (n.° de dientes de B/ n.° de dientes de A)*( nº de dientes 
de D /n.° de dientes de C). 
  
  


















































































































































































Lista de materiales utilizados 
 
En la tabla se muestran todos los materiales utilizados en la construcción del entorno 
de trabajo para que el Robotino realice las tareas de búsqueda del camino más 
óptimo  en tiempo real. 
 
Tipo de material Empleados para: 
Cinta de aluminio Caminos (arcos) 
Cartulina de color negro Nodos 
Plancha de madera Ubicar arcos y nodos 
Códigos de barra  
impresos (code 128) 
Identificador del camino 
Lámparas de luz blanca Iluminar el entorno de 
trabajo 
 
 
 
 
 
 
 
 
