Abstract-The problem considered in this work is to find a dimension independent algorithm for the generation of signed scalar fields exactly representing polygonal objects and satisfying the following requirements: the defining real function takes zero value exactly at the polygonal object boundary; no extra zero-value isosurfaces should be generated; C 1 continuity of the function in the entire domain. The proposed algorithms are based on the binary space partitioning (BSP) of the object by the planes passing through the polygonal faces and are independent of the object genus, the number of disjoint components, and holes in the initial polygonal mesh. Several extensions of the basic algorithm are proposed to satisfy the selected optimization criteria. The generated BSP-fields allow for applying techniques of the function-based modelling to already existing legacy objects from CAD and computer animation areas, which is illustrated by several examples.
INTRODUCTION
Representations of geometric objects by continuous and discrete (sampled) scalar fields have recently attracted a lot of attention from both research and application points of view. This is due to many useful properties of such objects. Several modelling operations have been formulated specifically for objects defined by scalar fields, for example, controllable blending operations, offsetting, metamorphosis with arbitrarily changing topology, sweeping, and others [3] [19] [27] [20] . Scalar field models are quite suitable, for example, for the reconstruction from large clouds of points [28] [18] and for the description of internal material distribution [6] [11] [12] .
There is a large legacy of polygonal objects created in CAD, computer animation, and other areas. The availability of new above-mentioned modelling operations and application areas stimulates the search for methods for the conversion of 2D polygons and 3D polygonal objects to representations by zero-level sets (2D contours and 3D isosurfaces) of scalar fields.
Approximate and exact (up to the finite precision of computing scalar field values) representations have to be distinguished. Several known approximations of polygonal objects by scalar field isosurfaces are suitable for visualization, animation, re-meshing and other purposes. On the other hand, approximation errors can be critical and even fatal in some applications such as computeraided manufacturing and medical simulations [23] .
An exact representation can be obtained using signed Euclidean distance from a given point to the polygonal mesh [22] . The main problem with this solution is that the Euclidean distance is not C 1 -continuous and has points with the derivatives discontinuity (vanishing gradients) in its domain, which can cause appearance of unexpected artefacts in results of further operations on the object [5] [11] .
A problem with some conversion methods is that they generate not only the desired approximating zerovalue isosurface but some additional isosurfaces inside or outside the considered solid object. Such additional internal or external zero-value points can be wrongly classified as object's boundary points and thus damage an application. Another concern is providing the distance property of the defining scalar field, which has to change its sign at the object boundary and its absolute values have to increase with the growing distance from the object surface. Additional zero-value isosurfaces destroy the distance property of the scalar field, which is important in further operations on objects, for example, in offsetting, blending, and material properties modelling.
In contrast to the existing conversion methods, the problem considered in this paper is to find an algorithm for generation of scalar fields describing 2D and 3D polygonal objects with defining real functions satisfying the following requirements:
• real function of point coordinates takes zero value exactly at the polygonal object boundary and has different signs for internal and external points; • no extra zero-value isosurfaces should be generated; • C 1 continuity of the function in the entire domain. The solution to this problem exists for polygons in two-dimensional space. A 2D polygon can be exactly described by a continuous real function of two variables built using a monotone set-theoretic formula (see details in the next section). This solution produces a function with zero values only at the polygon edges and no additional internal or external zero-value contours are generated. For 3D space it is a long-standing unsolved problem. The monotone formula has no direct extension to the 3D polygonal object case. Therefore, the best solution would be to devise an algorithm with a dimension independent formulation such that it can directly be applied in 2D, 3D and higher dimensional space.
The main contributions of this paper are: 1) a new algorithm for the construction of the set-theoretic expression for the given polygonal object; 2) an algorithm for the procedural scalar field evaluation at the given point and 3) several extensions of the basic algorithms to satisfy the optimization criteria. The proposed algorithms are based on the binary space partitioning (BSP) of the object by the planes passing through the polygonal faces.
PREVIOUS WORKS
We discuss in this section several classes of methods for the conversion of polygonal objects to scalar field representations. They are both continuous and discrete field approximations as well as exact representations utilizing distance functions and different versions of settheoretic expressions.
Approximation methods based on blobby models [15] , radial-basis functions (RBF) [28] [33] , and multilevel partition of unity implicits (MPU) [18] produce a single isosurface which can approximate a given cloud of polygonal mesh vertices. While highly complicated meshes with huge number of vertices are well approximated, simple objects with the small number of vertices have rather big approximation errors when distances to polygonal faces are taken into account. The approximation with the compactly supported radial basis functions (CSRBF) [16] has problems of creating bumpy surfaces and additional unwanted zero-value isosurfaces not passing through the given vertices. The polygonal mesh approximation method based on moving least squares (MLS) [26] deals with undesirable oscillations by adding points with normal constraints across the surface of each polygonal face.
The piecewise linear approximation of the signed distance function [31] allows for a multiresolution representation of the given mesh with the fast evaluation of the approximate distance. This method involves the binary space partitioning in a way different from our approach. Another approximation method of the signed distance function for a 3D mesh interpolates between distance functions of its planar cross-sections [7] . A pseudo-distance function is used in the HybridTree [1] , which allows for polygonal meshes to act as implicit surface primitives in various free-form modelling operations.
Discrete approximation methods sample signed distance or some other continuous function at the nodes of a regular volumetric grid or an octree grid [10] [13]. A physics-based level set method was used in [34] to approximately reconstruct a given polygonal surface with normal constraints by a discrete scalar field sampled initially with signed distance function values.
Continuous and discrete scalar field approximations of polygonal meshes are useful for mesh repair, remeshing, rendering, object carving, animation, and metamorphosis. However, errors inherent to approximation methods are not acceptable in some critical applications such as computer-aided manufacturing, material distribution modelling [6] , and medical simulations [23] .
A polygonal mesh can be exactly represented by a zero-level isosurface of the signed distance function of the given point and the mesh polygons. This allows for offsetting, metamorphosis, smoothing, set operations and other object manipulations [22] to be applied to polygonal meshes. The points of C 1 distance function discontinuity form curves and surfaces in space that can cause appearance of unexpected edges in results of further operations such as blending, additional areas of stresses in strength analysis, and other problems.
Another general approach to the exact conversion is to describe a solid object with the given polygonal boundary using set-theoretic (or simply set) operations on the supporting halfspaces bounded by planes (straight lines in 2D) passing through polygonal faces (edges in 2D). In the general case these operations can be applied to additional planar halfspaces. The theoretical basis for this approach is given by the Beynon theorem [4] , which implies that a piecewise linear function defining a polyhedron can be expressed by applying pointwise min and max operations to a finite set of linear functions. When a set-theoretic expression is obtained, one can formally define the scalar field by replacing the halfspaces by their defining linear functions and using min/max functions (or other R-functions as explained below) for the set-theoretic operations. An R-function is a real function of several variables with its sign depending only on the signs of its arguments, not their values (see [25] for more details).
An object resulting from the set-theoretic operations has the defining function expressed using R-functions for union and intersection respectively:
These functions have C 1 discontinuity only at points where both arguments are equal to zero. A recently proposed class of R-functions called SARDF (Signed Approximate Real Distance Function) operations [11] provides smooth approximation of the min/max operations and therefore of the signed distance functions for complex objects constructed using set-theoretic operations.
There are several approaches to constructing settheoretic representations of a given polyhedron. A convex polyhedron is an intersection of all supporting halfspaces. A concave polyhedron has to be represented by set operations on specially selected convex polyhedra or its own supporting halfspaces. The cell partition [29] results in the representation of a concave polyhedron as union of its convex parts (cells). These convex cells share common faces inside the initial polyhedron. When R-functions are applied to get the polyhedron's defining function, "internal zeroes" appear at the points of all shared internal faces. Similar effects occur when applying the more general BRep-CSG conversion algorithm to the polygonal mesh [2] .
In the convex decomposition of 2D polygons [32] [30], a polygon is represented by its convex hull with some inner regions subtracted. These inner regions are processed recursively in the same manner to generate lower levels of the convex decomposition. The application of min/max or other R-functions to this representation leads to the appearance of "external zeroes" at the edges of the nested convex hulls with the disadvantages discussed earlier.
The optimal set-theoretic expression of a 2D polygon called a monotone formula [24] [21] includes each of the supporting halfplanes only once and does not include any additional halfplane. An efficient algorithm for deriving this representation from an arbitrary given polygon was proposed in [8] . The remarkable property of the monotone formula is that it does not generate any internal or external zeroes when applying R-functions.
It is difficult to extend exact 2D conversion algorithms to 3D polyhedra. Unfortunately, an analogue of the monotone formula for 3D polyhedra is not known. The convex decomposition algorithms based on nested convex hulls can be extended to 3D space, but they do not converge for some types of polyhedra [14] . There is a need of a dimension independent conversion algorithm, which can be applied directly to polygons in 2D, polyhedra in 3D and to higher dimensional polytopes. In this paper, we propose a novel approach to the exact conversion of polygonal objects to corresponding scalar fields.
SCALAR FIELDS BASED ON BSP-TREES
In this section we present our approach to the exact conversion. We suppose that the initial polygonal object is a closed oriented manifold and contains no degenerate boundary elements. If these requirements are not satisfied, the resulting scalar field will not be an exact representation in the general case.
Construction of a scalar field for a simple 2D polygon
As an introduction to our approach, let us consider the set-theoretic construction of a simple polygon on a 2D plane from three semi-infinite planar halfspaces as shown in Fig. 1 . Three intersecting halfspaces A, B, C are given as follows: A (shown in grey in Fig. 1 ) with the boundary straight line ST; B with the boundary DEFGHIJK; C with the boundary LMNOPQR. The boundaries of B and C intersect in the points S and T. The problem is to construct a defining function f (x, y) for the simple polygon IJSMNOPQTEFGH such that f (x, y) = 0 only at the points of the polygon boundary, f (x, y) > 0 inside the polygon, and f (x, y) < 0 outside the polygon. The function has to be C 1 continuous everywhere except the polygon boundary, where only 
C
0 continuity is allowed. Note that no internal or external non-boundary points are allowed to have zero function value or zero function gradient value.
The presented 2D problem can be simply solved by using a monotone formula [24] [21][8] mentioned above. However, as it was stated an extension of the monotone formula construction algorithm to the case of 3D polyhedrons is problematic. Therefore, we are looking for an alternative dimension independent solution.
Another approach is to apply a kind of cell partitioning [2] to the polygon. The boundaries of two halfspaces ( A ∩ B) and ( ¬A ∩ C) share the segment ST. After applying union operation to these halfspaces we obtain the desired polygon. The defining function constructed using the set-theoretic expression and R-functions is as follows:
This defining function for the polygon takes zero values at its boundaries. Additionally, the function takes zero values at the internal segment ST, which becomes a set of points with internal zeroes in respect to the polygon. The convex decomposition approaches will generate external zeroes of the function. Therefore, the cell partitioning and convex decomposition do not satisfy the requirements to the solution.
Proposed solution
We propose to directly construct a set-theoretic expression for the polygon in such a way that the corresponding defining function does not have internal or external zeroes. To prevent extra zero sets, every point in the interior of the resulting polygon has to be in the interior of some area (argument of a set operation) such that the union and intersection operations ensure that the gradient at the point will be well defined.
The proposed steps of the set-theoretic construction of a polygon with the defining function without nonboundary zeroes are shown in Fig. 2 . At each step, either the union or the intersection operation is applied to planar regions, which do not share boundary elements inside or outside the desired polygon. This guarantees the defining function without internal and external zeros. The defining function constructed using the set-theoretic expression shown in Fig. 2d and R-functions is as follows:
In total, the evaluation of the function f s requires applying four R-functions. This example was selected as a representative of the general case and we can use the derived defining function for any configuration involving two intersecting halfspaces and a partitioning line (plane in 3D).
BSP-tree construction and function evaluation
In this section we describe our algorithm for the scalar field generation for the given polygonal object. The set-theoretic description and the scalar field generation for a 2D polygon, presented in the previous section, reduce the problem to operations on two parts of the polygon divided by a partitioning straight line. If we select only supporting straight lines (continuations of polygon edges) for partitioning the polygon and apply the described procedure to the both parts of the polygon recursively, finally we can construct a set-theoretic expression involving only supporting halfplanes. The data structure corresponding to such a recursive procedure is the binary space partitioning tree (BSP-tree) ) [9] . By definition, BSP-tree is a data structure that represents the recursive subdivision of N-dimensional space into two half-spaces by hyperplanes. Each space partitioning procedure separates N-dimensional cells that are in the interior and in the exterior of the half-space. The hyperplane does not have to be explicitly defined, as it can be obtained from the cells. The method of space partitioning works equally for closed and non-closed sets and does not depend on topology of the original set. Examples of the BSP-tree construction can be found in many papers related to BSP-trees such as [17] .
As the BSP-tree algorithm treats the sets of different dimensions identically, the same procedure can be applied in 2D and 3D spaces with very small modifications. There are two independent parts in the scalar field generation based on BSP-trees: a pre-processing step of the BSP-tree construction and the function evaluation at the given point utilizing the constructed BSP-tree. In this section we present an algorithm for the construction of the BSP-tree in the 3D case. The construction of BSPtree in the 2D case can easily be done in a similar way.
1) Basic BSP-tree construction:
The construction of the BSP-tree is a recursive procedure that contains the following main steps: 1) selection of the base polygon according to some criteria; 2) construction of the partitioning hyperplane containing the base polygon; 3) division of the rest of polygons into the "positive" and "negative" depending on whether the polygons lie in the interior or the exterior after partitioning by the hyperplane; 4) recursive processing of the "positive" set and the "negative" set. In our approach we use the classic construction procedure of the BSP-tree that has been formalized in [9] . As BSP is a dimension independent structure by its nature, the algorithm is given for the case of a 3D input polyhedron with planar polygons as its boundary faces, but can be directly applied in 2D with reformulation for polygon edges and partitioning straight lines. Each partitioning plane contains at least one polygonal face. A pseudocode of the algorithm for the BSP-tree construction is presented in Algorithm 1.
In the Algorithm 1 "pos" refers to positive and "neg" refers to negative. The BSP-tree building procedure Build_Tree processes the list pl of the input polygonal faces. At the first iteration this list is a list of all faces in the input mesh. A polygon that is selected by the Select_Polygon function is the base for a partitioning (cutting) plane cut_plane passing through it. The selection criteria for the polygon are discussed in subsection 3.3.3. The equation for this plane is calculated by the Make_Plane procedure. The rest of the polygons from the input list are classified against the partitioning plane into two groups depending on which side of the plane they are residing. We classify the polygon as positive if for any vertex P x from this polygon the next inequality is satisfied:
(P x − P 0 ) n ≥ 0, where P 0 is a point on the base plane, n is the normal to the plane, and is the symbol of the scalar product. If some polygon intersects the partitioning plane, it is split into two parts by Split_Polygon, each of which is added to the respective list. Note that unlike BSPtree construction for computer graphics purposes the polygon can not just be added to the both pos_list and neg_list without splitting. In our method we obtain the correct tree only if the polygon that intersects partitioning plane is split. The polygons in pos_list and in neg_list are processed recursively by the procedure Build_Tree to create positive and negative subtrees of the created node. Finally, a node of the BSP-tree is created by Make_Node, which stores cut_plane, pos_tree, and neg_tree.
2) Function evaluation procedure: The set-theoretic expression and the corresponding functional expression for a single partitioning plane (straight line in 2D) were given in Section 3.2. In general, one needs to build a corresponding Constructive Solid Geometry (CSG) tree for the given polygonal object and then to apply Rfunctions in its nodes to evaluate the entire scalar field. In our case, the constructed BSP-tree helps evaluate the scalar field procedurally without building an equivalent CSG-tree. The evaluation procedure for the scalar field at the given point starts from the root of the BSP-tree and applies the following functional expressions at the nodes recursively:
where for the given node f a is a signed distance to the partitioning plane of the current node, f b is a defining function for the positive subtree of the node, and f c is a defining function for the negative subtree.
3) Optimization of BSP-trees:
The selection of the base polygon and the partitioning plane is the crucial part of the BSP-tree construction. Depending on the criteria for the base polygon selection we can use different approaches. In our work we use two approaches: "naive" selection, where the base polygon is randomly selected from the polygon list and "optimized" selection. In this section we present our techniques to optimize BSP-tree for our method. Unlike methods for BSP-tree optimization for rendering purposes, such as in [17] , our motivation for BSP-tree optimization is reduction of numerical errors while applying the BSP-tree construction and the function evaluation procedure for the constructed tree. Moreover, as we mentioned above, the split operation for the polygons that intersect partitioning plane should be applied and each split operation can add numerical errors. Therefore, for the optimization we use the criteria that allow for obtaining a tree with the following properties:
• Minimal number of polygon splitting operations reducing the total number of nodes and the number of operations in the function evaluation • Minimal computational errors during the function evaluation and the BSP-tree construction;
To provide the generation of BSP-trees with these properties, we propose several optimization criteria. Given the cutting plane P and the list of the polygons F that contains the list of vertices V , the following criteria can be proposed:
where N split is a number of faces that are split by the plane P and n is a normal to P . The meaning of these criteria is the following: maximization of K dist and K angle allows to avoid appearing of degenerate faces after splitting of the polygon and minimization of K split allows to minimize the number of the polygon splitting operations. We select the base polygon with the plane P , where one of the following conditions is satisfied: 
Exact conversion of polygonal objects with sharp features and arbitrary topology
We did not make any assumption about objects geometry features or their topology in the formulations of the BSP-tree generation and the function evaluation algorithms. Here we show how our method can be applied to objects that usually cannot be easily converted using existing methods. Fig. 3 illustrates the conversion of polygonal models with non-zero genus and sharp features. The figure includes the original mesh and a colour map of a cross-section of the functionally represented model that we obtain from the initial model. For this model, which has quite a small number of polygons, the approximation methods based on RBF and MPU [28] [33] [18] can only produce some oval shapes for the block and for the hole, which is unacceptable in most applications.
The main feature of the monotone formula for a 2D polygon is the minimal number (N-1) of set-theoretic operations on N supporting halfspaces of the polygon. The main purpose of the BSP-tree optimization described above is to minimize the number of nodes in the BSPtree and thus the total number of set-theoretic operations. Table 1 shows the results of testing the optimization. Here the number of planes means the number of unique supporting halfspaces with planar boundaries (several mesh triangles can belong to one plane). The main result is that we can achieve the drastic reduction of the number of polygon splitting operations. In the case of low number of polygons the optimization leads to the elimination of splitting and to the number of settheoretic operations very close to the number of planes (see "Block with hole" and " Table" ). For more complex models the number of set-theoretic operations remains about three times larger than the number of planes. Further research is necessary to achieve the minimal number provided by the monotone formula in 2D. Timings for optimized and non-optimized trees are shown in Table 2 . In our implementation, the construction of BSPtrees for large meshes can be relatively slow, however, processing time for the point query for optimized trees is significantly lower. It can be seen that the optimization can decrease the function evaluation time up to the factor of three.
Conversion of incomplete meshes
As mentioned above, the input meshes should be closed manifolds. However, if the mesh is not a closed manifold, the BSP field can be created from the input mesh and in many cases represents the model that is topologically and geometrically close to the original model. In Fig. 4 we show how our method can be applied to a model with missing polygons. From the original mesh (see Fig. 4a ) we randomly remove 20% of triangles (dark colour in the figure) and create BSP field from the rest of triangles. The resulting functionally represented model (see Fig. 4b ) is visually close to the original, however some artefacts did appear.
Offsetting and blending of polygonal meshes
For some models the BSP-field function is close to the near-optimal in terms of the number of the settheoretical operations. So in that respect it is similar to the monotone formula. In this case the BSP-field has distance properties and we can use an offset operation with simple modification of the function:
where d is an offset value. For example, for the Table model (see Fig. 5b ) we have the BSP-field with distance properties for the positive offset (see Fig. 5c ), however we do not have distance properties for the negative offset (see Fig. 5a ). Unfortunately, at present we cannot guarantee the distance properties for the generated BSPfield. This can be the basis for the future research. If the distance property is provided, we also can apply a blending operation to two converted polygonal objects. Fig. 6 shows a bounded blending union operation [20] with added material between the Rabbit and the Table models.
Sweeping
Sweeping by a moving solid is one of the most important operations in CAD. It can be applied in simulation of numerically controlled machining, robot motion planning, and maintainability simulation. In general, the operation is problematic for solids with complex topology, shape varying sweep generators, and sweeps with self intersections. We have applied the algorithm for sweeping by a moving solid [27] devised for functionbased solid models. Its advantage is the generality of the approach resolving the above difficulties. Fig. 7 shows a sweep by a mechanical part with non-zero genus moving along a helical trajectory. The initial polygonal model was converted to a scalar field model, and the algorithm [27] was applied to obtain the scalar field defining the final sweep.
CONCLUSIONS
We proposed, implemented and tested a new dimension independent algorithm for the conversion of a polygonal object to a representation by a signed scalar field without vanishing gradients and extra zero-level isosurfaces. The algorithm provides an exact representation of polygonal objects including those with small number of vertices, sharp features, missing polygons, non-zero genus, and several disjoint components. Under exact representation we mean the theoretical model without taking into account the finite precision of computing scalar field values.
The existing problems of input polygonal meshes such as self-intersections, topological inconsistencies, large number of holes, and triangles with very high aspect ratios influence the quality of the obtained results. A robust conversion procedure requires special mesh pre-processing to provide an input mesh as a closed manifold. The function evaluation procedure is time consuming. For some applications it can be reasonable to switch to continuous approximations of the obtained scalar fields using B-splines or wavelets. However, it would mean loosing the exact representation of the initial polygonal object.
The proposed algorithm is in some aspects superior in comparison with the the monotone set-theoretic formula available for 2D polygons. For example, the monotone formula is not directly applicable to objects with nonzero genus and with disjoint components. The ultimate goal of this research is to achieve for 3D polyhedra the property of the minimal number of operations of the monotone formula. Although the proposed optimizations of the basic algorithm have significantly reduced the number of operations, the monotone formula property has been achieved only for relatively simple objects with a low number of polygons. Further research will be needed in this direction.
