{ It accepts low-level protocol descriptions speci ed as Labelled Transition Systems
(Lts, for short), i.e., nite state machines with transitions labelled by action names. { As an intermediate step, the Cadp toolbox accepts networks of communicating automata, i.e., nite state machines running in parallel and connected together using Lotos parallel composition and hiding operators.
The latest releases of the Cadp toolbox devote a growing importance to the concept of intermediate formats and programming interfaces, which allow the Cadp tools to be applied to protocol description written in other languages than Lotos (e.g., Sdl with the Geode compiler, etc.).
Validation and veri cation functionalities
The Cadp toolbox allows to cover most of the development cycle of a protocol by o ering an integrated set of functionalities. These functionalities (and tools) are interactive or random simulation (Open/C sar), partial and exhaustive deadlock detection (Open/C sar and Ald ebaran), test sequences generation (Tgv), veri cation of behavioural speci cations with respect to a bisimulation relation (Ald ebaran), veri cation of branching-time temporal logic speci cations (Evaluator and Xtl).
All the validation and veri cation tools are based on a same principle consisting in the exploration of an Lts describing the exhaustive behaviour of the protocol under analysis. This Lts can be accessed through several representations: The explicit representation consists in the exhaustive list of the states and transitions of the Lts. A compact format (Bcg) is available to encode explicit representations e ciently. The implicit representation consists in a C library providing a set of functions allowing a dynamic exploration of the Lts. It is well adapted to perform \on the y" veri cation, avoiding the generation of the whole Lts. The symbolic representation consists in a set of Binary Decision Diagrams (Bdd) encoding the transition relation of the Lts. It can be built from program's description of higher level than the Lts level, thus allowing to take advantage of the Bdd structure sharing capabilities. Gar89 ] is a compiler that translates the data part of Lotos descriptions into libraries of C types and functions. Each Lotos sort or operation is translated into an equivalent C type or function. One must indicate to C sar.adt which Lotos operations are \constructors" and which are not (fairly obvious, in practice). C sar.adt does not allow non-free constructors (\equa-tions between constructors"). Translation of large programs (several hundreds of lines) is usually achieved in a few seconds. C sar.adt can be used in conjunction with C sar, but it can also be used separately to compile and execute e ciently large abstract data types descriptions. 5. Open/C sar is an extensible programming environment for the design of applications working with the implicit representation of Ltss. Currently, several languages/compilers are connected to the Open/C sar environment, including: the C sar and C sar.adt compilers, the Bcg Open gateway for explicit graphs, the Exp.Open gateway for networks of communicating automata, etc. Various application programs have already been written in the Open/C sar framework, including two interactive simulators (with shell-like and X-window interfaces), a random execution tool, a deadlock detection tool based on G. Holzmann's technique, a reachability analysis tool (with a on-the-y reduction), a sequencesearching tool, an on-the-y evaluator for branching-time -calculus, etc. 6. Xtl (eXecutable Temporal Language) is a functional-like programming language designed to allow an easy, compact implementation of various temporal logic operators. These operators are evaluated over an Lts encoded in the Bcg format. Besides the usual prede ned types (booleans, integers, etc.) The Xtl language de nes special types, such as sets of states, transitions, and labels of the Lts.
It o ers primitives to access the informations contained in states and labels, to obtain the initial state, and to compute the successors and predecessors of states and transitions. The temporal operators can be easily implemented using these functions together with recursive user-de ned functions working with sets of states and/or transitions of the Lts. A prototype compiler for Xtl has been developed, and several temporal logics like Hml, Ctl, Actl and Ltac have been easily implemented in Xtl.
