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Resumen 
 
Este Trabajo Fin de Grado consiste en el estudio de las tecnologías Truffle y Graal para la 
optimización de los lenguajes de programación, así como la implementación de un 
lenguaje propio de tipo scripting para probar el rendimiento de dichas tecnologías. 
En el comienzo de la realización de este trabajo ha sido necesario recoger toda la 
documentación posible de las herramientas Truffle y Graal con el objetivo de 
familiarizarse con su instalación y manejo para la utilización en el desarrollo 
posteriormente. 
Una vez realizada la instalación se procede a implementar nuestro propio lenguaje, 
llamado herencia-múltiple. Este lenguaje se basa en poder declarar variables que son 
estructuras y posteriormente poder crear otras variables que hereden estas estructuras así 
como añadir atributos a dichas estructuras. 
Después de haber implementado el lenguaje y su intérprete, se procede a optimizar este 
último. Para ello, primero, incluimos las anotaciones y clases que Truffle nos ofrece para 
modificar nuestro código. 
Estas modificaciones consisten en optimizar las clases que definen los tipos de nuestro 
lenguaje, optimizar todos los bucles cuyo número de iteraciones sea constante, optimizar 
las llamadas a funciones y optimizar el proceso de lectura del script donde se implementa 
el lenguaje. 
A continuación ejecutamos nuestro programa bajo la máquina virtual de java compilándolo 
previamente con Graal, que gracias a los cambios anteriores para incluir Truffle, 
obtendremos una aceleración en la ejecución. Para ayudar a que se produzcan dichas 
aceleraciones es recomendable realizar varias ejecuciones del mismo programa (calentar la 
máquina virtual). 
Por último medimos los resultados de tiempo de ejecución del script desarrollado en 
nuestro lenguaje sin optimizar, contra el tiempo de ejecución de nuestro lenguaje ya 
optimizado y sacamos conclusiones. 
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Abstract 
 
This End-of-Grade project consists of the study of Truffle and Graal technologies for the 
optimization of programming languages, as well as the implementation of a scripting 
language to test the performance of these technologies. 
At the beginning of this project it was necessary to collect all possible documentation of 
the Truffle and Graal tools in order to become familiar with their installation and handling 
for later development use. 
Once the installation is done we proceed to implement our own language, called herencia-
multiple. This language is based on being able to declare variables that are structures and 
later to be able to create other variables that inherit these structures as well as to be able to 
add attributes to those structures. 
After having implemented the language, we proceed to optimize it. To do this, first we 
have to include the annotations and classes that Truffle offers us to modify the code. 
These modifications consist of optimizing the classes that define the types of our language, 
optimize all loops whose number of iterations is constant, optimize the calls to functions 
and optimize the process of reading the script file where the language is implemented. 
Then we run the program in the java virtual machine compiling it previously with Graal to 
get an acceleration in program execution. To help such accelerations occur it is 
recommended to perform several runs of the same program. 
Finally we measure the results of runtime of the script developed in our language without 
optimizing against the runtime of our language optimized and we get conclusions. 
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1 Introducción 
1.1 Marco del proyecto 
 
El presente proyecto ha sido realizado íntegramente por el estudiante Víctor Ramos 
Muñoz, como propuesta del tutor de este mismo proyecto Jesús Sánchez Cuadrado. Dicho 
proyecto tiene como fin la creación de un lenguaje de tipo script que permita la herencia 
múltiple así como la implementación de una intérprete para dicho lenguaje. El desarrollo se 
ha realizado en lenguaje Java con Eclipse y las herramientas Truffle y Graal. 
  
1.2  Motivación 
 
Hoy en día hay una gran variedad en los tipos de lenguaje de programación existentes, 
interpretados y no interpretados, orientados a objetos, funcional, etc. 
 
Para este proyecto nos vamos a centrar en los lenguajes orientados a objetos, estos 
lenguajes se llaman así ya que siguen el paradigma programación orientada a objetos 
(POO u OOP en inglés). Este paradigma se caracteriza por organizar los programas como 
colecciones de objetos que siguen una estructura jerárquica. Algunos ejemplos son Java, 
Ruby, C#, C++, etc. Aunque de entre todos esos ejemplos, Java es el usado por 
excelencia. 
 
Este lenguaje indudablemente tiene numerosas ventajas como tener soporte 
multiplataforma, tener una amplia librería de clases (JDK) o que la ejecución se produzca 
bajo la máquina virtual que ahorra al programador de la gestión de memoria. A pesar de 
esto una de las carencias más llamativas de Java es no tener soporte para la herencia 
múltiple, mientras que un lenguaje como C++, por ejemplo, sí que lo soporta. 
 
Debido a esta situación se busca obtener un lenguaje de programación que contenga las 
características de Java además de dar soporte a la herencia múltiple. O en su defecto 
mejorar el compilador de Java para dar cabida a esta funcionalidad. 
 
 
1.3  Objetivos 
 
El objetivo de este Proyecto de Fin de Grado es la definición, implementación de un 
lenguaje tipo scripting, que contenga herencia múltiple, para después intentar optimizar 
dicha implementación mediante el uso de frameworks y compiladores alternativos. 
 
El resultado de este trabajo es hacer una comparativa entre los tiempos de ejecución del 
lenguaje con la implementación básica y el lenguaje con la implementación mediante 
frameworks, para una batería de pruebas de distintos casos de ejemplos.  
 
Este trabajo realizado, servirá como tutorial si algún otro programador está interesado en 
instalarse y utilizar para desarrollar software las herramientas Truffle y Graal, además de 
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servir como aporte a la comunidad de desarrolladores en el lenguaje Java para tener un 
ligera referencia sobre cómo se podría llegar a tener herencia múltiple en este lenguaje. 
 
 
1.4  Organización de la memoria 
 
La memoria está formada por las siguientes secciones:  
 
En la Sección 2 se hace un análisis del estado del arte. En este estudio se investigan los 
lenguajes de programación existentes y la historia de ellos, haciendo un énfasis en la 
programación orientada a objetos.  
 
En la Sección 3 se detallan las funcionalidades buscados en este trabajo de fin de grado, 
para el intérprete y lenguaje. También se define el diseño del lenguaje y las herramientas 
utilizadas para el desarrollo de este trabajo. 
 
En la Sección 4 se definen las dos vías de desarrollo de ese trabajo de fin de grado, la 
implementación del intérprete del lenguaje y la optimización del mismo.  
 
En la Sección 5 se describen las pruebas desarrolladas en la validación del intérprete así 
como se evalúa el resultado final. 
 
Por último en la Sección 6 se describe las conclusiones obtenidas al final del proyecto y 
posibles líneas de trabajo futuras. 
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2 Estado del arte 
2.1 Introducción 
 
Con el paso de los años la tecnología ha ido evolucionando de una forma exponencial. Este 
aumento de las capacidades del hardware implica un mayor abanico de funcionalidades a 
cubrir por los sistemas informáticos, portales web, aplicaciones móviles, etc. 
 
Para poder realizar todos estos desarrollos es indispensable que los lenguajes de 
programación también sufran una evolución, adaptándose a las nuevas funcionalidades y 
facilitando la implementación a los programadores. 
 
2.2 Lenguajes de programación 
 
En esta sección se va a proceder al estudio de los lenguajes más populares en este último 
año, así como los lenguajes con una mayor progresión en su utilización. 
 
En la siguiente imagen se pueden observar cuales son los lenguajes con más popularidad 
en GitHub y Stack Overflow. Estos lenguajes son: JavaScript Java, Python, PHP, C#, C++ 
y Ruby. Mientras que los lenguajes con mayor progresión son TypeScript y Swift. [12] 
 
 
Ilustración 1Grafico lenguajes de programación 
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2.2.1 JavaScript 
 
JavaScript, js abreviado, es un lenguaje de programación interpretado que 
se define como orientado a objetos imperativo, es débilmente tipado y 
dinámico. Tiene una sintaxis similar a C y a Java. 
 
Su principal uso es para la programación de sistemas web, sobre todo en 
el lado del cliente, ejecutándose en el navegador, para permitir hacer 
contenido web dinámico.  
Con la irrupción de tecnologías como MongoDB y NodeJS, ha crecido 
notoriamente su utilización en el lado del servidor. [1] 
 
 
2.2.2 Java 
 
Java es un lenguaje orientado a objetos, multiplataforma y con multitud de 
usos como por ejemplo acceso a base de datos, cálculos matemáticos, 
diseño de aplicaciones, creación de compiladores, etc. 
Pero a partir de 2012, su uso más popular es el desarrollo de aplicaciones 
cliente-servidor web. Este lenguaje fue creado y desarrollado por la 
empresa Sun Microsystems (Oracle). 
 
La sintaxis de Java deriva de los lenguajes de programación C y C++ 
aunque las características de Java tienen menos utilidades de bajo nivel 
que estos. [2] 
 
 
2.2.3 Python 
 
Python es un lenguaje de programación interpretado, multiparadigma, ya 
que tiene soporte para programación orientada a objetos, programación 
imperativa y programación funcional. También tiene un tipado dinámico 
y es multiplataforma. [3][4] 
 
Los usuarios de Python siguen la filosofía de que el código desarrollado 
en este lenguaje, siga los principios de legibilidad y transparencia 
“pythonico”. Algunos de estos principios son: 
• Bello es mejor que feo. 
• Explícito es mejor que implícito. 
• Simple es mejor que complejo. 
• Complejo es mejor que complicado. 
• Plano es mejor que anidado. 
• Disperso es mejor que denso. 
• La legibilidad cuenta. 
• Los casos especiales no son tan especiales como para quebrantar las reglas. 
Ilustración 2 
Logo JavaScript 
Ilustración 3 
Logo Java 
Ilustración 4 
Logo Python 
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• Lo práctico gana a lo puro. 
• Los errores nunca deberían dejarse pasar silenciosamente. 
• … 
2.2.4 PHP 
 
PHP es el acrónimo recursivo de Hypertext Preprocessor, es un lenguaje de 
código abierto, muy conocido en el ámbito del desarrollo web debido a que 
se puede incrustar en HTML y permite desarrollar contenido dinámico. 
Para incrustar este código se utilizan las etiquetas <?php y ?>. 
 
La principal diferencia entre JavaScript y PHP es que este último se ejecuta 
en el servidor en vez de en el navegador. 
 
Las palabras claves de este lenguaje son iguales que en C, y también para 
acabar las sentencias se usa el punto y coma “;”. [5] 
 
 
2.2.5 C# 
 
C# es un lenguaje de programación orientado a objetos. Su principal utilidad es desarrollar 
aplicaciones que se ejecutan en el framework .NET. 
 
Este lenguaje fue creado y estandarizado por la empresa Microsoft. 
 
Su sintaxis está basada en el lenguaje C. [6] 
 
2.2.6 C++ 
 
C++ es un lenguaje de programación diseñado por Bjarne Stroustrup, este lenguaje nació 
con la intención de añadir al lenguaje C la manipulación de objetos. 
 
Más adelante se convirtió en un lenguaje multiparadigma ya que se le añadieron la 
programación estructurada y genérica. 
 
Por este motivo C++ es considerado como una extensión del lenguaje C. [7] 
 
2.2.7 Ruby 
 
Ruby es un lenguaje de programación orientado a objetos e 
interpretado que fue diseñado por Yukihiro Matsumoto. 
 
Ruby también es un lenguaje flexible ya que permite agregar 
funcionalidad al lenguaje o redefinir y quitar partes esenciales del 
lenguaje. 
 
Tiene un tipado dinámico y su sintaxis deriva del lenguaje Python. [8] 
Ilustración 5 
Logo PHP 
Ilustración 6 
Logo Ruby 
  8
 
 
2.2.8 TypeScript 
 
TypeScript es un lenguaje de programación basado en JavaScript, 
añadiendo tipado estático y clases. 
 
Su sintaxis extiende a la de JavaScript por lo que cualquier código 
implementado en JavaScript debería funcionar. Su principal uso es 
desarrollar aplicaciones web tanto en cliente como en servidor. 
 
TypeScript está desarrollado y mantenido por la empresa Microsoft. [9] 
 
2.2.9 Swift 
 
Swift es un lenguaje de programación creado por Apple para desarrollar 
aplicaciones en iOS y Mac OS X. Es un lenguaje multiparadigma y tiene 
como filosofía que sea un lenguaje seguro y de desarrollo rápido. 
 
Swift ha sido diseñado a partir de los lenguajes Objective-C, Haskell, 
Rust, Ruby, Python y C#. [10][11] 
 
 
 
 
 
 
 		 	
Ilustración 7 
Logo TypeScript 
Ilustración 8 
Logo Swift 
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3 Diseño 
3.1 Análisis 
 
Tras un análisis del estado del arte así como de las necesidades a cubrir con el lenguaje y 
su intérprete. Se han definido los siguientes requisitos. 
 
3.1.1 Requisitos funcionales 
 
RF.1 El intérprete tendrá que procesar un fichero en el cual estará desarrollado un 
programa escrito en nuestro lenguaje. 
 
RF.2 El intérprete tendrá que devolver por pantalla los resultados del programa para así 
comprobar su correcta ejecución. 
 
RF.3 El intérprete tendrá que devolver por pantalla el tiempo de ejecución del programa, 
para así calcular la media aritmética de los tiempos de ejecución y comprobar el 
rendimiento del interprete básico frente al optimizado. 
 
RF.4 En el lenguaje se podrá declarar variables con sus correspondientes valores como 
por ejemplo strings, números o arrays tanto de números como de strings. 
 
RF.5 En el lenguaje se podrá declarar estructuras que almacenen las variables 
anteriormente definidas. 
 
RF.6 En el lenguaje se podrá modificar el valor de dichas estructuras o variables. 
 
RF.7 En el lenguaje se podrá anidar estructuras, es decir, definir una estructura dentro de 
otra. 
 
 
3.2 Diseño del lenguaje 
 
Como todo lenguaje de programación existen palabras reservadas y algunos caracteres 
reservados que definen una funcionalidad concreta dentro del programa. O lo que es lo 
mismo la gramática y sintaxis del lenguaje. 
 
3.2.1 Palabras y símbolos reservados 
 
structure: Palabra que se usa en el empiece de la declaración de una estructura. 
 
of: Palabra que se usa para separar el nombre de la estructura con el tipo de dicha 
estructura. 
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clabject: Es un tipo de estructura que se ha creado específicamente para este lenguaje, de 
momento es el único tipo de estructuras que existe. 
 
print: Palabra reservada para declarar una función que sirve para imprimir por pantalla. 
Se podrán imprimir estructuras, variables, strings y números y booleans. 
 
true: Palabra reservada para representar el valor booleano verdadero. 
 
false: Palabra reservada para representar el valor booleano falso. 
 
( : ): Este símbolo está reservado para poder asignar un valor a una variable. 
 
( { ): Este símbolo está reservado para definir el inicio de la declaración de una estructura. 
 
( } ): Este símbolo está reservado para definir el final de la declaración de una estructura. 
 
( [ ): Este símbolo está reservado para definir el inicio de un array. 
 
( ] ): Este símbolo está reservado para definir el final de un array. 
 
( , ): Este símbolo está reservado para separar los elementos dentro de un array. 
 
( “” ): Estos símbolos están reservados para definir que todo el contenido dentro de estos 
sea de tipo string. 
 
( . ): Este símbolo está reservado para definir que el siguiente contenido se encuentra 
dentro de una estructura. 
 
3.2.2 Sintaxis 
 
La sintaxis de este lenguaje es simple, como todos los lenguajes de tipo script es necesario 
declarar la variable o estructura antes de poder modificar o imprimir su valor. 
A su vez las variables, siempre tendrán que estar declaradas dentro de una estructura. No 
puede existir ninguna variable que no pertenezca a ninguna estructura. 
A continuación se van a introducir una serie de imágenes con ejemplos de código. 
 
- Declarar una estructura 
 
 
Ilustración 9 Definición estructura 
 
Las llaves ( {} ) muestran el inicio y el final de la declaración de la estructura. 
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- Declarar una variable 
 
 
Ilustración 10 Definición variable string 
 
Los dos puntos ( : ) sirven para asignar el valor de su derecha a la variable de su izquierda. 
Las comillas dobles ( “” ) sirven para marcar que es un string. 
 
 
 
 
También se puede asignar un número: 
 
 
Ilustración 11Definición variable number 
 
Un boolean: 
 
 
Ilustración 12 Definición variable boolean 
 
 
O un array: 
 
 
Ilustración 13 Definición variable array 
 
 
Para marcar que es un array se usan los corchetes ( [] ). 
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- Modificar una variable 
 
 
Ilustración 14 Modificación variable 
 
El punto ( . ) se utiliza para entrar en el contenido de las estructuras. 
 
- Anidar estructuras 
 
 
Ilustración 15 Estructuras anidadas 
 
- Imprimir una estructura 
 
 
Ilustración 16 Función print estructura 
 
- Imprimir una variable 
 
 
Ilustración 17 Función print variable 
 
Al igual que en la modificación el punto ( . ) se utiliza para entrar en el contenido de las 
estructuras. 
 
3.3 Herramientas usadas 
 
Para el desarrollo del lenguaje y su interprete se han usado las siguientes herramientas. 
 
Eclipse: es una plataforma de desarrollo, diseñada para ser extendida a través de plug-ins. 
Fue concebida desde sus orígenes para convertirse en una plataforma de integración de 
herramientas de desarrollo. No tiene un lenguaje específico, ya que es un IDE genérico, 
aunque goza de mucha popularidad entre la comunidad de desarrolladores del 
lenguaje Java. Proporciona herramientas para la gestión de espacios de trabajo, escribir, 
desplegar, ejecutar y depurar aplicaciones. [13] 
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Truffle: Es un framewok diseñado por Oracle para que el compilador Graal sea capaz de 
interpretar la estructura del código implementado en el lenguaje a compilar.  
 
 
 
Graal: Es un compilador creado por la compañía Oracle con el objetivo de mejorar el 
rendimiento de la máquina virtual de java. Al igual que está máquina virtual, el compilador 
Graal a parte de compilar también ejecuta las instrucciones resultantes tras la compilación 
del código. 
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4 Desarrollo 
 
4.1 Introducción 
 
El desarrollo de este proyecto se divide en dos ramas claramente diferenciadas, primero la 
implementación del interprete y segundo la optimización de este. A continuación se 
procede a la explicación del desarrollo llevado a cabo.  
 
 
4.2 Implementación del intérprete del lenguaje 
 
La implementación del intérprete está dividida en tres paquetes. El primero, multiherencia, 
se encuentra el main y la funcionalidad de lectura del script. El segundo, env, se encuentra 
la lógica del intérprete. Por último el tercero, node, se encuentran las clases que definen los 
nodos del lenguaje. 
 
 
Ilustración 18 Estructura paquetes 
 
4.2.1 Multiherencia 
 
Como se ha mencionado anteriormente, dentro de este paquete se encuentra la clase 
principal del programa, HerenciaMain. Aquí están implementadas las funciones: 
- main(String[]) 
- runMultiHerencia(String). 
 
La primera función, se encarga de comprobar que los argumentos al ejecutar el programa 
son correctos, que sólo haya un argumento y el fichero tenga la extensión apropiada, .hm. 
También se inicializan las variables para calcular el tiempo de ejecución y por último se 
hace una llamada a la segunda función de esta clase. 
 
En la segunda función, se encuentra la lógica del programa, llamar a la clase que se 
encarga de la lectura del fichero y procesar los nodos que esta clase devuelve, según el tipo 
de nodo a procesar, se llama a ejecutar una función u otra, estas funciones se explicaran 
más adelante. 
 
Otra clase importante dentro de este paquete es Reader. Aquí están implementadas las 
funciones: 
- read(PushbackReader) 
- readNode(PushbackReader) 
- readWhitespace(PushbackReader) 
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- readSymbol(PushbackReader) 
- readNumber(PushbackReader) 
 
La función read es la más importante dentro de esta clase, esta es la encargada de llamar a 
la función readWhitespace, que como su propio nombre se encarga de leer los espacios en 
blanco y tabuladores hasta que se encuentra un carácter de cualquier tipo. Una vez la 
función readWhitespace haya retornado un carácter se llama a la función readNode cuya 
funcionalidad es comprobar si es el carácter es un digito o no, si es un digito llama a la 
función readNumber y si no lo es llama a la función readSymbol. 
 
La función readNumber también como su nombre indica, se encarga de leer el dígito y 
devolver un Nodo de tipo Number. 
 
La función readSymbol, es algo más compleja se encarga de leer las palabras reservadas 
por el lenguaje, y las cadenas tipo string. 
 
Por último para hacer factible la unión entre la clase Reader y los todos los nodos a 
procesar, en este paquete se encuentra la interface Evaluatable. 
4.2.2 Env 
 
Este paquete se llama env de environment (entorno), esto es debido a que aquí se define 
todo el entorno del interprete para nuestro lenguaje, es decir, se definen las palabras claves 
del lenguaje y las funciones que se ejecutan al procesar dichos nodos. Algunas destacadas 
funciones son: 
 
- print(String, Stack<String>) 
- structure(Node) 
- addVar(Node, Node, String, Stack<String>) 
- modifyVar(String, Node, String, Stack<String>) 
- buscarVariable(String, Stack<String>) 
 
La función print se ejecuta al procesar el nodo print y se encarga de imprimir por pantalla 
lo deseado. 
 
La función structure se ejecuta al procesar el nodo structure y se encarga de inicializar una 
estructura y almacenarla en memoria. 
 
La función addVar se encarga de añadir variables u otra estructura dentro de una estructura 
determinada. 
 
La función modifyVar se ejecuta cuando se desea alterar el valor de una variable mientras 
la ejecución del script se encuentra fuera de su asignación. 
 
La función buscarVariable, es una función que se llama dentro de todas las funciones 
anteriores y sirve para verificar si una variable o estructura ha sido ya definida 
previamente. Esta función esta implementada de manera recursiva para así buscar la 
variable en el nivel de profundidad de anidamiento exacto. 
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4.2.3 Node 
 
En este paquete se encuentran todas las clases que definen los nodos del lenguaje: 
 
- Node 
- BooleanNode 
- NumberNode 
- SymbolNode 
- MultiHerenciaListNode 
- Variable 
 
La clase Node es una clase abstracta que implementa la interfaz Evatuable mencionada 
anteriormente. Esta clase será extendida por todas las clases siguientes. 
 
BooleanNode, NumberNode, SymbolNode y MultiHerenciaListNode estas clases definen 
los nodos de cada uno de los tipos permitidos en lenguaje, boolean, number, string y list. 
 
Por último en la clase Variable, se define como es una variable o estructura en este 
lenguaje. Se definen ambas situaciones en la misma clase ya que una variable es en sí 
misma una estructura, para poder así permitir el anidamiento de estructuras en el lenguaje. 
 
 
4.3 Optimización del intérprete 
 
Debido a las características del lenguaje y su intérprete, hay varias funciones que se 
pueden optimizar usando el framework Truffle. 
 
En primer lugar hay que optimizar las funciones que se encuentran en el paquete env 
mencionado anteriormente. Debido a que en este paquete se implementa la funcionalidad 
básica del interprete, las funciones declaradas aquí son las que más número de llamadas 
tienen durante la ejecución del programa. 
 
Una vez que está claro dónde empezar a optimizar el intérprete, se procede a investigar 
cómo realizar está optimización. Para ello hay que fijarse en qué tipo de funcionalidad está 
implementada en estas clases. 
 
En nuestro intérprete la funcionalidad básica se encuentra en explorar la memoria del 
sistema buscando si una estructura o variable se ha declarado, para después asignar o 
modificar su valor o definir esta nueva variable o estructura si no se declaró previamente. 
Toda esta funcionalidad está basada en bucles por lo que hay que aprovechar las 
herramientas que nos aporta Truffle para optimizarlos. 
 
La anotación @ExplodeLoop es una de estas herramientas. Esta herramienta hace que los 
bucles dentro del método con la anotación sean bucles desenrollados. El desenrollado de 
bucles consiste en solapar distintas iteraciones del mismo bucle. 
 
@ExplodeLoop 
 public Variable buscarVariable() 
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Por otro lado, para seguir optimizando el intérprete, vamos a aprovechar la herramienta 
@TypeSystem. Esta anotación sirve para definir que todos los tipos definidos en ella se 
comporten como tipos del sistema, esto provoca que en la ejecución del programa el 
acceso al contenido de variables con estos tipos sea más rápido. 
 
Para ello es necesario crear una nueva clase public abstract class Types donde se 
añadirá la anotación. 
 
@TypeSystem({long.class, boolean.class, SymbolNode.class, 
ListNode.class}) 
 
Para hacer esta anotación funcionar ha sido necesario renombrar nuestra clase Node a 
MultiHerenciaNode debido a que ahora esta clase va a extender a la clase Node propia del 
framework Truffle. Además de esto se deben añadir dos anotaciones más 
@TypeSystemReference y @NodeInfo. 
 
La primera anotación marca que se está haciendo referencia a la clase Types que hemos 
creado anteriormente y la segunda marca que esa clase es un nodo de Truffle, también 
sirve para definir que es lenguaje de dominio específico (DSL) que como se puede ver en 
el ejemplo siguiente para nuestro caso está denominado HerenciaMultiple. 
 
public abstract class MultiHerenciaNode extends Node 
 
@TypeSystemReference(Types.class) 
@NodeInfo(language = "HerenciaMultiple") 
 
 
También hay que modificar cada una de clases que definen los nodos del lenguaje para que 
Truffle las interprete como dentro de nuestro propio lenguaje de dominio específico. A 
continuación se muestra un ejemplo para la clase BooleanNode. 
 
@NodeField(name = "slot", type = FrameSlot.class) 
public abstract class BooleanNode extends MultiHerenciaNode 
 
 
Por último, para enganchar está optimización en el intérprete, es necesario modificar la 
clase Reader. Como se dijo anteriormente esta función es la encargada de leer el script y 
devolver una lista de nodos a procesar. 
 
Esta modificación consiste en que ahora los nodos a devolver no pueden ser de tipo 
boolean, number, etc, si no que ahora se tiene que devolver una lista de nodos de tipo 
MultiHerenciaNode, es decir una lista de nodos tipo Truffle Node.  
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5 Integración, pruebas y resultados 
 
5.1 Integración y pruebas 
 
A continuación se detalla la implementación de las pruebas para el intérprete del lenguaje, 
para este interprete se han desarrollado pruebas de aceptación. 
  
Las pruebas de aceptación se hacen para comprobar que el intérprete es capaz de cumplir 
con los requisitos funcionales esperados, como por ejemplo procesar un script, declarar 
variables de un tipo concreto o declarar una estructura. 
 
Este tipo de pruebas consisten en someter a nuestro intérprete a pequeños script de 
ejecución los cuales probaran la funcionalidad más básica del mismo. Además cada script a 
ejecutar va asociado con fichero output, donde se detalla la salida esperada tras la 
ejecución. 
 
Las pruebas que se han realizado abarcan la comprobación de la lectura y declaración de 
las variables para todos los tipos (boolean, string, number, array) así como un test para 
comprobar que una estructura pueda contener más de una variable. 
 
 
 
Boolean: 
 
 
Ilustración 20 Test boolean 
 
 
 
 
String: 
 
 
Ilustración 22 Test string 
Ilustración 19 Resultado 
boolean 
Ilustración 21 Resultado string 
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Number: 
 
 
Ilustración 24 Test number 
 
 
 
 
 
Array: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Ilustración 23 Resultado 
number 
Ilustración 26 Test arrays 
Ilustración 25 Resultado arrays 
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5.2 Resultados 
 
Una vez diseñada la estructura del lenguaje, implementado y testeado el intérprete y por 
ultimo desarrollado la optimización del mismo, procedemos a sacar los resultados. 
Para ello primero hemos creado un script que abarca una gran funcionalidad de nuestro 
lenguaje, creación de estructuras anidadas, modificación del valor de las variables y 
asignar estructuras a variables de otra estructura. A continuación se muestra una imagen 
con el contenido del script. 
 
 
Ilustración 27 Script ejecución 
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En esta imagen se puede apreciar la creación de una estructura llamada Biblioteca, que a su 
vez contiene tres estructuras de tipo Libro. 
 
En las líneas siguientes se modifican los valores de cada una de las propiedades de la 
estructura Libro, para así poder identificar los ejemplos después de imprimirlos por 
pantalla. 
 
A continuación se crea una nueva estructura llamada Portada con dos variables una de tipo 
string y otra de tipo number, para después modificar de nuevo la variable portada del 
primer libro y asignar a esta variable el contenido de la estructura Portada. 
 
Por último se imprime por pantalla el contenido del Libro1 ya que es único que se ha 
modificado. 
 
 
Ahora que tenemos el script es hora de poner a prueba nuestros dos intérpretes, básico (sin 
Truffle y corriendo bajo la máquina virtual de Java) y optimizado (con Truflle y corriendo 
bajo la máquina virtual de Graal). 
 
Los resultados de la ejecución del script para cada uno de los interpretes son: 
 
 
- Básico: 
 
 
 
 
 
Ilustración 28 Ejecución básico 
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- Optimizado: 
 
 
Primera ejecución del programa. 
 
 
Ilustración 29 Ejecución optimizado1 
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Ejecución del script después de un pequeño número de ejecuciones. 
 
 
 
Ilustración 30 Ejecución optimizado2 
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6 Conclusiones y trabajo futuro 
6.1 Conclusiones 
 
En este trabajo de fin de grado se ha realizado un estudio de los actuales lenguajes de 
programación, cuáles son los más utilizados y cuales están de moda en su empleo para el 
desarrollo de nuevas aplicaciones dependiendo de las funcionalidades a cubrir. Así como la 
tendencia a la creación de nuevos lenguajes de programación o frameworks para satisfacer 
necesidades como facilitar el desarrollo de las aplicaciones para el programador. 
 
De entre todos los lenguajes JavaScript y Java son los más empleados. En el caso de 
JavaScript se debe al de la programación web y nuevos frameworks como React, Angular 
o Polymer. Por otro lado Java se utiliza mucho para servidores y ahora con la irrupción de 
las aplicaciones móviles es popular dentro de los sistemas Android. 
 
Los lenguajes de programación que más han crecido en este año son TypeScript y Swift. 
TypeScript es un lenguaje basado en JavaScript pero añadiéndole tipos a las variables y 
herramientas como interfaces. El progreso de Swift se debe a la irrupción de las 
aplicaciones móviles para los dispositivos iOS. 
 
También en este trabajo de fin de grado se ha desarrollado la implementación de un 
lenguaje simple así como un intérprete para poder ejecutarlo. A su vez a la implementación 
de este intérprete se le ha aplicado el framework Truffle para poder ejecutarse desde la 
máquina virtual Graal. 
 
Como hemos visto en el apartado anterior, los resultados al medir el tiempo de ejecución, 
son llamativos.  
 
Primero podemos ver que hay dos tiempos muy dispares para la ejecución del mismo 
programa en el intérprete optimizado. Esto se debe a que en la primera ejecución del 
programa, el sistema tiene que levantar la máquina virtual de Graal, lo que supone un gran 
tiempo de retardo en la ejecución. A medida que se van invocando más ejecuciones, este 
tiempo de ejecución se reduce notoriamente. 
 
También podemos apreciar como la ejecución del intérprete básico, es mucho más rápida 
que la ejecución del interprete optimizado. 
 
Este hecho tiene una explicación, debido a que nuestro lenguaje tiene una funcionalidad 
muy básica, declarar variables y estructuras para simular la multiherencia, nos limita el 
nivel de complejidad al optimizar con Truffle. Entonces al no poder optimizar en exceso, 
no se compensa el retardo que se produce al ejecutar bajo la máquina virtual de Graal. 
 
Para solucionar este problema, sería necesario incluir nueva funcionalidad al lenguaje para 
poder optimizar más y compensar el retardo bajo la máquina virtual de Graal. 
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6.2 Trabajo futuro 
 
En este trabajo de fin de grado existen dos líneas de trabajo futuro. 
 
Primero como se ha mencionado en el apartado anterior, para añadir más optimizaciones y 
exprimir más las herramientas Truffle y Graal, sería necesario añadir más complejidad y 
funcionalidad al lenguaje: 
 
- Añadir operaciones aritméticas para los tipos number. 
- Añadir operaciones para manejar los tipos string, concatenar, separar, etc. 
- Añadir condicionales y bucles. 
- Añadir declaración de propias funciones. 
 
Para añadir todas estas mejoras, primero habría que declarar nuevas palabras reservadas 
dentro de la gramática del lenguaje, así como definir la sintaxis correcta de su uso. 
Incorporar esta funcionalidad al interprete y después estudiar como optimizar esta 
funcionalidad con Truffle, por ejemplo para el caso de las llamadas a funciones propias se 
tendría que llamar DirectCallNode para que Graal pueda optimizar estas llamadas. 
 
Por último todo el desarrollo de este trabajo se basa en un lenguaje interpretado, de tipo 
script. De aquí surge la otra línea de trabajo futuro. 
 
Sería repetir todo este proceso para un lenguaje compilado. Hacer un compilador y 
optimizarlo. Aquí los tiempos a medir sería tanto el tiempo de ejecución como el tiempo de 
compilado. 
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Glosario 
 
Java: Es un lenguaje de programación orientado a objetos. 
 
Truffle: Un intérprete de un lenguaje abstracto que le permitiría implementar lenguajes en 
el framework de Graal. 
 
Graal: Es un proyecto de Oracle con el objetivo de implementar un compilador e 
intérprete Java de alto rendimiento. 
 
Oracle: Es una compañía de software. 
 
Eclipse: Es una plataforma de software compuesto por un conjunto de herramientas de 
programación de código abierto, es multiplataforma. 
 
Multiplataforma: Referido a que puede utilizarse en diversos entornos o sistemas 
operativos. 
 
Sistemas operativos: Es el software principal de un sistema informático que gestionas los 
recursos hardware. 
 
Framework: Es un conjunto estandarizado de conceptos, prácticas y criterios para enfocar 
un tipo de problemática . 
 
Media aritmética: Es el promedio de un conjunto de valores. 
 
Script: Es un tipo de archivo donde se encuentran una serie de órdenes a procesar, el 
contenido de este fichero suele estar implementado por un lenguaje de programación 
interpretado. 
 
Gramática: Conjunto finito de reglas que describen toda la secuencia de símbolos 
pertenecientes a un específico. 
 
Sintaxis: Se define como el conjunto de reglas que deben seguirse al escribir el código 
fuente de los programas para considerarse como correctos para ese lenguaje de 
programación. 
 
Plug-in: Es aquella aplicación que, en un programa informático, añade una funcionalidad 
adicional o una nueva característica al software. 
 
MX: Herramienta desarrollada en Python que ha sido co-desarrollada con Graal para 
facilitar su instalación. 
 
JDK: Java Development Kit, es un software que provee herramientas de desarrollo para la 
creación de programas en Java. 
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Lenguaje de dominio específico (DSL): Es un lenguaje de programación que ha sido 
diseñado y desarrollado para resolver una problemática específica. 
 
Multiparadigma: En el ámbito de los lenguajes de programación, se aplica para definir un 
lenguaje que soporta más de un paradigma de programación, como por ejemplo 
programación funcional o programación orientada a objetos. 
 
Paradigma de programación: Es una propuesta tecnológica para resolver los problemas 
en el desarrollo del software. 
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Anexos 
A) Manual de instalación 
 
En este manual se explica cómo instalar  las herramientas Truffle y Graal para sistemas 
operativos tipo UNIX (Linux, MacOS, etc.) debido a que la empresa Oracle, propietaria de 
estas herramientas sólo tiene los productos disponibles para dichos sistemas operativos. 
 
 
Primero hay que ir a la página de Oracle  http://www.oracle.com/technetwork/oracle-
labs/program-languages/downloads/index.html   para descargar la máquina virtual de Graal 
compatible para el sistema operativo de tu ordenador. Para descargar la máquina virtual es 
necesario aceptar la licencia e iniciar sesión. 
 
A continuación debido a que es necesario clonar varios repositorios, se recomienda la 
creación de un directorio independiente. 
 
mkdir graal 
cd graal 
 
Una vez hecho esto, se procede a instalar una herramienta llamada MX que sirve para 
facilitar la creación y uso de Graal. 
 
git clone https://github.com/graalvm/mx.git 
export PATH=$PWD/mx:$PATH 
 
Después de realizar estos pasos y haber instalado la máquina virtual descargada 
previamente, se tiene que configurar la variable de entorno JAVA_HOME para que apunte al 
JDK que soporte la máquina virtual Graal (JDK8).  
 
Para poder adaptar el código para que se ejecute en la máquina virtual es necesario usar el 
framework Truffle, por ello es necesario clonar el siguiente repositorio. 
 
git clone https://github.com/graalvm/graal-core.git 
cd graal-core 
mx 
 
 
Para comprobar que la instalación ha ido correctamente solo falta  crear y ejecutar  la 
máquina virtual. 
 
mx build 
mx vm 
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También para comodidad en el desarrollo del proyecto,  se puede configurar el IDE  para 
poder ejecutar la máquina virtual directamente desde el propio IDE. 
 
En este manual se explicará el proceso para el IDE Eclipse. 
 
Primero hay que ejecutar el siguiente comando. 
 
mx eclipseinit  
 
Al abrir Eclipse hay que seleccionar como espacio de trabajo el directorio raíz donde se 
haya instalado Graal. 
 
Después hay que seleccionar: 
Ventana> Preferencias Java> JRE instalados> Entornos de Ejecución 
Aquí hay que configurar el entorno para que sea 1.8 JRE. 
 
Por último hay que importar los ficheros generados al ejecutar el último comando, para 
ello: 
 
Archivo> Importar General> Proyectos en área de trabajo existente 
 
Seleccionar directorio raíz de Graal, seleccionar todos los proyectos y finalizar.
 
 
 
 
 
