In this paper, an e cient dynamic simulation algorithm is developed for an underwater robotic vehicle (URV) with a manipulator. It is based on previous work on e cient O(N) algorithms, where N is the number of links in the manipulator, and has been extended to include the e ects of a mobile base (the URV body). In addition, the various hydrodynamic forces exerted on these systems in underwater environments are also incorporated into the simulation. The e ects modeled in this work are added mass, viscous drag, uid acceleration, and buoyancy forces. With e cient implementation of the resulting algorithm, the amount of computation with inclusion of the hydrodynamics is almost double that of the original algorithm for a six degree-offreedom land-based manipulator with a mobile base. Nevertheless, the amount of computation still only grows linearly with the number of degrees of freedom in the manipulator.
Introduction
The importance of underwater robotic vehicles (URVs) for marine research and subsea development continues to grow because their manned counterparts are much more expensive to develop and maintain 1, 2, 3] . This increase in use has brought about a concomitant need for accurate simulations of these systems 4], and with the addition of robotic manipulators to these vehicles, such simulations must become more sophisticated. As with land-and space-based robotics, accurate dynamic simulation can be a very bene cial tool in development of URVs. With proper use, signi cant amounts of time and money can be saved during the design, test and evaluation phases of new vehicle systems or subsystems. Speci cally, dynamic simulation can reduce the need for costly prototypes by eliminating many candidate designs early in the development process. This saves not only on cost, but also on the time needed to construct successive prototype generations. In addition, simulators can aid in the design of control algorithms for these systems. By using the simulated URV to test such algorithms, the possibility of potentially damaging instabilities due to algorithm errors is eliminated, and risks encountered when the control system is nally implemented in hardware are reduced.
With real-time simulation rates, a number of other uses for dynamic simulators are possible. The rst is hardware-in-the-loop simulation where control system hardware and software is tested by interfacing it to a real-time simulation of the URV 5] . Human-in-the-loop applications can also be implemented when a real-time simulation is coupled with a realistic 3-D graphical display of the system. One such application is to train pilots and mission specialists much like aircraft simulators are used to train aviators. Another application can be found in the teleoperation of untethered URVs. Because signi cant delays occur in acoustic communication with such vehicles, human control is signi cantly degraded. By providing the teleoperator with a simulated display of the system, on-line with no delay, enhanced performance of human-machine interaction can be realized 6, 7] .
The system targeted in our research is a new remotely-operated vehicle (ROV), Tiburon, that is currently under development at the Monterey Bay Aquarium Research Institute (MBARI). This vehicle is designed for operation at depths of up to 4000 meters 8] . A CAD drawing of it is shown in Figure 1 along with the Schilling Titan II manipulator 9] which will be mounted on the front.
In order to achieve real-time simulation rates, e cient dynamic and hydrodynamic algorithms for systems like this must be developed. A number of e cient algorithms have been developed to compute the dynamics of the more common land-based manipulators. The two most notable approaches to this problem are the Composite Rigid Body (CRB) method 10] and the Articulated-Body (AB) method 11] . The latter has an advantage because its computation grows linearly with the number of degrees of freedom (DOFs), whereas the CRB method has cubic complexity. As a result, an e cient implementation of the AB method has been shown to require less computation than that of the CRB method for manipulators with more than three DOFs 12] . Because the Schilling arm has six DOFs, the AB simulation algorithm is more e cient than the CRB algorithm, and is the basis for the algorithm developed in our work.
The purpose of this paper is to present the development of this e cient O(N) algorithm for dynamic and hydrodynamic simulation of a URV system with a manipulator. To accomplish this, the e ects of a mobile base (the URV body) must rst be included. After this step, the resulting algorithm could be used in the simulation of space-based robotic systems. Then, the most e cient method for including hydrodynamic e ects must be determined. To this end, work by Yuh 13] and Ioi and Itoh 14] have identi ed the most important forces which include added mass, viscous drag, uid acceleration, and buoyancy. This paper will develop a method for computing these terms in the context of an articulated linkage system, and more importantly, will e ciently incorporate these into the AB simulation algorithm. In the next section, our dynamics notation is presented along with the salient features of the AB algorithm and a synopsis of the principal equations. The basic AB algorithm is also extended to include the dynamics of a mobile base. In Section 3, the hydrodynamic terms needed in the simulation of a single rigid body are presented. Then, the AB algorithm is extended in Section 4 to include these hydrodynamic terms. The computational requirements for the resulting algorithm are presented in Section 5, along with a comparison of algorithms for the xed-and mobile-base systems on land or in space. Using object-oriented design techniques, this algorithm has been implemented in C++. Computational runtimes using this software package, called DynaMechs 15] , are presented in Section 6.
Articulated-Body Dynamics: Background and Notation
In this section, Featherstone's AB method 11] for computing robot dynamics is reviewed, and the notation used in this paper is presented. This is a very e cient method for computing the dynamics of multibody systems 16]. To begin this discussion, a serial chain manipulator with a xed base as shown in Figure 2 is assumed. It has N links that are numbered from 1, attached to the base through joint 1, to N, the end-e ector. The joints between the links can have an arbitrary number of DOFs, but we will limit this discussion to single DOF revolute or prismatic joints. This assumption accounts for the vast majority of robotic systems while simplifying the analysis of computational requirements. Nevertheless, this is not limiting, since multiple DOF joints can be simulated by concatenation of multiple single DOF joints.
Each joint axis of the manipulator, as indicated by the arrows in the gure, is speci ed by a six-element unit vector, i , where the subscript i indicates the joint or link number. These vectors are part of the spatial notation used in our work that combines three-dimensional angular and translational quantities into a single vector 17, 18] . Since i is de ned in the coordinate system xed to link i, it is constant. Using modi ed Denavit-Hartenberg (MDH) notation 19, 20] , in which the z-axis lies along the ith joint axis, i is given by 0 0 1 0 0 0] T for revolute joints and 0 0 0 0 0 1] T for prismatic joints.
The state of the system and its inputs can now be speci ed with a set of scalars that are de ned with respect to these vectors as shown in Figure 2 . For each joint i, the state is given by the scalar joint position and velocity, q i and _ q i , and the input joint torque or force is given by i . Given these quantities for all of the joints, the goal of dynamic simulation is to compute the forward dynamics for the N joint accelerations, q i , and then to numerically integrate these to obtain new values for the positions and velocities. In this section, the algorithm to compute forward dynamics is described. For a discussion of the various numerical integration algorithms for solving ordinary di erential equations, the reader is referred to any of a number of numerical analysis texts (e.g., 21]).
A. Dynamics
Derivation of the AB algorithm begins with the set of dynamics equations for the force balance on each link. As illustrated in Figure 3 , the force balance equation for link i operating in air or on the surface of the Earth is given as follows: f i ? i+1 X T i f i+1 + i f g = I i a i ? i ; (1) where f i is the spatial force exerted onto link i by its inboard link and contains the e ect of i , f i+1 is the force exerted by link i onto the next link outboard and contains the e ect of i+1 , and i f g is the gravitational force. These are six-element vectors combining the three-dimensional moment, n, and translational force, f, vectors as follows:
Like the spatial forces, the spatial acceleration of the link, a i , is also a six-element vector combining the angular, _ ! i , and translational, a i , acceleration vectors .
The spatial transformation matrix, i+1 X i , is used to transform spatial vectors between coordinate systems i and i + 1 and is de ned as follows 20]:
where i+1 R i is the 3 3 rotation matrix from the coordinate system attached to link i to the one attached to link i + 1, and i p i+1 is the Cartesian vector specifying the position of the origin of link (i + 1)'s coordinate system with respect to link i's. The tilde above the vector signi es that its components should be combined in a skew symmetric matrix such thatba = b a.
In the rst term on the right side of Eq. 
where I i is the 3 3 moment of inertia tensor for the link with respect to its own coordinate system, and 1 3 is the 3 3 identity matrix. Table 1 ). In e cient robotic dynamics algorithms for ground, air, or space vehicles, the gravitational e ects can be combined with the spatial acceleration in Eq. (1) ; (6) which is the spatial acceleration of the body biased by gravitational acceleration.
B. Kinematics
To complete the derivation of the AB algorithm, a set of kinematic equations that compute the angular and translational accelerations of each link given the corresponding accelerations of the inboard link and the relative joint acceleration between the two links is needed. The same equations can also be used to propagate the computation of the biased acceleration. Using spatial notation, the equation for the biased acceleration of link i (at its coordinate system) may be written as follows 17]: a 0 i = i X i?1 a 0 i?1 + i q i + i ; (7) where i is the vector of Coriolis and centripetal accelerations that are a function of known link velocities (see Table 1 ).
From Eq. (7), the acceleration of link i is dependent on the acceleration of the inboard link. This implies that a recursion y from the base of the manipulator to the end-e ector may be used to compute the link accelerations when the joint accelerations, q i , are known. Eq. (1) implies a recursion from the end-e ector to the base to determine all of the link forces once the biased accelerations have been determined. Together these two sets of equations de ne the outward and inward recursions associated with the inverse dynamics problem which computes the joint torques for a given motion. For the case of forward dynamics computations, however, the joint accelerations are unknown so that the biased accelerations, and hence the link forces cannot be determined in a direct manner from these equations. Consequently, a di erent approach is required to solve the dynamic simulation problem. In the AB algorithm, this involves the computation of AB inertias.
C. Articulated Bodies
Instead of using the force balance equation for a single link, an expression relating f i to the dynamic properties of links i through N is used. As illustrated in Figure 4 , this relationship is given as follows:
The matrix, I i , is the 6 6 AB inertia of links i through N which is the inertia that is \felt" at the ith coordinate system when the joints from i + 1 to N are free to move. Likewise, the vector, i , is the bias force exerted on the ith link due to the resultant bias forces within the articulated body including all outboard joint torques y This is the term generally used in the robotics literature. However, for those not familiar with this literature, its usage should not be confused with the notion of recursive function calls in computer science terminology. In the context of robotics, this term does not imply that the evaluation of this equation is implemented with recursive function calls from end-e ector to base (although it could be). Rather, it is implemented with a for-loop and each acceleration is computed in succession from base to end-e ector. The resulting AB algorithm for forward dynamics contains three O(N) recursions. The rst is a Forward Kinematics recursion which computes the velocities and velocity-dependent terms, i and i , of each link from the base to the tip. In the second step, the AB inertias, I i , and bias forces, i , are computed in a Backward Dynamics recursion from the tip to the base. The nal step begins with the known base acceleration, a 0 = 0, which enables the computation of the rst joint's acceleration, q 1 , with an equation derived from Eqs. (7) and (8). This enables the computation of link 1's acceleration from Eq. (7). These results are used to compute the joint and link accelerations (in that order) for the next link in the chain. This procedure de nes the nal Forward Accelerations recursion from the base to the tip of the chain.
D. Mobile Base
Thus far, we have been discussing an AB simulation algorithm for a serial chain with a xed base which can be found in 11, 22] . When simulating URV systems, the base of the manipulator, the vehicle body, is no longer xed with respect to an inertial frame and the equations must be augmented to model this characteristic. This is accomplished by modeling the vehicle body as another link (link 0) in the serial chain which has a six DOF joint (joint 0) between it and the inertial frame, and adding another step to each of the three recursions. The spatial representation of this joint's motion, 0 , is given by a constant 6 6 identity matrix. This implies that the joint velocity is equal to the spatial velocity of the base, _ q 0 = v 0 , expressed in body xed coordinates. Likewise, the joint acceleration is the same as its spatial acceleration, q 0 = a 0 , and the joint torque/force is equal to external spatial forces, 0 = f 0 , exerted on the base such as the resultant thruster force.
The Forward Kinematics recursion will now begin with computation of velocitydependent terms for the mobile base. This is simpli ed because the velocity of this body is given as part of the system state and does not need to be computed. In addition, the bias acceleration, 0 , is zero. Then, the Backward Dynamics recursion is extended to include the computation of the AB inertia and bias force, I 0 and 0 , for this body.
Finally, the Forward Accelerations recursion must now begin with the computation of the base acceleration. Substituting 0 into the equations used to compute the joint accelerations of each link, a simpli ed equation which was derived by Featherstone ( 17] 
where I 0 is the AB inertia of the entire URV system, including added mass, that is \felt" at the vehicle body's coordinate system. The net force acting on this inertia including gravitational e ects is divided into two components: the resultant thruster force exerted on the vehicle, f 0 , and the rest of the forces exerted on this inertia including gravity, 0 0 . A derivation using the biased acceleration was performed in 12] which shows that this equation can be written using the biased acceleration as follows: a 0 0 = (I 0 ) ?1 (f 0 + 0 ); (10) where 0 now excludes gravitational e ects. This biased acceleration is used as the starting condition for the nal recursion along the chain to compute joint accelerations. For simulation purposes, the unbiased acceleration is needed and is obtained by adding gravitational acceleration back into this result.
Hydrodynamics for Rigid Bodies
When the motion of rigid bodies is to be simulated in an underwater environment, a number of additional e ects must be modeled in the simulation as a result of various hydrodynamic forces. While these forces result from incompressible uid ow determined by the Navier-Stokes (distributed uid-ow) equations 23], \lumped" approximations to these forces are used in this work. To this end, Yuh 13 ] and Ioi and Itoh 14] have identi ed four separate e ects that need to be included in a dynamic simulation of submerged rigid bodies. Under limiting assumptions that the net hydrodynamic force on an object can be represented as a sum of separately identi ed components modeling the e ects of added mass, drag, uid acceleration, and buoyancy forces, this section develops a notation consistent with the previous section, and derives the equations needed to compute these hydrodynamic forces exerted on a single rigid body. It is further assumed that forces computed for one link are negligibly a ected by the proximity of another.
A. Added Mass
To those acquainted with the dynamics of manipulators in space or air, probably the most surprising hydrodynamic e ect is the added mass force. When a body is accelerated through a uid, some of the surrounding uid is also accelerated with the body. A force is exerted on the surrounding uid to achieve this acceleration, and the reaction force, which is equal in magnitude and opposite in direction, is exerted on the body. The latter is referred to as the added mass force 24]. Its computation within our framework is presented in this section.
With our assumptions about lumped approximations, added mass can be speci ed with a 6 6 matrix, I A b , as shown in Figure 5 . As with the spatial inertia for a rigid body, this added mass matrix is symmetric and positive-de nite. Since this inertia is a function of the body's surface geometry, however, there is no concept of principal axes as in rigid body analysis, along which, torque and angular momentum are colinear. In fact, with added mass, unlike the rigid body's mass, an applied translational force can result in a non-colinear acceleration of the center of gravity as well. Consequently, the added mass matrix does not have the same structure as shown in Eq. (4) for the spatial inertia of a rigid body in space or air. For a general body shape, the matrix will be full which leads to notably di erent dynamic behavior as compared to the rigid body counterpart.
Newman 24] derived a set of equations to compute the added mass force that is exerted on a rigid body accelerating through an unbounded, inviscid uid that is itself not accelerating (that is, has steady, irrotational ow). This was found by taking the derivative of the total momentum of the uid. 
where negative signs are needed to compute the reaction force that is exerted onto the rigid body, and ! b and v b are the angular and translational velocities of the body, respectively. The translational velocity derivative term, _ v b , is not the true acceleration of the rigid body, but is rather the time derivative of v b with respect to the body's rotating reference frame. z Since the AB simulation algorithm uses the biased acceleration of the body, a 0 b , Eq. (11) must be modi ed before it can be e ciently incorporated into the algorithm. First, the following relationship for its true acceleration, a b , is used: 
which is called the added mass bias force and is a function of known state variables, uid velocity and acceleration, and gravity.
B. Drag and Lift Forces
When an object moves through a viscous uid, drag and lift forces are exerted on it. Since water density is signi cant, large viscous forces can be exerted on URV systems even for reasonably slow motions. Lift and the related forces due to vortex shedding 24] are believed to be small for the applications at hand and are ignored. Drag can be decomposed into pressure drag, which is normal to the surface of the body, and shear drag, which is tangential. For underwater manipulation, the shear drag will also typically be small, so that the emphasis here is on the modeling of the pressure drag.
Pressure drag arises from non-zero normal components of relative velocity between the body's surface and the uid. integration, links are approximated by cylinders as shown in Figure 6 where one of the coordinate axes is assumed to lie along the axis of the cylinder. This is not an unreasonable assumption since most often, the x-or y-axis points along links with revolute joints, and the z-axis points along links with prismatic joints when using MDH parameters to assign coordinate system locations. The resulting procedure to compute f D b is based on one in 27] which has been extended in our work to include the e ects of arbitrary angular and translational velocity of the cylinder as well.
Strip theory is used to replace the surface integral with a line integral along the length of the cylinder. Therefore, the cylinder is partitioned into circular disk elements with width dx, and the translational velocity relative to the uid and normal to the edge of each disk, v n , must be determined. The translational velocity of a disk relative to the uid at a distance d along the cylinder's axis (the x-axis in this example) is approximated, assuming its radius is small compared to the length, as follows: (17) where ! b is the angular velocity of the cylinder (which is also the angular velocity relative to the uid since it is assumed to be irrotational), and v r b is the translational velocity of the cylinder relative to the uid at the origin of the body-xed coordinate system. The normal velocity is this vector's projection onto the yz-plane. Using the above results, the partial force exerted on the edge of a disk at a distance, d, from the coordinate system can be computed as follows: (18) where is the uid density, C D is the drag coe cient, r is the radius of the cylinder, and the last term (within the parentheses) is the projected area of the disk normal to the uid ow. The partial moment about the body-xed coordinate system due to this force is computed as follows:
Eqs. (18) and (19) must then be integrated along the length of the cylinder to obtain the resultant drag force and moment as follows:
which make up the bottom and top parts of the spatial drag force, respectively. The x-components of both of these vectors are zero. Therefore, for smooth cylinders, no moment about the x-axis exists which would only be caused by x-components of angular velocity. This is consistent with the earlier assumption that shear drag is negligible and assumed to be zero in this derivation. A drag force along the x-axis can exist, however, due to a drag force exerted on the at ends of the cylinder to relative translational velocity along the x-axis. In this case, the x-component of f D b is computed as follows:
where (v r b ) x is the x-component of the link's translational velocity with respect to the uid. The assumption that components of the drag force can be computed from normal components of relative velocity while ignoring tangential components is consistent with the work of Chakrabarti, Tam, and Wolbert 28] and the independence principle 27].
C. Total Buoyancy: Buoyancy and Fluid Acceleration
Because of the similarity between buoyancy and uid acceleration forces, they are presented together in this section. Both are translational forces as illustrated in Figure 7 . They are exerted at the center of buoyancy of the body, which is the center of volume of the body or equivalently the center of mass of the uid that is displaced by the body. Finally, they are proportional to the mass of the uid that is displaced by the body, m f b . The buoyant force, f B b , is exerted in the direction opposite of gravity. This force is a result of Archimedes principle which states that a body immersed in a uid is buoyed up with a force equal to the weight of the uid displaced by the body. In terms of the gravitational acceleration, b a g , this force is computed as follows:
The gravitational acceleration is de ned as follows: whereẑ e is the unit vector that points \down" as is traditional in marine mechanics 25], and g is the gravitational constant. A similar equation was given by Newman ( 24] , p. 152) for the uid acceleration force which is given as follows:
where b a f is the acceleration of the uid. This force is sometimes referred to as the horizontal buoyancy force. For increased computational e ciency, both forces are combined as follows:
It is convenient to refer to this as the total buoyancy force. To use this in existing robot dynamics algorithms, the equivalent spatial force exerted at the origin of the body-xed coordinate system must be found. The resulting force is computed by the following equation: 
where b is the vector from the body-xed coordinate system to its center of buoyancy.
Note that the quantity, b a f ? b a g , is also required in the computation of the added mass bias force, A b , and because b a f or b a g are not needed individually, the subtraction is performed once with respect to the inertial coordinate system and only a single vector needs to be transformed to each body's coordinate system.
D. Assumptions
At this point a few comments should be made about the derivation of the hydrodynamic terms and some of the assumptions that have been employed. The most notable assumptions are that the uid is irrotational and unbounded. The former is acceptable since rotation due to any vortices in the uid would be small compared to rotation of the body, or it would be on such a small scale compared to the extent of the body as to be negligible. The exception is wave action in shallow depths, which is not an environment that will be encountered by most URV systems. The unbounded assumption poses more of a problem, but for rst order approximations it should generally be acceptable.
Another assumption is that the added mass matrix and drag coe cients are known and constant. In actuality, these quantities are extremely di cult to compute with a high degree of accuracy, and vary non-linearly with respect to velocity and other parameters 27]. However, we believe that over the range of operating conditions typically encountered by a URV, these coe cients vary only small amounts such that a constant coe cient assumption is the only reasonable approach and is adequate for the purposes of the desired application.
Lift force is one hydrodynamic e ect that has been omitted from this discussion. In most texts it is described as a force proportional to the square of the relative velocity in a direction normal to the uid ow by some coe cient of lift C L caused by non-zero net circulation around the body. This is usually presented with the de nition for drag which is the same except that this force is in a direction opposite to the ow and related by the drag coe cient, C D . For the three-dimensional derivations in this paper, this de nition does not seem to be adequate. The line integrals that are used to compute the drag force, can, in the case of general translation, compute components normal and parallel to the uid velocity. We have called this the computation for drag only, and considered lift forces to be present only when the body is a foil. Since the URV under consideration and the links of its robotic arm are not foils, computation of lift forces has been omitted.
Vortex shedding is another e ect that has not been considered in this discussion. When a blu body is translating through a uid, pairs of vortices build up behind it. They continue to grow in size until instabilities cause them to alternately detach from the body. This introduces additional periodic forces on the body that can be large 29]. A straightforward check of the Strouhal Number/Reynolds Number map will indicate if vortex shedding e ects are a potential problem, although precise modeling of these e ects for underwater manipulators would be lengthy. Engineering solutions to eliminate the problem using spoilers could be e ective, so for now the phenomenon is believed to be small enough to ignore in most robotic applications.
URV Simulation Algorithm Development
In this section, the dynamic simulation algorithm for an articulated chain of rigid bodies in an underwater environment is developed. First, the dynamic equation of motion for a single link in a uid is developed. To accomplish this, the spatial force balance on a given link i is written to add the hydrodynamic forces derived in the previous section into Eq. (5). The resulting equation is written as follows:
Note that f A i , the added mass force from Eq. (15), is also a function of, a 0 i , the unknown biased acceleration of link i. Grouping these acceleration terms together and rewriting the equation to resemble the form of Eq. (5) (29) with Eq. (5) leads to three changes that must be made to the AB algorithm for land-based systems to incorporate these hydrodynamic terms. First, the computation of the body's translational velocity relative to the uid, v r i , and the combined acceleration term, i a f?g , for each rigid body must be added to the Forward Kinematics step. Then, the computation of the hydrodynamic bias force, H i , from Eq. (31) can be performed. Finally, the link's spatial inertia, I i , is replaced with its hydrodynamic inertia, I H i , from Eq. (30) in computation for the Backward Dynamics recursion. Note that the Forward Accelerations step is una ected by the addition of hydrodynamic e ects. With these modi cations, an e cient implementation of the AB algorithm for URV systems with a single manipulator containing revolute ( i = 1) or prismatic ( i = 0) joints results and is listed in Table 1 .
In the Forward Kinematics step, the computation of quantities for the base are separated from the recursion along the chain because of the di erences with the computation for each link. In order to perform this computation, the state of the base, consisting of position, orientation and spatial velocity, and the uid's velocity and acceleration with respect to the inertial coordinate system, e v f and e a f , must be given. Given its orientation, the corresponding rotation matrix between the base and the earth-xed inertial coordinate system, 0 R e is speci ed, and the gravitational acceleration, 0 a g , can be determined. From these, v r 0 and 0 a f?g can be computed for the base.
For the forward recursion along the chain, the manipulator's state, including joint positions, q i , and velocities, _ q i , must be given. From q i , the orientation, i R q i to compute v r i for each link, and has been combined with the computation of the angular velocity for the sake of e ciency. The computation of i a f?g is accomplished using just i R i?1 , while i depends on both i R i?1 and i?1 p i . Finally, the computation of H i is the same for the base and the links of the manipulator. Note that this step still includes the computation of i from the land-based algorithm which has been separated from the computation of H i for emphasis.
In the Backward Dynamics step, the input joint torques/forces, i , must be given. Given these inputs, the backward recursion is almost identical to the land-based algorithm. Only the computations of I i and i are a ected by the hydrodynamics. They now use I H i and H i , and take into account that the matrix addition to compute I H i can be performed o -line and does not add to the amount of computation. Finally, no changes need to be made to the Forward Accelerations step.
Computational Requirements
In this section, the computational cost of each equation in Table 1 is determined and listed in the last two columns of Table 2 for a URV system with an manipulator containing N revolute joints. In this table, the number of oating point multiplies and divides are considered together under the label of multiplies ( ), and the number of additions and subtractions are combined under the label of additions (+). In addition, only the minimum number of trigonometric operations (one sine/cosine pair for each angle) are needed and are not included in the totals. This section also compares these results to e cient algorithms developed in our work for land-based robotic systems (without hydrodynamics) with both xed and mobile bases.
In our implementation of the algorithm, the rotation matrix expressing the orientation of the URV body, 0 R e , is de ned by three Euler angles 30]. In the Forward Kinematics step, this matrix is used to transform quantities expressed in the earthxed inertial reference frame to the URV's body-xed frame. To achieve the most e cient transformation of these quantities, this is implemented as three separate planar rotations each requiring 4M, 2A] x . With this approach, the transformations of e v f and e a f?g cost 12M, 6A] each. The alternative would be to evaluate 0 R e ( 12M, 4A]) and perform two 3 3 matrix-vector multiplies ( 9M, 6A] each) for a total cost of 30M, 16A]. Since the gravitational acceleration contains only a z component, its transformation only requires 4M, 0A].
The placement of the body-xed (0) coordinate system also has a signi cant e ect on the amount of computation in this algorithm. To minimize the amount of computation, it is placed so that its origin and z-axis coincide with the rst link's coordinate system in the manipulator. This results in a single planar rotation (through the manipulator's rst joint angle about the z-axis) when transforming both Cartesian and spatial quantities between these systems. Therefore, rotation of a Cartesian vector will require 4M,2A], and transformation of a spatial vector (actually planar rotations of its two component Cartesian vectors) requires 8M, 4A]. This is employed in the rst iteration of the loop in the Forward Kinematics step to compute ! 1 , v r 1 , 1 a f?g , and 1 .
The same concept has also been applied to the transformations between adjacent links in the serial chain. Computation of the hydrodynamic bias force, H i , is the most signi cant in the Forward Kinematics step. First, the computation of i is accomplished with a Cartesian matrix-vector multiply and three cross products totalling 27M, 15A]. Then, the next two terms of H i compute the added mass bias force, A i . The rst is computed with a cross product, Cartesian vector addition, two Cartesian matrix-vector multiplies, and a spatial vector addition for a total of 24M, 24A]. The second term is obtained with a spatial matrix-vector multiply, three cross products, a Cartesian vector addition and a spatial vector addition for a total of 54M, 48A].
Computation of the drag force, f D i is accomplished using Eqs. (20), (21) , and (22) . The x-component of the drag force in Eq. (22) requires 2M, 0A] for the on-line part of the computation. The integrals in the rst two equations, can be numerically determined using the Gauss-quadrature method which replaces the integral with a weighted sum of the term within the integral evaluated at four points over its range. The terms to be summed can be computed with 9M, 3A] and a square root (counted as a multiplication) which includes the multiplication by the weight and the computation of v r (d) from Eq. (17) . This is performed four times requiring 40M, 12A]. Then, the results are added together ( 0M, 12A]) noting that both vectors contain one zero element, and then multiplied by the constant outside of the integral ( 4M, 0A]). Therefore, computing f D i with ve non-zero terms and adding it to the bias force requires a total of 46M, 29A].
Finally, the total buoyancy force, the last term in the computation of H i , requires 9M, 9A] noting that the acceleration, i a f?g , should be multiplied by the mass of the displaced uid before the cross product is performed. Therefore, the computation of H i requires 133M, 110A]. This also applies to the computation of H 0 for the vehicle body which implies that the vehicle body has also been approximated by a cylinder for the drag computation. If desired, equivalent methods can be developed for rectangular solids which require comparable amounts of computation.
A number of steps can be taken to reduce the amount of computation in the Due to the placement of the body (0) coordinate system, the last iteration of this computation (I 0 ) can be performed using a single planar rotation matrix (simpler than a planar screw) which results in 22M, 40A] for this step.
In the Forward Accelerations step, the biased base acceleration, a 0 0 , is most efciently computed using Cholesky decomposition since the AB inertia is symmetric and positive de nite. Note that this step does not compute the inverse of this matrix, but only the solution to the matrix equation which requires only 86M, 65A] for the 6 6 system 10]. If present, a thruster force on the vehicle body, f 0 , must rst be added for a total of 86M, 71A]. The true acceleration of the vehicle body is obtained by adding the gravitational acceleration to the result ( 0M,3A] ). Finally, the amount of computation in the forward recursion to compute the joint accelerations is straightforward. However, note that the third element of i is zero and the computation of a 0 N is not required.
This particularly e cient implementation of the URV algorithm is based on versions that were developed for simulation of land-based manipulator systems with and without a mobile base 12], and the results of which are also listed in Table 2 . The requirements for a manipulator with a xed base are listed in the rst columns of the table and results in (224N ? 259)M, (205N ? 248)A] for a system with N revolute joints. This result omits the computation of hydrodynamics and the e ects of a mobile base, and it makes use of the fact that the base has zero acceleration and velocity to reduce the amount of computation of the quantities for the rst few With the addition of a mobile base, the algorithm could be used to simulate spacebased robotic systems (with rigid links). The resulting computational requirements are listed in the middle of Table 2 . This involves the addition of another rigid body and six more DOFs to the system, but only requires an additional 229M, 211A] for a total of (224N ? 30)M, (205N ? 37)A]. This is almost equivalent to the cost of adding another link with a revolute joint to the manipulator.
The primary di erence in computation between this mobile base algorithm and the URV algorithm occurs in the Forward Kinematics step where additional velocities, accelerations, and bias forces in H i are computed for hydrodynamic e ects. The total number of oating point operations for this system is (377N +130)M, (333N +93)A]. With N = 6 (all revolute joints), this corresponds to the cost needed to compute the dynamics and hydrodynamics for the Monterey Bay Aquarium Research Institute's URV with the 6 DOF Schilling Titan II manipulator. This represents a 75% increase in computation over the mobile base simulation (without hydrodynamics), and approximately a 115% increase in computation over the simulation of this manipulator with a xed base.
DynaMechs: An Object-Oriented Simulator
This paper provides all of the major theory needed to produce a dynamic simulator that e ciently incorporates hydrodynamic e ects for underwater vehicle systems. The algorithm presented thus far has been slightly modi ed so that it is capable of computing the dynamics for a large class of tree-structured mechanisms having star topologies. This class includes robotic systems with xed or mobile bases, with and without hydrodynamics, and with multiple chains. An e cient implementation of this general algorithm has been achieved through the use of object-oriented design (OOD) techniques in C++ as part of a larger project to develop a real-time graphical simulation system for URVs as described in 15]. The result is an integrated simulation software package, called DynaMechs { , primarily for terrestrial and underwater robotic systems. It covers industrial robots, multilegged vehicles 32], URVs with any number of manipulators, and can even simulate space-based robotic systems without exible links. The completed graphical simulation system also includes a Spaceball (a six-axis force/torque sensor) for user input of thruster, manipulator, and viewpoint control commands, and 3D graphical display of the system and its environment to visualize the output of the simulation. A scene from this display is shown in Figure 8 which was developed using SGI's 3D modeling package called Inventor and executed on a Silicon Graphics (SGI) Indigo 2 Extreme workstation with a 150MHz MIPS R4400 processor. The runtime performance of the simulation algorithm (excluding the overhead for the graphical display) for the three con gurations listed in Table 2 was also measured. Without hydrodynamics, computation of the Schilling manipulator's dynamics requires an average of 0.30 and 0.38 ms for xed and mobile base systems, respectively. The ROV/manipulator system with hydrodynamics requires an average of 0.52 ms. This is more than adequate for real-time performance during normal operation of the ROV system without \hard" contacts with the environment. 
Summary and Conclusions
In this paper, an e cient algorithm has been developed for dynamic simulation of an underwater vehicle equipped with a manipulator. Since many e cient algorithms for the simulation of land-based manipulators have been developed in the past, one was chosen as the basis for our work. The system for which this work has been developed is the Monterey Bay Aquarium Research Institute's ROV, Tiburon, with a Shilling manipulator. Based on the number of DOFs for this manipulator, the O(N) AB simulation algorithm is the most e cient. A review of this algorithm for systems with xed bases from 11] has been presented. An especially e cient version of this The next goal of this work was to e ciently incorporate hydrodynamic e ects into this algorithm. A number of hydrodynamic e ects on a single rigid body were identi ed from previous work in 13, 14] which include added mass, drag, uid acceleration and buoyancy forces. Equations to compute these e ects are derived here in a form consistent with traditional robot dynamics algorithms. Then, this result is extended to systems with serial chains of rigid bodies and e ciently incorporated into the AB algorithm. A detailed analysis of the amount of computation required by the resulting algorithm also has been carried out, and shown to require (377N + 130)M, (333N + 93)A] for a URV with a manipulator that has N revolute joints. For the MBARI ROV with the Schilling Arm (N = 6), the computation of the dynamics requires 2392M, 2091A]. An implementation of the algorithm in the DynaMechs software package can compute the dynamics of this URV system in an average of 0.52 ms on an SGI workstation with a MIPS R4400 processor, which is fast enough to achieve real-time simulation rates.
The purpose of this work has been to provide an integrated computational framework, with multibody dynamics and hydrodynamics included, for e cient simulation of a variety of land-based and underwater robotic systems. Now that we have provided the foundational work, others can apply this to their system, after deriving parameters for the model, to determine the important hydrodynamic e ects. With an actual URV system, experimental results can be obtained and the accuracy of the models for each of the hydrodynamic forces can be measured within the context of a speci c application to see if the models are su cient. There may be cases in which the computation of the hydrodynamic forces needs to be altered to provide a more complex or perhaps simpler model. The advantage of this computational framework is that it can accommodate a variety of models in which the hydrodynamic forces on a link are computed as a function of its velocity and acceleration and that of the uid without signi cantly a ecting its basic e ciency. Hopefully, this work will contribute to the growing application of URV systems in underwater environments.
Acknowledgments
The authors would like to thank Dr. Anthony Healey of the Naval Postgraduate School for informative discussions on hydrodynamics, and James B. Newman of MBARI for access to and involvement in the Tiburon project.
A. Derivation of the Added Mass Force Equation
In this appendix, the added mass force equation, Eq. (11), is derived in spatial notation beginning with Newman's equations for this force from 24]. Before we begin, some of his notation should be de ned. First, the ijth element of the 6 6 added mass matrix is denoted by m ij . The translational velocity expressed in the body-xed coordinate system is given by the following Cartesian vector:
and a redundant notation is used to de ne the elements of angular velocity:
Finally an \indicial notation" for the cross product operation is de ned. The jth component of the result is given as follows:
(b a) j = jkl b k a l ;
where summations are implied on the right hand side for both k and l from 1 to 3. 
where, again, summations are implied for k and l from 1 to 3, and for i from 1 to 6. To obtain a vector equation, the summation on i is made explicit and the cross product term is isolated as follows: 
Then, the summations are expanded and the cross products are expressed in vector notation:
