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Kultura kot način življenja, njen nastanek in pomen so povezani z zadovoljevanjem 
človekovih temeljnih in drugih potreb. Danes lahko opazimo, da se ljudje, ne glede na 
starost, množično udeležujejo kulturnih dogodkov, s čimer gradijo svojo kulturno 
razgledanost, se sprostijo in tako zadovoljujejo potrebe po doživljanju kulture na različne 
načine. Obseg ponudbe kulturnih dogodkov je velik, hkrati pa se nahaja na različnih 
naslovih, kar posamezniku otežuje iskanje vsebine, ki ga še posebej zanima. 
 
V sklopu diplomskega dela sem se lotil reševanja problematike izbire najprimernejšega 
kulturnega dogodka glede na posameznikove preference. Pri reševanju problema je bilo 
ključnega pomena to, da uporabniku na hiter in enostaven način prikažem podatke o 
kulturnih vsebinah, ki sovpadajo z njegovimi preferencami. S tem namenom sem razvil 
mobilno aplikacijo na platformi iOS, ki uporabniku hitro in ažurno nudi pregled nad 
kulturnimi dogodki. Aplikacija se povezuje z zalednim sistemom, ki shranjuje, obdeluje in 
pripravlja podatke za prikaz na mobilnem odjemalcu.  
 
V delu sem opisal in predstavil tehnologije, postopke in orodja, s pomočjo katerih sem 
načrtoval in implementiral željeno rešitev. Najprej sem predstavil delovanje zalednega 
sistema in način komunikacije z mobilno aplikacijo. V nadaljevanju sem naredil funkcionalno 
dekompozicijo mobilne aplikacije, opis glavnih komponent programske kode, opis 
uporabniških vmesnikov ter predstavil postopke in pristope, ki sem jih uporabil pri razvoju. 
Natančno sem opisal tudi postopek objave mobilne aplikacije v spletni trgovini App Store. 
Na koncu sem pripravil pregled nekaterih ponudnikov podatkov o kulturnih dogodkih, pri 
čemer sem se osredotočil na dostopnost ponujenih informacij v elektronski obliki. 
 
Ključne besede: kultura, kulturni dogodek, podatek, mobilna aplikacija, programski jezik, 











DEVELOPMENT OF A MOBILE APPLICATION FOR SELECTING CULTURAL 
EVENTS 
 
Culture as a way of life, its emergence and value are associated with satisfying basic and 
other human needs. Today, we can see that people of different ages are widely attending 
cultural events, thereby building their cultural knowledge, relaxing and experience the 
culture in different ways. The supply of cultural events is wide and spread around different 
locations, which makes it difficult for an individual to get an overview of the content of 
interest. 
 
In the thesis I aim about solving a problem of selecting the most appropriate cultural event 
according to personal preferences. In solving the problem, it was essential to provide the 
user a quick and easy way to display information about the cultural content which coincides 
with his preferences. I have developed a mobile application on the iOS platform that 
provides a quick and timely overview of the offer of cultural events. The app is connected 
with backend system that stores, processes and prepares data to display on the mobile 
client. 
 
I also described and presented technologies, processes and tools, which helped me to 
implement my solution. At the beginning, I introduced the backend system and its 
communication with the mobile app (client). After that, I presented the functional 
decomposition of the mobile app, the software components, the user interfaces and the 
development approaches used. I have successfully deployed my mobile app to the App 
Store and described the deployment procedure. Finally, I presented a review of cultural 
events data providers with a particular focus on the accessibility of their information on the 
web. 
 
Key words: culture, culture events, data, application, programming language, iOS, 
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Kultura izhaja iz latinske besede cultura, kar pomeni gojiti in se na splošno nanaša na oblike 
človeške dejavnosti in simbolične strukture, ki dajejo taki aktivnosti pomen. V najširšem 
pomenu izraz kultura označuje vse produkte posameznika, skupine ali družbe inteligentnih 
bitij (Wikipedija, 2016). Sem spadajo tehnika, umetnost, znanost, pa tudi moralni sistemi 
in značilna vedenja ter navade izbranih inteligentnih entitet. Kultura kot način življenja, njen 
nastanek in pomen so povezani z zadovoljevanjem človekovih temeljnih in drugih potreb. 
Človek skoraj vsako potrebo zadovoljuje s posredovanjem kulture. Tudi najbolj naravnih 
potreb ne zadovoljujemo povsem neposredno, naravno, ampak ob posredovanju kulture. 
Danes lahko opazimo, da se ljudje, ne glede na starost, množično udeležujejo kulturnih 
dogodkov, s čimer gradijo svojo kulturno razgledanost, se sprostijo in tako zadovoljujejo 
potrebe po doživljanju kulture na različne načine.  
Kulturni dogodki so eden priljubljenih načinov doživljanja in uživanja kulture. Obseg 
ponudbe dogodkov je velik, kar posamezniku otežuje preciznejši pregled nad vsebino, ki ga 
še posebej zanima. Težava je v pridobivanju tistih informacij, ki so trenutno pomembne za 
posameznika, upoštevajoč njegove želje, zanimanja in preference. Informacije o kulturnih 
dogodkih organizatorji objavljajo v različnih tradicionalnih in spletnih medijih, kar povzroča 
razdrobljenost tovrstnih podatkov. Kljub temu, da kulturne dogodke delimo na različne 
zvrsti, je izbira znotraj posamezne zvrsti še vedno velika, zato obiskovalec potrebuje 
dodatno pomoč pri odločanju. Obiskovalci kulturnih prireditev so pogosto negotovi tudi pri 
izbiri možnih alternativ dogodkov.  
Na podlagi tega sem zastavil naslednji raziskovalni vprašanji: 
RV1: Kako lahko posameznik izbere najustreznejši kulturni dogodek glede na svoje 
preference? 
RV2: Kako si lahko posameznik izmed široke ponudbe kulturnih dogodkov v razmeroma 
kratkem času zagotovi pregled nad kulturnimi dogodki, ki sovpadajo z njegovimi 
preferencami? 
Na zastavljeni raziskovalni vprašanji lahko odgovorim s predpostavko, da se postopek izbire 
in pregleda ponudbe kulturnih dogodkov lahko olajša z uporabo informacijsko-
komunikacijske tehnologije (IKT). Namen tega dela je bil razviti mobilno aplikacijo, ki 
uporabniku pomaga izbrati kulturni dogodek iz tekoče ponudbe, ki najbolj ustreza njegovim 
kulturnim preferencam.  
Za razvoj aplikacije sem uporabil metodologije, ki sem jih opisal v nadaljevanju. Najprej 
sem analiziral problemsko domeno in jo razdelil na manjše podprobleme. Nato sem naredil 
pregled možnosti in zmogljivosti informacijsko-komunikacijske tehnologije (IKT) in izbral 
primerno orodje ter programski jezik za razvoj mobilnih aplikacij. Sledilo je načrtovanje 
grafičnih elementov in implementacija uporabniškega vmesnika, ki omogoča interakcijo z 
uporabnikom. Vzpostavil sem komunikacijo mobilne aplikacije z zalednim sistemom, ki skrbi 
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za personalizacijo podatkov o kulturnih dogodkih. Z namenom zagotavljanja kakovosti sem 
delovanje aplikacije redno testiral in odpravljal napake pri razvoju. Na koncu sem v okviru 
procesa objave oddal zahtevek za objavo aplikacije v spletni trgovini AppStore.  
Diplomsko delo sem razdelil na sedem delov.  
V uvodu sem predstavil pomen in vpliv kulture, postavil raziskovalna vprašanja ter opredelil 
namene in cilje diplomskega dela. 
V drugem poglavju sem opredelil in opisal orodja in tehnologije, ki sem jih uporabil pri 
izdelavi aplikacije YU_GO. 
Tretje poglavje vsebuje natančen opis in predstavitev elementov aplikacije YU_GO. Na tem 
mestu sem predstavil osnovno idejo, ki je vzpodbudila razvoj aplikacije. Opisal bom 
delovanje zalednega sistema in mobilne aplikacije, opredelil principe in pristope, ki sem jih 
uporabil pri razvoju, in predstavil uporabniške vmesnike. 
V četrtem poglavju sem predstavil postopek objave mobilne aplikacije v spletni trgovini 
AppStore in opredelil smernice razvoja iOS aplikacij. 
Peto poglavje predstavlja pregled ponudnikov podatkov o kulturnih dogodkih in njihovih 
organizatorjev v Sloveniji. 
V sklepnem delu sem predstavil ugotovitve in odgovore na raziskovalni vprašanji, ki sem jih 
postavil, ter opredelil prednosti in slabosti hibridnega razvoja mobilnih aplikacij. Poleg 
naštetega sem podal tudi razloge za javni dostop do podatkov o kulturnih dogodkih. 
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2 PREGLED RAZVOJNIH ORODIJ 
2.1 PROGRAMSKI JEZIK JAVASCRIPT 
JavaScript je visokonivojski programski jezik, ki omogoča izdelavo interaktivnih spletnih 
strani in aplikacij (Simpson, 2015). Razvili so ga leta 1995, pri podjetju Netscape 
Communications Corporation. Je dinamičen in šibko tipiziran jezik. Za dinamičen jezik je 
značilno, da se ob izvajanju programske kode izvedejo postopki, ki programski kodi dodajo 
razširitve, razširitve objektov in modificirajo sistem podatkovnih tipov. Šibko tipiziran jezik 
od nas ne zahteva podajanja podatkovnih tipov pri izvajanju operacij. Ima prvorazredne 
funkcije, kar pomeni, da omogoča podajanje funkcij kot argumentov drugim funkcijam in s 
tem omogoča uporabo konceptov funkcijskega programiranja. Kljub temu, da JavaScript v 
svojem imenu vsebuje besedo »Java«, ki je ime drugega programskega jezika, moram 
poudariti, da med njima ni skupnih značilnosti, saj se konceptualno močno razlikujeta. 
Omenil bi, da JavaScript izhaja iz nekaterih konceptov programskega jezika C in Lisp-a.  
Jezik je standardiziran z ECMAScript specifikacijo (Simpson, 2015). ECMAScript sestavlja 7 
verzij; med najbolj razširjenimi so ES5, ES6 (Harmony) in ES7. Datoteke, ki vsebujejo 
programsko kodo JavaScript, se običajno končajo s končnico .js. 
Na začetku je bil jezik JavaScript namenjen izvajanju programov v spletnem brskalniku, 
kasneje pa je postal primeren tudi za razvoj namiznih aplikacij, vtičnikov in strežniških 
rešitev. Danes JavaScript lahko obravnavamo kot univerzalni jezik, ki na sodoben način 
omogoča razvoj odjemalca in strežniškega dela aplikacije ob souporabi programskega okolja 
Node.js (Brown, 2014) in dokumentne baze podatkov MongoDB (Brown, 2014). 
JavaScript je jezik, ki hitro pritegne pozornost začetnika, saj teče v uporabnikovem 
brskalniku in je na voljo za uporabo brez zahtevne konfiguracije. Velja omeniti, da je 
osnovna uporaba zelo enostavna, saj omogoča uporabo brez globljega razumevanja jezika. 
Tu pogosto prihaja do težav, saj nekateri razvijalci ne razumejo, kaj se dogaja v ozadju 
izvajanja in programski jezik uporabijo napačno.  
Sam sem se s programskim jezikom JavaScript spoznal leta 2012 in mu od tedaj namenjam 
veliko pozornosti, saj je postal eden izmed ključnih programskih jezikov, ki jih dnevno 
uporabljam. Pri njem mi je všeč predvsem to, da omogoča veliko svobode pri zasnovi 
arhitekture programske kode in je tako uporaben za različne problemske domene. Uporabil 
sem ga tudi pri razvoju mobilne aplikacije za izbiro kulturnih dogodkov, ki jo bom natančneje 
















2.2 PODATKOVNI FORMAT JSON 
JSON je standardiziran format za prenos podatkov med strežniki in odjemalci. Kljub temu, 
da v osnovi izhaja iz jezika JavaScript, je neodvisen podatkovni format. Vsebina JSON 
datoteke sestoji iz berljivih podatkov, ki so zapisani kot pari (ključ in vrednost) (Wikipedija, 
2016).  
2.3 OZNAČEVALNI JEZIK HTML 
HTML ali Hyper Text Markup Language je označevalni jezik za izdelavo spletnih strani, ki 
predstavlja osnovo spletnega dokumenta. 
Njegovi začetki segajo v leto 1980, ko je fizik Tim Berners-Lee v CERN-u razvil enostaven 
sistem za izmenjavo dokumentov med raziskovalci, ki je bil osnova za razvoj programskega 
jezika HTML, kot ga poznamo danes (W3Schools, 2016). Deset let kasneje je razvil program 
za izmenjavo sporočil med brskalnikom in strežnikom v formatu HTML. Prva verzija je 
ponujala osemnajst označevalnih elementov (na kratko oznak) za razvoj enostavnih 
dokumentov. Do danes smo spoznali pet verzij jezika HTML, trenutno najbolj razširjena pa 
je HTML 5 DOCTYPE (Wikipedija, 2106). 
Poleg prikaza dokumenta v spletnem brskalniku se z jezikom HTML določita tudi zgradba in 
semantični pomen delov dokumenta. Skupaj s stilskimi podlagi CSS (opisane v naslednjem 
podpoglavju) in jezikom JavaScript (opisanem v prejšnjem podpoglavju), HTML predstavlja 
temeljno tehnologijo za razvoj spletnih strani in aplikacij. Karakteristike in pravila jezika so 
definirani v spletnem brskalniku, ki služi kot glavno orodje za poganjanje in predstavitev 
dokumentov HTML. Najbolj razširjeni spletni brskalniki, ki podpirajo jezik HTML, so: Google 
Chrome, Mozilla Firefox, Safari Web Browser, Internet Explorer in Opera (Wikipedija, 2016). 
Jezik sestavljajo elementi oziroma gradniki HTML dokumenta. Dokumente semantično 
strukturiramo z uporabo elementov za predstavitev naslovov, teksta, slikovnega gradiva, 
seznamov in drugih. Te elemente imenujemo značke, prepoznamo pa jih po njihovi značilni 
obliki, saj so obdani s špičastimi oklepaji. Značke HTML so običajno zapisane v parih 
(<p></p>), obstajajo pa tudi izjeme, t. i. enoznačni elementi (</img). 
var a = 2; // deklaracija spremenljivke 
 
function myFunction(parameter) { 
console.log(parameter) // izpis argumenta 
} 
 
myFunction(a); //klic funkcije z izbrano spremenljivko 
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Vsak dokument sestoji iz določenih obveznih elementov, ki zagotavljajo, da je sintaktično 
pravilen. Tak dokument ima štiri elemente: 
• <!DOCTYPE html>: predstavlja deklaracijo tipa dokumenta in označuje verzijo 
jezika HTML (verzija 5). 
• <html></html>: je značka, ki označuje koren dokumenta in spletnemu 
brskalniku nudi informacijo, da gre za dokument tipa HTML. Je vsebovalnik vseh 
drugih elementov, razen deklaracije, ki označuje verzijo jezika. 
• <head></head>: je vsebovalnik vseh elementov, ki se nahajajo v glavi 
dokumenta. Navadno vsebuje: naslov dokumenta, povezave do JavaScript 
datotek, povezave do CSS datotek, povezave do datotek s tipografskimi materiali 
in meta informacije. 
• <body></body>: označuje osrednji del dokumenta. Vsebuje vse elemente, ki 
predstavljajo vsebino dokumenta. To so lahko: naslovi, tekst, povezave, slike, 
tabele, seznami ... 
Glavni gradniki vsebine dokumenta: 
• <div></div>: sekcija oziroma vsebovalnik, namenjen združevanju elementov; 
• <p></p>: element za predstavitev teksta; 
• <h1></h1> … <h6></h6>: elementi za prikaz naslovov; 
• <ul></ul>: element za prikaz neurejenega seznama; 
• <li></li>: element za prikaz urejenega seznama; 
• <hr>: horizontalna črta oziroma ločilnik; 
• <img>: element za prikaz slikovnega gradiva: 
• <a></a>: povezava med dokumenti HTML; 
• <br>: presledek. 
Elementom lahko poljubno dodajamo atribute oziroma modifikatorje, s katerimi lahko 
vplivamo na njihovo obnašanje in jim prirejamo vrednosti. Poznamo štiri vrste atributov: 
• obvezni atributi, ki zagotavljajo pravilno delovanje elementa; 
• poljubni atributi, ki modificirajo obnašanje elementa; 
• standardni atributi predstavljajo množico atributov, ki jih lahko uporabimo v 
okviru različnih skupin elementov, 
• dogodkovni atributi, ki skrbijo za izvrševanje skript pod določenimi pogoji. 
Atribute podajamo z navedbo imena atributa in njegove vrednosti, ki sta ločena z znakom 
za enačaj (=). Vrednost atributa moramo zapisati med dvojne narekovaje ("vrednost").  





<input type="text" name="polje"> 
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Na sliki je prikazan primer uporabe HTML elementa input, s katerim kreiramo vnosno polje. 
Z uporabo atributa type in vrednostjo text zagotovimo, da je vnos omejen le na tekstovne 
znake. Atribut name označuje ime elementa. 
2.4 KASKADNE STILSKE PODLOGE CSS 
CSS oziroma Cascading Style Sheets, slovensko tudi kaskadne stilske podloge, je 
označevalni jezik za stilsko predstavitev spletnih strani. Z njimi definiramo stil HTML 
elementov v smislu pravil, ki določajo, kako naj se prikažejo na strani. Podloge so bile razvite 
z namenom konsistentnega načina podajanja informacij o stilu za spletne dokumente.  
Pred razvojem jezika CSS je bil stil vsakega HTML elementa določen kot vrednost atributa 
style. Na ta način je prihajalo do ponavljanja programske kode, zato se ta pristop ni izkazal 
kot najučinkovitejši. Osnovna ideja za razvoj CSS-a je bila ločitev označevalnega jezika in 
stilske predstavitve. To omogoča lažje urejanje in dodajanje stilov ter večjo preglednost 
dokumentov, ki temeljijo na HTML sintaksi. Stilska pravila združujemo v podloge, ki jih 
apliciramo na poljubno mnogo elementov in tako zmanjšamo ponavljanje programske kode. 
To vpliva tudi na zmogljivost programa, saj si množice strani lahko delijo stilske predloge. 
Prva verzija CSS-a je bila izdana leta 1996 s strani organizacije in članov W3C, poimenovana 
kot CSS level 1 oziroma CSS 1. Primarni cilj organizacije je bil, da se CSS specifikacija 
razglasi za priporočilo. Na to sta imela bistveni vpliv tudi brskalnika Microsoft Internet 
Explorer in Netscape, ki sta se poenotila za uporabo CSS in ga podprla že pred uradno 
potrditvijo. Do danes sta izšli še dve uradni verziji jezika CSS, in sicer CSS 2 ter CSS 3. Za 
CSS 3 velja poudariti, da ni sestavljen le iz enega dokumenta, ampak se deli na module, ki 
razširjajo CSS 2.  
Vse verzije jezika uporabljajo isti temeljni koncept sintakse. Ta je relativno enostavna in 
sestoji iz angleških ključnih besed, ki poimenujejo stilske lastnosti. Stilsko podlogo navadno 
sestavlja vrsta pravil, ki jih zapišemo v telesu deklaracijskega bloka, med zavitima 
oklepajema ({ }). Posamezna lastnost ima lahko tudi več atributov, ki jih zaključimo s 
podpičjem. Osnovni element jezika je selektor, ki določa markirni element, na katerega se 
stilska pravila nanašajo. Ta je lahko določen glede na HTML elemente določenega tipa (div, 
p ...) ali pa glede na njihov atribut (id, class).  
Psevdo razred predstavlja način identifikacije elementov, v odvisnosti od uporabnikovih 
aktivnosti. Primer psevdo razreda je prekritje z miško, ki nam omogoča, da ob vstopu 
elementa v omenjeno stanje prilagodimo njegove stilske lastnosti. Sintaktično pravilno je, 
da najprej zapišemo selektor, znak : in nato psevdo razred (selektor:psevdo-razred). V 
splošnem lahko stil za poljuben HTML element prihaja iz različnih virov, zato ima CSS 
navedena pravila, kateri izmed stilov naj se predpiše. Zlivanje oziroma prepisovanje pravil 
iz več virov imenujemo kaskadiranje. Kaskadiranje določa, da vrednosti pravil z višjo 
prioriteto prepišejo vrednosti tistih z nižjo. 
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Slika 3: Primer uporabe označevalnega jezika CSS 
Vir: lasten 
 
Na sliki je prikazana kaskadna podloga, ki doda definirane lastnosti vsem elementom tipa 
paragraph, katerih vrednost atributa class je »besedilo«. Pomembno je poudariti tudi to, da 
znak > pogojuje, da je element tipa paragraph direktni naslednik elementa tipa div.  
2.5 PRISTOP BEM 
BEM oziroma Block Element Modifier je arhitekturni pristop k pisanju HTML in CSS kode. 
Ideja je uporabljati preprosto konvencijo poimenovanja elementov, s pomočjo katere želimo 
doseči berljivo in konsistentno programsko kodo, ki jo je lažje upravljati in skalirati ter s 
tem zagotoviti robustnost rešitve.  
Na ta način projektni sodelavci lažje razumejo programsko kodo in se jim tako ni potrebno 
ukvarjati z odkrivanjem pravil uporabljenega arhitekturnega pristopa. Pomembno je, da se 
skupina inženirjev pred začetkom projekta natančno dogovori o uporabi arhitekturnega 
pristopa. Tukaj je vredno omeniti, da je takšen pristop fleksibilen in se lahko prilagodi 
specifičnim potrebam problemske domene. Spremembe in popravki programske kode 
postanejo lažje obvladljivi, saj jo z uporabo imenskih imenikov bolje razumemo.  
Ob zasnovi projekta navadno porabimo nekoliko več časa za oblikovanje BEM modulov, 
vendar se tekom razvoja naša hitrost poveča z njihovo ponovno uporabo. Tako dosežemo 
bistvo tega pristopa, vendar se vedno oziramo k idealu, kar predstavlja možnost selitve in 
ponovne uporabe modulov med različnimi projekti. 
Iz ekonomskega vidika BEM na začetku predstavlja večje stroške, vendar na dolgi rok 
prinese časovne prihranke v primerjavi z nestrukturirano programsko kodo.  








Block si lahko predstavljamo kot entiteto, ki enkapsulira poljubno mnogo elementov, iz 
katerih je sestavljen.  
Element predstavlja del blocka, s katerim tvori semantično povezavo.  
div > p.besedilo { 
    font-family: 'Courier'; 
    font-size: 11px; 






Modifier je oznaka za poseben primerek blocka ali elementa. Z njim želimo modificirati 
predstavitev ali obnašanje elementa. 
2.6 OKOLJE IONIC 
Native mobilne aplikacije so rešitve, ki so razvite v programskem jeziku, ki je prilagojen 
točno določeni mobilni platformi. Takšen razvoj zahteva dodatne razvijalce, ki so ozko 
specializirani za razvoj mobilnih aplikacij (Techopedia, 2016). 
Hibridne mobilne aplikacije (Telerik Developer Network, 2016) so rešitve, ki jih razvijemo z 
uporabo spletnih tehnologij, kot so JavaScript, HTML in CSS. To spodbuja veliko zanimanje 
spletnih razvijalcev, saj lahko svoje znanje s področja programiranja spletnih rešitev 
uporabijo tudi za razvoj mobilnih aplikacij. Prednost takega pristopa je možnost nalaganja 
aplikacij na različne mobilne platforme brez zahtevne konfiguracije. Takšno razvojno okolje 
je še posebej primerno za uporabo v ekipi, ki sestoji iz spletnih razvijalcev in mora zaradi 
potrebe naročnika v razmeroma kratkem času narediti tudi mobilni del rešitve. Razlog za 
uporabo tega pristopa je pogosto ta, da podjetja nimajo dovolj časa in sredstev za razvoj 
native aplikacije. 
Delovanje takšnih aplikacij ima svoje posebnosti, ki jih bom opisal v nadaljevanju. Hibridna 
aplikacija gostuje znotraj native aplikacije in izkorišča WebView, ki si ga lahko predstavljamo 
kot celozaslonski brskalnik, ki skrbi za njeno predstavitev. Preko WebViewa je omogočen 
tudi dostop do senzorjev in drugih elementov mobilne naprave, kot so kamera, gps, kontakti 
... Poudariti velja, da imamo znotraj WebViewa možnost implementacije standardnih 
gradnikov uporabniškega vmesnika, s katerimi zagotovimo zahtevano uporabniško izkušnjo.  
Poleg prednosti imajo hibridne aplikacije tudi svoje omejitve. Na tem mestu bi najprej 
izpostavil težave zmogljivosti, ki se pojavijo pri zaslonih, ki prikazujejo velike količine 
podatkov ali vsebujejo zahtevne tranzicije. Na ta način uporabniku ne ponudimo dovolj 
dobre uporabniške izkušnje in ga odvrnemo od ponovne uporabe.  
Naslednja pomembna omejitev je varnost in enkripcija podatkov, saj nekatera razvojna 
orodja ne omogočajo dostopa do keychaina, ki omogoča enkripcijo in varovanje zasebnih 
podatkov.  
Okolje Ionic Framework je napredno razvojno okolje za izdelavo hibridnih mobilnih aplikacij. 
Razvoj poteka z uporabo tehnologij AngularJs, SASS in HTML5 za mobilne platforme iOS, 
Android in Windows Phone.  
AngularJs je strukturirano okolje za razvoj dinamičnih spletnih aplikacij. Omogoča 
dinamično generiranje in uporabo predlog HTML, ki predstavljajo gradnike uporabniškega 
vmesnika (Angular Docs, 2016).  
SASS je odprtokodni projekt, katerega namen je razširitev označevalnega jezika CSS. 
Omogoča gnezdenje, uporabo spremenljivk, funkcij in operatorjev (SASS Docs, 2016). 
Prednost okolja Ionic pred konkurenco je v tem, da sledi tehnološkim trendom in daje 
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poudarek zmogljivosti delovanja ter uporabniški izkušnji, kar poleg zanimive vsebine 
predstavlja ključni dejavnik vsake sodobne aplikacije. Skupnost sodelujočih razvijalcev je 
dovolj velika, da lahko hitro najdemo rešitev, ko naletimo na napake v delovanju 
programske kode.  
2.7 NPM 
NPM oziroma Node package manager je upravljalec s paketi, ki temelji na programskem 
jeziku JavaScript. Ponuja interaktivno konzolo, kjer lahko z različnimi ukazi upravljamo 
željene pakete.  
Glavna datoteka, ki je potrebna za njegovo delovanje, je package.json, ki se navadno 
nahaja v korenskem direktoriju projekta. Podatki znotraj te datoteke so organizirani v 
drevesno strukturo, ki jo imenujemo JSON. Podatke o uporabljenih paketih lahko dodajamo 
s pomočjo interaktivne konzole oziroma ročno. Pri ročnem vnosu moramo za vsak paket 
določiti ime in željeno verzijo. Pomembno je, da se držimo pravil sintakse, ki dovoljujejo le 
majhne tiskane črke in prepovedujejo uporabo presledkov. Ko določimo vse potrebne 
pakete, moramo sistemu za upravljanje dati signal, da prične z nalaganjem modulov, ki smo 
jih podali. To naredimo tako, da v interaktivni konzoli poženemo ukaz npm install, ki sproži 
nameščanje. Vsi paketi se shranijo v direktorij z imenom node_modules, ki se nahaja v 
korenskem direktoriju. Če med nameščanjem posameznega paketa pride do napake, sistem 
namestitev tega ustavi in nadaljuje z nameščanjem drugih.  
2.8 BOWER 
Bower je sistem za upravljanje s paketi programske kode in deluje na podoben način kot 
NPM. Ponuja interaktivno konzolo za upravljanje s paketi, njegova glavna datoteka pa se 
imenuje bower.json. Kot je razvidno že iz imena, so tudi tukaj podatki organizirani v 
drevesno strukturo JSON. Sistem za delovanje zahteva datoteko .bowerrc, kjer opredelimo 
pot do direktorija, kamor želimo shraniti zunanje pakete. Za nameščanje paketov uporabimo 
ukaz bower install. 
2.9 PROGRAMSKI JEZIK PHP 
Za izdelavo strežniškega dela aplikacije smo uporabili programski jezik PHP v povezavi z 
razvojnim okoljem Laravel Framework, ki ga bom predstavil v nadaljevanju. PHP je zelo 
razširjen odprtokodni programski jezik, ki se danes večinoma uporablja za razvoj dinamičnih 
spletnih aplikacij. Razvil ga je Rasmus Lerdorf leta 1994, da bi z njim nadomestil nekatere 
skripte, napisane v programskem jeziku Perl, ki jih je uporabljal za upravljanje svoje spletne 
strani. Primarno teče na spletnem strežniku, kjer interpreter na vhodu sprejema programsko 
kodo PHP, na izhodu pa navadno vrača HTML, JSON, XML ali kakšen drug datotečni format. 
Deluje tako, da izvaja programsko kodo, ki je ovita v PHP značke <?php ?>. Standardni 
interpreter je odprtokodni projekt, ki ga lahko poljubno uporabljamo v skladu s PHP licenco. 
Za generiranje HTML datotek navadno implementiramo dodaten nivo, ki skrbi zgolj za 
generiranje teh. Deluje tako, da na vhodu sprejme PHP objekt, ga združi s predlogo, ki 
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vsebuje pravila za generiranje dokumenta, in na izhodu vrne HTML. Je dobro podprt 
programski jezik, ki lahko teče na večini spletnih strežnikov in v vseh modernih operacijskih 
sistemih. Zadnja verzija nosi oznako PHP7. 
V nadaljevanju bom primerjal prednosti in slabosti jezika. 
Prednosti: 
• velika skupnost razvijalcev, 
• objektno usmerjen jezik, 
• dobra povezljivost s podatkovnimi bazami in datotečnimi sistemi, 
• veliko število uporabnih programskih knjižnic, 
• natančna in razumljiva dokumentacija, 





• ni striktno usmerjen jezik, kar lahko ob nepravilni uporabi negativno vpliva na 
učinkovitost in varnost programske kode,  
• hitrost izvajanja je v primerjavi z drugimi spletnimi jeziki nekoliko manjša, 
• starejše verzije jezika vsebujejo metode in funkcije, ki imajo varnostne težave, 
• nove verzije pogosto prinašajo radikalne spremembe, kar se kaže v 
nekonsistenčnosti starih in novih elementov jezika. 
2.10 OKOLJE PHPSTORM 
PHPStorm je integrirano razvojno okolje za razvoj spletnih rešitev (JetBrains, 2016). Kot je 
razvidno iz njegovega imena, je namenjen tudi strežniškemu programiranju na platformi 
PHP. Poleg tega nudi izvrstno podporo ostalim spletnim tehnologijam, kot so JavaScript, 
HTML in CSS. Razvijajo ga na Češkem, v podjetju JetBrains (JetBrains, 2016), ki je v 
zadnjem času izdalo nekaj odličnih programov za razvoj programske opreme, kot so 
IntelliJIDEA, RubyMine, PyCharm, CLion in druge. 
Sam prednost uporabe takšnega orodja vidim v tem, da sem z njegovo uporabo hitrejši in 
bolj precizno nadziram svoje delo. To mi omogoča odličen vpogled v projektno strukturo, 
pisanje seznama delovnih nalog, ki je integriran s posameznimi odseki datotek s programsko 
kodo. Je zelo uporaben vmesnik za nadziranje verzij programske kode, saj omogoča 
enostavno primerjavo lokalnih sprememb programske kode z datotekami na strežniku. 
Omogoča tudi nalaganje vtičnikov, ki ponujajo razširitve in specifične funkcionalnosti 
izbranega programskega jezika.  
Omejitve programa vidim v slabši hitrosti delovanja in odzivanju na ukaze, ker temelji na 
programskem jeziku Java, za katerega velja, da ne sodi med najhitrejše jezike. 
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Veliko število funkcionalnosti vpliva na hitrost delovanja, kar je posledica povečane porabe 
resursov strojne opreme, predvsem procesorja in delovnega pomnilnika.  
2.11 MYSQL  
Hranjenje podatkov o kulturi na strežniku zaupamo podatkovni bazi MySQL. 
MySQL je sistem za upravljanje s podatkovnimi bazami. Je odprtokodna implementacija 
relacijske podatkovne baze, ki za delo s podatki uporablja jezik SQL.  
Relacijska podatkovna baza je množica normaliziranih relacij z enoličnimi imeni. To pomeni, 
da lahko tabele znotraj baze povezujemo med seboj. 
Predstavlja popularno izbiro pri arhitekturni zasnovi spletnih aplikacij, ki primarno tečejo na 
Linux strežnikih. Omogoča povezljivost z večino sodobnih programskih jezikov za spletno 
programiranje, kot so: PHP, Python, Java in drugi. Uporabljajo jo nekatere odmevne in 
visoko skalabilne aplikacije današnjega spleta, kot so: Facebook, Twitter in Youtube. 
Značilnosti: 
• podpora na različnih platformah, 
• omogoča uporabo trigerjev, kurzorjev in transakcij, 
• podpira medpomnjenje poizvedb, 
• indeksiranje in iskanje celotnega besedila, 
• omogoča UNICODE kodiranje besedila, 
• podpira gručenje sorodnih podatkov (MySQL Cluster), 
• uporabnik lahko izbira med različnimi načini hranjenja podatkov (InnoDB, 
MyISAM ...), 
• na voljo je orodje za izdelavo varnostne kopije podatkovne baze. 
Omejitve: 
• neupoštevanje celotnega standarda SQL, saj le InnoDB način hrambe podatkov 
podpira uporabo tujih ključev, 
• do verzije 5.7 je veljala omejena uporaba trigerjev, in sicer le en triger ob izvedbi 
akcije, 
• velja omeniti tudi funkcijo UNIX_TIMESTAMP, ki se ji izteka čas delovanja, saj se 
bo 9.1. 2038, ponastavila na začetno vrednost 0. 
Za delo s podatkovno bazo MySQL imamo na voljo številne integrirane grafične uporabniške 
vmesnike, ki uporabniku omogočajo lažje delo. Ti so še posebej primerni za nezahtevne 
uporabnike, ki nimajo poglobljenega znanja iz programiranja in s pomočjo grafične 
predstavitve lažje dosežejo željene rezultate pri delu. Med najbolj uporabljenimi vmesniki 
se danes pojavljajo: MySQL Workbench, phpMyAdmin, Toad for MySQL in številni drugi. 
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2.12 RAZVOJNO OKOLJE LARAVEL FRAMEWORK 
Za izdelavo strežniškega dela aplikacije smo uporabili razvojno okolje Laravel Framework. 
Je objektno orientiran in zgrajen na podlagi programskega jezika PHP. Namen njegove 
uporabe je razvijalcu olajšati arhitekturno zasnovo spletne aplikacije in povečati kvaliteto 
programske kode. Okolje je organizirano na manjše module, ki poenostavljajo standardna 
opravila. Med najpogosteje uporabljene sodijo: 
• povezava s podatkovno bazo, 
• usmerjanje, 
• avtentikacija, 
• nkripcija podatkov, 
• medpomnjenje podatkov, 
• pošiljanje elektronske pošte, 
• upravljanje s sejo, 
• pisanje testnih scenarijev. 
Značilnosti modulov so zanesljivost, robustnost in poudarjanje kvalitete.  
Modularna arhitektura programskih rešitev se je izkazala kot boljša alternativa klasični 
oziroma povezani arhitekturi. Pri povezani arhitekturi med posameznimi deli aplikacije 
veljajo močne odvisnosti, zato je razvoj zahtevnejši, nekateri popravki ali dodajanje 
funkcionalnosti pa zahtevajo tudi korekcije drugih povezanih komponent.  
Bistvo modularne arhitekture programske rešitve je v tem, da se razvijalec osredotoči le na 
tisto komponento, ki jo trenutno razvija, ta pa je v večji meri neodvisna od ostalih delov 
aplikacije. To pozitivno vpliva tudi na kvaliteto končne rešitve tako, da osnovni problem 
razdelimo na več manjših, ki so lažje obvladljivi. Komponente lahko ponovno uporabimo na 
različnih mestih, v nekaterih primerih tudi med različnimi projekti. Komponente 
programskega okolja Laravel Framework so organizirane po pristopu MVC, ki temelji na 
delitvi aplikacije na tri povezane dele: model, view in controller. Vsaka od njih je zadolžena 
za obvladovanje specifične naloge v aplikaciji. Ta arhitekturni pristop je trend današnjega 
časa, saj povečuje skalabilnost in razširljivost programskih rešitev. Model predstavlja 
osrednjo enoto, ki upravlja s podatki in implementira poslovno logiko aplikacije. Je vir 
hrambe podatkovnih objektov aplikacije in ima direkten dostop do baze podatkov. Ne 
zaveda se obstoja ostalih komponent, vendar za komunikacijo z ostalimi komponentami 
ponuja uporabo poslušalcev. View predstavlja enoto, ki se odziva na spremembe v modelu 
in generira izhodne podatke. Controller deluje kot vmesnik, ki procesira poslovno logiko in 
dohodne zahtevke. Njegova naloga je sprejemati odločitve in delegacija ostalih povezanih 
komponent. Na eni strani manipulira s podatki v Modelu, na drugi pa je v interakciji z 
Viewom, ki mu dostavlja podatke za generiranje izhodov.  
Slabosti uporabe programskega okolja: 
• prilagoditev posameznih modulov je v nekaterih primerih lahko zelo zahtevna,  
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• posodobitve programskega okolja lahko negativno vplivajo na delovanje naše 
programske rešitve, 
• nekateri razvijalci se naučijo uporabljati programsko okolje, brez globljega 
razumevanja programskega jezika, ki ga implementira. 
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3 MOBILNA APLIKACIJA YU_GO 
3.1 PREDSTAVITEV OSNOVNE IDEJE  
Osnovna ideja aplikacije je razviti vmesnik, kjer lahko uporabniki centralizirano in na 
enostaven način dostopajo do podatkov o kulturnih dogodkih. To sem zagotovil z mobilno 
aplikacijo, ki ponuja dostop do informacij, ko imamo na voljo pametni mobilni telefon z 
internetno povezavo.  
Poslovna logika vsebuje tudi upoštevanje uporabnikovih preferenc pri prikazovanju 
informacij o kulturnih dogodkih. Deluje tako, da sprejema uporabnikove odzive o 
posameznem dogodku in jih pošilja na zaledni sistem v obdelavo. Na podlagi oddajanja 
odzivov uporabnik lahko personalizira kulturno ponudbo. To zanj predstavlja dodatno 
motivacijo, saj si na ta način približa dogodke, ki sovpadajo z njegovimi kulturnimi 
preferencami. S tem zmanjšuje porabljen čas, ki ga nameni pregledovanju kulturne 
ponudbe in izbiranju primernega dogodka. 
Dogodke, ki se jih namerava udeležiti, lahko označi, sistem pa ga pred pričetkom opozori z 
obvestilom. 
Aplikacijo sem razvil za mobilne telefone Apple iPhone. Je prosto dostopna vsem 
uporabnikom v spletni trgovini App Store. 
Mobilna aplikacija se povezuje s spletnim strežnikom, katerega naloge so hramba podatkov, 
izvajanje operacij nad podatki in gradnja modelov, ki predstavljajo osnovo za napovedovane 
kulturnih dogodkov glede na preference uporabnika. Zaledni del aplikacije teče na 
aplikacijskem strežniku, njegova ključna vloga pa je dostava podatkov mobilnemu klientu. 
Predstavlja pomemben del celotne rešitve, saj omogoča podporo delovanju mobilne 
aplikacije. Deluje kot deljeni podatkovni center, na katerega se lahko priklopijo poljubni 
klienti in tako uporabljajo njegovo storitev. 
Takšna arhitektura je temelj računalništva v oblaku, ki spletnim klientom poenostavlja 
njihovo delovanje.  
Računalništvo v oblaku navadno sestoji iz dveh delov: čelni (front-end) in zaledni (back-
end) sistem. Čelni del predstavlja uporabniški vmesnik, ki ga vidi in uporablja uporabnik in 
teče na njegovem računalniku oziroma mobilni napravi. Zaledni del je lahko sestavljen iz 
več računalnikov in podatkovnih skladišč, na katerih tečejo različne aplikacije, ki opravljajo 
svoje naloge. Komunikacija med čelnim in zalednim delom poteka po komunikacijskem 
kanalu, ki uporablja protokol HTTP. V zadnjem času se pojavlja trend arhitekture mikro 





3.2 ZALEDNI SISTEM YU_GO 
3.2.1 OPIS IN PREDSTAVITEV LASTNOSTI ZALEDNEGA SISTEMA 
Osnovne funkcionalne lastnosti zalednega sistema: 
1. Uporabniki: 
a. registracija uporabnika z uporabniškim imenom in geslom, 
b. prijava registriranega uporabnika z uporabniškim imenom in geslom. 
2. Seznami kulturnih dogodkov: 
a. seznam kategorij kulturnih dogodkov, 
b. seznam kulturnih dogodkov, ki upošteva uporabnikove preference, 
c. seznam dogodkov, ki jih je uporabnik označil, da so mu všeč, 
d. seznam dogodkov, ki jih je uporabnik označil, da ga ne zanimajo, 
e. seznam dogodkov, ki se jih uporabnik namerava udeležiti oziroma se jih je 
že udeležil, 
f. seznam možnih odzivov, ki jih lahko podamo posameznemu dogodku. 
3. Kulturni dogodek: 
a. podrobnosti posameznega kulturnega dogodka, 
b. možnost oddaje odziva o posameznem dogodku. 
 
Poleg naštetega je pomembna naloga zalednega sistema generiranje modelov o 
uporabnikih. Vsak uporabnik, ki pregleduje ponudbo kulturnih dogodkov, ima možnost 
oddaje odziva o posameznem dogodku. Ta odziv se po komunikacijskem kanalu pošlje na 
strežnik, ta pa ga zabeleži v podatkovni bazi. Sistem vsak dan generira model za 
posameznega uporabnika in pri gradnji upošteva njegove kulturne preference na podlagi 
prejetih odzivov. Ko uporabnik naslednjič zahteva seznam dogodkov, mora biti ta urejen od 
najbolj do najmanj primernega. S tem uporabniku omogočimo vpliv na oblikovanje 
seznama, ki ustreza njegovim kulturnim preferencam. 
Osnovne nefunkcionalne lastnosti zalednega sistema: 
• podpora programskemu jeziku PHP, 
• podpora relacijski podatkovni bazi, 
• podpora podatkovni bazi SQL, 
• uporaba komunikacijskega protokola http, 
• uporaba varnega komunikacijskega kanala – kriptiranje podatkov, 
• uporaba razvojnega okolja OAuth 2 za avtorizacijo (Wikipedija, 2016), 
• aplikacijski vmesnik REST API, 
• skalabilnost, prilagodljivost spremembam, 
• odzivnost sistema (do 5 s na zahtevek). 
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3.2.2 KOMUNIKACIJA Z MOBILNO APLIKACIJO 
Mobilni klient komunicira z zalednim sistemom po komunikacijskem kanalu, ki uporablja 
protokol HTTP. Protokol HTTP je glavna metoda za prenos informacij na spletu med strežniki 
in odjemalci. Osnovna različica ne podpira kriptirane povezave, kar pomeni, da se med 
udeleženci komunikacije pošilja čistopis. To lahko postane nevarno, če komunikacijo na 
omrežju prestreže skriti napadalec, saj lahko brez večjih težav prebere vsebino sporočila. V 
izogib takšnim napadom se za varnost komunikacije našega sistema uporablja varna HTTP 
povezava, ki jo imenujemo HTTP Secure. Glavni cilji uporabe varnega protokola so 
zagotavljanje zaupnosti, integritete, avtentikacije in avtorizacije. Pri HTTPS za opravljanje 
komunikacije med strežnikom in odjemalcem skrbi protokol HTTP, varnost 
komunikacijskega kanala pa zagotavlja TLS z uporabo šifrirnih algoritmov. Šifrirni algoritmi 
z zgoščevanjem podatkov morebitnemu napadalcu onemogočijo razumevanje in 
ponarejanje sporočila in tako zagotavljajo zaupnost in integriteto poslanih podatkov. Za 
dokazovanje identitete sogovornika v komunikaciji in omejevanje dostopa do virov skrbi 
protokol OAuth. Deluje tako, da vsakemu avtenticiranemu uporabniku dodeli žeton za 
dostop, ki je časovno omejen. Vsakič, ko želi uporabnik dostopati do virov na strežniku, 
mora odjemalec predložiti žeton za dostop. S predložitvijo žetona izkažemo našo identiteto, 
strežnik pa nato preveri njegovo veljavnost. Če je žeton veljaven, se podatki preko 
komunikacijskega kanala pošljejo odjemalcu, v nasprotnem primeru pa strežnik sporoči 
napako. Pri preverjanju identitete uporabnika strežnik preveri, ali je zahtevana vsebina 
podatkov v skladu z obsegom uporabnikove avtorizacije. Če žeton za dostop poteče, lahko 
uporabnik obnovi njegovo veljavnost ali zahteva novega. Pomembno je, da prenos žetona 
za dostop med strežnikom in odjemalcem poteka preko varnega komunikacijskega kanala. 
Moja aplikacija implementira OAuth verzije 2.0. 
Zaledni del aplikacije implementira moderni arhitekturni stil svetovnega spleta, ki ga 
imenujemo REST. Njegove glavne značilnosti so zmogljivost, skalabilnost, enostavnost, 
modularnost, vidnost, prenosljivost in zanesljivost.  
Strežniška arhitektura tipa REST mora ustrezati naslednjim zahtevam: 
• vsebuje enoten vmesnik za komunikacijo med odjemalci in strežnikom, 
• ne hrani stanja povezave, 
• izvaja predpomnjenje podatkov, 
• strežniški del aplikacije je neodvisen od odjemalca, 
• večplastnost sistema.  
Bistvo je ločitev zalednega in čelnega dela sistema, saj lahko na ta način več odjemalcev 
hkrati dostopa do strežnika. Hramba podatkov je naloga strežnika, ki je neodvisen od 
uporabniškega vmesnika in stanja posameznega odjemalca, kar povečuje enostavnost in 
skalabilnost.  
Predstavlja enoten vmesnik med strežnikom in odjemalci, ki poenostavlja in ločuje 
arhitekturo in s tem omogoča ločen razvoj zalednega in čelnega dela aplikacije. Posamezne 
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dele programske rešitve lahko v prihodnosti brez večjih težav nadomestimo z novimi. Ta 
pristop v fazi zasnove zahteva nekoliko več časa za načrtovanje, vendar se kasneje, ko 
razširjamo zaledni sistem ali dodajamo nove odjemalce, čas razvoja zmanjša zaradi dobrega 
načrtovanja in robustnosti rešitve. 
Komunikacija med udeleženci poteka preko protokola HTTP, posamezne podatkovne vire 
pa naslavljamo z URI identifikatorji. Pri naslavljanju virov podatkov imajo pomembno vlogo 
HTTP metode, ki predstavljajo glagole, s katerimi dodatno opišemo željeno operacijo.  






Z uporabo teh metod odjemalec opredeli svojo operacijo, ki mu lahko omogoča branje in 
spreminjanje podatkov na strežniku ter pisanje v podatkovno bazo. Pri gradnji vmesnika za 
dostop do podatkov je pomembno, da identifikatorji in metode čim bolj instinktivno opišejo 
operacijo.  
Če bi odjemalec želel pridobiti seznam vseh kulturnih dogodkov, bi bila smiselna identifikator 
/events in metoda GET. S tem se poskušamo približati bistvu in zmanjšati obseg pisne 
dokumentacije.  
Pomembno je, da vsaka RESTful rešitev vsebuje tudi dokument, ki opisuje celoten vmesnik, 
s katerim lahko odjemalci manipulirajo s podatkovnimi viri. Ta služi kot imenik vsem 
odjemalcem, ki se povezujejo na strežnik.  
Ključni gradniki tega dokumenta so: 
• ime podatkovnega vira, 
• URI identifikator, 
• opredelitev HTTP metode, 
• opredelitev obveznih parametrov, 
• opredelitev opcijskih parametrov, 
• primer in struktura uspešnega odgovora. 
REST kot arhitekturni pristop je usmerjen v podatkovne vire in za pošiljanje uporablja 
standardizirane formate, kot so JSON, XML in HTML. Namen je izogibanje pošiljanju celotne 
podatkovne baze in posledično pošiljanje le tistega dela podatkov, ki so za odjemalca 
trenutno pomembni. To pozitivno vpliva na hitrost ter varovanje in zaščito podatkov. Je 
protokol, ki ne hrani stanja povezave. To povečuje skalabilnost rešitve, saj strežnik 
razbremenimo upravljanja s podatki o seji. Odjemalci tako v zahtevku pošljejo parametre, 
s katerimi opišejo stanje povezave in posledično vplivajo na procesiranje zahtevka.  
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Podatki se lahko dodajo na različne načine:  
• v telo zahtevka, 
• kot query-string parametri, 
• kot header parametri. 
Predpomnjenje podatkov v pomnilniku odjemalca je ena izmed funkcionalnosti, ki povečuje 
hitrost procesiranja na odjemalcu. Deluje tako, da odjemalec v odgovoru zahtevka prejme 
časovni podatek, ki označuje veljavnost prejetih podatkov. Nato pred vsakim naslednjim 
zahtevkom preveri, ali so podatki v njegovem pomnilniku veljavni. Če so veljavni, prikaže 
tiste iz lastnega pomnilnika, v nasprotnem primeru pa na strežnik naslovi nov zahtevek.  
Poleg omenjenega se predpomnenje podatkov izvaja tudi na strežniškem pomnilniku, kar 
poveča hitrost posredovanja odgovora končnemu odjemalcu.  
V primeru moje mobilne aplikacije odjemalec priloži parametre v telo zahtevka. 
Mobilna in strežniška aplikacija si izmenjujeta sporočila v formatu JSON.  
3.3 FUNKCIONALNA DEKOMPOZICIJA ČELNEGA SISTEMA YU_GO 




3.4 KOMPONENTE PROGRAMSKE KODE 
Z vidika lažjega razumevanja programske kode je ta organizirana v strukturo direktorijev, 
ki združujejo datoteke, ki so si po vsebini oziroma namembnosti med seboj podobne. Pri 
tem sem se držal načela, da se v posameznem direktoriju ne nahaja več kot sedem datotek 
in s tem sledil konceptu jasnega in minimalističnega načrtovanja (Herman, 2012). Če sem 
Avtentikacija









se znašel v situaciji, kjer je število datotek presegalo omenjeno število, sem tiste, ki so si 
po vsebini podobne, združil in jih organiziral v poddirektorije. Pri poimenovanju direktorijev 
sem uporabljal Snake Case (Wikipedija, 2016) sintakso (snake-case), za katero je značilno, 
da so vse besede zapisane z malimi tiskanimi črkami, za presledke med njimi pa uporabimo 
vezaj. Imena direktorijev in datotek so določena tako, da čimbolj semantično opisujejo 
njihovo namembnost, kar poveča hitrost, ko iščemo določen del programske kode. Z vidika 
lažjega razumevanja sem vzporedno z razvojem pisal tudi dokumentacijo, kjer se nahajajo 
podrobni opisi komponent. Ta je na voljo v dokumentu readme.md, ki se nahaja v 
korenskem direktoriju. 
Preden sem začel z implementacijo poslovne logike in razvojem pripadajočih komponent, 
sem poskrbel za konfiguracijo programskega okolja Ionic framework. Ta se nahaja v 
datoteki config.xml in vsebuje podatke ter navodila, s katerimi sem opisal glavne atribute 
in obnašanje mobilne aplikacije. Med meta podatki se nahajajo: ime aplikacije, opis in e-
poštni naslov razvijalca. Določil sem vrsto mobilne platforme in zahtevane vire, ki so 
potrebni za delovanje.  
Med viri sem navedel sliko, ki predstavlja ikono za zagon aplikacije v uporabniškem 
vmesniku operacijskega sistema in sliko, ki se pojavi kot pozdravno okno ob zagonu. Zaradi 
obstoja različnih verzij mobilnih naprav, ki imajo različne ločljivosti ekrana, sem omenjeni 
sliki pripravil v več točno določenih ločljivostih. Poleg vsake slike sem opredelil pot do 
direktorija in ločljivost za predstavitev.  
Grafični materiali se nahajajo v direktoriju resources, njihova imena pa sem določil tako, da 
opisujejo ločljivost elementa. Ime ikona-40@2x.png nam pove, da ima vsebovana slika 
dvakratnik ločljivosti 40 pikslov, kar pomeni, da njena višina in širina znašata 80 pikslov. 
Po zaključku konfiguracije programskega okolja sem začel z razvojem poslovne logike 
aplikacije in ostalih komponent. Poslovna logika je del rešitve, ki opredeljuje pravila za 
kreiranje, shranjevanje, spreminjanje in prikaz podatkov iz poslovne domene. Glavni 
elementi, ki vključujejo poslovno plast, se nahajajo v direktoriju src, ki ga bom predstavil v 
nadaljevanju. 
Vsebina direktorija je na prvem nivoju razdeljena na datoteko app.js in direktorij 
components. Vse datoteke tipa JavaScript so med seboj povezane tako, da imajo na vrhu 
dokumenta opredeljeno ime pripadajočega modula. 
V direktoriju components se nahajajo komponente, ki skupaj tvorijo celotno logiko mobilne 
aplikacije. Organizirane so v skupino poddirektorijev, ki vsebujejo implementacijske 
datoteke tipa JavaScript in html.  
Datoteka constants.js vsebuje skupino spremenljivk, ki jih imenujem glavne oziroma 
aplikacijske konstante. Za tovrstne spremenljivke je značilno, da se njihove vrednosti ne 
spreminjajo, za uporabo so na voljo v kateremkoli modulu. 
20 
Datoteka app.js je vstopna točka izvajanja aplikacije. Lahko si jo predstavljamo kot 
začetnega vršilca dolžnosti. Na začetku poskrbi za pripravo glavnih modulov, ki so potrebni 
za delovanje aplikacije (ionic, ngCordova). Ionic je modul, ki skrbi za upravljanje in 
delovanje programskega okolja Ionic framewrok, ngCordova pa ponuja vmesnik, s pomočjo 
katerega lahko dostopamo do funkcionalnosti mobilne naprave. 
Naslednji korak v izvajanju programske kode se izvrši v direktoriju z imenom routes, ki se 
nahaja znotraj components. Vsebuje datoteko routes.js, ki skrbi za usmerjanje stanj 
aplikacije. Tukaj sem opredelil vsa stanja aplikacije, ki si jih lahko predstavljamo kot 
posamezne zaslone. Vsako stanje je določeno z imenom in pripadajočimi atributi. Med 
glavnimi atributi, ki sem jih določil, so url, templateUrl in controller. Z atributom url določimo 
naslov, na katerem se stanje nahaja. TemplateUrl določa pot do datoteke tipa html, ki 
vsebuje gradnike za prikaz pogleda. Atribut controller določa datoteko, ki predstavlja 
osrednjo točko za izvajanje logike posameznega pogleda.  
Nekatera stanja aplikacije za svoje delovanje potrebujejo v naprej pripravljene podatke. V 
takšnih primerih sem pri definiranju stanja uporabil parameter resolve, ki mi je omogočil 
pošiljanje podatkov pripadajočemu controllerju.  










Poleg vseh omenjenih stanj sem opredelil tudi privzeto stanje.  
Tranzicije med stanji sem izvajal z uporabo funkcije: 
$state.go('ime stanja'). 
V povezavi z upravljanjem stanj sem implementiral tudi logiko za spremljanje posameznih 
faz med izvajanjem tranzicije. To se sliši nekoliko zapleteno, zato bom delovanje še dodatno 
pojasnil na naslednjem primeru. 
Predpostavimo, da se aplikacija nahaja v poljubnem stanju. Po nekem časovnem obdobju 
poljubna komponenta sproži menjavo stanja. Tedaj lahko izvajanje tranzicije razdelimo na 
naslednje faze:  
• začetek izvajanja tranzicije, 
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• uspešno izvedena tranzicija, 
• neuspešno izvedena tranzicija. 
Znotraj datoteke applicationStateHandler.js se nahaja programska koda, s pomočjo katere 
nadzorujem spremembe stanja in nanje ustrezno reagiram.  
V primeru uspešne avtentikacije uporabnika ta dobi pravico dostopa do vseh pogledov, z 
izjemo pogleda z imenom login. Če bi se zgodilo, da bi uporabnik želel navigirati na omenjeni 
pogled, bi mu nadzor stanj izvajanje tranzicije predčasno preprečil. 
Programska rešitev, ki sem jo implementiral, vsebuje posebne module, katerih naloga je 
pridobivanje podatkov iz zalednega sistema. Ti moduli se imenujejo podatkovne storitve in 
izvršujejo komunikacijo z REST vmesnikom. Vsak modul se nahaja v svojem dokumentu. 
Programska koda vključuje javne in privatne funkcije oziroma metode, ki omogočajo 
komunikacijo s strežnikom. Funkcije izvajajo asinhrone operacije, kar pomeni, da so 
neodvisne od časa zaključka. Kot povratno vrednost vrnejo objekt, ki ga imenujemo promise 
oziroma obljuba. Ta predstavlja operacijo, ki še ni končana, vendar lahko v prihodnosti njen 
zaključek z gotovostjo pričakujemo. To v praksi pomeni, da čakamo na uspešen oziroma 
neuspešen odgovor strežnika, ko se procesiranje zahtevka zaključi.  
Pri implementaciji podatkovnih storitev sem se držal načela, da programska koda ne vsebuje 
logike, ki ni v povezavi s strežniško komunikacijo. Na ta način sem zagotovil vitkost 
komponent.  
Podatkovne storitve torej ponujajo obljubo o izvedbi operacije. Komponente, ki uporabljajo 
te storitve, izvajajo klice metod, ki so na voljo. Ko obljubo prejmejo, jo razrešijo in na ta 
način pridobijo podatke strežniškega odgovora. 
V skladu s konceptom arhitekture MVC sem poskrbel, da za upravljanje s podatkovnimi 
storitvami skrbijo posebne komponente, ki jih imenujem nadzorniki. Te imajo vlogo nadzora 






















3.5 RAZVOJNI KORAKI IN PRISTOPI 
Za izdelavo mobilne aplikacije sem uporabil programsko okolje Ionic Framework, ki 
omogoča razvoj mobilnih aplikacij z uporabo programskega jezika JavaScript. Programska 
koda je organizira v manjše module, ki skupaj tvorijo komponente celotne aplikacije. 
Implementiral sem arhitekturni pristop MVW (Wikipedija, 2016), s pomočjo katerega sem 
komponentam dodelil njihove vloge. Glavna gradnika sta Model in View, za povezavo med 
njima pa lahko implementiramo poljubni gradnik. 
Pri razvoju modulov računalniškega programa je pomembno, da se ozremo tudi na 
odprtokodne rešitve, ki jih ponujajo različne skupnosti razvijalcev. Za nekatera rutinska 
opravila tako uporabimo zunanje module, za katere je značilno, da učinkovito delujejo, so 
dobro optimizirani in vključujejo razumljivo dokumentacijo. Če naletimo na težavo pri 
uporabi teh, imamo možnost kontaktirati skupnost razvijalcev, ki so na voljo za dodatno 
razlago oziroma pomoč. Takšen pristop pozitivno vpliva na zmanjševanje časa, potrebnega 
za razvoj aplikacije. Pomembno je, da pri uporabi zunanjih knjižnic dobro vodimo evidenco 
njihovih verzij. Težave nastanejo, ko verzija uporabljene knjižnice ne ustreza okolju našega 
sistema. Da bi se temu izognili, je danes na spletu na voljo kar nekaj odprtokodnih sistemov 
za upravljanje s takšnimi paketi, ki nam omogočajo zanesljiv nadzor njihovih verzij.  
Tudi sam sem pri razvoju mobilne aplikacije uporabljal zunanje odprtokodne pakete, njihovo 
upravljanje pa sem zaupal sistemoma NPM in Bower. Kljub temu, da NPM vsebuje veliko 
zbirko modulov, sem se znašel v situaciji, ko določenega modula ni bilo na voljo, zato sem 
uporabil tudi sistem Bower, ki ponuja še nekatere dodatne zbirke. Pri mobilni aplikaciji s 
pomočjo tega sistema skrbim za upravljanje verzij Ionic Frameworka. To se je izkazalo kot 
elegantna rešitev, saj lahko na ta način avtomatsko posodabljam verzijo programskega 
okolja. Tako sem se izognil ročnemu iskanju programske kode na uradni strani proizvajalca 
in usklajevanju ustreznih verzij.  
Z namenom povečanja učinkovitosti delovanja mobilne aplikacije sem programsko kodo v 
produkcijskem okolju dodatno optimiziral. Najprej sem poskrbel za združitev vseh JavaScript 
datotek v eno datoteko. To datoteko sem nato minificiral in tako zmanjšal velikost 
dokumenta. Postopek minifikacije zmanjša obseg programske kode tako, da odstrani vse 
nepotrebne presledke, zmanjša število deklaracij spremenljivk in poenostavi dolžino imen 
spremenljivk in funkcij, kjer je to mogoče. Tudi stilske predloge CSS sem združil v skupno 
datoteko in nad njo izvedel postopek minifikacije. Postopek deluje tako, da združi vso 
programsko kodo v eno vrstico in odpravi presledke med znaki, kar vpliva na zmanjšanje 
velikosti datoteke. 
Opisani postopki za optimizacijo se morajo izvesti vsakič, preden aplikacijo naložimo v 
produkcijsko okolje. Na začetku razvoja sem to počel ročno in izvajal ukaze enega za 
drugim. Ugotovil sem, da je to dolgočasno in zamudno opravilo, ki ga je potrebno 
avtomatizirati, zato sem se lotil iskanja primernega orodja, ki bo te procese pognal vsakič, 
ko pride do minimalne spremembe v programski kodi. 
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Za avtomatizacijo opravil sem se odločil uporabiti orodje Gulp. Na mojo odločitev so vplivale 
zanesljivost in učinkovitost delovanja, velika skupnost sodelujočih razvijalcev, ki vseskozi 
izpopolnjujejo delovanje posameznih modulov, ter dobra dokumentacija.  
Gulp poganja programski jezik JavaScript, za delo z datotekami pa izkorišča nekatere 
module programskega okolja NodeJs. Že ob začetku uporabe sem dobil občutek, da gre za 
celostno programsko okolje, saj ni konfiguracijsko usmerjeno, ampak preferira pisanje 
izvajalcev opravil, ki bodo kos določenim nalogam. Ponuja nabor orodij, s katerimi lahko 
kreiramo poljubna opravila, ki najbolj ustrezajo našim potrebam. 
Glavna datoteka, ki je potrebna za njegovo izvajanje, se imenuje gulpfile.js in se nahaja v 
korenskem direktoriju projekta. Tukaj so napisana vsa opravila, ki jih Gulp avtomatsko 
izvaja za podporo razvoju mobilne aplikacije. Gulp ponuja tudi interaktivno konzolo, s 
pomočjo katere upravljamo njegovo delovanje. Najbolj pogosto uporabljen ukaz se imenuje 
gulp, ki prične njegovo izvajanje. 
Vse datoteke, ki jih generirajo avtomatska opravila, shranjujem v direktorij z imenom www, 
ki je namenjen za produkcijsko okolje. 
Glavno opravilo se imenuje default in ima vlogo koordinatorja, saj skrbi za zagon ostalih 
podopravil. Vsakič, ko se požene Gulp, glavno opravilo začne z izvrševanjem podopravil: js, 
sass, templates in watch. 
Opravilo z imenom js skrbi za združevanje in minifikacijo skript programskega jezika 
JavaScript. Poleg tega avtomatsko preverja pravilnost sintakse in ob morebitnih 
nepravilnostih izpiše napako. Pravila za preverjanje sintakse sem ustrezno modificiral, da 
delujejo v skladu z mojim stilom pisanja programske kode.  
Opravilo na izhodu generira datoteko z imenom app.js.  
Opravilo sass je odgovorno za združevanje in minifikacijo stilskih predlog.  
Poskrbi tudi za to, da nekaterim ukazom doda predpone, ki so pomembne za delovanje na 
različnih platformah.  
Na izhodu generira dve datoteki, app.css in app.min.css. V prvi so stilske predloge le 
združene med seboj, druga pa vsebuje minificirano programsko kodo.  
Templates je opravilo, katerega naloga je združiti vse datoteke tipa html in jih premakniti v 
direktorij z imenom templates. To počnem zato, da so vse datoteke tipa html dostopne na 
enem mestu. 
Zaradi potrebe avtomatskega izvajanja vseh omenjenih opravil sem razvil tudi opravilo z 
imenom watch. Ta konstantno išče spremembe v direktoriju z imenom src. Ko zazna 
spremembo, ponovno zažene ustrezno opravilo, ki ga izbere na podlagi tipa datoteke, kjer 
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je prišlo do spremembe. Na ta način sem zagotovil popolno avtomatizacijo priprave datotek 
za produkcijsko okolje. 
Potrebno je omeniti tudi, da sem moral začetno opravilo, ki ga izvede sistem Gulp, opredeliti 
tudi v konfiguracijski datoteki z imenom ionic.project, ki se nahaja v korenskem direktoriju. 
S tem sem programskemu okolju Ionic framework povedal, da naj ob vsakem zagonu prične 
z izvajanjem sistema Gulp.  
3.6 UPORABNIŠKI VMESNIKI MOBILNE APLIKACIJE YU_GO 
Uporabniški vmesnik je okolje, v katerem uporabnik komunicira z napravo. Predstavlja 
pomemben člen načrtovanja, ki se ozira na potrebe uporabnikov, s ciljem zadovoljevanja 
njihovih pričakovanj in zahtev. Pri odkrivanju znanja o uporabnikih navadno izvedemo 
različna raziskovanja, ki obsegajo:  
• definiranje ciljnih uporabnikov, 
• opazovanje in intervjuvanje bodočih uporabnikov,  
• pregled poslovnih raziskav, 
• ocene obstoječih rešitev. 
Glavno vodilo vsakega načrtovalca uporabniške izkušnje je pridobivanje uporabnikov. Poleg 
tega je pomemben vidik enostavnost in lahkotnost rešitve, ki temelji na minimalističnem 
načrtovanju. To v praksi pomeni, da za vsako funkcionalnost, ki jo želimo dodati, naredimo 
analizo pomembnosti in opis funkcionalnosti.  
Na ta način izboljšamo izkušnjo, saj se znebimo odvečnih elementov in funkcionalnosti. 
3.6.1 AVTENTIKACIJA 
Avtentikacija je proces omogočanja dostopa do aplikacije, kjer se računalnik želi prepričati, 
da je uporabnik vreden zaupanja. 






Slika 1 prikazuje uporabniški vmesnik pogleda za avtentikacijo, ki vsebuje dve 
funkcionalnosti.  
Z dotikom gumba Login se odpre modalno okno, ki vsebuje obrazec za prijavo obstoječega 
uporabnika. Uporabnik se lahko prijavi z veljavnim e-poštnim naslovom in geslom. S 
potrditvijo prijave odjemalec preveri veljavnost podatkov za dostop do aplikacije. Če 
ugotovi, da so podatki pravilni, izvede tranzicijo na privzeto stanje aplikacije, sicer izpiše 
obvestilo o napaki. 
S klikom na gumb Register se prikaže obrazec za registracijo. Ta vsebuje polje za vnos e-
poštnega naslova, gesla in potrditev gesla. S potrditvijo registracije odjemalec naredi 
zahtevek za vnos novega uporabnika in nato izvede tranzicijo, v primeru napake pa izpiše 
obvestilo. V izogib pošiljanju zahtevka z neustreznimi podatki se med izpolnjevanjem 
obrazca izvaja postopek validacije.  
Po uspešni avtentikaciji se uporabniški podatki shranijo v skladišče za shranjevanje 
informacij, ki sem ga implementiral na odjemalcu.  
Slika 7: Uporabniški vmesnik pogleda za avtentikacijo 
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3.6.2 PRIPOROČENI DOGODKI 
Uporabniški vmesnik »priporočeni dogodki« predstavlja osrednjo enoto poslovne logike. 
Namenjen je prikazovanju seznama kulturnih dogodkov in sprejemanju odločitev 
uporabnika o udeležbi in preferencah.  
S prihodom na omenjeni zaslon odjemalec izvede dva zahtevka, ki ju naslovi na zaledni 
sistem. Najprej zahteva podatke o kategorijah, nato pa seznam priporočenih dogodkov, 
namenjenih avtenticiranemu uporabniku.  
Prenos podatkov je odvisen od hitrosti omrežne povezave in razpoložljivosti strežnika, zato 
ni mogoče natančno napovedati časovnega intervala trajanja zahtevka. S tem namenom 
sem implementiral vmesni zaslon, ki se prikaže v času, ko odjemalec čaka na odgovor.  
 
Vir: lasten 
Uporabniški vmesnik za priporočanje dogodkov sestavljajo trije gradniki, ki jih bom v 
nadaljevanju podrobno razčlenil. 
Slika 8: Vmesni zaslon, ki označuje stanje pridobivanja podatkov 
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Na vrhu se nahaja navigacijska vrstica, ki ponuja temeljne aktivnosti za upravljanje 
aplikacije.  
Na skrajnem levem delu vsebuje preklopno stikalo za prikaz navigacijskega menija, ki 
uporabniku omogoča prehajanje med zasloni aplikacije.  
Na skrajnem desnem delu je gumb za osvežitev zaslona. S pritiskom nanj se trenutno 
aplikacijsko stanje razveljavi in začne se ponovno kreiranje stanja, ki obsega pridobivanje 
podatkov in generiranje grafičnih elementov. 
Med omenjenima elementoma se nahaja izpis izbrane kategorije kulturnih dogodkov. S 
pritiskom nanj se odpre spustni meni, ki omogoča zamenjavo kategorije.  
Osrednji del je gradnik, ki prikazuje seznam dogodkov in njihovih informacij. Dogodki so 
razvrščeni padajoče glede na preference uporabnika. Seznam sem implementiral v obliki 
drsne galerije, ki ponuja intiniutivno izkušnjo. Če uporabnik želi zamenjati prikazan 
dogodek, enostavno podrsa lev, oziroma desno po ekranu mobilnega telefona. Prikaz 
vsebuje glavne informacije, ki so potrebne za informiranje in pomoč pri izbiri ustrezne 
prireditve.  
Vsak dogodek je predstavljen z naslednjimi podatki: 
• slika,  
• ime, 
• datum in ura začetka, 
• datum in ura zaključka, 
• naslov in kraj, 
• znesek vstopnine, 
• opis. 
Na dnu zaslona se nahaja vrstica za sporočanje odločitev o posameznem kulturnem 
dogodku. Uporabnik lahko izbira med tremi akcijami, s katerimi odda odziv o dogodku.  
Z akcijo YES sporoči sistemu, da mu je dogodek všeč in s tem neposredno vpliva na 
oblikovanje kulturne ponudbe. 
S pritiskom na gumb NO se izvrši akcija, ki sporoča, da mu prikazani dogodek ne odgovarja.  
Če uporabnik namerava obiskati prireditev, lahko izbere akcijo GO, ki shrani njegovo 











3.6.3 KATEGORIJE DOGODKOV 
Kategorija združuje skupino dogodkov, ki so podobnega tipa oziroma vsebine.  






Z namenom zagotavljanja lažjega pomnjenja sem vsaki določil barvo za predstavitev. 
Barvne kombinacije grafičnih elementov dogodka za predstavitev so v skladu s pripadajočo 
kategorijo.  
Slika 9: Prikaz gradnikov uporabniškega vmesnika za priporočanje dogodkov 
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3.6.4 PRILJUBLJENI DOGODKI 
Priljubljeni dogodki so vsi tisti, ki so uporabniku všeč oziroma se je na njihovo predstavitev 
odzval s pritiskom na gumb YES.  
Na zaslonu so prikazani v urejenem seznamu, po datumu padajoče, katerega namen je 
pregled prireditev, ki ustrezajo uporabnikovim kulturnim preferencam. 
Razvrščeni so v dve kategoriji glede na datum veljavnosti. Pretekli dogodki se prikažejo na 
seznamu z imenom Archive, prihajajoči pa na seznamu YES EVENTS.  
S klikom na ime posameznega dogodka se izvede tranzicija na zaslon, ki prikazuje 
podrobnosti. 
3.6.5 NAČRTOVANI DOGODKI 
Zaslon prikazuje seznam tistih prireditev, ki se jih uporabnik namerava udeležiti, torej se je 
na njihovo predstavitev odzval s pritiskom na gumb GO.  
Tudi tukaj so prikazani v urejenem seznamu, po datumu padajoče, in razdeljeni v dve 
kategoriji glede na datum veljavnosti. Pretekli dogodki se prikažejo na seznamu z imenom 
ARCHIVE, prihajajoči pa na seznamu GO EVENTS. 
3.6.6 OCENJEVANJE DOGODKOV 
Z namenom spremljanja zadovoljstva sem za arhivirane dogodke dodal možnost oddaje 
povratnega odziva. Uporabnik s klikom na gumb RATE izvede prehod na zaslon, ki prikazuje 
vmesnik za oddajo odziva.  
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Sestavni gradniki pogleda so: naslov dogodka, lestvica za izbor ocene, gumb za potrditev 
ocene in gumb za razveljavitev udeležbe. 
Ocenjevanje omogoča izbor ocene v razponu od ena do pet. Oceno je potrebno potrditi s 
pritiskom na gumb RATE. Če se uporabnik dogodka ni udeležil, lahko udeležbo razveljavi. 
Po zaključenem postopku ocenjevanja se izvede tranzicija na zaslon, ki prikazuje načrtovane 
dogodke.  
3.6.7 UPORABNIŠKE NASTAVITVE 
Uporabniški vmesnik omogoča konfiguracijo splošnih nastavitev, ki vplivajo na delovanje 
mobilne aplikacije. Razdeljene so v tri kategorije: lokacijske nastavitve, nastavitve dogodkov 
in nastavitve analitike.  
Z nastavljanjem lokacijskih nastavitev lahko uporabnik omogoči svoji napravi zajemanje 
trenutne lokacije. Ti podatki vplivajo na oblikovanje ponudbe dogodkov tako, da se ta 
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prilagodi glede na geokoordinate, ki se v zahtevku pošljejo na strežnik. Uporabnik s tem 
pridobi možnost pregleda nad prireditvami, ki so v njegovi bližini.  
Uporabnik lahko nastavlja število prikazanih dogodkov. Na voljo ima tri možnosti: pet, deset 
in dvajset. Nastavitve se odprejo v modalnem oknu, ki vsebuje izbirni meni. 
Zaradi zagotavljanja kvalitete mobilne aplikacije sem implementiral spremljanje statistike 
obiska in načina uporabe. Te analize izvajam anonimno, torej podatki niso javno 
izpostavljeni. Uporabniki imajo možnost izklopa izvajanja analitike nad njihovimi zasebnimi 
podatki. 
Privzete nastavitve mobilne aplikacije vključujejo omogočeno delovanje lokacijskih storitev, 
prikaz desetih dogodkov v seznamu in delovanje analitike. 









4 POSTOPEK OBJAVE MOBILNE APLIKACIJE 
Zadnji korak faze razvoja iOS mobilne aplikacije je postopek objave v trgovini App Store. 
Če je aplikacija primerna za objavo, prejmemo potrditev, v nasprotnem primeru pa 
natančno dokumentirano zavrnitev. Pomembno je, da postopku objave namenimo dovolj 
časa in potrpljenja ter aplikacijo ustrezno pripravimo za ocenjevanje. 
Podjetje Apple pri vrednotenju rešitev upošteva natančna pravila, z namenom zagotavljanja 
kvalitete. S tem sledijo viziji, katere namen je perfekcionizem aplikacij in s tem povezano 
zadovoljstvo kupcev v trgovini AppStore. Želijo se izogniti nepopolnim in nedelujočim 
rešitvam, ki bi posledično lahko povzročile zmanjšanje števila uporabnikov naprav iOS. 
Pomemben vidik je tudi grafična podoba aplikacije, ki mora biti v skladu s predpisanimi 
standardi.  
Postopek objave predstavlja manj prijetno izkušnjo za razvijalce, saj ni mogoče z gotovostjo 
napovedati datuma potrditve in objave aplikacije. V razmerju z naročnikom je zaželeno, da 
ga o tem predhodno obvestimo in tej fazi namenimo nekaj rezervnega časa.  
4.1 UPOŠTEVANJE SMERNIC PRI RAZVOJU 
Na spletu so na voljo uradni napotki razvoja, ki ponujajo informacije, s katerimi lahko 
optimiziramo čas postopka objave v trgovini AppStore.  
Smernice so jasno razdeljene na štiri poglavja: 
• varnost, 
• zmogljivost, 
• poslovna domena, 
• načrtovanje, 
• zakonski predpisi.   
Pri izdelavi vsebine se je potrebno zavedati, da so med uporabniki tudi otroci, zato mora 
biti ta ustrezno prilagojena in dokumentirana.  
Če grafična podoba na prvi pogled deluje nepopolna, nekonsistenta in daje občutek 
testnega izdelka, se v lahko pripravimo na zavrnitev izdelka. 
Podatki, ki jih javno izpostavljamo, morajo biti javnega značaja in pridobljeni na zakonit 
način. 
Neupoštevanje in izogibanje smernicam ter iskanje bližnjic v postopku verifikacije se ne 




Ljudje, ki prenašajo in uporabljajo aplikacije, se morajo ob tem počutiti varno in sproščeno, 
s prepričanjem, da njihova mobilna naprava ne bo poškodovana oziroma zlorabljena. 
Potrebno se je izogibati sporni vsebini, ki bi na uporabnika vplivala žaljivo, brezčutno in 
vznemirjajoče.  
Aplikacije, ki so namenjene otrokom, naj ne vsebujejo povezav, ki vodijo izven aplikacije, 
možnosti opravljanja nakupov in ostalih neprimernih in motečih dejavnikov. Oglaševanje 
mora biti v skladu z otroško vsebino in se ne sme prilagajati obnašanju uporabnika. 
Uporabniki potrebujejo informacije, ki jim omogočajo stik z razvijalcem oziroma podporno 
ekipo, kjer lahko dobijo odgovore na vprašanja in rešujejo težave pri uporabi. S tem 
namenom je potrebno predložiti kontaktno URL povezavo. 
4.3 ZMOGLJIVOST 
Pred oddajo aplikacije v vrednotenje je potrebno poskrbeti za popolnost metapodatkov, kar 
obsega:  
• zagotavljanje funkcionalnosti URL naslovov, 
• odstranjevanje slepega teksta, 
• odstranjevanje začasne vsebine. 
Če rešitev vsebuje avtentikacijo, je potrebno predložiti testne podatke.  
Učinkovito testiranje prinaša več možnosti za uspeh, saj se na ta način izognemo tehničnim 
težavam in nenadnim izpadom delovanja.  
Za preizkusne in demo verzije imamo na voljo program beta testiranja, ki je ločen od uradne 
trgovine. V tej fazi omejimo uporabo testne aplikacije posebni skupini uporabnikov, ki jo 
izberemo za testiranje. Za zbiranje odzivov uporabe imamo na voljo dva meseca. Odzive 
ustrezno analiziramo in na podlagi analiz odpravljamo napake. 
Potrebno je izvesti tudi teste kompatibilnosti strojne opreme. Cilj je čim večja pokritost 
delovanja na različnih verzijah mobilnih naprav. Aplikacija mora ponujati čim večji izkoristek 
energije, potrebne za delovanje. To pozitivno vpliva na porabo baterije, zmanjšuje 
segrevanje naprave in nepotrebne obremenitve pri delovanju. Vnovični zagon naprave je 
neprijetna izkušnja za uporabnika, ki se ji je potrebno izogniti. 
Pri razvoju programske opreme je potrebno upoštevati naslednje zahteve: 
• aplikacija se lahko povezuje samo s spletnimi strežniki, ki so javno dostopni; 
• aplikacija lahko bere in izvaja le programsko kodo, ki se nahaja znotraj lastnega 
paketa; 
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• aplikacija, ki vsebuje potencialno nevarno programsko kodo, bo izločena iz 
postopka; 
• omogočena kompatibilnost z omrežnim protokolom IPv6; 
• aplikacija, ki omogoča brskanje po spletu, mora za ta namen uporabljati 
programsko okolje WebKit; 
• aplikacija, ki predrugači prvotni uporabniški vmesnik uporabe mobilnega telefona, 
bo zavrnjena; 
• aplikacija, ki vsebuje oglaševanje, ne sme vsebovati reklamnih oglasov brez 
vsebine. 
4.4 POSLOVNA DOMENA 
Če poslovni model ni enostavno razumljiv, je dobro, da ga pojasnimo v meta podatkih 
oziroma opisu, ki je del postopka verifikacije. Nerazumevanje poslovnega modela med 
ocenjevalci podaljša čas izvedbe postopka. 
Ključni razlog za razumevanje poslovne domene je zaznati aplikacije, ki za visoko ceno 
uporabnikom ne ponujajo nobene funkcionalnosti oziroma dodane vrednosti ter jih izločiti 
iz postopka. 
Omejitve pri oblikovanju poslovnega modela: 
• oglaševanje aplikacij, ki so neposredna konkurenca Apple App Store; 
• prirejanje števila klikov na oglase znotraj aplikacije; 
• dobrodelne aplikacije morajo biti brezplačne; 
• postavljanje omejitev uporabe aplikacije, na primer glede na lokacijo ali poklic. 
4.5 NAČRTOVANJE 
Zavedati se je potrebno, da uporabniki izdelkov podjetja Apple cenijo produkte, ki temeljijo 
na preprostosti, prefinjenosti, inovativnosti in enostavnosti uporabe. To so smernice, ki jih 
moramo upoštevati pri načrtovanju uporabniškega vmesnika mobilne aplikacije, če želimo 
dobiti zeleno luč s strani grafičnih ocenjevalcev. Seveda imamo pri oblikovanju veliko 
prostora za uresničevanje lastnih idej, vendar morajo biti te v skladu z minimalnimi 
standardi. 
Realizacija lastnih idej mora biti vodilo načrtovanja, zato se je potrebno izogibati slepemu 
kopiranju grafičnih elementov konkurenčnih aplikacij. S tem spoštujemo intelektualno 
lastnino drugih načrtovalcev in tako skrbimo za boljše odnose v skupnosti. 
Preden se odločimo za začetek razvoja, je potrebno ugotoviti smiselnost mobilne aplikacije. 
Če je aplikacija pesem ali video, njeno mesto ni v trgovini AppStore, temveč je bolj smiselno, 
da jo naložimo v trgovino iTunes Store, ki je namenjena poslušanju glasbe in ogledovanju 
video posnetkov. 
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Potrebno se je prepričati, da aplikacija, ki rešuje podoben problem, še ni na voljo v trgovini, 
v nasprotnem primeru bodo ocenjevalci našo rešitev obravnavali kot vsiljeno in prejeli bomo 
zavrnitev.  
4.5.1 UPORABNIŠKI VMESNIK 
V nadaljevanju bom opisal glavne smernice, ki jih moramo upoštevati pri načrtovanju 
grafičnega vmesnika. 
4.5.2 FORMATIRANJE VSEBINE 
Razporeditev grafičnih elementov mora ustrezati zaslonu naprave. Primarna vsebina mora 
biti vidna brez dodatnega približevanja ali pomikanja zaslona. 
4.5.3 NADZOR Z DOTIKOM 
Grafični elementi, ki omogočajo upravljanje z dotikom, morajo biti posebej prilagojeni za 
izvajanje tovrstnih akcij. To v praksi pomeni, da so elementi dovolj veliki, da jih lahko 
upravljamo z uporabo prstov in omogočajo initiutivne ter enostavno razumljive akcije.  
Standard zapoveduje, da je minimalna širina in višina 44 slikovnih točk zaslona naprave. 
Slika 12: Infografika, ki prikazuje ustrezno velikost grafičnih elementov 
 
 
Vir: Apple (2014) 
4.5.4 VELIKOST BESEDILA 
Standard določa, da je najmanjša velikost besedila lahko 11 slikovnih točk. S tem 
uporabniku omogočimo, da lahko bere vsebino brez dodatnega povečevanja. 
4.5.5 LOČLJIVOST FOTOGRAFIJ 
Verzije mobilnih naprav imajo različne ločljivosti zaslona. Novejši mobilni telefoni so 
opremljeni z visoko ločljivostnimi zasloni tipa Retina. Zaradi ostrine za prikaz zahtevajo slike 
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z dvakratnikom oziroma trikratnikov velikosti originala, v nasprotnem primeru prikažejo sliko 
nekoliko popačeno.  
Z vidika kompatibilnosti različnih verzij strojne opreme je dobro, da slike za prikaz 
zagotovimo v visoki ločljivosti. 
4.5.6 ORGANIZACIJA 
Organizacija razporeditve naj bo enostavna za razumevanje, tako da so elementi v bližini 
vsebine, s katero upravljajo. 
 Slika 13: Infografika, ki prikazuje smernice razporeditve elementov 
uporabniškega vmesnika
 
Vir: Apple (2014) 
4.6 ZAKONSKI PREDPISI 
Aplikacija se mora pri svojem delovanju ravnati po zakonskih predpisih, ki veljajo za 
območje, kjer je na voljo za uporabo. Pomembno je, da smo pred začetkom implementacije 
dobro informirani o vseh zakonskih in podzakonskih predpisih. 
Vsebina, ki spodbuja kriminal in agresijo, je nezaželena oziroma prepovedana. 
Upoštevati moramo varovanje zasebnih podatkov: 
• aplikacije, ki zbirajo zasebne podatke o uporabniku, morajo vsebovati informacije 
o zbiranju zasebnih podatkov, ki so uporabniku na voljo v pregled; 
• če je vsebina personalizirana glede na uporabnika, je pomembno, da je dostop 
do podatkov zaščiten z avtentikacijo; 
• razvijalci, katerih namen je razvoj aplikacij z namenom razkrivanja zasebnih 
podatkov uporabnikov, bodo izločeni iz postopka;  
• če aplikacija podatke o uporabnikih pošilja po omrežju, mora o tem uporabnika 
ustrezno obvestiti. 
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Če aplikacija implementira lokacijske storitve, je pomembno, da pred začetkom zajemanja 
tovrstnih podatkov obvestimo in pridobimo dovoljenje uporabnika. Takšne storitve iz 
mobilne naprave nenehno pridobivajo koordinate trenutne lokacije, kjer se uporabnik 
nahaja.  
Za lokacijske podatke, pridobljene iz mobilne naprave, ne moremo z gotovostjo trditi, da so 
stoodstotno natančni, zato je dobro, da to upoštevamo pri razvoju.  
Primer je upravljanje avtonomnega vozila na podlagi nezanesljivih podatkov o geolokaciji, 
ki bi lahko imelo negativne posledice na druge udeležence v prometu. V takšnih primerih je 
bolje, da pridobimo dodaten vir podatkov o geolokaciji, izvajamo primerjave med njimi in 
tako izboljšamo varnost.  
Z vidika intelektualne lastnine moramo zagotoviti, da je vsebina aplikacije naše lastno delo 
oziroma imamo vse potrebne pravice za uporabo. Če domnevamo, da je vsebina nepravilno 
pridobljena, lahko takšno zaznavo prijavimo in sprožimo postopek. Če se domneva izkaže 
za pravilno, bo aplikacija odstranjena. 
4.7 PRENOS APLIKACIJE NA APP STORE 
Ko sem zaključil z razvojem in testiranjem rešitve, je sledil postopek nalaganja na  
App Store. Pri razvoju sem sledil smernicam, ki jih narekuje podjetje Apple, z namenom, da 
poenostavim in skrajšam trajanje postopka verifikacije. 
Najprej sem se včlanil v Applov program za razvijalce, s čimer sem pridobil dovoljenje za 
razvoj iOS aplikacij za obdobje enega leta z možnostjo kasnejšega podaljševanja. Odobritev 
dovoljenja navadno traja teden dni, med tem pa sem s strani podjetja prejel tudi krajši 
vprašalnik, kjer sem moral navesti razloge in cilje za razvoj tovrstnih aplikacij.  
Po sprejemu v program za razvijalce sem opravil registracijo svoje aplikacije in tako pridobil 
identifikacijsko številko, potrebno za nadaljevanje postopka. Vsaka aplikacija mora imeti 
identifikacijsko številko, ki se imenuje App ID. Na voljo so unikatni identifikatorji, ki določajo 
eno aplikacijo, in identifikatoriji, ki označujejo več rešitev. 
Z vidika zagotavljanja preverjenih rešitev mora vsaka aplikacija vsebovati podpisan Apple 
certifikat. Ob zagonu sistem preveri veljavnost certifikata in se na ta način prepriča, da gre 
za zaupanja vreden računalniški program. 
Naslednji korak v postopku je generiranje in podpisovanje certifikata. Certifikat sem 
generiral na spletnem mestu za razvijalce podjetja Apple in ga nato izvozil na trdi disk 
osebnega računalnika. Nato sem ga uvozil v razvojni program Xcode, kjer je na voljo orodje 
za podpis certifikata. Z veljavnim podpisom sem si zagotovil odobritev delovanja rešitve na 
mobilnih napravah znamke Apple. Z veljavnim, podpisanim certifikatom lahko izvajamo 
namestitve in poganjamo aplikacije na fizičnih napravah. To nam v zaključnih fazah 
testiranja omogoča preverjanje kakovosti delovanja na različnih verzijah naprav. 
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Zadnji korak priprave obsega nekatere administrativne naloge, s katerimi zagotovimo 
podatke, ki opisujejo vsebino aplikacije.  
Najprej sem se avtenticiral na spletnem mestu iTunes Connect, katerega namen je 
upravljanje z aplikacijami. Spletno mesto ponuja seznam, kjer lahko izbiramo in urejamo 
svoje aplikacije. Na tem mestu sem opravil registracijo novega izdelka in oddal zahtevane 
podatke.  
Zahtevani podatki:  
• opis delovanja aplikacije, 
• slike oziroma posnetki zaslona, 
• predvidena cena , 
• predložitev finančnih podatkov, če gre za plačljive storitve in produkte. 
Na koncu sledi potrditev oddaje, s čimer sprožimo začetek izvajanja postopka ocenjevanja. 
Tekom trajanja postopka imamo na voljo vpogled v status ocenjevanja.  
Negativna povratna informacija vključuje tudi razloge za zavrnitev in kratka navodila s 
smernicami za odpravo nepravilnosti. 
V mojem primeru je postopek trajal tri tedne, nato pa sem prejel odobritev za začetek 
prodaje. Razlog za dolgotrajno ocenjevanje je večja doslednost preverjanja vsebine in 
delovanja pri novo registriranih razvijalcih. 
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5 PREGLED PONUDNIKOV PODATKOV O KULTURNIH 
DOGODKIH IN NJIHOVIH ORGANIZATORJEV V SLOVENIJI 
Ljudje, ki obiskujejo kulturne dogodke, potrebujejo zanesljiv vir informacij, kjer lahko 
spremljajo podatke o aktualnih dogodkih v njihovi okolici. Nekateri preferirajo tiskane, drugi 
pa rajši poizvedujejo po elektronskih virih informacij. Glede na trende današnjega časa, kjer 
informacijska tehnologija omogoča vedno več načinov dostopa do podatkov, je pomembno, 
da ponudniki informacije zagotovijo tudi v elektronski obliki. Hiter življenjski tempo in 
potreba po večopravilnosti spodbujata nagnjenost k optimizaciji vsakdanjih opravil z 
namenom prihranka na času. Informacijska tehnologija predstavlja ključno orodje, s katerim 
se lahko približamo zastavljenim ciljem. Dostop do podatkov na spletu je lokacijsko 
neodvisen ob predpostavki, da ima uporabnik na voljo mobilno napravo z omrežno povezavo 
in spletnim brskalnikom. Poleg tega lahko spremlja več vzporednih kanalov informacij in 
tako lažje sprejema odločitve. Uporaba mobilnega brskalnika z namenom dostopa do 
spletnih medijev je finančno ugodnejša alternativa tiskanim medijem, saj v večini primerov 
ne zahteva plačila naročnine.  
5.1 PONUDNIKI PODATKOV 
V nadaljevanju bom predstavil vidnejše ponudnike podatkov o kulturnih dogodkih, do 
katerih dostopa tudi mobilna aplikacija YU_GO. 
5.1.1 FACEBOOK 
Facebook je socialno omrežje, ki v osnovi uporabnikom omogoča mreženje oziroma 
ustvarjanje družbenih omrežij (Wikipedija, 2016). Brezplačen dostop in veliko število 
uporabnikov sta glavni razlog, da je v zadnjih letih postal pomembno orodje za spletno 
komunikacijo. 
Ponudniki kulturnih dogodkov ga uporabljajo za predstavitev in trženje prireditev ter 
informiranje potencialnih udeležencev. Ključna prednost je poljubno kreiranje javnih in 
zasebnih dogodkov, ki jih lahko dodatno opremimo z vsebino, kot so opisi, slike, video in 
kontaktni podatki. Ponudnik ima možnost pošiljanja vabil poljubnim uporabnikom ter 
spremljanja statistike odzivov.  
Uporabniki aplikacije Facebook se lahko naročijo na obveščanje o dogodkih poljubnih 
ponudnikov in tako prejemajo vabila za udeležbo. Če uporabnik potrdi udeležbo, se naroči 
na prejemanje obvestil, ki vsebujejo aktualne informacije o dogodku. V izogib zamudi na 
dogodek si lahko nastavi tudi opomnik za obveščanje o začetku, ki ga lahko sinhronizira s 
spletnim koledarjem. 
Sistem Facebook razvijalcem aplikacij ponuja javno dostopen aplikacijski vmesnik, ki ga 
imenujejo Graph API. Ta omogoča branje in zapisovanje podatkov ter temelji na uporabi 
protokola HTTP in arhitekturnem pristopu REST. Pred začetkom uporabe moramo opraviti 
postopek registracije, kjer pridobimo enolični identifikator, ki ga potrebujemo za povezavo. 
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Koristna funkcionalnost, ki jo uporablja tudi aplikacija YU_GO, je možnost pridobivanja 
podatkov o kulturnih dogodkih posameznega ponudnika. Podatke s strežnika pridobimo v 
formatu JSON in jih shranimo v podatkovno bazo YU_GO.  
5.1.2 KULTURNIK 
Kulturnik je spletna aplikacija, namenjena lažji in kvalitetnejši orientaciji po kulturi in 
umetnosti. Kulturnik je projekt Društva Ljudmila, ki ga prireja v sodelovanju z Ministrstvom 
za kulturo. Omogoča hiter, enostaven in centraliziran dostop do podatkov o kulturni ponudbi 
v Sloveniji (Kulturnik, 2016). 
Uporabniku so na voljo tri glavne funkcionalnosti: metaiskalnik, agregator novic in agregator 
dogodkov. 
Metaiskalnik omogoča iskanje podatkov o kulturi na podlagi ključne besede, ki jo uporabnik 
vnese v vnosno polje. Iskanje rezultatov poteka po več kot tridesetih strokovnih spletnih 
virih (podatkovne zbirke, spletna mesta, portali, arhivi), ki jih v veliki večini financira 
Ministrstvo za kulturo in pokrivajo vsa področja kulturne dediščine in umetnosti. Podatki 
posameznega zadetka lahko vsebujejo tudi slike in video posnetke (Kulturnik, 2016). 
Agregator novic strojno zajema RSS vire iz različnih spletnih virov slovenskih kulturnih 
producentov in organizacij, kulturnih rubrik, blogov in podcastov. Vsi viri so ročno izbrani s 
strani urednikov. Novice so iz vidika lažjega dostopa do željenih informacij razvrščene na 
različna področja in kategorije. Za lažje iskanje ima uporabnik na voljo vnosno polje, kjer 
išče na podlagi vnesene ključne besede. 
Dogodki so agregirani na podlagi spletnih koledarjev posameznih institucij, aplikacije 
Facebook in spletne baze mojekarte.si. Iskanje podatkov o dogodkih omogoča tudi filtriranje 
po regiji in zvrsteh. Uporabnik lahko željeno regijo označi tudi na zemljevidu, ki je na voljo 
na spletnem mestu.  
V skladu z načelom hrambe kulturnih vsebin za ponovno rabo agregatorja novic in dogodkov 
vsebujeta tudi arhiv (Kulturnik, 2016). 
Zaledni del, ki skrbi za upravljanje s podatki, je javno odprt za uporabo preko aplikacijskega 
vmesnika. Sistem YU_GO se povezuje z omenjenim vmesnikom z namenom pridobivanja 
podatkov o kulturnih dogodkih. Podatki, ki jih prejeme, so v formatu XML, zato je potrebno, 
zaradi načel standarda REST, narediti pretvorbo v format JSON. 
5.1.3 NAPOVEDNIK 
Napovednik je spletna aplikacija, ki ponuja podatke in informacije o kulturnih dogodkih v 
Sloveniji. Njen namen je, da uporabnikom ponudi centraliziran in enostaven vpogled v 
tekočo kulturno ponudbo, na drugi strani pa organizatorjem omogoči, da z objavo dogodkov 
razširijo informiranost o njihovi kulturni ponudbi in na ta način povečajo tržne učinke. 
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Uporabnikom je na voljo iskanje na podlagi ključne besede in filtriranje dogodkov glede na 
kategorijo. Obseg in kvaliteta podatkov sta na visokem nivoju, predstavitev pa poleg 
informacij o dogodku vsebuje tudi sliko. Na drugi strani bi kot pomanjkljivost izpostavil 
zaprto politiko dostopa do podatkov, ki razvijalcem onemogoča uporabo aplikacijskega 
vmesnika. Če želimo dostopati do teh podatkov, moramo razviti dodatne storitve, ki dnevno 
pridobivajo podatke o kulturnih dogodkih neposredno iz besedila na spletni strani. V okviru 
aplikacije YU_GO smo implementirali storitev na zalednem sistemu, ki dnevno zagotavlja 
ažurirane podatke spletnega mesta Napovednik. 
5.2 ORGANIZATORJI DOGODKOV 
V nadaljevanju bom predstavil in primerjal javno dostopne podatke v elektronski obliki 
različnih organizatorjev kulturnih dogodkov v Sloveniji. Pri izvedbi primerjave sem se 
osredotočil na način dostopa, kvaliteto podatkov in možnost njihove uporabe.  
Statistika uporabe računalnika v Sloveniji za prvo četrtletje leta 2015 kaže, da si je 
računalniško napravo z omrežno povezavo lastilo 78 % gospodinjstev. Prenosnik je imelo 
60 %, namizni računalnik 46 % in tablico 24 % gospodinjstev. To dokazuje, da je uporaba 
naprav, ki omogočajo dostop do interneta, visoka in še vedno v porastu, zato je za 
ponudnike pomembno, da so njihovi podatki na voljo tudi na spletu.  
Danes osnovni način prikaza podatkov v digitalni obliki predstavlja spletna stran. Pomebno 
je, da pri načrtovanju sledimo zagotavljanju dobre uporabniške izkušnje, saj s tem 
poskrbimo za zadovoljstvo uporabnikov. Ključne informacije morajo biti vidne, uporabnik 
pa mora imeti možnost dostopa z minimalnim številom korakov. Uredniki spletnih strani 
morajo zagotavljati točnost in ažurnost javnih podatkov. 
Informatizacija in digitalizacija procesov in storitev temeljita tudi na souporabi podatkov v 
digitalni obliki. Kot rezultat takšnega povezovanja sistemov bi izpostavil spletne in mobilne 
aplikacije, ki s svojimi rešitvami omogočajo optimizacijo vsakodnevnih opravil. Z namenom 
povezovanja sistemov in spodbujanja razvoja aplikacij je dobro, da ponudniki kulture 
poskrbijo za aplikacijski vmesnik, s pomočjo katerega lahko razvijalci dostopajo do njihovih 
javno dostopnih podatkov. S takšno strategijo vplivajo na družbeni napredek in spodbudijo 
lastno poslovanje, saj se informacije o njihovi ponudbi razširijo na različne komunikacijske 
kanale. 
5.2.1 KINO ŠIŠKA 
Ponudnik ima na voljo spletno stran, in sicer na naslovu http://www.kinosiska.si/.  
Grafična podoba deluje dobro, ob pregledovanju sem opazil smiselno organizacijo gradnikov 
in upoštevanje sodobnih standardov načrtovanja.  
Dostop do podatkov je organiziran, kar pomeni, da lahko uporabnik z enim korakom dostopa 
do kulturne ponudbe. Podatkovna zbirka je zaradi svoje velikosti razdeljena na kategorije, 
kar uporabniku omogoča bolj osredotočeno pregledovanje ponudbe.  
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Za kvaliteto podatkov lahko potrdim, da je na visokem nivoju, saj predstavitev vsakega 
dogodka poleg osnovnih informacij vključuje tudi podroben opis, slikovni in video material. 
Souporaba podatkov ni na voljo, saj nimajo aplikacijskega vmesnika, ki bi omogočal branje 
podatkov o kulturni ponudbi. 
5.2.2 MODERNA GALERIJA IN MUZEJ SODOBNE UMETNOSTI 
Spletno mesto se nahaja na naslovu www.mg-lj.si.  
Grafična zasnova poudarja minimalizem, preprostost in preglednost, kar se kaže z barvnimi 
kombinacijami in majhnim naborom gradnikov. 
Osnovna stran je organizirana tako, da poleg osnovnih informacij o kulturni dejavnosti 
ponuja tudi seznam prihajajočih dogodkov. S tem je minimalizirano število korakov, 
potrebnih za dostop do podatkov o prireditvah. Predstavitev dogodka vzbuja uporabnikovo 
zanimanje z natančnim opisom vsebine in slikovno galerijo. Podatkovna zbirka deluje 
celovito, saj poleg napovednika vsebuje tudi arhiv. 
Slaba stran opisane rešitve je v tem, da ne ponuja javno dostopnega aplikacijskega 
vmesnika, ki bi omogočal razširjanje podatkov v skupno rabo. 
5.2.3 KINODVOR 
Kinodvor ima svojo spletno rešitev na naslovu http://www.kinodvor.org/. Organizacija 
grafičnih elementov je dobro zasnovana, saj ustreza standardom razporeditve, vendar je 
nekoliko nepregledna. Ob velikem številu izpostavljenih gradnikov, ti zaradi majhne velikosti 
delujejo zadržano in slabo izpostavljajo vidnejšo vsebino. Za uporabnike je pomembno, da 
hitro ločijo pomembne informacije od manj pomembnih in tako lažje dostopajo do željenih 
informacij. Osnova rešitev omenjenega problema bi lahko bila povečanje velikosti pisave na 
določenih mestih. 
Podatki so urejeni, kar potrjuje razvrstitev v kategorije in možnost kronološkega sortiranja. 
Z uporabo sortiranja po datumu lahko uporabnik dostopa do napovednika in arhiva. 
Posamezni dogodek je predstavljen z opisom, slikami in kratkim video posnetkom. 






Mobilna aplikacija je programska oprema, ki deluje na mobilnih napravah, kot so pametni 
telefoni in tablični računalniki. Predstavlja alternativo klasičnim namiznim aplikacijam na 
osebnem računalniku in spletnim rešitvam, ki delujejo izključno v brskalniku. Razvoj takšnih 
rešitev je trenutno v razcvetu, kar je posledica strmega naraščanja uporabnikov mobilnih 
naprav. To je bil tudi eden izmed glavnih razlogov, da sem se v okviru diplomskega dela 
odločil za implementacijo storitve na mobilnem klientu. 
Ciljno platformo iOS sem izbral zaradi dobrega poznavanja operacijskega sistema, ki se mi 
je pri dosedanji uporabi približala z zanesljivostjo, dobrim varovanjem zasebnih podatkov in 
se tako izkazala za učinkovito rešitev. Omenil bi, da me pri uporabi navdihuje minimalno 
število nenadnih izpadov delovanja, katerih sem bil vajen pri ostalih konkurenčnih 
operacijskih sistemih. 
Rezultat implementacijskega dela diplomskega dela je mobilna aplikacija, ki dobro izkorišča 
sodobne možnosti informacijsko-komunikacijske tehnologije (IKT) in uporabniku ponudi 
pregled nad kulturnimi dogodki. To mu omogoča lažjo izbiro dogodka, ki je v skladu z 
njegovimi preferencami, saj so dogodki prikazani v urejenem seznamu, od najbolj 
ustreznega do najmanj ustreznega. Bolj kot je aktiven in ažurno oddaja svoje odzive o 
dogodkih, večja je verjetnost, da so predlagani dogodki v skladu s preferencami uporabnika. 
Aplikacija s takšno personalizirano ponudbo podatkov rešuje problem zasičenosti z vsebino, 
ki ni v skladu z okusom uporabnika in mu olajša iskanje željenih kulturnih dogodkov. Takšno 
avtomatizirano reduciranje količine nepotrebnih podatkov pozitivno vpliva na optimizacijo 
časa, ki ga porabi za iskanje dogodka, ki mu ustreza.  
Aplikacijo sem razvil v programskem jeziku JavaScript, natančneje v okolju Ionic 
Framework. Hibridni pristop k razvoju se je izkazal kot dobra izbira, saj sem lahko z uporabo 
spletnih tehnologij obvladoval razvoj na mobilni platformi iOS. Če bi se v prihodnosti odločil 
za razvoj podobne rešitve kot spletne aplikacije, bi lahko nekatere dele programske kode 
ponovno uporabil in tako optimiziral proces.  
Poleg pozitivnih lastnosti bi izpostavil še nekatere omejitve hibridnega pristopa, kar se je 
pokazalo v zmanjšani zmogljivosti renderiranja grafičnih elementov. Takšno pomanjkanje 
zmogljivosti je pri aplikacijah z enostavnim grafičnim vmesnikom in manjšo količino 
prikazanih podatkov zanemarljivo. Kompleksne rešitve, kot so mobilne igre, bi povečale 
izrabo procesorske moči do mejnih zmogljivosti, kar bi negativno vplivalo na tekoče 
delovanje. V izogib takšnemu tveganju sedaj preferiram razvoj iOS aplikacij v 
programskemu jeziku Swift.  
Med raziskovanjem organizatorjev kulturnih dogodkov v Sloveniji sem prišel do spodbudnih 
ugotovitev, ki kažejo, da dobro skrbijo za predstavitev podatkov na spletnih straneh. S tem 
mislim na celovitost rešitev, ki poleg dobre funkcionalne zasnove vsebujejo tudi atraktivno 
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grafično podobo, zanesljivost informacij in kakovost podatkov. Druga plat analize je 
dokazala, da so njihovi podatki preveč zaprti za souporabo, kar pomeni, da večina ne ponuja 
odprtega aplikacijskega vmesnika, ki bi razvijalcem aplikacij omogočil njihovo enostavno 
uporabo. Razlogi za takšno stanje so pomanjkanje sredstev, namenjenih za razvoj 
informacijske tehnologije, pomanjkanje znanja in slabo razvita razvojna miselnost 
organizacije. Zaradi takšnega stanja moramo razvijalci razviti dodatne storitve, ki 
omogočajo pridobivanje podatkov neposredno iz spletne strani. Problem je v tem, da takšne 
storitve ne zagotavljajo celovitosti podatkov, kar posledično vpliva na slabšo kvaliteto. 
Menim, da bi vsak ponudnik podatkov o kulturnih dogodkih moral zagotoviti tudi dostop do 
teh v elektronski obliki. Poleg spletne aplikacije je dobro, da ob zadostni količini sredstev 
razvije aplikacijski vmesnik, ki ponuja odprt dostop do podatkov. Takšno ravnanje bi 
pozitivno vplivalo na pospeševanje kulturne dejavnosti, saj razvijalcem tako ponudimo 
dragocene podatke, ki so osnova za razvoj aplikacij, ki bi v prihodnosti marsikoga spodbudile 
v razumevanje in uživanje kulture. 
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