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XML Extensible Markup Language razsˇirljivi oznacˇevalni jezik
JSON JavaScript Object Notation JavaScript objektna notacija
HTML HyperText Markup Language jezik za oznacˇevanje nadbese-
dila




BSON Binary JSON binarni JSON
UTC Coordinated Universal Time univerzalni koordinirani cˇas
UBJSON Universal Binary JSON splosˇni binarni JSON
BJSON Binary-JSON binarni JSON
EDN Extensible Data Notation razsˇirljiva podatkovna notacija
CBOR Concise Binary Object Repre-
sentation
jedrnati binarni objektni pri-
kaz
RFC Request for Comments zahteva za mnenja

Povzetek
Naslov: Primerjava razlicˇnih binarnih izvedb strukturiranih podatkovnih
formatov iz druzˇine JSON
Avtor: Nejc Stopar
JSON je strukturirani podatkovni format, ki se uporablja za izmenjavo po-
datkov med strezˇnikom in odjemalcem ter v podatkovnih bazah. Format je
drevesno strukturiran, lahko razumljiv cˇloveku in berljiv racˇunalniku. Zaradi
taksˇne strukture je iskanje podatkov zelo enostavno, vendar je v primeru
velikega sˇtevila podatkov pocˇasno. Binarni podatkovni formati skusˇajo to
slabost omiliti.
Diplomsko delo primerja in analizira vecˇ binarnih formatov po velikosti in
hitrosti na razlicˇno oblikovanih strukturiranih podatkih. V diplomski nalogi
sta analizirani dve zˇe obstojecˇi razlicˇici strukturiranih binarnih podatkov-
nih formatov (BSON in UBJSON), predstavljeni pa sta tudi dve posebni
implementaciji binarnih formatov. V natancˇni analizi vse primerjamo po
vecˇ razlicˇnih kriterijih: velikosti zapisa ter hitrosti izvedbe branja, vstavlja-
nja, brisanja in zapisovanja v datoteko. Primerjalna analiza pokazˇe, da se
formati razlicˇno ucˇinkovito obnasˇajo glede na razlicˇne strukture podatkov,
vendar ene same najprimernejˇse resˇitve za vse primere ni.
Kljucˇne besede: JSON, BSON, XML, primerjava, strukturirani podat-
kovni formati, znanstveni poskus.

Abstract
Title: Comparison of different binary implementations of the data structured
formats of the JSON family
Author: Nejc Stopar
JSON is a structured data format used for transmitting data between the
server and the client as well as in databases. The format uses tree data
structure and it is easily readable by humans and computers. This structure
makes searching for data easier while still being slow when the amount of
data is large. Binary data formats are used to resolve this issue.
The thesis compares and analyzes multiple binary formats by size and
speed on structured data of different size and type. We discuss two existing
types of structured binary data formats (BSON and UBJSON), as well as two
special implementations of binary formats. In a detailed analysis we compare
all data formats by multiple criteria: space consumption and the speed of
reading, searching, inserting, removing and writing data into a file. Final
results reviled that data structures vary in efficiency when given different
structured data, however there is no single best data format for all cases.





Zˇe od zacˇetka razvoja prvih racˇunalnikov je njihova osnovna naloga obde-
lava podatkov. V danasˇnjem svetu, kjer je v splet povezan zˇe skoraj vsak
racˇunalnik, pa je velik poudarek tudi na ucˇinkovitem izmenjevanju podatkov
med njimi. V ta namen so bili razviti dolocˇeni formati, ki omogocˇajo struktu-
riran prenos podatkov med odjemalcem in prejemnikom [35]. Eden taksˇnih
je JSON, ki je v zadnjem cˇasu zelo priljubljen [25]. Njegova prednost je
preprosta struktura, ki je cˇloveku razumljiva in lahko berljiva za racˇunalnik.
Pri osnovni komunikaciji se ta format odlicˇno obnese za hranjenje in ob-
delavo strukturiranih podatkov. Problem nastane, cˇe je podatkov veliko, saj
se s tem cˇas izvedbe glavnih operacij (branje, vstavljanje, brisanje, iskanje,
shranjevanje) znatno povecˇa [37]. Zato se je porodila ideja, da bi JSON
datoteko pretvorili v binarni zapis in s tem omilili problem. Racˇunalnik
namrecˇ vsak podatek najprej pretvori v binarni zapis, nad katerimi nato iz-
vaja osnovne racˇunalniˇske operacije. Cˇe mu ta korak pretvorbe prihranimo,
pohitrimo obdelavo podatkov. S tem namenom je bilo za JSON razvitih ne-
kaj razlicˇnih formatov, med katerimi izpostavljamo BSON [2] in UBJSON
[17]. Nasˇa izhodiˇscˇna ideja je med seboj primerjati formate JSON, BSON in
UBJSON.
Zˇeleli pa smo tudi preizkusiti, ali bi bilo mogocˇe razviti nov binarni for-
mat s preprosto implementacijo, ki bi lahko konkuriral omenjenim formatom.
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Razvili smo dva posebna formata, ki skusˇata z nekoliko drugacˇnim pristopom
zapisa binarnih podatkov izkoristiti dejstvo, da je nacˇin in vrstni red zapisa
podatkov pomemben dejavnik pri hitrosti obdelave podatkov. Oba formata
smo na koncu primerjali z uveljavljenimi binarnimi formati.
To smo naredili z eksperimentom, ki je skusˇal dolocˇiti cˇimbolj vsestranski
format. V ta namen smo najprej pripravili vecˇ raznolikih datotek s struktu-
riranimi podatki v vseh formatih. Glavni kriteriji analize sta velikost in cˇasi
izvedbe osnovnih operacij nad temi podatki.
V diplomski nalogi bomo najprej podrobneje predstavili JSON format in
njegovi izbrani binarni razlicˇici BSON in UBJSON. Sledila bo predstavitev
obeh novo razvitih formatov in njihovih podrobnosti. V zadnjem delu bo sle-




V zacˇetku novega tisocˇletja in z vse sˇirsˇo uporabo interneta so se pojavile
potrebe po uvedbi brezstanjske sprotne komunikacije med strezˇnikom in br-
skalnikom. Glavni razlog je bilo izogibanje raznim dodatkom (kot so Flash
[19] in druge Javanske razsˇiritve), ki so jih aplikacije potrebovale za obdelavo
podatkov. Velika pomanjkljivost so bile tudi varnostne luknje in zapletenost
uporabe teh dodatkov, ki bi jih z dogovorjenim formatom lahko odpravili
[19].
Eden prvih taksˇnih strukturiranih formatov je bil razsˇirljivi oznacˇevalni
jezik (angl. Extensible Markup Language - XML), ki sega v leto 1998. Nje-
gova prednost je, da je lahko berljiv tako za cˇloveka kot za racˇunalnik. Zaradi
velike dolzˇine zapisa in relativne zapletenosti pa so spletni razvijalci zˇeleli
razviti sˇe preprostejˇsi format. Eden prvih, ki je uspel ustrezno nadomestiti
XML, je format JSON.
V naslednjih podpoglavjih si bomo podrobneje ogledali JSON in nekatere
njegove binarne razlicˇice.
2.1 Format JSON
Izhodiˇscˇna zahteva je, da mora biti format jasno strukturiran, berljiv in hitro
razumljiv cˇloveku. Te lastnosti je imela JavaScript objektna notacija (angl.
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JavaScript Object Notation - JSON) [22]. JSON se je razvil neposredno iz
XML formata, zato ga lahko semanticˇno popolnoma pravilno prepiˇsemo v
format XML, vendar bi bil ta zapis precej daljˇsi. Obratno to ni mogocˇe, ker
pri XML-u lahko posameznim vrednostim dodelimo vecˇ dodatnih lastnosti,
kar pri JSON-u ne moremo. To ne ovira JSON-a, saj kljub temu zadostuje za
opis vseh potrebnih vrednosti. S krajˇsim zapisom, preprostostjo in razumlji-
vostjo JSON format lazˇje razumejo tudi ljudje, ki ne prihajajo iz racˇunalniˇske
stroke.
2.1.1 Zgodovina
Format JSON je definiral Douglas Crockford s svojo ekipo [22]. Aprila 2001
je bil JSON prvicˇ uporabljen v HTML sporocˇilu med strezˇnikom in odje-
malcem. Njegova glavna odlika je jedrnatost zapisa. Ugotovili so, da je
uporaben za razlicˇne namene, tako v spletnih komunikacijah kot pri hra-
njenju podatkov. Kljub prednostim pa stranke niso bile takoj pripravljene
sprejeti novega formata. Sˇele z razvojem AJAX-a leta 2005 [22] je JSON
vzbudil vecˇ zanimanja. AJAX je v svojih sporocˇilih uporabljal XML, ki ga
je JSON zaradi krajˇsega zapisa zacˇel uspesˇno nadomesˇcˇati. Zaradi vse vecˇje
skupnosti je JSON kmalu postal podprt v vecˇini programskih jezikov in tako
zacˇel dejavneje tekmovati s tedaj zˇe uveljavljenim XML-om [22]. Priljublje-
nost JSON-a med razvijalci je vodila do tega, da so ga leta 2017 opisali v
ISO/IEC standardu 21778:2017 [24].
2.1.2 Struktura
JSON je zaradi oklesˇcˇenega zapisa podatkov precej enostavnejˇsi za branje
in razumevanje kot XML. Format ima znacˇilno gnezdeno strukturo. Zapis
obdajata zavita oklepaja ({}), med njima pa so zapisani podatki v parih, ki
so locˇeni z vejico. Par sestavljata kljucˇ in vrednost, ki sta locˇena z znakom
dvopicˇja (:). Vsa imena kljucˇev v JSON-u so predstavljena kot niz znakov
med navednicama. Ti morajo biti enolicˇni v vsakemu posameznem objektu.
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Vrednosti kljucˇa so lahko naslednjih podatkovnih tipov: [21]
• objekt: neurejena mnozˇica parov kljucˇ/vrednost, omejena z zavitimi
oklepaji ({}),
• seznam: urejen seznam vrednosti, omejen z oglatimi oklepaji ([]),
• niz znakov: omejen z navednicama,
• sˇtevilo: celo ali decimalno,
• rezervirana beseda (true, false, null): zapisana brez navednic.
Podatkovna tipa objekt in seznam lahko tudi gnezdimo, kar pomeni, da v
teh podatkovnih tipih lahko ponovno uporabimo vse razpolozˇljive tipe. Tak
primer dokumenta v JSON formatu vidimo na sliki 2.1.
Slika 2.1: Primer zapisa JSON formata
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2.1.3 Uporaba in lastnosti
Kot zˇe samo ime pove, je format JSON tesno povezan s programskim jezikom
JavaScript. Vsi objekti v tem jeziku so predstavljeni s tem formatom, taka
predstavitev objektov pa programerju omogocˇa lazˇjo predstavitev spremen-
ljivk in njihovih vrednosti.
JSON format se najvecˇkrat uporablja kot splosˇni format za izmenjavo
podatkov v spletnih tehnologijah. Cˇe so podatki v izmenjavi zapisani na
ta nacˇin, morata oddajnik in sprejemnik le razumeti ta format, programski
jezik, v katerem sta aplikaciji napisani, pa je nepomemben. JSON format se
uporablja predvsem za komunikacijo med spletnim brskalnikom in strezˇnikom
ter komunikacijo med strezˇniki. Vzrok tega je predvsem kratek zapis podat-
kov. S tem imata posˇiljatelj in prejemnik manj dela s prenosom, saj je tak
zapis lazˇje razcˇlenjevati.
Druga pomembnejˇsa uporaba JSON-a je v povezavi s podatkovnimi ba-
zami. Ta se lahko uporablja kot podatkovni tip atributa v razlicˇnih podatkov-
nih bazah ali pa, kot nacˇin shranjevanja podatkov v NoSQL oz. nerelacijskih
podatkovnih bazah. Po taksˇnem shranjevanju podatkovnih zapisov so znane
dokumentno usmerjene podatkovne baze, ki temeljijo na predstavitvi podat-
kov na nacˇin kljucˇ-vrednost, kakrsˇnega ima tudi JSON, zato je ta primeren
za shranjevanje podatkov v taksˇnih bazah. Primeri podatkovnih baz, ki tako
shranjujejo podatke, so [31]: MongoDB [4], CouchDB [29], Elasticsearch [33],
OrientDB [11] in RethinkDB [36].
Te podatkovne baze se razlikujejo od navadnih relacijskih baz. Vsak za-
pis v taksˇni bazi imenujemo dokument, kar v JSON-u predstavlja en objekt.
Ta baza nima vnaprej definiranih atributov, zato ima vsak dokument lahko
razlicˇne atribute in razlicˇno sˇtevilo le-teh. Atributi zapisa so predstavljeni
kot kljucˇ v dokumentu, vrednost taksˇnega atributa pa pripada vrednosti tega
kljucˇa. Te znacˇilnosti dokumentno usmerjenih podatkovnih baz pa lahko
odlicˇno predstavimo z formatom JSON. Primer predstavitev taksˇne podat-
kovne baze vidimo na sliki 2.2.
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Slika 2.2: Prikaz dokumentov v JSON formatu v dokumentno usmerjeni
podatkovni bazi MongoDB
2.2 Format BSON
JSON se je izkazal kot odlicˇen format na podrocˇju spletnih komunikacij.
Tu so kolicˇine podatkov v prenosih najpogosteje majhne, zato ni tezˇav z
neucˇinkovitostjo. Problem nastane, ko imamo velike kolicˇine strukturiranih
podatkov kot v primeru podatkovnih baz. Tu iskanje in urejanje dolocˇenega
podatka zelo upocˇasni sistem, cˇesar si ne zˇelimo. V ta namen se je porodila
ideja pretvorbe formata JSON v binarni zapis. Racˇunalniku s tem prihranimo




Najbolj znan med binarnimi JSON formati je Binarni JSON (angl. Binary
JSON - BSON)[3]. Format so leta 2009 razvili razvijalci v podjetju Mon-
goDB Inc. in ga prvicˇ uporabili v NoSQL podatkovni bazi MongoDB [4]. V
njej uporabljajo format BSON tako za hrambo podatkov kot za komunika-
cijo med razlicˇnimi MongoDB bazami. Razvoj je potekal za zaprtimi vrati,
zato podrobnosti razvoja niso znane. Podatkovni format BSON tako tudi ni
standardiziran in je v splosˇnem manj uporabljen kot JSON [3, 27].
2.2.2 Struktura
BSON je podatkovno strukturo JSON-a sˇe nadgradil. Poleg preslikave stan-
dardnega JSON-a v binarni zapis so dodani tudi novi podatkovni tipi, s
katerimi lahko opiˇsemo vrednosti. Ti so bili dodani predvsem zaradi upo-
rabe tega formata v nekaterih podatkovnih bazah. Z vecˇjim naborom tipov
se lahko bolj priblizˇajo relacijskim bazam, ki jih imajo obicˇajno vecˇ. Za za-
pis para kljucˇ-vrednost se v formatu BSON uporablja kombinacija razlicˇnih
binarnih podatkovnih tipov. Vseh podatkovnih tipov je kar 21. Osnovni
binarni podatkovni tipi, velikosti zapisa teh tipov v binarnem zapisu in pri-
padajocˇi BSON podatkovni tipi so predstavljeni v tabeli 2.1 [3]:
Med nasˇtetimi tipi manjkata sˇe tipa objekt (v podatkovni bazi poimenovan
dokument) in seznam. Ta dva sta nadtipa, zato vsi nasˇteti podatkovni tipi
v tabeli 2.1 pripadajo enemu ali drugemu. Vsak objekt in seznam imata tudi









byte 1 logicˇna vrednost (angl. boolean) , ObjectId,
niz znakov, nedefinirana vrednost (angl. null),
regularni izraz (angl. Regular Expression),
DBPointer, JavaScript, simbol, JavaScript z
dosegom (angl. scope), binarni podatki
int32 4 32-bitno celo sˇtevilo
int64 8 zapis univerzalnega koordinatnega cˇasa
(UTC), 64-bitno celo sˇtevilo
uint64 8 datumski zˇig (angl. timestamp)
double 8 64-bitno decimalno sˇtevilo
decimal128 16 128-bitno decimalno sˇtevilo
Tabela 2.1: BSON podatkovni tipi
Binarni vrstni red zapisa podatkov je nekoliko drugacˇen kot pri JSON
formatu. Primer prepisa JSON formata v BSON lahko vidimo na sliki 2.3.
Zapis para kljucˇ-vrednosti sestavlja vecˇ delov. Prvi del (in tudi prvi bajt)
zapisa predstavlja BSON podatkovni tip vrednosti para. Vsaka vrednost tega
bajta predstavlja tocˇno dolocˇen podatkovni tip. Te vrednosti so definirane v
dokumentaciji formata.
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Slika 2.3: Izgled prepisa JSON formata v BSON format
Drugi del sestavlja niz znakov, ki predstavlja ime kljucˇa. Sledi nicˇni bajt
(\x0), ki je locˇnica med kljucˇem in vrednostjo. Zadnji del zapisa predsta-
vlja zapis podatkov dejanske vrednosti para. Ta je lahko osnovni binarni




• niz znakov in
• binarni podatki.
Ti tipi so spremenljive dolzˇine, zato imajo poleg podatkov zapisano tudi ve-
likost podatkov v bajtih. Ta je kljucˇna za pravilno branje taksˇnega formata.
Posebnost BSON-a je tudi podatkovni tip binarni podatki. Ta se lahko deli
sˇe na podtipe, zato potrebujejo sˇe dodaten podatek o podtipu, ki je tudi
predstavljen z enim bajtom. Struktura formata BSON je razvidna iz slike
2.4.
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Slika 2.4: Izgled BSON formata v sˇestnajstiˇskem urejevalniku
2.2.3 Uporaba in lastnosti
Posebna znacˇilnost BSON formata je izvedba seznamov. Njihova sestava je
dejansko enaka objektom, saj uporabljajo princip parov kljucˇ-vrednost. V
tem primeru je kljucˇ para (namesto niza znakov) zaporedna sˇtevilka vre-
dnosti. Jedro implementacije je zato enako za oba podatkovna tipa. To je
glavna vsebinska razlika med BSON in JSON formatom, seznami v JSON-u
so sestavljeni samo iz zaporedja vrednosti.
Ostale pomembne prednosti BSON formata so jedrnatost, prenosljivost
in ucˇinkovitost. Vse tri lastnosti so podobne lastnostim, ki jih zagovarja
tudi JSON. Z jedrnatostjo je poudarjena razumljivost formata in uporaba le
potrebnih podatkov za pravilnost formata.
Tudi pojem prenosljivosti je izrazˇen podobno kot pri JSON-u, kar pomeni,
da je format narejen za prenos in hrambo podatkov.
Ucˇinkovitost poudarja pomen hitre pretvorbe podatkov v BSON format in
obratno. Zaradi uporabe podatkovnih tipov, ki so podobni tipom v program-
skih jezikih, je ta pretvorba hitrejˇsa. Po drugi strani pa razvijalci kot glavno
pomanjkljivost BSON formata omenjajo slabsˇo prostorsko ucˇinkovitost, saj
zaradi dodatnih podatkov v zapisu (recimo podatka o velikosti podatkovnih
12 Nejc Stopar
tipov, ipd.) ta format zasede vecˇ prostora kot obicˇajni JSON.
BSON format skusˇa s svojim binarnim pristopom konkurirati JSON for-
matu. Osnovna uporaba BSON-a je v MongoDB podatkovnih bazah. To
podatkovno bazo se velikokrat omenja tudi v povezavi z JSON formatom,
saj pravzaprav uporablja oba formata: JSON format se uporablja za pred-
stavitev vsebine podatkovne baze uporabniku, v ozadju pa so zapisi shranjeni
v BSON formatu. S tem pristopom MongoDB znatno olajˇsa razumevanje in
branje zapisov podatkovne baze uporabnikom.
BSON format se lahko uporablja tudi izven MongoDB-ja, saj je imple-
mentiran za vecˇino programskih jezikov [8]. Ker pa je glavna uporaba BSON
formata prav v podatkovni bazi MongoDB, je v veliko knjizˇnicah prisoten
tudi MongoDB vticˇnik.
2.3 Format UBJSON
Format BSON je format JSON preslikal v binarni zapis in vpeljal nove po-
datkovne tipe. BSON tako ni le pretvorba ampak nadgradnja JSON formata.
Zato se je porodila ideja, da bi BSON-u odvzeli dodatne podatkovne tipe in
v binarni zapis preslikali samo osnoven JSON format. Odgovor je format
UBJSON (angl. Universal Binary JSON) [17].
2.3.1 Zgodovina
Prve zapise o UBJSON formatu najdemo v forumski skupini [18], ki jo je
ustvaril Riyad Kalla. Ta je skupaj s skupino razvijalcev definiral format, kot
ga poznamo danes. Njihov cilj je bil sˇe bolje optimizirati branje in obdelavo
podatkov, ob tem pa zasesti manj prostora kot oba predhodna formata. Obe-
nem so sledili temeljnemu nacˇelu JSON formata, preprostosti. Pri razvoju
novega binarnega formata so si zadali tri cilje:
1. vsesplosˇna zdruzˇljivost med programskimi jeziki,
2. preprosta uporaba ter
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3. hitrost oziroma ucˇinkovitost.
2.3.2 Struktura
UBJSON je po binarnem zapisu podoben BSON formatu, po strukturi pa ga
lazˇje primerjamo z JSON formatom. Zaradi skoraj enakih podatkovnih tipov
je ta podobnost tako velika, da je pretvorba med njima zelo enostavna. Ker
JSON uporablja samo pet osnovnih podatkovnih tipov, jih je v formatu UBJ-
SON vseeno nekaj vecˇ, vendar je pri tem zelo ucˇinkovito izkoriˇscˇen prostor.
Primerjava JSON podatkovnih tipov z UBJSON-om je v tabeli 2.2.
JSON podatkovni tip UBJSON podatkovni tipi
sˇtevilo int8, uint8, int16, int32, int64, float32,
float64
niz znakov string, char
rezervirane besede
(true, false, null)
null, no-op, true, false
objekt objekt (z mozˇnostjo optimizacije)
seznam seznam (z mozˇnostjo optimizacije)
Tabela 2.2: Primerjava JSON in UBJSON podatkovnih tipov
Kot recˇeno je binarni zapis UBJSON formata zelo podoben formatu
BSON, vendar je zaradi bolj premiˇsljene uporabe sˇe bolj varcˇen pri zase-
danju prostora. Iz tabele 2.2 je razvidno, da ima UBJSON vecˇ podatkovnih
tipov za isti tip v JSON formatu, zato lahko uporabimo najprimernejˇsi tip
glede na trenutno potrebo. Tipicˇen primer so sˇtevila, kjer UBJSON izbere
najvarcˇnejˇsi sˇtevilski podatkovni tip glede na velikost sˇtevila. Podobno je
tudi pri nizih, saj format locˇi med nizi z vecˇ znaki in tistimi s samo enim
znakom.
Vrstni red zapisa binarnih podatkov je zelo podoben kot pri BSON-u.
Prvi del sestoji iz kljucˇa, ki je sestavljen iz niza znakov. Sledi zapis podat-
kovnega tipa, ki so v binarnem zapisu predstavljeni kot cˇrke. Te so tako kot
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v BSON-u zˇe vnaprej dolocˇene in vedno dolge en bajt. Oznake stojijo pred
vsako vrednostjo, v paru in za vsakim zapisom dolzˇine elementa, ki sledi.
Zadnji del zapisa para vsebuje sˇe dejanske podatke vrednosti para. Tako kot
pri BSON formatu se za podatkovne tipe spremenljivih dolzˇin (kot so niz
znakov, objekt in seznam) pred podatki zapiˇse tudi dolzˇina podatkov v baj-
tih. Primer zapisa UBJSON formata v sˇestnajstiˇskem zapisu lahko vidimo
na sliki 2.5.
Slika 2.5: Pregled UBJSON formata s sˇestnajstiˇskim urejevalnikom
Razvijalci UBSJON formata so zˇeleli optimizirati format za cˇim hitrejˇse
operacije nad podatki. S tem namenom je bil ustvarjen tudi podatkovni tip
no-op. Ta ima podobne lastnosti kot nicˇelna vrednost (angl. null), vendar
se uporablja za pusˇcˇanje praznega prostora med podatki. To pride do izraza
predvsem ob brisanju podatkov, saj tako zapolnimo luknje v podatkih in ni
potrebe po popravljanju podatka o velikosti formata. Bralnik formata tak
podatkovni tip preprosto preskocˇi in ga ne obdela.
Poseben nacˇin krajˇsanja velikosti zapisa formata je tudi optimizacija
objektov in seznamov. V primeru, ko se v teh nahajajo vrednosti istih po-
datkovnih tipov, se podatkovni tip vsebovanih elementov zapiˇse samo enkrat.
Oba tipa uporabljata enak princip optimizacije, zato med njima ni razlik.
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2.3.3 Uporaba in lastnosti
UBJSON format je zelo dobro zasnovan, saj njegov jedrnat zapis ohranja
celovitost podatkov. Glavna prednost je popolna zdruzˇljivost s pogosto upo-
rabljenim JSON formatom. Veliko drugih formatov namrecˇ vsebuje posebne
podatkovne tipe, kar pripelje do nezdruzˇljivosti z originalnim formatom in
posledicˇno razlicˇno definiranih implementacij, ki so obicˇajno dokaj zapletene.
Po izracˇunih razvijalcev format UBJSON prihrani priblizˇno 30% prostora
za zapis istih podatkov kot JSON [13]. Ti odstotki se razlikujejo glede na tip
podatkov. Podatki s podatkovnim tipom rezervirana beseda so na primer v
UBJSON-u zapisane le z enim bajtom, v JSON-u pa s celo besedo. Zato so
tovrstni zapisi manjˇsi za kar 75%. Prav tako se razlika zelo pozna pri zapisu
velikih sˇtevil, kjer je zapis taksˇnih podatkov lahko manjˇsi do 50% [3].
Kljub odlicˇnim rezultatom pri varcˇevanju prostora pa UBJSON sˇe ni zelo
razsˇirjen. To lahko pripiˇsemo temu, da je med strukturiranimi binarnimi
formati najmlajˇsi. Glavna uporaba UBJSON formata je predvsem pretvorba
podatkov iz osnovnega JSON formata v prostorsko varcˇnejˇsi UBJSON. Pro-
gramska oprema s tem nacˇinom shranjevanja podatkov je recimo podatkovna
baza Teradata [16], ki se uporablja v programski opremi za analizo podat-
kov in v programskem jeziku Wolfram Language [15]. Ta je leta 2017 dobil
podporo za obdelavo datotek z UBJSON formatom.
2.4 Ostali formati
Poleg nasˇtetih formatov poznamo sˇe nekaj formatov, ki bi jim lahko pripisali
podobnost z JSON formatom. Vecˇina jih temelji na binarnem zapisu JSON-
a, zato so si ti med seboj precej podobni, a ima vseeno vsak svoje posebnosti.





JSONB se (podobno kot BSON) uporablja samo v podatkovni bazi Po-
stgreSQL in sicer predvsem za ucˇinkovitejˇse shranjevanje atributov JSON
podatkovnega tipa [23]. Zaradi manjˇsega sˇtevila podatkovnih tipov so uspeli
zmanjˇsati zapis formata, obenem pa je podatkovna baza optimizirana za
hitrejˇso obdelavo tega formata.
Binarni JSON (angl. Binary-JSON - BJSON) je splosˇen format za
pretvorbo JSON-a v binarni zapis [2]. Zaradi uporabe pretezˇno enakih po-
datkovnih tipov kot v vecˇini programskih jezikov, je uporabnejˇsi pri shranje-
vanju internih podatkov v aplikacijah. Prav zaradi drugacˇnih podatkovnih
tipov pa lahko nastanejo tezˇave pri pretvarjanju JSON formata. BJSON je
prosto dostopen na spletu in se lahko uporablja v razlicˇne namene. Glede
uporabe formata v komercialni rabi pa na spletu nismo dobili podatka.
Smile je najbolj podoben formatu UBJSON. Oba imata podobne la-
stnosti, vendar Smile uporablja zapletenejˇso implementacijo z uporabo glave
(angl. header) v podatkih [28]. Glavna prednost Smile formata je uporaba
sklicev na podvojene podatke. V primeru velikega sˇtevila podvojenih po-
datkov se zapis s Smile formatom precej zmanjˇsa. Smile format se najvecˇ
uporablja v programih za prilagodljivo iskanje po podatkih Elastic [33] in
Apache Solr [14].
V povezavi z JSON-om lahko omenimo sˇe nekaj strukturiranih podatkov-
nih formatov, ki imajo podobne lastnosti. Razsˇirljiva podatkovna notacija
(angl. Extensible Data Notation - EDN) je strukturiran podatkovni format,
ki se uporablja za prenos podatkov med razlicˇnimi podatkovnimi aplikaci-
jami [6]. MessagePack format skusˇa zapis JSON formata sˇe bolj skrcˇiti z
binarnim zapisom [12]. Ion je poseben strukturiran format, ki ga je razvilo
podjetje Amazon za svoje potrebe, uporablja pa znakovni in binarni zapis
[1]. Jedrnat binarni objektni prikaz (angl. Concise Binary Object Represen-
tation - CBOR) je format, ki se uporablja za prenos podatkov sicer je precej
podoben BSON formatu, vendar uporablja bolj zapleteno obliko zapisa [5].
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2.5 Orodja
V tem podpoglavju se bomo dotaknili programskih orodij, ki so bila upora-
bljena pri razvoju novih formatov. Za implementacijo glavnih podatkovnih
struktur je bil uporabljen programski jezik Java [7] z dodatnimi knjizˇnicami.
Ta je bil najprimernejˇsi za izdelavo naloge, zaradi dobrega poznavanja, po-
pularnosti in velike skupnosti razvijalcev.
Za pomocˇ pri programiranju smo izbrali integrirano razvojno okolje In-
telliJ IDEA [10], ki je prilagojeno za razvoj aplikacij v programskem jeziku
Java. Vzrok je bilo dobro poznavanje tega okolja, precejˇsnja priljubljenost
med razvijalci in obilica pripomocˇkov, ki jih to okolje ponuja [30].
2.5.1 Knjizˇnice
Za nasˇtete formate so bile razvite knjizˇnice za njihovo uporabo v program-
skem jeziku Java. Vse uporabljene knjizˇnice so bile prenesene iz uradnih
spletnih strani in so potrjene s strani razvijalcev posameznega formata.
Knjizˇnica json-simple
V diplomski nalogi je najpogosteje uporabljena knjizˇnica json-simple ver-
zije 3.1.1 [20]. Ta knjizˇnica je bila ena izmed prvih v programskem jeziku
Java, ki se je uporabljala za gradnjo JSON formata. Prednost knjizˇice je
preprosta implementacija z uporabo zˇe obstojecˇih javanskih objektov. Ge-
neriranje formata se izvaja po standardu RFC 7159 [20], kar pomeni, da
se drzˇi osnovnih pravil JSON-a. Poudarek knjizˇnice je na preprostosti in
optimizaciji za uporabo v programskem jeziku.
Knjizˇnica BSON
Knjizˇnica za uporabo BSON formata se ponavadi nahaja zˇe v gonilniku Mon-
goDB podatkovne baze. V Java programskem jeziku jo je mogocˇe prenesti
tudi locˇeno brez gonilnika. Za ta format je v nalogi uporabljena razlicˇica
3.12.0 [9]. V programskem jeziku Java obstaja tudi precej drugih knjizˇnic za
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obdelavo BSON formata, vendar vse ne ustrezajo natancˇnim pravilom BSON
formata. Cˇe zˇelimo uporabiti samostojno BSON knjizˇnico po osnovnih pra-
vilih, jo lahko najdemo le na uradni spletni strani MongoDB.
Knjizˇnica UBJSON
Izmed zgoraj nasˇtetih formatov ima UBJSON format najmanj knjizˇnic za
programski jezik Java. Najnovejˇsa in najbolj razsˇirjena je ubjson knjizˇnica
verzije 0.1.8 [26]. Implementacija te knjizˇnice je zelo podobna kot json-simple.
Ker se ta binarni format uporablja nekoliko manj, knjizˇnica tudi ne vsebuje
pretvornika med JSON in UBJSON formatom, kot je obicˇajno pri ostalih
knjizˇnicah.
Poglavje 3
Razvoj novih binarnih razlicˇic
JSON formatov
Vsak izmed strukturiranih binarnih formatov je po zmogljivosti nekoliko
drugacˇen in uporablja drugacˇen pristop zapisa in obdelave podatkov. Dolocˇen
format je zato lahko na dolocˇenem tipu in velikosti podatkov boljˇsi. Poro-
dila pa se je ideja, da bi z drugacˇno postavitvijo binarnih podatkov lahko po
hitrosti in obsegu zapisa konkurirali zgoraj omenjenim formatom.
Izhajali smo iz zˇe delno obstojecˇe resˇitve, ki smo jo razvili v podjetju.
Zaradi pocˇasnosti branja celosˇtevilskih podatkov iz velikih datotek JSON
formata smo tam razvili svoj format, ki bi hitreje bral te strukturirane po-
datke iz datoteke in jih sestavil v objekte. Resˇitev je bila v tem, da smo
podatke pretvorili v posebno strukturiran binarni zapis in s tem tudi dobili
dva- do trikrat hitrejˇso obdelavo podatkov.
Diplomska naloga v tem poglavju predstavi dva posebna nacˇina zapisa
JSON formata v binarni obliki, ki smo si jih zamislili sami. Oba skusˇata
dosecˇi boljˇse oz. vsaj podobne lastnosti, kot jih imajo doslej omenjeni for-
mati. V obeh formatih je cilj cˇim hitrejˇse izvajanje pogostih operacij nad
podatki, obenem pa zˇelimo zapisati podatke v cˇim krajˇsi obliki.
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3.1 Format 1: Binarni zapis JSON formata z
uporabo opisnih podatkov
Glavni cilj tega formata je bil sprememba vrstnega reda zapisanih binarnih
podatkov. Cˇe zacˇnemo spreminjati vrstni red zapisa pri znakovnem zapisu,
v katerem je zapisan JSON, to lahko hitro privede do popacˇenih podatkov in
podatki postanejo napacˇni. Binarni format pa je zapisan v binarnem zapisu
in uporablja binarne podatkovne tipe, s katerimi so zapisani vsi podatki.
Tem podatkom lahko spremenimo vrstni red in uvedemo nov nacˇin branja.
Taki podatki so sˇe vedno enaki originalu, spremeni pa se zapis, ki bi bil
lahko primernejˇsi za iskanje podatkov. Z binarnimi podatki tudi racˇunalniku
olajˇsamo delo in ga s tem pohitrimo, saj jih taksˇne hitreje obdela.
3.1.1 Ideja
Glavna ideja formata 1 je pohitritev iskanja v JSON formatu v primeru
majhne kolicˇine podatkov. Pohitritev iskanja je dosezˇena tako, da so podatki
v objektu razporejeni glede na podatkovni tip. S tem se pri iskanju izognemo
prebiranju podatkov, ki so drugega podatkovnega tipa kot iskani podatki. S
tem prihranimo cˇas iskanja tam, kjer podatka zagotovo ne bo.
Z razdeljevanjem podatkov na podatkovne tipe pa po pretvarjanju iz
JSON-a v ta format in obratno ne dobimo vecˇ enakega izvornega zapisa
JSON formata, saj je vrstni red podatkov v objektu premesˇan. To je po
definiciji formata JSON dopustno; JSON formata sta enaka, cˇe so njegovi
elementi enaki ne glede na vrstni red zapisa.
Za lazˇje iskanje podatkov se v objektu uporablja tudi posebna glava (angl.
header), kjer se nahajajo podatkovni tipi in njihove lokacije v objektu. Pred-
nost tega je, da zˇe v trenutku branja glave objekta vemo, v katerem delu
objekta se nahaja iskani podatek. Glavna slabost je vecˇja velikost zapisa po-
datkov. Precejˇsen minus formata 1 je tudi cˇas dodajanja in brisanja podatkov
iz formata, saj se morajo pri tem podatki o velikostih osvezˇiti.
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3.1.2 Struktura
Strukturno se format nekoliko razlikuje od ostalih nasˇtetih binarnih forma-
tov, saj objekti in seznami vsebujejo glavo. Glava se nahaja pred zapisom
podatkov in se nekoliko razlikuje za objekte in sezname. Pri objektih so v
njej zapisani podatkovni tipi in indeksi, kjer se vrednosti tega tipa nahajajo
v objektu, in velikost objekta. Glava je sestavljena iz samih sˇtevilk, ki so
zapisane s 4 bajti, zato je njena skupna velikost 28 bajtov. Primer glave
objekta je na sliki 3.1.
Slika 3.1: Primer glave objekta v formatu 1
V seznamih je vrstni red elementov pomemben, zato podatkovnih tipov
ne smemo razdeliti. Glava seznama je sestavljena iz podatkovnih tipov in
njihovih kljucˇev, ki v podatkih predstavljajo dolocˇeni podatkovni tip, poleg
tega pa vsebuje tudi podatek o velikosti seznama. Ker za kljucˇe podatkov-
nih tipov uporabljamo samo sˇtevilke od 1 do 6, lahko te krajˇse zapiˇsemo s
podatkovnim tipom za sˇtevila, ki zasede 1 bajt. S tem je glava seznama bolj
optimizirana in je velikosti le 10 bajtov. Primer glave lahko vidimo na sliki
3.2.
Slika 3.2: Primer glave seznama v formatu 1
Format 1 ima podatkovne tipe enake kot JSON, razlika je le pri sˇtevilih,
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saj je v binarnem zapisu potrebno sˇtevila deliti na cela in decimalna. Prav
tako se tudi tukaj tipi delijo na tiste s fiksno dolzˇino in druge s spremenljivo
dolzˇino. V primerjavi z UBJSON formatom format 1 ni tako optimiziran za
prilagajanje podatkovnega tipa glede na velikost podatkov, ker uporablja le
en binarni podatkovni tip za cela in decimalna sˇtevila. Podatkovni tipi in






sˇtevilo cela, decimalna 4 bajte, 8 bajtov
niz znakov niz znakov velikost niza
rezervirane besede
(true, false, null)
true, false, null 1 bajt
objekt objekt glava 28 bajtov + velikost
podatkov
seznam seznam glava 10 bajtov + velikost
podatkov
Tabela 3.1: Primerjava podatkovnih tipov med JSON-om in Formatom 1
Pari v objektu so podobno zapisani kot v JSON formatu, le da so v bi-
narni obliki. Prvi del sestavlja niz znakov, ki predstavlja kljucˇ, drugi pa
vrednost. Sˇtevila se v binarnem zapisu zapiˇsejo kot integer (celo sˇtevilo)
za cela sˇtevila ali kot double (dvojna decimalna natancˇnost plavajocˇe vejice)
za decimalna. Nizi znakov nimajo podatka o velikosti, cˇeprav imajo spre-
menljivo dolzˇino, ker se za zakljucˇek niza uporablja nicˇni bajt. Rezervirane
besede so v binarnih podatkih predstavljene z zacˇetnicami teh besed, kar
lahko tudi opazimo pri pregledovanju binarnega zapisa.
Najvecˇja razlika v primerjavi z binarnimi formati je v tem, da se podat-
kovni tip ne zapisuje za vsak objekt, ampak se pari zapiˇsejo v ustrezne raz-
delke svojega podatkovnega tipa. Podatkovni tipi si v objektu sledijo po vr-
stnem redu, ki se nam je zdel primeren glede na pogostost uporabe dolocˇenih








Prav zaradi delitve podatkov glede na tip je bila uvedena glava v objektih.
Ker format ne potrebuje podatka o podatkovnem tipu za vsak par v objektu,
se s tem izognemo tudi podvajanju podatkov. Zaradi pomembnosti vrstnega
reda te lastnosti pri seznamih ni. Pri pregledovanju binarnega zapisa formata
je pred vrednostmi v seznamih opaziti sˇtevila od 1 do 6, ki predstavljajo
podatkovni tip. Primer zapisa formata 1 lahko vidimo na sliki 3.3
Slika 3.3: Pregled zapisa formata 1 formata s sˇestnajstiˇskim urejevalnikom
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3.1.3 Ocena ucˇinkovitosti formata
Ob zasnovi formata smo predvideli, da bi se format 1 po prostorski ucˇinkovitosti
umestil nekje med UBJSON in BSON formatom. Zaradi uporabe samo
najosnovnejˇsih podatkovnih tipov in glave naj bi bil ta format prostorsko
ucˇinkovitejˇsi od BSON-a, ne pa boljˇsi od UBJSON formata, saj ni toliko
optimiziran. Ocena je, da bi moral format 1 zasedati najmanjˇsi prostor v
primeru zapisa JSON formata z malo vgnezdenimi objekti, kar je v praksi
pogost slucˇaj.
Glede cˇasovne zahtevnosti, bi moralo biti iskanje hitrejˇse od konkurentov.
Najboljˇsi cˇas iskanja je predviden v JSON podatkih, ki imajo veliko elemen-
tov z razlicˇnimi podatkovnimi tipi v posameznem objektu. Predpostaviti pa
moramo, da poznamo iskani tip podatka, saj drugacˇe podatka ne bomo nasˇli.
Za vstavljanje in brisanje podatkov bi morala biti cˇasovna ucˇinkovitost
slabsˇa kot pri BSON formatu. Vzrok tega pa je popravljanje opisnih po-
datkov o indeksih in velikostih v glavah elementov, v katerih se je podatek
nahajal. Cˇasi operacij nad podatki so pogojeni tudi s tem, kje v formatu se
ta podatek nahaja.
3.2 Format 2: Binarni zapis JSON formata z
delitvijo datotek na kljucˇe in vrednosti
Velikokrat je lazˇje obdelovanje vecˇ manjˇsih datotek kot ene velike. Ob tem
zˇelimo imeti tudi hierarhijo datotek, saj se nekatere pogosteje uporabljajo
kot druge. Nekaksˇno kombinacijo teh dveh idej smo uporabili v formatu 2.
3.2.1 Ideja
Vodilo formata 2 je bila delitev strukturiranega formata na dve locˇeni po-
datkovni strukturi. Prva struktura je podobna prej opisanemu formatu 1, ki
vsebuje kljucˇe osnovnega JSON formata in reference, ki kazˇejo na podatke
v drugi podatkovni strukturi. Druga struktura tako vsebuje samo podatke
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vrednosti parov. Uporaba referenc omogocˇa iskanje po kljucˇih samo v prvi
manjˇsi strukturi in se ne obremenjuje s podatki v drugi. Prednost je pred-
vsem pri vstavljanju podatkov, saj se pri dodajanju popravijo samo opisni
podatki v prvi strukturi, v katerih se nahaja ta objekt, vrednost dodanega
elementa pa se vedno doda na konec druge strukture s podatki. Zaradi taksˇne
pohitritve seveda zˇrtvujemo prostorsko ucˇinkovitost, saj moramo uporabljati
dve podatkovni strukturi in hraniti dodatno povezavo med njima.
3.2.2 Struktura
Format 2 je torej nekaksˇna nadgradnja formata 1, zato je jedro implemen-
tacije enako kot v formatu 1. Operacije nad podatki in podatkovni tipi so
med formatoma enake, spremembe pa so v nacˇinu zapisa podatkov v binar-
nem zapisu. Primarna struktura v formatu 2 skrbi za kljucˇe in povezavo do
podatkov. Ta je zelo podobna formatu 1, le da so v tej strukturi namesto
vrednosti kljucˇev zapisane lokacije, kjer se podatek za ta kljucˇ nahaja v drugi
strukturi. Prva struktura poskrbi tudi za pravilno vsebovanost elementov v
objektih in seznamih formata. Ob dodajanju elementov se mora kljucˇ pra-
vilno umestiti v pravi ciljni element (v katerem je vsebovan) tako, da s tem
format obdrzˇi pravilno strukturo. Ta struktura se prav tako popravlja ob do-
dajanju in brisanju elementov, saj se tudi tukaj uporabljajo opisni podatki
kakor v formatu 1. Poleg tega tudi format 2 uporablja delitev kljucˇev glede
na podatkovni tip vrednosti.
Druga podatkovna struktura formata 2 vsebuje samo podatke o vredno-
stih osnovnega formata. V primerjavi s formatom 1 ta struktura vsebuje vre-
dnosti parov ter vse opisne podatke oz. glavo, kot jo poznamo v formatu 1. Ti
podatki so vstavljeni po vrsti glede na cˇas vnosa in si sledijo eden za drugim,
pri cˇemer pa ne uposˇtevajo vsebovanosti v elementih. Ob vstavljanju se novi
element vedno doda na konec strukture, kar nekoliko pohitri vstavljanje po-
datkov v primerjavi s formatom 1. Obenem pa se glavno delo opravlja samo v
primarni podatkovni strukturi, v drugo pa se dostopa samo v primeru, ko po-
trebujemo nek podatek. Zapis obeh struktur formata 2 vidimo na sliki 3.4.
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Slika 3.4: Pregled formata 2 s sˇestnajstiˇskim urejevalnikom: locˇeno za kljucˇe
in podatke
3.2.3 Ocena ucˇinkovitosti formata
Prostorska ucˇinkovitost tega formata bi morala biti najslabsˇa od vseh for-
matov, saj se v tem primeru uporabljata dve strukturi in je skupna velikost
vecˇja. Znacˇilnost vecˇanja velikosti bi morala biti podobna kot pri formatu
1, kar pomeni, da bi format najmanj prostora zasedel ob zapisih formatov
z veliko podatki, ki imajo veliko elementov v enem objektu in zelo malo
vgnezditev.
Tudi cˇasovna zahtevnost formata 2 bi morala biti precej podobna formatu
1, vendar lahko predvidimo nekaj razlik. Pri iskanju bi bil lahko format 2
malenkost hitrejˇsi, ker se podatki iˇscˇejo v eni strukturi, ki je po obsegu
manjˇsa kot pri formatu 1. Format 2 bi moral biti hitrejˇsi tudi pri vstavljanju
podatkov, saj v strukturi, kjer nahajajo samo podatki, ni potrebno paziti na
pravilno zaporedje in vsebovanost elementov.
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Najvecˇja slabost formata bo verjetno brisanje podatkov iz strukture, saj
se morajo v tem primeru popraviti opisni podatki vseh objektov in seznamov
v strukturi, kar je zelo zamudno opravilo.
3.3 Razvoj
Obe razlicˇici JSON binarnih formatov sta bili razviti v programskem jeziku
Java. Obe sta v programskem jeziku predstavljeni s podatkovnim tipom
seznama bajtov, kar pomeni, da smo uporabljali drugacˇen nacˇin kot zˇe ob-
stojecˇe knjizˇnice uveljavljenih formatov. Te so uporabljale zˇe obstojecˇe ja-
vanske podatkovne strukture, kot so razprsˇeni slovarji (angl. HashMap). Prej
navedenim ugotovitvam smo se zˇeleli izogniti in razviti svoj nacˇin iskanja po-
datkov. Kot bomo videli kasneje je zˇal ta nacˇin zapisa negativno vplival na
rezultate analize, cˇesar na zacˇetku nismo mogli predvideti.
Oba formata imata enake osnovne funkcionalnosti: dodajanje, vstavlja-
nje, pridobivanje in brisanje podatkov. Pri razvoju smo hoteli uporabiti cˇim
bolj primitivne podatkovne tipe, zato smo se izogibali uporabi zahtevnejˇsih
struktur. Pri implementaciji se je izkazalo, da je bil to pomemben dejavnik,
saj je bilo treba v nasˇem primeru uporabiti veliko zank, ki upocˇasnjujejo nasˇo
implementacijo formatov. Velika prednost uporabe primitivnih podatkovnih
tipov pa je hitra pretvorba iz objekta v zapis ali datoteko in obratno.
Metode osnovnih funkcij so si med seboj precej podobne, saj vse delujejo
po podobnem principu. Podrobneje si oglejmo primer vstavljanja v formatu
1. Preden lahko nek podatek dodamo, vstavimo, pridobimo ali izbriˇsemo, po-
trebujemo informacijo o njegovem podatkovnem tipu. S tem lahko iz glave
objekta hitro razberemo, kje se bo nahajal. Naslednji korak je rezervacija
prostora za dodani par kljucˇa in vrednosti. Glavni objekt je po privzeti na-
stavitvi malenkost vecˇji od podatkov, zato se celotnemu objektu ni potrebno
vsakicˇ povecˇevati. Ob tem je v primeru, ko nov par vstavljamo v vgnezdene
elemente, potrebno vsem tem tudi ustrezno popraviti njegove velikosti in lo-
kacije podatkovnih tipov. Ko smo opravili s popravljanjem teh podatkov,
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lahko podatek tudi dejansko zapiˇsemo v format. Primer metode vstavljanja
lahko vidimo na sliki 3.5. Za ostale operacije se uporabijo isti koraki, samo v
nekoliko drugacˇnem vrstnem redu. To je tudi razlog, da njihove implemen-
tacije podrobneje ne predstavimo.
Slika 3.5: Metoda za dodajanje celih sˇtevil v objekt v formatu 1
Implementacija iste metode v formatu 2 je zelo podobna. Glavna razlika
je ta, da se korak rezervacije in vstavljanja zgodi dvakrat, saj imamo v tem
primeru dve locˇeni strukturi. V prvi rezerviramo in zapiˇsemo kljucˇ in lokacijo
podatka druge strukture, v drugi pa podatek vrednosti.
Poglavje 4
Analiza
Za predstavitev obnasˇanja podatkovnih struktur v praksi smo opravili po-
drobnejˇso analizo. Za preizkus smo pripravili vecˇ strukturiranih datotek s
podatki, ki so si bili med seboj razlicˇni po vsebini in velikosti. Ti so bili
najprej zapisani z JSON formatom, nato smo jih pretvorili v ostale formate,
izvedli analizo ter izmerili rezultate. Vsak poizkus je bil opravljen vecˇkrat z
namenom, da bi bili podatki cˇim bolj natancˇni.
4.1 Zasnova eksperimenta
Izvajanje eksperimenta smo skusˇali priblizˇati metodi formalnega eksperi-
menta [32, 34]. Sledili smo naslednjim osnovnim korakom:
1. definiranje ciljev eksperimenta,
2. nacˇrtovanje eksperimenta,
3. izvedba eksperimenta in
4. analiza rezultatov eksperimenta.
Cilj eksperimenta je bil poiskati format, ki je najucˇinkovitejˇsi - najhi-
trejˇsi in hkrati tudi najmanjˇsi po velikosti. Zadali smo si dve glavni hipotezi.
Prva je, da so binarni formati ucˇinkovitejˇsi v primerjavi z JSON formatom,
29
30 Nejc Stopar
druga pa, da lahko s svojo implementacijo binarnega formata konkuriramo
zˇe uveljavljenim formatom.
Eksperiment smo nacˇrtovali tako, da smo najprej pripravili (gene-
rirali) podatke, ki so imeli razlicˇne znacˇilnosti. Za dolocˇeno spremenljivko
smo izbrali zapis podatkov v formatu. Kot kontrolni format je bil izbran for-
mat JSON, za eksperimentalne spremenljivke pa smo izbrali zgoraj nasˇtete
formate (BSON, UBJSON, format 1 in format 2).
Kriteriji za ocenjevanje formatov sta bila velikost formata ter cˇasi iz-
vajanja posameznih operacij (branja formata iz datoteke, iskanja, vstavljanja
in brisanja podatkov ter zapisovanja formata v datoteko).
Med izvajanjem eksperimenta smo uposˇtevali glavne principe formal-
nega eksperimenta. Uposˇtevali smo princip ponovitve eksperimenta pod ena-
kimi pogoji z razlicˇnimi podatki, s cˇimer smo skusˇali dosecˇi splosˇno pravil-
nost. Z nakljucˇnostjo vhodnih parametrov (kot sta oblika in dolzˇina formata)
smo hoteli zagotoviti veljavnost rezultatov eksperimenta. V analizi eksperi-
menta smo skusˇali rezultate predstaviti cˇim bolj objektivno in potrditi ali
zavrniti zacˇetne hipoteze.
Eksperiment se je izvajal na prenosnem racˇunalniku s procesorjem Intel
Core i7-3630QM z 2.40GHz in 8GB delovnega pomnilnika in SSD diskom.
Eksperiment je trajal priblizˇno 5 ur in pol. Od tega smo za rezultate velikosti
potrebovali nekaj vecˇ kot 5 ur, za rezultate cˇasov testov pa priblizˇno 5 do 10
minut za vsak format.
4.2 Testne JSON datoteke za primerjavo
Eksperiment smo zˇeleli izvesti nad razlicˇno strukturiranimi podatki z razlicˇnimi
lastnostmi. To pomeni, da smo za analizo pripravili podatke, ki se razlikujejo
po obsegu ter strukturi oziroma po sˇtevilu vgnezdenih elementov v formatu.
Za zacˇetek smo s pomocˇjo posebnega programa tvorili JSON datoteke z na-
kljucˇnimi vrednostmi, ki so se delile na globino ugnezdenih objektov:
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• plitek format z 10% vgnezdenih objektov (elementi so na globinah 0 in
1);
• srednje globok format z 50% vgnezdenih objektov (elementi so na glo-
binah 0,1 in 2);
• globok format z 90% vgnezdenih objektov (elementi so na globinah 0,
1, 2, 3).
Za tak izbor smo se odlocˇili, ker smo na podlagi lastnih izkusˇenj pogosto
imeli opravka z JSON formati, ki niso imeli vgnezdenih objektov ali pa je
bilo teh le nekaj. To znacˇilnost predstavljata plitek in srednje globok for-
mat. Za globoke formate smo izbrali globino 4. Sprva smo hoteli narediti
primerjavo z bolj razvejanim globokim formatom, vendar se globina 4 izkazˇe
za zadostno. Na sliki 4.1 je vizualna primerjava med vsemi tremi oblikami
zgeneriranih JSON formatov. Sˇirina silhuete na sliki predstavlja globino for-
mata: bolj kot je ta sˇiroka, vecˇjo globino ima objekt. Dolzˇina predstavlja
velikost posameznega objekta.
Slika 4.1: Vizualna primerjava globin med podatki v vrstnem redu: 1) naj-
manj razvejan, 2) srednje razvejan in 3) razvejan format
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Posamezne oblike objektov so bile nato dodane v seznam, ki je bil edini
element v glavnem objektu. S tem smo hoteli zagotoviti, da je prvi element v
zapisu formata objekt, ne pa seznam, saj s tem ne bi uposˇtevali pravil JSON
formata. Ta je predstavljal celovit testni strukturiran format s podatki, ki
smo ga zapisali v datoteko kot JSON format. Za vsako obliko formata smo




Pri izboru velikosti smo se odlocˇili za tako narasˇcˇanje velikosti, saj smo
hoteli preveriti formate na malih, srednjih in velikih velikostih podatkov.
Sprva smo hoteli narediti primerjavo za vecˇje velikosti podatkov vendar smo
ocenili, da je 100 MB pretirana velikost za normalno obdelavo podatkov z
zgoraj opisanimi formati, ker bi eksperiment trajal prevecˇ cˇasa.
Poleg objektov lahko gnezdimo elemente tudi v sezname. Seznami so bili
dejansko uporabljeni samo v tretjem, najglobljem formatu. Uporabili smo jih
samo tam, ker sta se prva dva formata osredotocˇala na preprostejˇse oblike,
ki jih ponavadi najdemo v podatkovnih bazah. Ta, najgloblji format vsebuje
vecˇ vgnezdenih elementov v objektih in seznamih, zato lahko v seznamu
gnezdimo sˇe dodatne objekte. Taksˇne strukture ne srecˇamo pogosto, v posˇtev
pride le ob podatkih z res veliko atributi in podlastnostmi.
Velikosti posameznih testnih datotek zapisa podatkov niso bile popol-
noma enake omenjenim velikostim, saj zaradi strukture podatkov nismo mo-
gli dosecˇi natancˇnih velikosti. Generirane JSON datoteke zato lahko nekoliko
odstopajo, vendar ne vecˇ kot 5 KB od zapisanih velikosti.
Vseh zgeneriranih osnovnih JSON datotek za analizo je 9 in te so bile
osnova za vse ostale formate. Sledila je pretvorba le-teh v formate BSON,
UBJSON in novo razvite binarne razlicˇice JSON format 1 in 2.
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4.3 Primerjava velikosti zapisa
Po pretvorbi datotek v posamezne formate je bila najprej izvedena primerjava
med velikostmi datotek formatov. Rezultati, ki jih vidimo v tabeli 4.1, se
pricˇakovano razlikujejo glede na posamezno obliko formata. V plitki obliki
formata z najmanjˇso globino vgnezdenih objektov lahko opazimo, da se je
pri eksperimentu najbolje obnesel format 1, ki je pod temi pogoji skoraj 8%
manjˇsi od osnovnega JSON formata. Pri 25 MB velikosti zapisa formata to
pomeni, da je bil zapis s formatom 1 kar 2 MB manjˇsi kot pri JSON zapisu
formata. Sledil je je format UBJSON, ki je v primerjavi z JSON zapisom
prihranil 2% velikosti zapisa. Ostala dva formata zˇe imata vecˇjo velikost
zapisa kot JSON. BSON pri tej obliki formata zasede malo vecˇ prostora
(1%), najpotratnejˇsi pa je format 2. Ta podatek ni presenetljiv, saj uporablja
dve podatkovni strukturi in zato pri teh testnih okoliˇscˇinah zasede 11% vecˇ
prostora od prvotnega zapisa v JSON formatu.
Format Odstotek povecˇanja/zmanjˇsanja
velikosti pretvorjenih datotek





JSON globina 1 globina 2 globina 3 -
UBJSON -2,03 % -0,65 % 0,78 % -0,63 %
BSON 1,10 % 3,18 % 6,12 % 3,47 %
Format 1 -7,73 % 3,01 % 17,87 % 4,38 %
Format 2 11,23 % 24,65 % 42,60 % 26,16%
Tabela 4.1: Primerjava velikosti zapisa formatov v eksperimentu
Srednje globoki formati so najbolj ustrezen pokazatelj varcˇnosti zapisa
formatov, saj so elementi postavljeni na razlicˇnih globinah. Vsi formati (ra-
zen formata 2) so si v tej primerjavi precej podobni po velikosti. Format UBJ-
SON je v tem primeru edini, pri katerem po pretvorbi njegov zapis postne
manjˇsi kot v JSON formatu. Vendar je razlika pri eksperimentu minimalna
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(manj kot 1%), zato je lahko pri drugacˇnih konkretnih podatkih rezultat
drugacˇen. Podobna situacija je tudi v primerjavi naslednjih dveh formatov,
formata 1 in BSON, ki sta po rezultatih tudi zelo tesno skupaj, njuna velikost
zapisa pa je zˇe vecˇja od JSON-a. Pri BSON zapisih podatkov vecˇjih od 25
MB smo ugotovili, da lahko zapis porabi nekaj kilobajtov vecˇ prostora kot
format 1. Pricˇakovano je razmak med formatom 2 in ostalimi sˇe vecˇji kot
prej. Ta je ob pretvorbi osnovnega JSON formata postal vecˇji za 25%, kar
je zˇe zelo velika poraba prostora.
Globokih JSON formatov je v praksi veliko manj v primerjavi s prejˇsnjima
dvema, saj tak format postane zapleten in tezˇko berljiv. Cˇe format s taksˇno
obliko pretvorimo v ostale formate, je za to najprimernejˇsi sam format JSON.
To lahko pojasnimo s tem, da ostali formati zaradi dodatnih podatkov za
pravilen zapis binarnega formata porabijo nekoliko vecˇ prostora. Druga naj-
primernejˇsa izbira bi bil format UBJSON, saj se je povecˇal za manj kot 1%
od zapisa JSON-a. Nato sledijo sˇe BSON s 6% povecˇanjem prostora, format
1 z 18% in format 2 s kar 42% povecˇanjem velikosti po pretvorbi. Cˇeprav se
je format 1 v prejˇsnjih primerjavah izkazal kot dostojen tekmec uveljavlje-
nim formatom, tukaj zaradi uporabe glav in opisnih podatkov ocˇitno porabi
precej vecˇ prostora.
Vse rezultate smo nato zdruzˇili in dobili sledecˇe rezultate. Format, ki
zasede najmanj prostora po pretvarjanju JSON formata v binarno obliko je
UBJSON, vendar je pri eksperimentu povprecˇno zasedel le 1% manj prostora
kot zapis JSON formata. Nato sledita format BSON in format 1, ki pri teh
podatkih porabita med 3 in 4% vecˇ prostora. Dalecˇ za vsemi pa je format 2, ki
je ob pretvorbi iz JSON formata porabil povprecˇno kar 26% vecˇ prostora kot
prvoten zapis. V grafu 4.2 so predstavljeni delezˇi privarcˇevanega prostora
glede na obliko oz. globino formata nad testnimi podatki. Uposˇtevati je
treba, da bi drugacˇni podatki dali nekoliko drugacˇne rezultate. Vseeno pa



























Slika 4.2: Prikaz delezˇa prihrambe prostora glede na JSON
4.4 Primerjava hitrosti izvedbe operacij
V naslednji analizi smo primerjali hitrost izvajanja izbranih operacij nad
podatki za razlicˇne oblike in velikosti formatov. Test je potekal avtomat-
sko s pomocˇjo programa, ki je zaporedno meril povprecˇne cˇase posameznih
operacij. Program je za vse oblike in velikosti formatov meril cˇase:
• branja formata iz datoteke in gradnje opisanega objekta,
• iskanja izbranega elementa,
• vstavljanja elementa,
• brisanja izbranega elementa in
• razstavljanja objekta v format in zapis v datoteko.
Za iskanje, vstavljanje in brisanje smo najprej nakljucˇno izbrali 5 elemen-
tov na razlicˇnih globinah in lokacijah v formatu, nad katerimi smo izvajali
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omenjene operacije. Izbrani elementi so bili razprsˇeni po celotnem obsegu
formata, operacije pa so vedno bile izvedene nad istimi elementi na istih lo-
kacijah v formatu. S tem smo zagotovili enakovreden test za vse formate. Pri
izboru sˇtevila operacij, se nam je pet operacij zdelo primerno sˇtevilo opera-
cij, ki se zgodijo v praksi nad nekim zapisom. Iz izkusˇenj smo opustili vecˇje
sˇtevilo, saj ponavadi v takem primeru raje sestavimo nov objekt kot da bi
popravili obstojecˇega.
Za cˇim natancˇnejˇse meritve smo merili povprecˇni cˇas treh poganjanj te-
stnega programa za vsak format. S tem smo hoteli zagotoviti iznicˇenje vpliva
trenutnega stanja sistema in dobiti kar se da objektivne rezultate. Vsak korak
testa v programu je bil izveden 30-krat, kar se nam je zdelo primerno sˇtevilo
testov za zagotovitev dovolj natancˇnih rezultatov merjenj petih operacij nad
podatki.
4.4.1 Branje iz datoteke in sestava objekta
Format Hitrosti branja in sestavljanja for-






globina 1 globina 2 globina 3
JSON 430,15 401,57 406,07 412,60
BSON 262,71 263,69 308,06 278,15
UBJSON 555,18 487,23 522,32 521,58
Format 1 11,82 12,43 13,25 12,50
Format 2 14,44 14,14 16,02 14,87
Tabela 4.2: Primerjava formatov po cˇasu branja in sestave objektov
Prva lastnost, ki je razvidna iz tabele rezultatov 4.2 je ta, da oblika
formata ne vpliva bistveno na rezultate testa, kar je opaziti tudi pri pov-
precˇnih cˇasih nad vsemi velikosti. Za najboljˇsa sta se v vseh primerih
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izkazala format 1 in 2, saj sta za branje in sestavljanje objekta potrebovala
manj cˇasa od ostalih. V povprecˇju je bil format 1 vecˇ kot 20-krat hitrejˇsi od
tretjega najhitrejˇsega BSON formata in sˇe enkrat toliko od najpocˇasnejˇsega
UBJSON formata. Opaziti je tudi podobnost, da je razlika pri cˇasu glede na
obliko formata precej manjˇsa pri formatih 1 in 2 kot pri ostalih. Novo raz-
vita formata se razlikujeta tudi po tem, da se cˇas usklajeno povecˇuje glede na
globino objekta. V ostalih primerih je obicˇajno najhitrejˇse branje in sestava


















Slika 4.3: Graf povprecˇnih cˇasov sestavljanja objekta formata iz zapisa
Po prvem testu lahko zakljucˇimo, da sta v primerih branja formata in
sestavljanja v ustrezen javanski objekt z naskokom najprimernejˇsa formata




Format Hitrosti iskanja podatkov v format





globina 1 globina 2 globina 3
JSON 0,17 0,05 0,05 0,09
BSON 0,07 0,05 0,06 0,06
UBJSON 0,16 0,06 0,07 0,10
Format 1 4,38 3,74 1,01 3,04
Format 2 5,12 5,74 1,37 4,08
Tabela 4.3: Primerjava cˇasov iskanja med razlicˇnimi formati
Pri strukturiranih formatih je ena najpomembnejˇsih operacij vsekakor iskanje
podatkov, ki naj se izvede cˇim hitreje. Pri tem testu je priˇslo do vecˇjih razlik
med nasˇtetimi uveljavljenimi in novo razvitimi formati. Formata 1 in 2 sta
bila ob skupnem povprecˇju vseh cˇasov bistveno pocˇasnejˇsa od formata BSON.
Ta je bil pri eksperimentu tudi hitrejˇsi od JSON in UBJSON formata. Na
ta test nekoliko bolj vpliva tudi oblika formata, saj so zanimivo formati z
manjˇso globino malce pocˇasnejˇsi od tistih z vecˇjimi globinami. Vzrok je v
tem, da so objekti v nizˇjih nivojih precej manjˇsi kot v viˇsjih nivojih in imajo
zato v posameznem objektu manj elementov za preiskovanje kakor objekti z
veliko elementi na enem nivoju.
Pri pregledu podrobnejˇsih rezultatov v tabeli 4.3 ugotovimo, da imajo
uveljavljeni formati konstantnejˇsi cˇas pri iskanju podatkov ne glede na veli-
kost formata. V nekaterih primerih je iskanje v vecˇjih formatih celo hitrejˇse
kot pri majhnih velikostih. Za format 1 in 2 to ne velja, saj se cˇas iskanja
pricˇakovano povecˇuje glede na velikost datoteke formata. Sklepamo lahko,
da bi v primeru izbora iskanih elementov na zacˇetku formata oziroma izbora
elementov podatkovnega tipa celo sˇtevilo, formata 1 in 2 dosegla bistveno
boljˇse cˇase iskanja.
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Za najboljˇsi format se je v tem testnem primeru izkazal format BSON,
ki je v vseh pogledih hitrejˇsi od ostalih formatov. Najmanj priporocˇljiva for-
mata za uporabo pri iskanju pa sta formata 1 in 2, saj je cˇas iskanja podatkov
v formatih navkljub napovedim nepricˇakovano velik. To gotovo nakazuje na
slabsˇo implementacijo formatov. Sˇe najbolje sta se ta dva obnesla pri majh-
nih velikostih formatov in najglobljih oblikah formata, vendar sta sˇe vedno
zaostala za ostalimi formati. Primerjavo povprecˇnih cˇasov eksperimenta is-
















Slika 4.4: Graf povprecˇnih cˇasov iskanja podatkov v formatu
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4.4.3 Vstavljanje
Format Hitrosti vstavljanja podatkov v





globina 1 globina 2 globina 3
JSON 0,03 0,03 0,03 0,03
BSON 0,04 0,03 0,04 0,04
UBJSON 0,04 0,03 0,21 0,09
Format 1 83,29 82,54 55,65 73,83
Format 2 164,32 190,40 142,69 165,80
Tabela 4.4: Primerjava cˇasov vstavljanja med razlicˇnimi formati
Tudi pri vstavljanju novih podatkov v zˇe obstojecˇ format analiza prikazˇe
podobne rezultate kot pri iskanju. Kot vidimo v tabeli 4.4 so uveljavljeni
formati tudi v tem segmentu veliko boljˇsi kot formata 1 in 2. Ti imajo v
vseh oblikah in velikostih formatov skoraj konstanten cˇas vstavljanja, zato je
razlika med novo nastalimi formati ponovno zelo velika. Med prvimi tremi
uveljavljenimi formati razlike skorajda ni oziroma je ta samo nekaj tisocˇink.
Pri eksperimentu se je izmed vseh najbolje odrezal format JSON, tik za
njim pa sledi BSON format. UBJSON pa je zaradi nekoliko daljˇsega izmerje-
nega cˇasa pri vstavljanju v srednje globokih formatih malenkost pocˇasnejˇsi,
vendar se razlika skoraj ne pozna. Dalecˇ za vsemi sta format 1, ki je ogromno
zaostal za UBJSON formatom, in format 2, ki je sˇe enkrat toliko pocˇasnejˇsi.
Opaziti je, da uveljavljeni formati najhitreje vstavljajo podatke v srednje
globokih formatih, v formatu 1 in 2 pa je dodajanje elementov v globoke
oblike formata precej hitrejˇse kot v plitvejˇse. Vzrok tega je podoben kot pri
iskanju, saj je treba najprej poiskati lokacijo preden se podatek vstavi, zato
se uporablja enaka metoda kot pri iskanju.
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Pri tem testu je tezˇko izbrati najboljˇsi format, saj so vsi uveljavljeni
formati tesno skupaj. Vsekakor pa je eksperiment dokazal, da za vstavljanje


















Slika 4.5: Graf povprecˇnih cˇasov vstavljanja podatkov v format
4.4.4 Brisanje
Zadnja pomembnejˇsa operacija nad podatki je brisanje podatkov iz formata.
Pricˇakovanja so bila podobna kot pri prejˇsnjem testu in tudi dejanski rezul-
tati, ki jih lahko vidimo v tabeli 4.5, to potrdijo. Ugotovili smo, da imajo vsi
trije uveljavljeni formati JSON, BSON in UBJSON enako implementacijo
brisanja, zato je bil njihov cˇas brisanja za vse oblike in velikosti formatov
identicˇen.
42 Nejc Stopar






globina 1 globina 2 globina 3
JSON 0,02 0,02 0,02 0,02
BSON 0,02 0,02 0,02 0,02
UBJSON 0,03 0,02 0,02 0,02
Format 1 62,19 64,07 30,75 52,34
Format 2 271,12 367,60 476,16 371,63
Tabela 4.5: Primerjava cˇasov brisanja med razlicˇnimi formati
Pricˇakovano sta formata 1 in 2 prav tako veliko zaostala za uveljavljenimi
formati. V formatu 1 je brisanje sicer nekoliko hitrejˇse od vstavljanja, saj ni
potrebnega dodatnega preverjanja prezasedenosti prostora, je pa ta razlika
vseeno velika. Format 2 je za formatom 1 zaostal sˇe vecˇ kot pri vstavlja-
nju, saj je tam potrebno brisati podatke iz dveh struktur, ob tem pa tudi
popravljati kazalce prve strukture, ki kazˇejo na podatke. Pri pregledu rezul-
tatov izstopa obnasˇanje formata 1 v najgloblji obliki formata, saj je 2-krat
hitrejˇse kot v srednje globoki obliki. Podobno lastnost ima tudi format 2, ki
pa je v najplitvejˇsi obliki dvakrat hitrejˇsi kot v najgloblji obliki formata. To
spet lahko pripiˇsemo znacˇilnosti iskanja v formatih, v slucˇaju formata 2 pa
tudi popravljanju kazalcev na podatke. V manjˇsih globinah je pri tem dela
nekoliko manj.
Z grafa 4.6 lahko povzamemo, da so se v tem testu ponovno izkazali vsi
trije uveljavljeni formati JSON, BSON in UBJSON. Razlika med njimi je sˇe
manjˇsa kot pri vstavljanju, tako da ni enoznacˇnega odgovora o najboljˇsem


















Slika 4.6: Graf povprecˇnih cˇasov brisanja podatkov iz formata
4.4.5 Zapis objekta v datoteko
Format Hitrosti razstavljanja objektov for-
mata in zapisovanja (povprecˇja hi-




globina 1 globina 2 globina 3
JSON 526,33 543,75 589,51 553,20
BSON 345,90 361,66 373,21 360,25
UBJSON 340,03 447,89 401,10 396,34
Format 1 151,30 145,25 312,70 203,08
Format 2 54,18 43,78 113,25 70,40
Tabela 4.6: Primerjava formatov po cˇasu razstavljanja objekta in zapisa
formata v datoteko
Zadnji test je meril cˇas pretvarjanja objekta v zapis formata. Kot vidimo
v tabeli rezultatov 4.6 sta se v tem testu ponovno izkazala formata 1 in 2.
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Rezultati so bili zelo podobni rezultatom prvega testa. V tem primeru je
bil format 2 obcˇutno hitrejˇsi od ostalih, saj je bil v povprecˇju mnogo boljˇsi
od ostalih. Drugi najhitrejˇsi je bil format 1, ki je bil precej pocˇasnejˇsi od
prvega. To pomeni, da je delitev formata v dva locˇena zapisa hitrejˇsa kot
enoten zapis. Sledila sta BSON in UBJSON formata, ki pa sta bila sˇe precej
pocˇasnejˇsa od formata 1. Za najpocˇasnejˇsega se je izkazal format JSON, ki
je bil pri eksperimentu s temi podatki kar 8-krat pocˇasnejˇsi od najhitrejˇsega
















Slika 4.7: Graf povprecˇnih cˇasov razstavljanja objekta in zapisa formata v
datoteko
Najprimernejˇsi format za uporabo je v tem primeru pricˇakovano format
2. Vzrok tega je uporaba dveh locˇenih struktur, ki se nekoliko prej razstavijo
in format zapiˇsejo v dve locˇeni datoteki. Kot drugega bi lahko izbrali format
1. Pri podrobnejˇsi analizi se izkazˇe, da je pri krajˇsih zapisih celo hitrejˇsi kot
format 2, vendar razlika nastane le pri veliki kolicˇini podatkov, kjer je format
2 veliko hitrejˇsi. Ostali uveljavljeni formati so zˇe obcˇutno pocˇasnejˇsi.
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4.5 Ugotovitve
Analiza testov je pokazala, da enoznacˇnega odgovora o tem, kateri format je
najboljˇsi, ni. Iz rezultatov pa lahko naredimo nekaj zakljucˇkov in ocenimo
zacˇetne hipoteze.
Prvo zacˇetno hipotezo (ali je binarni format lahko boljˇsi od JSON for-
mata) lahko delno potrdimo. Po rezultatih eksperimenta sta se UBJSON
in BSON precej dobro kosala z rezultati JSON formata. Razen primerjave
velikosti je bil BSON vedno blizu dosezˇkom JSON-a ali boljˇsi, v primeru
primerjave sestavljanja ali razstavljanja objekta v ali iz datoteke pa obcˇutno
boljˇsi. Prav tako je tudi UBJSON zaostal za JSON-om samo pri branju
formata in sestavljanju v objekt.
Drugo hipotezo (ali lahko s svojim novo razvitim formatom uspesˇno kon-
kuriramo zˇe uveljavljenim formatom) pa lahko zavrnemo. V vecˇini primerjav
sta formata 1 in 2 prevecˇ zaostala za uveljavljenimi formati JSON, BSON
in UBJSON. Najuspesˇnejˇsa sta bila na podrocˇju sestavljanja in razstavljanja
objektov iz in v datoteko, povsem pogorela pa sta pri operacijah azˇuriranja
nad podatki. Za tem stojita tudi dva tehtna razloga.
Prvi je implementacija. Novo razvita formata imata popolnoma drugacˇno
implementacijo v programskem jeziku Java od uveljavljenih formatov. Kot
omenjeno so uveljavljeni formati v svojih implementacijah uporabljali razprsˇene
slovarje (angl. HashMap), ki v ozadju delujejo nekoliko drugacˇe in s pomocˇjo
funkcije ucˇinkoviteje iˇscˇejo po zapisih v slovarju. Ta implementacija je odlicˇna
za operacije nad podatki, zamudna pa je pri gradnji in razstavljanju objektov
v in iz datoteke. Novo razvita formata uporabljata preprostejˇso implemen-
tacijo z uporabo primitivnih podatkovnih tipov, zato se ti bolje obnesejo v
operacijah grajenja in razstavljanja objektov, kjer ni dodatnega dela s pre-
tvarjanjem zapisa v dodatne objekte (kot to pocˇnejo slovarji z razprsˇeno
tabelo).
Drugi razlog je sama optimizacija implementacije teh dveh formatov.
Uveljavljeni formati uporabljajo ucˇinkovite iskalne operacije, nova formata
pa uporabljata zanke, ki zaporedno iˇscˇejo podatke, kar je zelo zamudno.
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Poudariti je treba, da rezultate analize lahko potrdimo samo za programski
jezik Java, v drugih programskih jezikih bi lahko priˇsli do nekoliko drugacˇnih
rezultatov.
Izkazalo se je, da je bila nasˇa izhodiˇscˇna ideja, precej optimisticˇna. Resˇitve,
ki se je odlicˇno izkazala pri uporabi nad formatom s celosˇtevilskimi podatki,
tako nismo uspeli posplosˇiti za uporabo nad vsemi podatkovnimi tipi, ki jih
uporablja JSON.
Ugotovili smo, da lahko izberemo najboljˇsi format v tej analizi, cˇe na re-
zultate pogledamo drugacˇe. Sˇe zlasti bi se morali odlocˇiti, za kaksˇne namene
bomo format uporabljali in kaj nam je pri tem najpomembnejˇse. Cˇe se bodo
podatki veliko spreminjali, je priporocˇljiva uporaba zˇe uveljavljenih forma-
tov, saj so veliko boljˇsi pri obdelovanju podatkov. V primeru, da nam je
pomembnejˇse vecˇkratno branje podatkov iz diska in ob tem manjˇsi popravki
formata, bi bili bolj priporocˇljivi novo razviti formati.
Poglavje 5
Zakljucˇek
Diplomska naloga je obsegala primerjavo in analizo binarnih podatkovnih for-
matov z najbolj popularnim formatom JSON. Poleg uveljavljenih formatov
BSON in UBJSON sta bila razvita sˇe dva dodatna binarna formata. Nad
vsemi formati je bila izvedena analiza z uporabo strukturiranih podatkov
razlicˇnih velikosti in oblik, ki izhajajo iz izhodiˇscˇnega zapisa v JSON for-
matu. Analiza je preverjala sestavljanje in razstavljanje formatnega objekta
in operacije azˇuriranja nad podatki v teh formatih.
Predstavljeni so jedrnati opisi vseh petih formatov in razlike med njimi.
V analizi smo potrdili hipotezo, da so v vecˇini primerov binarni formati enako
ali bolj ucˇinkoviti od JSON formata, obenem pa ovrgli hipotezo o razvoju
enostavnega binarnega formata, ki lahko v vseh okoliˇscˇinah konkurira uvelja-
vljenim formatom. Ugotovili smo tudi, da najboljˇsega splosˇnega formata ni,
lahko pa prepoznamo formate, ki so hitrejˇsi za branje in zapisovanje formatov
v datoteko in tiste, ki so boljˇsi pri operiranju s podatki.
Z razvojem dveh novih binarnih formatov smo ugotovili, da z drugacˇnim
vrstnim redom zapisa binarnih podatkov in drugacˇno implementacijo for-
mata lahko delo z dolocˇenimi podatkovnimi formati pod dolocˇenimi pogoji
tudi pohitrimo. Pri tem je kljucˇnega pomena dobra izvedba in optimizacija
delovanja. Dokaz temu je tudi razvoj posebnega formata v podjetju, ki je bil
specializiran samo na podrocˇju celosˇtevilskih podatkov. Prav tako pa se je
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ta format v prakticˇni uporabi uporabljal samo za branje podatkov iz diska
in iskanje dolocˇenih vrednosti. Zato je ocˇitno, da je mogocˇe najti ucˇinkovito
resˇitev za specificˇne zahteve, narediti boljˇsi format v splosˇnem pa je zelo
tezˇko.
Nadaljnje delo na novo razvitih formatih bi bilo usmerjeno predvsem v
optimizacijo kode in preizkus obnasˇanja novo nastalih formatov z uporabo zˇe
obstojecˇih javanskih resˇitev kot je HashMap. Z enako implementacijo novo
nastalih formatov, kot jih imajo zˇe uveljavljeni formati, bi lahko potrdili, v
koliksˇni meri sprememba zapisa formata tudi dejansko vpliva pri operacijah
nad podatki v formatu. Veliko cˇasa bi bilo potrebno posvetiti tudi uporabi
formata v praksi. Tako bi dejansko dobili sˇe boljˇsi obcˇutek za primerjavo,
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