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Tato bakalá°ská práce se zabývá vývojem jednoduché sí´ové po£íta£ové hry. Práce popisuje
základní schéma vývoje po£íta£ové hry. Je v ní také provedena analýza r·zných moºností
sí´ové implementace. Výstupem práce je po£íta£ový program psaný v jazyce C++. K imple-
mentaci sí´ového rozhraní byla pouºita knihovna Boost 1.50.0. Sí´ová komunikace byla
implementována jako architektura klient-server s pomocí protokolu UDP. K implementaci
graﬁckého rozhraní a zvuku byla pouºita knihovna Allegro 5.0.7.
Abstract
This bachelor's thesis describes development of a simple network game. This thesis describes
basic scheme of computer game development. Also an analysis of various implementation
of network is made in this thesis. The output of this work is a computer program written in
the C++ language. For implementation of the network the Boost 1.50.0 library was used.
Network communication was implemented as client-server architecture with usage of the
UDP protocol. For implementation of graphics and sound, the Allegro 5.0.7 library was
used.
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Hry za ú£elem zábavy a vzd¥lávání vznikají jiº od nepam¥ti. Od útlého d¥tství se pak
stávají nedílnou sou£ástí na²eho ºivota. V sou£asnosti existuje velké mnoºství r·zných typ·
her. Hry, které nevyºadují ºádné speciální pom·cky, jako je hra na hon¥nou, hra na
schovávnou a jiné. Dále existuje nep°eberné mnoºství deskových her, karetních her a také
sporty lze za°adit mezi hry. Existují hry ve form¥ takzvaných hracích knih1 a takzvané hry
na hrdiny2, jako je nap°íklad Dra£í doup¥. V neposlední °ad¥ mezi hry musíme za°adit i hry
po£íta£ové. Práv¥ vývojem jedné takové po£íta£ové hry se zabývá tato práce.
Hra nese název Hon na ponorku. Jedná se o jednoduchou arkádovou hru3 pro více
hrá£·. V kapitole 2 je hra formáln¥ popsána, jsou vysv¥tlena její pravidla a je popsán
návrh graﬁckého vzhledu a uºivatelského rozhraní. Kapitola 3 pojednává o teoretické £ásti
z pohledu herní sí´ové komunikace. Jak byla hra nakonec implementována a testována je
popsáno v kapitole 4. Záv¥re£nou kapitolou je kapitola 5, která shrnuje celou práci na h°e,
v¥nuje se jejím klad·m a zápor·m, a také nabízí moºnosti, jak by se hra dala vylep²it
a p°ípadn¥ roz²í°it.
1V angli£tin¥ gamebook.
2V angli£tin¥ role-playing games nebo zkrácen¥ RPG.
3Arkáda je ºánr po£íta£ové hry, zaloºený na jednoduchém a nápaditém konceptu [1].
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Kapitola 2
Popis hry a uºivatelského rozhraní
Jak jiº bylo °e£eno, Hon na ponorku je sí´ová hra pro dva aº ²est hrá£·. Kaºdý z hrá£·
ovládá svou ponorku a má za úkol zni£it ponorky nep°átelské, ovládané ostatními hrá£i.
Hra je kompletn¥ ve 2D. Ponorky jsou vid¥t z pohledu shora a hrá£ nemá moºnost pohled
zm¥nit. Hra funguje pod opera£ním systémem Microsoft Windows. Testovány byly verze
XP, Vista a Windows 7.
2.1 Vlastnosti hry a její pravidla
Jedním z nejd·leºit¥j²ích faktor· ovliv¬ujících hratelnost hry jsou herní vlastnosti. Herními
vlastnostmi je my²leno to, co nám hra umoºní, p°ípadn¥ neumoºní d¥lat. Nap°íklad simu-
látor letadel, který neumoº¬uje s letadlem vzlétnout, by se asi mezi hrá£i p°íli² neuchytil.
Toto je samoz°ejm¥ extrémní p°íklad. Pro hru Hon na ponorku jsou d·leºitými faktory
moºnost ovládaní ponorky a schopnost zne²kodnit protivníka. Ke hratelnosti hry ur£it¥ p°i-
sp¥je v¥t²í mnoºství herních mód·, kdy si kaºdý hrá£ m·ºe vybrat na co má zrovna chu´.
Hra se poté tak rychle neohraje.
2.1.1 Ponorka
P°i vytvá°ení hry bylo vycházeno z toho, ºe ovládání ponorky by m¥lo být jednoduché
a intuitivní. Jedinými moºnostmi hrá£e, jak ponorku ovládat, jsou m¥nit její sm¥r a rych-
lost. Hrá£ m·ºe bu¤ zvy²ovat nebo sniºovat rychlost, p°i£emº rychlost ponorky m·ºe mít
i zápornou hodnotu, coº znamená, ºe ponorka couvá. Zrychlení ponorky je v obou sm¥rech
konstantní. Sm¥r ponorky m·ºe hrá£ jednodu²e m¥nit zatá£ením, kdy ponorka m¥ní sv·j
sm¥r o konstantní úhel za jednotku £asu. Pokud hrá£ nedrºí ºádnou klávesu, rychlost ani
sm¥r ponorky se nem¥ní. Je nutné zmínit, ºe chování ponorky není ovlivn¥no fyzikálními
zákony. Sice by to mohlo zvý²it reálnost hry, ale zvý²ení reálnosti není vºdy spojeno se
zvý²ením hratelnosti. Ponorka m·ºe být zni£ena bu¤ n¥kterou z nep°átelských zbraní nebo
také tím, ºe narazí do p°ekáºky. P°ekáºkou m·ºe být i dal²í ponorka. V takovém p°ípad¥
jsou zni£eny ob¥ ponorky.
2.1.2 Zbran¥
Vzhledem k tomu, ºe se hra týká ponorek, hlavními zbran¥mi jsou v ní torpéda a miny.
Kaºdá ponorka m·ºe st°ílet torpéda sm¥rem dop°edu i dozadu. V ponorce k tomu slouºí
p°ední a zadní komora. Mina m·ºe být nabita do jakékoli komory a je vºdy vypu²t¥na ze
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st°edu ponorky. Hrá£ si musí vybrat komoru p°ed tím, neº za£ne nabíjet. Zm¥na zbran¥ £i
komory po za£átku nabíjení je moºná pouze za cenu zru²ení sou£asného nabíjení. Zbran¥
mohou být nabity v obou komorách, ale musí tak být u£in¥no postupn¥. První musí být
dokon£eno nabíjení jedné komory, a pak aº lze nabít druhou. Na za£átku kola nemá hrá£
nabitou ani jednu komoru. Kaºdá zbra¬ má jinou dobu nabíjení a jiné vlastnosti. Typy
zbraní, které byly ve h°e pouºity, jsou vypsány v p°íloze B.
2.1.3 Mapy
Pod pojmem mapa je my²leno herní prost°edí ve kterém se ponorky pohybují. Mapa obsa-
huje dv¥ hlavní £ásti: pevninu a mo°e. Mo°e je prostor, ve kterém se ponorka m·ºe pohy-
bovat. Pevnina je prostor, kam ponorka vjet nem·ºe a ani torpédo skrz pevninu neprojede.
Dobrá mapa p°ispívá k hratelnosti a zábavnosti hry a je dobré mít v¥t²í mnoºství map, aby
se hrá£·m tak rychle neomrzely. Ve h°e je mapa náhodn¥ vygenerována vºdy na za£átku
kola. Skládá se z kruhových oblastí o prom¥nlivém polom¥ru, které vypl¬ují p°ibliºn¥ jednu
sedminu mapy. Vygenerovaná mapa je vid¥t na obrázku 2.1.
Obrázek 2.1: Vygenerovaná mapa
2.1.4 Herní módy
Pro Hon na ponorku byly navrºeny dva herní módy: Standard a DeathMatch. Hrát je ov²em
moºné pouze v módu Standard.
• Standard - Hraje se v²ichni proti v²em na kola. Délka jednoho kola je £asov¥ omezená
(nastavitelná na serveru). Pokud je hrá£ova ponorka zni£ena, musí £ekat do za£átku
dal²ího kola. Kolo kon£í pokud p°eºije pouze jeden hrá£, nebo pokud vypr²í £asový
limit kola. Kolo ov²em nekon£í okamºit¥, ale s ur£itou prodlevou. Hrá£i tak mohou
být zni£eni i po skon£ení kola. Kdo na konci kola p°eºije, p°ipí²e si výhru.
• DeathMatch - Hraje se v²ichni proti v²em, jako v módu Standard. Rozdíl je, ºe pokud
je hrá£ova ponorka zni£ena, objeví se okamºit¥ znovu ve h°e a hrá£ m·ºe pokra£o-
vat. Protoºe hrá£ po zni£ení nemá nabito ºádné torpédo, je tak v nevýhod¥ oproti
ostatním. Proto je hrá£ vºdy po znovuobjevení t°i vte°iny nesmrtelný.
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2.2 Uºivatelské rozhraní hry
Reálné rozli²ení hry je 1440× 900 pixel·. Toto rozli²ení se ov²em p°izp·sobuje sou£asnému
rozli²ení obrazovky. To m·ºe zp·sobit roztaºení hry v n¥kterém sm¥ru kv·li jinému pom¥ru
stran. Hra nemá ºádné menu, a proto se ve²keré nastavení musí zadat pomocí konﬁgura£ního
souboru. D·leºité jsou v²ak pouze t°i údaje: IP adresa serveru, port, na kterém hra na
serveru b¥ºí a jméno hrá£e. Po spu²t¥ní hry se hrá£ p°ipojí rovnou na server a m·ºe hrát.
M·ºe se stát, ºe server je plný a hrá£ se na n¥j nem·ºe p°ipojit (obrázek 2.2a), nebo se na
server nedá p°ipojit v·bec (obrázek 2.2b).
(a) Server je plný (b) Server nenalezen
Obrázek 2.2: Chybové zprávy pokud se na server nelze p°ipojit
Po startu nové hry hrá£ ovládá svou ponorku pomocí klávesnice. Nastavení ovládání je
zobrazeno v tabulce 2.1. B¥hem hry si kaºdý hrá£ m·ºe zobrazit tabulku se skóre, která
pro kaºdého hrá£e zobrazuje po£et vyhraných kol, po£et jeho frag·1 a po£et jeho smrtí.
Hrá£ova ponorka je zobrazena ºlut¥, nep°átelské ponorky jsou £ervené. Na spodní stran¥
obrazovky je zobrazen informa£ní panel, v jehoº levé £ásti je zobrazena nejd·leºit¥j²í £ást
rozhraní a to, které zbran¥ má hrá£ v sou£asnosti nabity, p°ípadn¥ nabíjeny, a také kte-
rou komoru (p°ední/zadní) má hrá£ zvolenou. Komory jsou zobrazeny jako ²ipky vedoucí
z p°ední a zadní £ásti ponorky. Vybraná komora je znázorn¥na tak, ºe její ²ipka se zbarví
zelen¥. Druhá ²ipka je pak £ervená. Pokud se nabíjí zbra¬, je u komory, do které se nabíjí,
zobrazena zkratka daného typu zbran¥ a tato zkratka je vypsána ºlut¥. Také se zobrazuje
£as do nabití zbran¥. Ve chvíli kdy je zbra¬ nabita, zm¥ní se barva zkratky na zelenou. Jak
hra celkov¥ vypadá je zobrazeno na obrázku 2.3. Jsou zde i uvedeny popisky k jednotlivým




Zato£ení doleva ipka doleva
Zato£ení doprava ipka doprava
Vyst°elení torpéda Mezerník
Výb¥r p°ední komory Q
Výb¥r zadní komory A
Výb¥r zbran¥ pro nabití ísla 14
Zobrazení tabulky se skóre Tab
Ukon£ení hry Esc
Tabulka 2.1: Standardní ovládání hry
1Frag je výraz, který se v po£íta£ové terminologii pouºívá pro bod získaný za zne²kodn¥ní protivníka.
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Obrázek 2.3: Vzhled hry s popisky
Uºivatelské rozhraní serveru Proto, aby hrá£i mohli hrát, musí být vytvo°en server,
který zprost°edkovává ve²kerou komunikaci. Server je realizován jako jednoduchá konzolová
aplikace a je ho moºné ovládat p°íkazy. Kompletní tabulka p°íkaz· je zobrazena v p°íloze A.




V této kapitole je pouºíváno základních sí´ových termín· bez jejich podrobného vysv¥tlo-
vání. Pokud £tená° nemá velké zku²enosti se sít¥mi, m·ºe mít s pochopením n¥kterých £ástí
této kapitoly problémy.
Sí´ová komunikace je jednou z nejd·leºit¥j²ích a nejsloºit¥j²ích £ástí hry. Dobrá imple-
mentace sí´ové komunikace m·ºe (ale nemusí) znamenat, ºe hratelnost hry bude dobrá. Na
druhou stranu ²patná implementace tém¥° zaru£uje, ºe hratelnost bude ²patná a hrá£ tedy
nebude spokojen. Existuje mnoho aspekt·, které musí být zváºeny p°edtím, neº se za£ne
sí´ová komunikace implementovat.
3.1 IPv4 nebo IPv6?
Jedním z prvních rozhodnutí, co se sí´ové komunikace tý£e, je výb¥r Internetového proto-
kolu. V praxi se nabízejí pouze dv¥ moºnosti a to bu¤ IPv4 a nebo IPv6.
P°estoºe bylo dlouho jasné, ºe adresový prostor IPv4 bude v blízké dob¥ vy£erpán1,
podpora IPv6 nerostla zdaleka tak rychle jak se p·vodn¥ p°edpokládalo. Velká v¥t²ina
sí´ových her stále pouºívá pouze IPv4, ale n¥které z nov¥j²ích her uº také podporují nebo
se chystají podporovat IPv6, nap°íklad World of Warcraft. Podpora IPv6 je ale vºdy spí²e
dopl¬kem IPv4 neº aby hra byla vytvo°ena p°ímo pro IPv6. Problém IPv6 je také slabá
podpora ze strany poskytovatel· Internetového p°ipojení. Ti je²t¥ necítí nutnost investovat
do podpory IPv6.
A£koli by podpora IPv6 ve h°e Hon na Ponorku mohla být uºite£ná, hra IPv6 nepodpo-
ruje. Implementace hry v²ak brala v potaz moºnost podpory IPv6, a tak nic nebrání jejímu
pozd¥j²ímu p°idání.
3.2 UDP nebo TCP?
Zvolení správného Internetového protokolu se zna£n¥ odvíjí od typu hry, pro kterou má
být tento protokol pouºit. A£koli existují i jiné protokoly neº TCP a UDP, jejich vyuºití
pro herní sí´ovou komunikaci je mizivé. Jak TCP tak i UDP má pro pouºití ve hrách své
výhody a nevýhody.
1Stalo se tak 3. února 2011, kdy organizace IANA spravující IPv4 adresy, p°id¥lila poslední z nich.
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3.2.1 TCP
TCP by se na první pohled mohl jevit jako ideální protokol pro jeho spolehlivost a správné
°azení paket·. Jelikoº ale funguje nad nespolehlivým protokolem IP, musí být tyto vlastnosti
za°ízeny speciálními mechanismy. Práv¥ tyto mechanismy a jejich reºie zp·sobují, ºe je TCP
nevhodným protokolem pro n¥které typy her.
Prvním problémem TCP je, ºe data jsou p°ená²ena jako tok bajt·. Protoºe IP p°ená²í
data v paketech, musí TCP samo data do paket· rozd¥lovat. Intern¥ TCP data shromaº-
¤uje, a kdyº je p°ipraveno dostate£né mnoºství dat, ode²le je v jednom paketu. To m·ºe
být problém pokud mají být posílány velmi malé balí£ky dat. TCP se m·ºe rozhodnout, ºe
va²e data neode²le, dokud se jich neshromáºdí ur£ité mnoºství. Poté m·ºe vzniknout neºá-
doucí zpoºd¥ní. Tento problém lze vy°e²it nastavením moºnosti TCP zvané TCP_NODELAY,
která zp·sobí, ºe TCP ne£eká na shromáºd¥ní dostate£ného mnoºství dat, ale odesílá je
okamºit¥. Bohuºel i p°esto má TCP dal²í vlastnosti, které jsou pro sí´ové hry neºádoucí.
K nalezení dal²ího problému je nutné si uv¥domit, jak TCP zaji²´uje spolehlivost p°enosu
dat. Jak jiº bylo °e£eno, TCP rozd¥luje tok dat do paket· a tyto pakety jsou poté znovu
sestaveny do toku dat na druhé stran¥ p°enosového kanálu. Co se ale stane, pokud se paket
ztratí? Pakety jsou na druhé stran¥ dále p°ijímány, ale nemohou být zpracovány dokud není
doru£en chyb¥jící paket. Odesílatel první musí zjistit, ºe paket nedorazil a poté musí znovu
paket odeslat. Tato procedura op¥t vytvá°í neºádoucí zpoºd¥ní.
TCP by ov²em nem¥lo být zatracováno. I p°es jeho nedostatky vzhledem k sí´ovým
hrám je i tak £asto vyuºíván. Nap°íklad tahové hry (deskové hry, karetní hry, . . . ) tém¥°
bez výjimky vyuºívají TCP. U t¥chto her si pravd¥podobn¥ ani nev²imnete, ºe nastala pro-
dleva p°i komunikaci mezi jednotlivými hrá£i. Navíc spousta moderních real-time2 strategií
(RTS) jako je Starcraft, Warcraft a také spousta MMORPG (Massive(ly)-Multiplayer On-
line Role-Playing Game) jako je World of Warcraft funguje s pouºitím TCP. Dalo by se
polemizovat, je-li TCP pro n¥které z t¥chto her správnou volbou (nap°íklad studie An Em-
pirical Evaluation of TCP Performance in Online Games [6]). Nicmén¥ není sporu o tom,
ºe sí´ová komunikace v t¥chto hrách funguje natolik dob°e, ºe je hrají milióny hrá£· po
celém sv¥t¥.
Z vý²e uvedeného vyplývá, ºe i p°es ob£asné v¥t²í zpoºd¥ní doru£ení paket· se dá TCP
vyuºívat u her, a to dokonce také u real-time her. Velké zpoºd¥ní je nejv¥t²ím problémem
u her, u kterých je o£ekávána opravdu rychlá odezva. Mezi takovéto hry pat°í FPS3. V FPS
hrách je d·leºité, aby byla hra co nejplynulej²í a nejaktuáln¥j²í (stav hry jak jí vidí hrá£
by se nem¥l p°íli² li²it od skute£ného stavu hry), a pro to se TCP úpln¥ nehodí. Jednodu²e
°e£eno z pohledu hrá£e vás nezajímá, co se stalo p°ed vte°inou. Chcete mít vºdy nejnov¥j²í
moºné informace o stavu hry.
3.2.2 UDP
UDP vytvá°í pouze tenkou vrstvu nad protokolem IP a oproti TCP nemá prakticky ºádné
vlastní mechanismy. Jedinou jistotou, kterou UDP poskytuje, je ta, ºe datagram (UDP
paket) je doru£en bu¤ celý v po°ádku, nebo není doru£en v·bec. Pokud je tedy odeslán
datagram o velikosti 200 bajt·, nehrozí, ºe by bylo doru£eno nap°íklad pouze 100 bajt·.
A£koli je UDP vyuºíváno práv¥ pro jeho jednoduchost, tém¥° v²echny hry mají vlastní
mechanismy pro zaji²t¥ní aspo¬ ur£ité spolehlivosti p°enosu. Nicmén¥ tyto mechanismy
2Hry, které se odehrávají v reálném £ase a reagují okamºit¥ na akce uºivatele.
3Zkratka FPS pochází z anglického First Person Shooter a v £e²tin¥ se pro tyto hry pouºívá nej£ast¥ji
vágní termín st°íle£ka. Jedná se o hry kdy hrá£ vidí hru z pohledu o£í jeho herní postavy.
9
bývají speciﬁcké vºdy pro danou hru, protoºe pro kaºdou hru se li²í d·leºitost ur£itých
událostí. Pokud se nap°íklad ztratí paket z informací, ºe uºivatel opustil hru, je ºádoucí, aby
byl tento paket poslán znova. Naproti tomu paket s informací o stisknutí klávesy uºivatelem
nemusí být st¥ºejní a jeho ztráta m·ºe být ignorována.
Pom¥rn¥ velkým nedostatkem UDP ov²em je to, ºe postrádá kontrolu toku dat (ﬂow
control) a kontrolu zahlcení (congestion control). Kontrola toku dat se stará o to, aby nebylo
p°etíºeno cílové za°ízení. Pokud je jedno ze za°ízení rychlej²í, nemusí druhé za°ízení stíhat
zpracovávat v²echna data, která první za°ízení ode²le. Kontrola zahlcení zase zabra¬uje p°e-
tíºení sít¥. K zahlcení m·ºe nap°íklad dojít, pokud více za°ízení sdílí jeden uzel (nap°íklad
router) a posílají takové mnoºství dat, které router není schopen zpracovávat. Ve chvíli kdy
je router p°etíºen, dojde k obrovskému úpadku kvality p°ipojení. Proto TCP podporuje
kontrolu zahlcení a snaºí se takovýmto situacím p°edcházet. Je vºdy dobré alespo¬ n¥jakou
kontrolu zahlcení a kontrolu toku implementovat i pod UDP.
3.2.3 Jiné moºnosti
Jako jedna z dal²ích moºností se nabízí kombinace UDP a TCP, kdy data, která mají být
spolehliv¥ doru£ena, jsou posílána pomocí TCP a data citlivá na okamºité doru£ení pomocí
UDP. Toto je samoz°ejm¥ moºné a v praxi se u n¥kterých her i pouºívá. Nicmén¥ tato
kombinace má n¥která úskalí. Jedno z nich je zmín¥no v £lánku Characteristics of UDP
Packet Loss Eﬀect of TCP Traﬃc [10]. lánek zmi¬uje problém, který by se zjednodu²en¥
dal vysv¥tlit tak, ºe TCP protokol si pro sebe zabírá prostor a dochází pak k £ast¥j²í ztrát¥
UDP paket·. Dále u kombinace TCP a UDP m·ºe vzr·st sloºitost zpracování p°íchozích
dat. Jak jiº ale bylo zmín¥no, tyto problémy neznamenají, ºe nelze vytvo°it kvalitní sí´ovou
komunikaci vyuºívající kombinace TCP s UDP.
Dal²í moºností pak je vyuºít jiný protokol transportní vrstvy. Existuje °ada protokol·,
které by se dali pro sí´ovou komunikaci vyuºít: DCCP (Datagram Congestion Control Pro-
tocol) [RFC 4340], RTP (Real-time Transport Protocol) [RFC 3550] nebo SCTP (Stream
Control Transmission Protocol) [RFC 4960]. Na jejich podrobnou analýzu bohuºel není
v této publikaci místo.
3.2.4 Zvolený protokol
Jelikoº je hra Hon na Ponorku hrou, od které se o£ekávají rychlé reakce, a také po zváºení
v²ech výhod a nevýhod jednotlivých protokol·, byl pro implementaci zvolen protokol UDP.
Protokol TCP by se v²ak dal také pouºít, protoºe dne²ní sít¥ a Internet jsou natolik spo-
lehlivé, ºe by jeho nevýhody byly z velké v¥t²iny potla£eny. Jedinou opravdovou nevýhodou
pro TCP by pro tuto hru mohlo být v¥t²í mnoºství zasílaných dat, kv·li jeho v¥t²í hlavi£ce.
3.3 Typ sít¥ z pohledu komunikace hrá£·
Sí´ová komunikace mezi hrá£i probíhá ve velké v¥t²in¥ na základ¥ dvou architektur.
3.3.1 Peer-to-Peer
Peer-to-Peer (P2P) architektura je postavena na vzájemné komunikaci hrá£·, kdy jeden
hrá£ p°ímo posílá data ostatním hrá£·m. Základní idea je hru abstrahovat do série tah·
(lockstep). V²echny p°íkazy uºivatele jsou pak zpracovány na za£átku kaºdého tahu [5].
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Jako p°íklad uºivatelského p°íkazu m·ºe slouºit nap°íklad p°esunutí jednotky nebo za£átek
konstrukce budovy. Tento typ komunikace trpí z herního pohledu hned n¥kolika nedostatky.
Za prvé hrá£i musí být n¥jak synchronizovaní, aby hra kaºdého z nich byla ve stejném
stavu. Toto je moºné za°ídit u tahových her, u kterých jsou stavy hry jasn¥ dány. Problém
nastává u sloºit¥j²ích her. U t¥ch je nutné za°ídit, aby byly deterministické do té míry,
ºe akce uºivatele se promítne stejn¥ jak do jeho hry, tak do hry v²ech ostatních hrá£·.
Tohoto chování je velmi sloºité dosáhnout u komplikovan¥j²ích her. I malý rozdíl s postupem
£asu m·ºe p°er·st v rozdíl zna£ný (efekt motýlích k°ídel). Sta£í vzít v potaz po£ítání £ísel
s pohyblivou °ádovou £árkou, které na r·zných po£íta£ových architekturách m·ºe dávat
rozdílné výsledky.
Dal²ím problémem P2P architektury nastává ve chvíli, kdy se hrá£ chce p°ipojit do
jiº probíhající hry. Aby byl zachován determinismus, hrá£ musí získat kompletní stav hry,
v£etn¥ v²ech moºných náhodných prom¥nných, které mohly být vygenerovány na za£átku
hry. A£koli to je technicky moºné, není to p°íli² £asté práv¥ kv·li sloºitosti zachytit a zaslat
kompletn¥ deterministickou po£áte£ní pozici uprost°ed jiº probíhající hry.
Posledním z problém·, které budou zmín¥ny je podvád¥ní (cheating). V P2P architek-
tu°e m·ºe být pro n¥které typy her sloºité odhalit, zda n¥který z hrá£· nezasílá ostatním
upravená data, a tím nevylep²uje svou pozici.
3.3.2 Klient-Server
Architektura klient-server pouºívá jeden po£íta£, který je ozna£ován jako server. Ten spra-
vuje celou hru v£etn¥ komunikace hrá£·, kte°í jsou v této architektu°e ozna£ováni jako
klienti. Jelikoº celá hra doopravdy existuje pouze na serveru, není nutné, aby hra byla do-
konale deterministická. Klienti jsou vícemén¥ pouze terminály, které zobrazují stav hry na
serveru a interagují s ním.
V £istém klient-server modelu klient nesimuluje ºádnou logiku hry. Jediné co d¥lá je,
ºe zasílá uºivatelské akce na server. Server tyto akce provádí a zasílá klientovi nový stav
hry. Problémem tohoto modelu je, ºe klient se nový stav hry dozví aº po ur£ité dob¥. Ta
je závislá na kvalit¥ p°ipojení k serveru a uº i pom¥rn¥ malé zpoºd¥ní se hrá£i promítne
pomalou reaktivitou hry. Tento problém je °e²en takzvanou klientskou predikcí4. Problém
bude popsán dále v této kapitole (sekce 3.4.1).
Architektura klient-server má je²t¥ jednu skrytou výhodu. Velké mnoºství uºivatel·
se v Internetu nachází za p°eklada£em sí´ových adres (NAT), jako je nap°íklad router.
Protoºe nemají ve°ejnou adresu, není moºné se k t¥mto uºivatel·m p°ipojit p°ímo (pokud
nemají router speciáln¥ nastaven). Tím, ºe je pouºit server, tento problém odpadá. Klient
se p°ipojuje na server a vytvo°í ve svém NAT kanál pro komunikaci a p°íchozí pakety pak
mohou být sm¥rovány ke klientovi. Tato technologie se nazývá hole punching. Server sám
ov²em musí mít ve°ejnou IP adresu.
3.3.3 Zvolená architektura
Jelikoº hra Hon na Ponorku není hrou tahovou a není ji dost dob°e moºné rozd¥lit na
posloupnost tah·, byla pro ni zvolena architektura klient-server. Tím se hra vyhne pro-
blém·m spojeným s P2P. Na druhou stranu si p°inese problémy spojené s architekturou
klient-server. Jako typ serveru byl zvolen takzvaný dedikovaný server.
4V angli£tin¥ se pouºívá termín client-side prediction.
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Dedikovaný server je server, který b¥ºí jako samostatný program odd¥len od klienta.
U n¥kterých her je moºné hru spustit a nechat ostatní uºivatele p°ipojit se k vám do va²í hry.
To dedikovaný server neumoº¬uje práv¥ proto, ºe b¥ºí mimo klienta. V²ichni klienti se musí
k serveru p°ipojit. Výhodou dedikovaného serveru je, ºe m·ºe být spu²t¥n na odd¥leném
po£íta£i a má tak výpo£etní sílu celého po£íta£e. P°ípadn¥, pokud hra není výpo£etn¥
náro£ná, m·ºe na jednom po£íta£i být spu²t¥no více server·. Nenastane také situace, ºe
hrá£ chce ukon£it hru a tím ukon£í i server. Klienti se jednodu²e od serveru mohou odpojit,
ale hra na n¥m z·stane po°ád funk£ní.
3.4 Problémy architektury klient-server
Jak jiº bylo nastín¥no, architektura klient-server není dokonalá. Tato sekce se v¥nuje jejím
nejv¥t²ím problém·m a moºnostem jak tyto problémy °e²it. V této sekci bylo mimo jiné
vycházeno ze £lánk· Source Multiplayer Networking [2] a Latency Compensating Methods
in Client/Server In-game Protocol Design and Optimization [4].
3.4.1 Predikce na stran¥ klienta
Prvním problém vzniká ze samotné podstaty jak architektura klient-server funguje. Vez-
m¥me nap°íklad situaci, kdy klient stiskne klávesu pro pohyb. Tato akce se odehraje v £ase
t = 0 ms, kdy hrá£ stojí na sou°adnicích (0, 0). Akce je odeslána na server. Pokud po£ítáme
s dobrým p°ipojením, doba cesty paketu mezi klientem a serverem m·ºe být 50 ms. Budeme
p°edpokládat, ºe zpracování zprávy serverem a její promítnutí do hry nezabere ºádný £as.
Pohyb hrá£e se promítne tak, ºe se p°esune na pozici (1, 0). Klient poté obdrºí novou pozici
od serveru v £ase t = 100 ms. Hrá£ tedy musí £ekat 100 ms neº se pohne (obrázek 3.1).
Toto zpoºd¥ní se samoz°ejm¥ zásadn¥ promítne do hratelnosti.
Obrázek 3.1: Ilustrace problému zp·sobeného zpoºd¥ním mezi klientem a serverem
Problém zpoºd¥ní mezi klientem a serverem °e²í predikce na stran¥ klienta. Její podstata
je v tom, ºe klient jednodu²e p°edpokládá, ºe zpráva bude serveru doru£ena. Za p°edpo-
kladu, ºe hra je deterministická (aspo¬ do ur£ité míry), m·ºe poté klient simulovat sv·j
pohyb stejn¥ jako kdyby dostal okamºit¥ potvrzení od serveru (obrázek 3.2). Tohoto me-
chanismu je vyuºíváno velice £asto, aniº by si hrá£i uv¥domovali, ºe se n¥co d¥je. Ve chvíli
kdy hrá£ stiskne klávesu pro pohyb za£ne se okamºit¥ hýbat. Tento mechanismus funguje
dob°e, protoºe v¥t²ina paket· je opravdu serveru doru£ena.
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Obrázek 3.2: Predikce na stran¥ klienta pro jednu akci
Co se ale stane, pokud by se hrá£ pohnul podruhé je²t¥ p°edtím, neº by bylo od serveru
potvrzeno první posunutí? Tento problém ilustruje obrázek 3.3. V této situaci by se sou-
°adnice, které klient obdrºí od serveru li²ily od t¥ch p°edpokládaných, a protoºe je server
autoritativní, klient by musel své sou°adnice nastavit podle serveru. Vzáp¥tí ov²em p°ijde
potvrzení druhého pohybu a klient se musí op¥t posunout. Ve h°e by to znamenalo, ºe
se hrá£ z jeho pohledu p°esune, pak se p°esune o krok zp¥t a následn¥ op¥t vp°ed. To je
samoz°ejm¥ nep°ípustné, ale °e²ení tohoto problému není n¥jak sloºité.
Obrázek 3.3: Predikce na stran¥ klienta pro dv¥ akce
Kaºdá zpráva musí mít sekven£ní £íslo a klient si musí zprávy pamatovat, dokud nejsou
potvrzeny ze strany serveru. Jakmile p°ijde ze serveru potvrzení n¥jaké zprávy, klient m·ºe
tuto a v²echny zprávy s niº²ím sekven£ním £íslem vymazat ze své pam¥ti. Poté musí znovu
provést klientskou predikci pro v²echny akce, které provedl po akci, která byla práv¥ po-
tvrzena. Tento systém ilustruje obrázek 3.4. Uºite£nou vlastností tohoto zp·sobu predikce
je, ºe se vypo°ádá i s výpadky paket·. Pokud vypadne potvrzující paket, nenastává v·bec
ºádný problém. Pokud vypadne paket s klientskou akcí, z pohledu hrá£e dojde k posunu,
který za°ídí predikce. Server ov²em nic nepotvrdí a ztráta se projeví aº p°i potvrzování dal²í
akce. Server totiº nedostal zprávu o první akci a tak provede pouze akci druhou. Z pohledu
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hrá£e dojde k skokové zm¥n¥ pozice, ale dále jiº v²e bude fungovat v po°ádku. P°i pouºití
nespolehlivého p°enosu mezi klientem a serverem tomuto bohuºel nejde zabránit.
Obrázek 3.4: Predikce na stran¥ klienta pro dv¥ akce s ukládáním zpráv
Predikce z pohledu klienta je vynikající v¥c, která zna£n¥ zlep²uje pocit z hraní, ale
má i svá úskalí a m·ºe zp·sobovat situace, které se hrá£·m neznalým sí´ové implementace
hry mohou zdát zvlá²tní. Pokud se nap°íklad v FPS h°e hrá£ snaºí schovat za roh p°ed
druhým hrá£em, který po n¥m st°ílí, m·ºe se mu stát, ºe bude zabit ze svého pohledu aº
za rohem. Z jeho pohledu se totiº uº za roh dostal, ale to je jen klientská predikce. Jeho
protihrá£ po n¥m vyst°elil je²t¥ p°ed rohem. Prodleva mezi klienty a serverem pak umoºnila
se hrá£i pohybovat, i kdyº byl z pohledu serveru vlastn¥ uº trefen. Tento fenomén, který
je proklínán mnoha hrá£i FPS her, má ov²em je²t¥ jednoho viníka, který se na n¥m podílí
v¥t²í m¥rou neº klientská predikce. Tímto viníkem je takzvaná interpolace.
3.4.2 Extrapolace a interpolace
Neº budou vysv¥tleny termíny extrapolace a interpolace, musí být ukázáno, pro£ jsou v·bec
pot°eba. Model komunikace, který byl popsán v p°edchozí sekci, má ale trhliny. Ty nejsou
patrné pokud zkoumáme komunikaci klient-server z pohledu jediného klienta. Problém se
ukáºe aº s p°idáním dal²ího klienta. Pro ilustraci pouºijeme p°edchozí p°íklad s pohybem
klienta. Nyní ale p°edpokládáme, ºe zm¥na pozice nenastává okamºit¥, ale jedná se o plynulý
p°esun z jedné pozice na druhou, který trvá 50 ms. Na klientovi 1, který pohyb vykonává,
je moºné pohyb provád¥t plynule, protoºe klient o n¥m ví. Ostatním klient·m ov²em ze
serveru p°ijde aº nová pozice klienta 1. Problém je zobrazen na obrázku 3.5. V zásad¥ ho
lze °e²it dv¥ma variantami: extrapolací5 nebo interpolací.
Extrapolace se snaºí odhadnout pohyb hrá£e na základ¥ jeho p°edchozího pohybu. Nut-
ným poºadavkem pro její fungování je, aby objekty hry, které mají být extrapolovány,
nemohly nárazov¥ m¥nit sv·j stav. Takovou hrou mohou být nap°íklad závody aut. Auta
obvykle nemohou m¥nit nárazov¥ svou rychlost ani sm¥r. Je tedy moºné p°edpokládat,
5V literatu°e je také pouºívám anglický termín Dead reckoning.
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Obrázek 3.5: Ukázka jak je klient vid¥n z pohledu jiného klienta
ºe pokud se auto pohybuje ur£itou rychlostí, bude se p°ibliºn¥ touto rychlostí pohybovat
i nadále a je tedy moºné odhadnout jeho budoucí pozici.
Interpolace £erpá z jiº známých informací o stavu herních objekt·. Nesnaºí se zjistit
jak se budou objekty pohybovat v budoucnosti. Místo toho pouze aproximuje jejich pohyb
mezi známými kroky v minulosti. Ve chvíli, kdy klient obdrºí nový stav objektu, nep°esune
objekt hned na toto místo. Místo toho vychází ze známého stavu objektu v minulosti
a pouze simuluje p°esun z tohoto stavu do obdrºeného stavu. Tento zp·sob má jednu
obrovskou nevýhodu a to tu, ºe hrá£ pak vidí stavy ostatních hrá£· (objekty) v minulosti.
P°i interpolaci je d·leºitý parametr, o jak velký £asový úsek mají být ostatní objekty
zpoºd¥ny. Toto £íslo závisí na tom, jak £asto server posílá nové stavy hry a musí být v¥t²í,
neº £asový úsek mezi jednotlivými aktualizacemi od serveru. Kdyby £as interpolace byl
men²í, nep°i²el by nový stav od serveru v£as. Pokud tedy server posílá nové stavy kaºdých
100 ms, £as interpolace by m¥l být v¥t²í neº 100 ms. Pokud se navíc chceme vyhnout
problém·m p°i ztrát¥ paketu, m¥l by tento £as být více neº dvojnásobný (> 200 ms).
Pokud by do²lo k v¥t²ímu výpadku mezi klientem a serverem, klientovi by vypr²el £as
pro interpolaci a nev¥d¥l by, jak se bude stav objekt· m¥nit dále. V takovou chvíli lze bu¤
pouºít extrapolaci nebo jednodu²e objekty nechat v posledním známém stavu.
Nejv¥t²ím problémem interpolace tedy je, ºe hrá£ vidí ostatní v minulosti. To m·ºe
zp·sobit zna£né problémy nap°íklad u FPS her, kdy se snaºíte treﬁt jiného hrá£e, ale st°ílíte
vlastn¥ po jeho stínu z minulosti. Tento problém °e²í takzvaná kompenzace zpoºd¥ní6.
Kompenzace zpoºd¥ní je technika, která £áste£n¥ smazává problémy interpolace. Nej-
lépe ji lze vysv¥tlit na p°íkladu FPS hry. Jak jiº bylo °e£eno, hrá£ ve skute£nosti nevidí
ostatní hrá£e v p°ítomnosti, ale vidí jejich pozici v minulosti (stín). Pokud na takovýto stín
vyst°elí, nemusí se tedy treﬁt, protoºe hrá£ se jiº mohl p°emístit. Tento problém kompenzace
zpoºd¥ní °e²í tak, ºe pokud server zjistí, ºe hrá£ po n¥kom st°ílí, vypo£ítá si z historie stav·
hry, kde byly v²echny objekty v dob¥ této st°elby pro st°ílejícího hrá£e. Poté se aº rozhodne,
6V angli£tin¥ se pouºívá termín Lag compensation.
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jestli hrá£ druhého hrá£e treﬁl nebo ne a p°ípadn¥ tuto skute£nost promítne do sou£asného
stavu. Jak funguje interpolace a kompenzace zpoºd¥ní je ukázáno na obrázku 3.6.
Obrázek 3.6: Obrázek pochází ze hry Counter-Strike: Source a byl po°ízen na serveru se zpoºd¥ním 200 ms. ervený
obrys postavy ukazuje pozici postavy v dob¥, kdy po ní hrá£ st°ílel. Modrý obrys pak ukazuje pozici jak ji aproximoval
server z dostupných informací. Lze vid¥t, ºe v dob¥ kdy hrá£ registruje zásahy je postava daleko za místem, kde byla
zasaºena.
3.4.3 Synchronizace klient· se serverem
Protoºe mezi klienty a serverem existuje r·zné a navíc prom¥nlivé zpoºd¥ní, je prakticky
nemoºné klienty se serverem zcela synchronizovat av²ak £áste£ná synchronizace moºná je.
Naivní pohled na fungování serveru by mohl být ten, ºe server p°i kaºdém obdrºení zprávy
od klienta vypo£ítá nový stav hry a po²le jej okamºit¥ zp¥t klientovi. To by v praxi ale
znamenalo velkou zát¥º pro procesor serveru a také sí´. Místo toho server simuluje hru
v diskrétních £asových krocích. V kaºdém kroku pak zpracovává v²echny zprávy od uºi-
vatel·, simuluje logiku hry a na konci kaºdého kroku posílá nový stav uºivatel·m. Takto
dostanou v²ichni uºivatelé stejný stav hry.
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Kapitola 4
Implementace hry a testování
V této kapitole bude popsáno, jak byl implementován server i samotná hra. K implementaci
byl vyuºit jazyk C++ a vývojové prost°edí Microsoft Visual Studio 2010.
4.1 Pouºité knihovny
P°i vývoji byly pouºity knihovny Boost 1.50.0 a Allegro 5.0.7.
4.1.1 Boost
Knihovna Boost je vlastn¥ souborem knihoven, které pokrývají ²irokou ²kálu problém·.
N¥které z t¥chto knihoven dokonce pronikly do standardu C++. Ve h°e byly nejvíce vyuºity
knihovny Boost.Asio pro práci se sítí, Boost.Thread pro práci s vlákny a pro serializaci
dat posílaných p°es sí´ Boost.Serialization.
4.1.2 Allegro
Knihovna Allegro je knihovna specializovaná na programování her v jazycích C a C++.
Poskytuje prost°edky £asto vyuºívané v programování her. Je to multiplatformní knihovna
a ve h°e byla vyuºita nap°íklad pro práci s uºivatelským vstupem, graﬁkou, zvukovými
efekty nebo £asova£i.
4.2 Herní objekty
Herní objekt je kaºdý objekt, na který m·ºeme ve h°e narazit. Hlavními objekty jsou hrá£i,
zbran¥ a mapa. V²echny herní objekty mají stejné základní rozhraní, aby s nimi mohlo být
jednodu²e manipulováno. Diagram t°íd týkající se herních objekt· je zobrazen na obrázku
4.1.
4.2.1 Graﬁcká reprezentace objekt·
Kaºdý objekt, má-li být vid¥t, musí mít svou graﬁckou reprezentaci. Pro tento ú£el byla
vytvo°ena t°ída Sprite.
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Obrázek 4.1: Diagram t°íd herních objekt·
Sprite Tato abstraktní t°ída p°edstavuje graﬁckou reprezentaci objektu a deklaruje dv¥
hlavní metody:
void draw ( double x , double y , double d i r e c t i o n ) ;
void update ( double dt ) ;
Metoda draw vykresluje objekt na dané pozici a v daném sm¥ru. Metoda update pak pouze
aktualizuje stav objektu, protoºe graﬁcká reprezentace objektu se m·ºe v £ase m¥nit. Tyto
metody jsou volány z odpovídajících metod t°ídy Critter, p°ípadn¥ z jejích potomk·.
StaticSprite, DynamicSprite, AutoAnimatedSprite Tyto t°ídy deﬁnují typ graﬁcké
reprezentace objektu. Zatímco StaticSprite je nem¥nný obrázek, DynamicSprite se m·ºe
m¥nit v £ase nebo na základ¥ stavu objektu. AutoAnimatedSprite je pak p°edem £asov¥ na-
stavená animace, která se vyuºívá nap°íklad u animací explozí (t°ída Explosion). V²echny
t°ídy p°ímo nebo nep°ímo vyuºívají t°ídy BitmapImage.
Animation Tato t°ída je vyuºívaná ve t°íd¥ DynamicSprite a p°edstavuje t°ídu pro
animaci. Obsahuje pole snímk· (t°ída AnimationFrame), kdy kaºdý snímek má ur£itou
£asovou délku. Poté na základ¥ uplynulého £asu mohou být snímky procházeny. Je ale také
moºné nebrat na £as ohled a snímky vybírat na základ¥ jiných p°edpoklad·, nap°. stavu
herního objektu. Kaºdý snímek vyuºívá t°ídy BitmapImage.
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BitmapImage T°ída BitmapImage je abstrakcí nad strukturou ALLEGRO_BITMAP, kterou
poskytuje knihovna Allegro. Poskytuje funkce pro snadn¥j²í práci s bitmapy a je vyuºívána
pro vykreslování v²ech herních objekt·.
4.2.2 Fyzická reprezentace objekt·
Fyzickou reprezentací objektu jsou my²leny jeho fyzikální vlastnosti a ve²kerá logika jeho
chování.
GameObject Základní t°ídou je abstraktní t°ída1 GameObject. Tato t°ída deklaruje dv¥
metody:
void draw ( void ) ;
void update ( double dt ) ;
Jak jiº jejich názvy napovídají, metoda draw je ur£ena pro vykreslení objektu a metoda
update pro jeho aktualizaci. Metoda update pak p°ijímá jako parametr desetinné £íslo,
které zna£í mnoºství £asu, uplynulého od poslední aktualizace v sekundách.
Critter Z t°ídy GameObject d¥dí t°ída Critter, která p°edstavuje základní reprezentaci
pro v²echny herní objekty. Tato t°ída obsahuje atributy pro polohu objektu, jeho sm¥r,
rychlost, id objektu a také ukazatel na graﬁckou reprezentaci (t°ída Sprite) tohoto objektu.
Jelikoº server nepot°ebuje graﬁckou reprezentaci, je pomocí direktiv preprocesoru atribut
pro graﬁckou reprezentaci zahrnut pouze u klienta. Metoda draw, která vyuºívá graﬁcké
reprezentace je pak u serveru pomocí direktiv preprocesoru upravena tak, aby ned¥lala
nic. Metoda update provádí aktualizaci pozice pomocí Eulerovi metody, kdy délka kroku
odpovídá uplynulému £asu, který se p°edává jako argument metod¥ update. Pozice je poté
vypo£ítána jako:
x = x+ v × cosα× δt
y = y + v × sinα× δt
kde x a y jsou sou°adnice objektu, v je jeho rychlost, α je jeho sm¥r v radiánech a δt je
uplynulý £as.
Explosion T°ída Explosion reprezentuje explozi. Její graﬁcká reprezentace je automa-
tická animace (t°ída AutoAnimatedSprite). T°ída je vyuºívaná p°i explozích zbraní a po-
norek. A£koli by exploze mohla teoreticky být pouze graﬁckou animací, není tomu tak.
Exploze byla implementována jako objekt, kv·li moºnosti, ºe bude interagovat s dal²ími
objekty. Nap°íklad by exploze sama o sob¥ mohla zni£it ponorku v jejím okolí.
Weapon, Torpedo, Mine Weapon je abstraktní t°ída reprezentující zbra¬. Nejd·leºit¥j-
²ími atributy jsou id hrá£e, který tuto zbra¬ vypustil, a také typ zbran¥. V této t°íd¥ jsou
deklarovány dv¥ metody, které umoº¬ují navigování zbraní:
void ac tua l i z eTarge t ( Player ∗ const p laye r ) ;
void nav igate ( void ) ;
1Fakticky je GameObject rozhraní, protoºe pouze deklaruje metody, ale v C++ lze vytvá°et pouze t°ídy
nikoli rozhraní.
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Metoda actualizeTarget p°ijímá jako argument ukazatel na objekt hrá£e a ukládá si
informace o tom, jak navigovat zbra¬ k tomuto objektu. Tyto informace jsou vyuºívány
p°i op¥tovném volání metody k tomu, aby bylo vyhodnoceno, zda je nový cíl lep²ím cílem
neº cíl starý. Metoda navigate poté tyto informace pouºívá pro upravení stavu zbran¥.
Abstraktní t°ídy Torpedo a Mine reprezentují torpédo respektive minu a ob¥ d¥dí z t°ídy
Weapon.
Submarine T°ída Submarine reprezentuje ponorku. Jejími nejd·leºit¥j²ími atributy jsou
atributy pro zm¥nu stavu ponorky, jako je na nap°íklad zrychlování, zpomalování a zatá-
£ení. Dal²ími atributy jsou atributy, které ur£ují, která komora ponorky je v sou£asnosti
vybrána, která je nabíjena a která zbra¬ je nabíjena, p°ípadn¥ nabita. Ponorka má deﬁno-
vánu maximální rychlost vp°ed a vzad, kdy rychlost vzad m·ºe dosáhnout maximáln¥ 80%
rychlosti vp°ed. Zrychlení a rychlost otá£ení jsou deﬁnovány jako konstanty. T°ída má tyto
d·leºité metody:
Weapon ∗ const f i r e ( void ) ;
Explos ion ∗ const des t roy ( void ) ;
Metoda fire na základ¥ vybrané komory a zbran¥ v této komo°e vytvo°í nový objekt, který
reprezentuje zbra¬ vyst°elenou z ponorky. Ukazatel na tento objekt je vrácen jako návratová
hodnota této funkce. Metoda destroy slouºí ke zni£ení ponorky. Metoda pat°i£n¥ zm¥ní
stav ponorky a jako návratovou hodnotu vrací ukazatel na objekt exploze.
4.2.3 Hlavní objekty
Hlavní objekty jsou nejd·leºit¥j²í objekty pouºité ve h°e.
Player T°ída Player d¥dí ze t°ídy Submarine a reprezentuje hrá£e. Kaºdý hrá£ má své
unikátní id, které je mu p°id¥leno serverem.
Map Tato t°ída reprezentuje mapu. Mapa je implementována jako pole náhodn¥ vygene-
rovaných kruh·. Mapa se generuje ve t°ech krocích:
void s ta r tGenera t ing ( void ) ;
void addProtectedArea ( i n t x , i n t y , i n t r ) ;
void generateNew ( void ) ;
Prvním krokem je metoda startGenerating, která mapu inicializuje. Druhým krokem je
p°idávání chrán¥ných území pomocí metody addProtectedArea. Ta jako argumenty p°ebírá
sou°adnice a polom¥r kruhu s nímº nesmí kolidovat ºádná vygenerovaná £ást mapy. Tyto
informace ukládá do pole chrán¥ných území. Tímto je zaji²t¥no, ºe mapa neblokuje místo,
kde se objeví hrá£ova ponorka. T°etím a posledním krokem je vlastní generování mapy po-
mocí metody generateNew. Tato metoda generuje kruhy s náhodnou pozicí a polom¥rem2.
Kaºdý vygenerovaný kruh je zkontrolován, zda nekoliduje s n¥kterým chrán¥ným územím.
Pokud ne, je tento kruh p°idán do pole kruh· dané mapy. Pokud ano, je vygenerován nový
kruh. Plocha v²ech validních kruh· je s£ítána a kruhy jsou generovány do té doby, neº
celková plocha vygenerovaných kruh· p°ekro£í 17 celkové plochy mapy. Vykreslování mapy
pomocí metody draw funguje tak, ºe se bitmap pro jeden kruh mapy vykreslí pro kaºdý
kruh mapy podle jeho velikosti a pozice.
2Polom¥r má maximum a minimum deﬁnované jako konstanty ve t°íd¥ Map.
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StandardTorpedo, NavigatedTorpedo, StandardMine, NavigatedMine Tyto t°í-
dy reprezentují ve²keré zbran¥ implementované ve h°e. StandardTorpedo je torpédo (d¥dí
ze t°ídy Torpedo), které má konstantní rychlost a sm¥r. NavigatedTorpedo je torpédo,
které je pomalej²í neº StandardToredo, ale má automatické navád¥ní. To funguje tak, ºe
se pro kaºdý z moºných cíl· spo£ítá úhel mezi sm¥rem torpéda a pozicí cíle (obrázek 4.2).
Torpédo se poté navádí na cíl , který je pod nejmen²ím úhlem. StandardMine je mina (d¥dí
ze t°ídy Mine), která z·stává na míst¥, kam byla hrá£em umíst¥na. NavigatedMine je mina,
která z·stává na svém míst¥, dokud se k ní nep°iblíºí ponorka na ur£itou vzdálenost. Tato
vzdálenost je deﬁnována jako konstanta a pokud ji ponorka p°ekro£í, mina se konstantní
rychlostí za£ne pohybovat sm¥rem k ponorce a za£ne ji honit.
Obrázek 4.2: Výpo£et úhlu pro navigované torpédo
4.3 Detekce kolizí
Pro detekci kolizí slouºí t°ída CollisionShape, jejíº instanci obsahuje v sob¥ kaºdý objekt.
4.3.1 CollisionShape
Tato t°ída tvo°í kolizní tvar objektu. Tento tvar je tvo°en skupinou kruh·, které jsou
uspo°ádány vºdy tak, ºe pokrývají co nejlépe daný objekt. Pro sníºení výpo£etní náro£nosti,
existuje je²t¥ jeden kruh, který byl pojmenován aproxima£ní a ten pokrývá celý objekt.
Instance t°ídy CollisionShape je vygenerována po kaºdé aktualizaci objektu, protoºe
p°i kaºdé aktualizaci m·ºe objekt zm¥nit svou pozici £i sm¥r. Pro tuto £innost existuje
metoda generateCollisionShape. Kaºdá t°ída, jejíº instance mají speciﬁcký kolizní tvar,
obsahuje svou vlastní deﬁnici této metody. Vzhled kolizního tvaru pro ponorku je zobrazen
na obrázku 4.3.
Obrázek 4.3: Kolizní tvar pro ponorku
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Metoda collidesWith, která p°ijímá jako argument instanci t°ídy CollisionShape,
vypo£ítává, zda spolu dv¥ instance kolidují. První zjistí, zda spolu kolidují aproxima£ní
kruhy obou instancí. Pokud ano, testuje kaºdou dvojici kruh·, které tvo°í kolizní tvary
daných instancí. Kolize mezi kruhy nastane, pokud vzdálenost jejich st°ed· je v¥t²í neº
sou£et jejich polom¥r· (rovnice 4.1).
r1 + r2 >
√
(x1 − x2)2 + (y1 − y2)2 (4.1)
4.3.2 Dynamické zji²´ování typu objektu
Jelikoº kaºdý typ objektu m·ºe mít p°i kolizi s ostatními typy r·zné chování, je nutné
b¥hem kolize v¥d¥t, jaké typy objekt· spolu kolidují. Poté m·ºe být zavolána p°íslu²ná
funkce. Pro vy°e²ení tohoto problému byla pouºita metoda double dispatch.
Pro ilustraci jak tato metoda funguje uvaºujme následující situaci. Máme abstraktní
t°ídu, která reprezentuje chemickou látku X a pak máme 3 t°ídy, které p°edstavují 3 r·zné
chemické látky A, B a C. My chceme vytvo°it funkci, které lze p°edat jakékoli látky a ona
provede jejich reakci:
void r e a c t i on (X ∗ const x1 , X ∗ const x2 ) ;
e²ení tohoto problému v C++ pak vypadá takto:
void AwithA( void ) {// Reakce A s A}
void AwithB( void ) {// Reakce A s B}
void AwithC( void ) {// Reakce A s C}
void BwithB( void ) {// Reakce B s B}
void BwithC( void ) {// Reakce B s C}
void CwithC( void ) {// Reakce C s C}
c l a s s X {
v i r t u a l void reactWith (X ∗ const x ) = 0 ;
v i r t u a l void reactWith (A ∗ const a ) = 0 ;
v i r t u a l void reactWith (B ∗ const b) = 0 ;
v i r t u a l void reactWith (C ∗ const c ) = 0 ;
} ;
c l a s s A : pub l i c X {
v i r t u a l void reactWith (X ∗ const x ) { x−>reactWith ( t h i s ) ; }
v i r t u a l void reactWith (A ∗ const a ) { AwithA ( ) ; }
v i r t u a l void reactWith (B ∗ const b) { AwithB ( ) ; }
v i r t u a l void reactWith (C ∗ const c ) { AwithC ( ) ; }
} ;
c l a s s B : pub l i c X {
v i r t u a l void reactWith (X ∗ const x ) { x−>reactWith ( t h i s ) ; }
v i r t u a l void reactWith (A ∗ const a ) { AwithB ( ) ; }
v i r t u a l void reactWith (B ∗ const b) { BwithB ( ) ; }
v i r t u a l void reactWith (C ∗ const c ) { BwithC ( ) ; }
} ;
c l a s s C : pub l i c X {
v i r t u a l void reactWith (X ∗ const x ) { x−>reactWith ( t h i s ) ; }
v i r t u a l void reactWith (A ∗ const a ) { AwithC ( ) ; }
v i r t u a l void reactWith (B ∗ const b) { BwithC ( ) ; }
v i r t u a l void reactWith (C ∗ const c ) { CwithC ( ) ; }
} ;
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void r e a c t i on (X ∗ const x1 , X ∗ const x2 ) { x1−>reactWith ( x2 ) ; }





X ∗ const x1 = &a ;
X ∗ const x2 = &b ;
r e a c t i on ( x1 , x2 ) ;
. . .
Ve funkci reaction první dojde k volání metody A::reactWith(X * const x). V této
metod¥ pak dojde k volání metody B::reactWith(A * const a). Tato metoda uº pak volá
p°ímo funkci AwithB(), coº je i to, co bychom o£ekávali. Stejným zp·sobem pak funguje
implementace detekce kolizí ve h°e.
4.4 Implementace sí´ové komunikace
Sí´ová komunikace byla implementována pomocí knihovny Boost.Asio, která poskytuje
abstrakci nad sokety a pomocí knihovny Boost.Serialization, která poskytuje funkce
pro serializaci a deserializaci dat. Jediným problémem této knihovny je, ºe serializace dat
probíhá jejich p°epsáním do textové podoby. Tím je sice zaru£ena dobrá p°enositelnost, ale
£asto to také vede k nadm¥rné velikosti dat. Pro serializaci vlastních t°íd musí být vytvo°ena
speciální funkce, která ur£uje, která data mají být serializována a poté deserializována.
4.4.1 Pr·b¥h komunikace
P°i posílání dat p°es sí´ musí být vytvo°en archiv, do kterého jsou tato data uloºena. Po°adí
v jakém jsou data uloºena je stejné s po°adím, v kterém pak musí být data z archivu na-
£tena. Pro rozpoznávání dat byla implementována t°ída MessageHeader, která p°edstavuje
hlavi£ku zprávy. V této hlavi£ce je uloºen typ zprávy a jedna prom¥nná pro £íslo zprávy.
Toto £íslo slouºí r·zn¥ u r·zných typ· zpráv, ale nej£ast¥ji je vyuºito jako sekven£ní £íslo
zprávy. Toho je poté moºné vyuºít pro rozpoznání star²í zprávy, která p°i²la mimo po°adí.
Jelikoº tato zpráva obsahuje stará data, jsou tato data u n¥kterých typ· zpráv zahozena.
P°íjemce zprávy podle typu zprávy uloºeného v hlavi£ce pozná, jaká dal²í data mohou být
ze zprávy na£teny.
Standardní pr·b¥h komunikace je zobrazen na obrázku 4.4. Zobrazuje navázání spojení,
posílání zpráv v hlavní smy£ce b¥hem hry a ukon£ení komunikace.
P°i p°ipojování m·ºou krom¥ úsp¥²ného p°ipojení nastat dal²í situace. Pokud server
neodpoví, vypr²í £asova£ u klienta a zobrazí se zpráva, ºe server neodpovídá. Pokud server
klienta nem·ºe p°ijmout, odpoví mu zprávou o zamítnutí p°ipojení a v takovém p°ípad¥
se klientovi zobrazí zpráva, ºe server je plný. Dal²í zvlá²tní situace m·ºe nastat, pokud je
server ukon£en. V takovém p°ípad¥ jsou pomocí speciální zprávy informováni v²ichni klienti
a ve h°e se jim vypí²e zpráva o ukon£ení serveru. Hra z·stane nadále spu²t¥na, ale nebude
fungovat logika serveru ani propojení s dal²ími hrá£i.
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Obrázek 4.4: Standardní pr·b¥h komunikace mezi klientem a serverem
4.4.2 T°ídy pouºívané pro zasílání dat
Pro kaºdou ze t°íd, jejíº n¥která data m¥la být posílána, byla vytvo°ena t°ída reprezentující
práv¥ tato data. Pro t°ídu Player existuje t°ída PlayerState, která obsahuje informace
o stavu hrá£e. V²echny booleovské atributy byly pro u²et°ení místa uloºeny do jedné pro-
m¥nné jako pole bit·. Jediná hrá£ská data, která klient posílá na server, jsou práv¥ stavy
hrá£e dopln¥né o £as hry, ze kterého daný stav pochází. Dal²í t°ídou, jejíº instance jsou
posílány p°es sí´, je t°ída PlayerInfo. Ta v sob¥ obsahuje t°ídu PlayerState, ale krom¥
stavu hrá£e obsahuje i jeho id, pozici, rychlost a sm¥r. Vytvá°í tak kompletní informace
o hrá£i. T°ída Player pak má metody, které umoº¬ují, aby byla aktualizována ze t°íd
PlayerState a PlayerInfo. Protoºe v²ak server je autoritativní a n¥které stavy hrá£e by
nem¥lo být moºné p°epsat klientem, existují pro aktualizaci stavu hrá£e dv¥ funkce, z nichº
jedna aktualizuje v²echny atributy hrá£e, ale druhá pouze n¥které.
Dále pro t°ídu Weapon existuje t°ída WeaponInfo a pro zasílání informací o skóre byla vy-
tvo°ena t°ída GameScore. Ta zasílá data jako pole skóre jednotlivých hrá£· ve form¥: jméno
hrá£e, po£et vít¥zství, po£et frag·, po£et smrtí. D·leºitou t°ídou je také t°ída GameState,
která obsahuje v²echny informace o aktuálním stavu hry. Ta obsahuje pole instancí t°ídy
PlayerInfo, pole instancí t°ídy WeaponInfo a také £asové razítko kdy byl tento stav vytvo-
°en. Práv¥ tuto t°ídu zasílá server v²em klient·m a je také vyuºívána serverem pro ukládání
stav· hry.
4.5 Implementace serveru
Server b¥ºí ve t°ech vláknech. Jedno vlákno slouºí pro terminál, ve kterém jsou zpracovávány
uºivatelské p°íkazy. Ve druhém vlákn¥ probíhá p°ijímání dat ze sít¥ a ve t°etím b¥ºí odesílání
dat a logika hry. Terminál je implementován tak, ºe £eká na uºivatelský vstup a ten se
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poté pokusí rozpoznat jako p°íkaz. Vlákno pro p°ijímání zpráv po p°ijetí zprávy extrahuje
z této zprávy hlavi£ku a zjistí její typ. Podle typu pak provede pat°i£nou £innost. Hlavní
a nejsloºit¥j²í £ástí serveru je logika hry (sekce 4.5.2).
Server obsahuje mimo jiné seznam klient·. Klient je do seznamu p°idán poté, co se
serverem úsp¥²n¥ naváºe komunikaci. Je mu poté p°id¥leno ID, které ho jednozna£n¥ iden-
tiﬁkuje. Tuto funkci plní t°ída Client. Ta také obsahuje informace jako je £as poslední
p°ijaté zprávy (pro zji²t¥ní, zda klient nep°estal komunikovat), po£et výher, frag· a smrtí
klienta, jeho jméno, ale také frontu herních akcí, které od n¥j byly serverem p°ijaty. Kaºdý
klient také má svou instanci t°ídy Player, která reprezentuje jeho ponorku.
4.5.1 Zji²´ování globální IP adresy
Jelikoº zji²´ování globální IP adresy není triviální záleºitost, musela být pro n¥j vytvo°ena
speciální funkce. Pro získání globální IP adresy je vyuºito webového stránky:
http://automation.whatismyip.com/n09230945.asp
Tato webová stránka vypisuje va²i IP adresu. Sta£í tedy zaslat HTML dotaz GET3 a z obdr-
ºené webové stránky pak pouze vyextrahovat IP adresu. Jediným problémem je, ºe pokud
p°estane tento server fungovat, p°estane fungovat i funkce pro zji²t¥ní globální IP adresy.
4.5.2 Logika hry
Ve²kerá logika hry se odehrává na serveru. Logiku hry tvo°í smy£ka, která probíhá v ur£itém
£asovém intervalu. Ten je udáván £asova£em. V kaºdém £asovém intervalu je logice hry
p°edán uplynulý £as od poslední aktualizace. Zde je zevrubné popsání jejího algoritmu:
1. Zji²´ování stavu hry
2. Aktualizace kalendá°e akcí
3. Nalezení vhodného záznamu stavu hru
4. Aktualizace hry
5. Detekce kolizí
6. Uloºení stavu hry
7. Odeslání stavu hry hrá£·m
Zji²´ování stavu hry
Zji²´ování stavu hry je popsáno algoritmem 4.1.
Pokud p°i zji²´ování stavu hry dojde algoritmus k p°íkazu Ukon£it, znamená to, ºe
logiku hry není nutné v tuto chvíli provád¥t.
3GET se pouºívá pokud chce klient získat obsah webové stránky.
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Algoritmus 4.1 Zji²´ování stavu hry
if Logika hry je aktivní then
if Po£et hrá£· = 0 then
Zastavit logiku hry
Ukon£it
else if StavHry 6= KonecKola then
Spo£ítat po£et ºivých a neºivých hrá£·.
if Po£et ºivých hrá£· ≤ 2 and Po£et neºivých hrá£· ≥ 0 then
StavHry := KonecKola
P°idat výhru hrá£i, který p°eºil
asKonceKola := asKola + TrváníKonceKola
else










if StavHry = FreezeTime then
Aktualizovat asKola
if asKola < DélkaFreezeTime then
Ukon£it
else
Odstranit v²echny akce hrá£· které nastaly b¥hem freeze-timu
Zru²it freeze-time
Nastavit správn¥ £as kola
Aktualizace kalendá°e akcí a nalezení vhodného záznamu stavu hru
Aktualizace probíhá tak, ºe se v²echny akce hrá£·, které dorazily na server p°idají do
kalendá°e akcí. Kalendá° akcí je se°azený podle herního £asu, kdy jednotlivé akce nastaly.
Zárove¬ jsou odstran¥ny v²echny akce, které jsou star²í neº 1 vte°ina od aktuálního £asu
hry. Také akce, jejichº £as p°edbíhá £as hry o více neº vte°inu, jsou odstran¥ny. Toto nastává
ob£as p°i ukon£ení kola, kdy hrá£i posílají je²t¥ akce z minulého kola, ale b¥ºí jiº kolo nové.
Poté je vypo£ítán na základ¥ sou£asného £asu hry a £asu uplynulého od poslední aktuali-
zace ﬁnální £as pro tuto aktualizaci (se£tením t¥chto £as·). Do tohoto £asu bude simulována
logika hry. Jelikoº od hrá£· p°icházejí i akce, které prob¥hly vzhledem k aktuálnímu £asu
hry na serveru v minulosti, musí být server schopný vrátit se v £ase do posledního stavu
hry p°ed ur£itým £asem akce. Pokud tedy byly p°ijaty od hrá£· n¥jaké akce, je nalezena ta
z nich, která má nejniº²í £as. Poté je v seznamu snímk· stavu hry nalezen poslední validní
stav, který p°edcházel dané akci. Hra je p°esunuta do tohoto stavu.
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Aktualizace hry a detekce kolizí
V kalendá°i akcí je nalezena první, která nastává po aktuálním £ase hry. Poté se postupn¥
procházejí v²echny akce v kalendá°i aº do doby, neº £as akce p°ekro£í ﬁnální £as pro tuto
aktualizaci nebo pokud v kalendá°i akcí jiº ºádné akce nejsou. Pro kaºdou z t¥chto akci je
pak vypo£ítán £as, který uplynul, a v²echny objekty hry jsou aktualizovány o tento £as.
Poté je akce provedena. Nakonec se objekty hry aktualizují o £as, který zbývá do ﬁnálního
£asu pro tuto aktualizaci.
Detekce kolizí je první provedena pro v²echny hrá£e. První se kontroluje, zda hrá£
koliduje s n¥kterým dal²ím hrá£em. Poté, jestli koliduje s n¥kterou zbraní. Pokud ano, je
hrá£i, který zbra¬ vypustil, p°idán jeden frag. Nakonec se kontroluje kolize hrá£e s mapou.
Pokud byl hrá£ b¥hem detekce kolizí zni£en, je mu p°i£tena jedna smrt. Po kolizích hrá£·
se kontrolují v²echny zbran¥, zda nekolidují s mapou. V p°ípad¥ ºe ano, je zbra¬ zni£ena.
Uloºení stavu hry a odeslání stavu hry hrá£·m
Stav hry obsahuje informace o v²ech hrá£ích, o v²ech zbraních a £as hry, ve kterém byl tento
stav vytvo°en. Stav je uloºen na konci kaºdé aktualizace, p°i£emº první stav je vytvo°en
na za£átku kola, p°ed první aktualizací. Po kaºdé aktualizaci je vytvo°ený stav odeslán
postupn¥ v²em hrá£·m. Pokud se n¥jak b¥hem aktualizace zm¥nilo skóre hry, je hrá£·m tato
informace odeslána, stejn¥ jako v²echny informa£ní zprávy o událostech, které na serveru
nastaly (jako nap°íklad p°ipojení nebo odpojení hrá£e).
4.6 Implementace klienta
Klient b¥ºí ve dvou vláknech. Jedno vlákno slouºí pro p°ijímání zpráv a jedno pro samotnou
hru. K implementaci klienta byla vyuºitá série t°íd, z nichº kaºdá spravuje n¥kterou z £ástí
hry.
4.6.1 SoundManager
T°ída SoundManager, jak jiº název napovídá, spravuje zvuky. Stará se o p°ehrávání hudby,
která hraje v pr·b¥hu celé hry a také poskytuje funkci pro p°ehrání zvukových efekt·
v podob¥ explozí.
4.6.2 ResourceManager
T°ída ResourceManager spravuje ve²keré prost°edky pot°ebné ve h°e, krom zvuk·. Je im-
plementována jako jediná£ek4, aby ji mohli vyuºívat v²echny ostatní t°ídy.
ResourceManager p°i svém vytvo°ení na£te z p°edem deﬁnovaných soubor· obrázky pro
v²echny objekty hry, v²echny pot°ebné fonty a vytvo°í v²echny pot°ebné animace. Kaºdý
z obrázk·, font· a animací je pak uloºen jako atribut. Tyto jsou pak dostupné pomocí
pat°i£ných funkcí. Tyto funkce vracejí referenci na daný atribut, a tak je moºné m¥nit
fonty, obrázky i animace za b¥hu hry. ResourceManager také poskytuje statickou funkci
pro na£tení bitmapu ze souboru.
4Návrhový vzor jediná£ek je znám¥j²í pod anglickým pojmem Singleton a jedná se o t°ídu, které lze
vytvo°it pouze jedinou instanci. Tato instance je globální a je tak dostupná z celého programu.
27
4.6.3 GraphicManager
T°ída GraphicManager se stará o problematiku spojenou s graﬁkou. Jejími nejd·leºit¥j²ími
metodami jsou:
void beginDrawing ( void ) ;
void f in i shDrawing ( double current_time ) ;
Metoda beginDrawing je pouºita vºdy, p°ed za£átkem vykreslování na obrazovku. Tato
metoda inicializuje v²e pot°ebné pro vykreslování a po jejím zavolání m·ºe za£ít vykres-
lování objekt·. Vykreslování bylo implementováno tak, aby mohlo být pouºito pro jaké-
koli rozli²ení. Hra má pouze jedno rozli²ení a funkce beginDrawing ve skute£nosti p°epne
místo, kam se bude vykreslovat z obrazovky na bitmap, který existuje jako atribut t°ídy
GraphicManager. Tento bitmap má velikost stejnou jako je rozli²ení hry. Celá hra je tak
vykreslena na tento bitmap. Metoda finishDrawing je pouºita pro ukon£ení vykreslování
a aº tato metoda ve skute£nosti vykreslí v²e na obrazovku. Provádí to tak, ºe bitmap, na
který byla hra vykreslena, roztáhne na aktuální rozli²ení obrazovky. To pak m·ºe zp·sobit
mírnou deformaci vzhledu hry. Metoda finishDrawing p°ijímá jako argument sou£asný £as
a to proto, aby mohla vypo£ítávat reálný po£et snímk· vykreslených za sekundu.
4.6.4 InputManager
InputManager je t°ída, která se stará o uºivatelský vstup a vyuºívá pro to t°ídy GameAction.
T°ída GameAction p°edstavuje herní akci jako je t°eba zato£ení vlevo, zrychlení, atd. Kaºdá
akce má své jméno a také identiﬁkátor aktivity. Ten speciﬁkuje, zda je akce aktivní po
celou dobu nebo pouze jednou a poté m·ºe být znova aktivní aº po deaktivaci. Jako p°íklad
m·ºe být uveden rozdíl mezi zrychlením a vyst°elením zbran¥. Pokud drºíme tla£ítko pro
zrychlení, p°ejeme si aby bylo aktivní po celou dobu stisknutí. U výst°elu ze zbran¥ tomu
tak není (i kdyº také m·ºe být u jiného typu hry). Pokud stiskneme klávesu pro výst°el,
p°ejeme si, aby výst°el prob¥hl pouze jednou. To, ºe je klávesa stisknuta del²í £as, by na
po£et výst°el· nem¥lo mít vliv. T°ída GameAction pak obsahuje metodu isActive, která
zji²´uje zda je daná akce hry aktivní.
InputManager poté obsahuje pole ukazatel· na akci hry, kdy kaºdý prvek pole je mapo-
ván na jednu klávesu klávesnice. Pokud klávesa nic ned¥lá, má ukazatel hodnotu nullptr.
Standardn¥ jsou nastaveny základní klávesy, ale t°ída obsahuje metodu pro nastavení akce
na nové klávesy. D·leºitou metodou je metoda processEvent, která zpracovává událost vy-
volanou stiskem klávesy tak, ºe upravuje pat°i£né akce hry, pokud se jich daný stisk klávesy
týká.
4.6.5 NetworkManager
T°ídou pro správu sí´ové komunikace je NetworkManager. K navázání spojení slouºí metoda
connect, která se pokusí p°ipojit na zadaný server a vyvolá výjimku p°i selhání p°ipojení.
Pokud je p°ipojení navázáno, je vytvo°eno vlákno, které se stará o p°íjem zpráv od serveru.
Pokud jsou p°ijata data, jsou uloºena a je vyvolána událost (event), která je zachycena
v hlavní smy£ce hry, a která má typ podle typu p°ijatých dat.
NetworkManager inicializuje po p°ipojení k serveru £asova£, který vyvolává události,
zna£ící, ºe by m¥l být serveru odeslán sou£asný stav hrá£e. Tyto události jsou op¥t za-
chycovány hlavní smy£kou hry, ale pro odeslání dat na server je vyuºíván NetworkManager.
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Konkrétn¥ jsou pouºívány metody sendGameEvent, pokud hrá£ zm¥nil sv·j stav a sendIdle
pokud hrá£ sv·j stav nezm¥nil.
4.6.6 GameObjectManager
T°ída GameObjectManager spravuje ve²keré herní objekty hry. Stará se jak o jejich aktua-
lizaci, tak o jejich vykreslování. Hlavními objekty hry jsou pak:
• Informa£ní panel, na kterém jsou zobrazeny v²echny informace o hrá£i
• Pozadí hry (voda)
• Mapa
• Seznam hrá£·
• Ostatní herní objekty (zbran¥ a exploze)
GameObjectManager má implementovány metody pro p°idávání a vyhledávání hrá£·,
p°idávání zbraní, p°idávání ostatních objekt· a jejich vyhledávání:
void addPlayer ( Player ∗ const p laye r ) ;
Player ∗ const getP layer ( unsigned player_id ) ;
void addWeapon( const WeaponInfo & weapon_info ) ;
void addObject ( C r i t t e r ∗ const ob j e c t ) ;
C r i t t e r ∗ const getObject ( unsigned id ) ;
Tyto metody se chovají tak, jak napovídají jejich názvy. D·leºitými metodami jsou pak
také:
void s t a r tAc t u a l i z a t i o n ( void ) ;
void f i n i s hA c t u a l i z a t i o n ( void ) ;
void removeDisposable ( void ) ;
Metoda startActualization je volána vºdy p°i za£átku aktualizace v²ech objekt· (poté
co je od serveru p°ijat nový stav hry). Zp·sobuje, ºe v²ichni hrá£i a zbran¥ které jsou
aktualizovány si uloºí, ºe byli aktualizovány. Metoda finishActualization poté odstraní
v²echny objekty, které aktualizovány nebyly, protoºe tyto objekty jiº na serveru neexis-
tují. Metoda removeDisposable odstra¬uje v²echny objekty, které mají nastavený p°íznak
is_disposable. Tento p°íznak zna£í, ºe mohou být odstran¥ny. D¥je se tak nap°íklad u ex-
plozí poté, co skon£í jejich animace.
Metoda pro vykreslování volá u v²ech objekt· funkci draw. První vykreslí pozadí, na
n¥j mapu, poté v²echny hrá£e, pak v²echny zbran¥ a nakonec informa£ní panel. Informa£ní
panel je vykreslován na základ¥ aktuálního stavu hrá£e, který je této metod¥ p°edán jako
argument, ale jsou na n¥m zobrazeny i informa£ní zprávy ze serveru. Metoda pro aktualizaci
postupuje ve stejném po°adí, kdy pro v²echny objekty hry je postupn¥ volána metoda
update. Pokud hrá£ navíc drºí tla£ítko pro vypsání aktuálního skóre, GameObjectManager
vykresluje i toto skóre pomocí funkce showScore.
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4.6.7 GameManager
Hlavní t°ídou klienta je t°ída GameManager, která vyuºívá v²ech ostatních správc· zmín¥-
ných vý²e. Její hlavní metodou je metoda run, která spou²tí hlavní smy£ku celého klienta.
GameManager se první pokusí p°ipojit na server. Pokud se to povede, je vytvo°en £aso-
va£ podle nastavených snímk· za sekundu. Tento £asova£ zaji²´uje pravidelné vykreslování
a aktualizace hry. Poté se spustí hlavní smy£ka programu.
V hlavní smy£ce se první £eká na n¥jakou událost. Touto událostí m·ºe být vypr²ení
n¥kterého z £asova£· (£asova£ pro aktualizace nebo £asova£ pro zasílání stavu klienta na
server), stisknutí klávesy uºivatelem nebo událost vyvolaná p°ijetím zprávy ze serveru.
Po p°ijetí události je spo£ítán £as, který uplynul od poslední aktualizace (δt). Stisknutí
klávesy je p°edáno instanci t°ídy InputManager, která ji zpracuje. Poté je hra aktualizována
pomocí δt a stav hrá£e je nastaven podle stisknutých kláves. Tento stav je pak odeslán na
server a zárove¬ uloºen pro pozd¥j²í pouºití. Pokud událost byla zp·sobená £asova£em pro
aktualizace, je hra aktualizována a je nastaven p°íznak pro vykreslení hry. Pokud je ve
front¥ událostí jiº dal²í událost, hra vykreslena není a je vykreslena aº ve chvíli, kdy ºádná
dal²í událost ve front¥ událostí ne£eká. Tímto je zaji²t¥no, ºe hra bude vykreslována jen
v p°ípad¥, ºe je na to dostatek £asu. Dal²í událostí, která m·ºe nastat je vypr²ení £asova£e
pro posílání stavu hrá£e serveru. Pokud je hrá£ naºivu je odeslán jeho stav. Jinak je poslána
IDLE zpráva, která server pouze informuje, ºe klient je stále p°ipojen. Dal²ími událostmi,
které mohou nastat, jsou p°ijetí zprávy ze serveru a to bu¤ nový stav hry, nová mapa
nebo nová informa£ní zpráva. Pokud je p°ijata nová mapa nebo informa£ní zpráva, je tato
p°edána instanci t°ídy GameObjectManager a ta ji poté spravuje. Zpracování nového stavu
hry je sloºit¥j²í.
Zpracování nového stavu hry
Pro správný b¥h hry je d·leºitá správná synchronizace se serverem. Pro tuto £innost exis-
tuje na klientovi p°íznak pro synchronizaci. Synchronizace probíhá tak, ºe ve²keré akce
klienta jsou zahozeny, £as je nastaven na £as p°ijatého stavu hry a jsou odstran¥ny v²echny
objekty, které mohou být odstran¥ny. Aº poté probíhá vlastní zpracování nového stavu hry.
K synchronizaci dochází, pokud p°íznak synchronizace není nastaven, pokud p°ijatý £as je
men²í neº £as p°ijatý naposledy (to nastává p°i za£átku nového kola), nebo pokud p°ijatý
£as je v¥t²í neº aktuální £as na klientovi.
V²ichni hrá£i jsou aktualizováni na základ¥ p°ijatých informací. Pokud je p°ijata infor-
mace o hrá£i, který ve h°e není, je tento hrá£ vytvo°en. To samé platí i pro zbran¥. Poté
je na základ¥ uloºených akcí hrá£e hra simulována mezi £asem, který byl p°ijat ze serveru
a sou£asným £asem hry na klientovi.
4.7 Testování
Jelikoº byla hra vyvíjena iterativn¥, byla testována postupn¥. Díky tomu byla odhalena
spousta problém· od problém· s rozli²ením aº po problémy se synchronizací klienta a ser-
veru.
V první fázi byl testován základní vzhled hry. Bylo to pouze pozadí s ponorkou, kterou
uºivatel mohl pomocí ²ipek ovládat. Takto byla otestována reaktivnost ponorky a moºnosti
jejího ovládání. Také se p°i²lo na to, ºe se hra p°i jiném rozli²ení obrazovky vykresluje
²patn¥. Proto byl navrºen systém, který pro²el aº do ﬁnální verze hry. Hra se nevykresluje
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na obrazovku, ale na bitmap který je na v²ech po£íta£ích stejný a aº ten se potom vykresluje
na celou obrazovku.
Ve druhé fázi byla testována komunikace mezi klientem a serverem. Zde bylo zji²t¥no,
ºe navrºený model hlavní smy£ky sí´ové komunikace bude muset být kompletn¥ p°ed¥lán.
Byl zbyte£n¥ komplexní pro tak jednoduchou hru a navíc, a to je asi hlavní, nefungoval.
Nový navrºený model je jiº pouºit ve ﬁnální h°e a funguje pom¥rn¥ spolehliv¥.
T°etí fáze testování byla zam¥°ena na více hrá£· na serveru. Bylo jiº moºné st°ílet
torpéda, ale nebyla je²t¥ vytvo°ena detekce kolizí. lo jen o ov¥°ení, zda se server p°i v¥t²ím
náporu nezhroutí, nebo zda klienti nedostávají nesmyslná data. Testování probíhalo jak na
lokální síti, tak na síti, kdy odezvy hrá£· byly cca od 10 ms do 100 ms. Testování neodhalilo
ºádné závaºn¥j²í problémy. Navíc bylo ov¥°eno, ºe v²ichni hrá£i vidí hru ve stejném stavu.
Ve £tvrté fázi testování byla testována detekce kolizí a také v²echny zbran¥. Bylo zji²-
t¥no, ºe detekce kolizí funguje dob°e, ale u zbraní byly mírn¥ pozm¥n¥ny n¥které vlastnosti,
jako rychlost a schopnost navigace (navigované miny reagovali na velké vzdálenosti a byly
moc rychlé). Byla také navý²ena rychlost ponorek.
V páté fázi bylo do hry p°idáno generování mapy a £asování pro zbran¥. Generování
mapy fungovalo dob°e nicmén¥ £asy nabíjení zbraní byly sníºeny, protoºe se ukázalo, ºe
zasáhnout protivníka je pom¥rn¥ sloºité a £ekat pak dlouhou dobu na nabití zbran¥ je
nezábavné. Také byly odhaleny a opraveny drobné chyby p°i aktualizaci nabité zbran¥.
V poslední fázi byl p°idán informa£ní panel a zvuky. Odezva na toto uºivatelské rozhraní
byla dobrá. Informa£ní panel ur£it¥ usnadnil hraní a p°ehled ve h°e. P°estoºe tato fáze
nem¥nila nic na síti, byly aº v ní odhaleny n¥které chyby. N¥které men²í, ale jedna pom¥rn¥
závaºná. Tuto chybu se nepoda°ilo odstranit. Hrá£i se p°i ní mohou pohnout pouze o kousek
a server je neustále vrací na jejich startovní pozici. Tato chyba zmizí po za£átku nového




To, ºe ve h°e z·staly chyby je pom¥rn¥ velkou ka¬kou a to zejména ona chyba (zmín¥ná
v sekci 4.7), kdy je hra pro hrá£e na celé jedno kolo nehratelná. Nicmén¥ testování a hledání
chyb u dvou vícevláknových program·, které navíc b¥ºí na r·zných po£íta£ích se ukázalo
jako velice náro£né. Byl k tomuto ú£elu, jak u klienta, tak u serveru implementován logovací
systém, který zapisoval záznamy o r·zných událostech do souboru. Po£et °ádk· v t¥chto
souborech byl v²ak v °ádech deseti-tisíc· a najít v n¥m moment, kdy do²lo k chyb¥ a co ji
vlastn¥ zp·sobilo vyºadovalo zna£né úsilí a také hodn¥ £asu.
Hratelnost byla ve ﬁnální fázi uºivateli zhodnocena jako dobrá a hra jim p°i²la i zábavná.
To by se dalo povaºovat za díl£í úsp¥ch stejn¥ jako fakt, ºe hra aº na zmi¬ovanou chybu
funguje celkem bezproblémov¥.
B¥hem vývoje a testování vznikla spousta nápad· na roz²í°ení £i vylep²ení hry. Zmíním
zde jen ty, které povaºuji pro hru za nejuºite£n¥j²í.
1. V první °ad¥ nejde ani o vylep²ení, ani o roz²í°ení hry, ale o nalezení a opravu oné
vý²e zmín¥né chyby. Tato chyba by ur£it¥ h°e zabránila v uchycení i v malém okruhu
hrá£·.
2. Vytvo°ení menu pro hru. A£koli menu bylo pro hru navrºeno a n¥které jeho £ásti
byli i naprogramovány, nebylo ve ﬁnální verzi implementováno. Není to sice zásadní
problém, ale je ur£it¥ dobré mít ve h°e menu a nemuset °e²it nastavení pomocí kon-
ﬁgura£ních soubor·.
3. P°idat moºnost na serveru m¥nit vlastnosti zbraní tak, aby si kaºdý mohl zbran¥
nastavit podle svého gusta. Dále také moºnost m¥nit nastavení pro generování mapy
a vylep²it generování mapy p°idáním jiných tvar· neº kruh·. Také moºnost p°idat
nap°íklad podmo°ské sopky, které by £as od £asu vybouchly a zni£ili ponorky v jejich
blízkosti. Chvíli p°ed výbuchem by se na hladin¥ mohly objevit bublinky, které by
hrá£e na sopku upozornily.
4. Implementovat dal²í herní módy. Nap°íklad navrºený DeathMatch nebo mód, kdy
budou hrá£i hrát v týmech.
5. Zv¥t²it velikost mapy za hranice obrazovky, kdy hrá£ by byl v centru obrazovky
a mapa by se pohybovala. Hrá£ by také nemusel vid¥t celou obrazovku, ale t°eba jen
ur£ité okolí kolem své ponorky. Maximální mnoºství hrá£· by se pak mohlo zvý²it
a hra by mohla být zajímav¥j²í.
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6. Vylep²it graﬁcký vzhled hry. A£koli graﬁcký vzhled ponorky je animace, má tato
animace pouze jeden snímek. Sta£í vytvo°it obrázky ponorky nap°íklad pro zatá£ení,
zrychlování, apod. a poté nastavit, aby se animace m¥nila podle sou£asného stavu
ponorky. Takto to m¥lo podle návrhu být, ov²em nezbyl £as na kreslení ponorek.
7. P°idat více zbraní a zm¥nit mnoºství ºivot· ponorky. Kaºdá zbra¬ by pak mohla
ubírat jiné mnoºství ºivot·.
8. Redukovat mnoºství dat posílaných p°es sí´ a pouºít kompresi dat. Jelikoº jsou data
posílána jako text, komprese by mohla být celkem ú£inná.
9. P°idat do hry chat, p°es který by si hrá£i mohli posílat zprávy a p°es který by mohl
být ovládán i server. Hrá£ by se nap°íklad musel první p°ihlásit jako administrátor
speciální zprávou a heslem a poté by mohl m¥nit nastavení serveru jako by zadával
p°íkazy p°ímo do terminálu serveru.
10. Bylo by vhodné dod¥lat implementaci pro adaptaci hry na r·zná rozli²ení obrazovky.
11. M¥l by se otestovat klient i server, jaké mnoºství dat oba posílají a jak velký vý-
kon procesoru spot°ebovávají. Toto bylo sice provedeno, ale jen orienta£n¥. Bylo by
dobré v¥d¥t, jak velkým zatíºením hra i server jsou a zda by se nem¥lo zapracovat na
n¥jakých optimalizacích.
Samoz°ejm¥ se dá najít je²t¥ spousta v¥cí, jak by se hra dala vylep²it. Já osobn¥ bych
hru p°epracoval kompletn¥ od za£átku, kdyº uº te¤ vím a mám zku²enosti, jak °e²it n¥které
problémy. Velká £ást návrhu byla tvo°ena s minimem praxe. To se ve výsledku dost projevilo
a to i p°es iterativní vývoj hry, kdy n¥které £ásti byly kompletn¥ p°eprogramovány, n¥kdy
i vícekrát.
Zadání práce dá se °íct bylo spln¥no. Hra byla formáln¥ popsána a byla jasn¥ dána její
pravidla. Uºivatelské rozhraní bylo navrºeno a implementováno. Moºnosti sí´ové komunikace
byly analyzovány a vhodn¥ implementovány stejn¥ jako komunika£ní protokol. Celá hra byla
otestována jak co se tý£e hratelnosti, tak co se tý£e funk£nosti, i kdyº funk£nost nebyla
stoprocentní. Vý²e byly zmín¥ny i moºnosti dal²ího roz²í°ení.
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Tabulka p°íkaz· pro server
P°íkazy se zadávají do terminálu serveru po jeho spu²t¥ní. Pokud se v tabulce za n¥jakým
p°íkazem vyskytuje hodnota v hranatých závorkách, znamená to, ºe tento p°íkaz lze zadat
bez hodnoty. V takovém p°ípad¥ p°íkaz pouze vypisuje stávající hodnotu.
P°íkaz Význam
help vytiskne nápov¥du
load_cfg FILE na£te nastavení ze souboru FILE, který musí být
ve sloºce cfg
start spustí b¥h serveru
stop zastaví b¥h serveru
restart restartuje b¥h serveru
exit ukon£í b¥h serveru
ip vypí²e globální IP adresu serveru (pokud je do-
stupná)
loacl_ip vypí²e lokální IP adresu serveru
port [PORT] vypí²e nebo nastaví port serveru na hodnotu
PORT (ke zm¥n¥ portu musí být server zastaven)
max_players [X] vypí²e nebo nastaví maximální po£et hrá£· na
hodnotu X
players vypí²e po£et aktuáln¥ p°ipojených hrá£· a in-
formace o nich
kick ID vyhodí ze serveru hrá£e s id ID
time_per_round [X] vypí²e nebo nastaví délku kola na hodnotu X
(v sekundách)
freeze_time [X] vypí²e nebo nastaví délku freeze-time (za£átek
kola, kdy se hrá£i nemohou hýbat) na hodnotu
X (v sekundách)





 Nabíjení - 2,5 s
 P°ímý sm¥r
• Navád¥né torpédo
 Nabíjení - 4,5 s
 Automatické navád¥ní
• Standardní mina
 Nabíjení - 1,5 s
 Po vypu²t¥ní z·stává na míst¥
• Navád¥ná mina
 Nabíjení - 4,0 s
 Po vypu²t¥ní z·stává na míst¥, ale pokud se k ní p°iblíºí nep°átelská ponorka,




CD obsahuje sedm sloºek:
• Documentation: Dokumentace ke zdrojovým kód·m, která byla vygenerována pro-
gramem doxygen.
• Game: Spustitelné soubory se hrou.
• Latex_Code: Latexové soubory, z nichº byl vygenerován text technické zprávy (ba-
kalá°ské práce).
• Literature: Literatura pouºitá v technické zpráv¥, kterou je moºné voln¥ distribuo-
vat.
• Other: Dal²í soubory k bakalá°ské práci (nap°. pouºité knihovny).
• Report: PDF soubor s technickou zprávou.
• Source_Code: Zdrojové soubory pro hru.
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