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Awal tahun 2020, dunia digemparkan dengan  merebaknya virus baru yaitu coronavirus 
jenis baru (SARS-CoV-2) dan penyakitnya disebut Coronavirus disease 2019 (COVID-19). 
Diketahui, asal mula virus ini berasal dari Wuhan, China. Virus SARS-CoV-2 sudah meluas 
penyebarannya hingga menginfeksi tenaga medis yang merupakan garis depan dalam 
penangananan virus ini. Hal ini memotivasi penulis untuk membuat sebuah karya CDP dengan 
judul “ Robot Sterilisasi Ruangan Berbasis Sinar UV sebagai Pencegahan Penyebaran Covid-
19” yang sudah mencapai tahap implementasi dan uji coba.Salah satu uji coba yang dilakukan 
adalah uji coba percepatan robot dengan menggunakan sensor IMU MPU6050 Sebuah IMU 
dengan 6 sumbu yang terdiri dari akselerometer 3 sumbu dan gyroskop 3 sumbu. Hasil uji coba 
menunjukan bahwa terjadi kenaikan percepatan secara signifikan hingga 1,9 m/s2 dan 
perlambatan hingga -0,76 m/s2 dalam waktu yang cukup singkat. Kenaikan percepatan dan 
perlambatan yang sangat signifikan ini disebabkan oleh penggunaan kontrol On Off  untuk 
mengatur nilai dutycycle PWM pada motor sehingga terjadi perubahan kecepatan secara drastis 
Hal tersebut dapat memicu terjadinya momen inersia yang cukup besar yang dikhawatirkan akan 
menyebabkan robot terguling. 
Pada penelitian kali ini, penulis merancang dan mengimplementasikan algoritma untuk 
mengontrol percepatan dan perlambatan pada robot. Algoritma memiliki spesifikasi seperti: 
Menyesuaikan dengan perubahan nilai dutycycle maksimal yang sewaktu waktu dapat diubah 
oleh pengguna melalui Web app, Algoritma mampu mengambil data array dan mengkoonversi 
nilai setiap 10 ms, Mampu melakukan pemetaan dutycyle PWM dengan bentuk sigmoid, Mampu 
mengurangi nilai percepatan dari keadaan diam atau dutycyle 0% menuju kecepatan maksimal 
atau dutycycle maksimal, dan Mampu mengurangi nilai perlambatan dari bergerak dengan 
dutycycle maksimal menuju keadaan diam atau dutycyle 0% 
Hasil pengujian menunjukan bahwa Algoritma dapat rancang dengan cara: menentukan 
persamaan sigmoid, menentukan waktu interval pengambilan data, melakukan pencarian nilai – 
nilai persamaan sigmoid, menentukan persamaan konversi nilai array menjadi dutycycle pada 
pengontrolan percepatan dan perlambatan, menetukan persamaan perhitungan nilai k, dan 
terakhir dilakukan implementasi menggunakan bahasa pemrograman. Algoritma juga mampu 
memetakan nilai dutycyle dalam bentuk sigmoid untuk pengontrolan percepatan dan sigmoid 
terbalik untuk pengontrolan perlambatan. Waktu pengambilan data dan pengkonversian sudah 
berjalan setiap 10 ms sekali. Algoritma juga mampu mengurangi nilai percepatan hingga 0,98 
m/s2, serta mengurangi nilai perlambatan hingga -0,582 m/s2 .  
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At the beginning of 2020, the world was shocked by the outbreak of a new virus, namely a new 
type of coronavirus (SARS-CoV-2) and the disease is called Coronavirus disease 2019 (COVID-
19). It is known, the origin of this virus came from Wuhan, China. The SARS-CoV-2 virus has 
spread to infect medical personnel who are at the forefront of handling this virus. This motivated 
the author to create a CDP work with the title "UV Light-Based Room Sterilization Robot as 
Prevention of the Spread of Covid-19" which has reached the implementation and trial stage. 
One of the trials carried out was a robot acceleration trial using the IMU MPU6050 sensor. A 
6-axis IMU consisting of a 3-axis accelerometer and a 3-axis gyroscope. The test results show 
that there is a significant increase in acceleration up to 1.9 m/s2 and a deceleration up to -0.76 
m/s2 in a fairly short time. This very significant increase in acceleration and deceleration is 
caused by the use of the On Off control to adjust the PWM dutycycle value on the motor so that 
there is a drastic change in speed. This can trigger a large enough moment of inertia which is 
feared to cause the robot to roll over. 
In this study, the authors design and implement an algorithm that aims to control the 
acceleration and deceleration of the robot. The algorithm has specifications such as: Adapting 
to changes in the maximum dutycycle value which can be changed at any time by the user via a 
Web app, The algorithm is able to retrieve array data and convert values every 10 ms, Able to 
perform PWM duty cycle mapping in sigmoid form, Able to reduce acceleration values from rest 
or 0% duty cycle to maximum speed or maximum duty cycle, and Able to reduce the deceleration 
value from moving with maximum duty cycle to rest or 0% duty cycle 
The test results show that the algorithm can be designed by: determining the sigmoid equation, 
determining the time interval for data retrieval, searching for the values of the sigmoid equation, 
determining the conversion equation for the array value to dutycycle in controlling acceleration 
and deceleration, determining the equation for calculating the value of k, and finally doing 
implementation using a programming language. The algorithm is also able to map the duty 
cycle values in the form of sigmoid for acceleration control and inverted sigmoid for 
deceleration control. The data retrieval and conversion time is running every 10 ms. The 
algorithm is also able to reduce the acceleration value to 0.98 m/s2, and reduce the deceleration 
value to -0.582 m/s2 . 
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BAB 1  PENDAHULUAN 
1.1 Latar Belakang 
Awal tahun 2020, dunia digemparkan dengan  merebaknya virus baru yaitu coronavirus 
jenis baru (SARS-CoV-2) dan penyakitnya disebut Coronavirus disease 2019 (COVID-19). 
Diketahui, asal mula virus ini berasal dari Wuhan, China. Ditemukan pada akhir Desember 
tahun 2019. Pada awal data epidemilogi menunjukan 66% pasien berkaitan dengan satu pasar 
seafood atau live market di Wuhan, Provinsi Hubei China (Huang, et.al. 2020). Sampel isolat 
dari pasien diteliti dengan hasil menunjukan adanya infeksi coronavirus, jenis betacoronavirus 
tipe baru, diberi nama novel Coronavirus (2019-nCoV). 
Virus SARS-CoV-2 sudah meluas penyebarannya hingga menginfeksi tenaga medis yang 
merupakan garis depan dalam penangananan virus ini. Berdasarkan data yang telah 
dipublikasikan oleh Ikatan Dokter Indonesia pada tanggal 6 April 2020, terdapat 24 Dokter (6 
diantaranya adalah Dokter Gigi) yang gugur di tengah pandemi Covid-19. Sedangkan 
berdasarkan data per tanggal 8 Mei 2020 yang dirilis oleh Persatuan perawat Nasional Indonesia 
(PPNI), angka terpapar Covid-19 para tenaga kesehatan (perawat) terus bertambah. Angka 
Orang Dalam Pemantauan (ODP) 596 orang, Pasien Dalam Pengawasan (PDP) 48 orang, Orang 
Tanpa gejala (OTG) 97 orang, Positif 53 orang, dan meninggal 19 orang (Pesulima & Hetharie, 
2020). Ilmuwan dan insinyur berusaha berusaha mencari cara untuk mencegah atau setidaknya 
mengurangi penyebaran virus ini di kalangan tenaga medis. Hal ini memotivasi penulis untuk 
membuat sebuah karya CDP dengan judul “ Robot Sterilisasi Ruangan Berbasis Sinar UV 
sebagai Pencegahan Penyebaran Covid-19” yang sudah mencapai tahap implementasi dan uji 
coba. 
Salah satu uji coba yang dilakukan adalah uji coba percepatan robot dengan menggunakan 
sensor IMU MPU6050 Sebuah IMU dengan 6 sumbu yang terdiri dari akselerometer 3 sumbu 
dan gyroskop 3 sumbu. Hasil uji coba menunjukan bahwa terjadi kenaikan percepatan secara 
signifikan hingga 1,9 m/s2 dan perlambatan hingga -0,76 m/s2 dalam waktu yang cukup singkat. 
Kenaikan percepatan dan perlambatan yang sangat signifikan ini disebabkan oleh penggunaan 
kontrol On Off  untuk mengatur nilai dutycycle PWM pada motor sehingga terjadi perubahan 





yang dikhawatirkan akan menyebabkan robot terguling. Untuk mengurangi momen inersia 
tersebut, perlu diberikan algoritma pengontrolan percepatan dan perlambatan pada robot. 
Dalam penelitian ini akan digunakan algoritma untuk pengontrolan percepatan dan 
perlambatan dengan melakukan pemetaan dutycycle sinyal PWM pada motor dengan bentuk 
sigmoid. Penelitian ini diharapkan mampu menyempurnakan fungsionalitas dari robot sterilisasi 
berbasis sinar UV sehingga mampu dipergunakan dengan selayaknya. 
1.2 Rumusan Masalah 
Berdasarkan masalah yang telah dijelaskan pada latar belakang, dapat dibuat rumusan 
masalah yaitu bagaimana cara mengembangkan algoritma untuk pengontrolan percepatan dan 
perlambatan pada robot sterilisai berbasis sinar UV? 
1.3 Batasan Masalah 
Mengacu pada permasalahan yang telah dirumuskan, maka hal-hal yang berkaitan dengan 
penelitian akan diberi batasan sebagai berikut: 
1. Algoritma dirancang pada robot yang didesain dan dibuat oleh penulis sendiri 
2. Algoritma dirancang bekerja dengan timer mikrokontroler 
3. Algoritma hanya dirancang untuk pergerakan maju dan mundur  
1.4 Manfaat 
Penelitian ini turut berkontribusi dalam pengembangan teknologi di bidang robotika yaitu 







BAB 2  TINJAUAN PUSTAKA 
 
2.1 Persamaan Sigmoid 
Fungsi sigmoid adalah fungsi aktivasi dengan kurva berbentuk seperti huruf s. Fungsi 
biner sigmoid adalah fungsi sigmoid yang mempunyai unit output angka biner. Fungsi ini 
disebut juga fungsi logistik sigmoid (Fausett, 1994). Terdapat dua jenis persamaan sigmoid, 
yaitu persamaan sigmoid biner dan persamaan sigmoid bipolar. 
2.1.1 Persamaan Sigmoid Biner 
Fungsi sigmoid biner memiliki nilai pada range 0 sampai 1. Oleh karena itu, 
fungsi ini sering digunakan untuk sistem yang membutuhkan nilai output yang terletak 
pada interval 0 sampai 1. Namun, fungsi ini bisa juga digunakan oleh sistem yang nilai 








Gambar 2.1 Persamaan Sigmoid Biner 







2.1.2 Persamaan Sigmoid Bipolar 
Fungsi sigmoid bipolar hampir sama dengan fungsi sigmoid biner, hanya saja 








Gambar 2.2 Fungsi Sigmoid Bipolar 
Sumber: (Fausett, 1994) 
2.2 Timer 
Timer adalah suatu peripheral yang tertanam dalam mikrokontrler yang berfungsi sebagai 
pewaktu. Dengan peripheral ini, pengguna mikrokontroller dapat dengan mudah menentukan 
kapan suatu perintah dijalankan ( delay ), tentu saja fungsi timer tidak hanya untuk penundaan 
perintah saja, timer juga dapat berfungsi sebagai oscilator, PWM, dan sebagainya (Alam, 2017). 
Pada dasarnya, timer adalah sebuah pencacah (counter) dengan frekuensi sinyal clock yang bisa 
diatur sehingga periode siklus pencacahannya bisa disesuaikan dengan keinginan pengguna. 
Salah satu fungsi timer yang sering digunakan dalam mikrokontroler adalah untuk 
membangkitkan interrupt. Interrupt merupakan sebuah fitur dalam mikrokontroler yang 




mengalihkan proses ekseskusi ke program yang ditulis pada fungsi interrupt. Setelah fungsi 
interrupt dijalankan, maka mikrokontroler akan Kembali mengeksekusi program utama. Untuk 
menetukan waktu terjadinya interrupt, dibutuhkan timer untuk melakukan perhitunga waktu. 
2.3 PWM (Pulse Width Modulation) 
Pulse Width Modulation (PWM) secara umum adalah sebuah cara memanipulasi lebar 
sinyal yang dinyatakan dengan pulsa dalam suatu perioda, untuk mendapatkan tegangan rata-
rata yang berbeda. Beberapa contoh aplikasi PWM adalah pemodulasian data untuk 
telekomunikasi, pengontrolan daya atau tegangan yang masuk ke beban, regulator tegangan, 
audio effect dan penguatan, serta aplikasi-aplikasi lainnya. Aplikasi PWM berbasis 
mikrokontroler biasanya berupa pengendalian kecepatan motor DC, pengendalian motor servo, 
pengaturan nyala terang LED dan lain sebagainya (Arifandi, 2019). 
 
Gambar 2.3 Bentuk sinyal PWM 
Sumber: (Mustafa, 2014) 
 
Tegangan rata – rata yang dihasilkan PWM dapat dihitung menggunakan rumus 








Berdasarkan gambar 2.3, sinyal PWM memiliki 𝑡𝐻𝑖𝑔ℎ atau lebar sinyal High dan 𝑡𝐿𝑜𝑤 atau lebar 





adalah 𝑉𝐿𝑜𝑤  yang biasanya bernilai 0V Sehingga, rumus untuk mencari tegangan rata – rata 





































× 𝑉𝐻𝑖𝑔ℎ         (2. 4) 
Sinyal PWM biasanya berbentuk sinyal kotak dengan Amplitudo dan Frekuensi yang 
konstan, namun lebar sinyal bervariasi. Lebar sinyal yang diatur merupakan lebar sinyal High 
ataupun Low yang lebarnya direpresentasikan dengan Dutycycle. Pada umumnya Dutycycle 
merepresentasikan lebar sinyal High. Dutycycle memiliki range nilai dari 0% hingga 100%, 
sebagai contoh apabila suatu sinyal PWM memilki Dutycycle sebesar 50%, maka lebar sinyal 





× 100% (2. 5) 
Mikrokontroler biasanya sudah dilengkapi dengan fitur PWM. PWM dibangkitkan dengan 
peripheral Timer yang sudah terintegrasi di dalam mikrokontroler. Dengan mengaktifkan dan 
mengatur kinerja Timer, maka sinyal PWM bisa dihasilkan sesuai dengan frekuensi yang 
diinginkan. 
2.4 Gaya Gesek 
Gaya gesek adalah gaya yang berarah melawan gerak benda atau arah kecenderungan 




antara dua buah benda padat misalnya gaya gesek statis dan kinetis. Gaya gesek dapat merugikan 
dan juga dapat bermanfaat. Bila permukaan suatu benda saling kontak, maka permukaan 
bergerak terhadap benda lainnya dan menimbulkan gaya tangensial yang disebut gaya gesek 
(Rusmardi, 2008). 
 
Gambar 2.4 Gaya gesek  
Sumber : (Namdar, 2019) 
 
Terdapat dua jenis gaya gesek antara dua buah benda padat yang saling bergerak lurus 
untuk membedakan titik-titik sentuh antara kedua permukaan yang tetap atau saling berganti 
(Menggeser), yaitu:  
• Gaya Gesek Statis 
Gaya gesek statis (𝐹𝑠) adalah gesekan antara dua benda padat yang tidak bergerak relatif 
satu sama lainnya. Gaya gesek statis terjadi saat benda dalam keadaan diam atau tepatnya 
akan bergerak. Gaya gesek statis dirumuskan sebagai berikut: 
 
𝐹𝑠 =  µ𝒔  × 𝑁 (2. 6) 
Dengan 
𝐹𝑠 : Gaya Gesek Statis (N) 
µ𝒔 : Koefisien gesekan statis 




• Gaya Gesek Kinetis 
Gaya gesek kinetis atau dinamis (𝐹𝑘) adalah gesekan yang terjadi ketika dua benda 
bergerak relatif satu sama lainnya dan saling bergesekan. Gaya gesek kinetik terjadi saat 







𝐹𝑘 =  µ𝒌  × 𝑁 (2. 7) 
Dengan 
𝐹𝑘 : Gaya Gesek Statis (N) 
µ𝒌 : Koefisien gesekan kinetis 
𝑁 : Gaya normal yang bekerja pada benda (N) 
 
2.5 Momen Inersia 
Momen inersia adalah ukuran kelembaman suatu benda untuk berotasi pada porosnya 
(Chusni, Rizaldi, Nurlaela, Nursetia, & Susilawati, 2018). Kelembaman sendiri merupakan 
kecenderungan suatu benda untuk menolak perubahan terhadap keadaan geraknya.  Momen 
inersia yang besar,  menyebabkan benda akan sulit untuk melakukan perputaran dari keadaan 
diam dan semakin sulit berhenti ketika dalam keadaan berotasi, itu sebabnya momen inersia 
juga disebut sebagai momen rotasi. 
Momen inersia dipengaruhi oleh jari-jari (jarak benda dari sumbu). Benda yang berbentuk 
sama namun momen inersianya bisa saja berbeda karena pengaruh jari-jari. Semakin besar jari-
jari benda maka semakin besar momen inersianya. Secara matematis, momen inersia 
dirumuskan sebagai berikut: 
 
𝐼 =  𝑚 𝑟2 (2. 8) 
Dengan: 
𝐼 : Momen inersia (Kgm2) 
𝑚 : Massa benda (Kg) 








BAB 3  METODE PENELITIAN 
 
Penyusunan proposal ini didasarkan dalam masalah yang bersifat aplikatif, yaitu 
perencanaan dan implementasi algoritma sesuai dengan yang direncanakan dengan mengacu 
pada rumusan masalah. Langkah-langkah yang perlu dilakukan untuk mengimplementasikan 
algoritma yang dirancang adalah perancangan algoritma, implementasi pada mikrokontroler, 
pengujian algoritma, dan pengambilan kesimpulan. 
3.1 Spesifikasi Robot Sterilisasi Ruangan 
 
  
Gambar 3.1 Desain robot strerilisasi ruangan 
 
Robot sterilisasi ruangan adalah robot yang dapat digunakan untuk menyeterilkan ruangan 
menggunakan media sterilisasi berupa lampu UV-C. Robot ini memiliki dimensi lebar 30 cm, 
Panjang 55 cm dan tinggi 130 cm dengan bahan kerangka utama yaitu Akrilik dengan ketebalan 





campuran viberglass dan resin. Lampu UVC sebagai media sterilisasi berjumlah 6 buah 
dipasangkan pada pipa PVC dengan diameter 12,7 cm yang diletakkan di bagian tengah body 
robot . Robot juga dilengkapi dengan motor DC 12V 37GB31ZY dengan kecepatan maksimal 
110 RPM sejumlah 4 buah yang berfungsi sebagai penggerak robot. 
Mikrokontroler yang digunakan pada robot ini adalah ESP 32 – Cam yang sudah dilengkapi 
dengan modul kamera, konektivitas Wifi dan Bluetooth, serta slot MicroSD untuk menyimpan 
data. Pada robot ini, Mikrokontroler berfungsi sebagai kontroler pergerakan, kontroler lampu 
UV, dan sebagai Webserver. Fitur SPIFFS pada mikrokontroler juga digunakan untuk 
menyimpan file HTML, CSS, dan Javascript dari Web app untuk digunakan untuk monitoring 
dan pengontrolan robot 
 
Gambar 3.2 User interface dari web app 
 
 Melalui konektivitas Wifi AP dari robot, pengontrolan bisa dilakukan secara jarak jauh 





joystick, slider pengatur kecepatan maksimal, dan data video dari kamera. Adanya data video 
memudahkan pengguna untuk mengetahui keaadan sekitar robot dari jarak jauh. 
3.2 Gambaran Umum Algoritma 
Kenaikan percepatan yang terjadi secara drastis dalam waktu singkat disebabkan oleh 
berubahnya nilai kecepatan robot dari 0 Rpm hingga kecepatan maksimal dalam waktu yang 
relatif singkat, Begitu pula sebaliknya dari kecepatan maksimal menuju 0 RPM.  Robot ini juga 
memiliki bentuk yang tidak beraturan sehingga momen inersianya tidak bisa dimodelkan dengan 
mudah. Pada motor penggerak sendiri, dibutuhkan dutycycle minimal sebesar 15% untuk 
memunculkan torsi yang mampu melawan gaya gesek statis yang terjadi antara roda dengan 
permukaan.  
Untuk menghindari perubahan kecepatan secara drastis dalam waktu singkat, maka 
dilakukan pemetaan kenaikan dutycycle PWM dalam sebuah persamaan sigmoid di mana 
nantinya nilai dutycycle  akan naik secara sigmoid seiring berjalannya waktu. Alasan dipilihnya 
pemetaan dengan persamaan sigmoid adalah karena pada awal dan akhir grafik terjadi kenaikan 
yang natural. algoritma yang didesain dirasa lebih mudah namun mampu mengurangi momen 
inersia pada robot. 
Persamaan sigmoid akan dicari nilai - nilai fungsinya dari rentang 0 sampai 1 dengan 
memberikan input nilai pada variabel X. Selanjutnya  dilakukan proses penggambaran grafik 
untuk mengetahui apakah bentuk grafik sudah berbentuk sigmoid. Proses penggambaran grafik 
dan pencarian nilai – nilai fungsi persamaan dilakukan secara terpisah dari pemrograman karena 
terdapat perhitungan exponensial yang cukup rumit jika diimplementasikan pada 
mikrokontroler sehingga dikhawatirkan akan membebani kinerja mikrokontroler. Setelah 
dilakukan penggambaran dan pencarian nilai, maka nilai - nilai pada persamaan sigmoid akan 
dijadikan array dan disimpan pada flash memory mikrokontroler. Nilai - nilai tersebut akan 
dipanggil mikrokontroler sesuai dengan interval waktu yang telah ditentukan yaitu 10 ms. 
Waktu 10 ms dipilih karena dianggap paling tepat untuk algoritma ini setelah dilakukan uji coba 
dengan waktu 1ms, 10ms dan 100ms. Waktu 1 ms menyebabkan algoritma tidak memiliki hasil 
pengontrolan yang bagus, Sebaliknya waktu 100 ms mengakibatkan respon robot semakin 
melambat namun hasil pengontrolan semakin bagus. Berdasarkan hasil tersebut, dipilih waktu 
10 ms karena hasil pengontrolan baik dan respon robot sudah tidak melambat. Agar waktu selalu 





akan dikonversikan menjadi dutycycle dan dilakukan proses modulasi sinyal PWM. Proses 
konversi untuk pengontrolan perlambatan dan percepatan memiliki algoritma yang berbeda 
karena nantinya proses konversi pada pengontrolan percepatan akan ditemui sebuah perhitungan 
untuk mencari konstanta yang diberi nama 𝑘. Nilai konstanta 𝑘 akan dihitung setiap kali ada 
perubahan nilai dutycycle maksimal dari web app. Penjelasan mengenai konstanta 𝑘 akan 
diperjelas pada sub bab berikutnya.  
Untuk mengetahui apakah Robot akan melakukan pergerakan dari posisi diam atau menuju 
posisi diam, maka diperlukan pendeteksian pergerakan. Hal ini bisa dilakukan dengan 



























3.3 Spesifikasi Algoritma 
Algoritma yang dirancang akan terbagi menjadi dua, yaitu algoritma untuk mengontrol 
percepatan dan algoritma untuk mengontrol perlambatan. Kedua algoritma harus mampu  untuk: 
• Menyesuaikan dengan perubahan nilai dutycycle maksimal yang sewaktu waktu dapat 
diubah oleh pengguna melalui Web app. 
• Algoritma mampu mengambil data array dan mengkoonversi nilai setiap 10 ms 
• Mampu melakukan pemetaan dutycyle PWM dengan bentuk sigmoid. 
• Mampu mengurangi nilai percepatan dari keadaan diam atau dutycyle 0% menuju 
kecepatan maksimal atau dutycycle maksimal 
• Mampu mengurangi nilai perlambatan dari bergerak dengan dutycycle maksimal 
menuju keadaan diam atau dutycyle 0% 
3.4 Perancangan dan Implementasi Algoritma 
Algoritma yang dirancang akan diimplementasikan pada mikrokontroler ESP-32 dan 
ditulis dengan Bahasa pemrograman C++ dengan framework Arduino. Program akan dibuat 
berjalan pada FreeRTOS sehingga kemampuan ESP32-CAM untuk bekerja dengan dualcore 
processor dapat dimanfaatkan. Fungsi interrupt dan perhitungan konstanta 𝑘 akan dieksekusi 
oleh Core 1, sementara untuk proses algoritma pengontrolan percepatan dan perlambatan akan 
dieksekusi pada Core 0. 
3.4.1 Menentukan Persamaan Sigmoid untuk Algoritma 
Persamaan sigmoid yang akan digunkaan adalah persamaan sigmoid biner karena 
rumus tidak terlalu rumit dan pada dasarnya sigmoid biner dan bipolar sama dari segi 
bentuk grafiknya, namun berbepada pada nilai awalnya dan akhirnya. Rumus yang 










Setelah persamaan ditentukan, dilakukan penentuan nilai sumbu X untuk 
penggamnbaran grafik agar grafik bisa digambar. penggambaran grafik dilakukan pada 
aplikasi Microsoft Excel dengan memasukan nilai σ bilangan positif. Pada proses ini 
akan dimasukan nilai σ = 1.75 
 
Gambar 3.6 Fungsi sigmoid biner dengan σ = 1.75 
Setelah melalui proses pemetaan, nilai – nilai sumbu Y akan didapatkan seperti tampak 




























Selanjutnya nilai sumbu Y yang sudah ditabelkan, akan ditulis pada flash memory ESP32 
– CAM dengan pemrograman. Nilai- nilai tersebut akan diimplementasikan menjadi 
susunan data dalam bentuk array sehingga menjadi satu kesatuan. Array dapat 
memudahkan pemanggilan data diakrenakan setiap data – data yang tergabung dalam 































































































banyaknya data dalam array. Berikut listing program untuk implementasi nilai dalam 
bentuk array 
 
Dengan menambahkan syntax PROGMEM, maka compiler akan mengetahui 
bahwa array tersebut nantinya akan disimpan pada flash memory. Sehingga, Ketika 
dilakukan proses upload program, mikrokontroler akan menyediakan Sebagian kecil 
flash memory untuk menyimpan array. Proses ini membuat mikrokontroler tidak perlu 
menyediakan RAM untuk menyimpan array tersebut secara sementara pada saat 
pertama kali dinyalakan. 
 
3.4.2 Konversi Nilai Array Menjadi Dutycycle 
Data array yang dipanggil perlu melalui proses konversi menjadi nilai dutycycle 
agar bisa merubah bentuk sinyal PWM. Sinyal PWM diperlukan untuk memberi 
tegangan masukan yang bervariasi pada driver motor, sehingga driver motor akan 
mampu mengatur besar tegangan sekaligus kecepatan motor. 
 
• Persamaan konversi nilai Array menjadi dutycycle untuk mengontrol percepatan  
Perlu diperhatikan bahwa motor yang digunakan tidak akan berputar sampai diberi 
sinyal PWM dengan dutycycle sebesar 15%. Selain itu, nilai dutycycle maksimal juga 
dapat dirubah oleh pengguna melalui web app. Untuk itu, diperlukan sebuah persamaan 
const double sigmoid_175[] PROGMEM={ 
    0.000,0.001,0.001,0.001,0.001,0.001,0.001,0.002,0.002,0.002,0.003
,0.003,0.004,0.004,0.005, 
    0.006,0.007,0.009,0.010,0.012,0.015,0.018,0.021,0.025,0.029,0.035
,0.041,0.049,0.057,0.068, 
    0.079,0.093,0.109,0.127,0.148,0.172,0.198,0.227,0.259,0.294,0.332
,0.372,0.413,0.456,0.500, 
    0.544,0.587,0.628,0.668,0.706,0.741,0.773,0.802,0.828,0.852,0.873
,0.891,0.907,0.921,0.932, 
    0.943,0.951,0.959,0.965,0.971,0.975,0.979,0.982,0.985,0.988,0.990
,0.991,0.993,0.994,0.995, 








yang mampu merubah nilai sigmoid dengan rentang 0 - 1 menjadi nilai dutycycle dengan 
rentang 15% - 𝐷𝑚𝑎𝑘𝑠%, diamana 𝐷𝑚𝑎𝑘𝑠 merupakan nilai dutycycle maksimal yang 
didapat dari web app. Setelah dilakukan proses perhitungan persamaan, ditemukan 
sebuah persamaan sebagai berikut: 
 
𝐷𝑖 =  
𝑦𝑖 + 𝑘
1 + 𝑘
 × 𝐷𝑚𝑎𝑘𝑠 (3. 2) 
Dimana:  
𝐷𝑖 : Dutycycle (%) 
𝑦𝑖 : Nilai array  
𝑖 : Indeks array 
𝑘 : Konstanta perhitungan 
𝐷𝑚𝑎𝑘𝑠 : Dutycycle maksimum (%) 
 
Untuk mencari nilai 𝑘 digunakan sebuah rumus yaitu: 
𝑘 =  
15
(𝐷𝑚𝑎𝑘𝑠 − 15)
 (3. 3) 
 
𝑘 merupakan sebuah konstanta yang digunakan untuk membuat nilai 𝐷𝑖 terkecil adalah 
15, sehingga grafik sigmoid tidak akan dimulai dari 0. 
 
Apabila nilai Sumbu Y pada tabel 3.1 dimasukan ke dalam rumus, dengan nilai 
𝐷𝑚𝑎𝑘𝑠 = 100% dan interval pemanggilan data adalah setiap 10 ms, maka didapatkan 






Gambar 3.7 Grafik hubungan dutycycle terhadap waktu untuk kontrol percepatan 
Persamaan yang sudah didapatkan selanjutnya diimplementasikan dalam Bahasa 
pemrograman dalam bentuk fungsi. Fungsi konversi untuk pengontrolan percepatan 
akan dipanggil dalam interrupt setiap 10 ms bersamaan dengan pemanggilan data. 
Sementara perhitungan nilai 𝑘 akan dilakukan saat mikrokontroler pertama kali 
dinyalakan dan dan Ketika terjadi perubahan nilai 𝐷𝑚𝑎𝑘𝑠 dari Webapp. Berikut listing 































float Robot::CalculatePWMSigmoidConst(double maxspeed) 
{ 
  return (double)PWM_MIN/(maxspeed - PWM_MIN); 
} 
 
double Robot::DrawSigmoidPWM(double sigmoidval) 
{ 








Pengontrolan perlambatan sendiri sebenarnya hampir sama dengn pengontrolan 
percepatan, namun terdapat perbedaan yaitu nilai array yang diambil dimulai dari index 
𝑛 − 1 menuju 0, sehingga grafik sigmoid akan terbalik. Apabila Range nilai dutycycle 
yang diinginkan adalah 𝐷𝑚𝑎𝑘𝑠% - 0, maka perhitungan dapat dilakukan dengan rumus 
sederhana. 
𝐷𝑖 =  𝑦𝑖  × 𝐷𝑚𝑎𝑘𝑠 (3. 4) 
Dimana:  
𝐷𝑖 : Dutycycle (%) 
𝑦𝑖 : Nilai array 
𝑖 : Indeks array 
𝐷𝑚𝑎𝑘𝑠 : Dutycycle maksimum (%) 
 
Apabila nilai Sumbu Y pada tabel 3.1 diamasukan ke dalam rumus, dengan nilai 
𝐷𝑚𝑎𝑘𝑠 = 100% dan interval pemanggilan data adalah setiap 10 ms, maka didapatkan 
grafik sebagai berikut 
 
Gambar 3.8 Hubungan Dutycycle terhadap Waktu untuk kontrol perlambatan 
Selanjutnya persamaan diimplementasikan dalam Bahasa pemrograman dalam bentuk 
sebuah fungsi. Fungsi konversi untuk pengontrolan perlambatan juga akan dipanggil 
dalam interrupt setiap 10 ms bersamaan dengan pemanggilan data. Berikut merupakan 



























3.4.3 Konfigurasi Timer dan Pembuatan Fungsi Interrupt 
• Pembuatan fungsi interrupt 
Fungsi interrupt digunakan untuk menyatukan semua bagian bagian algoritma 
yang telah dirancang menjadi satu bagian agar bekerja sesuai timing yang telah 
ditentukan. Pada ESP 32 – CAM fungsi interrupt dapat dibuat menggunakan sintax 
void IRAM_ATTR nama_fungsi(). Dengan menambahkan kata kunci IRAM_ATTR, 
kompiler akan menerjemahkan fungsi tersebut sebagai fungsi interrupt yang. Berikut 







double Robot::DrawSigmoidPWMDown(double sigmoidval) 
{ 
  return (sigmoidval * maxVelocity); 
} 
 
void IRAM_ATTR SigmoidWrite() 
{ 
  portENTER_CRITICAL_ISR(&UVRobot.timerMux); 
  if(sigmoid_index <= UVRobot.Maxsigmoidindex) 
  { 
    sigmoid_index++; 
  } 
  else 
  { 
    sigmoid_index = UVRobot.Maxsigmoidindex; 










  { 
    case SPEEDUP: 
    { 
 
      UVRobot.RAMP_SPEED = UVRobot.DrawSigmoidPWM(UVRobot.SigmoidVal[si
gmoid_index]); 
      if((UVRobot.MOVE_FLAG == FORWARD_RIGHT || UVRobot.MOVE_FLAG == FO
RWARD_LEFT  
        ||UVRobot.MOVE_FLAG == BACKWARD_RIGHT || UVRobot.MOVE_FLAG == B
ACKWARD_LEFT)  
        && (UVRobot.RAMP_SPEED < UVRobot.minVelocity)) 
      { 
        UVRobot.RAMP_SPEED_MIN = UVRobot.RAMP_SPEED; 
      }       
    }break; 
 
    case SPEEDDOWN: 
    { 
      UVRobot.RAMP_SPEED = UVRobot.RAMP_SPEED= UVRobot.DrawSigmoidPWM
Down(UVRobot.SigmoidVal[UVRobot.Maxsigmoidindex - sigmoid_index]); 
      if((UVRobot.MOVE_FLAG == FORWARD_RIGHT || UVRobot.MOVE_FLAG == FO
RWARD_LEFT  
        ||UVRobot.MOVE_FLAG == BACKWARD_RIGHT || UVRobot.MOVE_FLAG == B
ACKWARD_LEFT)  
        && (UVRobot.RAMP_SPEED > UVRobot.minVelocity)) 
      { 
        UVRobot.RAMP_SPEED_MIN = UVRobot.RAMP_SPEED; 
      } 
    }break; 
  }   







• Konfigurasi timer 
Dengan memanfaatkan peripheral Timer pada ESP32 - Cam, fungsi interrupt akan 
berjalan sesuai dengan interval waktu yang telah ditetentukan yaitu 10 ms. Data akan 
dipangil secara berurutan dari nilai 0 sampai dengan 1. ESP 32 - Cam memiliki timer 
multifungsi sejumlah 4 buah dengan resolusi 64 bit. Resolusi yang besar akan semakin 
menguntungkan karena perhitungan waktu yang dihasilkan bisa semakin lama sebelum 
mencapai keadaan overflow. Terdapat beberapa parameter yang bisa diatur pada timer 
ESP 32 - Cam, yaitu: 
• Divider/Prescaler 
mengatur seberapa cepat counter pada timer mencacah. Nilai Divider/Prescaler 
akan digunakan untuk pembagi sinyal clock sehingga frekuensinya menjadi lebih 
kecil. 
• Mode 
Mengatur counter untuk bekerja dengan mode hitungan naik atau hitungan turun 
• Counter Enable 
Parameter ini memntukan apakah timer akan mulai bekerja atau tidak, apabila 
diberi nilai 1, maka timer akan bekerja. Sementara jika diberi nilai 0, maka timer 
akan berhenti bekerja 
• Alarm Enable 
Merupakan parameter yang berfungsi untuk membangkitkan suatu penanda 
apabila timer telah mencapai nilai watku tertentu. Biasanya parameter ini 
digunakan untuk membangkitkan interrupt. 
• Auto Reload 
Berfungsi untuk mengatur counter pada timer untuk mengembalikan nilainya ke 
nilai inisialisai awal counter apabila sudah mencapai keadaan overflow. 
Agar interrupt berjalan setiap 10 ms, perlu dilakukan timing menggunakan 
timer/counter. ESP 32 - Cam memiliki 4 buah timer/counter 64 bit yang bisa diakses 
penuh konfigurasinya. Pada implementasi ini, akan dipilih timer/counter 2 untuk 
melakukan timing fungsi interrupt sehingga, perlu dilakukan konfigurasi timer/counter 





Timer/counter pada ESP 32 - Cam memiliki sinyal clock dengan frekuensi dasar 
80 MHz sehingga, periodenya akan bernilai 1/80.000.000 atau 12,5 ns. Untuk 
mendapatkan periode sebesar 10 ms, maka harus dilakukan prescaling atau menurunkan 
frekuensi clock sehingga periodenya menjadi lebih besar. Apabila periode sinyal clock 
dirubah menjadi 1 µs, maka frekuensi harus diturunkan menjadi 1MHz dengan cara 
mengubah nilai prescaler menjadi 80. Kemudian untuk mendapakatkan nilai 
perhitungan 10ms, counter harus dibatasi hitungannya dengan menggunakan rumus: 
 








𝐵𝑎𝑡𝑎𝑠 ℎ𝑖𝑡𝑢𝑛𝑔 𝑐𝑜𝑢𝑛𝑡𝑒𝑟 = 10000 
 
Konfigurasi yang sudah didapatkan selanjutnya diimplemntasikan dalam program 





Objek timer2 akan menyimpan konfigurasi timer dan mengintegrasikan timer dengan 
fungsi interrupt saat dilakukan proses inisialisasi timer oleh ESP32 – CAM. Konfigurasi 
yang disimpan oleh objek timer2 akan mempengaruhi prilaku dari Timer 2. Berikut 




hw_timer_t * timer2 = NULL; 
 
  UVRobot.timer2 = timerBegin(2, 80, true); 
  timerAttachInterrupt(UVRobot.timer2, &SigmoidWrite, true); 
  timerAlarmWrite(UVRobot.timer2, 10000, true); 
  timerAlarmEnable(UVRobot.timer2); 
  timerStop(UVRobot.timer2); 












BAB 4  HASIL DAN PEMBAHASAN 
Pembahasan hasil pengujian dilakukan untuk menganalisis sistem yang telah dirancang dan 
direalisasikan. Pengujian dilakukan dalam bagian-bagian kecil dengan tujuan untuk mengamati 
perilaku tiap bagian sistem. Adapun pengujian yang dilakukan pada sub bagian berikut: 
1. Uji waktu timing untuk fungsi interrupt 
2. Uji persamaan konversi untuk pengontrolan percepatan 
3. Uji persamaan konversi untuk pengontrolan perlambatan 
4. Pengaruh algoritma terhadap percepatan dan perlambatan 
4.1 Pengujian Waktu Timing Interrupt 
Timer yang telah dilakukan konfigurasi, akan berfungsi untuk melakukan timing fungsi 
interrupt agar bisa berjalan sesuai waktu yang dikehendaki. Untuk mengetahui apakah fungsi 
interrupt sudah berjalan sesuai dengan yang dikehendaki, maka perlu dilakukan pengukuran 
waktu. Dengan memberi logika High pada salah satu pin ESP 32 - Cam saat terjadi interrupt, 
kemudian memberi logika Low pada saat interrupt selanjutnya, maka waktu dapat diukur 
dengan mengukur lama waktu pin saat logika High. Berikut merupakan hasil pengukuran waktu 
timing interrupt menggunakan osiloskop.  
 







Apabila dilihat dari gambar 4.1, terlihat bahwa waktu yang terukur dari awal pin diberi 
logika High hingga diberi logika Low adalah 10 ms. Dari percobaan ini, dapat disimpulkan 
bahwa timing untuk interrupt sudah sesuai dengan perancangan. 
4.2 Pengujian Persamaan Konversi Nilai Sigmoid 
Persamaan untuk mengkonversi nilai sigmoid menjadi dutycycle pada pengontrolan 
percepatan dan perlambatan perlu diuji hasil konversinya apakah sudah sesuai dengan 
rancangan algoritma. Dengan memvariasikan nilai 𝐷𝑚𝑎𝑘𝑠 sebesar 60, 70, 80, dan 90, akan dilihat 
nilai dutycycle awal dan akhir. Data array yang digunakan sebagai input persamaan adalah data 
persamaan sigmoid dengan  𝜎 = 1,75 dengan indeks maksimal array yaitu 88.  
4.2.1 Hasil Konversi Nilai Sigmoid untuk Pengontrolan Percepatan 
Setelah persamaan konversi untuk pengontrolan percepatan diimplementasikan pada 
mikrokontroler, didapatkan data berupa grafik dan tabel sebagai berikut 
 













































































Gambar 4.5 Grafik Hubungan Dutycycle terhadap Waktu dengan 𝑫𝒎𝒂𝒌𝒔 = 𝟗𝟎 pada 
pengontrolan percepatan 
 




𝐷0 (%) 𝐷88 (%) 
60 15 60 0.333 
70 15 70 0.273 
80 15 80 0.231 
90 15 90 0.2 
 
Berdasarkan gambar 4.2 hingga gambar 4.5 dan tabel 4.1, bentuk grafik yang 
terbentuk adalah sigmoid untuk masing masing nilai 𝐷𝑚𝑎𝑘𝑠. Berubahnya nilai 𝐷𝑚𝑎𝑘𝑠 tidak 
mempengaruhi nilai 𝐷0 dimana nilainya selalu konstan pada 15%. Sebaliknya nilai 𝐷88 
akan selalu sama dengan nilai 𝐷𝑚𝑎𝑘𝑠. Nilai 𝐷𝑚𝑎𝑘𝑠 yang berubah juga mempengaruhi nilai 
𝑘 yang akan semakin mengecil apabila 𝐷𝑚𝑎𝑘𝑠 semakin besar.  
4.2.2 Hasil Konversi Nilai Sigmoid untuk Pengontrolan Perlambatan 
Setelah persamaan konversi untuk pengontrolan perlambatan diimplementasikan 




























Gambar 4.6 Grafik Hubungan Dutycycle terhadap Waktu dengan 𝑫𝒎𝒂𝒌𝒔 = 𝟔𝟎%  pada 
pengontrolan perlambatan 
 






































































































Tabel 4.2 Tabel hasil konversi nilai array pada masing – masing 𝑫𝒎𝒂𝒌𝒔 
𝐷𝑚𝑎𝑘𝑠 (%) 
Hasil Konversi 
𝐷0 (%) 𝐷88 (%) 
60 60 0 
70 70 0 
80 80 0 
90 90 0 
 
Berdasarkan gambar 4.6 hingga gambar 4.9 dan tabel 4.2, dapat dilihat bahwa bentuk 
grafik merupakan sigmoid namun memiliki bentuk yang berbalik 1800 dengan grafik pada 
pengontrolan percepatan. Dengan berubahnya nilai 𝐷𝑚𝑎𝑘𝑠, maka nilai 𝐷0 juga akan 
berubah mengikuti nilai 𝐷𝑚𝑎𝑘𝑠. Namun sebaliknya nilai 𝐷88 akan selalu bernilai 0. 
 
Dari Kedua percobaan yang telah dilakukan, dapat disimpulkan bahwa algoritma untuk 
pengontrolan percepatan dan perlambatan telah sesuai dengan spesifikasi nomer 1 dan 2 yang 
telah dirancang pada bab sebelumnya. Algoritma mampu melakukan pemetaan terhadap 
dutycycle dalam bentuk sigmoid dan sigmoid terbalik. Nilai – nilai hasil konversi juga 
menunjukan keseuaian dengan rancangan algoritma yang telah dibuat. 
4.3 Pengaruh Algoritma pada Percepatan dan Perlambatan Robot 
Bergeraknya robot dari posisi diam atau menuju posisi diam, menimbulkan momen inersia 
yang cukup besar akibat kenaikan percepatan atau kenaikan perlambatan secara drastis dalam 
waktu singkat, sehingga muncul kemungkinan robot akan terguling. Untuk itu, diperlukan data 
percepatan robot saat bergerak dari posisi diam ataupun menuju posisi diam. Pengukuran 
percepatan dilakukan dengan menggunakan sensor IMU MPU 6050 yang sudah diberi Filter 







Gambar 4.10 Perbandingan pembacaan setelah diberi Filter Kalman 
 
Berdasarkan Gambar 4.10 dapat dilihat bahwa keluaran sensor masih mengandung 
banyak noise. Maka dari itu, digunakan Filter Kalman agar noise pembacaan berkurang dan 
pembacaan mejadi lebih stabil. Selanjutnya Sensor IMU MPU6050 diletakkan pada body dalam 
robot dan Robot diberi perintah untuk bergerak maju selama beberapa saat lalu diberi perintah 
untuk berhenti. Hasil pembacaan sensor akan dipetakan dalam bentuk grafik. 
 
 














































Dapat dilihat dari gambar 4.11,  kenaikan percepatan dari 0,02 m/s2 hingga nilai tertingginya 
yaitu 1,9 m/s2. Kemudian percepatan terlihat Kembali  ke nilai 0,02 – 0,3 m/s2 yang 
menunjukkan robot telah mencapai kecepatan konstan, namun karena Ketika robot jalan 
terdapat guncangan maka nilai pembacaan masih terkena sedikit noise. Setelah beberapa saat, 
terjadi perlambatan dari 0,03 m/s2 hingga -0,73 m/s2. 
Algoritma yang sudah dibuat akan diuji dengan cara memvariasikan 𝜎 dengan masing 
masing nilai nilai 1,75; 1,5; 1,25; dan 1. Percobaan akan dilakukan sebanyak 5 kali dengan cara 
yang sama saat pengujian tanpa algoritma. 
 






1 1.61 -0.59 
2 1.14 -0.82 
3 1.23 -0.7 
4 1.34 -0.62 
5 1.09 -0.68 
Rata- rata 1.282 -0.682 
 
 






1 1.15 -0.71 
2 1.03 -0.64 
3 1.27 -0.63 
4 1.09 -0.62 
5 1.33 -0.67 














1 1.21 -0.61 
2 0.85 -0.63 
3 1.12 -0.6 
4 1.05 -0.6 
5 1.05 -0.65 
Rata - rata 1.056 -0.618 
 







1 0.8 -0.52 
2 0.85 -0.49 
3 0.88 -0.68 
4 1 -0.61 
5 1.01 -0.61 
Rata- rata 0.908 -0.582 
 
Setelah dilakukan 5 kali percobaan, didapatkan data – data yang tercantum pada tabel 4.3, 
tabel 4.4, tabel 4.5 dan tabel 4.6. Kemudian dicari nilai rata – rata percepatan maksimum  dan 
perlambatan maksimum. Selanjutnya dapat dibuat grafik perbandingan bentuk grafik percepatan  
dan perlambatan pada saat sesudah diberi algoritma dan sebelum diberi algoritma dengan 







Gambar 4.12 Perbandingan bentuk grafik percepatan sebelum dan sesudah diberi algoritma 
untuk  𝛔 = 𝟏, 𝟕𝟓 
 
 
Gambar 4.13 Perbandingan bentuk grafik perlambatan sebelum dan sesudah diberi algoritma 


















































Gambar 4.14 Perbandingan bentuk grafik percepatan sebelum dan sesudah diberi algoritma 
untuk  𝛔 = 𝟏, 𝟓 
 
 
Gambar 4.15 Perbandingan bentuk grafik perlambatan sebelum dan sesudah diberi algoritma 


















































Gambar 4.16 Perbandingan bentuk grafik percepatan sebelum dan sesudah diberi algoritma 
untuk  𝛔 = 𝟏, 𝟐𝟓 
 
Gambar 4.17 Perbandingan bentuk grafik percepatan sebelum dan sesudah diberi algoritma 























































Gambar 4.18 Perbandingan bentuk grafik percepatan sebelum dan sesudah diberi algoritma 




Gambar 4.19 Perbandingan bentuk grafik perlambatan sebelum dan sesudah diberi algoritma 






















































Berdasarkan nilai rata – rata yang didapatkan, dapat dibuat grafik percepatan dan 
perlambatan terhadap nilai σ. 
 
Gambar 4.20 Grafik percepatan terhadap nilai 𝛔 
 
 















































Berdasarkan gambar 4.12, 4.14, 4.16 dan 4.18, setelah grafik percepatan saat sebelum 
diberi algoritma dan setelah diberi algoritma dibandingkan, terlihat bahwa nilai percepatan 
maksimal yang dicapai menurun. Percepatan juga tidak berubah secara derastis dan berlangsung 
dalam waktu yang relative lebih lama. Nilai perlambatan maksimal juga menurun dan 
berlangsung dalam waku yang relatif lebih lama juga seperti yang terlihat dalam gambar 4.13, 
4.15, 4.17 dan 4.19.   
Semakin besar nilai 𝛔, maka nilai percepatan maksimum yang terjadi akan semakin 
besar seperti yang ditunjukan pada gambar 4.20. Kemudian jika dilihat dari gambar 4.21, terlihat 
bahwa semakin besar nilai 𝛔, semakin kecil nilai perlambatan maksimumnya. Dapat 
disimpulkan bahwa algoritma mempengaruhi nilai percepatan dan perlambatan walaupaun tidak 







BAB 5  KESIMPULAN DAN SARAN 
5.1 Kesimpulan 
Setelah dilakukan penelitian dengan pengambilan data dan perhitungan parameter serta 
analisis, maka dapat disimpulkan sebagai berikut: 
1. Algoritma dapat rancang dengan cara: menentukan persamaan sigmoid, menentukan waktu 
interval pengambilan data, melakukan pencarian nilai – nilai persamaan sigmoid, 
menentukan persamaan konversi nilai array menjadi dutycycle pada pengontrolan 
percepatan dan perlambatan, menetukan persamaan perhitungan nilai k, dan terakhir 
dilakukan implementasi menggunakan bahasa pemrograman C++ dengan framework 
Arduino pada Mikrokontroler ESP 32 - Cam  
2. Implementasi timer pada ESP32 – Cam untuk proses timing fungsi interrupt memberikan 
hasil yang sama dengan rancangan yaitu sebesar 10 ms 
3. Algoritma yang sudah diimplementasikan mampu untuk melakukan pemetaan nilai 
dutycycle dalam bentuk sigmoid untuk pengontrolan percepatan, serta sigmoid terbalik 
untuk pengontrolan perlambatan 
4. Algoritma mampu mengurangi nilai percepatan degan nilai rata rata tertinggi 0,98 m/s2 pada 
𝛔 = 1 
5. Algoritma mampu mengurangi nilai perlambatan degan nilai rata rata tertinggi -0,58 m/s2 
pada 𝛔 = 1 
5.2 Saran 
Berdasarkan kesimpulan yang telah diperoleh, terdapat beberapa aspek yang masih dapat 
diteliti dan dilakukan analisis lebih mendalam, penulis menyarankan untuk : 
1. Memberi feedback sensor percepatan pada algoritma 
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#define RIGHT_MOTOR 0 
#define LEFT_MOTOR 1 
 
#define DIR_RIGHT_1 15 
#define DIR_RIGHT_2 13 
#define DIR_LEFT_1  2 
#define DIR_LEFT_2 4 
#define PWM_RIGHT 12 
#define PWM_LEFT 14 
#define UV_LAMP 3 
 
#define FORWARD 0 
#define BACKWARD 1 
#define FORWARD_RIGHT 2 
#define FORWARD_LEFT 3 
#define BACKWARD_LEFT 4 
#define BACKWARD_RIGHT 5 
#define ROT_RIGHT 6 
#define ROT_LEFT 7 
#define NEUTRAL 8 
 
#define PWDN_GPIO_NUM     32 
#define RESET_GPIO_NUM    -1 
#define XCLK_GPIO_NUM      0 
#define SIOD_GPIO_NUM     26 
#define SIOC_GPIO_NUM     27 
#define Y9_GPIO_NUM       35 
#define Y8_GPIO_NUM       34 
#define Y7_GPIO_NUM       39 
#define Y6_GPIO_NUM       36 
#define Y5_GPIO_NUM       21 






#define Y3_GPIO_NUM       18 
#define Y2_GPIO_NUM        5 
#define VSYNC_GPIO_NUM    25 
#define HREF_GPIO_NUM     23 
#define PCLK_GPIO_NUM     22 
 
#define MAX_SPEED_SAMPLING 1 
#define MIN_SPEED_SAMPLING 1 
 
#define NOT_USED 0 
#define SPEEDUP 1 
#define SPEEDDOWN 2 
 
#define MAX_SAMPLING_TIME 1500 
 
#define INTERVAL 5000 




void WritePWM(uint8_t dutycycle, uint8_t motor); 
void RotateMotor(uint8_t motor, uint8_t speedvalue, uint8_t direc); 
void RampSpeedUp(uint8_t moveflag); 
void RampSpeedStop(uint8_t moveflag); 
void NoRamp(uint8_t moveflag); 
void RampUpWithMicros(uint8_t moveflag); 
void RampStopWithMicros(uint8_t moveflag); 
void LinearUpAcc(uint8_t moveflag); 
void LinearDownAcc(uint8_t moveflag); 
void Speedup_exp(uint8_t moveflag); 
void Speeddown_exp(uint8_t moveflag); 
void Set_Sigmoid_risetime(uint16_t time); 
void Set_sigmoid_Const(float Const); 
mcpwm_config_t PWM_Config; 
camera_config_t config; 





uint8_t speed = 30; 
uint8_t relay; 
uint8_t maxVelocityBefore = 0; 





float maxVelocitysigmoid = 0; 
uint8_t minVelocity = 20; 
uint8_t rotVelocity = 60; 
double minvelocitysigmoid = 0; 
uint8_t noVelocity = 0; 
uint8_t speednow = 0; 
bool RAMPDOWN = false; 
volatile uint8_t ramptiming = NOT_USED; 
const int maxRange = 35; 
const int minRange = -35; 
hw_timer_t * timer2 = NULL; 
portMUX_TYPE timerMux = portMUX_INITIALIZER_UNLOCKED; 
int FOWARD_FLAG = 0, INT_MOVEFLAG; 
volatile int MOVE_FLAG = NEUTRAL; 
int PREV_MOVE=NEUTRAL; 
double RAMP_SPEED = 0, RAMP_SPEED_MIN = 0; 
unsigned long timenow=0, timebefore=0; 
std::vector <double> SigmoidVal; 
std::vector <double> SigmoidPWM; 
volatile uint16_t Maxsigmoidindex; 
 
public: 
camera_fb_t * fb = NULL; 
void begin(); 
void MoveNoRamp(int8_t x, int8_t y); 
void UVLamp(uint8_t state); 
void Move(int8_t x, int8_t y); 
void MoveLinear(int8_t x, int8_t y); 
float CalculatePWMSigmoidConst(double maxspeed); 
double DrawSigmoidPWM(double sigmoidval); 
double DrawSigmoidPWMDown(double sigmoidval); 
uint8_t LinearFunctionCalc(uint16_t time); 








Listing Program pada File Robot.cpp 
#include "Robot.h" 
 
#define freq 20000 
 
void Robot::UVLamp(uint8_t state) 
{ 
  digitalWrite(UV_LAMP, state); 
} 
 
void Robot::Set_Sigmoid_risetime(uint16_t time) 
{ 
  switch (time) 
  { 
    case 300: 
    { 
      SigmoidVal.insert(SigmoidVal.begin(),std::begin(sigmoid_300),std::end(sig
moid_300)); 
    }break; 
 
    case 500: 
    { 
      SigmoidVal.insert(SigmoidVal.begin(),std::begin(sigmoid_500_new),std::end
(sigmoid_500_new)); 
    }break; 
 
    case 700: 
    { 
      SigmoidVal.insert(SigmoidVal.begin(),std::begin(sigmoid_700_new),std::end
(sigmoid_700_new)); 
    }break; 
 
    case 900: 
    { 
      SigmoidVal.insert(SigmoidVal.begin(),std::begin(sigmoid_900_new),std::end
(sigmoid_900_new)); 
    }break; 
 
    case 1200: 
    { 
      SigmoidVal.insert(SigmoidVal.begin(),std::begin(sigmoid_1200),std::end(si
gmoid_1200)); 
    }break; 
 





    { 
      SigmoidVal.insert(SigmoidVal.begin(),std::begin(sigmoid_1500),std::end(si
gmoid_1500)); 
    }break; 
  } 
 
  SigmoidVal.shrink_to_fit(); 
  Maxsigmoidindex = SigmoidVal.size() - 1; 
  Serial.print("Index = "); 
  Serial.println(Maxsigmoidindex); 
} 
 
double Robot::DrawSigmoidPWM(double sigmoidval) 
{ 




double Robot::DrawSigmoidPWMDown(double sigmoidval) 
{ 
  return sigmoidval*maxVelocity; 
} 
 
float Robot::CalculatePWMSigmoidConst(double maxspeed) 
{ 
  return (double)PWM_MIN/(maxspeed - PWM_MIN); 
} 
 
void Robot::Set_sigmoid_Const(float Const) 
{ 
  if(Const == 0.5) 
  { 
    SigmoidVal.insert(SigmoidVal.begin(),std::begin(sigmoid_05),std::end(sigmoi
d_05)); 
  } 
  else if(Const == 0.75) 
  { 
    SigmoidVal.insert(SigmoidVal.begin(),std::begin(sigmoid_075),std::end(sigmo
id_075)); 
  } 
  else if(Const == 1) 
  { 
    SigmoidVal.insert(SigmoidVal.begin(),std::begin(sigmoid_1),std::end(sigmoid
_1)); 





  else if(Const == 1.25) 
  { 
    SigmoidVal.insert(SigmoidVal.begin(),std::begin(sigmoid_125),std::end(sigmo
id_125)); 
  } 
  else if(Const == 1.5) 
  { 
    SigmoidVal.insert(SigmoidVal.begin(),std::begin(sigmoid_15),std::end(sigmoi
d_15)); 
  } 
  else if(Const == 1.75) 
  { 
    SigmoidVal.insert(SigmoidVal.begin(),std::begin(sigmoid_175),std::end(sigmo
id_175)); 
  } 
  else if(Const == 2) 
  { 
    SigmoidVal.insert(SigmoidVal.begin(),std::begin(sigmoid_2),std::end(sigmoid
_2)); 
  } 
 
  SigmoidVal.shrink_to_fit(); 
  Maxsigmoidindex = SigmoidVal.size() - 1; 
 
  Serial.println(Maxsigmoidindex); 





  pinMode(DIR_RIGHT_1, OUTPUT); 
  pinMode(DIR_RIGHT_2, OUTPUT); 
  pinMode(DIR_LEFT_1, OUTPUT); 
  pinMode(DIR_LEFT_2, OUTPUT); 
  pinMode(PWM_RIGHT, OUTPUT); 
  pinMode(PWM_LEFT, OUTPUT); 
  pinMode(UV_LAMP, OUTPUT); 
 
  Set_sigmoid_Const(1.75); 
 
  PWM_Config.frequency = freq; //frequency, 
  PWM_Config.cmpr_a = 0;       //duty cycle of PWMxA = 0 
  PWM_Config.cmpr_b = 0;       //duty cycle of PWMxb = 0 
  PWM_Config.counter_mode = MCPWM_UP_COUNTER; 






  mcpwm_init(MCPWM_UNIT_0, MCPWM_TIMER_0, &PWM_Config); 
  mcpwm_gpio_init(MCPWM_UNIT_0, MCPWM0A, PWM_RIGHT); 
  mcpwm_gpio_init(MCPWM_UNIT_0, MCPWM0B, PWM_LEFT); 
 
  // UVLamp(LOW); 
 
  config.ledc_channel = LEDC_CHANNEL_0; 
  config.ledc_timer = LEDC_TIMER_0; 
  config.pin_d0 = Y2_GPIO_NUM; 
  config.pin_d1 = Y3_GPIO_NUM; 
  config.pin_d2 = Y4_GPIO_NUM; 
  config.pin_d3 = Y5_GPIO_NUM; 
  config.pin_d4 = Y6_GPIO_NUM; 
  config.pin_d5 = Y7_GPIO_NUM; 
  config.pin_d6 = Y8_GPIO_NUM; 
  config.pin_d7 = Y9_GPIO_NUM; 
  config.pin_xclk = XCLK_GPIO_NUM; 
  config.pin_pclk = PCLK_GPIO_NUM; 
  config.pin_vsync = VSYNC_GPIO_NUM; 
  config.pin_href = HREF_GPIO_NUM; 
  config.pin_sscb_sda = SIOD_GPIO_NUM; 
  config.pin_sscb_scl = SIOC_GPIO_NUM; 
  config.pin_pwdn = PWDN_GPIO_NUM; 
  config.pin_reset = RESET_GPIO_NUM; 
  config.xclk_freq_hz = 20000000; 
  config.pixel_format = PIXFORMAT_JPEG; 
   
  if (psramFound()) 
  { 
    config.frame_size = FRAMESIZE_UXGA; 
    config.jpeg_quality = 10; 
    config.fb_count = 2; 
  } 
  else 
  { 
    config.frame_size = FRAMESIZE_CIF; 
    config.jpeg_quality = 12; 
    config.fb_count = 1; 
  } 
 
  // camera init 
  esp_err_t err = esp_camera_init(&config); 
  if (err != ESP_OK) 





    Serial.printf("Camera init failed with error 0x%x", err); 
    return; 
  } 
 
  s = esp_camera_sensor_get(); 
  s->set_framesize(s, FRAMESIZE_CIF); 
 
  if (!SPIFFS.begin(true)) 
  { 
    Serial.println("An Error has occurred while mounting SPIFFS"); 
    return; 
  } 
 
  WiFi.mode(WIFI_AP_STA); 
  WiFi.softAP("UVRobot", "12345678"); 
  IPAddress myIP = WiFi.softAPIP(); 
 




void Robot::WritePWM(uint8_t dutycycle, uint8_t motor) 
{ 
  if (dutycycle > 0 && dutycycle < 100) 
  { 
    if (motor == RIGHT_MOTOR) 
    { 
      //       mcpwm_set_signal_low(MCPWM_UNIT_0, MCPWM_TIMER_0, MCPWM_OPR_B); 
      mcpwm_set_duty(MCPWM_UNIT_0, MCPWM_TIMER_0, MCPWM_OPR_A, dutycycle); 
      mcpwm_set_duty_type(MCPWM_UNIT_0, MCPWM_TIMER_0, MCPWM_OPR_A, MCPWM_DUTY_
MODE_0); 
    } 
    else 
    { 
      //       mcpwm_set_signal_low(MCPWM_UNIT_0, MCPWM_TIMER_0, MCPWM_OPR_A); 
      mcpwm_set_duty(MCPWM_UNIT_0, MCPWM_TIMER_0, MCPWM_OPR_B, dutycycle); 
      mcpwm_set_duty_type(MCPWM_UNIT_0, MCPWM_TIMER_0, MCPWM_OPR_B, MCPWM_DUTY_
MODE_0); 
    } 
  } 
  else if (dutycycle == 0) 
  { 
    if (motor == RIGHT_MOTOR) 
    { 





    } 
    else 
    { 
      mcpwm_set_signal_low(MCPWM_UNIT_0, MCPWM_TIMER_0, MCPWM_OPR_B); 
    } 
  } 
  else if (dutycycle == 100) 
  { 
    if (motor == RIGHT_MOTOR) 
    { 
      mcpwm_set_signal_high(MCPWM_UNIT_0, MCPWM_TIMER_0, MCPWM_OPR_A); 
    } 
    else 
    { 
      mcpwm_set_signal_high(MCPWM_UNIT_0, MCPWM_TIMER_0, MCPWM_OPR_B); 
    } 
  } 
} 
 
void Robot::RotateMotor(uint8_t motor, uint8_t speedvalue, uint8_t direc) 
{ 
  switch (motor) 
  { 
  case RIGHT_MOTOR: 
  { 
    if (direc == FORWARD) 
    { 
      digitalWrite(DIR_RIGHT_1, HIGH); 
      digitalWrite(DIR_RIGHT_2, LOW); 
    } 
    else if(direc == BACKWARD) 
    { 
      digitalWrite(DIR_RIGHT_1, LOW); 
      digitalWrite(DIR_RIGHT_2, HIGH); 
    } 
    else if(direc == NEUTRAL) 
    { 
      digitalWrite(DIR_RIGHT_1, LOW); 
      digitalWrite(DIR_RIGHT_2, LOW); 
    } 
    WritePWM(speedvalue, motor); 
  } 
  break; 
 





  { 
    if (direc == FORWARD) 
    { 
      digitalWrite(DIR_LEFT_1, HIGH); 
      digitalWrite(DIR_LEFT_2, LOW); 
    } 
    else if(direc == BACKWARD) 
    { 
      digitalWrite(DIR_LEFT_1, LOW); 
      digitalWrite(DIR_LEFT_2, HIGH); 
    } 
    else if(direc == NEUTRAL) 
    { 
      digitalWrite(DIR_LEFT_1, LOW); 
      digitalWrite(DIR_LEFT_2, LOW); 
    } 
    WritePWM(speedvalue, motor); 
  } 
  break; 
  } 
} 
 
uint8_t Robot::LinearFunctionCalc(uint16_t time) 
{ 
  return (maxVelocity * time) / MAX_SAMPLING_TIME; 
} 
 
uint8_t Robot::LinearFunctionCalcdown(uint16_t time) 
{ 




void Robot::RampSpeedUp(uint8_t moveflag) 
{ 
  switch (moveflag) 
  { 
  case FORWARD: 
  { 
    if (RAMP_SPEED < maxVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        // Serial.println(RAMP_SPEED); 





        if(RAMP_SPEED > maxVelocity)RAMP_SPEED = maxVelocity; 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
      } 
    } 
    else 
    { 
      // Serial.println(RAMP_SPEED); 
      RotateMotor(RIGHT_MOTOR, maxVelocity, FORWARD); 
      RotateMotor(LEFT_MOTOR, maxVelocity, FORWARD); 
    } 
  } 
  break; 
 
  case BACKWARD: 
  { 
    if (RAMP_SPEED < maxVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        RAMP_SPEED += MAX_SPEED_SAMPLING; 
        if(RAMP_SPEED > maxVelocity)RAMP_SPEED = maxVelocity; 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
      } 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, maxVelocity, BACKWARD); 
      RotateMotor(LEFT_MOTOR, maxVelocity, BACKWARD); 
    } 
  } 
  break; 
 
  case FORWARD_LEFT: 
  { 
    if (RAMP_SPEED < maxVelocity && RAMP_SPEED_MIN < minVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        if (RAMP_SPEED_MIN < minVelocity) 
        { 
          RAMP_SPEED += MAX_SPEED_SAMPLING; 
          RAMP_SPEED_MIN += MIN_SPEED_SAMPLING; 





          RotateMotor(LEFT_MOTOR, RAMP_SPEED_MIN, FORWARD); 
        } 
        else 
        { 
          RAMP_SPEED += MAX_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
          RotateMotor(LEFT_MOTOR, minVelocity, FORWARD); 
        } 
      } 
      if(RAMP_SPEED > maxVelocity)RAMP_SPEED = maxVelocity; 
      if(RAMP_SPEED_MIN > minVelocity)RAMP_SPEED_MIN = minVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, maxVelocity, FORWARD); 
      RotateMotor(LEFT_MOTOR, minVelocity, FORWARD); 
    } 
  } 
  break; 
 
  case FORWARD_RIGHT: 
  { 
    if (RAMP_SPEED < maxVelocity && RAMP_SPEED_MIN < minVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        if (RAMP_SPEED_MIN < minVelocity) 
        { 
          RAMP_SPEED += MAX_SPEED_SAMPLING; 
          RAMP_SPEED_MIN += MIN_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED_MIN, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
        } 
        else 
        { 
          RAMP_SPEED += MAX_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, minVelocity, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
        } 
      } 
      if(RAMP_SPEED > maxVelocity)RAMP_SPEED = maxVelocity; 
      if(RAMP_SPEED_MIN > minVelocity)RAMP_SPEED_MIN = minVelocity; 
    } 
    else 





      RotateMotor(RIGHT_MOTOR, minVelocity, FORWARD); 
      RotateMotor(LEFT_MOTOR, maxVelocity, FORWARD); 
    } 
  } 
  break; 
 
  case BACKWARD_LEFT: 
  { 
    if (RAMP_SPEED < maxVelocity && RAMP_SPEED_MIN < minVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        if (RAMP_SPEED_MIN < minVelocity) 
        { 
          RAMP_SPEED += MAX_SPEED_SAMPLING; 
          RAMP_SPEED_MIN += MIN_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED_MIN, BACKWARD); 
        } 
        else 
        { 
          RAMP_SPEED += MAX_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
          RotateMotor(LEFT_MOTOR, minVelocity, BACKWARD); 
        } 
      } 
      if(RAMP_SPEED > maxVelocity)RAMP_SPEED = maxVelocity; 
      if(RAMP_SPEED_MIN > minVelocity)RAMP_SPEED_MIN = minVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, maxVelocity, BACKWARD); 
      RotateMotor(LEFT_MOTOR, minVelocity, BACKWARD); 
    } 
  } 
  break; 
 
  case BACKWARD_RIGHT: 
  { 
    if (RAMP_SPEED < maxVelocity && RAMP_SPEED_MIN < minVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        if (RAMP_SPEED_MIN < minVelocity) 





          RAMP_SPEED += MAX_SPEED_SAMPLING; 
          RAMP_SPEED_MIN += MIN_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED_MIN, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
        } 
        else 
        { 
          RAMP_SPEED += MAX_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, minVelocity, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
        } 
      } 
      if(RAMP_SPEED > maxVelocity)RAMP_SPEED = maxVelocity; 
      if(RAMP_SPEED_MIN > minVelocity)RAMP_SPEED_MIN = minVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, minVelocity, BACKWARD); 
      RotateMotor(LEFT_MOTOR, maxVelocity, BACKWARD); 
    } 
  } 
  break; 
 
  case ROT_RIGHT: 
  { 
    if (RAMP_SPEED < maxVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        RAMP_SPEED += MAX_SPEED_SAMPLING; 
        if(RAMP_SPEED >= maxVelocity)RAMP_SPEED = maxVelocity; 
 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
      } 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, maxVelocity, BACKWARD); 
      RotateMotor(LEFT_MOTOR, maxVelocity, FORWARD); 
    } 
  } 
  break; 
 





  { 
    if (RAMP_SPEED < maxVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        RAMP_SPEED += MAX_SPEED_SAMPLING; 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
      } 
      if(RAMP_SPEED >= maxVelocity)RAMP_SPEED = maxVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, maxVelocity, FORWARD); 
      RotateMotor(LEFT_MOTOR, maxVelocity, BACKWARD); 
    } 
  } 
  break; 
  } 
} 
 
void Robot::RampSpeedStop(uint8_t moveflag) 
{ 
  switch (moveflag) 
  { 
  case FORWARD: 
  { 
    if (RAMP_SPEED > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        Serial.println(RAMP_SPEED); 
        RAMP_SPEED -= MAX_SPEED_SAMPLING; 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
      } 
      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
    } 
    else 
    { 
      Serial.println(RAMP_SPEED); 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 





  break; 
 
  case BACKWARD: 
  { 
    if (RAMP_SPEED > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        RAMP_SPEED -= MAX_SPEED_SAMPLING; 
        if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
      } 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
 
  case FORWARD_LEFT: 
  { 
    if (RAMP_SPEED > noVelocity && RAMP_SPEED_MIN > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        if(RAMP_SPEED > minVelocity) 
        { 
          RAMP_SPEED -=MAX_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
          RotateMotor(LEFT_MOTOR, minVelocity, FORWARD);           
        } 
        else 
        { 
          RAMP_SPEED -=MAX_SPEED_SAMPLING; 
          RAMP_SPEED_MIN -=MIN_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED_MIN, FORWARD);  
        } 
      } 
      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
      if(RAMP_SPEED_MIN < noVelocity)RAMP_SPEED_MIN = noVelocity; 





    else 
    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
 
  case FORWARD_RIGHT: 
  { 
    if (RAMP_SPEED > noVelocity && RAMP_SPEED_MIN > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        if (RAMP_SPEED_MIN < minVelocity) 
        { 
          RAMP_SPEED -= MAX_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, minVelocity, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
        } 
        else 
        { 
          RAMP_SPEED -= MAX_SPEED_SAMPLING; 
          RAMP_SPEED_MIN -= MIN_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED_MIN, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
        } 
      } 
      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
      if(RAMP_SPEED_MIN < noVelocity)RAMP_SPEED_MIN = noVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
 
  case BACKWARD_LEFT: 
  { 
    if (RAMP_SPEED > noVelocity && RAMP_SPEED_MIN > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 





        if (RAMP_SPEED > minVelocity) 
        { 
          RAMP_SPEED -= MAX_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
          RotateMotor(LEFT_MOTOR, minVelocity, BACKWARD); 
        } 
        else 
        { 
          RAMP_SPEED -= MAX_SPEED_SAMPLING; 
          RAMP_SPEED_MIN -= MIN_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED_MIN, BACKWARD); 
        } 
      } 
      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
      if(RAMP_SPEED_MIN < noVelocity)RAMP_SPEED_MIN = noVelocity;       
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
 
  case BACKWARD_RIGHT: 
  { 
    if (RAMP_SPEED > noVelocity && RAMP_SPEED_MIN > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        if (RAMP_SPEED > minVelocity) 
        { 
          RAMP_SPEED -= MAX_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, minVelocity, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
        } 
        else 
        { 
          RAMP_SPEED -= MAX_SPEED_SAMPLING; 
          RAMP_SPEED_MIN -= MIN_SPEED_SAMPLING; 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED_MIN, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
        } 





      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
      if(RAMP_SPEED_MIN < noVelocity)RAMP_SPEED_MIN = noVelocity;       
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
 
  case ROT_RIGHT: 
  { 
    if (RAMP_SPEED > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        RAMP_SPEED -= MAX_SPEED_SAMPLING; 
 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
      } 
      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
 
  case ROT_LEFT: 
  { 
    if (RAMP_SPEED > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        RAMP_SPEED -= MAX_SPEED_SAMPLING; 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
      } 
      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
    } 





    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
  }   
} 
 
void Robot::RampUpWithMicros(uint8_t moveflag) 
{ 
  switch (moveflag) 
  { 
  case FORWARD: 
  { 
    if (RAMP_SPEED < maxVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        timenow = micros(); 
        // Serial.println(RAMP_SPEED); 
        if(((timenow - timebefore)) >= INTERVAL) 
        { 
          RAMP_SPEED += MAX_SPEED_SAMPLING; 
          timebefore = timenow; 
        } 
        if(RAMP_SPEED > maxVelocity)RAMP_SPEED = maxVelocity; 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
      } 
    } 
    else 
    { 
      // Serial.println(RAMP_SPEED); 
      RotateMotor(RIGHT_MOTOR, maxVelocity, FORWARD); 
      RotateMotor(LEFT_MOTOR, maxVelocity, FORWARD); 
    } 
  } 
  break; 
 
  case BACKWARD: 
  { 
    if (RAMP_SPEED < maxVelocity) 
    { 





      { 
        timenow = micros(); 
        if(((timenow - timebefore)) >= INTERVAL) 
        { 
          RAMP_SPEED += MAX_SPEED_SAMPLING; 
          timebefore = timenow; 
        } 
        if(RAMP_SPEED > maxVelocity)RAMP_SPEED = maxVelocity; 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
      } 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, maxVelocity, BACKWARD); 
      RotateMotor(LEFT_MOTOR, maxVelocity, BACKWARD); 
    } 
  } 
  break; 
 
  case FORWARD_LEFT: 
  { 
    if (RAMP_SPEED < maxVelocity && RAMP_SPEED_MIN < minVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        if (RAMP_SPEED_MIN < minVelocity) 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED += MAX_SPEED_SAMPLING; 
            RAMP_SPEED_MIN += MIN_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED_MIN, FORWARD); 
        } 
        else 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED += MAX_SPEED_SAMPLING; 





          } 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
          RotateMotor(LEFT_MOTOR, minVelocity, FORWARD); 
        } 
      } 
      if(RAMP_SPEED > maxVelocity)RAMP_SPEED = maxVelocity; 
      if(RAMP_SPEED_MIN > minVelocity)RAMP_SPEED_MIN = minVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, maxVelocity, FORWARD); 
      RotateMotor(LEFT_MOTOR, minVelocity, FORWARD); 
    } 
  } 
  break; 
 
  case FORWARD_RIGHT: 
  { 
    if (RAMP_SPEED < maxVelocity && RAMP_SPEED_MIN < minVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        if (RAMP_SPEED_MIN < minVelocity) 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED += MAX_SPEED_SAMPLING; 
            RAMP_SPEED_MIN += MIN_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED_MIN, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
        } 
        else 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED += MAX_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, minVelocity, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 





      } 
      if(RAMP_SPEED > maxVelocity)RAMP_SPEED = maxVelocity; 
      if(RAMP_SPEED_MIN > minVelocity)RAMP_SPEED_MIN = minVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, minVelocity, FORWARD); 
      RotateMotor(LEFT_MOTOR, maxVelocity, FORWARD); 
    } 
  } 
  break; 
 
  case BACKWARD_LEFT: 
  { 
    if (RAMP_SPEED < maxVelocity && RAMP_SPEED_MIN < minVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        if (RAMP_SPEED_MIN < minVelocity) 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED += MAX_SPEED_SAMPLING; 
            RAMP_SPEED_MIN += MIN_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED_MIN, BACKWARD); 
        } 
        else 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED += MAX_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
          RotateMotor(LEFT_MOTOR, minVelocity, BACKWARD); 
        } 
      } 
      if(RAMP_SPEED > maxVelocity)RAMP_SPEED = maxVelocity; 
      if(RAMP_SPEED_MIN > minVelocity)RAMP_SPEED_MIN = minVelocity; 





    else 
    { 
      RotateMotor(RIGHT_MOTOR, maxVelocity, BACKWARD); 
      RotateMotor(LEFT_MOTOR, minVelocity, BACKWARD); 
    } 
  } 
  break; 
 
  case BACKWARD_RIGHT: 
  { 
    if (RAMP_SPEED < maxVelocity && RAMP_SPEED_MIN < minVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        if (RAMP_SPEED_MIN < minVelocity) 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED += MAX_SPEED_SAMPLING; 
            RAMP_SPEED_MIN += MIN_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED_MIN, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
        } 
        else 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED += MAX_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, minVelocity, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
        } 
      } 
      if(RAMP_SPEED > maxVelocity)RAMP_SPEED = maxVelocity; 
      if(RAMP_SPEED_MIN > minVelocity)RAMP_SPEED_MIN = minVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, minVelocity, BACKWARD); 





    } 
  } 
  break; 
 
  case ROT_RIGHT: 
  { 
    if (RAMP_SPEED < maxVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        timenow = micros(); 
        if((timenow - timebefore) >= INTERVAL) 
        { 
          RAMP_SPEED += MAX_SPEED_SAMPLING; 
          timebefore = timenow; 
        } 
        if(RAMP_SPEED >= maxVelocity)RAMP_SPEED = maxVelocity; 
 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
      } 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, maxVelocity, BACKWARD); 
      RotateMotor(LEFT_MOTOR, maxVelocity, FORWARD); 
    } 
  } 
  break; 
 
  case ROT_LEFT: 
  { 
    if (RAMP_SPEED < maxVelocity) 
    { 
      while (RAMP_SPEED < maxVelocity) 
      { 
        timenow = micros(); 
        if((timenow - timebefore) >= INTERVAL) 
        { 
          RAMP_SPEED += MAX_SPEED_SAMPLING; 
          timebefore = timenow; 
        } 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 





      if(RAMP_SPEED >= maxVelocity)RAMP_SPEED = maxVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, maxVelocity, FORWARD); 
      RotateMotor(LEFT_MOTOR, maxVelocity, BACKWARD); 
    } 
  } 
  break; 
  } 
} 
 
void Robot::RampStopWithMicros(uint8_t moveflag) 
{ 
  switch (moveflag) 
  { 
  case FORWARD: 
  { 
    if (RAMP_SPEED > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        timenow = micros(); 
        Serial.println(RAMP_SPEED); 
        if((timenow - timebefore) >= INTERVAL) 
        { 
          RAMP_SPEED -= MAX_SPEED_SAMPLING; 
          timebefore = timenow; 
        } 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
      } 
      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
    } 
    else 
    { 
      Serial.println(RAMP_SPEED); 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
 
  case BACKWARD: 





    if (RAMP_SPEED > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        timenow = micros(); 
        if((timenow - timebefore) >= INTERVAL) 
        { 
          RAMP_SPEED -= MAX_SPEED_SAMPLING; 
          timebefore = timenow; 
        } 
        if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
      } 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
 
  case FORWARD_LEFT: 
  { 
    if (RAMP_SPEED > noVelocity && RAMP_SPEED_MIN > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        if(RAMP_SPEED > minVelocity) 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED -= MAX_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
          RotateMotor(LEFT_MOTOR, minVelocity, FORWARD);           
        } 
        else 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 





            RAMP_SPEED -= MAX_SPEED_SAMPLING; 
            RAMP_SPEED_MIN -=MIN_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED_MIN, FORWARD);  
        } 
      } 
      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
      if(RAMP_SPEED_MIN < noVelocity)RAMP_SPEED_MIN = noVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
 
  case FORWARD_RIGHT: 
  { 
    if (RAMP_SPEED > noVelocity && RAMP_SPEED_MIN > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        if (RAMP_SPEED_MIN < minVelocity) 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED -= MAX_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, minVelocity, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
        } 
        else 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED -= MAX_SPEED_SAMPLING; 
            RAMP_SPEED_MIN -=MIN_SPEED_SAMPLING; 
            timebefore = timenow; 





          RotateMotor(RIGHT_MOTOR, RAMP_SPEED_MIN, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
        } 
      } 
      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
      if(RAMP_SPEED_MIN < noVelocity)RAMP_SPEED_MIN = noVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
 
  case BACKWARD_LEFT: 
  { 
    if (RAMP_SPEED > noVelocity && RAMP_SPEED_MIN > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        if (RAMP_SPEED > minVelocity) 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED -= MAX_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
          RotateMotor(LEFT_MOTOR, minVelocity, BACKWARD); 
        } 
        else 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED -= MAX_SPEED_SAMPLING; 
            RAMP_SPEED_MIN -=MIN_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED_MIN, BACKWARD); 
        } 





      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
      if(RAMP_SPEED_MIN < noVelocity)RAMP_SPEED_MIN = noVelocity;       
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
 
  case BACKWARD_RIGHT: 
  { 
    if (RAMP_SPEED > noVelocity && RAMP_SPEED_MIN > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        if (RAMP_SPEED > minVelocity) 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED -= MAX_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, minVelocity, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
        } 
        else 
        { 
          timenow = micros(); 
          if((timenow - timebefore) >= INTERVAL) 
          { 
            RAMP_SPEED -= MAX_SPEED_SAMPLING; 
            RAMP_SPEED_MIN -=MIN_SPEED_SAMPLING; 
            timebefore = timenow; 
          } 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED_MIN, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
        } 
      } 
      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
      if(RAMP_SPEED_MIN < noVelocity)RAMP_SPEED_MIN = noVelocity;       
    } 





    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
 
  case ROT_RIGHT: 
  { 
    if (RAMP_SPEED > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        timenow = micros(); 
        if((timenow - timebefore) >= INTERVAL) 
        { 
          RAMP_SPEED -= MAX_SPEED_SAMPLING; 
          timebefore = timenow; 
        } 
 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
      } 
      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
 
  case ROT_LEFT: 
  { 
    if (RAMP_SPEED > noVelocity) 
    { 
      while (RAMP_SPEED > noVelocity) 
      { 
        timenow = micros(); 
        if((timenow - timebefore) >= INTERVAL) 
        { 
          RAMP_SPEED -= MAX_SPEED_SAMPLING; 
          timebefore = timenow; 





        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
      } 
      if(RAMP_SPEED < noVelocity)RAMP_SPEED = noVelocity; 
    } 
    else 
    { 
      RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
      RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    } 
  } 
  break; 
  }     
} 
 
void Robot::NoRamp(uint8_t moveflag) 
{ 
  if(moveflag == NEUTRAL) 
  { 
    speednow = noVelocity; 
  } 
  else 
  { 
    speednow = maxVelocity; 
  } 
 
  // Serial.println(speednow); 
   
  switch (moveflag) 
  { 
  case FORWARD: 
  { 
    RotateMotor(RIGHT_MOTOR, speednow, FORWARD); 
    RotateMotor(LEFT_MOTOR, speednow, FORWARD); 
  } 
  break; 
 
  case BACKWARD: 
  { 
    RotateMotor(RIGHT_MOTOR, speednow, BACKWARD); 
    RotateMotor(LEFT_MOTOR, speednow, BACKWARD); 
  } 
  break; 
 





  { 
    RotateMotor(RIGHT_MOTOR, speednow, FORWARD); 
    RotateMotor(LEFT_MOTOR, minVelocity, FORWARD);     
  } 
  break; 
 
  case FORWARD_RIGHT: 
  { 
    RotateMotor(RIGHT_MOTOR, minVelocity, FORWARD); 
    RotateMotor(LEFT_MOTOR, speednow, FORWARD); 
  } 
  break; 
 
  case BACKWARD_RIGHT: 
  { 
    RotateMotor(RIGHT_MOTOR, minVelocity, BACKWARD); 
    RotateMotor(LEFT_MOTOR, speednow, BACKWARD); 
  } 
  break; 
 
  case BACKWARD_LEFT: 
  { 
    RotateMotor(RIGHT_MOTOR, speednow, BACKWARD); 
    RotateMotor(LEFT_MOTOR, minVelocity, BACKWARD); 
  } 
  break; 
 
  case ROT_RIGHT: 
  {   
    RotateMotor(RIGHT_MOTOR, speednow, BACKWARD); 
    RotateMotor(LEFT_MOTOR, speednow, FORWARD);    
  } 
  break; 
 
  case ROT_LEFT: 
  { 
    RotateMotor(RIGHT_MOTOR, speednow, FORWARD); 
    RotateMotor(LEFT_MOTOR, speednow, BACKWARD); 
  } 
  break; 
 
  case NEUTRAL: 
  { 
    RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 





  } 
  break; 
  } 
} 
 
void Robot::LinearUpAcc(uint8_t moveflag) 
{ 
  // Serial.println("MASUK"); 
  if (!timerStarted(timer2) && (RAMP_SPEED == noVelocity)) 
  { 
    ramptiming = SPEEDUP; 
    timerStart(timer2); 
  } 
  else 
  { 
    if ((RAMP_SPEED >= maxVelocitysigmoid) && (timerStarted(timer2))) 
    { 
      RAMP_SPEED = maxVelocity; 
      ramptiming = NOT_USED; 
      timerStop(timer2); 
      timerWrite(timer2, 0); 
      elapsedtime = 0; 
      sigmoid_index = 0; 
      RAMPDOWN = true; 
    } 
    else if (ramptiming == SPEEDUP) 
    { 
      switch (moveflag) 
      { 
      case FORWARD: 
      { 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
      } 
      break; 
 
      case FORWARD_LEFT: 
      { 
        if (RAMP_SPEED < minVelocity) 
        { 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED_MIN, FORWARD); 
        } 
        else 





          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
          RotateMotor(LEFT_MOTOR, minVelocity, FORWARD); 
        } 
      } 
      break; 
 
      case FORWARD_RIGHT: 
      { 
        if (RAMP_SPEED < minVelocity) 
        { 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED_MIN, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
        } 
        else 
        { 
          RotateMotor(RIGHT_MOTOR, minVelocity, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
        } 
      } 
      break; 
 
      case BACKWARD: 
      { 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
      } 
      break; 
 
      case BACKWARD_LEFT: 
      { 
        if (RAMP_SPEED < minVelocity) 
        { 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED_MIN, BACKWARD); 
        } 
        else 
        { 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
          RotateMotor(LEFT_MOTOR, minVelocity, BACKWARD); 
        } 
      } 
      break; 
 
      case BACKWARD_RIGHT: 





        if (RAMP_SPEED < minVelocity) 
        { 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED_MIN, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
        } 
        else 
        { 
          RotateMotor(RIGHT_MOTOR, minVelocity, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
        } 
      } 
      break; 
 
      case ROT_RIGHT: 
      { 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
      } 
      break; 
 
      case ROT_LEFT: 
      { 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
      } 
      break; 
      } 
    } 
    else if (ramptiming == NOT_USED && RAMP_SPEED >= maxVelocity) 
    { 
      switch (moveflag) 
      { 
      case FORWARD: 
      { 
        RotateMotor(RIGHT_MOTOR, maxVelocity, FORWARD); 
        RotateMotor(LEFT_MOTOR, maxVelocity, FORWARD); 
      } 
      break; 
 
      case FORWARD_LEFT: 
      { 
        RotateMotor(RIGHT_MOTOR, maxVelocity, FORWARD); 
        RotateMotor(LEFT_MOTOR, minVelocity, FORWARD); 
      } 






      case FORWARD_RIGHT: 
      { 
        RotateMotor(RIGHT_MOTOR, minVelocity, FORWARD); 
        RotateMotor(LEFT_MOTOR, maxVelocity, FORWARD); 
      } 
      break; 
 
      case BACKWARD: 
      { 
        RotateMotor(RIGHT_MOTOR, maxVelocity, BACKWARD); 
        RotateMotor(LEFT_MOTOR, maxVelocity, BACKWARD); 
      } 
      break; 
 
      case BACKWARD_LEFT: 
      { 
        RotateMotor(RIGHT_MOTOR, maxVelocity, BACKWARD); 
        RotateMotor(LEFT_MOTOR, minVelocity, BACKWARD); 
      } 
      break; 
 
      case BACKWARD_RIGHT: 
      { 
        RotateMotor(RIGHT_MOTOR, minVelocity, BACKWARD); 
        RotateMotor(LEFT_MOTOR, maxVelocity, BACKWARD); 
      } 
      break; 
 
      case ROT_LEFT: 
      { 
        RotateMotor(RIGHT_MOTOR, maxVelocity, FORWARD); 
        RotateMotor(LEFT_MOTOR, maxVelocity, BACKWARD); 
      } 
      break; 
 
      case ROT_RIGHT: 
      { 
        RotateMotor(RIGHT_MOTOR, maxVelocity, BACKWARD); 
        RotateMotor(LEFT_MOTOR, maxVelocity, FORWARD); 
      } 
      break; 
      } 
    } 







void Robot::LinearDownAcc(uint8_t moveflag) 
{ 
  if ((!timerStarted(timer2)) && (RAMP_SPEED == maxVelocitysigmoid)) 
  { 
    ramptiming = SPEEDDOWN; 
    elapsedtime = 0; 
    timerStart(timer2); 
  } 
  else 
  { 
    if ((RAMP_SPEED <= minvelocitysigmoid) && (timerStarted(timer2))) 
    { 
      RAMP_SPEED = noVelocity; 
      ramptiming = NOT_USED; 
      timerStop(timer2); 
      timerWrite(timer2, 0); 
      elapsedtime = 0; 
      sigmoid_index = 0; 
      RAMPDOWN = false; 
    } 
    else if (ramptiming == SPEEDDOWN) 
    { 
      switch (moveflag) 
      { 
      case FORWARD: 
      { 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
      } 
      break; 
 
      case FORWARD_LEFT: 
      { 
        if (RAMP_SPEED <= minVelocity) 
        { 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED_MIN, FORWARD); 
        } 
        else 
        { 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
          RotateMotor(LEFT_MOTOR, minVelocity, FORWARD); 





      } 
      break; 
 
      case FORWARD_RIGHT: 
      { 
        if (RAMP_SPEED <= minVelocity) 
        { 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED_MIN, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
        } 
        else 
        { 
          RotateMotor(RIGHT_MOTOR, minVelocity, FORWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
        } 
      } 
      break; 
 
      case BACKWARD: 
      { 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
      } 
      break; 
 
      case BACKWARD_LEFT: 
      { 
        if (RAMP_SPEED < minVelocity) 
        { 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED_MIN, BACKWARD); 
        } 
        else 
        { 
          RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
          RotateMotor(LEFT_MOTOR, minVelocity, BACKWARD); 
        } 
      } 
      break; 
 
      case BACKWARD_RIGHT: 
      { 
        if (RAMP_SPEED < minVelocity) 
        { 





          RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
        } 
        else 
        { 
          RotateMotor(RIGHT_MOTOR, minVelocity, BACKWARD); 
          RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
        } 
      } 
      break; 
 
      case ROT_RIGHT: 
      { 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, BACKWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, FORWARD); 
      } 
      break; 
 
      case ROT_LEFT: 
      { 
        RotateMotor(RIGHT_MOTOR, RAMP_SPEED, FORWARD); 
        RotateMotor(LEFT_MOTOR, RAMP_SPEED, BACKWARD); 
      } 
      break; 
      } 
    } 
    else if (ramptiming == NOT_USED) 
    { 
      if (RAMP_SPEED <= minvelocitysigmoid) 
      { 
        RAMP_SPEED = noVelocity; 
        RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
        RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
      } 
    } 
  } 
} 
 
void Robot::MoveNoRamp(int8_t x, int8_t y) 
{ 
  if (y >= maxRange && (x >= minRange && x <= maxRange)) 
  { 
    MOVE_FLAG = FORWARD; 
    // Serial.println("MAJU"); 
  } 





  else if (x >= maxRange && y >= maxRange) 
  { 
    MOVE_FLAG = FORWARD_RIGHT; 
    // Serial.println("MAJU KANAN"); 
  } 
  // Move forward left 
  else if (x <= minRange && y >= maxRange) 
  { 
    MOVE_FLAG = FORWARD_LEFT; 
    // Serial.println("MAJU KIRI"); 
  } 
  // Neutral 
  else if ((y < maxRange && y > minRange) && (x < maxRange && x > minRange)) 
  { 
    MOVE_FLAG = NEUTRAL; 
    // Serial.println("DIAM"); 
  } 
  // Move back 
  else if (y <= minRange && (x >= minRange && x <= maxRange)) 
  { 
    MOVE_FLAG = BACKWARD; 
    // Serial.println("MUNDUR"); 
  } 
  // Move back and right 
  else if (y < minRange && x >= maxRange) 
  { 
    MOVE_FLAG = BACKWARD_RIGHT; 
    // Serial.println("MUNDUR KANAN"); 
  } 
  // Move back and left 
  else if (y < minRange && x <= minRange) 
  { 
    MOVE_FLAG = BACKWARD_LEFT; 
    // Serial.println("MUNDUR KIRI"); 
  } 
  else if ((y >= minRange && y <= maxRange) && x >= maxRange) 
  { 
    MOVE_FLAG = ROT_RIGHT; 
    // Serial.println("PUTAR KANAN"); 
  } 
  else if ((y >= minRange && y <= maxRange) && x <= maxRange) 
  { 
    MOVE_FLAG = ROT_LEFT; 
    // Serial.println("PUTAR KIRI"); 





  else 
  { 
    MOVE_FLAG = NEUTRAL; 
    // Serial.println("NETRAL"); 
  } 
  NoRamp(MOVE_FLAG); 
} 
 
void Robot::Move(int8_t x, int8_t y) 
{ 
   if (y >= maxRange && (x >= minRange && x <= maxRange)) 
  { 
    MOVE_FLAG = FORWARD; 
    // Serial.println("MAJU"); 
  } 
  // Move forward right 
  else if (x >= maxRange && y >= maxRange) 
  { 
    MOVE_FLAG = FORWARD_RIGHT; 
    // Serial.println("MAJU KANAN"); 
  } 
  // Move forward left 
  else if (x <= minRange && y >= maxRange) 
  { 
    MOVE_FLAG = FORWARD_LEFT; 
    // Serial.println("MAJU KIRI"); 
  } 
  // Neutral 
  else if ((y < maxRange && y > minRange) && (x < maxRange && x > minRange)) 
  { 
    MOVE_FLAG = NEUTRAL; 
    // Serial.println("DIAM"); 
  } 
  // Move back 
  else if (y <= minRange && (x >= minRange && x <= maxRange)) 
  { 
    MOVE_FLAG = BACKWARD; 
    // Serial.println("MUNDUR"); 
  } 
  // Move back and right 
  else if (y < minRange && x >= maxRange) 
  { 
    MOVE_FLAG = BACKWARD_RIGHT; 





  } 
  // Move back and left 
  else if (y < minRange && x <= minRange) 
  { 
    MOVE_FLAG = BACKWARD_LEFT; 
    // Serial.println("MUNDUR KIRI"); 
  } 
  else if ((y >= minRange && y <= maxRange) && x >= maxRange) 
  { 
    MOVE_FLAG = ROT_RIGHT; 
    // Serial.println("PUTAR KANAN"); 
  } 
  else if ((y >= minRange && y <= maxRange) && x <= maxRange) 
  { 
    MOVE_FLAG = ROT_LEFT; 
    // Serial.println("PUTAR KIRI"); 
  } 
  else 
  { 
    MOVE_FLAG = NEUTRAL; 
    // Serial.println("NETRAL"); 
  } 
 
  if(MOVE_FLAG != NEUTRAL) 
  { 
    // Serial.println("SPEED UP"); 
    // RampSpeedUp(MOVE_FLAG); 
    RampUpWithMicros(MOVE_FLAG); 
  } 
  else if(MOVE_FLAG == NEUTRAL && PREV_MOVE != NEUTRAL) 
  { 
    // Serial.println("SPEED DOWN"); 
    // RampSpeedStop(PREV_MOVE); 
    RampStopWithMicros(PREV_MOVE); 
  } 
  else if(MOVE_FLAG == NEUTRAL && PREV_MOVE == NEUTRAL) 
  { 
    // Serial.println(RAMP_SPEED); 
    RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
    RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
  } 
  // Serial.println(RAMP_SPEED); 







void Robot::MoveLinear(int8_t x, int8_t y) 
{ 
  if (y >= maxRange && (x >= minRange && x <= maxRange)) 
  { 
    MOVE_FLAG = FORWARD; 
    // Serial.println("MAJU"); 
  } 
  // Move forward right 
  else if (x >= maxRange && y >= maxRange) 
  { 
    MOVE_FLAG = FORWARD_RIGHT; 
    // Serial.println("MAJU KANAN"); 
  } 
  // Move forward left 
  else if (x <= minRange && y >= maxRange) 
  { 
    MOVE_FLAG = FORWARD_LEFT; 
    // Serial.println("MAJU KIRI"); 
  } 
  // Neutral 
  else if ((y < maxRange && y > minRange) && (x < maxRange && x > minRange)) 
  { 
    MOVE_FLAG = NEUTRAL; 
    // Serial.println("DIAM"); 
  } 
  // Move back 
  else if (y <= minRange && (x >= minRange && x <= maxRange)) 
  { 
    MOVE_FLAG = BACKWARD; 
    // Serial.println("MUNDUR"); 
  } 
  // Move back and right 
  else if (y < minRange && x >= maxRange) 
  { 
    MOVE_FLAG = BACKWARD_RIGHT; 
    // Serial.println("MUNDUR KANAN"); 
  } 
  // Move back and left 
  else if (y < minRange && x <= minRange) 
  { 
    MOVE_FLAG = BACKWARD_LEFT; 
    // Serial.println("MUNDUR KIRI"); 
  } 
  else if ((y >= minRange && y <= maxRange) && x >= maxRange) 





    MOVE_FLAG = ROT_RIGHT; 
    // Serial.println("PUTAR KANAN"); 
  } 
  else if ((y >= minRange && y <= maxRange) && x <= maxRange) 
  { 
    MOVE_FLAG = ROT_LEFT; 
    // Serial.println("PUTAR KIRI"); 
  } 
  else 
  { 
    MOVE_FLAG = NEUTRAL; 
    // Serial.println("NETRAL"); 
  } 
 
  if (MOVE_FLAG != NEUTRAL) 
  { 
    LinearUpAcc(MOVE_FLAG); 
  } 
  else if (MOVE_FLAG == NEUTRAL && PREV_MOVE != NEUTRAL) 
  { 
    if (RAMPDOWN) 
    { 
      INT_MOVEFLAG = PREV_MOVE; 
    } 
  } 
  else if (MOVE_FLAG == NEUTRAL && PREV_MOVE == NEUTRAL && RAMPDOWN) 
  { 
    // Serial.println(RAMP_SPEED); 
    LinearDownAcc(INT_MOVEFLAG); 
  } 
  else 
  { 
    RotateMotor(RIGHT_MOTOR, noVelocity, NEUTRAL); 
    RotateMotor(LEFT_MOTOR, noVelocity, NEUTRAL); 
    elapsedtime = 0; 
    sigmoid_index = 0; 
    RAMP_SPEED = noVelocity; 
    timerStop(timer2); 
    timerWrite(timer2, 0); 
  } 
  // Serial.println(RAMP_SPEED); 

















bool calculate = false; 
bool sigmoid = false; 
volatile uint8_t pinstate = LOW; 
 
void IRAM_ATTR SigmoidWrite() 
{ 
  portENTER_CRITICAL_ISR(&UVRobot.timerMux); 
  if(sigmoid_index <= UVRobot.Maxsigmoidindex) 
  { 
    sigmoid_index++; 
  } 
  else 
  { 
    sigmoid_index = UVRobot.Maxsigmoidindex; 
  } 
 
  switch(UVRobot.ramptiming) 
  { 
    case SPEEDUP: 
    { 
      UVRobot.RAMP_SPEED = UVRobot.DrawSigmoidPWM(UVRobot.SigmoidVal[sigmoid_in
dex]); 
      if((UVRobot.MOVE_FLAG == FORWARD_RIGHT || UVRobot.MOVE_FLAG == FORWARD_LE
FT  
        ||UVRobot.MOVE_FLAG == BACKWARD_RIGHT || UVRobot.MOVE_FLAG == BACKWARD_
LEFT)  
        && (UVRobot.RAMP_SPEED < UVRobot.minVelocity)) 
      { 
        UVRobot.RAMP_SPEED_MIN = UVRobot.RAMP_SPEED; 
      }       
    }break; 
 
    case SPEEDDOWN: 
    { 
      UVRobot.RAMP_SPEED= UVRobot.DrawSigmoidPWM(UVRobot.SigmoidVal[UVRobot.Max





      if((UVRobot.MOVE_FLAG == FORWARD_RIGHT || UVRobot.MOVE_FLAG == FORWARD_LE
FT  
        ||UVRobot.MOVE_FLAG == BACKWARD_RIGHT || UVRobot.MOVE_FLAG == BACKWARD_
LEFT)  
        && (UVRobot.RAMP_SPEED > UVRobot.minVelocity)) 
      { 
        UVRobot.RAMP_SPEED_MIN = UVRobot.RAMP_SPEED; 
      } 
    }break; 
  }   
  portEXIT_CRITICAL_ISR(&UVRobot.timerMux);   
} 
 
void IRAM_ATTR time() 
{ 
  if(elapsedtime < MAX_SAMPLING_TIME) 
  { 
    elapsedtime++; 
  } 
  else 
  { 
    elapsedtime = MAX_SAMPLING_TIME; 
  } 
 
  switch(UVRobot.ramptiming) 
  { 
    case SPEEDUP: 
    { 
      UVRobot.RAMP_SPEED = UVRobot.LinearFunctionCalc(elapsedtime); 
      if((UVRobot.MOVE_FLAG == FORWARD_RIGHT || UVRobot.MOVE_FLAG == FORWARD_LE
FT  
        ||UVRobot.MOVE_FLAG == BACKWARD_RIGHT || UVRobot.MOVE_FLAG == BACKWARD_
LEFT)  
        && (UVRobot.RAMP_SPEED < UVRobot.minVelocity)) 
      { 
        UVRobot.RAMP_SPEED_MIN = UVRobot.RAMP_SPEED; 
      }       
    }break; 
 
    case SPEEDDOWN: 
    { 
      UVRobot.RAMP_SPEED = UVRobot.LinearFunctionCalcdown(elapsedtime); 






        ||UVRobot.MOVE_FLAG == BACKWARD_RIGHT || UVRobot.MOVE_FLAG == BACKWARD_
LEFT)  
        && (UVRobot.RAMP_SPEED > UVRobot.minVelocity)) 
      { 
        UVRobot.RAMP_SPEED_MIN = UVRobot.RAMP_SPEED; 
      } 
    }break; 
  }   
  portEXIT_CRITICAL_ISR(&UVRobot.timerMux); 
} 
 
void loop2(void * parameter) 
{ 
  for(;;) 
  { 
    UVRobot.UVLamp(UVRobot.relay); 
    // UVRobot.Move(UVRobot.posX, UVRobot.posY); 
    // UVRobot.MoveNoRamp(UVRobot.posX, UVRobot.posY); 
    UVRobot.MoveLinear(UVRobot.posX, UVRobot.posY); 
    // Serial.println(sigmoid_index); 
    vTaskDelay(1); 





  UVRobot.timer2 = timerBegin(2, 80, true); 
  timerAttachInterrupt(UVRobot.timer2, &SigmoidWrite, true); 
  timerAlarmWrite(UVRobot.timer2, 10000, true); 
  timerAlarmEnable(UVRobot.timer2); 
  timerStop(UVRobot.timer2); 
  timerWrite(UVRobot.timer2, 0); 
} 
 
void handle_message(WebsocketsMessage msg) { 
  String dataJoystick = msg.data(); 
  // Serial.println(dataJoystick); 
  int index = dataJoystick.indexOf(','); 
  int index2 = dataJoystick.indexOf(',',index+1); 
  int index3 = dataJoystick.indexOf(',',index2+1); 
  int index4 = dataJoystick.indexOf(',',index3+1); 
   
  String posX_S = dataJoystick.substring(0, index); 
  String posY_S = dataJoystick.substring(index + 1, index2); 





  String speed_S = dataJoystick.substring(index3 + 1, index4); 
 
  UVRobot.posX = posX_S.toInt(); 
  UVRobot.posY = posY_S.toInt(); 
  UVRobot.relay = relay_S.toInt(); 
  UVRobot.speed = speed_S.toInt(); 
 
  UVRobot.maxVelocity =  map(UVRobot.speed,1,100,30,100); 
  if((UVRobot.maxVelocity != UVRobot.maxVelocityBefore)) 
  { 
    PWMsigmoidconst = UVRobot.CalculatePWMSigmoidConst(UVRobot.maxVelocity); 
    UVRobot.maxVelocitysigmoid = UVRobot.DrawSigmoidPWM(UVRobot.SigmoidVal[UVRo
bot.Maxsigmoidindex]); 
    UVRobot.minvelocitysigmoid = UVRobot.DrawSigmoidPWM(UVRobot.SigmoidVal[0]); 
    Serial.println(PWMsigmoidconst, 3); 
  } 
  UVRobot.maxVelocityBefore = UVRobot.maxVelocity; 
} 
 
void setup() { 
//  Serial.begin(115200); 
 UVRobot.begin(); 
 
 webserver.on("/", HTTP_GET, [](AsyncWebServerRequest * request) { 
    request->send(SPIFFS, "/index.html", "text/html"); 
  }); 
 webserver.on("/style.css", HTTP_GET, [](AsyncWebServerRequest * request) { 
    request->send(SPIFFS, "/style.css", "text/css"); 
  }); 
 webserver.on("/joy.js", HTTP_GET, [](AsyncWebServerRequest * request) { 
    request->send(SPIFFS, "/joy.js", "text/javascript"); 
  }); 
 webserver.on("/initialimage", HTTP_GET, [](AsyncWebServerRequest * request) { 
    request->send(SPIFFS, "/initial.jpeg", "image/jpeg"); 
  }); 
   
  webserver.begin(); 
  server.listen(82); 
  xTaskCreatePinnedToCore(loop2,"MovementControl",10000,NULL,0,&MovementControl
,0); 
  timer2init(); 
} 
 
void loop() { 





  client.onMessage(handle_message); 
  while (client.available())  
  {  
    client.poll(); 
    UVRobot.fb = esp_camera_fb_get(); 
    client.sendBinary((const char *)UVRobot.fb->buf, UVRobot.fb->len); 
    esp_camera_fb_return(UVRobot.fb); 
    UVRobot.fb = NULL; 












#define MPU_ADDR 0x68 
#define GRAVITY 9.80665 
 
#define MPU_REGISTER_SMPLRT_DIV  0x19 
#define MPU_REGISTER_USER_CTRL  0x6A 
#define MPU_REGISTER_PWR_MGMT_1  0x6B 
#define MPU_REGISTER_PWR_MGMT_2  0x6C 
#define MPU_REGISTER_CONFIG  0x1A 
#define MPU_REGISTER_GYRO_CONFIG  0x1B 
#define MPU_REGISTER_ACCEL_CONFIG 0x1C 
#define MPU_REGISTER_FIFO_EN  0x23 
#define MPU_REGISTER_INT_ENABLE  0x38 
#define MPU_REGISTER_SIGNAL_PATH_RESET  0x68 
 
#define MPU_REGISTER_ACCX_H 0x3B 
#define MPU_REGISTER_ACCX_L 0x3C 
#define MPU_REGISTER_ACCY_H 0x3D 
#define MPU_REGISTER_ACCY_L 0x3E 
#define MPU_REGISTER_ACCZ_H 0x3F 
#define MPU_REGISTER_ACCZ_L 0x40 
#define MPU_REGISTER_GYX_H 0x43 
#define MPU_REGISTER_GYX_L 0x44 
#define MPU_REGISTER_GYY_H 0x45 
#define MPU_REGISTER_GYY_L 0x46 
#define MPU_REGISTER_GYZ_H 0x47 
#define MPU_REGISTER_GYZ_L 0x48 
#define MPU_REGISTER_WHO_AM_I 0x75 
 
#define MPU_RANGE_2G 16384 
#define MPU_RANGE_4G 8192 
#define MPU_RANGE_8G 4096 
#define MPU_RANGE_16G 2048 
 
#define MPU_RANGE_250 131 
#define MPU_RANGE_500 65.5 
#define MPU_RANGE_1000 32.8 






#define MPU_2G 0x00 
#define MPU_4G 0x08 
#define MPU_8G 0x10 
#define MPU_16G 0x18 
 
#define MPU_250 0x00 
#define MPU_500 0x08 
#define MPU_1000 0x10 
#define MPU_2000 0x18 
 
#define ACCELX_TH 0 
#define ACCELY_TH 0 
#define ACCELZ_TH 1 
 
#define Interval 0.1 
#define deltaT 0.1 
#define DEGtoRAD 0.01745 
 




const float Period =  0.1; 
const uint8_t N = 10; 
const double R = 0.8; 
const double Q = 0.001; 
const double R_Gyro = 1; 
const double Q_Gyro = 0.001; 
const double R_SPD = 1; 





















double ACCX_NORM_NK = 0; 
double GYROY_NORM_NK = 0; 
double ACCX_NORM=0; 
double ACCX_SETPOINT=0; 
double ACCZ_NORM =0; 
double GYROY_NORM[2] = {0,0}; 
double ACCX_Error=0; 
double ACCZ_Error=0; 
double SPEED_X = 0; 
String ACCX_NORM_STRING=""; 
String ACC_NORM_STRING=""; 
double V[2] = {0,0}; 
unsigned long TIME[2] = {0,0}; 
double a[3] = {0,0,0}; 
double Tetha[2]={0,0}; 
uint8_t counter = 0; 




void RegWrite(uint8_t reg, uint8_t data); 
void SetAccScale(uint8_t val); 








double KalmanFilter(double acc); 
double KalmanFilterZ(double acc); 
double KalmanFilterspeed(double v); 















Listing Program pada File mpu6050.cpp 
#include "MPU6050.h" 
 











































































RegWrite(MPU_REGISTER_GYRO_CONFIG, 0x00);  //set +/-





















uint8_t regval = Wire.read(); 
Serial.println(regval,HEX); 
 























ACCZ_RAW = (Wire.read() << 8) | (Wire.read()); 
 
ACCX_NORM = (double)ACCX_RAW/Range; 
ACCX_NORM_NK = ACCX_NORM * GRAVITY; 
ACCZ_NORM = (double)ACCZ_RAW/Range; /*- GRAVITY;*/ // merubah dari g ke m/s2 
 
// if(ACCX_NORM > ACCELX_TH) ACCX_NORM -= ACCX_Error; 
// else if(ACCX_NORM < ACCELX_TH) ACCX_NORM += ACCX_Error; 
 
// if(ACCZ_NORM > ACCELZ_TH) ACCX_NORM -= ACCX_Error; 
// else if(ACCZ_NORM < ACCELZ_TH) ACCZ_NORM += ACCZ_Error; 
 
ACCX_NORM = KalmanFilter(ACCX_NORM); 
ACCZ_NORM = KalmanFilterZ(ACCZ_NORM); 
 






ACCX_NORM *= GRAVITY; 
ACCX_NORM -= (GRAVITY*sin(Tetha[1] * DEG_TO_RAD)); 
 
ACCX_NORM_STRING = String(ACCX_NORM,2); 
ACC_NORM_STRING = String(ACCX_NORM,2) + "," +String(ACCX_NORM_NK,2); 
 
Pkov[0] = Pkov[1]; 
ACCX_EST[0] = ACCX_EST[1]; 
Pkov_Z[0] = Pkov_Z[1]; 
ACCZ_EST[0] = ACCZ_EST[1]; 
 
// if(counter >= 500) 
// { 
//     ResetKalman(); 
















ACCZ_RAW = (Wire.read() << 8) | (Wire.read()); 
 
ACCX_NORM = (double)ACCX_RAW/Range; 
ACCX_NORM_NK = ACCX_NORM * GRAVITY; 
ACCZ_NORM = (double)ACCZ_RAW/Range; /*- GRAVITY;*/ // merubah dari g ke m/s2 
 
if(ACCX_NORM > ACCELX_TH) ACCX_NORM -= ACCX_Error; 
else if(ACCX_NORM < ACCELX_TH) ACCX_NORM += ACCX_Error; 
 
if(ACCZ_NORM > ACCELZ_TH) ACCX_NORM -= ACCX_Error; 
else if(ACCZ_NORM < ACCELZ_TH) ACCZ_NORM += ACCZ_Error; 
 
ACCX_NORM = KalmanFilter(ACCX_NORM); 






Tetha[1] = atan2(ACCX_NORM, ACCZ_NORM); 
 
ACCX_NORM *= GRAVITY; 
ACCX_NORM -= (GRAVITY*sin(Tetha[1] * DEG_TO_RAD)); 
 
ACCX_NORM_STRING = String(ACCX_NORM,2); 
ACC_NORM_STRING = String(ACCX_NORM,2) + "," +String(ACCX_NORM_NK,2); 
 
Pkov[0] = Pkov[1]; 
ACCX_EST[0] = ACCX_EST[1]; 
Pkov_Z[0] = Pkov_Z[1]; 





KGainACC = 0; 
KGainGyro = 0; 
KGainACC_Z = 0; 
Pkov[0]=0; 
Pkov[1] = 0; 
Pkov_Z[0] = 0; 
Pkov_Z[1] = 0; 
ACCX_EST[0] = 0; 
ACCX_EST[1] = 0; 
ACCZ_EST[0] = 0; 
ACCZ_EST[1] = 0; 











GYROY_RAW = (Wire.read() << 8) | (Wire.read()); 
// while (Wire.available() < 2); 
GYROY_NORM[1] = (double)GYROY_RAW/GyroRange; 
GYROY_NORM_NK = GYROY_NORM[1]; 
GYROY_NORM[1] = KalmanFilterGyro(GYROY_NORM[1]); 
 











for(cnt = 0; cnt < 200; cnt++){} 













ACCZ_RAW = (Wire.read() << 8) | (Wire.read()); 
 
ACCX_NORM = (double)ACCX_RAW/Range; 
ACCZ_NORM = (double)ACCZ_RAW/Range; /*- GRAVITY;*/ // merubah dari g ke m/s2 
 
ACCX_Error += ACCX_NORM; 
ACCZ_Error += ACCZ_NORM; 
} 
ACCX_Error /= 200; 
ACCZ_Error /= 200; 
 
ACCX_Error = abs(ACCX_Error - ACCELX_TH); 





// Tetha[0] -= ((GYROY_NORM[0] + GYROY_NORM[1])*(((double)DeltaT/2)/1000000)); 





V[0] += (((a[0] + a[1])/2.0)*deltaT); 





if((abs(a[1]) - a[0]) >= 0.1) 
{ 
V[1] = SPEED_X; 
} 
Pkov_Spd[0] = Pkov_Spd[1]; 
SPD_EST[0] = SPD_EST[1]; 
a[0] = a[1]; 
} 
 
double MPU6050::KalmanFilter(double acc) 
{ 
KGainACC = Pkov[0]/(Pkov[0] + R); 
ACCX_EST[1] = ACCX_EST[0] + (KGainACC*(acc-ACCX_EST[0])); 




double MPU6050::KalmanFilterZ(double acc) 
{ 
KGainACC_Z = Pkov_Z[0]/(Pkov_Z[0] + R); 
ACCZ_EST[1] = ACCZ_EST[0] + (KGainACC_Z*(acc-ACCZ_EST[0])); 




double MPU6050::KalmanFilterGyro(double gyro) 
{ 
KGainGyro = Pkov_G[0]/(Pkov_G[0] + R_Gyro); 
GYROY_EST[1] = GYROY_EST[0] + (KGainGyro*(gyro-GYROY_EST[0])); 




double MPU6050::KalmanFilterspeed(double v) 
{ 
KGainSpeed = Pkov_Spd[0]/(Pkov_Spd[0] + R_SPD); 
SPD_EST[1] = SPD_EST[0] + (KGainSpeed*(v-SPD_EST[0])); 






















// pinMode(LED_BUILTIN, OUTPUT); 
if (!UVRobot.ACCSensor.begin()) 
{ 





















Listing Program pada File speedgraph.h 
#include <Arduino.h> 
 
#define SIGMOID_SAMPLING 0.1 
 
extern volatile uint16_t elapsedtime; 
extern volatile int16_t sigmoid_index; 
extern volatile double PWMsigmoidconst; 
 
const double sigmoid_300[] PROGMEM = { 
    0,0.01,0.01,0.02,0.03,0.04,0.05,0.07,0.10,0.13,0.18,0.24,0.31,0.39,0.47,0.5
6, 
    0.64,0.72,0.78,0.84,0.88,0.91,0.94,0.95,0.97,0.98,0.98,0.99,0.99,0.99,1 
}; 
 
const double sigmoid_500[] PROGMEM = { 
    0,0.01,0.01,0.01,0.01,0.02,0.02,0.03,0.03,0.04,0.05,0.05,0.07,0.08,0.09,0.1
1, 
    0.13,0.16,0.19,0.22,0.25,0.29,0.33,0.38,0.42,0.47,0.52,0.57,0.62,0.66,0.70, 
    0.74,0.78,0.81,0.84,0.86,0.89,0.90,0.92,0.93,0.94,0.95,0.96,0.97,0.97,0.98, 
    0.98,0.99,0.99,0.99,1 
}; 
 
const double sogmoid_500_new[] PROGMEM = {0.011,0.012,0.014,0.016,0.018,0.021, 
    0.024,0.027,0.030,0.035,0.039,0.044,0.050,0.057,0.064,0.072,0.082,0.092,0.1
03, 
    0.116,0.130,0.146,0.162,0.181,0.201,0.223,0.246,0.271,0.297,0.325,0.354,0.3
85, 
    0.416,0.448,0.480,0.512,0.545,0.577,0.608,0.639,0.668,0.696,0.723,0.748,0.7
72, 
    0.794,0.815,0.833,0.851,0.866,0.881,0.894,0.906,0.916,0.926,0.934,0.942,0.9
48, 




const double sigmoid_700[] PROGMEM = { 
    0,0.01,0.01,0.01,0.01,0.01,0.02,0.02,0.02,0.02,0.03,0.03,0.03,0.04,0.04,0.0
5, 
    0.06,0.07,0.07,0.08,0.10,0.11,0.12,0.14,0.15,0.17,0.19,0.22,0.24,0.27,0.30, 
    0.32,0.36,0.39,0.42,0.45,0.49,0.52,0.56,0.59,0.62,0.66,0.69,0.72,0.74,0.77, 
    0.79,0.81,0.83,0.85,0.87,0.88,0.90,0.91,0.92,0.93,0.94,0.95,0.95,0.96,0.96, 







const double sigmoid_700_new[] PROGMEM = {0.011,0.012,0.014,0.016,0.018,0.021,0
.024, 
    0.027,0.030,0.035,0.039,0.044,0.050,0.057,0.064,0.072,0.082,0.092,0.103,0.1
16, 
    0.130,0.146,0.162,0.181,0.201,0.223,0.246,0.271,0.297,0.325,0.354,0.385,0.4
16, 
    0.448,0.480,0.512,0.545,0.577,0.608,0.639,0.668,0.696,0.723,0.748,0.772,0.7
94, 
    0.815,0.833,0.851,0.866,0.881,0.894,0.906,0.916,0.926,0.934,0.942,0.948,0.9
54, 
    0.960,0.964,0.969,0.972,0.976,0.979,0.981,0.983,0.985,0.987,0.989,0.990 
}; 
 
const double sigmoid_900[] PROGMEM = {0.00,0.01,0.01,0.01,0.01,0.01,0.01,0.01,0
.02, 
    0.02,0.02,0.02,0.02,0.03,0.03,0.03,0.04,0.04,0.04,0.05,0.05,0.06,0.06,0.07,
0.08, 
    0.09,0.09,0.10,0.11,0.13,0.14,0.15,0.17,0.18,0.20,0.21,0.23,0.25,0.27,0.29,
0.32, 
    0.34,0.36,0.39,0.41,0.44,0.47,0.49,0.52,0.55,0.57,0.60,0.62,0.65,0.67,0.69,
0.72, 
    0.74,0.76,0.78,0.79,0.81,0.83,0.84,0.85,0.87,0.88,0.89,0.90,0.91,0.92,0.93,
0.93, 
    0.94,0.94,0.95,0.95,0.96,0.96,0.97,0.97,0.97,0.98,0.98,0.98,0.98,0.98,0.99,
0.99, 
    0.99,1.00 
}; 
 
const double sigmoid_900_new[] PROGMEM = {0.011,0.012,0.013,0.015,0.016,0.018,0
.020, 
    0.022,0.025,0.027,0.030,0.033,0.036,0.040,0.044,0.049,0.054,0.059,0.065,0.0
72,0.079, 
    0.086,0.095,0.104,0.114,0.125,0.136,0.149,0.162,0.176,0.192,0.208,0.225,0.2
43,0.263, 
    0.283,0.304,0.326,0.349,0.372,0.397,0.421,0.446,0.472,0.497,0.522,0.548,0.5
73,0.598, 
    0.622,0.646,0.669,0.691,0.712,0.733,0.752,0.771,0.788,0.805,0.820,0.835,0.8
48,0.861, 
    0.873,0.884,0.894,0.903,0.912,0.920,0.927,0.933,0.939,0.945,0.950,0.955,0.9
59,0.963, 








const double sigmoid_1200[] PROGMEM ={0.003,0.003,0.003,0.004,0.004,0.005,0.005
,0.005, 
    0.006,0.006,0.007,0.008,0.009,0.009,0.010,0.011,0.012,0.013,0.015,0.016,0.0
17,0.019,0.021, 
    0.023,0.025,0.027,0.030,0.033,0.036,0.039,0.042,0.046,0.050,0.055,0.060,0.0
65,0.071,0.077, 
    0.084,0.091,0.099,0.107,0.116,0.126,0.136,0.147,0.159,0.172,0.185,0.199,0.2
14,0.230,0.246, 
    0.264,0.282,0.300,0.320,0.340,0.361,0.382,0.404,0.426,0.448,0.471,0.494,0.5
16,0.539,0.561, 
    0.584,0.606,0.627,0.648,0.669,0.688,0.708,0.726,0.744,0.761,0.777,0.792,0.8
07,0.821,0.834, 
    0.846,0.857,0.868,0.878,0.888,0.896,0.905,0.912,0.919,0.926,0.932,0.937,0.9
42,0.947,0.952, 
    0.956,0.959,0.963,0.966,0.969,0.971,0.974,0.976,0.978,0.980,0.982,0.983,0.9
85,0.986,0.987, 
    0.988,0.989,0.990,0.991,0.992,0.993,0.993,0.994 
}; 
 
const double sigmoid_1500[] PROGMEM ={0.01,0.01,0.01,0.01,0.01,0.01,0.01,0.01,0
.01, 
    0.01,0.01,0.01,0.01,0.01,0.02,0.02,0.02,0.02,0.02,0.02,0.02,0.02,0.03,0.03,
0.03,0.03, 
    0.03,0.03,0.04,0.04,0.04,0.04,0.05,0.05,0.05,0.06,0.06,0.06,0.07,0.07,0.08,
0.08,0.08, 
    0.09,0.10,0.10,0.11,0.11,0.12,0.13,0.13,0.14,0.15,0.16,0.16,0.17,0.18,0.19,
0.20,0.21, 
    0.22,0.23,0.25,0.26,0.27,0.28,0.29,0.31,0.32,0.34,0.35,0.36,0.38,0.39,0.41,
0.42,0.44, 
    0.45,0.47,0.49,0.50,0.52,0.53,0.55,0.56,0.58,0.59,0.61,0.62,0.64,0.65,0.67,
0.68,0.69, 
    0.71,0.72,0.73,0.74,0.76,0.77,0.78,0.79,0.80,0.81,0.82,0.83,0.84,0.85,0.85,
0.86,0.87, 
    0.88,0.88,0.89,0.89,0.90,0.91,0.91,0.92,0.92,0.93,0.93,0.93,0.94,0.94,0.94,
0.95,0.95, 
    0.95,0.96,0.96,0.96,0.96,0.97,0.97,0.97,0.97,0.97,0.97,0.98,0.98,0.98,0.98,
0.98,0.98, 
    0.98,0.98,0.99,0.99,0.99,0.99 
}; 
 
const double sigmoid_500_new[] PROGMEM ={0.001,0.002,0.002,0.003,0.004,0.005,0.
007,0.009, 






    0.329,0.387,0.448,0.510,0.573,0.633,0.690,0.741,0.786,0.825,0.859,0.887,0.9
10,0.928,0.943, 




const double sigmoid_05[] PROGMEM = { 
    0.000,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.0
01,0.001,0.001, 
    0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.002,0.002,0.002,0.002,0.0
02,0.002,0.002, 
    0.002,0.002,0.002,0.002,0.003,0.003,0.003,0.003,0.003,0.003,0.004,0.004,0.0
04,0.004,0.004, 
    0.004,0.005,0.005,0.005,0.005,0.006,0.006,0.006,0.007,0.007,0.007,0.008,0.0
08,0.009,0.009, 
    0.009,0.010,0.010,0.011,0.012,0.012,0.013,0.013,0.014,0.015,0.016,0.016,0.0
17,0.018,0.019, 
    0.020,0.021,0.022,0.023,0.024,0.025,0.027,0.028,0.029,0.031,0.032,0.034,0.0
36,0.037,0.039, 
    0.041,0.043,0.045,0.047,0.050,0.052,0.055,0.057,0.060,0.063,0.066,0.069,0.0
72,0.076,0.079, 
    0.083,0.087,0.091,0.095,0.100,0.104,0.109,0.114,0.119,0.125,0.130,0.136,0.1
42,0.148,0.154, 
    0.161,0.168,0.175,0.182,0.190,0.198,0.206,0.214,0.223,0.231,0.240,0.250,0.2
59,0.269,0.279, 
    0.289,0.299,0.310,0.321,0.332,0.343,0.354,0.366,0.378,0.389,0.401,0.413,0.4
26,0.438,0.450, 
    0.463,0.475,0.488,0.500,0.512,0.525,0.537,0.550,0.562,0.574,0.587,0.599,0.6
11,0.622,0.634, 
    0.646,0.657,0.668,0.679,0.690,0.701,0.711,0.721,0.731,0.741,0.750,0.760,0.7
69,0.777,0.786, 
    0.794,0.802,0.810,0.818,0.825,0.832,0.839,0.846,0.852,0.858,0.864,0.870,0.8
75,0.881,0.886, 
    0.891,0.896,0.900,0.905,0.909,0.913,0.917,0.921,0.924,0.928,0.931,0.934,0.9
37,0.940,0.943, 
    0.945,0.948,0.950,0.953,0.955,0.957,0.959,0.961,0.963,0.964,0.966,0.968,0.9
69,0.971,0.972, 
    0.973,0.975,0.976,0.977,0.978,0.979,0.980,0.981,0.982,0.983,0.984,0.984,0.9
85,0.986,0.987, 
    0.987,0.988,0.988,0.989,0.990,0.990,0.991,0.991,0.991,0.992,0.992,0.993,0.9
93,0.993,0.994, 
    0.994,0.994,0.995,0.995,0.995,0.995,0.996,0.996,0.996,0.996,0.996,0.996,0.9
97,0.997,0.997, 






    0.999,0.999,0.999,0.999,0.999,0.999,0.999,0.999,0.999,0.999,0.999,0.999,0.9
99,0.999,0.999, 
    0.999,0.999,0.999,0.999,0.999,0.999,1.000 
}; 
 
const double sigmoid_075[] PROGMEM={ 
    0.000,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.0
01,0.001,0.001, 
    0.001,0.002,0.002,0.002,0.002,0.002,0.002,0.002,0.003,0.003,0.003,0.003,0.0
04,0.004,0.004, 
    0.004,0.005,0.005,0.006,0.006,0.007,0.007,0.008,0.008,0.009,0.009,0.010,0.0
11,0.012,0.013, 
    0.014,0.015,0.016,0.017,0.018,0.020,0.021,0.023,0.025,0.027,0.029,0.031,0.0
33,0.036,0.038, 
    0.041,0.044,0.047,0.051,0.055,0.059,0.063,0.068,0.072,0.078,0.083,0.089,0.0
95,0.102,0.109, 
    0.117,0.125,0.133,0.142,0.151,0.161,0.172,0.182,0.194,0.206,0.218,0.231,0.2
45,0.259,0.274, 
    0.289,0.305,0.321,0.337,0.354,0.372,0.389,0.407,0.426,0.444,0.463,0.481,0.5
00,0.519,0.537, 
    0.556,0.574,0.593,0.611,0.628,0.646,0.663,0.679,0.695,0.711,0.726,0.741,0.7
55,0.769,0.782, 
    0.794,0.806,0.818,0.828,0.839,0.849,0.858,0.867,0.875,0.883,0.891,0.898,0.9
05,0.911,0.917, 
    0.922,0.928,0.932,0.937,0.941,0.945,0.949,0.953,0.956,0.959,0.962,0.964,0.9
67,0.969,0.971, 
    0.973,0.975,0.977,0.979,0.980,0.982,0.983,0.984,0.985,0.986,0.987,0.988,0.9
89,0.990,0.991, 
    0.991,0.992,0.992,0.993,0.993,0.994,0.994,0.995,0.995,0.996,0.996,0.996,0.9
96,0.997,0.997, 
    0.997,0.997,0.998,0.998,0.998,0.998,0.998,0.998,0.998,0.999,0.999,0.999,0.9
99,0.999,0.999, 
    0.999,0.999,0.999,0.999,0.999,0.999,0.999,0.999,0.999,1.000 
}; 
 
const double sigmoid_1[] PROGMEM={ 
    0.000,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.0
02,0.002,0.002, 
    0.002,0.002,0.002,0.003,0.003,0.003,0.004,0.004,0.004,0.005,0.005,0.006,0.0
07,0.007,0.008, 
    0.009,0.010,0.011,0.012,0.013,0.015,0.016,0.018,0.020,0.022,0.024,0.027,0.0
29,0.032,0.036, 






    0.154,0.168,0.182,0.198,0.214,0.231,0.250,0.269,0.289,0.310,0.332,0.354,0.3
78,0.401,0.426, 
    0.450,0.475,0.500,0.525,0.550,0.574,0.599,0.622,0.646,0.668,0.690,0.711,0.7
31,0.750,0.769, 
    0.786,0.802,0.818,0.832,0.846,0.858,0.870,0.881,0.891,0.900,0.909,0.917,0.9
24,0.931,0.937, 
    0.943,0.948,0.953,0.957,0.961,0.964,0.968,0.971,0.973,0.976,0.978,0.980,0.9
82,0.984,0.985, 
    0.987,0.988,0.989,0.990,0.991,0.992,0.993,0.993,0.994,0.995,0.995,0.996,0.9
96,0.996,0.997, 
    0.997,0.997,0.998,0.998,0.998,0.998,0.998,0.998,0.999,0.999,0.999,0.999,0.9
99,0.999,0.999, 
    0.999,0.999,0.999,0.999,1.000 
}; 
 
const double sigmoid_125[] PROGMEM={ 
    0.000,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.002,0.002,0.002,0.0
02,0.002,0.003, 
    0.003,0.004,0.004,0.005,0.005,0.006,0.007,0.008,0.009,0.010,0.011,0.012,0.0
14,0.016,0.018, 
    0.020,0.023,0.026,0.029,0.033,0.037,0.042,0.047,0.053,0.060,0.068,0.076,0.0
85,0.095,0.107, 
    0.119,0.133,0.148,0.165,0.182,0.202,0.223,0.245,0.269,0.294,0.321,0.349,0.3
78,0.407,0.438, 
    0.469,0.500,0.531,0.562,0.593,0.622,0.651,0.679,0.706,0.731,0.755,0.777,0.7
98,0.818,0.835, 
    0.852,0.867,0.881,0.893,0.905,0.915,0.924,0.932,0.940,0.947,0.953,0.958,0.9
63,0.967,0.971, 
    0.974,0.977,0.980,0.982,0.984,0.986,0.988,0.989,0.990,0.991,0.992,0.993,0.9
94,0.995,0.995, 
    0.996,0.996,0.997,0.997,0.998,0.998,0.998,0.998,0.998,0.999,0.999,0.999,0.9
99,0.999,0.999, 
    0.999,0.999,1.000 
}; 
 
const double sigmoid_15[] PROGMEM={ 
    0.000,0.001,0.001,0.001,0.001,0.001,0.001,0.001,0.002,0.002,0.002,0.002,0.0
03,0.003,0.004, 
    0.004,0.005,0.006,0.007,0.008,0.009,0.011,0.013,0.015,0.017,0.020,0.023,0.0
27,0.031,0.036, 
    0.041,0.047,0.055,0.063,0.072,0.083,0.095,0.109,0.125,0.142,0.161,0.182,0.2
06,0.231,0.259, 






    0.794,0.818,0.839,0.858,0.875,0.891,0.905,0.917,0.928,0.937,0.945,0.953,0.9
59,0.964,0.969, 
    0.973,0.977,0.980,0.983,0.985,0.987,0.989,0.991,0.992,0.993,0.994,0.995,0.9
96,0.996,0.997, 




const double sigmoid_175[] PROGMEM={ 
    0.000,0.001,0.001,0.001,0.001,0.001,0.001,0.002,0.002,0.002,0.003,0.003,0.0
04,0.004,0.005, 
    0.006,0.007,0.009,0.010,0.012,0.015,0.018,0.021,0.025,0.029,0.035,0.041,0.0
49,0.057,0.068, 
    0.079,0.093,0.109,0.127,0.148,0.172,0.198,0.227,0.259,0.294,0.332,0.372,0.4
13,0.456,0.500, 
    0.544,0.587,0.628,0.668,0.706,0.741,0.773,0.802,0.828,0.852,0.873,0.891,0.9
07,0.921,0.932, 
    0.943,0.951,0.959,0.965,0.971,0.975,0.979,0.982,0.985,0.988,0.990,0.991,0.9
93,0.994,0.995, 




const double sigmoid_2[] PROGMEM={ 
    0.000,0.001,0.001,0.001,0.001,0.001,0.001,0.002,0.002,0.002,0.003,0.004,0.0
04,0.005,0.007, 
    0.008,0.010,0.012,0.015,0.018,0.022,0.027,0.032,0.039,0.047,0.057,0.069,0.0
83,0.100,0.119, 
    0.142,0.168,0.198,0.231,0.269,0.310,0.354,0.401,0.450,0.500,0.550,0.599,0.6
46,0.690,0.731, 
    0.769,0.802,0.832,0.858,0.881,0.900,0.917,0.931,0.943,0.953,0.961,0.968,0.9
73,0.978,0.982, 
    0.985,0.988,0.990,0.992,0.993,0.995,0.996,0.996,0.997,0.998,0.998,0.998,0.9
99,0.999,0.999, 







Listing Program pada File speedgraph.cpp 
#include "speedgraph.h" 
volatile uint16_t elapsedtime = 0; 
volatile int16_t sigmoid_index = 0; 
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