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Seznam uporabljenih kratic 
USB  univerzalno serijsko vodilo 
FPGA  programirljivo polje matrike logičnih vrat 
PID  vrsta regulacijskega sistema (proporcionalni, integrirni in diferencialni) 
ADC  analogno digitalna konverzija 
QADC  število kvantov ADC 
PWM  pulzno širinska modulacija 
GSM  globalni sistem za mobilno komunikacijo 
WiFi  brezžična povezava omrežja 
String  podatkovni tip spremenljivke niza črk 
Int  podatkovni tip spremenljivke številčne vrednosti 
Array  podatkovni tip zabojnika spremenljivk 
HTML  programski jezik izdelovanje, oblikovanje internetnih strani 
JavaScript programski jezik za izdelovanje skript, večinoma pri internetnih straneh 
C++  programski jezik za izdelovanje programov na višjem nivoju 
WebSocket protokol neprekinjenega komuniciranja v HTML programskem jeziku verzije 5 
Flash  bliskovni pomnilnik 
  






Seznam uporabljenih simbolov 
Veličina / oznaka Enota 
čas t sekunda s 
časovna 
konstanta 
τ sekunda s 
frekvenca f herz Hz 
kapacitivnost C farad F 
napetost U volt V 
ojačanje A ali K / / 
tok I amper A 
upornost R ohm Ω 
moč P watt W 
  







Diplomska naloga opisuje razvoj aplikacije za regulacijo zahtevnejših  procesnih naprav 
z regulatorjem »PID«. Regulator je bil zasnovan na tak način, da je bila nadzor in regulacija 
mogoča iz oddaljene lokacije preko internetne povezave. Pri izdelavi sem se omejil na enega 
uporabnika in predpostavljal, da se aplikacija nahaja v nekem zaščitenem omrežju. To pomeni, 
da zadeva ni bila popolnoma varna za uporabo v javnem omrežju. 
Izdelek je temeljil na mikrokrmilniških ploščah znamke »Arduino«. V začetnem času 
razvoja je bila uporabljena plošča modela »Uno«. Le ta se je že zelo kmalu izkazala za 
neprimerno. Zaradi tega sem se kasneje odločil za model »Mega«, ki je bil zasnovan na 
mikrokrmilniku »ATmega2560«.  Za komuniciranje prek internetne povezave, ter za uporabo 
spominske kartice SD, je bila uporabljena razširitvena plošča »Ethernet Shield«, katera je bila 
kompatibilna z obema uporabljenima tiskanima vezjema. 
 Programska koda se je delila na dva dela in sicer na internetno stran uporabniškega 
vmesnika (HTML5, JavaScript) in programsko kodo mikrokrmilnika (C++). Koda je bila 
napisana v brezplačnem programu »Visual Studio Community 2015«, katera se je prevajala in 
nalagala v bliskovni pomnilnik s pomočjo programskega orodja »Make.exe« in uporabo 
programske skripte »Makefile«. Internetna stran je bila razvita z brezplačnim urejevalnikom 
besedil »Notepad++«. 
 Celotni sistem je v začetnem načinu deloval navzven kot strežnik internetne strani. Po 
uspešni povezavi se je internetna stran prenesla k uporabniku. Povezava se je zatem prekinila, 
prenešena stran pa je pričela delovati kot klient, povezana na strežnik mikrokrmilnika. Po 
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 This thesis describes the process of research and development of a control loop feedback 
device (regulator) “PID”, which can be remotely controlled over internet connection. In the 
development process, I have limited the application to one user only and assumed that it is 
connected in a closed or protected internet environment. As such, the final product was not 
completely safe to use in a public network. 
 Application was based on “Arduino” microcontroller board. The development of the 
application began with usage of board model “Uno”, but was soon replaced with model “Mega”, 
due to microcontroller limitations. Arduino Mega was based on “ATmega2560” 
microcontroller. For internet communication and the ability of memory card SD, expansion 
board Arduino “Ethernet Shield” was used in both microcontroller board cases. 
 Programming code was split in two parts. First part was webpage code in HTML5 and 
JavaScript. The second part was microcontroller program (firmware), written in C++. Webpage 
was written with usage of free editing software “Notepad++”. Microcontroller firmware was 
written in free editor “Visual Studio Community 2015”. Firmware was compiled and uploaded 
to flash memory with “Make.exe” tool and script called “Makefile”. 
 Regulator software in first state functioned as a webpage server of user interface. When 
client connected, webpage was transferred to him and connection was terminated. After 
termination, webpage immediately connected back to the regulator. The application was then 
ready for remote control. 
Keywords: Research and development, control loop, regulator, PID, remote control, RC, 
protected network, Arduino Mega, microcontroller, ATmega2560, memory card SD, Ethernet 
Shield, HTML5, C++, JavaScript, Visual studio, Notepad++, Make, Makefile, compile, flash, 








1.1 Ideja za nastanek diplomske naloge 
Cilj diplome je bila zasnova splošnega regulatorja (PID in ON/OFF s histerezo) na 
mikrokrmilniku Uno. Mikrokrmilnik bi bil razširjen z ethernet dodatkom (»ethernet shield«) in 
bi omogočal nadzor delovanja procesa preko spletne aplikacije, kot tudi nastavljanje 
regulatorja, nastavljanja reference in definiranja strukture regulatorja. Dobljeni sistem bi torej 
vseboval precej enostaven regulator, ki bi bil splošno uporaben in omogočal nadzor preko 
spletne strani iz osebnega računalnika, telefona, ipd. 
Cilj diplome se je kasneje priredil samo na izdelavo regulatorja PID, saj se je izkazalo, da je 
izdelava takšnega regulatorja že dovolj obsežna. Namesto širjenja aplikacije se je zato raje 
izpopolnilo obstoječe funkcionalnosti do te mere, da so postale praktične za uporabo.  
1.2 Uvod v sisteme 
Naslednja tematika sistemov je povzetek literature [1]. Beseda sistem izvira iz grščine, pomeni 
pa neko celoto, sestavljeno iz več komponent. Te komponente so v sistemu povezane in imajo 
medsebojne relacije, ter relacije z okoljem. Ker so komponente sistema povezane na določen 
način, to pomeni, da je obnašanje sistema ponovljivo oziroma predvidljivo. Relacije med 
komponentami sistema dejansko pomenijo izmenjavo neke količine, zatorej jih poimenujemo 
procesi. 
Proces je beseda, ki izvira iz latinščine in pomeni neko dogajanje, spreminjanje. Procesi 
povzročajo spremembe stanj v sistemu. Za vsako spremembo je potreben določen čas. Procesi 
so lahko zelo hitri (preklop tranzistorja v nanosekundah) ali zelo počasni (staranje materiala). 
Torej če povzamemo, sistem je neko omejeno okolje, v katerem potekajo procesi. Ko 
obravnavamo sistem, si ga običajno predstavljamo kot nek element, ki ima najmanj en vhod in 
izhod, kot kaže slika 1.1. 
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Slika 1.1: Bločni diagram sistema 
Pri obravnavanju procesov oz. sistemov v matematičnem zapisu, nas običajno zanimata dve 
značilnosti:  
 vhodno izhodno obnašanje oz. prenosna funkcija,  
 začetno stanje spremenljivk oz. začetni pogoji. 
Prenosna funkcija linearnega sistema, po definiciji, je razmerje Laplaceove transformacije 
izhoda proti Laplaceovi transformaciji vhoda, ob predpostavki, da so začetni pogoji enaki nič. 
Začetni pogoji sistema so, kot že samo ime pove, stanje v katerem se sistem nahaja, v času, ko 
pričnemo z obravnavanjem sistema (t = 0).  
Primer: Vzamemo zbiralnik vode, kateri ima nek dotok vode (vhod) in odtok vode (izhod). Če 
se v trenutku odločimo, da bomo opazovali sistem od tega časa naprej, rečemo, da je začetno 
stanje sistema trenutni nivo vode, prenosna funkcija pa nam opisuje, kako se bo nivo vode 
spreminjal pri opazovanju. 
Laplaceova transformacija se uporablja za reševanje diferencialnih enačb. Pri diferencialnih 
enačbah so spremenljivke odvisne od časa t, z Laplaceovo transformacijo pa postanejo odvisne 
od kompleksne frekvence s. Laplaceova transformacija F(s), funkcije f(t), je definirana kot kaže 
enačba (1-1), inverzna Laplaceova transformacija, pa kot enačba (1-2). 
 
















1.3 Uvod v regulacijsko tehniko 
Za obstoj osnovne regulacijske zanke so potrebni trije sklopi: Regulacijski sistem, izvršni 
sistem in merilni sistem. Ti se priključijo na neko napravo (sistem) in tako tvorijo regulacijsko 
zanko (slika 1.2). 
 
Slika 1.2: Osnovna regulacijska zanka 
Kjer so spremenljivke definirane kot: 
 rR – referenčna veličina, digitalni signal, 
 yR – izmerjena izhodna veličina sistema, pretvorjena v digitalni signal, 
 eR – odstopanje do referenčne veličine, digitalni signal, 
 uR – regulirna veličina, digitalni signal, 
 uS – regulirna veličina, pretvorjena v veličino primerno za manipulacijo sistema, 
 yS – izhodna veličina sistema, veličina sistema. 
Regulacijski sistem si v praksi dandanes lahko predstavljamo, kot neko tiskano vezje (TIV). 
Glede na zahtevnost regulacije, so le ta v večini opremljena z µk enotami, v bolj zahtevnih 
primerih pa z FPGA enotami. 
Regulator je v bistvu nek algoritem, ki krmili regulirno veličino uR(t) (in navsezadnje uS(t)), 
glede na željeno (referenčno) veličino rR(t) in trenutno vrednost našega procesa yR(t) (yS(t)). Se 
pravi, regulator z regulacijskim algoritmom primerno ojača razliko eR(t), pri tem pa lahko tudi 
upošteva časovne spremenljivke, kar je običajno regulacijske sisteme. 
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Če razčlenimo kratico PID, dobimo tri temeljne značilnosti takšnega regulatorja: 
Proporcionalni, integrirni in diferencialni. Osnovni primer izvedbe takšnega regulacijskega 
algoritma nam kaže slika 1.3. 
 
Slika 1.3: Osnovni regulacijski algoritem PID 





= KP (1 +
1
TI ∗  𝑠
+ TD ∗ 𝑠)  (1-3) 
Obnašanje regulacijskega sistema nastavljamo s spreminjanjem proporcionalnega ojačanja KP, 
integracijske časovne konstante TI in diferencialne časovne konstante TD. 
Merilni sistem sestavlja merilnik in merilni pretvornik. Merilnik izmeri izhodno veličino 
sistema in jo pretvori v signal primeren za nadaljnjo obdelavo, kateri je ponavadi električen. 
Običajno iz merilnika dobimo nek šibek električni signal. Tega moramo najmanj ojačati, po 
potrebi pa tudi pretvoriti v signal primeren za prenos oz. za sprejem v regulator. 
Izvršni sistem sestavlja najmanj aktuator, lahko pa tudi izvršni člen. Aktuator v bistvu pretvori 
izhod regulatorja v neko veličino, primernejšo za vodenje sistema. Če za primer vzamemo 
krmiljenje pretoka vode z ventilom, bi bil aktuator v tem primeru motor. Energija se iz 
električne pretvori v fizično – rotacijsko. V tem primeru sam aktuator ni dovolj za krmiljenje 
pretoka. Potreben je tudi izvršni člen, ki je v tem primeru loputa ventila. 
  




1.4 Uvod v mikrokrmilnike Arduino 
Projekt je baziran na mikrokrmilniku znamke »Arduino«. Arduino je dandanes med bolj 
znanimi proizvajalci tiskanih vezij. Proizvajajo večinoma µk vezja po dokaj ugodnih cenah. 
Glede na to, da bazirajo na odprtokodnih (ang. »open source«) produktih in imajo dobro 
podporo iz programske strani, so dokaj priljubljeni. Te stvari naredijo krmilnik zelo primeren 
tudi za začetnike. 
Krmilne plošče Arduino, če odmislimo najmanjše produkte, lahko v grobem razdelimo na dve 
skupini: 
 glavne krmilne enote, 
 razširitvene plošče. 
Glavne plošča je običajno TIV z mikrokrmilno enoto in z urejenimi izhodno-vhodnimi 
priključki. Ta enota je tisti del, katerega programiramo po želji. Večino procesorjev temelji na 
znamki Atmel. 
Razširitvene plošče so dodatek glavnim enotam in jih ni mogoče uporabljati brez njih. Z njimi 
omogočimo takšnemu sistemu dodatne funkcije. Nekaj primerov razširitvenih plošč: 
 GSM modul    - brezžična GSM komunikacija, 
 mrežni modul    - žična internetna povezava, 
 WiFi modul    - brezžična internetna povezava, 
 modul za krmiljenje motorjev  - ojačanje krmilnega signala in sprememba smeri. 
Za Arduino krmilnike (ali druge plošče z enakim procesorjem) je na voljo brezplačno 
programsko okolje (slika 1.4). Programska koda se piše v jeziku C++. Okolje vključuje vsa 
potrebna orodja, kot so npr. prevajanje programa (ang. »compiling«) in nalaganje programa 
(ang. »uploading«).  
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2. Elektrotehnična zasnova 
2.1 Regulator 
Zahteve regulatorja niso bile velike. Minimalne zahteve so bile kompatibilnost z laboratorijsko 
napravo. Potrebno je bilo zagotoviti: 
 branje vhodne napetosti 0 - 10 V, s frekvenco 100 Hz, 
 nastavljanje izhodne napetosti 0 - 10 V, s frekvenco 100 Hz, 
 internetno komunikacijo. 
Regulator je imel dva dodatna napetostna pretvornika, ker se je bilo potrebno prilagoditi 
laboratorijski napravi. Laboratorijska naprava namreč ni bila zasnovana z namenom direktne 
uporabe z mikrokrmilnikom. Elektrotehnična zasnova regulatorja se je torej delila na tri 
funkcijske dele, kot kaže slika 2.1. 
 
Slika 2.1: Blokovna shema elektrotehnične zasnove regulatorja 
Kjer je napetost Uµk vhodno-izhodno napetostno območje mikrokrmilnika. Za Uµk je bila 
pričakovana vrednost v območju 0 - 3,3 V ali 0 - 5 V, odvisno od izbire mikrokrmilnika. 
Pred zasnovo regulatorja, je bilo potrebno najprej izbrati primeren mikrokrmilnik, okrog 
katerega se je kasneje zasnoval regulator s pretvornikoma. 
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2.2 Mikrokrmilnik 
Glede na zahteve je bil potreben mikrokrmilnik z: 
 ADC vhodom, s hitrostjo branja pod 10ms, 
 PWM izhodom, s periodo časovnika pod 10ms, 
 priključkom za kartico SD (kjer se hrani internetna stran), 
 mrežnim priključkom. 
Kot omenjeno v uvodu, je bil za začetek razvoja predlagan mikrokrmilnik Arduino Uno. Uno 
temelji na Atmel procesorju ATmega328p. Mikrokrmilnik je večinoma ustrezal zahtevam 
projekta. Zataknilo se je pri bliskovnem pomnilniku, kateri je velikosti 32 kB. Že ob uporabi 
knjižnic kartice SD in ethernet je bila zasedenost pomnilnika 60 %. Z vključitvijo programa in 
ukazov za izpisovanje, kateri so zelo pomembni v času razvoja, pa je bila zasedenost zelo na 
meji oziroma večino časa presežena. To velja ob predpostavki, da je prevajalnik program 
optimiziral za čim manjšo velikost. Ob optimizaciji za hitrost, je bil pomnilnik krepko presežen. 
Zaradi teh razlogov sem kasneje začel uporabljati krmilno ploščo modela Mega, ki je bil 
zasnovana okrog mikrokrmilnika ATmega2560.  
 
Slika 2.2: Arduino Mega 2560 
  




Značilnosti krmilne plošče, pomembne za razvoj regulatorja so bile sledeče: 
 delovna napetost (Vcc):  5 V 
 največji tok vhoda/izhoda:  40 mA 
 število PWM izhodov:   15 
 število ADC vhodov:    16 
 največja PWM ločljivost:  216 
 največja ADC ločljivost:  210 
 velikost bliskovnega pomnilnika:  256 kB 
 takt ure (ang »clock«):   𝑓𝑐𝑙𝑘 = 16 𝑀𝐻𝑧 
 največja PWM frekvenca:  𝑓𝑃𝑊𝑀 =
𝑓𝑐𝑙𝑘
256
= 62,5 𝑘𝐻𝑧 
 največja hitrost ADC branja:   13 µs → 𝑓𝐴𝐷𝐶 =
1
13 µ𝑠
= 76,9 𝑘𝐻𝑧 
Za vhod je zadoščal že 10 bitni ADC pretvornik. Glede na to, je bilo smiselno izbrati tudi PWM 









=  4.9 𝑚𝑉  (2-1) 
Ker so značilnosti mikrokrmilnika dosegale oz. celo presegale zahteve, je to pomenilo, da je bil 
krmilnik primeren za uporabo v regulatorju. Ker sta bili največji frekvenci PWM in ADC veliko 
večji od željene frekvence laboratorijske naprave, sem za ciljno največjo hitrost delovanja 
regulatorja izbral 1000 Hz. Takšna največja frekvenca delovanja regulatorja je dovolj velika, 
da pokrije veliko večino procesnih naprav v praksi. 
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2.3 Vhodni pretvornik 
Z vhodnim vezjem je bilo potrebno zmanjšati vhodno napetost, da jo lahko mikrokrmilnik 
prebere. To pomeni, da je bilo potrebno zagotoviti napetostno slabljenje signala. 





= 0.5 (2-2) 
Ker je v prenosni funkciji nastopalo samo konstantno slabljenje signala, je zadostoval za 
izvedbo že preprosti napetostni delilnik, kot kaže slika 2.3. 
 
Slika 2.3: Vhodni pretvornik regulatorja 



















𝑅1 = 𝑅2  
(2-4) 
Pri izbiri uporov, je bilo potrebno paziti tudi na to, da priključenega signala naprave nisem 
preobremenil, saj to lahko povzroči, da se napetost sesede (zmanjša). To sem zagotovil tako, da 
sem z izbiro dovolj velikih uporov omejil tok v vezje. Željeni tok je bil nekje v območju mA. 












𝐴 = 0.5 𝑚𝐴 (2-5) 
2.4 Izhodni pretvornik 
Pri izhodnem vezju je bilo potrebno signal prilagoditi za vhod v laboratorijsko napravo. 
Potrebno ga je bilo zgladiti, ter napetostno ojačati. Glajenje signala je potrebno, ker je na izhodu 
mikrokrmilnika pulzno širinski (PWM) signal. 




= 0,333 𝑚𝑠. S tem se zagotovi, da signal naraste na 95 % končne vrednosti, 
v času treh časovnih konstant (3𝜏). 
Največja izhodna napetost mikrokrmilnika je bila Upwm = 5 V, največja željena izhodna napetost 











Z željeno časovno konstanto in ojačanjem je bilo torej potrebno zagotoviti naslednjo 
(napetostno) prenosno funkcijo izhodnega pretvornika: 
 






  (2-7) 
Filter sem izvedel z RC vezjem, ojačanje pa z uporabo operacijskega ojačevalnika, kot kaže 
slika 2.4. 
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Slika 2.4: Izhodni pretvornik regulatorja 
Pri izračunu prenosne funkcije izhodnega pretvornika, sem predpostavil idealne razmere, kar 





  (2-8) 
 















  (2-10) 
Napetostna prenosna funkcija Gu je bila torej enaka kot Gizh. Pri obravnavi v s-prostoru je 
namreč 𝑠 = 𝑗𝜔, časovna konstanta pa je v bistvu 𝜏 = 𝑅𝑓 ∗ 𝐶𝑓. Leva stran enačbe (2-10) je 
torej konstanto ojačanje, desna stran prehodni pojav filtra. 
Za izračun konstantnega ojačanja pretvornika, je potrebno ojačanje Au obravnavati, ko 
prehodni pojav izzveni, oziroma ko gre kotna frekvenca ω → 0. Iz takšne obravnave sem 










𝑅3 = 𝑅4  
(2-11) 




Pri izbiri uporov je bilo potrebno paziti, da tok, ki sta ga povzročila upora R3 in R4 iz izhoda 
operacijskega ojačevalnika ni bil drastičen. Tok mora biti majhen, ranga mA. Izbral sem 
naslednje vrednosti uporov: 
 𝑅3 = 𝑅4 = 10 𝑘Ω  (2-12) 







(10 + 10) 𝑘Ω
= 0.5 𝑚𝐴 (2-13) 
Za izračun potrebnega upora Rf in kondenzatorja Cf sem uporabil enačbo za izračun časovne 
konstante 𝜏 = 𝑅 ∗ 𝐶. Glede na to, da sem časovno konstanto τ že določil, je bilo potrebno 
določiti poljubno vrednost upora ali kondenzatorja, ter izračunati drugi potrebni element.  
 
 𝐶𝑓 = 100 𝑛𝐹 






≅ 3,3 𝑘Ω 
(2-14) 
Največji vhodni tok v vezje (oz. izhodni tok mikrokrmilnika), ki ga RC filter povzroči je v 
bistvu omejen z uporom Rf (npr. pri vklopu vezja je impedanca kondenzatorja enaka 0). Tok je 








= 3,03 𝑚𝐴 
 
(2-15) 
Mikrokrmilnik lahko prenese 40 mA izhodnega toka, kar je pomenilo, da ga izhodni pretvornik 
ne bo preobremenil. 
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2.5 Izbira komponent 
Največja povprečna pričakovana moč, ki se je trošila na R1 in R2 je bila, kot kaže izračun enačbe 
(2-16). Tok v vhod mikrokrmilnika je zelo majhen in sem ga zanemaril. 
 𝑃1 𝑚𝑎𝑥 ≅ 𝑃2 𝑚𝑎𝑥 = 𝑅1 ∗ 𝐼𝑣ℎ 𝑚𝑎𝑥
2 = 2,5 𝑚𝑊 (2-16) 
Največja povprečna moč, upora R3 in R4, je bila naslednja: 
 𝑃3 𝑚𝑎𝑥 = 𝑃4 𝑚𝑎𝑥 = 𝑅3 ∗ 𝐼34 𝑚𝑎𝑥
2 = 2,5 𝑚𝑊 (2-17) 
Potrebni so bili torej naslednji elektronski elementi: 
Število Oznaka Vrednost 
4 R1, R2, R3, R4 10k / 2,5 mW 
1 Rf 3k3 
1 Cf 100n 





3. Programska zasnova 
3.1 Programsko okolje 
Za pisanje programske kode, sem se odločil uporabljati 3 programske jezike: C++, HTML5 in 
JavaScript. C++ je dokaj standarden programski jezik, ki se na višjem nivoju programiranja 
mikrokrmilnikov uporablja zelo pogosto. Pri izbiri programskega jezika internetne strani, sem 
se omejil na preprosto kombinacijo jezikov HTML5 in JavaScript. 
Za pisanje HTML in JavaScript kode, sem se odločil uporabljati brezplačni program 
»Notepad++«. 
Za C++ kodo, nisem izbral programskega okolja »Arduino«, ki je na voljo ob izbrani 
mikrokrmilniški plošči, ampak sem za razvoj uporabil brezplačni program »Visual Studio 
Community 2015«. To je predstavljalo nekaj prednosti in slabosti.  
Okolje Arduino za razvoj podpira svoje produkte, kar pomeni, da ni potrebno razmišljati, kako 
se bo program prevajal in nalagal v krmilno enoto. Ker je to orodje dokaj preprosto, mu za moj 
okus primanjkuje funkcijskih sposobnosti, ki olajšajo programiranje. Po eni strani se Arduino 
težje primerja z okoljem Visual studio, katero je namreč profesionalno orodje znanega podjetja 
»Microsoft«.  
Ena izmed glavnih funkcij zaradi katerega sem se odločil za Visual studio, je »IntelliSense«. 
IntelliSense ob pisanju omogoča preverjanje programske kode, podajanje predlogov, podajanje 
informacij parametrov, podajanje pripadnikov, ipd. IntelliSense lahko hitro prihrani čas sploh 
manj izkušenim programerjem ali pri večjih projektih. 
Ker Visual studio v osnovi ni namenjeno programiranju krmilnih enot, je bilo potrebno 
prevajanje in nalaganje programa v bliskovni pomnilnik izvesti s pomočjo posebne programske 
»skripte« imenovane »Makefile«. Makefile se izvede ob izvršitvi programa »Make«. Make je 
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programsko orodje, ki se v osnovi uporablja za generacijo izvršnih datotek, prevajanje datotek 
v strojno kodo, ipd. Poleg tega omogoča tudi regeneracijo datotek, brisanje datotek, izvrševanje 
poljubnih ukazov, itd. 
Makefile skripta, ki sem jo uporabljal, za delovanje potrebuje določena orodja (programe) in 
sicer: »Atmel AVR 8-bit Toolchain« in »AVRDUDE«. AVR Toolchain je paket orodij za 
ustvarjanje programov mikrokrmilnikov, AVRDUDE pa orodje za nalaganje prevedenega 
programa v bliskovni pomnilnik. Uporabljeni programi AVR paketa orodij so sledeči: 
 avr-gcc  - prevajanje programa, 
 avr-ar  - ustvarjanje arhivov oz. kolekcij datotek, 
 avr-size - preverjanje velikosti programa, 
 avr-objcopy - kopiranje in prevajanje datotek. 
Celotni pregled programskega okolja je razviden iz slike 3.1. Mogoče velja omeniti tudi 
program »rm«. Rm je orodje za odstranjevanje datotek v Unix (npr. Linux) sistemih. 
 
Slika 3.1: Programsko okolje   




3.2 Regulacijski algoritem 
Za algoritem regulatorja sem izbral dokaj običajen regulator PID. Ker na vhodnem pretvorniku 
nisem uporabil nizko prepustnega filtra, sem pričakoval nekaj šuma pri branju signala. S tem 
namenom sem v algoritem regulatorja vključil filter.  
Šum signala ima namreč največji vpliv na D člen regulatorja, ker leta po svoji naravi odvaja 
signal. Pri P in I členu regulatorja, filter ne prinese drastičnih izboljšav, prav tako pa doda 
regulatorju dodatno zakasnitev, kar pa ni zaželeno. 
Algoritem regulatorja je bil torej naslednji: 
 







Kjer je časovna konstanta filtra D člena TF. 
Pred uporabo regulacijskega algoritma v programu, je bilo potrebno enačbo pretvoriti v 
diskretno obliko. Pri tem sem si pomagal s »Tustinovim pravilom«.  
Tustinovo pravilo govori, da lahko »s« nadomestimo s približkom kompleksne funkcije »z«, 







  (3-2) 
Po vstavitvi Tustinove formule sem dobil v števcu: 
𝑋 = 𝐾𝑝(𝑇2 + 2𝑇𝑇𝐹 + 2𝑇𝑇𝐼 + 4𝑇𝐷𝑇𝐼 + 4𝑇𝐹𝑇𝐼)𝑧
2
+ 𝐾𝑝(2𝑇2 − 8𝑇𝐷𝑇𝐼 − 8𝑇𝐹𝑇𝐼)𝑧
1
+ 𝐾𝑝(𝑇2 − 2𝑇𝑇𝐹 − 2𝑇𝑇𝐼 + 4𝑇𝐷𝑇𝐼 + 4𝑇𝐼𝑇𝐹)𝑧
0) = 
= 𝐴𝑧2 + 𝐵𝑧1 + 𝐶𝑧0 
(3-3) 
V imenovalcu pa sem dobil: 
 𝑌 =  ((2𝑇𝑇𝐼 + 4𝑇𝐹𝑇𝐼)𝑧
2 − (8𝑇𝐹𝑇𝐼)𝑧
1 − (2𝑇𝑇𝐼 − 4𝑇𝐹𝑇𝐼)𝑧
0) = 
= 𝐷𝑧2 + 𝐸𝑧1 + 𝐹𝑧0  
(3-4) 
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𝐴𝑧2 + 𝐵𝑧1 + 𝐶𝑧0
𝐷𝑧2 + 𝐸𝑧1 + 𝐹𝑧0
 (3-5) 
Po preoblikovanju, ter deljenju obeh strani z z2 sem dobil naslednjo enačbo: 
 
















Enačbo sem nato pretvoril v končno diskretno obliko, z uporabo Z-transformacije: 
𝑢(𝑘) =  𝑞0𝑒(𝑘) + 𝑞1𝑒(𝑘 − 1) + 𝑞2𝑒(𝑘 − 2) + 𝑝1𝑢(𝑘 − 1) + 𝑝2(𝑘 − 2) (3-7) 












































Pri izpeljavi sem se opiral na literaturo [2] in [4]. 
  




3.3 Program mikrokrmilnika 
3.3.1 Stanja delovanja 
Program krmilnika je moral preklapljati med stanji delovanja: 
 brez povezave s klientom  -  »ST_DISCONNECTED«, 
 serviranje internetne strani  -  »ST_HTML«, 
 nadzor in upravljanje regulatorja -  »ST_WEBSOCKET«. 
Stanja so bila definirana na sledeči način: 
enum Mode : byte { ST_DISCONNECTED, ST_HTML, ST_WEBSOCKET,  
ST_DISCONNECTING }; // Definicija stanj štetja 
Mode stMode = ST_DISCONNECTED; // Definicija stanja 
Kot je razvidno iz definicije stanj štetja »Mode«, sem uporabil tudi vmesno stanje 
»ST_DISCONNECTING«, ki se je izvedlo v primeru prekinitve internetne povezave, kot je 
razvidno iz sledeče slike: 
 
Slika 3.2: Programska stanja 
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Preklope stanj, sem izvedel s prvim odločitvenim (ang. »switch«) stavkom. V tem stavku so se 
ločeno preverjali pogoji za prehode med stanji. 
con = client.connected(); // Preveri, če je klient povezan 
switch (stMode){ 
 case ST_DISCONNECTED: ... break; 
 case ST_HTML: ... break; 
 case ST_WEBSOCKET: ... break; 
 case ST_DISCONNECTING: ... break; 
} 
V primeru brez povezave, stanju ST_DISCONNECTED, se je izvedla naslednja programska 
koda: 
switch (httpServer.handshake(client)) { // Preveri rokovanje 
 case HS_ICON: // Prejeta zahteva za ikono strani »favicon« 
// Funkcija ni podprta, zato prekini povezavo 
  stMode = ST_DISCONNECTING; 
  break; 
 case HS_HTTP: // HTTP rokovanje uspešno 
   stMode = ST_HTML; 
  break; 
 case HS_WS:  // HTTP in WebSocket rokovanje uspešno 
  stMode = ST_WEBSOCKET; 
  break; 
 } 
V tem odločitvenem stavku se je program odločal glede na funkcijo razreda 
»httpServer.handshake()«, v kateri se je preverjalo rokovanje internetne povezave. V primeru, 
da je bil prejet zahtevek za ikono brskalnika, je funkcija klientu poslala odgovor, da ta 
funkcionalnost ni podprta in vrnila stanje »HS_ICON«, stanje programa pa je prešlo v stanje za 
prekinitve povezave. 
  




Če je bil program v stanju ST_HTML ali ST_HTML, se je preverilo samo stanje povezave: 
if (!con) {   // Ce klient ni povezan 
stMode = ST_DISCONNECTING; // Stanje za prekinitev povezave 
 continue;  // Preskoči program do konca zanke 
} 
break; 
Z drugim odločitvenim stavkom, je program opravljal dejansko funkcionalnost: 
switch (stMode) { 
case ST_DISCONNECTED: // Stanje brez povezave 
  client = server.available(); // Posodobi povezane kliente 
  delay(10); 
  break; 
case ST_HTML:  // Stanje serviranja strani 
if (httpServer.sendWebPageChunk(webFile)) { 
 // Prenos strani zaključen 
   if (webFile)// Če kazalec na datoteko ni enak 0 
    // Resetiraj pozicijo branja datoteke 
    webFile.seek(0);  
// Prekini povezavo 
   stMode = ST_DISCONNECTING; 
  } 
  break; 
case ST_WEBSOCKET: // Stanje upravljanja regulatorja 
  webSocket(httpServer); // Procesiraj ukaze 
  delay(10); 
  break; 
} 
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3.3.2 Stanje serviranja strani 
Internetna stran se je inicializirala ob zagonu mikrokrmilnika iz spominske kartice SD in sicer 
kot instanca razreda »File«. Stran je na kartici poimenovana »main.htm«. 
#define FILENAME "main.htm" // definicija imena datoteke 
SdFat SD;  // definicija instance razreda SD 
File webFile; // definicija instance razreda File 
 
SD.begin(4); // Inicializiraj karico SD na pinu krmilnika 4 
webFile = SD.open(FILENAME); // Odpri datoteko in nastavi kazalec na 
// webFile 
V stanju serviranja strani ST_HTML se po vsakem klicanju funkcije 
»HttpServer.sendWebPageChunk()« pošlje del strani povezanem klientu. 
bool HttpServer::sendWebPageChunk(File &webFile){ 
   static char data[PACKET_SIZE] = {}; 
   // Če so podatki na voljo za branje 
   if (webFile.available()){ 
// Če ima medpomnilnik (ang. “buffer”), internetnega krmilnika  
// w5100, dovolj prostora za pisanje 
      if (socket_client->free() > PACKET_SIZE*2) { 
    // Če bo array data[] napolnjen do konca 
         if (webFile.size()-webFile.position() > PACKET_SIZE){   
  // Preberi kos datoteke in jo shrani v array data[] 
            webFile.read(data, PACKET_SIZE); 
  // Dodaj končni terminator na koncu  
            data[PACKET_SIZE] = '\0'; 
    } else { // Če je to zadnji kos datoteke 
  // Izračunaj število bajtov do konca datoteke 
       unsigned short pos = webFile.size()-webFile.position(); 
  // Preberi kos datoteke in jo shrani v array data[] 
webFile.read(data, pos); 
... (nadaljevanje na naslednji strani) 




       ... 
       // Dodaj končni terminator na mesto “pos” 
       data[pos] = '\0'; 
          } 
   // Pošlji prebran kos datoteke klientu 
         socket_client->print(data);  
      } 
   } else // Podatkov ni več na voljo, datoteka prebrana do konca 
      return true; // Vrni “true” 
   return false; // Datoteka še ni prebrana, vrni “false” 
} 
Po zaključenem prenosu internetne strani, je funkcija »sendWebPageChunk« vrnila vrednost 
»true«. Za prikaz strani na strani klienta, je bilo potrebno povezavo po prenosu prekiniti. To je 
razvidno iz drugega odločitvenega stavka, poglavja 3.3.1, v stanju ST_HTML.  
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3.3.3 Stanje nadzora regulatorja 
V tretjem stanju »ST_WEBSOCKET« se je program znašel, ko se je internetna stran povezala 
nazaj na krmilnik ob pogoju, da je bilo izvedeno rokovanje (ang. »handshake«) po »Web 
Socket« protokolu. V tem načinu je program pričel sprejemati ukaze za nadzor, ter po potrebi 
odgovarjati nazaj. V tem stanju se je za kontrolo, kot je razvidno iz drugega odločitvenega 
stavka (poglavje 3.3.1), uporabljala funkcija »webSocket()«. 
Ob vsakem klicu webSocket funkcije se je najprej prebral sprejet paket podatkov. Podatki so 
predstavljali enega od prejetih ukazov, ki sem jih določil vnaprej. Več informacij o ukazih je 
opisanih v dodatku B. Podatek se je razbral na sledeč način: 
RX = httpServer.wsGetData(); 
if (RX.length() > 0) 
{ 
// Preberi prvo črko prejetega podatka 
cmd = RX.charAt(0);  
 value = 0; 
   
 for (int i = 1; i < RX.length(); i++) { 
  buf = RX.charAt(i); 
// Če je število med 0 (DEC “47”) ali 9 (DEC “58”) 
  if (buf < 58 && buf > 47) { 
   value *= 10; // Pomakni število levo 
   value += buf - 48;// Prištej vrednost 
  // Če je število negativno (DEC “45” je ASCII ‘–‘) 
  } else if (buf == 45) 
   negative = true; 
 }   
 if (negative) // Če je število negativno 
  value = -value; // Obrni vrednost 
 ... 
  




Za tem je sledil odločitveni stavek, ki je nastavljal parametre »Pid« klase. Primer odločitvenega 




{ //case <ASCII DEC value>: 
 case 80: // Če je prejet ukaz (črka) 'P' 
// Posodobi parameter Kp, instance Pid razreda 
  PID.setKp(value); 
  break; 
 case 76: // Če je prejet ukaz 'L' 
  if (value) { // Če je vrednost večja od 0 
   T_live = value; // Nastavi period pošiljanja 
   wsMode = ST_LIVE; // Nastavi stanje pošiljanja 
  } else // Vrednost je enaka 0, ustavi pošiljanje 
   wsMode = ST_IDLE; // Nastavi stanje mirovanja 
  break; 
 ... 
} 
Na koncu funkcije je bil še odločitveni stavek, ki je pošiljal podatke internetni strani: 
if (wsMode == ST_LIVE) { // Če smo v načinu pošiljanja podatkov 
 // Če ima medpomnilnik klase klienta dovolj prostora in če 
 // je pretečen čas večji od časa vzorčenja 
 if (client.free()>50 && (getDt(t_last)>T_live)) { 
  // Zakleni spremenljivki Y/R/t_snapshot 
reading = true; 
  // Preberi spremenljivke 
TX = String(Y_snapshot) + " " + String(R_snapshot) + " "  
+ String(t_snapshot);   
reading = false;  // Odkleni spremenljivke 
  httpServer.wsSendData(TX); // Pošlji podatke klientu 
  t_last = millis(); // Shrani zadnji čas poslanega podatka 
}}  
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Kjer je »getDt(t)« funkcija, ki je vrnila razliko pretečenega časa od »t« do trenutnega časa. 
Zaklep spremenljivk »Y_snapshot«, »R_snapshot« in »t_snapshot« je bil potreben zato, ker so 
se te posodabljale v funkciji regulatorja PID, ki se je prožila ob časovni prekinitvi (ang. 
»Interrupt«). 
 
3.3.4 Implementacija regulatorja 
Proženje oz. posodabljanje regulatorja je bilo izvedeno s časovno prekinitveno rutino. Rutina 
se nastavila na začetku glavnega programa. Za implementacijo sem rutine uporabil odprto 
kodno programsko knjižnico »TimerOne«, za nastavljanje PWM izhoda pa »TimerThree«. 
Nastavitveni postopek je bil naslednji: 
Timer1.initialize(1000000); // Nastavi časovni interval 1 sekundo 
Timer1.attachInterrupt(updatePID); // Pripni funkcijo »updatePID« za  
      // proženje 
Timer3.initialize(50);  // Nastavi PWM frekvenco na 20 kHz 
Y_AIN = 0; U_PWM = 3;  // Definiraj vrata vhoda in izhoda 
Funkcija posodabljanja regulatorja je razvidna iz sledeče programske kode. 
void updatePID() { 
 static int qadc; 
 qadc = analogRead(Y_AIN);/* Preberi ADC vrednost na priključku  
    Y_AIN */ 
 if (PID.running) // Če je regulator omogočen 
/* Nastavi izračunano vrednost algoritma PID na PWM  
   Izhod, ki je na priključku U_PWM 
  Timer3.pwm(U_PWM, PID.output(qadc));  
 if (!reading) { // Če spremenljivke niso zasedene 
  // Posodobi globalne spremenljivke, ki so potrebne za  
// pošiljanje podatkov klientu internetne strani 
  Y_snapshot = qadc; // Shrani trenutno adc vrednost 
  R_snapshot = PID.getr(); // Shrani trenutno referenco 
  t_snapshot = millis(); // Shrani trenutni čas v ms 
 }} 




Kot je razvidno iz »updatePID« funkcije, je bila perioda posodabljanja meritev odvisna od 
hitrosti posodabljanja te funkcije. Kar pomeni, da je bil iz strani klienta, na internetni strani, čas 
vzorčenja lahko največ enak času vzorčenja regulatorja ali manjši. 
Sam algoritem regulatorja je bil implementiran v »Pid PID« razredu. Parametri regulatorja so 
se nastavljali kot kaže naslednji primer. 
const int INTMAX = 32767; 
const int INTMIN = -32768; 
long Kp; 
 
void Pid::setKp(const int &K) { 
// Omeji parameter med INTMIN in INTMAX  
 Kp = limit(K, INTMIN, INTMAX); 
 // Preračunaj parametre regulatorja 
 updateParameters(); 
} 
Posodobitvena funkcija parametrov regulatorja je bila, kot je opisana v poglavju 3.2. 
void Pid::updateParameters(){ 
 q0 = Kp*((T*T + 2*T*Tf)/(2*Ti) + T + 2*Td + 2*Tf) / (T + 2*Tf); 
 q1 = Kp*((T*T/Ti) - 4*(Td+Tf)) / (T + 2*Tf); 
 q2 = Kp*((T*T - 2*T*Tf)/(2*Ti) - T + 2*Td + 2*Tf) / (T + 2*Tf); 
 p1 = 4*Tf / (T + 2*Tf); 
 p2 = (T – 2*Tf)/(T + 2*Tf); 
} 
Izhod regulatorja pa se je izračunal z naslednjo funkcijo: 
unsigned int Pid::output(unsigned int y) // Y - 0-1023 
{ 
 float u; // Spremenljivka izhoda 
 int e; // Spremenljivka napake 
 
 if (responseMode) // Če regulator deluje v načinu odziva 
  return r; // Vrni za izhod referenčno vrednost 
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 e = r - y; // Napaka = referenca – trenutna vrednost 
  // Algoritem PID, izračun izhodne (regulirne) vrednosti 
 u = p1*u_1 + p2*u_2 + q0*e + q1*e_1 + q2*e_2; 
 
 // Omeji izhodno vrednost 
u = limit(u, ZERO, outputMax); 
  
 // Posodobi in shrani spremenljivke 
 u_2 = u_1; 
 u_1 = u; 
 e_2 = e_1; 
 e_1 = e; 
 
 return (unsigned int)u; // Vrni preračunano vrednost 
}   




3.4 Program uporabniškega vmesnika 
Internetna stran uporabniškega vmesnika je bila zasnovana na tak način, da je bil celotni 
program kode v eni datoteki. Prednost tega je bilo lažje serviranje strani iz kartice SD, ker ni 
bilo potrebno razširiti protokola za zahtevke vključitvenih strani v programu mikrokrmilnika. 
Prav tako pa ob uporabi vključitvenih knjižnic ni bilo potrebno dostopati do javnega omrežja.  
Za izris meritev na strani se uporabil brezplačno knjižnico »Dygraphs«. Celotno izvorno kodo 
sem vključil direktno v programu strani. 
Slabost uporabe celotne kode v eni datoteki je bila nepreglednost. Daljši kot je bil program, bolj 
nepregleden je postajal. 




  <!-- Nastavi enkodiranje pisave na »UTF-8« --> 
  <meta charset="utf-8"> 
  <!-- Določitev stila strani --> 
  <style type="text/css"> ... </style> 
<!-- Programska koda Dyhraphs knjižnice --> 
  <script> ... </script> 
</head> 
<body> 
<!-- Glavni program --> 
 ... 
 <script type="text/javascript"> ... </script> 
</body> 
</html> 
Glavni program, kot je za HTML jezik običajno, sem izvedel v telesu kode (ang. »body«).  
  
48  Programska zasnova 
 
3.4.1 Povezava 
Po uspešno preneseni internetni strani iz regulatorja, je stran, kot klient, nemudoma poslala 
zahtevek za vzpostavitev povezave nazaj regulatorju, po »WebSocket« protokolu.  
WebSocket protokol, je del funkcionalnosti HTML5. 
Zahtevek za povezavo, se je sprožil z uporabo naslednjega dela kode. Pri tem velja omeniti, da 
je program internetne strani uporabil enak naslov, s katerim se je uporabnik povezal na 
regulator. Naslov se je razbral iz naslovne polja brskalnika. 
// Shrani objekt lokacije v spremenljivko »loc« (za lažje branje) 
var loc = window.location; 
// Če naslov lokacije strežnika obstaja in če vsebuje vrata (»port«) 
if(loc.hostname && loc.port) 
 ip = loc.host + '/'; // Za naslov uporabi naslov z vrati 
// Če obstaja samo naslov lokacije strežnika 
else if(loc.hostname) 
 ip = "//" + loc.hostname + ":80/"; // Naslovu dodaj vrata 
try { /* Ustvari novo instanco objekta WebSocket. Ob instanciranju 
  se objekt avtomatsko poizkusi povezati.*/ 
var socket = new WebSocket("ws:" + ip); 
} catch (e) { 
 // Pri kritični napaki, izpiši vrsto napake 
console.log("Socket exception caught: " + e); 
} 
Povezava je ostala odprta, dokler uporabnik ni zaprl internetne strani: 
// Pripni funkcijo na dogodek, ki se kliče preden se stran zapre 
window.onbeforeunload = function() { 
 // Pošlji regulatorju ukaz, ki ustavi prenos podatkov meritev 
sendWs("L0");  
// Zapri WebSocket povezavo 
 socket.close();  
};  




3.4.2 Obdelava izhodnih ukazov 
Opisal bom samo postopek od vnosa parametra reference do pošiljanja ukaza mikrokrmilniku. 
Vnosi parametrov z ukazi so si namreč med seboj zelo podobni. Ostali ukazi so opisani v 
dodatku A. Elementi internetne strani, ki pošiljajo ukaze, so razvidni iz dodatka B, označeni s 
števili med 10-11 in 14-23. 
Programski parameter se je vneslo z naslednjo programsko kodo: 
<!-- Opis parametra za naslednje polje vnosa --> 
<div>Reference [qadc]:</div> 
<!-- Polje za vnos vrednost reference -->  
<div><input id="regR" type="number" step="1" 
onblur="limit(this,0,1023,0)"> 
</div> 
Polju za vnos vrednosti (ang. »input«) sem določil naslednje parametre: 
 id="regR"   - potreben za dostopanje do elementa, 
 type="number"   - v element se je lahko vnašalo samo številke, 
 step="1"   - številke se je lahko spreminjalo z ločljivostjo 1, 
 onblur="limit(this,0,1023,0)" - ko element izgubi fokus, izvedi funkcijo limit. 
Funkcija limit se je uporabljala za omejevanje in je sprejela 4 parametre: element, minimalno 
število, maksimalno število in število decimalk zaokroževanja. V tem primeru, se je število 
omejilo med 0 in 1023, ko element ni bil več fokusiran. 
Parameter se je poslal, ko je uporabnik pritisnil na element »button«, imenovan »Set Config«: 
<button onclick="setConf()">Set Config</button> 
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Kot je razvidno iz kode, se je ob pritisku gumba klicala JavaScript funkcija »setConf()«. Ta 
funkcija je poslala vse parametre regulatorja naenkrat (v tem primeru samo en parameter). 
var sent=0;  // Parameter za zaklepanje pošiljanja 
function setConf() { 
 /* Preberi vrednost parametra elementa »regR« in ga pretvori  
iz tipa »string« v »int« */ 
 var R = document.getElementById("regR").value*1; 
// Če v kratkem ni bil poslan noben parameter 
 if(sent==0) { 
 /* Če je bilo potrditveno okno iz strani uporabnika 
  Sprejeto */ 
  if(confirm("You are about to set regulator parameters!"  
+ "R " + R)) { 
  // Če je WebSocket povezava na voljo 
  if(socket.readyState == WebSocket.OPEN) { 
   // Pošlji ukaz 
   socket.send('R' + R); 
// Zakleni nadaljnje pošiljanje 
   sent=1; 
// Odkleni pošiljanje čez 200 ms 










3.4.3 Obdelava vhodnih podatkov 
Ko je regulator prejel ukaz za pričetek pošiljanja podatkov (string sestavljen iz črke L in 5-
mestne int vrednosti), je pričel s pošiljanjem podatkov, približno s periodo nastavljene z 
ukazom. Ker je ob prejemu meritve prispel tudi čas meritve, čas ob katerem je meritev dejansko 
prispela, ni vplival na pravilnost prikaza meritve. Meritev je se obdelala na strani klienta po 
naslednji kodi: 
/* Array »data«, kamor se shranjujejo prejeti podatki, za prikaz točk 
 na grafu 
var data = []; 
// Funkcija, ki se kliče ob dogodku, ko prispe sporočilo 
socket.onmessage = function(msg) { 
 /* Razcepi »string« msg, če je vmes presledek, in vse elemente 
  shrani kot »array« v spremenljivko »ws_data« */ 
 var ws_data = msg.data.split(' '); 
 // Vrednost array-a ws_data[2] pretvori v datum 
 dataDate = new Date(parseInt(ws_data[2])); 
 // Če je to prvi klic funkcije (zagon)  
 if(g_starting) { 
  // Izračunaj sinhronizacijsko konstanto časa »Toffset«  
  Toffset = Date.now() - parseInt(ws_data[2]); 
  g_starting = 0; 
 } 
 /* S pomočjo konstante Toffset, priredi čas prejetega podatka  
     (sinhronizacija na čas, kjer je odprta internetna stran)*/ 
 dataDate = new Date(parseInt(ws_data[2]) + Toffset); 
 // Dodaj procesiran podatek na konec array-a »data« 
 data.push( [dataDate, parseInt(ws_data[0]), 
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Vse podatke spremenljivke »data«, je graf direktno prebral in jih prikazal platnu (ang. 
»canvas«). Podatki so se periodično posodabljali, z uporabo naslednje funkcije: 
// Definicija časovne konstante posodabljanja 
var g_TdataUpdate = 500; // 500 ms 
/* Definicija funkcije časovnega dogodka, ki se proži na 
g_TdataUpdate milisekund */ 
setInterval(function() { 
 // Funkcija, ki posodobi prikaz meritev na grafu 






4. Praktični preizkus 
4.1 Opis regulirane naprave 
Kot že omenjeno, sem za preizkus regulatorja izvedel regulacijo laboratorijske naprave (slika 
4.1). Naprava je neke vrste nihalo, na koncu katere je bil priključen elektromotor s potisno eliso. 
Nihalo je bilo fiksirano na osi, okrog katere se je lahko prosto vrtelo do mejnih leg. Z rotacijo 
elise se je ustvarila potisna sila, ki je potegnila nihalo proti vertikali, ko je potisna sila presegla 
gravitacijsko silo teže nihala. V osi nihala je bil uporovni merilnik, ki je služil kot senzor zasuka. 
Aktuator naprave je bil na laboratorijski napravi elektromotor, izvršni člen pa potisna elisa. 
 
Slika 4.1: Laboratorijska naprava 
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4.2 Električni priklop 
Priklop same laboratorijske naprave na regulator je bil zelo preprost, kot kaže slika 4.2. 
Fotografija povezanega regulatorja je vidna v dodatku C. 
Izhodni potencial senzorja laboratorijske naprave sem priključil na vhod regulatorja, izhodni 
potencial regulatorja sem priključil na vhod laboratorijske naprave, potencial zemlje pa sem 
izenačil s kratkostično povezavo. Shema ne prikazuje priklopov napajalnih napetosti. 
 
Slika 4.2: Električni shema priklopa laboratorijske naprave in regulatorja  




4.3 Postopek regulacije 
Uporabniški vmesni je uporabljal dve merilni količini: čas t in vrednost QADC. Pomen QADC 
je bil število kvantov ADC vrednosti. Vsi elementi z QADC enoto so omejeni na območje 0-
1023 (decimalna vrednost 10 bitnega binarnega števila), katero je premo-sorazmerno vrednosti 
napetosti 0-10 V. 
1. Način regulacije 
Za regulacijo naprave sem se odločil uporabiti »Ziegler–Nichols« nastavitvena pravila. Pri 
tem načinu regulacije, je bilo potrebno izvesti odprto-zančni preizkus, ter izmeriti odziv 
sistema. Iz odziva je bilo potrebno odčitati čas zakasnitve TZA , čas izravnave TIZ in ojačanje 
sistema KS. Iz teh parametrov, pa se je nato lahko izračunalo ocene parametrov regulatorja 
(tabele iz [3]). 
2. Merjenje odziva 
Na uporabniškem vmesniku sem nastavil naslednje parametre: 
Graf: 
 Čas vzorčenja: 10 ms 
 Način delovanja: Živa slika
Regulator: 
 Čas vzorčenja: 5 ms 
 Način delovanja: Odziv 
 Omogočen: Da 
 Referenca: 700 QADC 
Ko se je odziv laboratorijske naprave ustalil, sem spremenil referenco regulatorja na 600 
QADC, ter zopet počakal, da se odziv ustali. S tem postopkom sem dobil naslednji odziv: 
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Slika 4.3: Odziv laboratorijske naprave 
3. Izračun parametrov 






677 𝑄𝐴𝐷𝐶 − 726 𝑄𝐴𝐷𝐶
700 𝑄𝐴𝐷𝐶 − 600 𝑄𝐴𝐷𝐶
= −0,49 
𝑇𝑍𝐴 = 6,076 𝑠 − 5,760 𝑠 = 0,316 𝑠 
𝑇𝐼𝑍 = 9,335 𝑠 − 5,760 𝑠 = 3,575 𝑠 
(4-1) 
Kot je razvidno iz slike 4.3, sistem po prehodnem pojavu preide v novo ustaljeno stanje, kar 
pomeni, da je proces proporcionalnega tipa, ker pa ima tudi zakasnitev in prenihaj, pa je to tudi 
sistem višjega reda. S tem razlogom sem parametre regulatorja izračunal z nastavitvenimi 









𝑇𝐼 = 2 ∗ 𝑇𝑍𝐴 = 0,632 𝑠 
(4-2) 




𝑇𝐷 = 0,5 ∗ 𝑇𝑍𝐴 = 0,158 𝑠  
4. Preizkus odziva 
V uporabniški vmesnik sem nato vstavil izračunane parametre. Povečal sem tudi čas vzorčenja 
prikaza vmesnika, ker ni bilo potrebe po bolj natančnih meritvah. Za preizkus regulatorja sem 
izvedel preizkus sledenja referenci. Najprej sem nastavil naslednje parametre:
Graf: 
 Čas vzorčenja: 50 ms 
 Način delovanja: Živa slika
Regulator: 
 Čas vzorčenja: 5 ms 
 Način delovanja: Normalno 
 Omogočen: Da
Ko se je odziv ustalil na referenci 700 QADC, sem referenco spremenil na 600 QADC in dobil 
odziv na sliki 4.4. Iz slike je bilo razvidno, da regulator deluje pravilno. Izhodna vrednost 
laboratorijske naprave »y«, se je v obeh primerih približala referenčni vrednosti »r«. Oblika 
odziva kaže na to, da regulator ni bil na meji stabilnost. Odziv je bil namreč zelo aperiodične 
oblike. 
 
Slika 4.4: Preizkus odziva reguliranega sistema 
 







V začetni fazi razvoja sem se najprej poglobil v samo električno zasnovo regulatorja. Pred 
začetkom načrtovanja sem dobro definiral zahteve za razvoj. Vhodni in izhodni signal 
mikrokrmilnika je bilo potrebno prilagoditi za uporabo v regulacijski zanki. Pri razvoju teh 
dveh vezij, sem izhajal iz prenosnih funkcij. Prenosni funkciji sem po razčlenitvi na 
funkcionalne sklope prevedel direktno v elektronski vezji s pomočjo znanja iz elektrotehnike, 
ter nato preveril samo izhodno funkcionalnost vezij in izračunal potrebne elektronske elemente. 
Pri zasnovi programa regulatorja, sem izbral pot z uporabo Makefile skripte, ki je prevajala in 
nalagala program mikrokrmilnika. Program regulatorja se je delil na dva sklopa in sicer na 
program mikrokrmilnika in program internetnega uporabniškega vmesnika. Regulator je imel 
navzven dve funkcijski stanji. Deloval je kot strežnik internetne strani ali kot strežnik za nadzor 
samega regulatorja. Zasnoval sem torej aplikacijo, ki je omogočala daljinski nadzor regulatorja.  
Daljinski nadzor regulatorja je zelo priročna funkcionalnost, ker omogoča upravljanje in nadzor 
sistema kjer je internetna povezava na voljo. V današnji dobi pametnih telefonov je to praktično 
povsod. Prihrani nam lahko veliko časa vožnje, prav tako pa imamo lahko regulator vedno pod 
kontrolo. 
Regulator sem preizkusil na laboratorijski napravi, ki je v lasti fakultete za elektrotehniko. 
Preizkus regulacije je bil uspešen. 
Možnosti za nadgraditev aplikacije je veliko. Ena od možnosti je dodelanje same varnosti 
aplikacije. Potrebno bi bilo dodati najmanj vmesno internetno stran za preverjanje 
uporabniškega imena in gesla. V tem primeru bi bilo potrebno tudi nadgraditi strežnik za 
serviranje več kot ene strani. To bi za seboj potegnilo še zahtevo po šifriranju podatkov, ker 
samega uporabniškega imena ni priporočljivo prenašati brez te funkcionalnosti.  
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Naslednja mogoča izboljšava je način prikaza podatkov na uporabniškem vmesniku. Pri večjem 
število meritev, bi bilo podpreti dinamično zmanjševanje vzorcev prikaza (ang »down-
sampling«), da ne pride do preobremenitve računalniškega sistema, na katerem deluje internetni 
brskalnik. 
Zadnji primer izboljšave bi bil hranjenje nastavitev regulatorja na spominski kartici SD ali 
pomnilniku EEPROM. V primeru izgube napajanja, so se nastavitve izgubile, kar pa ni 
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A. Funkcijski opis internetne strani 
 
Slika 7.1: Internetna stran  
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Št. Opis elementa 
1 Prikaz dela meritve 
2 Pregled celotne meritve od začetka meritve z drsnikoma za izbiro območja 
3 Legenda signalov in izpis meritve signala ob prehodu čez meritveno točko 
4 Stanje trenutne povezave z oddaljenim regulatorjem 
5 Stanje trenutnega načina prikaza grafa 
6 Prikaz števila meritev na sekundo 
7 Čas vzorčenja grafa na strani v sekundah 
8 Način prikaza grafa. Možna izbira »Live« (prikaz zadnjih 10 s) ali »Response« 
(prikaz celotne meritve do trenutnega časa) 
9 Možnost vklopa piškotkov (shranjevanje vnesenih nastavitev strani) 
10 Start sprejemanja in prikazovanja meritev 
11 Stop sprejemanja in prikazovanja meritev 
12 Resetiranje grafa meritev (izbris prejetih podatkov meritev z izbrisom trenutnih 
prikazanih meritev) 
13 Izvoz celotne meritve v »csv« datoteko 
14 Izvršitev vseh nastavitev (v oknu regulatorja) na oddaljenem regulatorju 
15 Nastavitev konstante filtra D člena regulatorja 
16 Nastavitev konstante D člena regulatorja 
17 Nastavitev konstante I člena regulatorja 
18 Nastavitev konstante P člena regulatorja 
19 Nastavitev konstante vzorčenja regulatorja 
20 Nastavitev maksimalne vrednosti izhoda regulatorja v enotah ADC 
21 Nastavitev reference regulatorja v enotah ADC 
22 Nastavitev za vklop ali izklop delovanja regulatorja 
23 Nastavitev načina delovanja regulatorja. »Normal« (slo. običajen) način deluje kot 
običajen regulator PID, »Response« (slo. odziv) način pa ima na izhodu vrednost 
reference (enako, kot če bi za regulacijski algoritem imeli G(s)=1)  
Tabela 1: Legenda slike 7.2 
  




B. Ukazi za nadzor regulatorja 
Sledeča lista ukazov deluje v ozadju internetnega vmesnika, z uporabo »Web Socket« 
protokola. 
»String« ukaza se sestavi na sledeč način: 
»ASCII ukaz« + »vrednost« 
Primer ukaza, ki nastavi čas vzorčenja regulatorja na 100 ms: 
»T100« 







QADC 0 – 1023  
D konstanto TD ms 0 – 65535  










/ 0 – 1 
»0« - normalno 






/ 0 – 1 
»0« - start 
»1« - stop 
P konstanto KP / -327,68 – 327,67  




ms 1 – 65535  
X 
časovna 
konstanta filtra D 
člena 
ms 0 – 65535  
Tabela 2: Ukazi nadzora regulatorja 




Slika 7.2: Regulator povezan z laboratorijsko napravo 
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