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1. Introduction 
 
1.1. Aim and background 
The first aim of the document is to describe the software architecture of version 3.0 beta 5 of 
the PCM server to developers that need to use, extend or change the PCM server. The 
different chapters of the document represent different views on the system, each putting their 
own piece of the puzzle in place. The sections on the ideas and concepts underlying the 
services will help developers, designers and analysts understand how the system works. 
 
In the past, D3.1 and ID3.6 have described the architecture design of the PCM services as 
well. The current document provides an updated view. 
 
The second aim of the document is to introduce the (new) Personal Development Planner 
(PDP) software by describing the functionality of version 0.9.0. The PDP is a client tool 
which is built on top of the PCM server. The software and the description together form 
internal deliverable ID3.22 – “PDP client”. 
 
1.2. Reading guide 
Using the concepts from [1] - The 4+1 View Model of Architecture, and adding developer 
guidelines, the remainder of the document can be divided into five main parts: 
 
1. Logical view: gives an overview of all services and explains the main ideas and concepts 
of the system. 
2. Process view: shows the system’s most important flows. 
3. Implementation view: explains the main classes and describes all PCM services in detail. 
4. Deployment view: provides a network topology view of the system, by showing the 
different TENCompetence nodes (machines) and their connections. 
5. Developer guidelines: guidelines to help developers in writing code that is easier to 
integrate into the TENCompetence system. Guidelines are given for using Bugzilla (a bug 
tracking tool), unit testing, use of CVS (a system for version control of source code), 
coding conventions, developing user interfaces, and for development tools. 
 
The use case view from [1] is not described in this document. Describing it would result in a 
set of technical use cases like “Manage Competence”, “Manage Competence Profile”, etc. 
Because there is no human user of the services this has little value. The client(s) used by a 
human user realizes a number of use cases by combining appropriate service calls. 
Documentation for the clients should describe their use cases. 
 
Chapter 7 – “Recommended introductory reading” falls outside these five main parts. It 
provides a few links to documents that are very useful when getting started on work related to 
the TENCompetence project. 
  ID3.9: Architecture Design Document 
 
TENCompetence – IST-2005-027087 Page 3 / 35 
 
1.3. Acronyms 
 
Acronym Description 
API Application Programming Interface 
CCSI CopperCore Service Integration 
CDP Competence Development Programme 
CRUD Create, Read, Update, Delete 
CVS Concurrent Versions System 
EJB Enterprise Java Bean 
HTTP Hypertext Transport Protocol 
PCM Personal Competence Manager 
PDP Personal Development Planner 
RCP Rich Client Platform 
SLeD Service oriented Learning Design 
UML Unified Modeling Language 
URI Uniform Resource Locator 
WP Work Package, one of the groups working in the TENCompetence 
project 
WP3 Work Package 3, responsible for “Technical design and 
implementation of the integrated system” 
WP5 Work Package 5, responsible for “Knowledge resources sharing 
and management” 
WP6 Work Package 6, responsible for “Learning activities and units of 
learning” 
WP7 Work Package 7, responsible for “Competence development 
programmes” 
WP8 Work Package 8, responsible for “Networks for lifelong 
competence development” 
WP9 Work Package 9, responsible for “Training” 
XML eXtensible Markup Language 
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2. Logical view 
 
2.1. Introduction 
This chapter explains the main concepts and ideas behind the server functionality. Each small 
section is dedicated to one specific concept. 
 
2.2. Design class diagram 
The PCM services have been derived from the functionality required by the rich PCM client 
(the RCP client built in Eclipse). The required communication is more fine grained than the 
standard “credit card check” example which becomes clear when depicting the PCM services 
in Figure 1. Design class diagram. Future changes and additions to these services will be 
determined by the requests from the different work packages. 
 
Each operation in one of the classes represents a PCM service. Many similar operations exist: 
create, retrieve, update, delete, share, register, complete and retrieveList occur often. 
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Figure 1. Design class diagram 
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2.3. CRUD operations 
The standard CRUD operations form the bulk of the services. Each of these is used to 
manipulate single objects instead of a batch, e.g. “create Competence Profile Associate 
Professor”. There is no support yet for batch operations (e.g. “delete all Competence 
Profiles”). 
 
Each of the entities has ‘create’ and ‘retrieve’ operations and almost all of them support 
‘update’ and ‘delete’ as well. Deleting an object is only possible when it is not in use by any 
other object to avoid inconsistencies in the relations between objects. 
2.4. Authentication 
Almost all services require users to identify themselves before being allowed to use the 
service. Identification is done by checking a username and password combination. 
 
[Technical note: when setting up a new connection to the server, Tomcat checks the 
username/password using the digest authentication scheme. This authentication check is 
configured, there’s no code in the PCM services themselves for authentication.] 
2.5. Authorisation 
Users can choose which objects they want to share with others. Performing a certain operation 
on an object only succeeds when the user is allowed to perform that operation on that object. 
Also, when retrieving summary lists of objects only the objects the user is allowed to retrieve 
are returned. 
 
When sharing an object, a user can choose from three options: 
1. Private: don’t share this object. The object is only visible to the author. 
2. Shared: the object can be retrieved by every user in the community. The author can 
change the object and can assign change rights to specific users. 
3. Shared for update: the object can be retrieved and changed by every user in the 
community. 
 
See Chapter 8 in [12]- ID3.6 for the detailed rules on authorisation. 
2.6. Search 
Search functionality is implemented using the Hibernate Search ([15]) library. Since the 
persistence layer is based on Hibernate ([6]), this approach kept additional dependencies to a 
minimum as well as consistency in the internal implementation. Advantages of using 
Hibernate Search libraries includes automatic object/index translation and the management of 
index, synchronization of index with database changes, and optimisation of the index for 
efficient access. Because Hibernate search uses the Apache Lucene (tm) ([13]) library, the 
Lucene search language can be used to locate and retrieve Hibernate entities. 
 
2.6.1. Description 
The main goal of the search functionality is to provide APIs to client applications for 
retrieving PCM entities (competence development plans, learning activities etc.) based on a 
specified search criteria (string pattern in title or description etc.). In the past, filtering of 
required entities from a list of retrieved objects was performed at the client end which is very 
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inefficient for large lists. By providing search functionality in the services, it is now possible 
to perform text based search on the PCM model entities at the server end. Since Hibernate 
Search, utilises Lucene search expressions to perform text based search, a brief introduction to 
the Lucene search language is given here. 
 
Lucene supports fielded data.When performing a search one can either specify a field, or use 
the default field. Search on a field is done by specifying the field name followed by a colon 
":" and then the term to search for. For example, assume that the Lucene index contains two 
fields, title and text, and text is the default field for this entity. In order to find records entitled 
"The Right Way" which contains the text "don't go this way", the Lucene search language 
syntax would be: title:"The Right Way" AND text:go or title:"Do it right" AND right. A search 
expression like title: Do it right will only find "Do" in the title field. It will find "it" and 
"right" in the default field (in this case the text field). 
 
Lucene supports modifying query terms to provide a wide range of searching options like wild 
card searches, range searches, fuzzy searches etc. To perform a single character wild card 
search one can use the "?" symbol and "*" symbol can be used for multiple character wild 
card search. One can also do a fuzzy search using the tilde "~" symbol at the end of a single 
word term. For example to search for a term similar in spelling to "roam" use the fuzzy 
search: roam~ and this could find terms like foam and roams. 
 
It is also possible to perform range based searches to find entities whose field(s) values are 
between the lower and upper bound specified by the range query. Range queries can be 
inclusive or exclusive of the upper and lower bounds. Sorting is done lexicographically. For 
example, the search expression start_time :[20020101 TO 20030101] will find documents 
whose start_time fields have values between 20020101 and 20030101. Inclusive range queries 
are denoted by square brackets. Exclusive range queries are denoted by curly brackets. 
 
Boolean operators can be used to build search expressions. AND, "+", OR, NOT and "-" are 
supported as Boolean operators (Boolean operators must be ALL CAPS). For example to 
search for entities that contain "jakarta apache" and "Apache Lucene" the query could take the 
form: "title:jakarta apache" AND "title:Apache Lucene". For the full Apache Lucene 
documentation see [14]. 
 
2.6.2. Implementation 
Search support in PCM is implemented with the aid of Hibernate annotations in the database 
entity source code and search APIs rely on an implementation that is similar to ones used in 
PCM for other database entity manipulations. Hibernate annotations take the form 
@Field(index = Index.TOKENIZED, store = Store.NO) and are added to those fields 
that are searchable. In addition to this, entity classes also are annotated with @Indexed to 
mark them for index management by Hibernate. Search APIs are implemented in the 
EntityManager classes using Hibernate functions that are similar to the normal entity 
management calls used in Hibernate. An example code snippet for searching community 
entities based on search pattern specified in 'pattern' string is given below: 
 
FullTextSession fullTextSession = Search.createFullTextSession(session); 
QueryParser parser = new QueryParser("title", new StopAnalyzer()); 
Query luceneQuery = parser.parse(pattern); 
Criteria crit = fullTextSession.createCriteria(DBCommunity.class); 
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org.hibernate.Query fullTextQuery = fullTextSession    
 .createFullTextQuery(luceneQuery).setCriteriaQuery(crit); 
dbCommunityList = (List<DBCommunity>) fullTextQuery.list();  
 
Retrieved objects are then converted to XML representations (described in detail in other 
parts of this document) before sending the response to client applications. 
2.6.3. Searchable entities 
 
The following entities can be searched using the search API function: 
  
Entities Searchable fields 
 
Actions (learning activities and assessment 
activities)  
title and description, type, startTime and 
endTime 
Competence development plans title and description 
Competence profiles  title and description 
Competences  title and description 
Resources  title and description 
Communities  title and description 
Items  title and question 
 
It is also possible to extend the searchable fields in each of these entities via addition of 
Hibernate annotations in model code (@Field(index = Index.TOKENIZED, store = 
Store.NO)) to those fields. New APIs are required only if other entities are to be made 
available for search. 
 
2.6.4. Search syntax 
Client applications that are availing the search API need to specify a search pattern string as 
parameter to search URLs specified for searching entities. The following URL patterns could 
be used in search: 
 
Search URL Searched Entity 
http://{server}/searchcdps?pattern=(title:MultiMedia AND 
description: authoring*)  
Competence Development Plans 
http://{server}/searchcompetences?pattern=(title:MultiMedi
a AND description: authoring*)  
Competences 
http://{server}/searchcps?pattern=(title:MultiMedia AND 
description: authoring*)  
Competence Profiles 
http://{server}/searchitems?pattern=(title:MultiMedia AND 
question: authoring*)  
Items 
http://{server}/searchresources?pattern=(title:MultiMedia 
AND description: authoring*)  
Resources 
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Search URL Searched Entity 
http://{server}/searchactions?pattern=(title:MultiMedia 
AND description: authoring*)  
Actions (learning and assessment) 
http://{server}/searchcommunities?pattern=(title:MultiMedi
a AND description: authoring*)  
Communities 
 
The block of text contained within brackets after pattern= should be a valid Lucene search 
expression. In the example listed above “title:MultiMedia AND description: 
authoring*” is the search expression used by Hibernate Search to locate entities. 
 
2.7. Scope limitations for objects 
All objects (except users) are limited by the boundaries of a Community. The objects are 
invisible within the context of other communities! 
Example: the competence “Communication skills” is created within the “Psychology” 
Community. When the same competence is needed in the “Project management” 
Community, a new “Communication Skills” competence needs to be created in this 
second Community. 
 
Users are the only objects that can exist across multiple Communities. A user object is limited 
by a PCM server (a PCM server instance, to be precise). The same user object can be used in 
all communities of a PCM server installation, but it can’t be used on another PCM server. 
This is because there’s no central authority which would be trusted to manage the users of all 
organisations running a PCM server. 
 
When needed, a person can create user accounts on multiple PCM servers. The drawback is 
that a person will have multiple user accounts. The PCM client manages the different user 
accounts to make it as easy as possible for a person to use multiple PCM servers. 
2.8. Personal data 
By registering for Competence Profiles, CDP’s and Learning Activities, users can keep track 
of what they are using. “Completing” those objects keeps the record of what they 
accomplished up to date. Using these flags is important to provide supporting statistics to 
other users (e.g. “25 users are using the ‘Informal plan to become an Associate Professor’ ”). 
 
Completion and registration status for objects are part of a user’s “personal data”. The other 
personal data items are the accomplished competence levels and the created flag (indicating a 
user created a certain object). 
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2.9. Mapping the Domain model to the PCM services 
 
Domain model Class diagram Explanation 
Assessment activity AssessmentActivity + 
AssessmentItem 
AssessmentActivities include one 
or more AssessmentItems. 
Learning network Community  
Competence + result Competence When a competence is completed 
at a certain level, this result is 
stored by the Competence service. 
Competence development 
programme + result 
CDP Like Competence. 
Function / job in domain + 
result 
CompetenceProfile Like Competence. 
Activity + result LearningActivity Like Competence. 
Knowledge resource Resource  
Actor User The role of a person is determined 
by the context, there is no fixed 
role. 
E.g. user Peter can both create 
new communities (= an 
administrator role), create new 
CDP’s (= a teaching or course 
design role) and follow a CDP in 
another community (= a learner 
role). 
Activity + notification service List Although named 
“retrieveListActions”, it returns a 
list of activities. The 
“retrieveListMessages” operation 
is the first part for a notification 
service. 
Communication & 
collaboration facilities 
Forum The forum provides functionality 
to create threads & posts. 
Chat functionality is available in 
the infrastructure as a third party 
product (and therefore not 
depicted in the class diagram). 
Rating & comments Rating  
- serverDiscovery This provides functionality to find 
(discover) available PCM servers. 
There is no counterpart in the 
domain model. 
 
2.10. The Personal Development Planner 
In this section we will present one of the client applications, the Personal Development 
Planner (PDP), for which the software was published at [17]. We discuss how we used and 
extended the TENCompetence infrastructure to implement this application.  
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The PDP supports the lifelong learner by monitoring his progress of a selected competence 
profile, which fits best with his goals. The PDP not only places the lifelong learner on this 
competence profiles but also assists in acquiring any missing proficiencies for this profile. 
This is accomplished by letting the lifelong learner select specific learning activities, which 
help him in acquiring these missing proficiencies. 
When the PDP is launched, the user must define a goal. This is achieved by selecting a 
competence profile that fits best with his goals. The motivation for selecting this competence 
profile can be further refined by selecting one of the predefined values (‘achieve a position’, 
‘keep up-to-date’, upgrade’) or by entering a free text value. Figure 2. shows the goal tab of 
the PDP where the user enters details about his goals. 
 
 
Figure 2. Screenshot of the PDP with the Select goal tab active 
The PDP also offers the possibility to enter a detailed description for the goal. It is possible to 
blog progress and experiences gained in the process of achieving the goal. These blog entries 
are strictly private unless they are explicitly shared with other users who are developing 
themselves in the context of the same competence profile. In principle all data entered in the 
PDP are strictly personal and not accessible by other users, unless access is explicitly granted 
by the user. A user may have defined multiple goals and he can work on them simultaneously 
by opening them in separate tabs. 
After the goal has been specified, the user must be placed on the selected competence profile. 
Figure 3 shows a screenshot of the PDP tool with the self assessment tab activated.  
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Figure 3 Screenshot of the PDP with the Self assessment tab active 
 
A self assessment for a competence profile involves an estimation of the acquired proficiency 
level for each individual competence of this competence profile. Figure 3 shows all 
competences, including their folder structure, on the panel on the left hand side of the screen. 
Indicators show the estimated levels as green bars, and the remaining required level as grey 
bars. On the right hand of this screen the details of the selected competence are presented. 
This includes a descriptive text for the competence; a slider that allows setting the estimated 
acquired proficiency level for the competence; and a collection of evidences supporting the 
claim for acquiring the competence at the required level. The level indicator varies from zero 
through eight representing the proficiency levels as they have been defined in the European 
Qualification Framework [9]. A self assessment test may have been associated with a 
competence, which supports the user in determining the acquired level for this competence. 
The creator of the competence profile can assign, or reassign, these self assessment tests to the 
individual competences of the profile. Such a test involves scoring all inquiries into the past 
experiences of the user on a Likert scale. Based on this score, the PDP will set the assessed 
proficiency level for the competence. Each competence has a target proficiency level for the 
competence profile; this implies that the user must attain the competence at this level or at a 
higher level to meet the requirement of the competence profile. A small triangle shaped 
marker indicates this threshold. If the outcome of the self assessment suggests that the 
competence is mastered at the required proficiency level, or higher, the user can add evidence 
supporting this assessment. Each evidence entry consists of free text and optional attachments 
substantiating the claim. 
After the self assessment it is most likely that one or competences are not attained at the 
required levels. The user can now move to the next tab that helps with the choosing and 
planning of the learning activities that will help acquiring the required proficiency levels for 
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these competences. The user may now generate a personal plan for this competence profile by 
pressing the generate plan button, which automatically adds learning activities to the plan. 
These activities are selected from the competence development plans available for each 
competence. If desired, the user may modify these learning activities by removing or adding 
learning activities. It is also possible to create complete new learning activities and add them 
to the list. When new learning activities are added to the list, the user must select to which 
competences they contribute. Figure 4 shows a dialog for creating a new learning activity.  
 
 
Figure 4 Screenshot of PDP: adding a learning activity in the Plan activities tab 
 
The left hand side panel of the screen is showing the competences that have not been acquired 
so far, and therefore require the planning of learning activities. Therefore this is list is a subset 
of the complete list of competences for the competence profile. Furthermore, this indicator 
has two states for showing the gap with the required level: blue bars indicate that learning 
activities are planned that are targeted towards this competence; red bars indicate that no 
learning activities for this competence are part of this plan. Once the user has planned all 
learning activities he can proceed to the next tab dealing with reporting of the progress of the 
learning activities. 
 
Figure 5 shows the progress tab of the PDP. The planned learning activities are shown on the 
left hand side panel of the screen. The right hand side provides details about the selected 
learning activity. This includes a descriptive text of the learning activity, which may include 
hyperlinks to external learning environments such as Moodle and CopperCore and a 
possibility to blog progress with respect to this learning activity. It is possible to mark a 
learning activity as being complete, which causes it to disappear from the list of learning 
activities on the left hand side panel. However, through a history mode toggle button, it is 
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always possible to review the full set of learning activities started in the context of this 
competence profile. 
 
 
Figure 5 . Screenshot of PDP with the Blog progress tab active 
 
Finally, it is possible to keep track of progress within the learning activity through blogging. 
These blog entries can be kept private, or shared with other community members studying the 
same learning activity. Blogs entries of others are syndicated through feeds and are shown in 
a separate widget on the right hand side of the screen; they can be consulted any time and 
could provide valuable insights to other users. After completing all learning activities, the 
users may place themselves again on the competence profile by re-doing the self assessment. 
 
The process of selecting the goal, taking the self assessment, planning the appropriate learning 
activities, and blogging progress have been presented as sequential steps, which they initially 
certainly are. However, during the process the user may decide to use the options more 
dynamically going up and forth between the different tabs. For example, reading the blog of 
others could suggest to the user that it is better to select a different learning activity for some 
competence.  
 
The PDP tool can be used in different contexts, both on or off the job, formal, informal and 
non formal. Therefore the PDP does not make any assumptions about the context and gives 
the user full control of his own data and lets him decide whether to share data captured by the 
PDP with others. In the job context, the data could be shared with a human resource manager 
in order to plan and track professionalization on the job. In an informal situation, the PDP can 
be used as a pure personal tool to reflect on progress towards these goals. In this case data will 
be kept private. 
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2.10.1. Some implementation details of the PDP 
The PDP is implemented as an Eclipse rich client application using the TENCompetence 
service infrastructure. The technological approach for the PDP is very similar to that of the 
Personal Competence Manager (PCM), In fact, the PDP and the PCM share some of the same 
base components such as the conduit framework and data model. The PDP reuses domain 
entities such as competence, competence profile, competence development plan, learning 
activity, assessment activity. Moreover, the PDP depends for the creation of some of these 
entities on the PCM. However, these domain entity services provided by the TENCompetence 
infrastructure had to be extended with some new entities for the PDP and some existing 
entities were enhanced. Additionally a blogging service had to be added to the infrastructure 
in order to give the possibility to blog progress in a particular context. The remainder of this 
chapter will focus on these services and we will describe how they were added to the 
TENCompetence infrastructure. 
 
Figure 6 shows the UML class diagram of the entities that have specifically been added to the 
TENCompetence infrastructure for the PDP. 
CompetenceProfile
LearningActivityPersonalDevelopnment
Plan
Assessment Competence
AttachmentEvidence
User creator 0..* planned 0..*
0..1
0..*
contains
0..*
1
-defined for
0..*
 
Figure 6. UML class diagram of PDP extensions to the standard entity services 
 
The Personal Development Plan is the core entity of these new PDP entities; every user has 
zero or more of these plans where each plan is representing a specific goal of the user, which 
is operationalised through a competence profile; a plan references a list of learning activities, 
which have been selected to attain all competences of the competence profile. A competence 
can optionally have an assessment supporting the user making the self assessment for the 
competence. Finally, each competence can reference one or more pieces of evidence, which in 
turn can reference zero or more attachments. 
 
These new entities and their corresponding services have been implemented according to the 
guidelines described in this document; all services are implemented using a RESTful 
interface; the XML binding for the resources are divided in canonical, personal and right 
sections; all relations are implemented through references which user the link element for 
referencing the full representation of other entity elements. As a result, the PDP services 
could simply be added to the existing domain services and will be part of the next release of 
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the TENCompetence infrastructure. Because the new PDP services are also using REST, the 
standard HTTP conduit described in the previous section could be used without any 
modifications. The data model was extended with Java representations of the new PDP 
entities. Their implementation was very much in line with the implementation of the existing 
data model objects for the domain entities. 
 
However the PDP entities are different to the domain entities in some aspects. First of all, the 
treatment of the default rights for PDP entities differs: access to the PDP entities is restricted 
to the owner of these entities, while the domain entities are shared by all community members 
by default. This automatically brings us to another major difference. The PDP entities are not 
directly defined in the context of a community. Instead they are much more closely related to 
the owner and the relation with the community is rather defined indirectly via the competence 
development plan. 
 
The other service incorporated specifically for the PDP is the Roller blogging server [10]. 
Roller is a Java implementation for a multi user blogger; it allows the creation of personal and 
group blogs and Roller allows blogs to be aggregated through the site aggregator feature. The 
changes required to the TENCompetence infrastructure for supporting the Roller server are 
described in chapter 5 Deployment view. 
 
However, integration does not stop with deploying the Roller blogging server. The 
TENCompetence server synchronizes user account management with Roller and ensures the 
creation of the personal blogs for every user of the PDP. For this purpose Roller provides a 
special API, the so called Roller Admin API; it is a RESTful API providing programmatic 
access to commonly used administrative tasks such as user account management. This API is 
very similar to another API supported by Roller: the Atom publishing protocol [11].  
 
The Atom publishing protocol is a simple HTTP-based protocol for creating and updating 
web resources. The PDP uses this protocol to publish and update the blog entries to the Roller 
server. Because the Atom publishing protocol is widely supported, it is possible to replace 
Roller with another blogging server without having to make changes to the PDP application. 
However, this is not the case for the TENCompetence server, which uses the proprietary 
Roller Admin API. A common standard is momentary lacking and proprietary solutions are 
for now the only alternative.  
 
The PDP automatically tags the blog entries by adding the context of this entry. This context 
can be the competence profile in general, or a specific learning activity. These tags allow the 
PDP to fetch specific blog entries from a user, but also from all users working either on the 
same competence profile or learning activity. This way it is not only possible to show the 
relevant blog entries from the user, but also from the community. Fetching the blog entries is 
achieved via syndication of web feeds.  
 
Roller offers this syndication through the Atom Syndication Format, which is an XML 
language used for web feeds. The PDP reads the web feed of an aggregated blog, which 
combines all blog entries of all Roller users. This feed is filtered on the correct context tags, 
ensuring only appropriate entries are presented to the user. 
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3. Process view 
 
3.1. Introduction 
This chapter highlights a few aspects of the actual implementation of the system. It starts with 
two different views on the main process: processing service requests. Knowing this flow will 
help in understanding the physical package diagram that follows. The flow and the package 
diagram form a good basis for understanding the PCM server. 
 
3.2. Processing service requests 
Using two different diagrams, a sequence diagram and a collaboration diagram, the main 
process of the system is illustrated. The sequence diagram focuses on the different layers of 
the system by using the layers as its swimlanes. 
 
3.2.1. Sequence diagram 
Figure 7 shows the steps in handling a request and the involvement of the different 
application layers. 
 
 
Figure 7: Process service request - sequence diagram 
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 Client: sends and receives XML messages. 
 Servlet (Presentation layer): a servlet receives an XML message and converts this to a 
request for the Business Logic layer. After handling by the business logic layer, the servlet 
converts the result back to XML and returns this to the client. 
 Business Logic layer: guides the “actual” work (consistency checks, required persistence 
operations, algorithms, …). 
 Hibernate (Data layer): the Hibernate component handles the database transactions. 
 
3.2.2. Collaboration diagram 
Figure 8 shows the most important classes of the PCM server and their role. 
 : MainDispatcher
 : Authorizer
 : Convertor  : Manager
 : MainFilter
 : Servlet
 : Tomcat
 : Castor
7: convert to business friendly object
10: convert to XML friendly object
6: unmarshal from XML
11: marshal to XML
9: perform request
3: map URL to Servlet
2: start transaction
12: commit transaction
1: authenticate user
13: return XML
8: check authorization
4: extract client identifiers
5: map to server identifiers
 
Figure 8: Process service request - collaboration diagram 
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1 Tomcat checks the user’s authentication. 
2 MainFilter performs general actions required for each request: determines the requesting 
user and starts a new database transaction. 
3 MainDispatcher parses the URI of the request to determine the servlet for handling this 
request and passes control to the appropriate servlet. 
4 Servlet extracts the identifiers embedded in the request URI. 
5 Servlet translates the client identifiers extracted by the MainDispatcher to an internal 
format. The identifiers in the URI are unique identifiers, generated by the different 
TENCompetence clients, whereas the server internally identifies an object by combining 
an object type and an integer identifier (e.g. the object type determines a database table 
and the integer the object’s id in that table) and thus a lookup needs to be performed. 
6 Castor converts the XML from the HTTP request to a Java object, which closely 
resembles the XML message’s format. 
7 Convertor converts the instantiated Java object to a business logic friendly object. This is 
to accommodate easy and presentation independent handling in the business logic as the 
format needed by the business logic differs in a number of ways. 
8 Authorizer checks if the requested action on the specified object is allowed by the current 
user to prevent actions like inadvertent changes to data or retrieval of other us-ers’ private 
data. 
9 Manager performs the actions that are required to fulfill the client’s request. These actions 
range from a simple retrieval of a single database row to a complex calculation. 
10 Convertor converts the results from the business logic call to a format closely matching 
the XML structure of the response message. 
11 Castor converts the result from a Java object to XML. 
12 MainFilter ends the transaction. 
13 Tomcat returns the XML to the client. 
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4. Implementation view 
 
4.1. Package diagram 
Figure 9: Package diagram shows the package structure as it is physically implemented in the 
code.  
 
handler
handler.convertors handler.search
business
business.services
business.database.beansbusiness.database
services
model
model.types
authorization exceptions
util
rating
xml
Presentation 
Layer
Data Layer
Business 
Logic Layer
Utility Layer
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
 
Figure 9: Package diagram 
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Package Description 
handler Contains the MainDispatcher and MainFilter control classes (as 
mentioned in section 3.2 Processing service requests) and the 
servlets for receiving and returning XML messages 
(CompetenceProfileServlet, CompetenceServlet, ...). 
handler.convertors Converts from “Java XML” (used by Castor) to business objects 
(used by the business logic layer). 
There are two separate formats, because the information and 
structure of XML messages differs significantly from the 
information and structure in used in the business logic and 
database. 
handler.search Functionality for searching objects in the TENCServer, using 
Apache Lucene ([13]). 
xml The data object classes used by Castor (an XML marshaller / 
unmarshaller) for converting XML messages to Java objects (and 
vice versa). 
authorization Checks whether a request should be allowed or rejected, by using 
the Authorizer class. 
business 
 
The services offered to clients (see business.services) and 
supporting classes for the business logic, for instance for system 
settings. 
business.services The services offered to clients. These services are implemented by 
one or more Create / Read / Update / Delete methods of business 
objects. 
model Contains the main business logic classes, contained in 
CompetenceProfileManager, CompetenceManager, … 
model.types Contains a number of common reference types: 
 GroupType: Admin, Member, User. 
 MessageType: Request, RequestAllowed, RequestDenied. 
 ObjectType: Action, Assessment, Community, … 
 SharedType: NotShared, Shared, SharedForUpdate. 
 StatusType: Completed, NotCompleted. 
 SubscriptionType: NotRegistered, Pending, Registered, 
Rejected. 
 VisibilityType: Closed, Open, Private. 
services Contains the code to access the Roller ([10]) and Fedora 
Commons ([16]) services, which are not part of the TENCServer 
code. 
business.database Generic classes for persisting data to the database and retrieving 
data from the database. 
business.database.beans The data object classes used by Hibernate to persist Java objects to 
the relational database and to retrieve objects from that database. 
The package is placed in the Utility Layer because these data 
classes are also used for transporting/using data in the Business 
Logic Layer. 
exceptions The custom exception classes for TENCompetence exceptions. 
These exception classes can be used in all layers. 
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Package Description 
rating All classes required for ratings: receiving / messages, data access 
object and database storage / retrieval. Because these classes cover 
Presentation, Business Logic and Data, the package has been 
placed within the Utility Layer. 
util General utility classes (in version 3.0 there’s exactly one class – 
PropertyLoader – in it), which can be used in all layers. 
 
4.2. Database model 
 
4.2.1. Introduction 
The TENCompetence domain model describes, among other things, a set of entities and their 
relationships as used within the TENCompetence system. A consequent requirement is that 
the TENCompetence System needs to store these entities. 
 
The first issue concerns the mapping of the domain model’s entities and relationships to a data 
model respecting its needs. There exists, where possible, a direct mapping from the domain 
model to the data model. This means that there should be a data structure for each entity; one 
for a Community, one for a Competence and so on. The same applies for relationships. 
 
The data model should also provide some additional data structures to support the client’s 
operation and requirements such as “Permission”, “Users”, “Ratings”, “Agent Messages“ and 
“Forum”.  
 
4.2.2. Overview 
To help in getting a view of the overall structure of the database model, it is split up into 
logical sections: 
1. Administration – user registration and technical tables. 
2. Forum - Tables used for the forum service. 
3. Personal  - Tables used to store information directly related to a specific user 
4. Canonical - Tables deriving directly from the domain model. 
5. Agent Messages - Table used by the agent for messages 
6. Rating – Tables used to store objects rating. 
 
One table in the datamodel can’t be placed in a specific section. This is the object_type table 
which is a reference table used by multiple sections. 
 
The Hibernate product ([6])is used for object/relational persistence and query services. It 
enables development of persistent classes following the object oriented idiom - including 
association, inheritance, polymorphism, composition, and collections.  
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4.2.3. Table description 
Administration 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
   
 
 
 
 
 
 
Table Name Description 
Admin section 
admin The admin table contains the object’s id and the 
related owner. 
lookup_table This table is used to create a relation between 
external id (coming from the client) and internal 
unique id. It is also used to speed up the search. 
The field object_id give the possibility to 
concentrate the search only on the correct object 
table. 
object_type This table is a simple reference table used to list 
various object types used in the Data Model. 
 
Possible values of name are: 
1. Action 
2. Resource 
3. Community 
4. Competence 
5. CompetenceProfile 
6. CompetenceDevelopmentPlan 
7. User 
8. Topic 
9. Post 
10. Assessment 
11. Item 
user Usual data of a user, like user name, display 
name, password. 
user_role The application roles owned by each user. 
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Forum 
 
 
 
 
 
 
 
 
 
 
 
         
Figure 11: Forum 
Table Name Description 
Forum Section 
Topic Represents a topic within a forum. It stores the 
id of the creator, the title, the creation 
timestamp. 
Post Represents a post in a forum. Through the 
relation parent_post_id, it is possible to recreate 
the structure of the messages within a topic. 
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Personal 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 12 Personal 
Table Name Description 
Personal Section 
personal_data It represents the data strictly related to a user 
like a subscription to a community, the status of 
a particular action and so on. 
Subscription It represents the status of a subscription. 
Possible values are: 
 notregistered 
 registered 
 pending 
 rejected 
Status It represents the status used within 
personal_data.  
Possible values are: 
 true (Completed) 
 false (Not Completed) 
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Canonical 
 
Table Name Description 
Tables deriving from domain 
model 
action Contains Action data (to store Activity and Route data, 
which are specialized versions of an action).   
action item It describes the item composing the action (resources) 
assessmentitem Used to relate questions to an action. 
attachment The names of uploaded files 
cdp It represents a competence development plan. 
cdp_item A competence development plan may contain ordered 
actions. This information is stored here. The order is 
maintained by sort_key field 
community It describes a community. 
competence This table describes a competence. 
competence_item Links a competence to a user’s evidence for that 
competence. 
competence_profile It describes, with cp_item and folder, a competence  
profile. It contains also information on the creator (a user) 
and if the competence profile is shared with other users. 
cp_item A competence profile can be composed by multiple 
competences. This table create the needed structure to 
relate a competence with a competence profile. 
evidence Information entered by a user to prove he has achieved a 
certain competencelevel. 
evidence_item Links a user’s evidence which a set of physical files. 
folder Used create groups of competences within a competence 
profile. 
item Represents a question and its answers (right and wrong 
answers). 
resource All information related to a resource is stored here. Fields 
are very simple to understand. A particular mention for 
licence that describe the licence (free, commercial etc) 
user_competence_level This table contains the level on a competence for an user. 
It relates user table with competence table. 
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Figure 13 Canonical 
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Rating / Agent Messages 
 
 
 
 
 
 
 
 
 
 
 
Figure 14 Ratings, Agent Messages 
 
 
Table Name Description 
Rating Section 
ratings This table store the rating on a particular URI. It 
also includes the author, comment on rating. 
accumulated_rating It stores the sum of all ratings for an object. 
Used to calculate the average rating. 
Agent Messages Section 
message Contains the messages sent from the agent to a 
user. 
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4.3. PCM services 
The API for PCM services are modelled using the REpresentational State Transfer (REST) 
approach. See http://en.wikipedia.org/wiki/Representational_State_Transfer for a detailed 
explanation of REST. 
 
The following summarises salient features of REST based services on PCM: 
1. Each “CRUD” operation (Create / Read / Update / Delete of an object) is matched to an 
HTTP method, according to the table below. 
 
CRUD 
operation 
REST (HTTP 
method name) 
Create POST 
Read GET 
Update PUT 
Delete DELETE 
 
2. Every object is regarded as a resource and has its own unique URI. The HTTP method 
determines what action is performed on the resource (create it, read it, …). The type of 
each entity in URIs can be recognized by their extension. 
3. The clients have the responsibility to generate identifiers and creating URI’s. e.g. 
{community-guid} stands for the identifier of a certain community. When trying to create 
an object with an identifier that’s already in use, the server will return an error message. 
 
Example: sending a POST message to URI 
http://pcm.mysite.com/245897815.community/78245-bd736.assessment will try to create an 
assessment with identifier 78245-bd736 within the existing community 245897815. 
 
Most of the documents passed between server and client contain three distinctive sections. 
These are: 
 A canonical part wrapped by the <canonical> tag. The canonical part describes the part 
of the information for an entity that is generic for all users. 
Note: in some documents personalized information is mixed into the canonical part when 
performing a GET operation for performance. This personalized information is never 
passed back when doing a PUT or POST operation! 
 A personal part wrapped by the <personal> tag. This personal part contains the 
personalized aspects of the entity for the user passing the request. 
 A rights part wrapped by the <rights> tag. This rights part contains all profile 
information regarding access rights for the entity. 
Note: passing this information in a PUT or POST operation is only allowed whenever the 
user is also the owner of the entity. So the owner is the only user that has the right to 
change rights. 
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4.3.1. Examples 
Below are two examples that illustrate how the PCM services can be linked together.  
“Using a Competence Profile” shows how to find and start using a certain Competence 
Profile. “Add an activity” creates a personal CDP by adding an activity to an existing CDP. 
They use a short scenario to illustrate which service calls to use to complete these tasks. 
 
Using a Competence Profile 
 
1. User.create 
Creates a new user. 
2. CompetenceProfile.retrieveAnonymousList. 
Retrieve a summary list of all shared competence profiles on the whole server. 
3. Community.requestRegistration 
Requests registration for the “Psychology” community. Registration is required before 
detailed objects from this community can be retrieved. We assume this is an open 
community, which results in automatic approval of the registration request. 
4. CompetenceProfile.retrieve 
Retrieve the“Associate professor of Psychology” competence profile, to check if it’s an 
interesting competence profile. 
5. CompetenceProfile.register 
Registers the user for competence profile “Associate professor of Psychology”. 
6. Etc. 
 
 
Add an activity 
 
1. CompetenceProfile.retrieve 
Retrieves the “Associate professor of Psychology” competence profile. This assumes the 
person already has a user account and is registered for this competence profile. 
2. CDP.retrieve 
Retrieves the CDP linked to the “Communication skills” competence for the current user. 
This assumes the user linked a CDP to this competence before. 
The user views the learning activities and decides one should be added to the list. 
3. CDP.create 
The user decides to create his personal CDP, instead of extending the existing one. 
Creating a CDP automatically registers the user for this CDP. 
4. List.retrieveListActions 
Retrieves all Learning Activities and Assessment Activities from the Psychology 
community, enabling the user to choose which activity (or activities) to add to the plan. 
5. CDP.update 
The user picks the “Debating competition“ activity and adds it to the CDP by sending an 
update. 
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5. Deployment view 
 
The nodes required to run the full functionality of TENCompetence are depicted in Figure 15 
TENCompetence Deployment diagram. The figure shows two layers. The first layer 
represents the client software. In the case of the diagram these are the PCM (a rich client 
application) and the rich and web versions of the PDP. The rich clients can be deployed on a 
computer running either Microsoft Windows, Linux or Mac OS/X. The web client can be 
deployed on common platforms and browsers. 
 
The second layer consists of server nodes. The first node is the TENCompetence Server. This 
server hosts a Tomcat servlet container. Tomcat runs the discovery service containing a list of 
discoverable TENCompetence server deployments and the core components of the 
TENCompetence server implementation. The discovery server may be omitted or 
alternatively be installed on a separate application server. An instance of OpenFire must be 
installed to provide chat functionality to the connected clients (this could also be installed on 
another machine). A MySQL database management system is hosted for data storage (this 
could also be installed on another machine). This database is used by Tomcat and OpenFire 
for storing and retrieving the authorization information. Furthermore the TENCServer uses 
the database for its persistence. The Apache webserver is used as PHP container for hosting 
the PHP applications. Currently WP3 is finalizing it’s first PHP application, a web version of 
the PDP tool. 
 
Additionally a CopperCore Server can be installed next to the TENCompetence servers. The 
CopperCore Server hosts a JBoss EJB container on which the SLeD frontend provides access 
to the TENCompetence version of the CopperCore IMS Learning Design engine ([4]). This 
CopperCore version is created by Work Package 6. 
 
To support the PDP tool, Apache Roller [10] has been added to the infrastructure. Roller is 
implemented through Java servlets and can therefore be deployed on the Tomcat application 
server, which is part of the TENCompetence infrastructure. Figure 15 shows the UML 
implementation diagram of the TENCompetence infrastructure, including the changes 
required to support the PDP services. The diagram shows that Roller is deployed on 
TENCompetence application server, side by side with the existing services and the new PDP 
services. A Roller database is added to the MySQL DBMS. 
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Figure 15 TENCompetence Deployment diagram 
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6. Developer Guidelines 
 
The previously delivered architecture design documents ([5] – D3.1 and [12] – ID3.6) both 
included a chapter with developer guidelines. Because there have been no changes to these 
guidelines, the chapter has been omitted.  
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7. Recommended introductory reading 
 
This document assumes readers are familiar with the TENCompetence project and its 
concepts. People who are completely new to TENCompetence are recommended to study the 
following documents: 
1. Domain model ([2]) 
This document defines the logical domain model which underlies all project development 
work. It shows the model in a class diagram, it has extensive descriptions (including 
examples) of the classes and it introduces a set of six use cases. The domain model 
document strongly influenced the WP3 work. 
2. Briefing about the PCM ([7]) 
This briefing explains the TENCompetence vision and clarifies what a Personal 
Competence Manager is / does. 
3. Status of the project and description of usage profiles ([8]) 
This describes the set of “usage profiles” which the full TENCompetence project intends 
to realize. 
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