INTRODUCTION
Software visualization is an active area of research that investigates efficient and effective ways of automatically producing graphical representations of program source code, algorithms, or the runtime behavior of software. Such visualization technology promises to have a positive impact on difftcult and costly issues in software engineering such as communicating program information for the purposes of testing, maintenance, and reengineering [4, 81. Indeed, the benefit of using graphical Permission to make digltal or hard copies of all or pan of (his work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notlce and the lull citation on the first page. To copy othervase.
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Washington, D.C.. USA 0 1998 ACM 1.58113.033.3/98/0011...$5.00 representations of software as comprehension aids has long been acknowledged, especially in the context of large, complex systems.
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in and of itself, however, is not necessarily beneficial [19] . There are many issues that influence the utility of software visualization. Some are practical and cognitive issues relating to the user of the visualization and the process of human comprehension [2, 6, 221. Other issues include those which relate to the nature of a particular visualization itself [9, 201. Building on prior successful results of the GRASP (graphical representations of algorithms, structures, and processes) research project, a current focus of GRASP is on providing an effective combination of source code visualization and source code folding. The roles of such comprehension aids in design, implementation, testing, maintenance and reengineering are of particular interest. Specifically, those activities in which program understanding plays a significant role are expected to benefit through the effective use of GRASP's visualization and folding.
VISUALIZING CONTROL STRUCTURE
The CSD is the principal visualization in the GRASP environment. GRASP provides automatic generation of CSDs from Ada 95, C, C++, Java, and VHDL source code. A major objective in the philosophy that guided the development of the CSD was that the graphical constructs should supplement the source ctie without disrupting its familiar appearance. That is, the CSD should appear to be a natural extension of the source code and, similarly, the source code should appear to be a natural extension of the diagram. This has resulted in a concise, compact graphical notation which attempts to combine the best features of diagramming with those of well-indented source code.
The CSD has the potential to replace traditional prettyprinted source code in soft and hard copy documents. In an initial evaluation [9] , the CSD was compared to four other graphical representations for algorithms (ANSI flowchart, Nassi-Shneiderrnan Diagram, Warnier-Orr Diagram, and Action Diagram) against eleven performance characteristics. The CSD was clearly preferred to all other graphical representations in a majority of the performance characteristics.
A comparison of the CSD with plain text source code is shown in Figure 1 and Figure 2 . Figure 1 contains Ada 95 source code adapted from [5] . Figure 2 contains that same source code rendered as a CSD. While the same structural and control information is available in both figures, the CSD makes the control structures and control flow more visually apparent than does the plain text alone, and it does so without disrupting the conventional layout of the source code. The power of the CSD is much more evident in larger and/or more complex source code. For example in large programs, especially those which are a part of legacy systems, it is not uncommon for complex control structures such as loops to span hundreds of lines. The physical separation of sequential components within these large control structures becomes a significant obstacle to comprehension. The CSD clearly delineates each control structure and provides context and continuity for the sequential components nested inside, thus increasing comprehension efficiency. With additional levels of nesting and increased physical separation of sequential components, the visibility of control constructs and control paths becomes increasingly obscure, and the effort required of the reader dramatically increases in the absence of the CSD.
SUPPORTING INCREMENTAL ABSTRACTION
Many researchers have focused considerable effort on discovering and describing the process by which software professionals comprehend source code and other software artifacts. Although many open questions remain and there is still much uncertainty regarding various proposed comprehension models, there do exist common and wellaccepted elements of comprehension processes.
One such commonly accepted element of program comprehension is what we will refer to as incremental abstraction, that is, the process of successively building up mental representations of various levels of abstractions of source code text structures and their relationships. These mental representations are often called chunks have been shown in the literature to play significant roles in human comprehension of software [3, 7, 10, 11, 15, 16, 18, 21] .
The study of fundamental cognitive processes has revealed well-defined limits on the capacity of the human mind during comprehension tasks. Miller [16] described the classic 7f2 limit on short-term memory and others have demonstrated that this capacity diminishes as task complexity increases [15] . Thus, grouping portions of source code together into chunks allows the chunk of code to be understood abstractly as a unit rather than through the complete details of its components. This concept of chunking builds upon itself in that lower-level chunks are combined to form higher-level chunks, thus providing a method of comprehending a program in terms of various levels of abstraction in a systematic way, while addressing the inherent limits on the capacity of the human mind.
Before chunks can be used as part of a comprehension strategy, they must be identified. The process of scanning through the source code, in either a forward or backward direction, to identify appropriate chunks is known as tracing [7] . Although chunks may not be delineated by particular syntax boundaries in the source code, they are often delineated by control structures and program modules. The CSD directly supports the tracing process by providing clear and intuitive visual cues to both control structure boundaries and program module boundaries. This visual support can be especially significant when tracing large regions of code where single control structures might span hundreds of lines of code.
The identification and comprehension of chunks involves both semantic and syntactic knowledge [21] . Semantic knowledge is relatively independent of any particular language and involves understanding basic concepts such as looping structures and fundamental algorithms, and recognizing design patterns in code. Syntactic knowledge is language specific and allows semantic structures to be recognized in a particular language [7] . A clear relationship exists between the syntactic form of source code and the ability of human readers to construct useful mental abstractions from that source code [ 131. Source code that is well structured and visually appealing facilitates the tracing and chunking process. The intuitive visualization of the CSD, displayed as a companion to well-indented, pretty-printed source code thus provides direct support for chunking and tracing during program comprehension.
The visual presentation of a chunk can have a significant impact on its understandability [14] . Chunks that are visually distinct from the rest of the program are much easier to comprehend. GRASP provides direct support of this concept by allowing the CSD to be viewed in user-selectable granularities. A user can select portions of code according to control structure boundaries, program module boundaries, or arbitrary boundaries, and then fold them into the single CSD symbol shown in Figure 3 . I + Figure 3 . CSD folding symbol Thus, a user of GRASP can fold the CSD into levels of abstractions, or chunks, as the source code is being read and understood. The folded portions of source code can then be labeled with a comment or with the source language construct that begins the chunk (e.g., a procedure heading). Figure 4 illustrates folded CSDs for a procedure body, a block, an if-then, and a while loop. The folded portions of the construct can be arbitrarily large and contain regions of code that are themselves folded. Thus, folding in GRASP is implemented as a natural form of outlining in which the code is folded and unfolded based on the control structures in the CSD. What makes this approach so effective is the visual clarification of the chunks resulting from the folded CSD. That is, the folds are visually labeled by CSD symbols, much as chunks are abstractly labeled according to functionality. As an example of the use of folding, Figures 5 through  8 show the presentation of Ada 95 source code in increasing levels of detail, as the code might be presented in a classroom setting. The source code is taken horn the text by Michael Feldman [12] used in the CS 2 (data structures) course at Auburn University. Folding offers a pedagogically sound technique for teaching algorithms presented in source code. GRASP provides students with a robust and efficient tool to facilitate reading code and learning algorithms through natural chunking processes. Figure 5 shows a GRASP CSD window displaying the source code for inserting a new element -into a threaded binary search tree. The source code has been completely folded except for the procedure heading. This hides all the detail of the algorithm by abstracting away everything except the public interface to the implementation. Figure 6 unfolds the CSD to the next level of detail where the module summary comments are shown but where both the declarations and the executable statement section are folded. Figure 7 shows the unfolded declaration section, revealing a nested subprogram. Figure 8 shows the declaration section again folded, but the statement section expanded to reveal two subchunks, each identified by the CSD folding symbol and a leading comment. Applications in classroom pedagogy not withstanding, folding is expected to be particularly useful as a form of stepwise abstraction during code reviews and other such activities in an industrial setting. The automated support for folding provided by GRASP also has direct application to formal software development methods [l] and Cleanroom correctness verification [ 171.
SUPPORTING INCREMENTAL DEVELOPMENT
A goal of the .GRASP research project has been to tightly integrate support for both forward engineering and reverse engineering in a single automated environment. This integration is clearly demonstrated in the combination of diagramming and folding. The same features of GRASP which support incremental abstraction during comprehension tasks also support incremental development during forward engineering processes.
Indeed, the example of incremental abstraction presented in Figures 5 through 8 could easily be transformed into an example of stepwise refinement. Users of GRASP have direct visual support for incremental development and stepwise refinement through folded CSDs. Users can create initially folded CSDs to represent regions of code that need refinement or elaboration. As these regions are incrementally refined, they can be individually folded again to reduce the visual clutter and allow the user to focus on the current region of code being developed.
FUTURE WORK
An overriding goal of the GRASP project is to produce tools and results which are useful in production settings with large software projects. A major obstacle to providing effective visualization for large software systems is the scalability of the visualizations themselves. Many visualization techniques such as dynamic algorithm animation do not scale up to large systems in an effective way.
Static code visualizations which can be automatically generated very efficiently, such as the CSD, show promise for addressing the visualization of large systems. A major issue for these static visualizations is providing context to the user. Often when viewing a detailed visualization of source code in a large system, the "big picture" of the software is lost. To address this issue, a context view is being developed as a companion to the CSD.
The context view provides a highly compressed view of the CSD and/or the source code (as a user-selectable combination) in a companion window. The normal CSD window is synchronized with the context view so that the portion of the source code currently displayed in detail in the CSD window is highlighted in the context view. Thus, while reading and comprehending a detailed portion of source code in a CSD window, the user is immediately able to see an overview or "landscape" of the entire program as well as where the code under examination fits in. The intent of the context view is to further increase the comprehension efficiency afforded by the CSD to large software systems. It is anticipated that the context view will be especially useful as a companion to folding.
CONCLUSION
The emphasis of the GRASP research project is on improving the comprehensibility of software through automatic generation of appropriate visualizations, such as the CSD, along with support for other comprehension aids such as folding. GRASP's unique combination of these features along with emerging features such as the context view, promises to be a highly effective aid to program comprehension.
If a graphical representation effectively supports welldefined cognitive processes employed during comprehension tasks, comprehension efficiency can be increased.
GRASP directly supports program comprehension through the use of chunks by enabling the CSD to be viewed at user-selectable granularities. Language constructs ranging from a single control structure such as a simple loop to the entire program unit itself can be folded or collapsed to a single CSD symbol, increasing the level of abstraction at which the code is viewed. In addition to directly supporting a user's mental representation of a program in terms of chunks, this also allows the user to choose the amount of source code that is present at any one time in the diagram, thus increasing comprehension efficiency.
The current release of GRASP is being used extensively at Auburn University in a variety of computer science courses for software in Ada 95, C, C++, Java, and VHDL. In addition, GRASP is ndw freely available for download from the Internet for Solaris, SunOS, IRIX, Linux, AIX, and Windows 95lNT. GRASP has been in tremendous demand, with downloads from industry, academia, government agencies, and the general public averaging approximately 1,000 per month since August, 1997. GRASP, together with online documentation, is available at http://www.eng.auburn.edu/grasp.
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