This paper discusses how ontology helps Web information processing to provide better Web services. We propose the ontology-supported solution integration and proxy techniques for Web information processing, which not only helps the user find out proper, integrated query results in accord with his/her proficiency level or satisfaction degree, but supports proxy access of query solutions through a four-tier solution finding process. Our experiment shows around 79.1% of the user queries can be answered by Proxy Agent, leaving about 20.9% of the queries for Answerer Agent to take care, which can effectively alleviate the overloading problem that usually associated with a backend server.
Introduction
In this information-exploding era, the term 'a global village' shortens the distances between people due to the result of popularity and changing with each passing day of the network technology. As the techniques of Information Retrieval [13] matured, a variety of information retrieval systems have been developed, e.g., Search engines, Web portals, etc., to help search on the Web. How to search is no longer a problem. The problem now comes from the results from these information retrieval systems which contain some much information that overwhelms the users. In addition, techniques that involve data gathering and integration through database techniques are common in the literature [6, 8] .
The following problems are usually associated with the techniques, however: 1) Database relationships so constructed usually lack of physical meanings; 2) Responses to user query are usually independent of the user level or the degree of user satisfaction; 3) Automatic maintenance of the database through the user feedback is usually not available. Consequently, how to help users to find out user-oriented solutions; furthermore, to obtain, learn, and predict the best solution through user feedback, or how to support incremental maintenance of the solution database becomes an important research topic.
In this paper, we propose an ontological proxy agent with solution integration and proxy techniques for Web information processing, which not only helps the user find out proper, integrated query results in accordance with his/her proficiency level or satisfaction degree, i.e., user-oriented solution, but supports proxy access of query solutions through a four-tier solution finding process, as showed in Fig. 1 . The architecture involves two agents, namely, Answerer Agent [15, 19] and Proxy Agent [16, 17, 19] , and shows how it interacts with Interface Agent [20, 23] and Search Agent [18, 22] . Answerer Agent uses the wrapper approach [3, 10] to do web information preparation, including parsing, cleaning, and transforming Q-A pairs, obtained from heterogeneous websites, into an ontology-directed canonical format, then store them in Ontological Database (OD) via Ontological Database Manager (ODM). In order to speed query processing, we introduced a Proxy Agent with three proxy-relevant mechanisms, namely, CBR (Case-Based Reasoning), RBR (Rule-Based Reasoning), and solution prediction. Solution Finder is designed to serve as the central control in finding solutions. To ensure that all the knowledge used in CBR, RBR, and solution prediction can be automatically generated, we have introduced a rule miner and a solution predictor into the system. They will be described in the following sections. Our experiment shows around 79.1% of the user queries can be answered by Proxy Agent, leaving about 20.9% of the queries for Answerer Agent to take care, which can effectively alleviate the overloading problem usually associated with a backend server. The Personal Computer (PC) domain is chosen as the target application of the proposed system and will be used for explanation in the remaining sections. Fig. 2 (b) exemplifies the detailed ontology for the concept of "CPU". In the figure, the uppermost node uses various fields to define the semantics of the CPU class, each field representing an attribute of "CPU", e.g., provider, synonym, etc. The nodes at the bottom level represent various CPU instances that capture real world data. Our ontology construction tool is Protégé 2000 [11] and the complete PC ontology can be referenced from the Protégé Ontology Library at Stanford Website (http://protege.stanford.edu/). Finally, we use Protégé's APIs to develop a set of ontology services, which provide primitive functions to support inference of the ontologies. The ontology services currently available include transforming query terms into canonical ontology terms, finding definitions of specific terms in ontology, finding relationships among terms, and finding compatible or conflicting terms against a specific term, etc.
Domain Ontology

System Approach
As stated above, Solution Finder is a system control manager. After receiving a user query from Interface Agent, it tries to produce an answer following a four-tier algorithm, which includes predicted solution retrieval, CBR, RBR, and solution integration. We briefly summarize this process here. They will be detailed later. (1) Fig. 3 shows the detailed architecture of Solution Predictor. First, Query Pattern Miner looks for frequent sequential query patterns inside each user group, using the Full-Scan-with-PHP algorithm [16] , from the query histories of the users of the same group, as recorded in the User Models Base. Note that we pre-partitioned the users into five user groups according to their proficiency on the domain [21] . Query Miner then turns the frequent sequential query patterns to Case Retriever, which is responsible for retrieving corresponding solutions from ODAC and constructing "frequent queries" for storage in Cache Pool. Prediction Module finally bases on the frequent sequential query patterns to construct a prediction model for each user group. Pattern Matching Monitor is responsible for monitoring recent query records and using the prediction model to produce next possible queries for storage in Prediction Pool. With these two pools, combinedly called Query Pool, it provides query cache and query prediction as the proxy mechanism to reduce query response time. In summary, on the off-line operation, Solution Predictor is used to produce "frequent queries" for Cache Pool and "predicted queries" for Prediction Pool. During on-line operation, given a new query, Solution Finder passes the query to Solution Predictor, which employs both query prediction and query cache mechanisms for producing possible solutions for the query. Details please refer to [16] . Fig. 4 illustrates the detailed architecture of the ontology-supported CBR proxy mechanism. Again, ODAC is the case library, which contains query cases produced by the backend information preparation operation. Case Retriever is responsible for retrieving a case from ODAC, which is the same as or similar to the user query. Case Reuser then uses the case to check for any discrepancy against the user query. If the case is completely the same as the user query, it directly outputs it to the user. If the case is only similar to the user query, it passes it to Case Reviser for case adaptation. Case Reviser employs the PC ontology along with Adaptation Rule Base to adapt the retrieved case for the user. Adaptation Rule Base contains adaptation rules, constructed by the domain expert. Case Retainer is responsible for the maintenance of ODAC, dealing with case addition, deletion, and aging. Details please refer to [17] . We show the need for performing finding process of solution before, and then inspired by the common idea of combining CBR with Rule-Based Reasoning, we present a hybrid approach, as shown in Fig. 1 , for finding solutions according to the user query intention. Rule Miner is responsible for mining association rules from the cases in the ODAC for the RBR. A mixed version of Apriori algorithm [1] and Eclat algorithm [24] is properly modified to perform the rule-mining task, as shown in Fig. 5 . Rule Miner is invoked whenever the number of new cases in ODAC reaches a threshold value. If no solutions from solution predictor and CBR, RBR is triggered by solution finder, which makes rule-based reasoning to generate possible solutions.
System Evaluation
We have done one experiment in evaluating how well the Proxy Agent works for solution application operation. We used in total 200 user query scenarios of the same user level as the training data set. We set the minimal support to 3% and minimal confidence to 60%. In the experiment, the Full-Scan-with-PHP algorithm constructed 36 frequent queries for storage in Cache Pool and 43 rules in Prediction Model. We then randomly selected 100 query scenarios from the training data set as the testing data to test the performance of Solution Predictor. Finally, we manually engineered 345 query cases for ODAC for testing. Table 1 illustrates the five-time experiment results. It shows, on average, 31.3% (12.2% + 19.1%) of the user queries can be answered by the user-oriented query prediction and cache technique, while 47.8% (39.8% + 8%) of the user queries can be taken by the ontology-supported CBR and RBR. In short, the experiment shows around 79.1% of the user queries can be answered by Proxy Agent for the solution application, leaving about 20.9% of the queries for the information preparation of Answerer Agent to take care, which can effectively alleviate the overloading problem usually associated with a backend server. 
Related Works and Comparisons
Prediction is an important component in a variety of domain. For example, the Transparent Search Engine system [5] evaluates the most suitable documents in a repository using a user model updated in real time. An alternative approach to Web pages prediction is based on "Path". For example, the work of Bonino, Corno and Squillero [4] proposes a new method to exploit user navigational path behavior to predict, in real-time, future requests using the adoption of a predictive user model based on Finite State Machines (FSMs) together with an evolutionary algorithm that evolves a population of FSMs for achieving a good prediction rate. In comparison, our work adopts the technique of sequential-patterns mining to discover user query behavior from the query history and accordingly offer efficient query prediction and query cache services, just like [12] in which differently mined from server log files and either [7] using different sequential prediction algorithm, say Active LeZi. CBR has been playing an important role in development of intelligent agents. For example, Aktas et al. [2] develops a recommender system which uses conversation case-based reasoning with semantic web markup languages providing a standard form of case representation to aid in metadata discovery. Lorenzi et al. [9] presents the use of swarm intelligence in the task allocation among cooperative agents applied to a case-based recommender system to help in the process of planning a trip. In this paper, the CBR technique is used as a problem solving mechanism in providing adapted past queries. It is also used as a learning mechanism to retain high-satisfied queries to improve the problem solving performance. We further present a hybrid approach which combine CBR with RBR for providing solutions, just as [14] in which differently diagnosing multiple faults.
Conclusions
We describe the result in developing an ontological proxy agent equipped with solution integration and proxy in order to help the user find out proper, integrate query results in accordance with his/her proficiency level or satisfaction degree, and support proxy access of query solutions through a four-tier solution finding process, Our experiment shows around 79.1% of the user queries can be answered by Proxy Agent, leaving about 20.9% of the queries for Answerer Agent to take care, which can effectively alleviate the overloading problem usually associated with a backend server. Finally, the agent manifests the following interesting features: 1) it performs fast user-oriented mining and prediction; 2) it performs ontology-directed case-based reasoning; 3) with the support of ontology, the system can understand the transformed FAQ solutions, which supports advanced integration and solution application; 4) the proxy mechanism employs the techniques of CBR, RBR, data mining, and query prediction, which enables the system to reduce database access loading and improve system response time a lot.
