Administrative Role Based Access Control (ARBAC) is one of the most widespread framework for the management of access-control policies. Several automated analysis techniques have been proposed to help maintaining desirable security properties of ARBAC policies. One of the main limitation of available analysis techniques is that the set of users is bounded. In this paper, we propose a symbolic framework to overcome this limitation. We design an automated analysis technique that can handle both a bounded and an unbounded number of users by adapting recent methods for the symbolic model checking of infinite state systems that use first-order logic and SMT solving techniques. An extensive experimental evaluation confirms the scalability of the proposed technique.
Introduction
Access control consists of guaranteeing that every access to a system and its resources is controlled. An access control system is a crucial component of modern information systems to protect data and resources against unauthorized disclosure or improper modifications, while ensuring availability to trusted users.
The design of an access control system is usually carried out with a multiphase approach based on the notions of security policy and security model. Security policies define the rules according to which access control must be regulated. A security model provides a formal representation of the access control policies and how they work. Such notions allow one to discuss protection requirements independently of their implementation so that the proof of security properties can be supported by model checking techniques as soon as a formal specification of the security model is available. Among the many security models considered in the literature (see, e.g., [14] for an overview), we consider the Role Based Access Control (RBAC) model [27] as it is one of the most widely adopted. The idea underlying RBAC is to regulate access by assigning users to roles which, in turn, are granted permissions to perform certain operations.
The simplification of administrative tasks (e.g., the assignment and revocation of roles to users or the change of the permissions associated to a role) is one of the advantages that has greatly contributed to the adoption of RBAC [27] . Several administrative models have been designed on top of RBAC in which security officers can modify RBAC policies (see, e.g., [22] ). Among these, one of the most important is the Administrative RBAC (ARBAC) model [12] that uses RBAC itself to control how security officers can delegate (part of) their administrative permissions to trusted users. In this way, ARBAC provides support for decentralized policy administration by allowing several security officers to modify the RBAC policy of a large distributed system by following certain rules. The rules aim to regulate the capability of administrators to assign and revoke users to roles and thus, ultimately, to determine the set of permissions that a user can acquire. Despite the restrictions imposed by the available set of rules to the modifications that RBAC policies can undergo, it is very difficult (if possible at all) for a human to foresee the subtle interplays between the operations carried out by different administrators because of the large number of possible interleavings. A subset of the security officers can thus maliciously (or inadvertently) assign a role to an untrusted user that enable him/her to get access to a security-sensitive resource of the system. Automated analysis techniques are thus of paramount importance to maintain the control of the permissions granted to users while allowing for a higher degree of flexibility and scalability of the whole system. Several techniques have been proposed (e.g., [23, 33, 32] ) whose goal is to check the existence of a sequence of administrative operations that allow an untrusted user to acquire certain security-sensitive permissions. This kind of problems, called user-role reachability problems, are in general undecidable [13] but become decidable under suitable restrictions [23, 28, 33] ; a PSPACE-completeness result is also known [29] . One of the most severe restrictions imposed by the available techniques is that the number of users in the system is bounded, i.e. finite and known a priori. Indeed, bounding the number of users in the system makes the results of security analysis less useful. In fact, if one has proved that a certain property holds for, say, 1, 000 users and, after some times, the number of users changes, the result of the previous analysis no more holds and the automated technique must be run again. It would be desirable to have analysis techniques capable of certifying that a certain property holds regardless of the number of users so to make their results more useful. In this paper, we overcome this limitation by proposing a symbolic framework to specify ARBAC policies that enables the design of parametric (in the number of users) security analyses. The idea is to adapt recent techniques for model checking infinite state systems [17] that use decidable fragments of first-order logic and state-of-theart theorem proving techniques-in particular, Satisfiability Modulo Theories (SMT) solvers-to mechanize the analysis.
Contributions
The paper makes three contributions towards the goal of building parametric analysis techniques for ARBAC policies. The former is a framework for the uniform specification of a variety of ARBAC policies. In particular, we can describe security analysis problems where users are finitely many and their exact number is either known or unknown a priori. We use a class of first-order logic formulae, called Bernays-Shönfinkel-Ramsey (BSR) [25] , to symbolically specify RBAC policies, administrative actions, and access control queries of user-role reachability problems. The BSR class is well-known to have decidable validity and satisfiability problems whose mechanization is supported by stateof-the-art automated theorem provers and SMT solvers.
The second contribution is a symbolic backward reachability procedure that can be used to solve (instances of) the user-role reachability problem. The security analysis problem is iteratively reduced to a series of satisfiability checks of formulae in the BSR class by a symbolic backward reachability procedure. Following [18] , we use ideas from model theory and the theory of wellquasi-ordering [4] to show the termination of the backward procedure, which turns out to be the most substantial part of the proof of correctness of our automated analysis procedure. The decidability of the parametric goal reachability problem is obtained as a corollary of the correctness of the procedure. We also show how other interesting analysis problems (e.g., role containment and weakest precondition) can be solved by adapting the backward reachability procedure proposed in this paper.
The third contribution is a significant experimental evaluation of an implementation of the backward reachability procedure, in a tool called asasp [5] , on a set of benchmarks which clearly demonstrates the scalability of the proposed technique. In fact, our findings show that asasp scales better on the set of problems considered difficult in [33] compared to the state-of-the-art tool described in [33] .
Plan of the paper
Section 2 gives some background notions on RBAC and ARBAC policies and defines the user-role reachability problem. Section 3 presents our symbolic representations of RBAC and administrative actions as well as (a generalization of) the user-role reachability problem. Section 4 describes the backward reachability procedure for solving the symbolic reachability problem introduced in the previous section and shows its correctness. Section 5 discuss the decidability of some related security analysis problems such as role containment and weakest precondition. Section 6 presents the experimental evaluation with an implementation of the backward reachability procedure in the tool asasp. Finally, Section 7 concludes the paper by briefly discussing related work. An appendix contains the full proof of the termination of the backward reachability procedure in Section 4.
Background on RBAC and ARBAC policies
Access control guarantees that every access to the resources of a system is controlled. A security model provides a formal representation of the access control security policies, that define the rules according to which access control must be regulated, and how they work. In the Role-Based Access Control (RBAC) model [27] , access decisions are based on the roles that individual users have as part of an organization. The process of defining roles is based on a careful analysis of how an organization operates. Permissions are grouped by role name and correspond to various uses of a resource. A permission is restricted to individuals authorized to assume the associated role and represents a unit of control, subject to regulatory constraints within the RBAC model. For example, within a hospital, the role of doctor can include operations to perform diagnosis, prescribe medication, and order laboratory tests; the role of nurse can be limited to a strict subset of the permissions assigned to a doctor.
Roles can have overlapping responsibilities and privileges, i.e. users belonging to different roles may have common permissions. Thus, it would be inefficient to repeatedly specify common permissions for a certain set of roles. To overcome this problem, (so-called) role hierarchies can be specified to reflect the natural structure of an enterprise and make the specification of policies more compact. A role hierarchy defines roles that contain other roles, i.e. one role may implicitly include the permissions that are associated with another role. In the example of the hospital, we can say that the role doctor is "more senior" than the role nurse with the meaning that members of the role doctor are implicitly associated with the permissions of the role nurse without the need for administrators to explicitly list the rights of the role nurse also for the role of doctor. Moreover, the head physician could contain the role of doctor, thereby inheriting the rights associated to the role of doctor and, transitively, also those of the role nurse.
Once RBAC policies are determined they need to be maintained according to the evolving needs of the organization. Distributed systems complicate the situation because several administrators are required, and thus there is a need not only to have a consistent RBAC policy but also to ensure that the policy is only modified by the administrators who are allowed to do so. Several administrative frameworks have been proposed on top of the RBAC model to address these issues. One of the most popular is the Administrative RBAC (ARBAC) model [12] whose main insight is to use RBAC to control how RBAC policies may evolve through administrative actions that assign or revoke user memberships into roles. Since administrators can be only partially trusted, administration privileges must be limited to selected parts of the RBAC policies, called administrative domains. The specification of such domains is one of the most important issues in RBAC administration. The ARBAC framework defines such administrative domains by using role hierarchies. For example, in the hospital scenario, an administrator can assign a user to the role head physician if he/she is already assigned to the role of doctor.
Although the activity of administrators is restricted by rules that specify administrative domains, it is still very difficult to foresee all the possible implications of a given set of administrative rules. As a consequence, any automated analysis technique that may help to explore the effects of arbitrary sequences of administrative operations is certainly useful in understanding whether the set of administrative rules have undesired consequences, e.g., untrusted users may get access to sensitive resources.
In Section 2.1, we first formalize the RBAC model with (one of the variants of) the ARBAC framework, and then define an important administrative analysis problem. In Section 2.2, we illustrate the various notions with a simple example.
Formalization
RBAC regulates access through roles. Roles in a set R associate permissions in a set P to users in a set U by using the following two relations: U A ⊆ U × R and P A ⊆ R × P . Roles are structured hierarchically so as to permit permission inheritance. Formally, a role hierarchy is a partial order on R, where r 1 r 2 means that r 1 is more senior than r 2 for r 1 , r 2 ∈ R. A user u is an explicit member of role r when (u, r) ∈ U A while u is an implicit member of r if there exists r ∈ R such that r r and (u, r ) ∈ U A. Given U A and P A, a user u has permission p if there exists a role r ∈ R such that (p, r) ∈ P A and u is a member of r, either explicit or implicit. A RBAC policy is a tuple (U, R, P, U A, P A, ).
Usually (see, e.g., [33] ), administrators may only update the relation U A while P A is assumed constant; so, a RBAC policy (U, R, P, U A, P A, ) will be sometimes abbreviated by U A. To be able to specify administrative actions, we need to preliminarily specify the pre-conditions of such actions. A pre-condition is a finite set of expressions of the forms r or r (for r ∈ R), called role literals. In a RBAC policy U A, a user u ∈ U satisfies a pre-condition C if, for each ∈ C, u is a member of r when is r or u is not a member of r when is r for r ∈ R. Intuitively, pre-conditions specify administrative domains.
Permission to assign users to roles is specified by a ternary relation can assign containing tuples of the form (C a , C, r) where C a and C are pre-conditions. Permission to revoke users from roles is specified by a binary relation can revoke containing tuples of the form (C a , r) where C a is a pre-condition. In particular, in both cases, we say that C a is the administrative pre-condition and C is a (simple) pre-condition. A user u a satisfying C a is called the administrator. When there exist users satisfying the administrative and the simple (if the case) pre-conditions of a certain administrative action, we say that the action is enabled. The relation can revoke is only binary because it has been observed that simple pre-conditions are useless when revoking roles (see, e.g., [33] for a discussion on this point).
The semantics of the administrative actions in ψ := (can assign, can revoke) is given by a binary relation → ψ on pairs of RBAC policies as follows: U A → ψ U A iff there exist users u a and u in U such that either (i ) there exists (C a , C, r) ∈ can assign, u a satisfies C a , u satisfies C (i.e. (C a , C, r) is enabled), and U A = U A∪{(u, r)} or (ii ) there exists (C a , r) ∈ can revoke, u a satisfies C a (i.e. (C a , r) is enabled), and U A = U A\{(u, r)}. A run of the administrative actions in ψ := (can assign, can revoke) is a possibly infinite sequence U A 0 , U A 1 , ..., U A n , ... of RBAC policies such that U A i → ψ U A i+1 for every i ≥ 0.
A pair (u g , R g ) is called a (RBAC) goal for u g ∈ U and R g a finite set of roles. The cardinality |R g | of R g is the size of the goal. Given an initial RBAC policy U A 0 , a goal (u g , R g ), and administrative actions ψ = (can assign, can revoke); (an instance of) the user-role reachability problem consists of establishing if there exists a finite sequence U A 0 , U A 1 , ..., U A n (for n ≥ 0) of RBAC policies where (i) U A i → ψ U A i+1 for each i = 0, ..., n − 1 and (ii) in the policy U A n we have that u g is a member (explicit or implicit) of each role in R g .
The definition of the user-role reachability problem considered here is the same of that in [33] . We will see that our automated analysis techniques can solve generalizations of this problem. In the rest of the paper, we focus on the user-role reachability problem where the set P of permissions plays no role. As a consequence, we will omit P and P A from RBAC policies; i.e. a RBAC policy is simply a tuple of the form (U, R, U A, ).
When, besides the initial RBAC policy U A 0 , the goal (u g , R g ), and the administrative actions ψ, it is also given a natural number n ≥ 0; we define (an instance of) the bounded user-role reachability problem as the problem of establishing if there exists a finite sequence U A 0 , U A 1 , ..., U A n with 0 ≤ n ≤ n of RBAC policies where (i) U A i → ψ U A i+1 for each i = 0, ..., n − 1 and (ii) in the policy U A n we have that u g is a member (explicit or implicit) of each role of R g .
A simple example
We consider the access control for a simplified collaborative document sharing system in a small enterprise. We have three users (U := {A, B, C}), five roles (R := {M, HR, FT, PT, Em}), and three permissions (P := {I, V, U}). Alice, Bob, and Claire can be assigned the roles of Manager, Human Resource department, Full-or Part-Time employee, and Employee. In turn, roles are associated to Employee with the permission of Inserting new documents in the sharing system, members of the Human Resource department with the permission of Viewing the documents in the collaborative system, and Full-Time employees with the permission of Updating (i.e. editing or deleting) the documents in the system. Furthermore, there is a hierarchy among the roles which is obtained as the least partial order such that M is more senior than Full-Time (M FT), both Full-and Part-Time are more senior than Employee (FT Em and PT Em), and HR is not comparable with any other role. Initially, the three users are assigned to roles as follows: Alice is an Employee, Bob is a Manager, and Claire is in the Human Resource department. So, for example, B is an implicit member of role Em because M is more senior than Em and A is an explicit member of role EM. Thus, both A and B have permission I but A does not have permission U whereas B has it since he is an implicit member of role FT. This situation is depicted on the left of Figure 1 , where a simple line between a user u-on the left-and a role r-in the middle-(resp. permission p-on the right) indicates that (u, r) ∈ U A (resp. (p, r) ∈ P A) and an arrow from a role r 1 to a role r 2 that r 1 r 2 .
On the right of Figure 1 , two administrative actions are shown: the tuple in can assign says that a member of role HR (the administrator) can add the role FT to a user who is a member of Em and is not member of PT, whereas the pair in can revoke says that a member of role M can revoke the membership of a user to the role FT. So, for instance, it is easy to see that the following instance of the user-role reachability problem is solvable: is the goal (A, {FT}) reachable? Or, in other words, can user Alice become a Full-Time employee so that she can Update the documents in the sharing system besides Inserting them? In fact, it is clear that user A satisfies pre-condition {Em, PT} of the triple in can assign and that user C can be the administrator. As a consequence of the application of the action, we obtain the following RBAC policy U A := U A ∪ {(A, FT)} in which user A acquires role FT and thus permission U besides I.
Symbolic representation of ARBAC policies
We n show how to formalize RBAC policies by using some basic notions of first-order logic (see Section 3.1). For this reason, we assume some familiarity with the basic notions of many-sorted first-order logic with equality, such as signature, terms, structure, truth, etc (see, e.g., [16] ). The idea is to use the models of certain sets of first-order formulae, called theories, to represent RBAC policies. In particular, we will identify finite sets of formulae that constrain the interpretation of a finite set of symbols to be the sets U , R, and P , and the relations U A, P A, and of a RBAC policy. We also show how first-order formulae can represent RBAC goals and initial RBAC policies of a user-role reachability problem. Then, in Section 3.2, we explain how to symbolically represent the rules constraining the administrative actions for assigning and revoking role memberships by partially-trusted administrators on certain portions of RBAC policies, specified by pre-conditions. In Section 3.3, we use the symbolic representation of RBAC policies, RBAC goals, initial RBAC policies, and administrative actions to define a symbolic version of the user-role reachability problem. Interestingly, we show that this problem can be reduced to a collection of satisfiability problem in first-order logic with equality. This paves the way to use automated theorem provers and SMT solvers in the automated analysis of security properties of ARBAC policies. This is made precise in Section 4.
Before describing the symbolic representation of RBAC policies, we briefly recall some basic notions of first-order logic with equality. A Σ-theory is a set of sentences (i.e. formulae where no free variables occur) over the signature Σ. A theory T is axiomatized by a set Ax of sentences if every sentence ϕ in T is a logical consequence of Ax. We associate with T the class M od(T ) of structures over Σ which are models of the sentences in T . A theory is consistent if M od(T ) = ∅. A Σ-formula ϕ is satisfiable modulo T iff there exists M ∈ M od(T ) such that M satisfies ϕ (in symbols, M |= ϕ). A Σ-formula ϕ is valid modulo T iff its negation is unsatisfiable modulo T and it is equivalent modulo T to a Σ-formula ϕ iff the formula (ϕ ⇔ ϕ ) is valid modulo T . In this paper, we consider only consistent theories axiomatized by universal sentences of the form ∀x.ϕ(x) where underlined symbols (such as x) denote (possibly empty) finite sequences of variables and ϕ(x) is a quantifier-free formula whose free variables are at most those in the sequence x. For example, we can use the following theory to formalize an enumerated data-type S containing the values v 1 , ..., v n (for some n ≥ 1): the signature consists of a sort S and the constant symbols v 1 , ..., v n of sort S, its axioms are the following (universal) sentences: v i = v j for i, j = 1, ..., n, i = j, and ∀x.
, where x is of sort S.
Symbolic representation of RBAC policies
Let (U, R, U A, ) be a RBAC policy, where U is some set of users, R = {r 1 , ..., r n } is a finite set of roles (for some n > 0), U A ⊆ U × R, and is the least partial order on R containing a binary relation pok ⊆ R × R (where pok is the acronym for partial order kernel).
Symbolic representation of users. Let Σ U be a signature containing the sort symbol User and countably many constant symbols u i for i ≥ 0. We consider the theory T U axiomatized by a finite (possibly empty) set of universal sentences. For example, when the set of axioms of T U contains those of an enumerated data-type with u 1 , ..., u n values, every structure in Mod (T U ) has the set U := {u 1 , ..., u n } as domain (or a set which is isomorphic to U ) and the constants in Σ U are interpreted as elements of U . Interestingly, when the set of axioms of T U is empty, we can consider the domain of any structure in Mod (T U ) as a finite sub-set U of an infinite set and interpret the constants in Σ U as elements of U . The reason why it is sufficient to consider finite sets of users will be discussed in a remark at the end of Section 3.3 after the definition of symbolic user-role reachability problem.
Symbolic representation of roles. Let Σ R be the signature containing the sort symbol Role, the predicate symbol ≥ : Role × Role (written infix), and n constant symbols r 1 , ..., r n . We consider the theory T R axiomatized by the following sentences:
5. r i = r j for 1 ≤ i < j ≤ n, and 6. r i ≥ r j for each pair (r i , r j ) ∈ pok , where x, y, and z are variables of sort Role. The first three axioms constrain the interpretation of ≥ to be a partial order, the fourth and fifth axioms constrain the domain of the model to contain exactly n elements (i.e. T R contains the theory of an enumerated data-type), and the last ones require the interpretation of ≥ to contain the relation pok . The class Mod (T R ) contains the structures having the finite set R as domain (or a set which is isomorphic to R), each constant r i in Σ U is interpreted as the element r i in R, and ≥ is interpreted as the role hierarchy .
1
Symbolic representation of RBAC policies. Let us now consider the Σ RBAC -theory
Intuitively, the interpretations of the predicate symbol ua, which is left unconstrained by the axioms of the theory T RBAC , are all the relations U A ⊆ U × R. So, any structure in Mod (T RBAC ) represents a RBAC policy U A since the components U , R, and are constrained by the axioms of T RBAC .
A class of structures can be identified by a formula ϕ when we restrict our attention to those satisfying ϕ. So, we can define sub-classes of Mod (T RBAC ) simply by considering Σ RBAC -formulae where the predicate symbol ua occurs one or more times. In the following, we write ϕ(ua) to indicate that the Σ RBACformula ϕ contains at least one occurrence of the predicate symbol ua. Formally, any Σ RBAC -formula ϕ(ua) identifies the following class of structures:
The are two kinds of formulae constraining the interpretations of ua which are relevant to the user-role reachability problem: those representing goals and those representing initial policies. We consider how to represent them in the following.
Symbolic representation of RBAC goals. Recall that a goal of a user-role reachability problem is a pair (u g , R g ) where u g is a user and R g = {r i1 , ..., r i k } ⊆ R is a finite set of roles, i.e. r ij is a role for each 1 ≤ i j ≤ n. The formula
is satisfied by those RBAC policies whose relation U A is such that the user u g is a member (explicit or implicit) of each role in R g . While formulae of the form (1) arise in instances of the user-role reachability problem, we will see that our automated analysis technique can be applied to a more general class of formulae. Definition 1. The class of ∃-formulae consists of formulae of the form:
where x is a tuple of variables of appropriate sorts (i.e. either of sort User or Role) and ϕ(x, ua) is a quantifier-free Σ RBAC -formula where at most the variables in x may occur free and contains at least one occurrence of the predicate symbol ua.
By using ∃-formulae, for example, we can express more complex queries for the reachability problem such as the following: can user u 1 get the roles in R Symbolic representation of initial policies. An initial policy U A is usually associated with an instance of a user-role reachability problem. Typically, U A contains finitely many user-role pairs; recall, for example, the RBAC policy depicted in Figure 1 . We can represent the relation U A containing finitely many pairs by means of the following formula:
where u and r are the constants in Σ RBAC whose interpretation is u ∈ U and r ∈ R, respectively. Interestingly, (2) can be seen as the Clark's completion [11] of the set of facts {ua(u, r) | (u, r) ∈ U A 0 }. While formulae of the form (2) arise frequently in instances of the user-role reachability problem, our automated analysis technique can be applied to a more general class of formulae.
Definition 2. The class of ∀-formulae consists of formulae of the form:
By using ∀-formulae, for example, we can express a larger class of initial RBAC policies such as those obtained by the union of finitely many RBAC policies or those where all the users have a certain role.
Example 1. We want to symbolically represent the RBAC policy of Figure 1 . Preliminary, recall from Section 2.2 that
and is the least partial order containing the relation
The axioms of T U are those of an enumerated data-type for the values A, B, and C. The axioms of T R are as defined above, i.e. ≥ is constrained to be a partial order (axioms 1, 2, and 3), Role is interpreted as a set containing exactly five elements (axioms 4 and 5), and the interpretation of ≥ is such that M ≥ FT, FT ≥ Em, and PT ≥ Em (axiom 6). Let us consider the theory T RBAC obtained by taking the union of T U and T R and expanding their signatures with the relation ua : User × Role.
We are now in the position to write the ∀-formula characterizing the relation Figure 1 :
For clarity, in the formulae above, we have abused notation and used the identifiers in the figure for users and roles instead of the constants u and r. We will do this also in other examples of this paper. It is not difficult to see that a model M of T RBAC satisfies (3) if the interpretations of the sorts User and Role contain exactly three and five elements, respectively, and the interpretations of ≥ and ua are the partial order and the binary relation depicted in Figure 1 .
Symbolic representation of administrative actions
Let ψ = (can assign, can revoke) be the specification of some administrative actions. We assume that the Σ RBAC -theory T RBAC has been already constructed as explained in Section 3.1. Formally, our goal is to define the symbolic representation of the binary relation → ψ associated to the administrative actions in ψ. We will define a class of formulae containing at least one occurrence of the predicate symbol ua and (exactly) one occurrence of the predicate symbol ua so that ua refers to the value of the relation U A immediately before the execution of an administrative action in ψ and ua to the value of the relation U A immediately after the execution of the action. Preliminary, we need to symbolically represent the (administrative and simple) pre-conditions of actions.
Symbolic representations of pre-conditions. Let C be a pre-condition, i.e. each ∈ C is either r or r for some r ∈ R. Let x be a variable of sort User , the symbolic representation
≡ denotes syntactic identity, r represents r, and ua
is the symbolic representation of a user v(x) being an explicit or implicit member of role r, where v maps variables of sort User to elements of the set U of users or, equivalently, the interpretation of the sort User . In-fact, it is easy to see that there exists a structure M in Mod (T RBAC ) and a valuation v mapping variables to elements of the domain of M such that M, v |= ua * (x, r) iff the user v(x) is a member of role r. Since the set R is finite and is also so, it is possible to replace the existential (universal) quantifier in ua * (x, y) (¬ua * (x, y), respectively) with a disjunction (conjunction, respectively) over R, i.e. ∃z.(z ≥ y ∧ ua(x, z)) is equivalent to r ∈R (r ≥ r ∧ ua(x, r )) and its negation to r ∈R (r ≥ r ⇒ ¬ua(x, r )), where r represents the role r . These quantifier-free equivalent of ua * (x, r) and ¬ua * (x, r) can be simplified by using the partial order : given r ∈ R, it is possible to establish if r r or, equivalently, if T RBAC |= r r. As a consequence, we can re-write the two quantifier-free formulae as follows: r ∈Rr ua(x, r ) for ua * (x, r) and r ∈Rr ¬ua(x, r ) for ¬ua * (x, r), where R r := {r ∈ R | r r}.
Symbolic representation of administrative actions. Given a triple (C a , C, r) in can assign, its symbolic representation is the formula
and given a pair (C a , r) in can revoke, its symbolic representation is the formula
where x and x a are variables of sort User , [C a ] xa is the (symbolic representation of the) administrative pre-condition, [C] x and [{r}] x are the (symbolic representation of the) simple preconditions of a can assign and a can revoke action, respectively, and
is the (symbolic representation of the) update of the administrative action for [¬]δ abbreviates δ if is ∨ or ¬δ if is ∧, for δ a first-order formula. Let ψ = (can assign, can revoke) be some administrative actions. We write α ∈ ψ if either α ∈ can assign or α ∈ can revoke and [α] denotes a formula of the form (4) when α is in can assign or of the form (5) when α is in can revoke. The symbolic representation of the administrative actions in ψ is the formula
Example 2. We want to symbolically represent the administrative actions of Figure 1 . Recall the symbolic representation of the RBAC policy in the same figure, namely the theory T RBAC and the formula (3) in Example 1.
By applying the translation above to ({HR}, {Em, PT}, FT) in can assign, we derive the formula:
which is of the form (4). Similarly, by applying the translation above to ({M}, FT) in can revoke, we derive the formula:
which is of the form (5).
It is possible to see that the conjunction of the formula representing the triple in can assign with (3) in Example 1 is satisfiable in the theory T RBAC obtained by considering the axioms of T RBAC and extending the signature Σ RBAC with the additional predicate symbol ua . For example, the fact that the action is enabled amounts to see that user C can become the administrator (since it satisfies the administrative pre-condition {HR}) and that user A satisfies the simple precondition {Em, PT}. Symbolically, this is equivalent to check the satisfiability modulo T RBAC of the formula
which is obtained by replacing x a with C and x with A in [{HR}] xa ∧[{Em, PT}] x . Since the action is enabled, we can execute its update, i.e.
By recalling (3) in Example 1, it is easy to see that the interpretation of ua is equal to the relation U A derived at the end of Section 3.1. More concisely, we can check if U A → ψ U A for the RBAC policies considered above by establishing whether the conjunction of (3) with the symbolic representation of the triple in can assign is satisfiable modulo T RBAC .
It is not difficult to see that a formula of the form (4) can be transformed into one of the form ∃x a , x, r e .∀y, z, r a .ψ(ua, ua , x a , x, r e , r a , y, z) for some quantifierfree formula ψ, the tuples r e and r a contain variables of sort Role which are existentially and universally quantified, respectively, in the administrative and simple pre-conditions of the symbolic representation of the administrative actions. Similar observations hold also for formulae of the form (5). We will see (in Section 4) that our automated analysis technique can be applied to the following, more general, class of formulae representing administrative operations.
Definition 3. The class of T-formulae consists of formulae of the form
where x is a tuple of variables, x i and x j are variables in x at positions i and j (for i = j) of sorts User and Role, respectively, χ(ua, x) is a quantifier-free Σ RBAC -formula where at most the variables in x may occur free and contains at least one occurrence of the predicate symbol ua, and [¬]δ abbreviates δ if is ∨ or ¬δ if is ∧, for δ a first-order formula.
By using T-formulae, we can also model the administrative actions considered in [23] where a set S of trusted users is attached to each action: the users in S cannot initiate the action even if they satisfy the administrative pre-condition. So, for example, we can attach the set S = {C} to the triple ({HR}, {Em, PT}, FT) in the can assign of Figure 1 and this can be represented by the formula:
which is almost identical to that obtained in Example 2 except for the additional literal x a = C in the symbolic representation of the administrative pre-condition. It is possible to rewrite this formula into one of the form (6) by simple logical manipulations.
Symbolic user-role reachability problem
Given a goal (u g , R g ), an initial policy (U, R, U A 0 , ), a goal (u g , R g ), and administrative actions ψ = (can assign, can revoke); recall that the user-role reachability problem amounts to establishing if there exists a finite sequence U A 0 , U A 1 , ..., U A n (for n ≥ 0) of policies such that U A i → ψ U A i+1 for i = 0, ..., n − 1 and (in the policy U A n ) we have that u g is a member (explicit or implicit) of each role in R g . This problem can be restated symbolically as follows.
Definition 4. Let T RBAC be the theory underlying the RBAC policies obtained as explained in Section 3.1. Furthermore, let G(ua) be the ∃-formula representing the goal (u g , R g ) and I(ua) be the ∀-formula representing the initial policy U A (according to the transformations described in Section 3.2). Finally, let τ (ua, ua ) be α∈ψ [α] . Then, (an instance of) the symbolic user-role reachability problem amounts to establishing whether there exists an integer n ≥ 0 such that the formula
is satisfiable in the theory T n RBAC obtained by considering the same axioms of T RBAC and extending the signature Σ RBAC with n distinct copies ua 0 , ..., ua n of ua. When n = 0, the formula (7) simplifies to I(ua 0 ) ∧ G(ua 0 ).
It is easy to see that the user-role reachability problem admits a solution iff its symbolic version is solvable. To see this, first recall that I, G, and τ symbolically represent the initial policy, the goal, and the administrative actions, respectively, as we have argued in Section 3.2. Then, in Example 2, we have seen that satisfiability in (suitable extensions of) T RBAC is equivalent to the executability of certain administrative actions in a given policy U A. For example, the satisfiability in T 1 RBAC (i.e. the theory obtained from T RBAC by considering the same set of axioms of T RBAC and adding ua 0 and ua 1 as predicate symbols to Σ RBAC ) of I(ua 0 ) ∧ τ (ua 0 , ua 1 ) implies that there exists a structure M in Mod (T 1 RBAC ) such that M |= I(ua 0 ) ∧ τ (ua 0 , ua 1 ) and the interpretations of ua 0 and ua 1 in M are (isomorphic to) the relations U A 0 and U A 1 , respectively, where U A 0 → ψ U A 1 . If M also satisfies G(ua 1 ), then we have that-in U A 1 -the user u g is a member of each role in R g as G symbolically represents the goal (u g , R g ). Similar observations can be done for values of n > 1.
In the following, a triple (I(ua), τ (ua, ua ), G(ua)) is called (an instance of the) symbolic user-role reachability problem, where I is a ∀-formula, τ is a (finite) disjunction of formulae of the form (6), and G is an ∃-formula. In the next section, we develop a technique to solve any instance of the symbolic reachability problem by using automated theorem proving techniques in the context of a (symbolic) backward reachability procedure. Because of the expressiveness of the class of formulae used to symbolically represent RBAC policies and their administrative actions, the symbolic reachability procedure allows us to solve the user-role reachability problem introduced at the end of Section 2 as well as several interesting extensions (as we will see in Section 5).
A remark on the theory T RBAC . Recall from Section 3.1 that T RBAC is obtained (as an extension of) the union of the theories T U and T R . The latter is an enumerated data-type theory constraining the sort Role to be interpreted as a finite set of a given cardinality. For T U , there are two cases to consider. First, T U can be an enumerated data-type theory fixing the number of users in the RBAC policy. In this case, the models of the theory T RBAC are finite and the symbolic user-role reachability problem is equivalent to the user-role reachability problem considered in several works in the literature, e.g., [33] , in which the number of users is bounded. The second case to consider is when T U is the empty theory. Since we are interested in checking the satisfiability modulo T RBAC of formulae of the form (7), we can restrict our attention to the models of T U in which the interpretation of User is a finite subset of an infinite set. This is so because of the following two observations. 1. Checking the satisfiability of formulae of the form (7) modulo T RBAC can be reduced to checking the satisfiability of formulae in the BernaysShönfinkel-Ramsey (BSR) [25] ; see Section 4 for a precise definition and the description of the reduction (in particular, the proof of Property 2).
2. A BSR formula is satisfiable iff is satisfiable in a finite model (see, e.g., [25, 34, 26] and Fact 3 in Appendix A.1).
Thus, checking the satisfiability modulo T RBAC of (7) for a given value of n amounts to finding (if possible) a model of T RBAC ∪ {(7)} whose interpretation of User is a set of finite (but unknown) cardinality. In other words, we are trying to solve a family of user-role reachability problems that is parametric in the number of users in the RBAC policy. This variant of the user-role reachability problem for ARBAC policies has never been tackled before in the literature despite the fact that the results of an automated technique capable of solving it are more useful than those returned by techniques for a fixed number of users.
Symbolic reachability of ARBAC policies
An obvious idea to solve an instance (I(ua), τ (ua, ua ), G(ua)) of the symbolic reachability problem is to generate formulae of the form (7) for increasing values of n and then check their satisfiability modulo the theory T n RBAC by invoking an available theorem prover. We can stop generating new formulae as soon as the theorem prover detects satisfiability since this implies that there exists a sequence of administrative actions that leads from an initial policy to one satisfying the goal.
The minimal requirement for the mechanization of this procedure is the decidability of the satisfiability modulo T n RBAC of formulae of the form (7) . That this is indeed the case can be seen by a reduction to the satisfiability problem of formulae in the Bernays-Shönfinkel-Ramsey (BSR) class [25] , which is wellknown to be decidable. A formula in BSR has the form ∃x.∀y.ϕ(x, y), where x and y are disjoint (finite) tuples of variables, and ϕ is a quantifier-free formula containing only constant and predicate (but no function) symbols and at most the variables in x and y may occur as free variables.
The reduction consists of the following two observations. First, it is possible to re-write any instance of (7) to an equivalent BSR formula as follows. We start considering the case n = 0; by definition, (7) is I(ua 0 ) ∧ G(ua 0 ). By assumption, I is of the form ∀x 1 .ϕ 1 (ua, x 1 ) and G is of the form ∃x 2 .ϕ 2 (ua, x 2 ) for quantifier-free formulae ϕ 1 and ϕ 2 . Thus, I(ua 0 ) ∧ G(ua 0 ) is ∀x 1 .ϕ 1 (ua 0 , x 1 ) ∧ ∃x 2 .ϕ 2 (ua 0 , x 2 ), which can be transformed to ∃x 2 .∀x 1 . (ϕ 1 (ua 0 , x 1 )∧ϕ 2 (ua 0 , x 2 ) ) as we can assume, w.l.o.g., that the tuples x 1 and x 2 of variables are disjoint: this formula is obviously in the BSR class. Now, consider the case n = 1; by definition, (7) is I(ua 0 ) ∧ τ (ua 0 , ua 1 ) ∧ G(ua 1 ). Because of the discussion for n = 0, it is easy to see that I(ua 0 ) ∧ G(ua 1 ) can be transformed to a BSR formula ∃x.∀y.ϕ(ua 0 , ua 1 , x, x) for a quantifier-free formula ϕ. We are left to consider the formula τ (ua 0 , ua 1 ), which-by the assumption made at the end of Section 3.3-is of the form (6). It is possible to rewrite a formula of the form (6) into one of the form ∃x.∀y, z.ψ(ua, ua , x, y, z) for a quantifier-free formula ψ. Similar observations hold also for formulae of the form (5) . As a consequence, we can assume that τ (ua, ua ) is a formula of the form m j=1 ∃x j .∀w j .ψ j (ua, ua , x j , w j ) for quantifier-free formulae ψ 1 , ..., ψ m and disjoint tuples x j and w j of variables, for j = 1, ..., m and m ≥ 1. So, the formula I(ua 0 ) ∧ τ (ua 0 , ua 1 ) ∧ G(ua 1 ) can be written as
Since, w.l.o.g., we can assume that the tuples x, w, x 0 , w 0 , ..., x m , w m are all pair-wise disjoint, the last formula can be re-written to
where X is the concatenation of the tuples x, x 0 , ..., x m and W is the concatenation of the tuples w, w 0 , ..., w m . This last formula is obviously in the BSR class. It is straightforward to generalize these observations for n > 1.
The second observation to reduce the satisfiability of formulae of the form (7) modulo T n RBAC to the satisfiability of BSR formulae is that the theory T n RBAC is axiomatized by finitely many universal sentences, i.e. formulae of the form ∀x.ϕ(x) where ϕ is a quantifier-free Σ RBAC -formula where at most the variables in x may occur free. The conjunction of finitely many of these formulae can be re-written (by simple logical manipulations) to an equivalent formula in the BSR class. In this way, the satisfiability of formulae of the form (7) modulo T n RBAC is reduced to the satisfiability of a conjunction of two formulae in the BSR class which can again be transformed to a formula of the BSR class.
The two observations above prove the following simple fact.
Fact 1. For a given n ≥ 0, the problem of checking the satisfiability modulo T n RBAC of formulae of the form (7) is decidable.
This fact is the basis to solve the bounded version of the (symbolic) userrole reachability problem, which amounts to establish whether an instance of the formula (7) is satisfiable for a given value n. Indeed, this implies the decidability of the bounded user-role reachability problem introduced at the end of Section 2.
Fact 2. The bounded user-role reachability problem is decidable.
Despite this positive result, it is not possible to lift the procedure to solve the bounded symbolic user-role reachability problems to the unbounded version by considering larger and larger value of the bound n. In fact, this method terminates only when the goal is reachable from the initial state, i.e. when, for a certain value of n, the instance of the formula (7) is satisfiable modulo T n RBAC . Instead, when the goal is unreachable, the procedure will never detect unsatisfiability and it will be forced to generate an infinite sequence of instances of (7) for increasing values of n.
To overcome this problem, it is necessary to incorporate more sophisticated techniques to guarantee that it is impossible to reach a policy satisfying a given goal by continuing to apply administrative actions for values of n which are bigger than a given n.
Symbolic backward reachability
We show how a procedure for computing the set of backward reachable states can be used to solve instances of the symbolic user-role reachability problem introduced in Section 3.3. The procedure consists of repeatedly computing the symbolic representation of the set of RBAC policies from which it is possible to reach a policy satisfying the goal of the symbolic user-role reachability problem. The procedure halts in two cases. First, when the current set of (backward) reachable policies has a non-empty intersection with the set of initial policies. In this case, the goal is reachable by using a finite sequence of administrative actions. Second, when the current set of reachable policies is a fix-point, i.e. further application of the administrative actions do not enlarge the set of reachable RBAC policies. In this case, the goal is unreachable, i.e. there no finite sequence of administrative actions that allows one to reach a policy satisfying the goal. To mechanize this procedure, the following two requirements are mandatory: the class of first-order formulae used to represent sets of RBAC policies is closed under pre-image computation (see requirement (i) and Property 1 below) and the checks for safety and fix-point can be reduced to decidable logical problems (see requirement (ii) and Property 2 below). These requirements guarantee only that the procedure is a semi-algorithm. Termination requires more work and it is discussed in Section 4.3 below. We develop these ideas following the approach in [18] .
For n ≥ 0, the n-pre-image of a formula K(ua) is a formula P re n (τ, K) recursively defined as follows:
function BReach(I : ∀-formula, τ : disjunction of T-formulae, G : ∃-formula) 1 P ←− G; B ←− false; 2 while (P ∧ ¬B is satisfiable modulo T RBAC ) do 3 if (I ∧ P is satisfiable modulo T RBAC ) then return reachable; 4 B ←− P ∨ B; 5 P ←− P re(τ, P ); 6 end 7 return unreachable; Figure 2 : The basic backward reachability procedure P re 0 (τ, K) := K and P re n+1 (τ, K) := P re(τ, P re n (τ, K)), where
The formula P re n (τ, G) describes the set of states from which it is possible to reach the goal G in n ≥ 0 steps. At the n-th iteration of the loop, the backward reachability algorithm depicted in Figure 2 stores the formula P re n (τ, G) in the variable P and the formula BR n (τ, G) := n i=0 P re i (τ, G) (representing the set of states from which the goal G is reachable in at most n steps) in the variable B. While computing BR n (τ, G), BReach also checks whether the goal is reachable in n steps (cf. line 3, which can be read as I ∧ P re n (τ, G) is satisfiable modulo T RBAC ) or a fixed-point has been reached (cf. line 2, which can be read as
) is so and a fixed-point has been reached. When BReach returns unreachable (cf. line 7), the variable B stores the formula describing the set of states which are backward reachable from G which is also a fixed-point. Otherwise, when it returns reachable (cf. line 3) at the n-th iteration, there exists a run of length n that leads from a RBAC policy in I to one satisfying G.
We observe that for BReach to be an effective (possibly non-terminating) procedure, it is mandatory that (i) the formulae used to describe the set of backward reachable policies are closed under pre-image computation and
(ii) both the satisfiability test for safety (line 3) and that for fixed-point (line 2) are effective.
Regarding (i), it is sufficient to prove the following result since P re(
, for τ i a T-formula for each i = 1, ..., n, and existential quantifiers distribute over disjunction. Property 1. Let K be an ∃-formula. If τ is a T-formula, then P re(τ, K) is equivalent (modulo T RBAC ) to an effectively computable ∃-formula.
Proof. Let K(ua)
It is possible to substitute each occurrence of ua in γ with the right-handside of the bi-conditional in τ . Let γ(u, r, ua(y, z)
[¬](y = x i ∧ z = x j )) be the resulting formula where the free variable y and z are instantiated with the arguments of each occurrence of an application of ua . It is straightforward to check that γ(u, r, ua(y, z)
[¬](y = x i ∧ z = x j )) is a quantifier-free formula. So, the formula above can be re-written as follows:
Notice that the sub-formula containing the second-order existential quantifier over ua is always true (to see this, it is sufficient to replace ua with the righthand-side of the bi-conditional to derive a tautology) and can thus be dropped. Thus, we derive the following formula
which is logically equivalent to P re(τ, K). Since χ∧γ is a quantifier-free formula, we have proved that P re(τ, K) is logically equivalent to an ∃-formula with an extended existential prefix: all the variables in x have been added to those in u and r.
Concerning the decidability of the satisfiability tests for safety and fixedpoint in the backward reachability algorithm in Figure 2 (requirement (ii) above), we state and prove the following property.
Property 2. The satisfiability tests at lines 2 and 3 of the backward reachability procedure in Figure 2 are decidable.
Proof. First of all, we show how formulae at lines 2 and 3 can be effectively transformed to formulae in the BSR class. Let us consider the formula at line 2 of Figure 2 . This is the conjunction of an ∃-formula ∃x.ϕ(x) and a ∀-formula ∀w.ψ(w) for quantifier-free formulae ϕ and ψ. In fact, as discussed above, the variable P stores P re n (τ, γ), which (by Property 1) is an ∃-formula while the variable B stores n i=0 P re i (τ, γ) whose negation is, by Property 1, a conjunction of ∀-formulae which-in turn-is equivalent to a ∀-formula. W.l.o.g., we assume that x and w are disjoint tuples of variables so that ∃x.ϕ(x) ∧ ∀w.ψ(w) can be rewritten to ∃x, ∀w.ϕ(x) ∧ ψ(w), which is clearly a BSR formula. Now, let us turn our attention to the formula at line 3. It is obtained by conjoining a ∀-formula (I is so by assumption) and an ∃-formula (stored in the variable P , see previous case). Again, by simple logical manipulations, it is easy to obtain a formula in the BSR class. Finally, we observe that checking the satisfiability of BSR formulae modulo T RBAC can be reduced to checking the satisfiability of formulae in the BSR class since all the axioms of T RBAC are universal sentences, which can be rewritten to a BSR formula. Since the satisfiability of BSR formulae is decidable [25] , we conclude the proof.
Properties 1 and 2 are sufficient to guarantee the mechanization of the algorithm in Figure 2 but not its termination. Before discussing this issue (see Section 4.3 below), we illustrate how backward reachability works on a simple example.
A worked-out example
We consider a simple user-role reachability problem taken from [33] . There are several simplifying assumptions made by the authors of [33] that allow to abstract away the role hierarchy, assume one administrative role and one user to which roles can be assigned or revoked. While in [33] these assumptions are crucial for the design of an automatic analysis technique, they are unimportant for our approach but allow us to derive more compact and easy to read formulae. In fact, as a consequence of the simplifying assumptions, we can assume that the relation can assign contains pairs of the form (C, r) where C is a simple pre-condition and the administrative pre-condition has been omitted, and that can revoke is simply a set of roles to be revoked. Under these hypotheses, we consider just one user u and eight roles r 1 , ..., r 8 . The initial RBAC policy is U A := {(u, r 1 ), (u, r 4 ), (u, r 7 )} and the administrative actions ψ = (can assign, can revoke) are as follows:
can assign := ({r 1 }, r 2 ), ({r 2 }, r 3 ), ({r 3 , r 4 }, r 5 ), ({r 5 }, r 6 ), ({r 2 }, r 7 ), ({r 7 }, r 8 ) and
can revoke := {r 1 , r 2 , r 3 , r 5 , r 6 , r 7 }.
We want to show that the goal {(u, r 6 )} is unreachable as claimed in [33] . In our framework, the first thing to do is to specify the theory T RBAC obtained as the extension of the union of the theories T U and T R with the predicate ua. T U is the theory of an enumerated data-type with the single value u (axiomatized by the universal sentence ∀x.x = u for x a variable of sort User ) and T R is simply the theory of an enumerated data-type with the eight values r 1 , ..., r 8 since there is no role hierarchy according to the simplifying assumptions. Then, the initial RBAC policy is characterized by the following ∀-formula
  and the goal is specified by the following ∃-formula:
(notice that we do not use the role hierarchy predicate because it has been abstracted away by the simplifying assumptions). Finally, we list the T-formulae representing the pairs in can assign:
where ua := ua ⊕ (u, r) abbreviates the formula ∀y, z.(ua (y, z) ⇔ (ua(y, z)∨ (y = u ∧ z = r))), and the elements in can revoke: r 1 : ∃x.(ua := ua (x, r 1 )) r 2 : ∃x.(ua := ua (x, r 2 )) r 3 : ∃x.(ua := ua (x, r 3 )) r 5 : ∃x.(ua := ua (x, r 5 )) r 6 : ∃x.(ua := ua (x, r 6 )) r 7 : ∃x.(ua := ua (x, r 7 )), where ua := ua (u, r) abbreviates the formula ∀y, z.(ua (y, z) ⇔ (ua(y, z)∧ ¬(y = u ∧z = r))). We take τ (ua, ua ) to be the disjunction of all the T-formulae listed above representing pairs in can assign and elements in can revoke.
A digression on backward reachability. In order to simplify the presentation and to more closely follow the implementation in our tool asasp (discussed in Section 6 below), we use a variant of the algorithm in Figure 2 based on the following three observations. First, instead of computing pre-images of the goal with respect to τ , we consider the pre-images of the goal with respect to each disjunction of τ separately. This is possible because, as already observed, P re distributes over disjunctions and allows us to write more compact formulae. The second observation is about the fact that P re(t i , K) can be dropped from P re(τ, K) = n i=1 P re(t i , K) when P re(t i , K) is unsatisfiable modulo T RBAC where τ (ua, ua ) := n i=1 t i (ua, ua ), t i is a T-formula for each i = 1, ..., n, and K(ua) is an ∃-formula. The third and final observation concerns the fix-point checks. The global fix-point check "P re(τ, K) ⇒ K is valid modulo T RBAC " can be split into n local fix-point checks of the form "P re(t i , K) ⇒ K is valid modulo T RBAC for each i = 1, ..., n," since (
Notice that if one of the local fix-point checks fails, then the global fix-point has not been reached. Furthermore, checking for local fix-points allows us to exploit incrementality satisfiability checking when theorem provers support it. To see how, assume that this is the case and reason by refutation: "P re(t i , K) ⇒ K is valid modulo T RBAC " is equivalent to "P re(t i , K) ∧ ¬K is unsatisfiable modulo T RBAC ." After checking the satisfiability modulo T RBAC of P re(t 1 , K) ∧ ¬K, it is possible to incrementally conjoin P re(t 2 , K) and perform an incremental satisfiability check modulo T RBAC : if also this check reports satisfiability, we consider P re(t 3 , K) and so on; otherwise, we stop and report unsatisfiability which implies that a fix-point has been reached. It is not difficult to see that the global fix-point corresponds to the fix-point check of the procedure in Figure 2 . This concludes our digression.
We are now in the position to explain how the backward reachability procedure works on the user-role reachability problem stated above. At the beginning, the pre-image of G with respect to each elements of can assign and can revoke is computed. To illustrate how one of the pre-image computation is done, let us consider P re([({r 5 }, r 6 )], G) (here and below [α] denotes the formula obtained from applying the translation of the administrative action α in ψ, as described in Section 3.2), i.e.
where ua is implicitly existentially quantified. By using the transformations in the proof of Property 1, we can rewrite this formula to
Since the first disjunct above trivially implies G, we can drop it (as it will be found redundant in the local fix-point check) and the second disjunct can be simplified to
which is an ∃-formula. At this point, the backward reachability procedure checks for the satisfiability of I ∧ P re([({r 5 }, r 6 )], G), i.e.
A decision procedure for BSR formulae would immediately establish the unsatisfiability (modulo T RBAC ) of this formula. In turn, this implies that the RBAC policies identified by P re([({r 5 }, r 6 )], G) and I are disjoint and the goal is unreachable by applying ({r 5 }, r 6 ) ∈ can assign. Then, the backward procedure proceeds to check for a local fix-point. This amounts to establish the validity (modulo T RBAC ) of P re([({r 5 }, r 6 )], G) ⇒ G or, equivalently (reasoning by refutation), the unsatisfiability (modulo T RBAC ) of its negation, namely P re([({r 5 }, r 6 )], G) ∧ ¬G:
The decision procedure for BSR formulae detects the satisfiability of this formula and we are thus entitled to conclude that the local (and a fortiori the global) fix-point has not been reached. Thus, more pre-images of both G and G 1 := P re([({r 5 }, r 6 )], G) must be computed. It is not difficult to see that, before detecting the fix-point, the following satisfiable (modulo T RBAC ) pre-images (with respect to the remaining administrative actions in ψ) will be computed:
The set of backward reachable states, that is also a fix-point, is 4 j=0 G j for G 0 := G. The conjunction of G j with I is unsatisfiable (modulo T RBAC ) for j = 0, ..., 4 and thus the backward reachability procedure returns the unreachability of the goal, as anticipated at the beginning of this section.
Termination
Before showing the termination of the backward reachability procedure in Figure 2 , recall the remark at the end of Section 3.3 about the theory T RBAC . Since T RBAC is an extension of the union of the theories T U and T R , we considered two cases: (a) T U is an enumerated data-type theory or (b) T U is the empty theory. In case (a), the termination of the backward reachability procedure is straightforward since T RBAC admits only finite models. This implies that the existential quantifiers in the ∃-formulae used to represent the backward reachable sets of RBAC policies are logically equivalent to quantifier-free formulae over the signature of T RBAC by replacing the existential quantifiers with finite disjunctions over the finitely many constants of sort User and Role. Since only finitely many distinct quantifier-free formulae can be built out of the finite signature of T RBAC , the fix-point check at line 2 of the procedure in Figure 2 must eventually succeed. This implies the termination of the procedure when T U is an enumerated data-type theory.
For case (b), i.e. when T U is the empty theory, the situation is more complex since, as discussed in the remark at the end of Section 3.3, the backward reachability procedure tries to solve a family of user-role reachability problems indexed over the interpretation of the sort User that ranges over the finite sets of an infinite set. The models of T U are finite but unbounded, the ∃-formulae used to represent the sets of backward reachable RBAC policies can no more be replaced by quantifier-free formulae, and the termination argument used for case (a) above does no more hold. In particular, there is no guarantee that a fix-point can be expressed by disjunctions of ∃-formulae as required by line 4 in Figure 2 . Thus, the fix-point check at line 2 of the backward reachability procedure may fail because only ever more precise approximations of a fix-point can be computed, causing the non-termination of the procedure. The rest of this section is devoted to show that this is not the case and that the procedure in Figure 2 terminates also when T U is the empty theory; thereby showing that it is able to solve the parametric version of the symbolic user-role reachability problem introduced in Section 3.3.
Formally, we develop our result following the approach in [18, 4] used for proving the termination of backward reachability for certain classes of infinite state systems. We introduce a model-theoretic notion of sets of RBAC policies, called configurations, which are the semantic counter-part of ∃-formulae, and then define a well-quasi-order on them: this, according to the results in [4] , implies the termination of the backward reachability procedure. The full technical development is included in Appendix A, here we only sketch the main ideas.
According to Section 3.1, let T RBAC be obtained from extending the union of the theories T U and T R with the predicate ua and T U be the empty theory. A configuration is a RBAC policy M ∈ M od(T RBAC ) such that the cardinality of the domain of M is finite. Intuitively, a configuration is a finite representation of a possibly infinite set of RBAC policies that "contains at least the part mentioned in the configuration." The following example can help to grasp the underlying intuition.
Example 3. Let T R be a theory of an enumerated data-type with at least the value r 0 and consider the following ∃-formula:
As already observed, if T U is the empty theory, we can restrict our attention to the models interpreting User as a finite set (with unknown cardinality) when solving the symbolic user-role reachability problem, i.e. when checking the satisfiability of (7) in Section 3.3. This implies that we are looking for a finite model of M of T RBAC interpreting ua as a finite but unbounded set of pairs (u i , r k ) satisfying the ∃-formula above provided that the pair (u 0 , r 0 ) belongs to the interpretation of the predicate ua in M.
As we will see below, the backward reachability procedure in Figure 2 considers exactly those RBAC policies in which ua := {(u 0 , r 0 )} ∪ ∆ where ∆ is a (possibly empty) finite set of pairs (u i , r j ). In other words, the procedure considers all those configurations containing the pair (u 0 , r 0 ) in the interpretation of ua plus any other finite set of pairs (user, role).
The idea that a configuration represents a (possibly infinite) set of RBAC policies sharing a common (finite) set of user-role assignments can be made precise by using the notion of partial order. A pre-order (P, ≤) is the set P endowed with a reflexive and transitive relation. An upward closed set U of the pre-order (P, ≤) is such that U ⊆ P and if p ∈ U and p ≤ q then q ∈ U .
We define the pre-order ≤ on configurations as follows: M ≤ M iff there exists an embedding from M to M , where M and M are configurations. Roughly, an embedding is a homomorphism that preserves and reflects relations (see Appendix A for a precise definition). Interestingly, we can show that configurations are the semantic counter-parts of ∃-formulae.
Lemma 1. The following facts hold: (i) for every ∃-formula K, the set
A cone is an upward closed set of the form ↑ p = {q ∈ P | p ≤ q}. An upward closed set U is finitely generated iff it is a finite union of cones. A preorder (P, ≤) is a well-quasi-ordering (wqo) iff every upward closed sets of P is finitely generated. (This is an alternative but equivalent-as shown in [18] definition of wqo.) It is possible to show that finitely generated upward closed sets of configurations can be expressed as configurations of the form [[K] ] for a suitable ∃-formula K (see Proposition 3 in Appendix A.3). This observation together with Lemma 1 imply that configurations and ∃-formulae can be used interchangeably.
To show the termination of the backward reachability procedure in Figure 2 , the idea is to use the duality between configurations and ∃-formulae and to prove that the procedure computes only finitely generated upward closed sets as configurations whose union is also finitely generated. Theorem 1. The backward reachability procedure in Figure 2 terminates.
As a corollary, we obtain the main result of this paper. Corollary 1. Any instance (I, τ, G) of the symbolic user-role reachability problem is decidable, for I a ∀-formula, G an ∃-formula, and τ a (finite) disjunction of T-formulae.
This result holds when T U is the empty theory, thereby solving a variant of the (symbolic) user-role reachability problem that is parametric in the number of users. Furthermore, it generalizes decidability results for the user-role reachability problem available in the literature in several directions. First, we solve a more general reachability problem than those considered in [23, 33] because I may represent more than one RBAC policy and G can encode more complex queries than goals as we argued in Section 3.1. Second, similarly to [33] , we generalize the analysis in [23] by permitting revocation and negated pre-conditions both in the administrative and simple pre-conditions of role assignments. Third, our analysis technique permits to handle role hierarchies without the need of any pre-processing as it is required by other techniques such as in [33] (although they can also be used in combination with our approach). Fourth, our technique does not rely on the separate administration assumption, that amounts to assume that roles appearing in administrative pre-conditions do not appear in simple pre-conditions of administrative actions, as those proposed in [28, 33, 31] . We believe this to be a significant step forward in the development of more general automated analysis procedures for ARBAC policies.
Another advantage of our approach is the tunability of the analysis techniques to solve other interesting analysis problems for ARBAC policies (e.g., role containment [23] ), as we will see in the next section.
Related security analysis problems
We show how some security analysis problems for ARBAC policies considered in the literature can be reduced to (variants of) the symbolic user-role reachability defined in Section 3.3. It is important to observe that, depending on the fact that theory T U is an enumerated data-type theory or the empty theory, the decidability results that follow hold for a fixed or parametric, respectively, number of users as it is the case for the user-role reachability problem (recall the remark at the end of Section 3.3).
User-role reachability with authorization constraints
In [33] , Static Mutually Exclusive Roles (SMER) constraints are considered to help enforcing separation of duty. In its simplest form, a SMER is an unordered pair (r 1 , r 2 ) of roles whose memberships must be disjoint. Indeed, administrative actions must not violated any SMER constraint.
It is possible to extend the backward reachability procedure to take into considerations this kind of constraints as follows. Let (I, τ, G, Σ) be an extended user-role reachability problem where (I, τ, G) is a user-role reachability problem and Σ is a finite set of ∀-formulae obtained by translating a finite set S of SMER constraints as follows: for each (r i , r j ) ∈ S, add to Σ the formula
where x is a variable of sort User . To guarantee that no administrative action in τ may violate the constraints in Σ, we modify the fix-point check at line 2 of the backward reachability procedure in Figure 2 as follows:
2 while ( Σ ∧ P ∧ ¬B is satisfiable modulo T RBAC ) do where Σ denotes the conjunction of all the ∀-formulae in Σ.
To understand why the conjunction of the formulae in Σ is sufficient to take into account the SMER constraints, let us consider the equivalent formulation of the fix-point check in terms of validity, i.e. ( Σ ∧ P ) ⇒ B is valid modulo T RBAC . It should be clear that only the set of backward reachable RBAC policies at iteration i + 1, stored in P , which also satisfies the SMER constraints are required to be included in the set of backward RBAC policies at iteration i, stored in B. Since we consider a sub-set of the RBAC policies in the set of backward reachable RBAC policies at the current iteration when checking for fix-point, it is more likely that a fix-point can be detected. This is exactly what SMER constraints are supposed to do, i.e. to restrict the set of possible sequence of administrative actions to only those satisfying the constraints. Notice that any authorization constraint that can be expressed as a ∀-formula can be used in the set Σ.
Theorem 2. Any instance (I, τ, G, Σ) of the extended user-role reachability problem is decidable, for I a ∀-formula, G an ∃-formula, τ a (finite) disjunction of T-formulae, and Σ a finite set of ∀-formulae.
The proof of this result is almost identical to that of Corollary 1 and it is based on the variant of the backward reachability procedure in Figure 2 described above.
Inductive policy invariants
In [10, 9] , the problem of checking properties that remain unaffected, i.e. invariant, under any sequence of actions of arbitrary (but finite) length is considered. An (administrative) policy invariant is a formula which holds in every RBAC policy. The problem of establishing whether a ∀-formula is an invariant can be seen as the dual of the user-role reachability. In fact, it is not difficult to see that if the backward reachability procedure terminates with unreachable, then the negation of the formula representing the fix-point is the strongest possible administrative invariant, i.e. any other invariant is implied by it (see, e.g., [18] ).
Let (I, τ, G) be a symbolic user-role reachability problem where I is a ∀-formula, G is an ∃-formula, and τ is a finite disjunction of T-formulae. A ∀-formula Inv(ua) is an inductive invariant for (I, τ, G) iff
The idea is to find an inductive invariant that contains all the reachable states of the administrative policy-items (a) and (b) above-whose intersection with the goal G is empty-item (c). Notice that once Inv is known, the checks at items (a), (b), and (c) are all decidable because they can be reduced to the satisfiability of BSR formulae. To illustrate, (a) is equivalent to checking the unsatisfiability modulo T RBAC of I(ua) ∧ ¬Inv(ua). Now, I is a ∀-formula and ¬Inv is an ∃-formula, whose conjunction can be rewritten as a BSR formula, say θ. As already observed above, checking θ modulo T RBAC can be reduced to checking the conjunction of θ with all the axioms of T RBAC , which are ∀-formulae. Such a conjunction can be rewritten to a BSR formula and thus, ultimately, we have to check the satisfiability of a BSR formula, which is indeed decidable. Similar observations hold for items (b) and (c). This shows the following fact.
Theorem 3. The problem of establishing if a ∀-formula is an inductive invariant for (I, τ, G) is decidable, when I is a ∀-formula, G is an ∃-formula, and τ is a (finite) disjunction of T-formulae.
Indeed, although checking the satisfiability of three BSR formulae is computationally much cheaper than running the backward reachability procedure of Figure 2 , the real problem is to find a suitable inductive invariant Inv. This is a hard problem as it is well-known from the verification of distributed and concurrent systems (see, e.g., [24] ). In particular, the drawback of the method is constituted by the situation where a property Inv fails to be inductive. In this case, we are not entitled to conclude anything about the goal G. Indeed, we can take the complement ¬Inv (an ∃-formula) of Inv and run the backward reachability procedure of Figure 2 . If this returns unreachable, then we can conclude that Inv is invariant. In other words, inductive invariants are a strict sub-class of invariants.
Role containment
In [23] , the problem of role containment is considered: given an initial RBAC policy U A 0 and administrative actions in ψ, it consists of checking whether every user who is a member of a certain role r i is also member of some other role r j with i = j in every RBAC policy which is reachable from the initial RBAC policy. In our framework, it is easy to reduce this problem to the (symbolic) user-role reachability problem.
Let I be a ∀-formula representing the set of initial RBAC policies, τ be a disjunction of T-formulae representing the administrative actions in ψ, and r i , r j two constants of sort Role with i = j. The tuple (I, τ, r i , r j ) is an instance of a symbolic role containment problem. For simplicity, we assume that there is no role hierarchy; the extension to role hierarchy is not difficult. Now, consider the following additional T-formula:
where r k is a "fresh" role, i.e. a role occurring neither in I nor in τ . This administrative action assigns a user x 1 who is a member of role r i but not of role r j to the newly added role r k . Now, consider the symbolic user-role reachability problem (I, τ , G), where τ is obtained by adding to τ the T-formula introduced above and G is the ∃-formula
Then, the solvability of this problem implies that there exists a user who is a member of r i but not of r j ; whereas its unsolvability implies that all users who are members of r i are also members of r j . In other words, we have shown the following result.
Theorem 4. Any instance (I, τ, r i , r j ) of the symbolic role containment problem is decidable for I a ∀-formula, G an ∃-formula, τ a (finite) disjunction of Tformulae, and r i , r j constants of sort Role with i = j.
Notice that (10) and (11) have not the same shape of those obtained from the translation described in Section 3. For example, (11) does not constraint the value of the user x 1 as it is the case of the translation of a goal of a user-role reachability problem. However, Theorem 1 in Section 4.3 (about the termination of the backward reachability procedure in Figure 2 ) holds when the goal and the transition formulae are any ∃-formula and disjunction of T-formulae, respectively, as it is the case of (10) and (11). This is an example of the flexibility of our approach to the specification and analysis of ARBAC policies.
Weakest precondition
In [19] , the weakest precondition problem is considered: for a given collection ψ of administrative actions and goal γ, it amounts to computing the minimal sets of initial role memberships of a given user u k for which the goal γ is reachable. In our framework, it is possible to solve this problem by using a variant of the backward reachability procedure in Figure 2 as follows.
Let τ be a disjunction of T-formulae, G an ∃-formula, and u k a constant of sort User . The tuple (τ, G, u k ) is an instance of the symbolic weakest precondition problem. It is possible to compute the minimal sets of initial role memberships of a given user u k for which G is reachable by considering the following instance (I, τ, G) of the symbolic user-role reachability problem where I is the formula ∀y, z.(ua(y, z) ⇔ false) (or, equivalently, ∀y, z.¬ua(y, z)) on which it is run the following refinement of the backward reachability procedure in Figure 2 .
We consider a restricted class of ∃-formulae, called ∃ + -formulae, of the form ∃x.ϕ(x) for ϕ a conjunction of literals. The use of ∃ + -formulae is without loss of generality as any ∃-formula can be transformed to a finite disjunction of ∃ + -formulae by simple logical manipulations. The price to pay for the adoption of ∃ + -formulae or, equivalently, of forbidding the use of disjunction in the formulae representing the set of backward reachable RBAC policies, is the use of a more complex data structure to represent the same sets of RBAC policies stored in the variable B of the procedure in Figure 2 . More precisely, we use a forest of trees whose nodes are labelled by ∃ + -formulae. The root nodes are labelled by ∃ + -formulae whose disjunction is equivalent to the goal G. At each iteration of the main loop of the backward reachability procedure the following steps are performed: (1) a leaf node n labelled by an ∃ + -formula θ in a tree is selected, (2) the pre-image of θ is computed and transformed into a disjunction of θ 1 , ..., θ m ∃ + -formulae, and (3) m nodes are added as sons of the node n and each node is labelled by one of the θ i 's. After the creation of each new node, we check whether a fix-point has been reached as follows. We consider the formula θ labelling the new node and take the disjunction of the ∃ + -formulae labelling all the nodes in the trees except θ. It is possible to show that this formula is equivalent to the content of the variable B of the procedure in Figure 2 , i.e. it is the set of backward reachable states. Then, we check the satisfiability (modulo T RBAC ) of ¬(θ ⇒ B), which is similar to the check at line 2 in Figure 2 except that θ is an ∃ + -formula instead of an ∃-formula. Since the formula I is equivalent to false, the check for the intersection between the set of backward reachable states and I is omitted because we know that it is bound to fail.
The termination of this variant of backward reachability procedure is similar to that of Theorem 1 and it is based on the same wqo on configurations. So, it is possible to show that only finitely many trees are constructed. When the procedure halts, we collect all the ∃ + -formulae labelling the nodes of the trees in the forest and extract the corresponding configurations; this is always possible because of Lemma 1. Among the resulting sets, we take only those in which the interpretation of ua has the minimal number of occurrences of the user u k as the first component. Clearly, this solves the weakest precondition problem stated above and allows us to state the following decidability result.
Theorem 5. Any instance (τ, G, u k ) of the symbolic weakest precondition problem is decidable for G an ∃-formula, τ a (finite) disjunction of T-formulae, and u k a constant of sort User .
We conclude by emphasizing-once more-that all the decidability results derived in this section hold both for a fixed and a finite but unknown number of users according to the fact that T U is an enumerated data-type theory or the empty theory.
Experimental evaluation
A theoretical characterization of the complexity of the backward reachability procedure in Figure 2 is not very interesting to evaluate the practical viability of the analysis technique proposed in this paper. In fact, each satisfiability check (and there are two per iteration of the main loop) is NEXPTIME complete [21] . So, we have implemented (a refinement of) the backward reachability procedure in Figure 2 in a tool called asasp (acronym for Automatic Symbolic Analysis of Security Policies), which is described in [5] . We have then tested asasp on a significant set of benchmarks of user-role reachability problems taken from [33] in order to evaluate the scalability of the approach. Scalability is of paramount importance to analyse real-world applications with thousands of users and several hundreds roles, as it is the case for, e.g., the access control layer of banks [30] . We will see that asasp has a better scalability behaviour than the state-of-theart tool described in [33] on the considered set of problems. In the rest of this section, we briefly describe asasp and then the benchmark problems together with a comparative experimental evaluation.
asasp adopts a client-server architecture to implement the backward reachability procedure in Figure 2 . The client computes pre-images and generates the proof obligations required to test for fix-point or the non-empty intersection with the initial set of RBAC policies. The server performs the checks for satisfiability modulo T RBAC and is implemented by invoking state-of-the-art automated deduction systems such as Automated Theorem Provers or SMT solvers.
In the experiments discussed below, we used the automated theorem prover SPASS [3] and the SMT solver Z3 [1] .
3 Although these tools are quite powerful, preliminary experiments have shown that the formulae to be checked for satisfiability generated by the client quickly become very large and are not easily solved. Our preliminary experiments with a naive implementation of the backward reachability procedure in Figure 2 have shown that the approach does not scale up to problems of moderate size. It is thus crucial to integrate the power of well-engineered automated reasoning systems in the backward reachability procedure by using heuristics aimed to reduce the size of the SMT problems encoding safety and fix-point checks. The key idea underlying these heuristics is to simplify the formulae by detecting and eliminating redundancies. This is done by using the restricted class of ∃ + -formulae and the variant of the backward reachability procedure introduced in Section 5.4. For more details about these issues and the heuristics used in the tool, the reader is referred to [5] . Here, we only mention that asasp is capable to return the exact sequence of administrative actions that leads from an initial RBAC policy to one which satisfies the goal. This feature is crucial for the practical usability of the tool in presence of complex administrative actions, because it enables the user to quickly isolate the "bad" behaviours and ultimately to modify the ARBAC policies to avoid that untrusted users may acquire membership in roles that are security sensitive.
We consider two classes of problems: (a) the synthetic benchmarks described in [33] and available on the web at [2] for the ARBAC model without hierarchy and (b) the same problems considered in (a) augmented with randomly generated role hierarchies. Besides the number of roles, the key parameter of these benchmarks-according to the parametrised complexity result derived in [33] is the goal size, i.e. the number of roles in the goal or, equivalently, the number of constants of sort Role occurring in a symbolic goal. We perform a comparative analysis between asasp and the state-of-the-art tool used in [33] , called rbac-pat [19] , for increasing values of the goal size. Notice that for both classes of benchmarks, the theory T U is the enumerated data-type theory constraining the interpretation of the sort User to be a singleton because of the simplifying assumptions in [33] that were already discussed in the example of Section 2.2.
The experiments discussed below were conducted on an Intel(R) Core(TM)2 Duo CPU T5870, 2 GHz, 3 GB RAM, running Linux Debian 2.6.32. The sources of asasp and all the benchmark problems are available on-line at http://st. fbk.eu/ASASP. Benchmark class (a). In [2] , there are five classes of randomly generated benchmarks for ARBAC policies without role hierarchy. The first and second classes of benchmarks were used to evaluate the forward search algorithm of rbac-pat and are too easy for backward procedures. In fact, this type of procedures immediately "realize" that the goal is never reachable as the roles in the goal are different from all the roles in the last component of the tuples in can assign or can revoke. The fourth and fifth classes of benchmarks are also easily solved by both asasp and rbac-pat, with the former slightly slower than the latter because of the overhead of invoking an automated theorem prover instead of the ad hoc techniques used by the latter.
The most interesting class of problems is the third, which was used to evaluate the scalability of the backward reachability algorithm of rbac-pat. Figure 3 shows the plot of the median time (logarithmic scale) of asasp and rbac-pat to solve 32 problems in this class for increasing values of the goal size (up to 8); the time out was set to 1,800 sec. It is clear that the behaviour of rbac-pat grows quickly for increasing values of the size of the goal. For goal sizes larger than 6, we were no more able to report the median value of rbac-pat as it solved less than 50% of the instance problems in the given time-out. Up to goal size 4, rbac-pat was able to solve 100% of the problem instances, for a value of 5 the percentage of success goes down to around 73%, for 6 goes further down to 60%, and for 7 and 8 reduces to 37% and 33%, respectively. Instead, asasp shows a much better behaviour, solving the problem instances for goal sizes 1,2, and 3 with a slight overhead with respect to rbac-pat and outperforms the latter for goal sizes bigger than 3; in particular, asasp can solve 100% of the problem instances up to a goal size of 7 and 90% for a goal size of 8. Notice the "cut-off effect" for goal size larger than 5 when problem instances become over-constrained (as it is unlikely that more and more goal roles are reachable). Benchmark class (b). We extended the benchmark problems considered above with randomly generated role hierarchies parametrised with respect to the shape (lattice, inverted tree, or layered [22] ) and the maximal length of the transitivity chains (called the depth of the hierarchy). In order to enable rbac-pat to process the resulting problem instances, we pre-processed them by implementing the translation in [28] to compile away the role hierarchy (we do not include the time spent for this pre-processing in the timings below). For asasp, we considered the instance problems with the hierarchy axiomatized as a partial order (as described in Section 3.1) and those with the hierarchy compiled away. Only the depth of the hierarchy is significant while the performances of the tools are insensitive to the shape.
Each plot in Figure 4 shows the median time (logarithmic scale) of rbacpat and asasp (both with axiomatization and compilation of the role hierarchy) against ten increasing values of the depth of the role hierarchy for a fixed value of the goal size (the time-out was set to 600 sec). Similarly to the results in Figure 3 , asasp scales much better than rbac-pat with respect to the size of the goal: for increasing values of the depth of the role hierarchy, this behaviour is amplified. For asasp, using a symbolic representation of the role hierarchy is beneficial when compared with the performances on the same problem instances with the hierarchy compiled away. The reason is that the technique to compile away the hierarchy may give exponentially larger problems (as observed in [28] ) that are more difficult to solve. To confirm this, we remark that while ASASP can solve all problem instances in the given time-out, the percentage of success of rbac-pat degrades with increasing depth: from 90% at depth 2 down to 66% at depth 30.
These findings show that asasp scales better than rbac-pat on this set of benchmarks and, more in general, confirm the practical viability of our approach. For more experiments on an extension of ARBAC policies with attributes that confirm these results, the reader is pointed to [6] .
Discussion
We have presented a uniform symbolic framework to specify and analyse AR-BAC policies. The number of users in the policies is finite and can be either bounded or unbounded (i.e. not known during analysis). In this framework, we have proposed a symbolic backward reachability procedure that can be used to solve the user-role reachability problem, which amounts to check whether certain users can acquire a given permission or, dually, if a user can never be given a role which would give him or her a permission which is not supposed to have. Such a security analysis problem is reduced to a sequence of satisfiability problems of formulae in the BSR class. This has two main benefits.
First, it allows us to show the decidability of a generalization of the user-role reachability problem that is parametric in the number of users. The capability of performing analysis of ARBAC policies regardless of the number of users makes the results of the analysis more useful. In fact, there is no need to re-run the analysis procedure each time the number of users changes if we have shown that a certain property holds for any number of users. We regard our main decidability result (stated in Corollary 1) as a significant step forward in the development of more general automated analysis procedures for ARBAC policies. For example, our technique does not rely on the separate administration assumption as those proposed in [28, 33, 31] . Furthermore, the decidability of (the parametric version of) several other interesting security problems considered in Section 5, such as role containment and weakest preconditions, can be reduced to the symbolic user-role reachability problem; thereby providing further evidence of the usefulness of the proposed symbolic framework in which to represent ARBAC policies. The procedure in Figure 2 is more general than those considered in [23, 33] because ∀-formulae may represent more than one initial RBAC policy and ∃-formulae can encode more complex queries than goals in user-role reachability problems. Finally, our analysis technique permits to handle role hierarchies without the need of any pre-processing as it is required by other techniques in the literature (e.g., those in [33] ).
The second main benefit of our framework is that it permits the use of state-of-the-art automated theorem proving and SMT solving techniques. The experiments discussed in Section 6 clearly show the better scalability of an implementation of our technique, called asasp, with respect to the state-of-theart tool rbac-pat. The better behaviour of asasp is the result of leveraging the power of well-engineered automated reasoning systems integrated in the backward reachability procedure of Figure 2 by using heuristics aimed to reduce the size of the satisfiability problems encoding safety and fix-point checks.
In future work, we want to study to what extent other variants of ARBAC can be formalized in our framework, e.g., UARBAC [22] . The first steps in direction has been already taken in [6] where RBAC policies are extended with attributes. However, only a restricted form of negation is allowed in the preconditions of the administrative actions of [6] in order to preserve the closure under pre-image computation which is one of the key requirement for the mechanization of the procedure in Figure 2 . In order to overcome this limitation, we believe that approximation techniques used in infinite state model checking for handling global conditions (see, e.g., [7] ) can be profitably used.
A Termination of backward reachability
Theorem 1 (about the termination of the backward reachability procedure in Figure 2 ) can be seen as a special case of that in [17] , developed in a more general framework that allows for the formalization and the analysis of safety properties for concurrent, distributed, and timed systems as well as algorithms manipulating arrays. However, we believe worthwhile to prove termination for the procedure presented in this paper as the whole technical development becomes much simpler. Preliminary, we provide some basic model theoretic notions of first-order logic and some key properties of formulae in the BSR class (Section A.1). Then, we consider the relationship between ∃-formulae and configurations (Section A.2) and vice versa (Section A.3). Finally, we give the proof of Theorem 1 (Section A.4).
A.1 Background notions and results of model-theory
Let M be a Σ-structure. A substructure of M is a Σ-structure N whose domain is contained in that of M and such that the interpretations of the symbols of Σ in N are restrictions of the interpretation of these symbols in M; conversely, we say that M is a superstructure of N . Let C be a class of structures; we say that C is closed under substructures if M ∈ C and N is a substructure of M, then N ∈ C.
Property 3. A class C of structures is closed under substructures iff there exists a theory T such that T contains only universal formulae and M od(T ) = C.
A proof of this result can be found in any book on model theory, e.g., [20] . From this property, it follows that the truth of ∃-formulae formulae is preserved by taking superstructures.
Let M and N be two structures over the same signature Σ and M, N be their domains, respectively; an embedding s is an injective mapping from M to N such that (i) s(f M (e 1 , ...., e n )) = f N (s(e 1 ), ..., s(e n )) for each function symbol f in the signature Σ and (ii) (e 1 , ..., e n ) ∈ R M iff (s(e 1 ), ..., s(e m )) ∈ R N for each predicate symbol R in Σ, where (e 1 , ..., e n ) is a tuple of elements in M of length equal to the arity of f or R, respectively. It is possible to show (see, e.g., [20] ) that any embedding can be seen as the composition of an isomorphism followed by an "extension," i.e. if there is an embedding from M to N , we can assume that M is a substructure of N (or dually, N is a superstructure of M).
Let M be a Σ-structure and A be a sub-set of the domain of M; Σ(A) is the signature obtained by adding to Σ new symbols of constants a for every a ∈ A. We can regard M as a Σ(A)-structure when the interpretation function of M is extended so that every element a in A is mapped to the constant a. The Robinson diagram of A in M, in symbols δ M (A), is the set L of all Σ(A)-literals such that M |= , for every ∈ L.
Lemma 2 (Robinson Diagram Lemma). Let M and N be two Σ-structures and M be the domain of M. Then, there exists an embedding from M to N iff N can be expanded to a Σ(M )-structure which is a model of δ M (M ).
The proof of this fact is an immediate consequence of the definition of Robinson diagram given above and can be found in any book on model theory (e.g., [20] ).
Finally, we briefly recall the key argument underlying the proof of the decidability of the satisfiability problem for BSR formulae. Let ∃x.∀y.ϕ(x, y) be the BSR formula that we want to check for satisfiability. Skolemize the existential prefix and obtain the formula ∀y.ϕ(x, y), where the variables in x are considered as "fresh" constants. The Herbrand domain is a finite set containing the constants in x and those occurring in ϕ, say C. Following Herbrand instantiation procedure, it is possible to obtain the following ground formula to be checked for satisfiability: σ ϕ(x, yσ), where σ ranges over all possible instantiations of the variables in y to the constants in x∪C. The satisfiability of this formula can be checked by using a satisfiability (SAT) solver for proposition logic by considering all the atoms in the instances of ϕ as propositional letters. Since there are finitely many instances to check and each check is decidable, we conclude the decidability of the satisfiability problem for BSR formulae. Notice that only the constants occurring in the formula (plus the existential variables considered as Skolem constants) must be considered for establishing satisfiability. This proves the following well-known fact (see, e.g., [25, 34, 26] for a formal proof). Proof. Since the union of an upward closed set is still an upward closed set, we assume-without loss of generality-that K(ua) is of the form ∃r, u.ϕ(r, u, ua) where u, r are tuples of variables of sorts User and Roles, respectively, and ϕ is a conjunction of literals (as we can always transform a Boolean combination of atoms into disjunctive normal form and then distribute the existential quantifiers over the disjunction). , by definition of truth, it follows that there exist tuples u 1 , ..., u n and r 1 , ..., r m of constants of sort User and Role, respectively, such that M |= K(u 1 , ..., u n , r 1 , ..., r m ). From (b) and the definition of embedding, we derive that M |= K(u 1 , ..., u n , r 1 , ..., r m ) iff N |= K(s(u 1 ), ..., s(u n ), s(r 1 ), ..., s(r m )).
The last two facts and the observation that the truth of ∃-formulae is preserved when considering superstructures (recall the observation after Property 3) imply that N |= K, as desired. (u 1 , ..., u n , r 1 , ..., r m ) . By the Diagram Lemma (i.e. Lemma 2 above), this is equivalent to the existence of an embedding from M to N , which-in turn-is equivalent to M ≤ N , by definition of ≤.
(ii). Without loss of generality, we can assume K to be ∃u, r. n k=1 ϕ k (u, r). For each k = 1, ..., n, we can also assume (again without loss of generality) that there exists an existentially quantified variable x in u ∪ r such that x = t, for each constant in K. In this way, all the elements are explicitly mentioned in K. Now, in a BSR theory, every quantifier-free formula with at most m free variables is equivalent to a disjunction of the diagram δ M (X) where M is a substructure of a model of the theory and X is a set of elements of cardinality at most m. Thus, K can be rewritten as A ∃u, r.δ A (u, r)
for A ranging over the models whose cardinality is m (recall that the class of models of a BSR theory is closed under substructures). Each disjunct can be either unsatisfiable, because it does not agree with the interpretation of ua, or satisfiable and, in this case, the model A is a configuration such that ∃u, r.δ A (u, r) is precisely K A , as desired.
A.4 Proof of termination of backward reachability
Now that we have proved the interchangeability of ∃-formulae and configurations, we are in the position to prove the termination of the algorithm in Figure 2 , i.e. proving Theorem 1 in Section 4.3.
Proof of Theorem 1. First of all, notice that when the algorithm return reachable, it also terminates (line 3). So, we consider the case when the goal is unreachable. Let B(τ, K) :
. There are two cases to consider.
