Research into traditional software evolution has been tackled from two broad perspectives: that focused on the how, which looks at the processes, methods and techniques to implement and evolve software; and that focused on the what/why perspective, aiming at achieving an understanding of the drivers and general characteristics of the software evolution phenomenon.
INTRODUCTION
The phenomenon of software evolution has been described in the literature (e.g., [10, 11] ), with several models of different nature ( [1, 2, 12, 16] ) being proposed to understand and explain the empirical observations. Some of these models purport to be universally applicable to all software development processes. However, the models in the literature were built mainly observing software developed using a traditional centrally-managed waterfall development process, or one of its variants [20] .
Research in this area has been approached from two different perspectives. One considers the processes, methods and techniques to implement and evolve software (the how ). The other applies systematic observation of empirical data to achieve an understanding of the causes and general characteristics of the phenomenon (the what/why). Both perPermission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, to republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. spectives are related: the study of the what/why is important in order to achieve and appropriate plan, manage and control the various software engineering activities; and to guide the development of new processes, methods and tools, that is, to guide the how.
The link between the how and the what/why perspectives is illustrated in [13] , where several guidelines are derived from Lehman's laws of software evolution. The output of the what/why study is exemplified by empirical generalizations such as Rajlich and Bennett's model of the lifecycle [16] and Lehman's laws of software evolution ( [11, 15] ).
In this context, the present paper expands and refines the empirical hypothesis presented in the staged model of software evolution [16] so that it can be applied to FLOSS projects. For this, we compare and contrast the existing empirical knowledge (e.g. as derived from studies of proprietary systems evolved under traditional processes [9] ) with the emergent FLOSS paradigm. This revision will help FLOSS developers and practitioners to characterize any FLOSS system, in terms of which phase it is currently undergoing, or which phase it will more likely move to.
THE STAGED MODEL
The staged model for software evolution represents the software lifecycle as a sequence of steps [16] . Based on the traditional commercial projects, the core idea of the model is that software systems evolve through distinct stages: -Initial development, or alpha stage, includes all the phases (design, first coding, testing) achieved before the first running version of the system. In this stage, usually no releases are made public to the users.
-Evolutionary pressures enhance the system with new features and capabilities in the phase of the evolution changes: binary releases and individual patches are made available to the users, and feedback is gathered to further enhance the system.
-As long as the profitability of either new enhancements or changes to the existing code base is overcome by the costs of such modifications, the servicing phase is reached. The system is considered mature, changes are added to the code base, but no further enhancements (apart from patches) are provided to the end users.
-When the service is discontinued and no more code patches are released, the stage of phase-out is meant to declare the system's end. This can be associated with the presence of a new enhanced system substituting the old one.
-The old system serves as a basis for the new one and then it is closed down.
FLOSS STAGED EVOLUTION MODEL
The previous section introduced the details of the staged model for software evolution which successfully models many traditional commercial systems. This takes us to the main research question of this paper: is this model also suitable for FLOSS systems? Building upon the results obtained for FLOSS systems by ours and others case studies, it is possible to analyze each of the phases of the cited model, and observe when and how differences and commonalities arise.
Initial development
Traditional commercial systems are typically built by a fixed amount of designers, developers and testers [17] . Also, software is usually published (as executables) only after the first release is deemed as "correctly running". The recipients of this release are the end users. It is a rare event taht source code access is granted too: we are aware of just one specific case in which a commercial software house, using an agile development process, gives the possibility for users to download the application from the public versioning system repository [3] .
FLOSS systems, on the other hand, typically start with a small amount of early developers, and eventually new developers join after a certain initiation period [21] . FLOSS systems, instead, may be released (in binaries as well in source code) well before they are complete or working. Recipients are not only end-users, but also any other developer: read-only access to the versioning system is given to anybody, which leads to the already mentioned continuous release even before the first official release [17] . In the following, results from empirical case studies are reported to justify the mentioned differences.
Case studies
Successful FLOSS projects have been studied and characterized in the past [1, 8, 18] , but empirical evidence on their behavior in the initial development, and the transition to a larger "evolution" phase has not been proven yet.
The initial development phase in FLOSS projects has been characterized as a cathedral-driven software process, as contributions from external developers are not yet encouraged [4, 21] . The process is hence controlled, the infrastructure for the project is not always in place, and the feedback from end-users is limited. Major differences appear when a FLOSS project either never leaves this initial stage, as documented for a large majority of the projects hosted on SourceForge [6] ; or when it leverages a "bazaar", i.e. a large and increasing amount of developers.
Empirical studies have started to characterize the initial development of a FLOSS project [4] . A closed process, performed by a small group of FLOSS developers, has some commonalities with traditional software development: one observed system (Arla, a Network File System), was shown to have remained, through its lifecycle, an effort of a small team [17] , or a "cathedral". Also the output was shown to be following the same constant trend. These results were not attributed to an unsuccessful FLOSS project, but interpreted as a potentially missed opportunity to establish a thriving community around a project.
Specific actions from the core developers (or lone project author) have also been identified when a FLOSS project was to leave this initial stage. It has been shown that new developers in both the analysed systems prefer to work on newly added modules, rather than older ones: therefore, it was argued that core developers should create new avenues of development to let new developers join in. Further analyzing this system, a decreasing trend of new module creation was detected, which prevented new developers to join in [4] .
In another case study (Wine, a free implementation of Windows on Unix), a growing trend of developers and output produced was observed. Also, the amount of new modules inserted by the core developers follows a similar growing trend. This helped with the recruitment of new developers and to leave the initial stage for a "bazaar" stage [17] .
This first difference between traditional and FLOSS systems is annotated in the revised model displayed in Figure 3 : the box containing the "initial development phase" is highlighted, as it could be the only phase available in the evolution of a FLOSS system. Also, in the same phase, a different handling of the versioning system is achieved.
Evolution changes
Several releases are observed both in traditional commercial and FLOSS systems. The staged model, as proposed, also incorporated the possibility of evolution through several branches of releases [16] . In traditional commercial systems, most of the changes are distributed and applied as patches on the existing code base. New versions of the software systems are distributed regularly, albeit a higher frequency is perceived as an instability factor. Feedback is provided by users in the form of requests for change or bug signaling, and collected as a set of new requirements for new releases, or in intermediate code patches.
In FLOSS systems, new releases of systems and patches are available more often, and this is usually perceived by FLOSS developers as a vitality factor [7, 17] . Although traditionally many FLOSS projects published a new release "once it is ready", in recent times several FLOSS projects have moved to a time-based release planning, offering a new stable version for end-users on a periodic basis (for Ubuntu and GNOME, for instance, every six months, [14] ). Feedback is provided by users in the same forms as in commercial systems, but also under the form of code patches that users write themselves, and which possibly will be incorporated into new releases of the system.
The loop of evolution changes presented in Figure 3 may be accomplished through many years. Both traditional commercial and FLOSS systems have shown the characteristics of long-lived software. For instance, operating systems like OS360, the various flavors of UNIX, or the Microsoft Windows, as well as the FLOSS Linux kernel, FreeBSD or OpenBSD, have been successfully evolving for decades.
It is noticeable that while the evolution loop can be found both in commercial and FLOSS environments, several research papers have shown that growth dynamics in both cases differ significantly, at least in the case of large projects [8, 18] . Some of the FLOSS projects have a superlinear growth rate (for example, Linux [8] ), while a majority of the large projects studied grow linearly. Both behaviors (superlinearity and linearity) seem to be in contradiction with Lehman's laws of Software Evolution that imply that size over time shows a decelerated pattern [22] .
Servicing
This phase was first described for traditional commercial systems, when new functionalities are not added to the code Figure 1 : Growth, stabilization and further growth in the gaim system base, whilst fixes to existing features are still performed [16] . The transition from evolution to servicing is typically based on the economic profitability of the software system. When revenues from a software product are not balanced by the costs of its maintenance, the system is no longer evolved, and it may become a legacy system [5] .
For FLOSS systems, on the other hand, the evolutionary behavior shows often stabilization points, where the size of the overall system does not change, albeit several releases are made available, and a long time interval is achieved. Although a servicing stage could be detected, a new evolution period is later found. Researchers have also assessed that some 20% of the overall number of projects within SourceForge are "tragedies of growth", i.e. they evolved for a period, but then fewer and fewer additions were made [6] .
The presence of servicing stages has been detected in the past through an overall small increase of the code base (say, less than 10% over several releases and temporal time, [2] ). It was observed, in some of the systems, a very fast increase in size, and a corresponding fast evolution, followed by a stabilization phase which lead to the complete abandonment of the project.
For some other analyzed systems, instead, (e.g. the Gaim system, 1), albeit the same initial fast growth rate, and a transition from evolution to servicing, were observed, a new period of evolution was also found. In yet other systems (the Grace system), it was possible to observe an overall growing pace even when the system was abandoned by the initial lone developer, and was handed over a new team of developers, followed by a later stabilisation period.
The dashed arc between the evolution and servicing stages of Figure3 is displaying this possibility.
Phase Out
In traditional commercial systems, the phase out of a software system happens when the software house declares that neither new functionalities, nor the fixing of existing ones will be performed. The system becomes then a legacy application.
The same behaviour is detectable in FLOSS systems [17] , when development teams declare their intention not to maintain the system any more. The main difference between the traditional commercial approach and the FLOSS cases is the availability of source code. In some, specific cases new de- velopers may take over the existing system, and with the availability of source code, bring it to a new stage of evolution. A case study was presented here to describe the possibility (the Grace system), but literature reports others [17] . The dashed line in Figure 3 displays this possibility and revises the transitions among stages.
Many FLOSS projects have been reported to renew their core groups. For instance, in [19] three different categories of FLOSS projects were identified: code gods, generations and mixed behavior. Code gods projects are maintained by the same group of developers during the whole lifetime of the project. Generations projects exhibit a renewal in the core group of developers; the group of people that were the main developers at a early moment in the lifetime are not the main developers in posterior moments, like in Figure  2 . Therefore, a generational relay has taken place in the project. Mixed projects exhibit neither a pure code god or generations profile, but a intermediate state among those two extremes.
CONCLUSIONS
This paper has argued that the FLOSS development cy-cle may be considered different from traditional commercial system. The staged model for the software evolution, as in its original form expressed in [16] model, was discussed. A general resemblance between commercial and FLOSS evolutionary behavior was recognized: initial development tend to be superlinear or at least with sustained growth (see for instance Figure 1) . A stabilization point where fewer functionalities were added has been recognized in some FLOSS evolutionary behavior (central part of Figure 1) . Apart from the commonalities, three points of difference were detected for enhancing the staged model.
The first is relative to availability of releases: commercial companies make software systems available to third parties only when they are running and are tested enough. On the contrary, FLOSS systems are available in versioning system repositories well before first official release, and may be downloaded at any time. The second difference is relative to the transition between the evolution stage and the servicing stage: we encountered several cases in which a new development stage was achieved after a phase without major enhancements. The third revision made to the model is a possible transition between the phases of phase out and evolution: a case was illustrated in which a new development team took over the responsibility of a project that was declared closed (Grace) . More in general, generations of developers have been identified in several FLOSS systems, where the most active developers (in terms of commits) get replaced frequently along the lifecycle of a FLOSS application. Therefore, it may be concluded that after some modifications, the original staged model for software evolution can be extended to consider the evolution of a FLOSS project.
