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Prve web aplikacije pocˇele su se razvijati 90-ih godina prosˇlog stoljec´a. Popularnost
interneta uzrokovala je vec´u potrazˇnju za web aplikacijama, te kako se unapredivalo sklo-
povlje osobnih racˇunala, tako je rasla i kompleksnost web aplikacija. Vec´ina web aplikacija
dijele neke zajednicˇke funkcionalnosti, npr. komunikacija s bazom podataka, upravljanje
sesijom, ispis HTML-a itd. Kako programeri ne bi sa svakim novim projektom ponovo ra-
zvijali navedene funkcionalnosti, njihove apstrakcije su izdvojene u biblioteke. Kolekcija
biblioteka koje zajedno cˇine jednu cjelinu naziva se aplikacijskim okvirom.
Aplikacijski okviri ubrzavaju proces izrade web aplikacija. Danas je u vec´ini program-
skih jezika napisan barem jedan aplikacijski okvir za razvoj web aplikacija. Jedan od njih
je Django te su njegove znacˇajke opisane u ovom radu.
Rad je podijeljen u sedam poglavlja. Prvo poglavlje daje kratki uvod u aplikacijske
okvire te nakon toga slijede upute o instalaciji Djanga i pregled strukture Django projekta
i Django aplikacije. Na kraju poglavlja opisana je arhitektura Djanga. U drugom poglavlju
opisano je kako se kreiraju modeli, njihovi atributi i relacije te kako se kreiraju tablice u
bazi podataka koje odgovaraju modelima. Trec´e je poglavlje posvec´eno pogledima, kako
se definiraju te povezuju s modelima. Slijedi poglavlje o predlosˇcima, Djangovom jeziku
predlozˇaka i povezivanju predlozˇaka s pogledima. U petom se poglavlju opisuju Django
obrasci te kako ih je moguc´e definirati na temelju postojec´ih modela. Sˇesto poglavlje daje
osnovne informacije o Django autentifikacijskom sustavu te se opisuje User model i nje-
gove znacˇajke. Posljednje poglavlje vezano je uz Django web aplikaciju napravljenu u




Aplikacijski okviri i Django
1.1 Web aplikacijski okvir
Web aplikacijski okviri (eng. web framework) su programski okviri koji olaksˇavaju
razvoj web aplikacija ukljucˇujuc´i web servisa i web API-a. Pruzˇaju biblioteke za jednos-
tavniji pristup i komunikaciju s bazom, upravljanje sesijama, pogon za predlosˇke (eng.
templating engine) te promoviraju ponovnu uporabu napisanog koda.
Najcˇesˇc´e se koriste kod dinamicˇkih web stranica, ali ih je moguc´e koristiti i za staticˇke.
Vec´ina web aplikacijskih okvira temelji se na MVC arhitekturi koja razdvaja podatkovni
model s poslovnom logikom od korisnicˇkog sucˇelja.
Aplikacijski okviri mogu se podijeliti na klijentske i posluzˇiteljske. Neki od klijentskih
okvira su Backbone.js (JavaScript), AngularJS (JavaScript), EmberJS (JavaScript), Reac-
tJS (JavaScript) i Vue.js (JavaScript), a od posluzˇiteljskih Django (Python), Spring (Java),
Ruby on Rails (Ruby) i Zend Framework (PHP). Na slici 1.1 prikazano je kako se popu-
larnost najpopularnijih aplikacijskih okvira kretala od kraja 2014. godine. Popularnost
pojedinog okvira mjeri se GitHub rezultatom koji se temelji na broju dobivenih zvjezdica
i Stack Overflow rezultatom koji ovisi o broju postavljenih pitanja koja imaju oznaku po-
jedinog aplikacijskog okvira. Ukupan rezultat normaliziran je na raspon 0 - 100.
2
POGLAVLJE 1. APLIKACIJSKI OKVIRI I DJANGO 3
Slika 1.1: Najpopularniji web aplikacijski okviri (https://hotframeworks.com/)
1.2 Uvod u Django
Django je aplikacijski okvir koji sluzˇi za razvoj web aplikacija. Napisan je u Pyt-
hon programskom jeziku te je besplatan i otvorenog koda. Slijedi MTV (model-template-
view) arhitekturalni uzorak. Jedna od velikih prednosti Djanga je sˇto olaksˇava i ubrzava
izradu kompleksnih web-aplikacija koje koriste bazu podataka za pohranu informacija te
dohvac´anje i prikazivanje istih prilikom ucˇitavanja stranice (eng. database-driven website).
Neke od poznatih stranica koje koriste Django su: Pinterest, Instagram, Mozzila, Bit-
bucket, Public Broadcasting Service.
Nastao je 2003. godine kada su programeri Adrian Holovaty i Simon Willison, iz
Lawrence Journal-World-a pocˇeli koristiti Python za izradu aplikacija. U javnost je pusˇten
u srpnju 2005.g. Dobio je ime prema gitaristu Django Reinhardt-u.
Od 2008.g. odrzˇavanje je preuzela Django Software Foundation (DSF) neprofitna or-
ganizacija.
1.3 Instalacija Djanga
Za uspjesˇnu instalaciju Djanga potrebno je proc´i kroz sljedec´a tri koraka:
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1. instalirati Python i Pip
Prvo je potrebno instalirati Python, posˇto je Django Python aplikacijski okvir. Skripta
za instalaciju Pythona mozˇe se pronac´i na stranici: http://www.python.org/downloads/.
Tijekom pisanja ovog rada korisˇtena je verzija 3.4.4. Prilikom instalacije korisno
je dodati Python u varijable okruzˇenja oznacˇavanjem odgovarajuc´eg potvrdnog ok-
vira (eng. checkbox), iako se to mozˇe napraviti i naknadno. Na taj se nacˇin prili-
kom korisˇtenja Pythona ne treba pisati cijela putanja do skripte vec´ samo python.
Pip je alat koji sluzˇi za upravljanje softverskim paketima napisanim u Pythonu te
omoguc´ava jednostavnu instalaciju i deinstalaciju Python paketa. Upute za instala-
ciju Pip-a mogu se nac´i na stranici: http://www.pip-installer.org/.
2. instalirati virtualno Python okruzˇenje
Drugi korak nije nuzˇan, ali je koristan i sprjecˇava konflikte koji mogu nastati izmedu
projekata na racˇunalu koji koriste razlicˇite verzije Djanga, Pythona te biblioteka unu-
tar pojedinog projekta. Virtualno Python okruzˇenje omoguc´ava da se svaki projekt
kreira unutar izoliranog okruzˇenja te na taj nacˇin ne utjecˇe ni na sˇta izvan njega.
Jedno od takvih okruzˇenja je Virtualenv. Mozˇe se instalirati pomoc´u naredbe: pip
install virtualenv. Sada se mozˇe kreirati novo virtualno okruzˇenje pomoc´u:
virtualenv ime virtualnog okruzˇenja.
Prilikom kreiranja novog virtualnog okruzˇenja, automatski c´e se instalirati i Python
unutar njega. Ukoliko na racˇunalu postoji visˇe verzija Pythona, a ne zˇeli se ko-
ristiti zadana verzija Pythona moguc´e je instalirati neku od drugih verzija pomoc´u
virtualenv -p putanja do pythona ime virtualnog okruzˇenja. Nakon kre-
iranja novog okruzˇenja, ono se automatski aktivira, a za svaku sljedec´u upotrebu po-
trebno je unutar direktorija ime virtualnog okruzˇenja pokrenuti naredbu: Scripts\activate.
Za deaktivaciju se koristi naredba: Scripts\deactivate.
3. instalirati Django
Konacˇno se mozˇe instalirati Django unutar aktiviranog virtualnog okruzˇenja: pip
install django.
Prethodna naredba instalirat c´e zadnju verziju Djanga. Ukoliko se zˇeli instalirati
neka od prethodnih, umjesto ’django’ se upisˇe npr. django==1.7.
Napisane naredbe radit c´e ako su Pip i Virtualenv varijable okruzˇenja, inacˇe je potrebno
pisati cijelu putanju.
Opisan proces instalacije vrijedi za Windows operativni sustav.
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1.4 Django projekt
Za kreiranje novog projekta potrebno je aktivirati virtualno okruzˇenje koje se zˇeli koris-
titi. Otvori se direktorij unutar kojeg se zˇeli kreirati projekt te upisˇe naredba (ime projekta
ovog rada je licensing): django-admin startproject licensing. Unutar novog pro-
jekta nalazi se sljedec´e:
l i c e n s i n g /
manage . py
l i c e n s i n g /
i n i t . py
s e t t i n g s . py
u r l s . py
wsgi . py
Vanjski licensing direktorij predstavlja spremisˇte za projekt, za Django nije bitno
kako se zove ovaj direktorij. manage.py je skripta koja omoguc´ava interakciju s projek-
tom putem naredbenog retka. Unutarnji licensing direktorij je Python paket za kreirani
projekt. init .py je prazna datoteka cˇije ime daje do znanja Pythonu da je direktorij u
kojem se ona nalazi Python paket.
Unutar settings.py definirana je konfiguracija za Django projekt. Django mora znati
koje postavke se koriste tako da je potrebno definirati varijablu okruzˇenja DJANGO SETTINGS MODULE.
Njena vrijednost mora biti na Python putanji (npr. licensing.settings). Postoje i za-
dane vrijednosti svih postavki, tj. settings.py datoteka mozˇe biti prazna ukoliko nam
odgovaraju zadane vrijednosti. Zadane vrijednosti svih postavki definirane su unutar dato-
teke django/conf/global settings.py. Naredbom python manage.py diffsettings
mozˇe se provjeriti koje su sve postavke definirane, a da su razlicˇite od zadanih. U Django
aplikacijama postavke se koriste na nacˇin da se ukljucˇi objekt django.conf.settings.
Npr.
from d ja ngo . con f i m p o r t s e t t i n g s
i f s e t t i n g s .DEBUG:
# . . .
Postavke je moguc´e koristiti na josˇ jedan nacˇin, bez postavljanja vrijednosti varijable
okruzˇenja DJANGO SETTINGS MODULE. Tada se unutar datoteke moraju definirati postavke
koje se zˇele koristiti pomoc´u funkcije django.conf.settings.configure(default settings,
**settings), npr.
from d ja ngo . con f i m p o r t s e t t i n g s
s e t t i n g s . c o n f i g u r e ( TIME ZONE = ’UTC ’ , LANGUAGE CODE = ’ en−us ’ )
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Ako se Django komponente koriste samostalno (kao sˇto c´e se koristiti u primjeru s popula-
cijskom skriptom 2.3), potrebno je nakon postavljanja vrijednosti DJANGO SETTINGS MODULE
ili poziva funkcije configure() pozvati funkciju django.setup().
U urls.py skripti deklariraju se URL adrese koje se koriste u projektu. Odmah nakon
kreiranja projekta u urls.py skripti nalazi se sljedec´e:
from d ja ngo . con f . u r l s i m p o r t u r l
from d ja ngo . c o n t r i b i m p o r t admin
u r l p a t t e r n s = [
u r l ( r ’ ˆ admin / ’ , admin . s i t e . u r l s ) ,
]
Na URL adresi http://127.0.0.1:8000/admin/ nalazi se sucˇelje za administraciju ko-
jemu mogu pristupiti samo superkorisnici. Ukoliko se taj URL izbrisˇe iz liste urlpatterns
sucˇelje za administraciju nec´e biti dostupno.
Ostala je josˇ wsgi.py datoteka koja predstavlja ulaznu tocˇka za WSGI1-kompatibilne
web posluzˇitelje te se koristi u produkciji. U njoj se npr. definira okolina za produkciju,
odnosno postavke koje se koriste:
i m p o r t os
os . e n v i r o n [ ’DJANGO SETTINGS MODULE ’ ] = ’ l i c e n s i n g . s e t t i n g s ’
Pokretanje posluzˇitelja
Naredbom python manage.py runserver pokrec´e se Django posluzˇitelj na localhost-
u koji slusˇa na portu 8000.
Performing system checks...
System check identified no issues (0 silenced).
You have 13 unapplied migrations. Your project may not work properly until you
apply the migrations for app(s): admin, auth, contenttypes , sessions.
Run ’python manage.py migrate’ to apply them.
April 13, 2017 - 10:14:08
Django version 1.11, using settings ’licensing.settings ’
Starting development server at http://127.0.0.1:8000/
Quit the server with CONTROL-C.
Ukoliko je projekt uspjesˇno kreiran, otvaranjem preglednika na URL adresi
http://127.0.0.1:8000/ vidi se stranica prikazana na slici 1.4:
1WSGI je specifikacija za standardizirano sucˇelje izmedu web posluzˇitelja i Python web aplikacija.
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Slika 1.2: Welcome to Django
Na prethodnom isjecˇku mozˇe se vidjeti recˇenica u kojoj pisˇe kako postoje migracije
koje nisu izvrsˇene. Migracije su naziv za funkcionalnost koja olaksˇava upravljanje ba-
zom podataka, odnosno njezinom strukturom, ovisno o izgledu modela aplikacije. Na
taj nacˇin dobije se sustav za verzioniranje baze podataka. One npr. omoguc´avaju jed-
nostavnije vrac´anje na neko od prethodnih stanja modela ili u slucˇaju kada visˇe progra-
mera radi na istom projektu, svi imaju na uvid napravljene promjene na modelima koje lo-
kalno mogu izvrsˇiti na bazi jednom naredbom. Migracije se izvrsˇavaju naredbom: python
manage.py migrate. Naredba migrate prikuplja sve migracije koje josˇ nisu izvrsˇene
(postoji django migrations tablica u bazi u kojoj su pohranjene sve izvrsˇene migracije)
te ih pokrec´e.
1.5 Django aplikacija
Django projekt sastoji se od visˇe Django aplikacija tj. manjih cjelina koje obavljaju
odredenu funkcionalnost. Aplikacije se mogu ukljucˇiti i unutar drugog Django projekta,
odnosno mogu se ponovo upotrijebiti sˇto znacˇi da je moguc´e unutar svog Django projekta
koristiti i aplikacije drugih ljudi. Nova aplikacija kreira se unutar projekta ovako: python
manage.py startapp products.
Unutar nove aplikacije nalazi se sljedec´e:
companies /
m i g r a t i o n s /
i n i t . py




t e s t s . py
views . py
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migrations je direktorij unutar kojeg se pohranjuju migracije na bazi podataka.
admin.py je datoteka unutar koje je moguc´e registrirati modele sˇto c´e omoguc´iti uprav-
ljanje tim modelima preko admin sucˇelja. apps.py je skripta za definiciju konfiguracije
specificˇne za aplikaciju. Unutar models.py definiraju se modeli aplikacije. tests.py je
datoteka za pohranu funkcija za testiranje. U views.py datoteci definiraju se funkcije koje
primaju pozive na server i vrac´aju odgovore.
Nakon kreiranja nove aplikacije potrebno ju je dodati unutar INSTALLED APPS liste
koja se nalazi u settings.py. Kao sˇto se mozˇe vidjeti, Django ima i neke ugradene aplikacije.
INSTALLED APPS = [
’ d j a ng o . c o n t r i b . admin ’ ,
’ d j a ng o . c o n t r i b . a u t h ’ ,
’ d j a ng o . c o n t r i b . c o n t e n t t y p e s ’ ,
’ d j a ng o . c o n t r i b . s e s s i o n s ’ ,
’ d j a ng o . c o n t r i b . messages ’ ,
’ d j a ng o . c o n t r i b . s t a t i c f i l e s ’ ,
’ companies ’ ,
]
1.6 MVC i MVT arhitektura
MVC
Oblikovni obrasci su genericˇka rjesˇenja za ucˇestale probleme u odredenom kontekstu
u softverskom razvoju. Postoje razni oblikovni obrasci koji rjesˇavaju razlicˇite vrste pro-
blema. Jedan od poznatih arhitekturalnih oblikovnih obrazaca je Model-Pogled-Upravitelj
(eng. Model-View-Controller) odnosno MVC, koji raspodjeljuje aplikaciju na tri kompo-
nente odredene namjene koje medusobno komuniciraju. Model sadrzˇi poslovnu logiku te
pruzˇa sucˇelje za dohvat i spremanje podataka. Komunicira sa spremisˇtem podataka (bazom
podataka, vanjskim servisima i sl.). Upravitelj (eng. Controller) odgovoran je za uprav-
ljanje korisnicˇkim zahtjevima i unosima. Pogled (eng. View) prikazuje trazˇene podatke u
odredenom formatu.
Sama interakcija izmedu komponenti definirana je sljedec´im pravilima (1.6):
• Upravitelj obraduje korisnicˇki zahtjev, komunicira s modelom te proslijeduje po-
datke komponenti pogled.
• Model sprema ili dohvac´a podatke ovisno o zahtjevima iz upravitelja.
• Pogled generira izlaz (npr. HTML) koji c´e biti proslijeden i prikazan korisniku.
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Slika 1.3: MVC arhitektura
Velika prednost MVC arhitekture je zasebna enkapsulacija poslovne logike i prezentacij-
skog sloja, sˇto kao posljedicu ima cˇitljiviji kod, laksˇe odrzˇavanje te moguc´nost rada visˇe
programera na razlicˇitih slojevima aplikacije bez konflikata prilikom implementacije.
S druge strane, nedostataci su potencijalno kompleksna struktura aplikacije buduc´i da
je cilj preraspodjela aplikacije na visˇe slojeva. Slojevitost aplikacije utjecˇe i na krivulju
ucˇenja, odnosno programerima koji nisu upoznati s takvom arhitekturom treba visˇe vre-
mena da budu produktivni.
MVC je prvi puta implementiran u Smalltalk programskom jeziku te se pocˇinje pri-
mjenjivati u razvoju desktop aplikacija te kasnije web aplikacija. Trenutacˇno se koristi u
velikom broju poznatih aplikacijskih okvira: Ruby on Rails, ASP.NET MVC, Codeigniter,
Zend Framework, AngularJS.
MTV
Django je modeliran oko MVC okvira te svoju arhitekturu definira kao MTV (eng.
Model-Template-View) arihtektura, pritom zamjenjujuc´i komponentu upravitelj s kompo-
nentom pogled, te komponentu pogled s komponentom predlozˇak (eng. template). Razlog
takvoj terminologiji je drugacˇija interpretacija MVC dizajn uzorka.
Odredene funkcionalnosti upravitelja su ugradene u Django framework te kako pos-
toje razlicˇita misˇljenja za sˇto je svaka od komponenti odgovorna, autori Djanga su odlucˇili
koristiti drugacˇije termine kako bi izbjegli debate oko pravilne implemetacije MVC arhi-
tekture.
Primjer povezivanja pogleda, modela i predlosˇka kako bi se korisniku posluzˇila stranica
nakon sˇto je napravio zahtjev prema posluzˇitelju je sljedec´i (1.6):
1. U views.py datoteci se uvezu svi modeli koji c´e se koristiti.
2. Pogled izvrsˇava upit prema modelu kako bi se spremili ili dohvatili podaci.
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3. Rezultat od modela se prosljeduje predlosˇku.
4. Predlozˇak se uredi kako bi mogao prihvatiti i prikazati podatke od modela.
5. Mapira se URL s pogledom.
Slika 1.4: MTV - povezivanje komponenti
Poglavlje 2
Modeli
2.1 Sustav za upravljanje bazom podataka
Uobicˇajena baza podataka za Django je SQLite. SQLite je ukljucˇen u Django tako da
za njegovo korisˇtenje nije potrebno instalirati nisˇta dodatno. Medutim, za projekt koji ide
u produkciju i koji c´e imati puno korisnika, pozˇeljno je koristiti neku od drugih baza za
koju Django ima podrsˇku (posˇto SQLite ne omoguc´ava istovremeno pisanje visˇe korisnika
u bazu). Dvije baze podataka koje se najcˇesˇc´e koriste s Djangom su PostgreSQL i MySQL,
ali ima podrsˇku i za Oracle bazu. U ovom projektu korisˇtena je MySQL.
Django ima podrsˇku za MySQL 5.5. na visˇe. Za MySQL je potrebno instalirati jedan
od tri MySQL DB API upravitelja (eng. driver) - MySQLdb, mysqlclient ili MySQL
Connector/Python. MySQLdb jedini nema podrsˇku za Python 3. U ovom projektu koristi
se mysqlclient koji se mozˇe instalirati pomoc´u: pip install mysqlclient.
Za kombinaciju operativnog sustava, verzije Pyhona i Djanga koja je korisˇtena u pro-
jektu nije bilo moguc´e instalirati najnoviju verziju (bez instalacije nekih dodatnih paketa)
pa je instalirana verzija 1.3.4.
Unutar settings.py datoteke, unutar rjecˇnika DATABASES potrebno je definirati po-
datke o bazi podataka koja c´e se koristiti - tip baze, ime baze, korisnicˇko ime, lozinku,
IP-adresu posluzˇitelja, port, a moguc´e je definirati i neke dodatne opcije. Ukoliko se ko-
risti MySQL baza, pozˇeljno je definirati sql mode:STRICT ALL TABLES ili
sql mode:STRICT TRANS TABLES sˇto c´e osigurati sigurno spremanje novih podataka u
bazu te mijenjanje postojec´ih. Npr. ukoliko se pokusˇa spremiti novi podatak s vrijednosˇc´u
polja age jednakom 120 (a definirano je da polje age smije imati najvec´u vrijednost jed-
naku 100) te nije postavljen sql mode:STRICT ALL TABLES, novi podatak c´e biti ubacˇen
s poljem age jednakim 100. S druge strane, ako je postavljen
sql mode:STRICT ALL TABLES, novi podatak nec´e biti ubacˇen u tablicu.
DATABASES = {
11
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’ d e f a u l t ’ : {
’ENGINE ’ : ’ d j a ng o . db . backends . mysql ’ ,
’NAME’ : ’ l i c e n s i n g ’ ,
’USER ’ : ’ r o o t ’ ,
’PASSWORD’ : ’ ’ ,
’HOST ’ : ’ 1 2 7 . 0 . 0 . 1 ’ ,
’PORT ’ : ’ 3306 ’ ,
’OPTIONS ’ : {





Svaki model predstavlja jednu tablicu u bazi. Modeli se definiraju u models.py dato-
teci, unutar pojedine aplikacije. Svi modeli su podklasa Djangove ugradene klase
django.db.models.Model. Svaki atribut u modelu je zapravo polje (stupac) tablice u
bazi.
Primjer modela:
from d ja ngo . db i m p o r t models
c l a s s Company ( models . Model ) :
company name = models . C h a r F i e l d ( m a x l e n g t h =200 , u n iq ue=True )
i s a c t i v e = models . B o o l e a n F i e l d ( d e f a u l t=True )
c r e a t e d a t = models . Da t eT imeF ie ld ( au to now add=True )
u p d a t e d a t = models . Da t eT imeF ie ld ( au to now=True )
c l a s s Meta :
v e r b o s e n a m e p l u r a l = ” Companies ”
d e f s t r ( s e l f ) :
r e t u r n s e l f . company name
Prethodni model kreirao bi sljedec´u tablicu u bazi:
CREATE TABLE companies company (
i d NOT NULL PRIMARY KEY AUTO INCREMENT,
company name VARCHAR( 2 0 0 ) UNIQUE NOT NULL,
i s a c t i v e TINYINT ( 1 ) NOT NULL
c r e a t e d a t DATETIME NOT NULL
u p d a t e d a t DATETIME NOT NULL
)
Svakoj tablici automatski je dodijeljeno ime na temelju aplikacije unutar koje se model
nalazi te samog modela. U primjeru je ime aplikacije companies pa se zato tablica zove
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companies company. Mozˇe se zadati i prilagodeno ime tablice tako da se unutar klase
Meta modela doda: db table = moje ime tablice. Dodavanje klase Meta nije nuzˇno,
a unutar nje se definiraju podaci kao sˇto su ordering, db name te imena za jedninu i
mnozˇinu koja su cˇitljiva cˇovjeku (verbose name, verbose name plural). Navedeni su
samo najcˇesˇc´i parametri koji se definiraju unutar Meta klase. Ukoliko verbose name i
verbose name plural nisu definirani, Django c´e kao ime za jedninu koristiti ime modela
preformulirano tako da su sva slova mala te c´e ispred svakog velikog slova u imenu modela
staviti razmak. Ime za mnozˇinu c´e biti jednako imenu za jedninu s dodanim slovom ’s’ na
kraju.
Django svakom modelu automatski dodaje polje:
i d = models . A u t o F i e l d ( p r i m a r y k e y=True )
Ukoliko se zˇeli koristiti drugacˇiji primarni kljucˇ, dodaje se opcija primary key=True kod
izabranog atributa u modelu. U tom slucˇaju Django prepoznaje primarni kljucˇ te ne dodaje
polje id.
Svaki atribut ima zadanu vrijednost null=False, ako se eksplicitno ne zada null=True
(zbog toga su u prethodnom primjeru kreirana polja s NOT NULL ogranicˇenjima). Ako je
vrijednost null postavljena na True, Django c´e prazne vrijednosti u bazu pohraniti kao
null vrijednosti. Zadana vrijednost je i blank=False, ukoliko nije definirano drugacˇije.
Vrijednost blank argumenta je vezana uz validaciju. Npr. ako polje ima vrijednost blank
argumenta jednaku True, obrazac c´e prihvatiti i praznu vrijednost tog polja, dok c´e se u
suprotnom vrijednost tog polja morati popuniti.
Atribute u pojedinom modelu jedine je nuzˇno definirati. Osim klase Meta, moguc´e
je definirati i dodatne funkcije koje se koriste na instanci klase koja predstavlja model,
kao sˇto je u primjeru definirana funkcija koja vrac´a stringovnu reprezentaciju modela tj.
company name.
Nakon kreiranja novog modela ili bilo kakve promjene na postojec´im modelima, po-
trebno ih je izvrsˇiti i na bazi. Pokrene se naredba: python manage.py makemigrations
companies koja kreira migracije. Rezultat izvodenja navedene naredbe:
Migrations for ’companies ’:
companies/migrations/0001_initial.py:
- Create model Company
Kreirane migracije trenutno se nalaze unutar migrations direktorija i nisu josˇ izvrsˇene na
bazi. Za kreiranje tablice u bazi potrebno ih je izvrsˇiti: python manage.py migrate.
Operations to perform:
Apply all migrations: admin, auth, contenttypes , companies , sessions
Running migrations:
Rendering model states... DONE
Applying companies.0001_initial... OK
POGLAVLJE 2. MODELI 14
2.3 Dodavanje novih zapisa u bazu
Putem Python ljuske
>>> from companies.models import Company





Potrebno je unutar aplikacije u admin.py datoteci registrirati modele:
from d ja ngo . c o n t r i b i m p o r t admin
from companies . models i m p o r t Company
admin . s i t e . r e g i s t e r ( Company )







Nakon sˇto se superkorisnik ulogira, na adresi 127.0.0.1:8000/admin/ c´e vidjeti popis
svih postojec´ih modela koje putem sucˇelja (2.1) mozˇe uredivati, brisati te dodavati nove
zapise.
Slika 2.1: Django administracija
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Koristec´i populacijsku skriptu
Napisˇe se skripta cˇijim c´e se pokretanjem popuniti tablica u bazi. Postoji visˇe biblioteka
koje ubrzavaju taj postupak, a jedna od njih je Faker koja ima gotove funkcije za generiranje
imena, adresa, datuma, boja i drugih. Prikazana je skripta koja sluzˇi za kreiranje instanci
modela Company te koristi Faker za generiranje imena kompanija.
i m p o r t os
i m p o r t d j an go
from f a k e r i m p o r t Fake r
os . e n v i r o n . s e t d e f a u l t ( ’DJANGO SETTINGS MODULE ’ , ’ l i c e n s i n g . s e t t i n g s ’ )
d j an go . s e t u p ( )
from companies . models i m p o r t Company
f a k e g e n = Fake r ( )
d e f p o p u l a t e ( n=5) :
f o r e n t r y i n r a n g e ( n ) :
fake company name = f a k e g e n . company ( )
Company . o b j e c t s . g e t o r c r e a t e ( company name=fake company name ,
uu id= f a k e u u i d ) [ 0 ]
i f n a m e == ’ m a i n ’ :
p r i n t ( ’ p o p u l a t i n g s c r i p t . . . ’ )
p o p u l a t e ( 1 0 )
p r i n t ( ’ p o p u l a t i n g c o m p l e t e . . . ’ )
2.4 Polja
Polja su reprezentirana atributima klase koja predstavlja model. Svako polje je instanca
Field klase. Django koristi tipove polja kako bi odredio: tip stupca u bazi podataka, tj.
koji tip podataka c´e se spremati u toj koloni, zadani HTML widget koji se koristi dok je
polje prikazano unutar obrasca (npr. <select>) te pravila validacije kod samo-generiranih
obrazaca.
Django dolazi s brojnim ugradenim tipovima polja, a moguc´e je definirati i prilagodeni
tip. U tablici 2.1 prikazano je 10 najcˇesˇc´e korisˇtenih ugradenih tipova polja.
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Tip Opis HTML widget
AutoField IntegerField koje se samo
povec´ava svaki put prilikom unosa
novog podatka u bazu.
BooleanField Polje koje mozˇe imati vrijednost
True ili False; ako je potrebno
omoguc´iti i null vrijednost polja
koristi se NullBooleanField.
CheckboxInput
CharField String polje; obavezno je zadati vri-
jednost argumenta max length. Za
velike stringove, odnosno tekst, ko-
risti se TextField.
TextInput
DateField Obavezni argumenti su auto now i
auto now add cˇija je zadana vri-
jednost False. Ukoliko je nji-
hova vrijednost True, auto now
c´e automatski pohraniti vrijeme u
bazu kad je podatak spremljen.
auto now add c´e automatski po-
hraniti vrijeme u bazu kad je poda-
tak kreiran.
TextInput
DecimalField Decimalni broj; obavezni ar-





EmailField CharField koje provjerava da je
unesˇena vrijednost email adresa.
TextInput
IntegerField Cijeli broj koji mozˇe imati vri-





SlugField Slug je kratka oznaka koja se sas-
toji samo od slova, brojeva, zna-
kova ’ ’ i ’-’. Obavezan argument
je max length cˇija je zadana vri-
jednost 50.
TextInput
TextField Polje za tekst. Textarea
URLField CharField za URL adrese. Ima
obavezan parametar max length
cˇija je zadana vrijednost 200.
TextInput
Tablica 2.1: Najcˇesˇc´e korisˇteni ugradeni tipovi polja u modelu
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Svako polje prima skup argumenata specificˇnih za taj tip polja. Kao i u prethodnom
primjeru s modelom Company, postoje i argumenti koji su opcionalni te ih je moguc´e koris-
titi na svim tipovima polja. Najcˇesˇc´i su: null, blank, choices, default, primary key,
unique. Slijedi kratko objasˇnjenje argumenata koji do sada nisu spomenuti:
• choices je lista, odnosno tuple parova (2-tuple) koji predstavljaju izbore za po-
lje unutar kojeg se nalaze. Ako je zadan choices argument zadani widget unutar
obrasca za ovaj atribut c´e biti padajuc´i izbornik (eng. select box). Prvi element u
svakom paru je vrijednost koja c´e biti pohranjena u bazu, dok je drugi element vri-
jednost koja c´e biti prikazana u padajuc´em izborniku.
• default oznacˇava zadanu vrijednost polja koja se koristi u slucˇaju spremanja novog
zapisa u bazu kada vrijednost tog polja nije eksplictno zadana.
• unique znacˇi da ne smije biti visˇe istih vrijednosti tog polja u tablici.
2.5 Relacije
Visˇe-prema-jedan (many-to-one)
Za definiciju visˇe-prema-jedan relacije koristi se django.db.models.ForeignKey.
Obavezan je pozicijski argument - ime klase s kojom je model u relaciji. Npr. InstallationFile
je u relaciji visˇe-prema-jedan s Product modelom jer jedan produkt mozˇe imati visˇe ins-
talacijskih datoteka (buduc´i da ima visˇe verzija), dok instalacijska datoteka mozˇe pripadati
samo jednom produktu.
c l a s s P r o d u c t ( models . Model ) :
# . . .
c l a s s I n s t a l l a t i o n F i l e ( models . Model ) :
p r o d u c t = models . Fore ignKey ( Produc t , r e l a t e d n a m e= ’
i n s t a l l a t i o n f i l e s ’ , o n d e l e t e=models .CASCADE)
v e r s i o n = models . C h a r F i e l d ( m a x l e n g t h =20 , n u l l=True )
# . . .
Posˇto InstallationFile model ima ForeignKey, u tablici u bazi c´e se kreirati stu-
pac product id. Ime kolone mozˇe se promijeniti definiranjem db column argumenta.
on delete je opcionalan argument, njegova zadana vrijednost je CASCADE sˇto znacˇi
da c´e se prilikom brisanja neke instance modela Product iz baze automatski obrisati i sve
instance InstallationFile modela koje su bile u relaciji s obrisanom Product instan-
com.
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related name je takoder opcionalan argument, a predstavlja ime koje se koristi za
obrnutu relaciju. U prethodnom primjeru to bi bilo ime za relaciju od Product modela
prema InstallationFile modelu. related name omoguc´ava sljedec´e:
>>> from products.models import Product, InstallationFile
>>> product = Product.objects.get(id=1)
>>> installation_files = product.installation_files.all()
Zadana vrijednost related name argumenta je ime modela kojem je dodan sufiks set.
Vrijednost related name argumenta je ujedno i zadana vrijednost related query name
argumenta koji omoguc´ava obrnutu filtraciju:
>>> from products.models import Product, InstallationFile
>>> products = Product.objects.filter(installation_files__version=’1.1.1’)
Visˇe-prema-visˇe(many-to-many)
Za definiciju visˇe-prema-visˇe relacije koristi se ManyToManyField. Potrebno je zadati
argument koji oznacˇava klasu s kojom je model u relaciji. Ako su dva modela medusobno
u relaciji visˇe-prema-visˇe, polje ManyToManyField smije se nalaziti unutar samo jednog
od ta dva modela. Prilikom definiranja ManyToManyField Django sam kreira tablicu u
bazi koja predstavlja ovu relaciju.
U sljedec´em primjeru kreirana je visˇe-prema-visˇe relacija izmedu modela Order i
Product. Model Order predstavlja kupovinu (internetsku kupovinu), a model Product
proizvode. Prilikom jedne kupovine mozˇe biti kupljeno visˇe proizvoda te isti proizvod
mozˇe biti kupljen prilikom visˇe kupovina.
c l a s s Order ( models . Model ) :
p r o d u c t s = models . ManyToManyField ( P roduc t , b l a n k=True )
# . . .
Primjer dohvac´anja proizvoda neke kupovine i dodavanja novog proizvoda kupovini:
o r d e r = Orger . o b j e c t s . g e t ( i d= o r d e r i d )
p r o d u c t s = o r d e r . p r o d u c t s . a l l ( ) # s v i p r o i z v o d i neke kupov ine
p r o d u c t = P r o d u c t . o b j e c t s . g e t ( i d=p r o d u c t i d )
o r d e r . p r o d u c t s . add ( p r o d u c t ) # d o d a v a n j e novog p r o i z v o d a k u p o v i n i
Jedan-prema-jedan(one-to-one)
Za definiciju jedan-prema-jedan relacije koristi se OneToOneField. Kao i u prethod-
nim relacijama, potrebno je zadati pozicijski argument. Ova relacija se najcˇesˇc´e koristi
kada model ”prosˇiruje” neki drugi model. Zadana vrijednost argumenta related name je




Funkcija pogleda (eng. view), ili samo pogled, je funkcija koja na ulaz dobiva web
zahtjev (eng. request), nakon toga mozˇe trazˇiti informacije od modela te vrac´a web odgovor
(eng. response). Odgovor mozˇe biti HTML sadrzˇaj, XML dokument, slika, gresˇka itd.
Funkcije pogleda se po konvenciji definiraju unutar views.py datoteke.
Slijedi jednostavan primjer pogleda koji na poziv vrac´a string ’Hello!’:
from d ja ngo . h t t p i m p o r t Ht tpResponse
d e f s a y h e l l o ( r e q u e s t ) :
r e t u r n Ht tpResponse ( ’ H e l l o ! ’ )
Svaka funkcija pogleda prima HttpRequest objekt kao prvi parametar koji se obicˇno
naziva request, a vrac´a HttpResponse objekt. Kako bi se ovaj pogled prikazao na
odredenom URL-u potrebno je definirati taj URL i povezati (mapirati) ga s pogledom u
URL konfiguraciji, obicˇno unutar urls.py datoteke.
3.2 URL odasˇiljacˇ
Pogled iz prethodnog primjera mozˇe se povezati s URL uzorkom ovako:
from d ja ngo . con f . u r l s i m p o r t u r l
from . i m p o r t v iews
u r l p a t t e r n s = [
u r l ( r ’ ˆ h e l l o / $ ’ , v iews . s a y h e l l o ) ,
]
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Kada dode novi zahtjev, Django pregledava svaki definirani URL uzorak te staje prili-
kom prvog podudaranja s URL-om zahtjeva. Nakon toga se poziva pogled koji je povezan
s URL uzorkom. Slovo r ispred regularnog izraza u URL uzorku oznacˇava pocˇetak stringa.
Nije ga obavezno staviti, ali je pozˇeljno.
Dobra je praksa unutar svake aplikacije imati urls.py datoteku u kojoj c´e se definirati
svi URL uzorci za tu aplikaciju te se onda unutar glavnog direktorija u urls.py datoteci
uvedu svi postojec´i URL uzorci iz pojedinih aplikacija. Ako se u prethodnom primjeru
radi o aplikaciji my app tada se to mozˇe napraviti ovako:
from d ja ngo . con f . u r l s i m p o r t i n c l u d e , u r l
u r l p a t t e r n s = [
u r l ( r ’ ’ , i n c l u d e ( ’ my app . u r l s ’ ) ) ,
]
Unosom http://127.0.0.1:8000/hello u preglednik pojavit c´e se poruka ’Hello!’
(3.1).
Slika 3.1: Hello
Na sljedec´em primjeru objasˇnjene su grupe regularnih izraza s imenom.
u r l ( r ’ ˆ ( ? P<p r o d u c t i d >[0−9]+) $ ’ , v iews . i n s t a l l a t i o n f i l e s )
Sintaksa za grupe regulanih izraza s imenom je (?P<ime>uzorak), gdje je ime ime grupe,
a uzorak predstavlja uzorak s kojim se URL zahtjeva mora podudarati. U ovom primjeru je
ime grupe product id, a uzorak [0-9]+$ (jedna ili visˇe znamenki od 0 do 9 te oznaka za
kraj stringa). Sada se osim request parametra pogledu installation files prosljeduje
i pozicijski parametar product id pa ga je potrebno drugacˇije definirati:
d e f i n s t a l l a t i o n f i l e s ( r e q u e s t , p r o d u c t i d ) :
Svi snimljeni argumenti koji se prosljeduju pogledu su stringovi, tako da je i product id
string.
Funkcija django.conf.urls.url()mozˇe primiti i trec´i, opcionalni parametar - rjecˇnik
dodatnih argumenata koji se prosljeduje pogledu. Ako se u prethodni primjer doda kao trec´i
parametar {’primjer’:’prvi’}, funkcija pogleda onda treba izgledati:
d e f i n s t a l l a t i o n f i l e s ( r e q u e s t , p r o d u c t i d , p r i m j e r ) :
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3.3 URL preusmjeravanje
Django pruzˇa mehanizam preusmjeravanja koji omoguc´ava premjesˇtanje s jedne URL
lokacije na drugu bez upisivanja cijele URL putanje. Za korisˇtenje tog mehanizma nuzˇno je
zadati vrijednost name argumentu (sluzˇi kao identifikacija za pogled koji se poziva) unutar
url() funkcije prilikom definicije URL uzorka.
from d ja ngo . con f . u r l s i m p o r t u r l
from . i m p o r t v iews
u r l p a t t e r n s = [
# . . .
u r l ( r ’ ˆ ( ? P<p r o d u c t i d >[0−9]+) $ ’ , v iews . g e t i n s t a l l a t i o n f i l e s , name=
” i n s t a l l a t i o n f i l e s ” ) ,
]
U funkciji pogleda koristi se reverse(viewname, urlconf=None, args=None, kwargs=None,
current app=None) funkcija koja ima obavezan prvi argument - ime pogleda koje je de-
finirano u URL konfiguraciji, ostali argumenti su opcionalni, a u primjeru je naveden args
argument koji se koristi ako zadani URL prihvac´a argumente.
from d ja ngo . h t t p i m p o r t H t t p R e s p o n s e R e d i r e c t
from d ja ngo . u r l s i m p o r t r e v e r s e
d e f e d i t i n s t a l l a t i o n f i l e ( r e q u e s t , p r o d u c t i d , i n s t a l l a t i o n f i l e i d ) :
# . . .
r e t u r n H t t p R e s p o n s e R e d i r e c t ( r e v e r s e ( ’ i n s t a l l a t i o n f i l e s ’ , a r g s =(
p r o d u c t i d , ) ) )
Unutar predlosˇka navodi se url oznaka predlosˇka (eng. template tag) ukoliko je korisnika
potrebno preusmjeriti na drugi URL.
<form a c t i o n={% u r l ’ i n s t a l l a t i o n f i l e s ’ p r o d u c t . i d %} method=” p o s t ” >
{% c s r f t o k e n %}
{ { form } }
<b u t t o n t y p e=” s ubmi t ” c l a s s=” b t n ”>
Submit
</ b u t t o n
</ form>
3.4 Povezivanje pogleda i modela
Unutar funkcije pogleda najcˇesˇc´e je potrebno napraviti nesˇto s podacima u bazi, do-
hvatiti neke podatke iz nje, promijeniti ih, pohraniti ili ih pak obrisati. To se ne mozˇe
napraviti direktno, odnosno bez ukljucˇivanja modela koji predstavlja tablicu u bazi koja je
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potrebna. Nakon sˇto je model uveden u views.py, moguc´e je putem korisˇtenja metoda iz
klase QuerySet izvrsˇiti potrebne operacije na modelu.
Dostupne metode definirane na klasi QuerySet mogu se podijeliti u dvije velike sku-
pine - one koje vrac´aju novi QuerySet te one koje ne vrac´aju QuerySet. Metode koje
vrac´aju QuerySet moguc´e je lancˇano povezati, tj. unutar istog izraza koristiti visˇe me-
toda, jednu za drugom. Metode koje ne vrac´aju QuerySet nije moguc´e lancˇano povezati.
U tablici 3.1 dan je kratak pregled najcˇesˇc´e korisˇtenih metoda koje vrac´aju QuerySet:
Metoda Opis
filter() Vrac´a QuerySet s objektima koji imaju trazˇene vrijednosti
zadanih parametara.
exclude() Vrac´a QuerySet s objektima koji nemaju trazˇene vrijed-
nosti zadanih parametara.
order by() Vrac´a QuerySet s objektima poredanim prema zadanom
parametru.
values() Vrac´a QuerySet s rjecˇnicima. Moguc´e je navesti imena
stupaca te c´e tada biti vrac´eni samo njihovi kljucˇevi i vri-
jednosti.
all() Vrac´a kopiju trenutnog QuerySet.
select related() Vrac´a QuerySet s objektima koji su vezani putem
ForeignKey. Metoda se poziva na modelu koji u sebi
sadrzˇi polje ForeignKey.
prefetch related() Suprotno od select related() metode. Metoda
se poziva na modelu koji drugom modelu predstavlja
ForeignKey.
Tablica 3.1: Najcˇesˇc´e korisˇtene metode koje vrac´aju QuerySet
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U tablici 3.2 je pregled najcˇesˇc´e korisˇtenih metoda koje ne vrac´aju QuerySet:
Metoda Opis
get() Vrac´a objekt koji ima vrijednost zadanog parametra. U
slucˇaju da postoji visˇe od jednog takvog zapisa u tablici u
bazi ili zapis ne postoji, vrac´a gresˇku.
create() Sluzˇi za kreiranje i spremanje novog podatka.
get or create() Ukoliko podatak sa zadanim parametrima postoji u bazi, do-
hvac´a ga, u suprotnom kreira novi podatak s danim parame-
trima.
count() Vrac´a broj zapisa u bazi koji odgovaraju danom QuerySet-
u.
exists() Vrac´a True ako postoji trazˇeni zapis u bazi, u suprotnom
vrac´a False.
update() Sluzˇi za azˇuriranje podataka.
delete() Brisˇe retke iz tablice u bazi koji imaju vrijednosti zadanih
parametara.
Tablica 3.2: Najcˇesˇc´e korisˇtene metode koje ne vrac´aju QuerySet
Kratki primjer povezivanja pogleda s modelom:
from . models i m p o r t P r o d u c t
d e f g e t p r o d u c t s ( r e q u e s t ) :
p r o d u c t s = P r o d u c t . o b j e c t s \
. f i l t e r ( company id =3) \
. v a l u e s ( ’ i d ’ , ’ p roduc t name ’ , ’ s h o r t c o d e ’ , ’
v a l i d d u r a t i o n ’ ) \
. o r d e r b y ( ’ p roduc t name ’ )
# . . .
3.5 Pogledi zadani klasom
Osim funkcijom, pogledi se mogu definirati i klasom. Takva definicija omoguc´ava po-
novno upotrebljavanje koda korisˇtenjem nasljedivanja. Django pruzˇa vec´ gotove genericˇke
poglede (zadane klasom), a moguc´e je napisati i svoje. U nastavku c´e se pod rijecˇi pogled
podrazumijevati pogled definiran klasom.
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Svi pogledi nasljeduju klasu django.views.generic.base.View (ukoliko pogled
nije genericˇki klasa, View se mozˇe ukljucˇiti i iz django.views). Slijedi primjer kao s
pocˇetka poglavlja drugacˇije definiranim pogledom koji ispisuje string ’Hello!’.
views.py:
from d ja ngo . h t t p i m p o r t Ht tpResponse
from d ja ngo . v iews i m p o r t View
c l a s s Hel loView ( View ) :
d e f g e t ( s e l f , r e q u e s t , ∗ a rgs , ∗∗ kwargs ) :
r e t u r n Ht tpResponse ( ’ H e l l o ! ’ )
Unutar urls.py koristi se as view() metoda za povezivanje pogleda s URL uzorkom:
from d ja ngo . con f . u r l s i m p o r t u r l
from . i m p o r t v iews
u r l p a t t e r n s = [
u r l ( r ’ ˆ h e l l o / $ ’ , Hel loView . a s v i e w ( ) ) ,
]
Ugradeni pogledi
Ugradeni pogledi mogu se podijeliti na bazne i genericˇke. Bazni pogledi predstav-
ljaju roditeljske poglede koji mogu biti korisˇteni sami za sebe ili ih je moguc´e naslijediti.
Najcˇesˇc´e ih je u projektu potrebno na neki nacˇin ’prosˇiriti’, odnosno dodati neke dodatne
funkcionalnosti. Bazni pogledi su: View, TemplateView i RedirectView. Genericˇki
pogledi izgradeni su na temelju baznih pogleda te sluzˇe za automatizaciju nekih cˇesto
korisˇtenih obrazaca kao sˇto su prikaz liste zapisa iz baze, prikaz detalja o nekom zapisu i sl.
Ovoj skupini pripadaju genericˇki pogledi za prikaz (DetailView, ListView), genericˇki
pogledi za editiranje (FormView, CreateView, UpdateView, DeleteView) te genericˇki
datum pogledi.
Genericˇki pogledi mogu se koristiti direktnim ukljucˇivanjem u URL konfiguraciju:
from d ja ngo . con f . u r l s i m p o r t u r l
from d ja ngo . v iews . g e n e r i c i m p o r t L i s tView
u r l p a t t e r n s = [
u r l ( r ’ ˆ l i c e n s e / $ ’ , L i s tView . a s v i e w ( t e m p l a t e n a m e=” l i c e n s e /
l i c e n s e l i s t . h tml ” ) ) ,
]
Ili kreiranjem podklase:
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from d ja ngo . v iews . g e n e r i c i m p o r t L i s tView
from l i c e n s e s . models i m p o r t L i c e n s e
c l a s s L i c e n s e L i s t ( L i s tView ) :
model = L i c e n s e
t e m p l a t e n a m e=” l i c e n s e / l i c e n s e l i s t . h tml ”
from d ja ngo . con f . u r l s i m p o r t u r l
from . v iews i m p o r t L i c e n s e L i s t
u r l p a t t e r n s = [
u r l ( r ’ ˆ l i c e n s e / $ ’ , L i c e n s e L i s t . a s v i e w ( ) ) ,
]
Drugi nacˇin se koristi kad je potrebno prilagoditi genericˇki pogled vlastitim potrebama sˇto
se mozˇe napraviti definiranjem odgovarajuc´ih atributa unutar podklase.
Poglavlje 4
Predlosˇci
4.1 Djangov jezik predlozˇaka
Django pruzˇa jednostavan nacˇin generiranja dinamicˇkih HTML stranica koristec´i ugradene
oznake predlozˇaka (eng. template tags). Djangov jezik predlozˇaka cˇine varijable (eng. va-
riables) i spomenute oznake.
Varijable se oznacˇavaju s: {{ varijabla }}. Kada funkcija pogleda proslijedi parame-
tre predlosˇku, {{ varijabla }} se zamjenjuje sa stvarnom vrijednosˇc´u te varijable. Ime
varijable mozˇe biti bilo koja kombinacija slova i brojeva te znaka ’ ’. Znak ’.’ koristi se za
pristup atributima varijable. Ime varijable ne smije sadrzˇavati razmak kao ni interpunkcij-
ske znakove. Na varijablama se mogu koristiti filtri ({{ varijabla|filtar }}) koji sluzˇe
za modifikaciju prikaza vrijednosti varijable. Izmedu varijable i filtra potrebno je staviti
znak |. Django pruzˇa oko sˇezdeset ugradenih filtra. Npr. filtar capfirst c´e ispisati ime
varijable s velikim pocˇetnim slovom.
{ { v a r i j a b l a | c a p f i r s t } }
Na jednoj varijabli mozˇe se zadati i visˇe filtra.
{ { v a r i j a b l a | c a p f i r s t | d e f a u l t : ” H e l l o ” } }
default predstavlja zadanu vrijednost varijable ukoliko je ona prazan string.
Oznake predlosˇka se oznacˇavaju s: {% oznaka %}. Slijede neke od najcˇesˇc´e korisˇtenih
oznaka:
• block ({% block ime bloka %}...{% endblock %})
Oznacˇava blok koji mozˇe biti predefiniran u predlosˇku koji nasljeduje trenutni predlozˇak.
• extends ({% extends "ime roditeljskog predlosˇka.html" %})
Oznacˇava da predlozˇak prosˇiruje roditeljski predlozˇak.
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• for ({% for objekt in lista %}...{% endfor %})
Iterira po svim elementima liste omoguc´avajuc´i pristup elementu u kontekstnoj vari-
jabli. Npr.
{% f o r p r o d u c t i n p r o d u c t s %}
{ { p r o d u c t . name } }
{% e n d f o r %}
Moguc´e je iterirati i po elementima rjecˇnika:
{% f o r key , v a l u e i n m y d i c t i o n a r y . i t e m s %}
{ { key } } : { { v a l u e } }
{% e n d f o r %}
U prethodnom primjeru items nije kljucˇ unutar rjecˇnika my dictionary vec´ me-
toda za dohvat elemenata.
• for...empty ({% for objekt in lista %}...{% empty %}...{% endfor %})
Unutar for oznake mozˇe se nalaziti i empty oznaka koja sluzˇi za prikaz teksta koji se
prikazuje u slucˇaju kad je lista kroz koju se pokusˇava iterirati prazna.
{% f o r p r o d u c t i n p r o d u c t s %}
{ { p r o d u c t . name } }
{% empty %}
There a r e no p r o d u c t s .
{% e n d f o r %}
To je ekvivalentno:
{% i f p r o d u c t s %}
{% f o r p r o d u c t i n p r o d u c t s %}
{ { p r o d u c t . name } }
{% e n d f o r %}
{% e l s e %}
There a r e no p r o d u c t s .
{% e n d i f %}
• if ({% if produkt %}...{% endif %})
Ako je izraz koji se evaluira istinit, ulazi se u if blok, u suprotnom ga se preskacˇe.
Unutar if bloka mogu se nalaziti i elif i else oznake. Mozˇe sadrzˇavati i operatore
and, or i not, kao i ==, !=, <, >, <=, >=, in, not in, is i is not kojih mozˇe biti
jedan ili visˇe unutar iste if oznake.
• include ({% include ’ime datoteke.html’ %})
Sluzˇi za ukljucˇivanje drugih predlozˇaka u trenutni predlozˇak. Ime predlosˇka mozˇe
biti ili varijabla ili tocˇno ime datoteke.
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• load ({% include ime biblioteke %})
Ukljucˇuje sve oznake i filtre iz dane biblioteke.
• url ({% url url ime parametri... %})
Vrac´a apsolutnu putanju (URL bez imena domene) koja se podudara s danim pogle-
dom i opcionalnim parametrima.
Djangov jezik predlozˇaka podrzˇava i komentare koje je potrebno navesti unutar {# #}, npr.
{ # Ovo j e n e k i komenta r . . . # }
4.2 Nasljedivanje predlozˇaka
Vec´ je spomenuto da se predlosˇci mogu nasljedivati. Prvo je potrebno kreirati bazni
predlozˇak. Obicˇaj je bazni predlozˇak nazvati base.html. Unutar baznog predlosˇka defi-
niraju se blokovi koristec´i oznaku block. Sadrzˇaj blokova u baznom predlosˇka ne mora
biti prazan. Ukoliko je definiran te je definiran sadrzˇaj istog bloka unutar predlosˇka koji ga
je naslijedio, bit c´e prikazan sadrzˇaj tog predlosˇka koji ga je naslijedio. Ako sadrzˇaj istog
bloka nije definiran, biti c´e prikazan sadrzˇaj definiran u baznom predlosˇku. Svi predlosˇci
koji nasljeduju bazni predlozˇak moraju imati extend oznaku koja se treba nalaziti prije
bilo kakve druge oznake. Nakon toga je moguc´e definirati sadrzˇaj blokova navodec´i ime
bloka. Opisano se najbolje mozˇe vidjeti na primjeru:
base.html:
<!DOCTYPE html>
<html l a n g=” en ”>
<head>









{% e x t e n d s ” base . h tml ” %}
{% b l o c k t i t l e %}P r o d u c t s {% e n d b l o c k %}
{% b l o c k c o n t e n t %}
< t a b l e >
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< t head >
< t r >
< th >P r o d u c t name< / th >
< th >S h o r t code < / th >
</ t r >
</ t head >
< tbody>
{% f o r p r o d u c t i n p r o d u c t s %}
< t r >
< td > { { p r o d u c t . p roduc t name } } < / td >
< td > { { p r o d u c t . s h o r t c o d e } } < / td >
</ t r >
{% e n d f o r %}
</ tbody>
</ t a b l e >
{% e n d b l o c k %}
4.3 Povezivanje pogleda i predlosˇka
U settings.py datoteci unutar TEMPLATES liste definiraju se postavke kako bi pro-
jekt znao gdje se nalaze datoteke koje predstavljaju predlosˇke. U listi se nalaze rjecˇnici
koji sadrzˇavaju postavke za pojedini pogon. Prilikom kreiranja novog projekta putem
startproject naredbe, Django generira sljedec´e postavke:
TEMPLATES = [
{
’BACKEND’ : ’ d j a ng o . t e m p l a t e . backends . d j ang o . DjangoTempla tes ’ ,
’DIRS ’ : [ ] ,
’APP DIRS ’ : True ,
’OPTIONS ’ : {
’ c o n t e x t p r o c e s s o r s ’ : [
’ d j a ng o . t e m p l a t e . c o n t e x t p r o c e s s o r s . debug ’ ,
’ d j a ng o . t e m p l a t e . c o n t e x t p r o c e s s o r s . r e q u e s t ’ ,
’ d j a ng o . c o n t r i b . a u t h . c o n t e x t p r o c e s s o r s . a u t h ’ ,





U ovom projektu jedino je izmijenjeno:
’DIRS ’ : [TEMPLATE DIR ] ,
Pri cˇemu je:
BASE DIR = os . p a t h . d i rname ( os . p a t h . d i rname ( os . p a t h . a b s p a t h ( f i l e ) ) )
TEMPLATE DIR = os . p a t h . j o i n ( BASE DIR , ’ t e m p l a t e s ’ )
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Pomoc´u BACKEND definira se koja pozadina predlozˇaka c´e se koristiti (eng. template bac-
kend). Navedena pozadina u primjeru je jedna od ugradenih pozadina. DIRS je lista u kojoj
se nalaze putanje do direktorija u kojem se nalaze predlosˇci. APP DIRS oznacˇava nalaze
li se predlosˇci unutar instaliranih aplikacija. OPTIONS je rjecˇnik koji sadrzˇi neke dodatne
parametre koji se prosljeduju pozadini predlozˇaka. U context processors listi zadaje
se koji c´e kontekst biti prosljeden svakom predlosˇku.
Valja istaknuti da se u ovom projektu unutar svake aplikacije nalazi templates direk-
torij unutar kojeg se nalaze poddirektoriji svih postojec´ih modela definiranih u toj aplika-
ciji. Dakle, koliko aplikacija ima modela, toliko c´e templates direktorij imati poddirek-
torija. U poddirektorijima se nalaze predlosˇci vezani uz odgovarajuc´i model. Takoder,
na razini projekta postoji josˇ jedan templates direktorij unutar kojeg je base.html.
base.html je zajednicˇki bazni predlozˇak za sve aplikacije i on predstavlja roditeljski
predlozˇak svim ostalim predlosˇcima u projektu.
Sada kada se zˇeli dohvatiti neki predlozˇak unutar funkcije pogleda ne mora se navoditi
cijela putanja do odgovarajuc´eg predlosˇka:
from d ja ngo . s h o r t c u t s i m p o r t r e n d e r
d e f g e t p r o d u c t s ( r e q u e s t ) :
# . . .
r e t u r n r e n d e r ( r e q u e s t , ’ p r o d u c t s / p r o d u c t l i s t . h tml ’ , { ’ p r o d u c t s ’ :
p r o d u c t s } )
Funkcija render() c´e danom predlosˇku proslijediti navedeni kontekst (eng. context)
koji je rjecˇnik (u ovom primjeru kontekst je {’products’: products}) te c´e vratiti
HttpResponse objekt (u kojem je predlozˇak popunjen potrebnim elemetnima iz kontek-
sta), na taj nacˇin omoguc´ujuc´i prikaz trazˇene stranice. Ovoj funkciji obavezno je proslije-
diti parametre request i ime predlosˇka, a ostali argumenti su opcionalni.
4.4 Upravljanje staticˇkim datotekama
Na svakoj web aplikaciji ili stranici se osim cˇistog HTML-a u pozadini krije i pokoja
slika, CSS i Javascript; datoteke koje ih sadrzˇe smatramo staticˇkim datotekama. Django je
za laksˇe upravljanje takvim datotekama namijenio aplikaciju django.contrib.staticfiles
koja prikuplja staticˇke dototeke iz aplikacija. Aplikacija se mozˇe rucˇno dodati unutar
INSTALLED APPS liste, unutar settings.py datoteke. Ako je projekt kreiran pomoc´u
startproject ona bi se trebala vec´ tamo i nalaziti. Nakon sˇto je aplikacija dodana, po-
trebno je unutar iste datoteke definirati i STATIC URL kako bi Django znao unutar kojeg
direktorija se nalaze staticˇke datoteke. U ovom projektu je to:
STATIC URL = ’ / s t a t i c / ’
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Zatim treba kreirati static direktorij unutar svake aplikacije. Unutar tog direktorija kreira
se direktorij ime aplikacije, unutar kojeg se onda nalaze sve staticˇke datoteke za tu
aplikaciju.
Za ukljucˇivanje staticˇkih datoteka u neki predlozˇak prvo je potrebno pomoc´u load
oznake dohvatiti staticˇke datoteke. Nakon toga kada se zˇeli koristiti neka od dostupnih
datoteka potrebno je samo unutar static oznake navesti ime zˇeljene datoteke.
{% l o a d s t a t i c %}
<img s r c=”{% s t a t i c ” m o j a a p l i k a c i j a / s l i k a . j p g ” %}” />
Obicˇno unutar projekta postoje i staticˇke datoteke koje nisu vezane uz neku aplikaciju.
Za njih se se mozˇe kreirati direktorij static unutar projekta, na istom nivou kao sˇto su i
aplikacije, te se unutar settings.py definira lista STATICFILES DIRS s putanjom do tog
direktorija kako bi Django znao pronac´i i te datoteke.
STATICFILES DIR = [ os . p a t h . j o i n ( BASE DIR , ’ s t a t i c ’ ) , ]
U fazi razvoja same aplikacije, potrebno je, osim instalirane aplikacije
django.contrib.staticfiles, imati postavljeno i:
DEBUG = True
te c´e posluzˇivanje staticˇkih datoteka biti moguc´e odmah nakon pokretanja posluzˇitelja
pomoc´u runserver naredbe.
Medutim, u fazi produkcije ne koristi se ova metoda, buduc´i da nije efikasna. Vec´ina
Django web aplikacija koristi odvojeni web posluzˇitelj (na kojem nije Django) za posluzˇivanje
staticˇkih datoteka. To funckionira na sljedec´i nacˇin. Kada dode do promjene staticˇkih dato-
teka, lokalno se pokrene naredba collectstatic sˇto c´e rezultirati skupljanjem staticˇkih
datoteka u direktorij definiran u STATIC ROOT. U STATIC ROOT se nalazi apsolutna putanja
do tog zˇeljenog direktorija. Potom je potrebno lokalni STATIC ROOT staviti na posluzˇitelj




HTML obrasci (eng. HTML forms) su potrebni za prikupljanje odredenih informacije
o korisniku koji pregledava stranicu. Nakon sˇto korisnik popuni obrazac, podaci se sˇalju
posluzˇitelju koji dalje obavlja definirane radnje s obzirom na pristigle podatke.
Obrazac se definira unutar <form></form> oznaka. Najvazˇniji atributi form oznake
su method i action. Atribut method sluzˇi za definicju HTTP metode zahtjeva koji c´e biti
poslan posluzˇitelju. On mozˇe imati vrijednosti GET i POST. GET metoda se koristi kada
je potrebno samo dohvatiti neke podatke s posluzˇitelja, a POST metoda se koristi kada c´e
nakon poslanog zahtjeva posluzˇitelju, eventualno biti napravljene promjene u sutavu, npr.
promjene u bazi. Atribut action predstavlja skriptu na posluzˇitelju koja je zaduzˇena za
obradu dobivenih podataka iz obrasca.
Elementi obrasca mogu biti polja za unos teksta, padajuc´i izbornici i dr.
5.2 Obrasci u Djangu
Django pruzˇa podrsˇku za obrasce, olaksˇavajuc´i i ubrzavajuc´i njihovo korisˇtenje. Sve
krec´e od definiranja obrasca, sˇto se obicˇno radi unutar forms.py datoteke koju je potrebno
kreirati unutar aplikacije. Slicˇno kao sˇto atributi klase koja definira model opisuju po-
lja u bazi, atributi klase koja definira obrazac opisuju <input> elemente HTML obrasca.
Obrasci su definirani klasom koja je nasljedena iz Form klase. Slijedi primjer definicije
obrasca:
from d ja ngo i m p o r t forms
c l a s s ProductForm ( forms . Form ) :
p roduc t name = forms . C h a r F i e l d ( l a b e l= ’ P r o d u c t name ’ , m a x l e n g t h =100)
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d e f c l e a n ( s e l f ) :
p roduc t name = s e l f . c l e a n e d d a t a . g e t ( ’ p roduc t name ’ )
i f P r o d u c t . o b j e c t s . f i l t e r ( p roduc t name=p roduc t name ) . e x i s t s ( ) :
r a i s e forms . V a l i d a t i o n E r r o r ( ’ P r o d u c t name n o t a v a i l a b l e . ’ )
Navedeni obrazac c´e imati jedno polje - product name. Atribut max length oznacˇava
koliko najvisˇe znakova polje smije imati tako da c´e preglednik omoguc´iti korisniku unos
najvisˇe toliko znakova. Isto tako c´e i Django validirati duljinu podatka kada ga primi
od preglednika. U gornjem primjeru navedena je definicija clean() metode. Ona se
najcˇesˇc´e koristi za prilagodenu validaciju. U ovom slucˇaju se provjerava postoji li takvo
ime produkta vec´ u bazi, te se vrac´a gresˇka u slucˇaju da postoji.
Cijeli obrazac c´e izgledati ovako:
< l a b e l f o r=” p roduc t name ”>P r o d u c t name : </ l a b e l >
< i n p u t i d=” p roduc t name ” t y p e=” t e x t ” name=” p roduc t name ” maxleng th=” 100 ”
r e q u i r e d />
Oznaka <form></form> nec´e biti generirana tako da ju je potrebno rucˇno dodati unutar
predlosˇka.
Kada preglednik proslijedi Djangu obrazac, odgovarajuc´i pogled je zaduzˇen za njenu
obradu. Obicˇno je isti pogled zaduzˇen za objavu praznog obrasca te za obradu popunjenog.
Jedan od moguc´ih pogleda za prethodni obrazac je:
from d ja ngo . s h o r t c u t s i m p o r t r e n d e r
from d ja ngo . h t t p i m p o r t H t t p R e s p o n s e R e d i r e c t
from . models i m p o r t P r o d u c t
from . forms i m p o r t ProductForm
d e f g e t p r o d u c t s ( r e q u e s t ) :
# . . .
form = ProductForm ( r e q u e s t . POST or None )
i f form . i s v a l i d ( ) :
p roduc t name = form . c l e a n e d d a t a [ ’ p roduc t name ’ ]
p r o d u c t = P r o d u c t . o b j e c t s . c r e a t e ( p roduc t name=p roduc t name )
p r o d u c t . s ave ( )
r e t u r n H t t p R e s p o n s e R e d i r e c t ( r e v e r s e ( ’ p r o d u c t s ’ ) )
r e t u r n r e n d e r ( r e q u e s t , ’ p r o d u c t s / p r o d u c t l i s t . h tml ’ , { ’ p r o d u c t s ’ :
p r o d u c t s , ’ form ’ : form } )
Ukoliko stigne GET zahtjev, kreirat c´e se instanca obrasca koja je prazna (form =
ProductForm(None)) i sprema se u kontekst koji se prosljeduje predlosˇku kako bi se pri-
kazao obrazac u pregledniku. Ako stigne POST zahtjev, odnosno pogled primi podatke
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ispunjenog obrasca, kreira se instanca obrasca koja je popunjena podacima iz POST zah-
tjeva (form = ProductForm(request.POST)) - podaci se povezˇu s obrascem.
Slijedi poziv is valid() metode koja sluzˇi za validaciju svih polja u obrascu. Ako
metoda vrati False znacˇi da je poslan ili GET zahtjev ili je poslan POST zahtjev s po-
dacima koji nisu prosˇli validaciju (metoda is valid() vrati True samo ako su sva polja
sadrzˇavala ispravne podatke). Ako se radilo o GET zahtjevu korisniku c´e biti prikazan
prazni obrazac. Ako se radilo o POST zahtjevu korisniku c´e biti prikazan obrazac koji c´e
sadrzˇavati podatke koje je vec´ prethodno unio i potvrdio. Ako metoda is valid() vrati
True znacˇi da se radi o ispravnom POST zahtjevu. Metoda is valid() u slucˇaju isprav-
nih podataka, osim vrac´anja True, stavi podatke dobivene iz obrasca u cleaned data
rjecˇnik.
Nakon sˇto se ude u if , procˇitaju se podaci iz rjecˇnika forms.cleaned data te se
kreira nova instanca Product modela te se spremi u bazu. Na kraju if-a se posˇalje
HttpResponseRedirect koji preusmjeri korisnika na drugi URL.
Potrebno je josˇ kreirati odgovarajuc´i predlozˇak:
<form a c t i o n={% u r l ’ p r o d u c t s ’ %} method=” p o s t ”>
{% c s r f t o k e n %}
{ { form } }
< i n p u t t y p e=” s ubmi t ” v a l u e=” Submit ” />
</ form>
Kao sˇto se vidi, obrazac se u predlozˇak ukljucˇuje pomoc´u {{ form }} oznake. Prije
obrasca potrebno je staviti {% csrf token %} oznaku kako bi se omoguc´io POST zahtjev
s CSRF zasˇtitom.
CSRF zasˇtita
Prilikom kreiranja novog Django projekta moguc´e je vidjeti da u settings.py dato-
teci postoji ovo:
MIDDLEWARE = [
# . . .
’ d j a ng o . midd leware . c s r f . Csr fViewMiddleware ’ ,
# . . .
]
Pojednostavljeno govorec´i django.middleware.csrf.CsrfViewMiddleware je klasa
koja pruzˇa zasˇtitu od CSRF napada. CSRF je kartica za Cross Site Request Forgeries.
CSRF napad je napad kod kojeg neovlasˇtena osoba pristupa web posluzˇitelju u ime neke
ovlasˇtene osobe. Npr. pretpostavimo da se korisnik neke web aplikacije, koja sluzˇi za
objavu cˇlanaka, prijavi putem svojeg korisnicˇkog imena i lozinke. Nakon sˇto se prija-
vio, u novom prozoru otvara preglednik i posjec´uje neku stranicu koja je zapravo zlona-
mjerna i cˇijim se posjetom automatski sˇalje zahtjev s popunjenim obrascem koji sadrzˇi
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novi cˇlanak prema posluzˇitelju koji servira prethodno spomenutu web aplikaciju. Ako ne
postoji CSRF zasˇtita, posluzˇitelj c´e pogledati u sesiju i vidjeti kako je dobio popunjeni
obrazac od ovlasˇtenog, prijavljenog korisnika te c´e se izvrsˇiti unaprijed definirana skripta
(moguc´e objava novog cˇlanka pod imenom napadnutog korisnika). Da je postojala CSRF
zasˇtita, napad ne bi bio moguc´. Zasˇtita funkcionira na sljedec´i nacˇin. Prilikom prijave
korisnika generira se tajna vrijednost i smjesˇta u kolacˇic´ (eng. cookie). Prilikom svake
prijave korisnika generira se nova tajna vrijednost. Na taj nacˇin posluzˇitelj mozˇe provjeriti
je li zahtjev koji je primio dosˇao sa stranice koja ima odgovarajuc´i kolacˇic´. Ako nije, bit c´e
vrac´ena gresˇka koja oznacˇava da korisnik nema pravo pristupa stranici kojoj pokusˇava pris-
tupiti. Postoji josˇ jedna tajna vrijednost koja se generira i koja se odnosi na obrasce. Kada
korisnik pokusˇa prvi puta pristupiti nekoj stranici koja sadrzˇi obrazac generira se vrijednost
i sprema u csrfmiddlewaretoken, skriveno polje obrasca. Svaki put kad na posluzˇitelj
stigne zahtjev s obrascem, Django pogleda csrfmiddlewaretoken kako bi provjerio da
se radi o odgovarajuc´em obrascu. U slucˇaju nepodudaranja tajne vrijednosti ponovo c´e biti
vrac´ena gresˇka javljajuc´i korisniku kako nema pravo pristupa stranici.
5.3 Kreiranje obrazaca iz modela
Ukoliko su polja prikazana unutar obrasca direktno povezano s definiranim modelima,
korisno je koristiti klasu ModelForm, koja je podklasa klase django.forms.Form. Ona
omoguc´uje jednostavniju definiciju obrasca koristec´i zadane atribute u modelu. Prethodno
definirani obrazac bi se definirao pomoc´u ModelForm na sljedec´i nacˇin.
models.py:
from d ja ngo . db i m p o r t models
c l a s s P r o d u c t ( models . Model ) :
p roduc t name = models . C h a r F i e l d ( un iq ue=True , m a x l e n g t h =100 , n u l l=
True , e r r o r m e s s a g e s ={ ’ u n i qu e ’ : ’ P r o d u c t name n o t a v a i l a b l e . ’ } )
Kao sˇto se vidi, moguc´e je navesti rjecˇnik error messages u definiciji modela i u
njemu navesti prilagodene poruke koje c´e se prikazati prilikom pojave neke gresˇke. Tako
c´e se u prethodnom slucˇaju navedena gresˇka prikazati kada se pokusˇa spremiti produkt s
imenom koje vec´ postoji u bazi. U slucˇaju da nije eksplicitno navedena poruka za neki tip
gresˇke bila bi prikazana ugradena poruka za taj tip gresˇke.
forms.py:
from d ja ngo i m p o r t forms
from . models i m p o r t P r o d u c t
c l a s s ProductForm ( forms . ModelForm ) :
c l a s s Meta :
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model = P r o d u c t
f i e l d s = [ ’ p roduc t name ’ ]
Unutar klase Meta nuzˇno je definirati model na kojeg se obrazac odnosi. U atributu
fields navode se atributi modela koji c´e predstavljati polja u obrascu. Polja u obrascu
c´e biti u onom poretku u kojem su navedena u listi. Ako mu se vrijednost postavi na
’ all ’ svi atributi modela c´e biti u obrascu. Moguc´e je postaviti i vrijednost atributa
exclude ako se zˇeli definirati koji atributi modela ne trebaju biti u obrascu. Polja u obrascu
c´e pokupiti svojstva atributa u modelu. Tako c´e u ovom primjeru korisnik takoder moc´i
unijeti maksimalno 100 znakova u polje za ime produkta. Moguc´e je i predefinirati polja
iz modela. Npr. moguc´e je izabrati drugacˇiji widget za neko polje navodenjem atributa
widget ili mu promijeniti oznaku definiranjem label atributa. Moguc´e je i navesti koje
c´e se gresˇke prikazivati (umjesto definiranja gresˇaka u modelu).
from d ja ngo . u t i l s . t r a n s l a t i o n i m p o r t u g e t t e x t l a z y as
# . . .
c l a s s Meta :
# . . .
e r r o r m e s s a g e s = {
’ p roduc t name ’ : {
’ u n i qu e ’ : ( ’ S h o r t p r o d u c t code n o t a v a i l a b l e ’ ) ,
}
}
Treba jedino imati na umu da vec´i prioritet imaju poruke gresˇke definirane unutar Meta
klase nego one definirane u modelu, tako da ako je za istu gresˇku definirana poruka unutar
modela i unutar Meta klase, prikazana c´e biti poruka iz Meta klase. U views.py bi tada
bilo:
from d ja ngo . s h o r t c u t s i m p o r t r e n d e r
from d ja ngo . h t t p i m p o r t H t t p R e s p o n s e R e d i r e c t
from . models i m p o r t P r o d u c t
from . forms i m p o r t ProductForm
d e f g e t p r o d u c t s ( r e q u e s t ) :
# . . .
form = ProductForm ( r e q u e s t . POST or None )
i f form . i s v a l i d ( ) :
form . save ( )
r e t u r n H t t p R e s p o n s e R e d i r e c t ( r e v e r s e ( ’ p r o d u c t s ’ ) )
r e t u r n r e n d e r ( r e q u e s t , ’ p r o d u c t s / p r o d u c t l i s t . h tml ’ , { ’ p r o d u c t s ’ :
p r o d u c t s , ’ form ’ : form } )
Poglavlje 6
Autentifikacijski sustav
Django ima ugraden autentifikacijski sustav koji je zaduzˇen i za autentifikaciju i za
autorizaciju. Autentifikacija je proces odredivanja je li korisnik stvarno osoba za koju
se predstavlja. Autorizacija je proces odredivanja dopusˇtenja korisnika. Sustav brine o
korisnicˇkim racˇunima, grupama, dopusˇtenjima i sesijama.
Prilikom kreiranja Django projekta pomoc´u django-admin startproject naredbe,
unutar INSTALLED APPS liste, u settings.py datoteci, automatski su ukljucˇene aplika-
cije django.contrib.auth i django.contrib.contenttypes. To su aplikacije koje
omoguc´avaju funkcioniranje Django autentifikacijskog sustava. Takoder se unutar MIDDLEWARE
liste nalaze elementi django.contrib.sessions.middleware.SessionMiddleware
i django.contrib.auth.middleware.AuthenticationMiddleware koji su zaduzˇeni
za upravljanje sesijama tj. za povezivanje korisnika sa zahtjevom na posluzˇitelj pomoc´u
sesija.
Navedene postavke c´e pokretanjem manage.py migrate naredbe uzrokovati kreira-
nje svih potrebnih tablica u bazi koje su vezane uz autentifikacijski sustav.
6.1 User objekt
Centralni dio autentifikacijskog sustava su User objekti koji najcˇesˇc´e predstavljaju
ljude koji se sluzˇe web stranicom. U tablici 6.1 prikazani su atributi User objekta:
37
POGLAVLJE 6. AUTENTIFIKACIJSKI SUSTAV 38
Polja Karakteristike
username Obavezno polje. Smije imati najvisˇe 150 znakova.
first name Opcionalno polje. Smije imati najvisˇe 30 znakova.
last name Opcionalno polje. Smije imati najvisˇe 30 znakova.
email Opcionalno polje.
password Obavezno polje. U bazu se automatski pohranjuje hashirana
verzija lozinke.
groups Relacija visˇe-prema-visˇe s Group modelom.
user permissions Relacija visˇe-prema-visˇe s Permission modelom.
is staff Odreduje je li korisnik administrator.
is active Odreduje je li korisnicˇki racˇun aktivan.
is superuser Odreduje je li korisnik superkorisnik.
last login Datum i vrijeme kada se korisnik zadnji put prijavio.
date joined Datum i vrijeme kada je korisnicˇki racˇun kreiran.
Tablica 6.1: Atributi User objekta
Novog korisnika mozˇe se kreirati pomoc´u funkcije create user() koja, osim sˇto kre-
ira novi objekt, automatski i sprema kreiranog korisnika u bazu:
>>> from django.contrib.auth.models import User
>>> user = User.objects.create_user(’pero777’, ’perica@gmail.com’, ’neka_lozinka
’)
Novog korisnika takoder se mozˇe kreirati i putem admin sucˇelja (2.3).
Prilagodeni User objekt
Prethodno navedeni User objekt ugraden je u Django, ali ga je moguc´e i prosˇiriti ili
prilagoditi potrebama aplikacije. To se mozˇe napraviti na sljedec´a cˇetiri nacˇina:
1. Pomoc´u Proxy modela
Kreira se model koji nasljeduje User model, bez kreiranja nove tablice u bazi. Ko-
risti se kada se zˇeli promijeniti ponasˇanje postojec´eg User modela (npr. definiranje
novih metoda, zadani poredak...) bez utjecaja na polja modela.
2. Koristec´i jedan-prema-jedan relaciju s User modelom
Kreira se model koji c´e predstavljati novu tablicu u bazi i imat c´e polje koje pred-
stavlja jedan-prema-jedan relaciju s User modelom. Ovaj nacˇin se koristi kada se
zˇele pohraniti neke dodatne informacije o postojec´em User modelu koje nisu vezane
uz autentifikaciju.
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3. Kreiranjem prilagodenog User modela prosˇirivanjem AbstractBaseUser mo-
dela
Kreira se potpuno novi user model koji nasljeduje AbstractBaseUsermodel. Pozˇeljno
je kreirati model na pocˇetku projekta s obzirom da utjecˇe na shemu baze. U settings.py
datoteci potrebno je definirati da se ne koristi zadani User model, vec´ prilagodeni.
AUTH USER MODEL = ’ m o j a a p l i k a c i j a . MojUserModel ’
moja aplikacija predstavlja Django aplikaciju unutar koje je model definiran, a
MojUserModel ime modela koji se koristi kao user model. Ovaj nacˇin prilagodbe
modela koristi se kada su potrebne izmjene u autentifikacijskom procesu.
4. Kreiranjem prilagodenog user modela prosˇirivanjem AbstractUser modela
Kreira se potpuno novi user model koji nasljeduje AbstractUser model. Isto kao i
u prethodnom slucˇaju, pozˇeljno je kreirati model na pocˇetku projekta te je potrebno
navesti zadani User model U settings.py datoteci. Ovaj nacˇin koristi se kad
se ne zˇeli mijenjati ugradeni autentifikacijski proces vec´ se zˇele dodati informacije
direktno u User model, bez kreiranja dodatne klase.
U ovoj aplikaciji koristi se 2. nacˇin prilagodbe User modela. Novi model je Profile
te osim polja koje predstavlja relaciju jedan-na-jedan s User modelom, ima josˇ jedno do-
datno polje: company. Polje company predstavlja relaciju visˇe-prema-jedan s Company
modelom. Ono je potrebno unutar User modela kako bi se znalo kojoj kompaniji pripada
pojedini korisnik.
from d ja ngo . db i m p o r t models
from d ja ngo . c o n t r i b . a u t h . models i m p o r t User
from companies . models i m p o r t Company
c l a s s P r o f i l e ( models . Model ) :
u s e r = models . OneToOneField ( User , r e l a t e d n a m e= ’ p r o f i l e ’ , o n d e l e t e=
models .CASCADE)
company = models . Fore ignKey ( Company )
d e f s t r ( s e l f ) :
r e t u r n s e l f . u s e r . username
Model Profile imat c´e odgovarajuc´u tablicu u bazi. Sada je prilikom kreiranja novog
korisnika, potrebno kreirati i novi profil.
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6.2 Autentifikacija, prijava i odjava korisnika
Autentifikacija korisnika
Za autentifikaciju korisnika koristi se funkcija authenticate() koja kao parametre
prima korisnicˇko ime i lozinku te ih provlacˇi kroz autentifikacijske pozadine (eng. aut-
hetication backends). Prilikom poziva authenticate() funkcije, prolazi se kroz poza-
dine (metode), jednu po jednu, u onom redoslijedu u kojem su definirane. Ako su ko-
risnicˇki podaci valjani za neku od metoda, proces provjere staje te su korisnicˇki podaci
valjani. Metode definirane nakon te se ne pozivaju. Ako poziv neke od metoda rezultira
PermissionDenied iznimkom, ostale metode se ne provjeravaju te autentifikacija ne pro-
lazi. Ukoliko su korisnicˇki podaci valjani, funkcija authenticate() vrac´a User objekt,
u suprotnom vrac´a None (ako podaci nisu valjani niti za jednu od metoda ili ako je neka od
metoda digla PermissionDenied iznimku).
Autentifikacijske pozadine definiraju se unutar AUTHENTICATION BACKENDS liste u
settings.py datoteci. Moguc´e je definirati i prilagodene pozadine pomoc´u klase koja
sadrzˇava definiciju metoda get user() i authenticate().
U ovom projektu ne koriste se prilagodene pozadine.
Prijava korisnika
Nakon sˇto je korisnik prosˇao kroz autentifikaciju, potrebno ga je prijaviti u aplika-
ciju sˇto je moguc´e napraviti pomoc´u funkcije login(). Funkcija kao parametre prima
HttpRequest objekt i User objekt te sprema korisnika u sesiju.
Slijedi primjer korisˇtenja authenticate() i login() funkcija:
from d ja ngo . c o n t r i b . a u t h i m p o r t a u t h e n t i c a t e , l o g i n
d e f l o g i n v i e w ( r e q u e s t ) :
username = r e q u e s t . POST[ ’ username ’ ]
password = r e q u e s t . POST[ ’ password ’ ]
u s e r = a u t h e n t i c a t e ( r e q u e s t , username=username , password=password )
i f u s e r i s n o t None :
l o g i n ( r e q u e s t , u s e r )
# P r e u s m j e r i k o r i s n i k a na p o c e t n u s t r a n i c u a p l i k a c i j e .
e l s e :
# P r i k a z i g r e s k u o neusp jesnom l o g i r a n j u .
Odjava korisnika
Za odjavu korisnika iz aplikacije koristi se funkcija logout() koja kao parametar
prima HttpRequest objekt. Funkcija brisˇe korisnika iz sesije.
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from d ja ngo . c o n t r i b . a u t h i m p o r t l o g o u t
d e f l o g o u t v i e w ( r e q u e s t ) :
l o g o u t ( r e q u e s t )
U ovoj aplikaciji koriste se ugradeni autentifikacijski pogledi za prijavu i odjavu koris-
nika. (vidi 6.3)
Ogranicˇavanje pristupa neprijavljenim korisnicima
Postoji velika vjerojatnost kako c´e pristup nekim dijelovima web aplikacije biti omoguc´en
jedino prijavljenim korisnicima. Jedan od nacˇina ogranicˇavanja pristupa (koji je korisˇten
i u ovoj aplikaciji) je pomoc´u login required() dekoratora (funkcije koja prima drugu
funkciju kao parametar te joj prosˇiruje funkcionalnost) koji se postavlja prije pogleda za
koji se zˇeli ogranicˇiti pristup. Ako je korisnik prijavljen, pogled se normalno izvrsˇava. Ako
korisnik nije prijavljen, preusmjerava se na LOGIN URL adresu definiranu u postavkama.
Dekorater se koristi ovako:
from d ja ngo . c o n t r i b . a u t h . d e c o r a t o r s i m p o r t l o g i n r e q u i r e d
@ l o g i n r e q u i r e d
d e f mo j pog led ( r e q u e s t ) :
. . .
Dekoratori se koriste kod pogleda definiranih funkcijom. U slucˇaju pogleda definiranih
klasom koriste se mixins. Tako se za ogranicˇavanje pristupa (na samo prijavljene koris-
nike) pogledu definiranom klasom koristi LoginRequiredMixin. Ponasˇanje je jednako
kao kod login required() dekoratora - ako je korisnik prijavljen, pogled se normalno
izvrsˇava, a ako korisnik nije prijavljen, preusmjerava se na LOGIN URL adresu definiranu
u postavkama.
from d ja ngo . c o n t r i b . a u t h . m ix in s i m p o r t Log inRequ i r edMix in
from d ja ngo . v iews i m p o r t View
c l a s s mo j pog led ( LoginRequi redMix in , View ) :
. . .
Ogranicˇavanje pristupa prijavljenim korisnicima koji ne prolaze test
Ponekad se dijelovima aplikacije zˇeli pruzˇiti pristup samo nekima od prijavljenih ko-
risnika. To se mozˇe napraviti pomoc´u user passes test dekoratora koji kao argument
prima funkciju. Funkciji se prosljeduje User objekt koja vrac´a True ukoliko korisnik smije
pristupiti pogledu, a u suprotnom vrac´a Flase.
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from d ja ngo . c o n t r i b . a u t h . d e c o r a t o r s i m p o r t u s e r p a s s e s t e s t
d e f s u p e r u s e r o r a d m i n c h e c k ( u s e r ) :
r e t u r n u s e r . i s s u p e r u s e r o r u s e r . i s s t a f f
@ u s e r p a s s e s t e s t ( s u p e r u s e r o r a d m i n c h e c k )
d e f my view ( r e q u e s t ) :
. . .
6.3 Autentifikacijski pogledi
Django autentifikacijski sustav pruzˇa nekoliko pogleda koje je moguc´e koristiti za pri-
javu korisnika, odjavu korisnika i promjenu lozinke, a to su: LoginView, LogoutView,
PasswordChangeView, PasswordChangeDoneView, PasswordResetView,
PasswordResetDoneView, PasswordResetConfirmView, PasswordResetCompleteView.
Navedeni pogledi koriste ugradene obrasce, ali je moguc´e definirati i prilagodene obrasce.
Ugradeni predlosˇci za ove poglede ne postoje tako da ih je potrebno kreirati. Moguc´e je
ukljucˇiti sve poglede iz ove skupine u projekt:
u r l p a t t e r n s = [
u r l ( ’ ˆ ’ , i n c l u d e ( ’ d j a ng o . c o n t r i b . a u t h . u r l s ’ ) ) ,
]
Time c´e biti ukljucˇeni sljedec´i URL uzorci:
ˆ l o g i n / $ [ name= ’ l o g i n ’ ]
ˆ l o g o u t / $ [ name= ’ l o g o u t ’ ]
ˆ p a s s w o r d c h a n g e / $ [ name= ’ p a s s w o r d c h a n g e ’ ]
ˆ p a s s w o r d c h a n g e / done / $ [ name= ’ p a s s w o r d c h a n g e d o n e ’ ]
ˆ p a s s w o r d r e s e t / $ [ name= ’ p a s s w o r d r e s e t ’ ]
ˆ p a s s w o r d r e s e t / done / $ [ name= ’ p a s s w o r d r e s e t d o n e ’ ]
ˆ r e s e t / ( ? P<uidb64 >[0−9A−Za−z \ −]+) / ( ? P< token >[0−9A−Za−z ] {1 ,13 } − [0 −9A−Za−
z ] { 1 , 2 0 } ) / $ [ name= ’ p a s s w o r d r e s e t c o n f i r m ’ ]
ˆ r e s e t / done / $ [ name= ’ p a s s w o r d r e s e t c o m p l e t e ’ ]
Ili samo neke od njih, kao sˇto se u ovom projektu koriste LoginView, LogoutView i
PasswordChangeView:
from d ja ngo . c o n t r i b . a u t h i m p o r t v iews as a u t h v i e w s
u r l p a t t e r n s = [
u r l ( r ’ ˆ $ ’ , a u t h v i e w s . LoginView . a s v i e w ( t e m p l a t e n a m e= ’ p r o f i l e s /
l o g i n . h tml ’ ) , name= ’ l o g i n ’ ) ,
u r l ( r ’ ˆ l o g o u t / $ ’ , a u t h v i e w s . LogoutView . a s v i e w ( ) , name= ’ l o g o u t ’ ) ,
u r l ( r ’ ˆ p a s s w o r d c h a n g e / $ ’ , a u t h v i e w s . PasswordChangeView . a s v i e w (
t e m p l a t e n a m e= ’ p r o f i l e s / p a s s w o r d c h a n g e . h tml ’ ,
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s u c c e s s u r l= ’ / home ’ ) ,
name= ’ p a s s w o r d c h a n g e ’ ) ,
]
U gornjem primjeru prilikom navodenja URL-a za promjenu lozinke (eng. password
change) naveden je argument success url. On oznacˇava URL na koji c´e se aplikacija pre-
usmjeriti nakon uspjesˇnog procesiranja obrasca. Ukoliko obrazac nije uspjesˇno procesiran,
ponovo se prikazuje, ne preusmjeravajuc´i se na drugi URL. URL adrese za preusmjerava-
nja za prijavu i odjavu korisnika definiraju se unutar settings.py datoteke u glavnom
direktoriju projekta.
LOGIN REDIRECT URL = ’ / home ’
LOGOUT REDIRECT URL = ’ / ’
Poglavlje 7
Web aplikacija za administraciju
kupovina putem internetske trgovine
softverskih aplikacija
Prakticˇni dio ovog rada je web aplikacija za administraciju kupovina putem internet-
ske trgovine softverskih aplikacija koja demonstrira primjenu principa i pravila Djanga
navedenih u prethodnim poglavljima. Ovo je pocˇetna i pojednostavljena verzija aplikacije
napravljene za tvrtku u kojoj radim.
Web aplikacija je zamisˇljena kao dio platforme koja bi se se sastojala od nje same
te backend aplikacije (aplikacija koja se u potpunosti izvrsˇava na posluzˇitelju) koja bi
omoguc´ila integraciju s internetskom trgovinom te softverskim aplikacijama koje se pro-
daju putem trgovine. Kompanije koje bi koristile platformu, prodavale bi svoje proizvode
putem navedene trgovine. Nakon izvrsˇene kupovine backend aplikacija bi bila zaduzˇena
za spremanje narudzˇbi, kupljenih proizvoda i pripadnih licenci u bazu. Navedenu bazu bi
koristila i web aplikacija za administraciju. Sama aktivacija licence bi se takoder odvijala
putem backend aplikacije. U ovom radu napravljena je web aplikacija za administraciju
spomenute platforme te se sve na narednim stranicama odnosi na nju.
Web aplikacija ima tri razine prava pristupa ovisno o tipu korisnika (vidi 7.1) i omoguc´ava
sljedec´e funkcionalnosti:
1. Pretrazˇivanje kupovina softverskih aplikacija, pregled licenci za pripadne produkte
(softverske aplikacije) unutar pojedine kupovine, generiranje novih licenci te deak-
tivaciju licenci.
2. Pregled svih produkata, pripadnih instalacijskih datoteka verzija produkata te nji-
hovo uredivanje.
3. Pregled i uredivanje korisnika.
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4. Pregled i uredivanje kompanija.
Projekt se sastoji od tri Django aplikacije: orders (7.2), products (7.3) i profiles (7.4).
Predlosˇci svih aplikacija nasljeduju bazni predlozˇak koji se sastoji od navigacijskog
izbornika te div elementa koji se nalazi na vrhu stranice i sadrzˇi padajuc´i izbornik za izbor
kompanije (samo ako je prijavljeni korisnik superkorisnik) te padajuc´i izbornik u kojem se
nalaze opcije za promjenu lozinke prijavljenog korisnika i odjavu.
7.1 Tipovi korisnika
Kao sˇto je navedeno, postoje tri tipa korisnika te svaki tip ima razlicˇita prava:
• Obicˇni korisnik (user)
Obicˇni korisnik mozˇe pretrazˇivati kupovine unutar svoje kompanije, pregledati li-
cence unutar pojedine kupovine, genrirati nove licence i deaktivirati licence. Takoder
ima uvid u softverske aplikacije unutar svoje kompanije te u pripadne instalacij-
ske datoteke koje mozˇe i uredivati. Mozˇe i dodavati nove instalacijske datoteke.
Obicˇnom korisniku c´e u navigacijskom izborniku biti prikazane opcije Search i Pro-
ducts.
• Administrator (admin)
Administrator, osim moguc´nosti koje ima obicˇni korisnik, ima pregled u korisnike
unutar svoje kompanije. Mozˇe uredivati podatke o korisnicima u svojoj kompaniji
(osim o superkorisnicima), kao i dodati nove korisnike (osim superkorisnika). Ad-
ministratoru c´e u navigacijskom izborniku biti prikazane opcije Search, Products i
Users.
• Superkorisnik (superuser)
Superkorisnik, osim prava navedenih za prethodne tipove korisnika (s time da mozˇe
pregledati, urediti i kreirati sve navedeno za bilo koju kompaniju), ima pregled u sve
kompanije, moguc´nost uredivanja podataka o pojedinoj kompaniji (njenog imena) i
dodavanja nove. Superkorisniku c´e u navigacijskom izborniku biti prikazane opcije
Search, Products, Users i Companies.
Na svim slikama aplikacije, koje se nalaze u narednim poglavljima, prijavljeni korisnik
je superkorisnik.
7.2 Orders aplikacija
Aplikacija omoguc´ava pretragu kupovina unosom email adrese kupca (customer email)
ili identifikacijskog broja kupovine (order ID). (7.1, 7.2)
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Slika 7.1: Pocˇetna stranica web aplikacije, nakon sˇto se korisnik prijavi, je stranica za
pretragu kupovina
Slika 7.2: Lista svih kupovina za kupca cˇiji je email peter123@gmail.com
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Odabirom pojedine kupovine, prikazuje se lista svih licenci koje su izdane unutar kupo-
vine, zajedno s ostalim podacima o licencama te gumb za deaktivaciju licenci. Licenca je
pravo kupca na korisˇtenje kupljenog softvera. Radi pojednostavljenja aplikacije, pretpos-
tavljeno je da se svaka licenca mozˇe aktivirati jednom te da traje jednu godinu od aktivacije.
Na stranici s listom licenci nalazi se i gumb za dodavanje novih licenci. (7.3)
Slika 7.3: Lista svih licenci za kupovinu AFC170310
Za generiranje novih licenci potrebno je unijeti produkt za koji se zˇeli generirati licence
te broj licenci. (7.4).
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Slika 7.4: Forma za kreiranje novih licenci
Aplikacija se sastoji od dva modela: order i license. Order model predstavlja ku-
povinu i sastoji se od atributa:
• order id - identifikacijski broj kupovine (to nije primarni kljucˇ)
• created time - vrijeme kada je izvrsˇena kupovina
• customer email - email adresa kupca
• company - ForeignKey na model Company, oznacˇava kojoj kompaniji kupovina
pripada
• products - ManyToMany relacija na model Product, kupovina mozˇe imati visˇe pro-
dukata te se produkt mozˇe nalaziti unutar visˇe kupovina.
License model ima atribute:
• order id - identifikacijski broj kupovine
• created time - vrijeme kada je izvrsˇena kupovina
• customer email - email adresa kupca
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• company - ForeignKey na model Company, oznacˇava kojoj kompaniji kupovina
pripada
• products - ManyToMany relacija na model Product, kupovina mozˇe imati visˇe pro-
dukata te se produkt mozˇe nalaziti unutar visˇe kupovina.
Kada dode zahtjev za generiranje novih licenci poziva se funkcija generate licenses
(product code, quality) koja poziva funkciju generate key(product code) ono-
liko puta koliko se licenci treba generirati. Licence moraju biti jedinstvene. Funkcija
generate key koristi pomoc´nu funkciju calculate integer() koja na temelju tre-
tutacˇnog timestamp-a u milisekundama, vrijednosti globalne varijable counter i slucˇajno
odabranog broja izmedu 0 i 9 kreira veliki pozitivan broj od 16 znamenki. Funkcija
generate key konvertira taj broj u bazu zadanu varijablom base. Za kreiranje svake
licence generate licence c´e morati pozvati calculate integer dva puta kako bi se
postigla zˇeljena duljina licence. Na kraju se dobivenom dijelu licence dodaje slucˇajno
odabrani broj izmedu 0 i 9 te product code.
from b a s e s i m p o r t Bases
from random i m p o r t r a n d i n t
i m p o r t t ime
i m p o r t math
c o u n t e r = 0
b a s e s = Bases ( )
d e f c a l c u l a t e i n t e g e r ( ) :
g l o b a l c o u n t e r
c o u n t e r += 1
c a l c u l a t e d i d = s t r ( round ( t ime . t ime ( ) ∗ 1000) ) + s t r ( c o u n t e r ) + s t r (
r a n d i n t ( 0 , 9 ) )
i f c o u n t e r > ( math . pow ( 1 0 , 3 ) − 1) :
c o u n t e r = 0
r e t u r n i n t ( c a l c u l a t e d i d )
d e f g e n e r a t e k e y ( p r o d u c t c o d e ) :
key = ’ ’
c o u n t = 0
r a n d i n t ( 0 , 9 )
base = ’ 23456789ABCDEFGHJKLMNPQRSTUVWXYZ’
w h i l e l e n ( key ) < 1 6 :
k e y p a r t = b a s e s . t o A l p h a b e t ( c a l c u l a t e i n t e g e r ( ) , ba se )
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f o r i i n r a n g e ( 0 , l e n ( k e y p a r t ) ) :
i f l e n ( key ) < 1 6 :
key += k e y p a r t [ i : i +1]
c o u n t += 1
i f c o u n t % 4 == 0 :
key += ’− ’
c o u n t = 0
key = key + s t r ( r a n d i n t ( 0 , 9 ) ) + p r o d u c t c o d e . uppe r ( )
r e t u r n key
d e f g e n e r a t e l i c e n s e s ( p r o d u c t c o d e , q u a n t i t y ) :
l i c e n s e s = g e n e r a t e k e y ( p r o d u c t c o d e )
f o r i i n r a n g e ( 1 , q u a n t i t y ) :
l i c e n s e s += ’ \n ’ + g e n e r a t e k e y ( p r o d u c t c o d e )
r e t u r n l i c e n s e s
7.3 Products aplikacija
Aplikacija sluzˇi za pregled produkata te pripadnih instalacijskih datoteka. Odabirom
Products u navigacijskom izborniku prikazˇe se lista svih produkata iznad koje se nalazi i
gumb za dodavanje novih produkata. (7.5)
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Slika 7.5: Lista svih produkata kompanije Disk Log
Odabirom pojedinog produkta prikazuje se lista verzija produkata (iznad koje se nalazi
i gumb za dodavanje novih verzija produkata) cˇiji se podaci mogu uredivati klikom na
redak u listi. (7.6, 7.7)
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Slika 7.6: Lista svih verzija produkta Info Generator
Slika 7.7: Forma za uredivanje verzije
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Aplikacija se sastoji od dva modela: Product i Installation file. Product mo-
del predstavlja produkt i sastoji se od atributa:
• product name - ime produkta
• short code - kod od dva znaka koji se koristi prilikom generiranja licenci za pojedini
produkt; zadnja dva znaka licence predstavljaju short code produkta
• company - ForeignKey na model Company, oznacˇava kojoj kompaniji pripada pro-
dukt
InstallationFile model ima atribute:
• product - ForeignKey na model Product, kojem produktu pripada instalacijska
datoteka
• version - verzija produkta
• full link - poveznica putem koje se mozˇe skinuti instalacijska datoteka
• filename - ime datoteke koja c´e se skinuti
• release date - datum kada je verzija produkta pusˇtena u produkciju
• enabled - je li verzija validna
7.4 Profiles aplikacija
Aplikacija omoguc´ava pregled i uredivanje korisnika i kompanija. Na stranicama s
pripadnim listama nalaze se gumbi za dodavanje novih korisnika tj. kompanija. (7.8, 7.9)
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Slika 7.8: Lista svih korisnika unutar kompanije Disk Log
Slika 7.9: Lista svih kompanija
Prilikom kreiranja novog korisnika, sˇalje mu se poruka na email adresu koja sadrzˇi po-
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datke za prijavu u aplikaciju. Moguc´e je uredivati podatke o pojedinom cˇlanu liste klikom
na redak.
Aplikacija se sastoji od modela Profile i Company. Profile model je prosˇirenje
Djangovog ugradenog User modela te ima atribute:
• user - ForeignKey na model User
• company - ForeignKey na model Company, oznacˇava kojoj kompaniji pripada po-
jedini profil (i korisnik)
Model Company sastoji se od samo jednog atributa:
• company name - ime kompanije
Zakljucˇak
Django omoguc´ava brz i pouzdan razvoj web aplikacija te je zbog toga idealan izbor
kod projekata koji moraju biti isporucˇeni u kratkom vremenskom razdoblju. Prati MTV
arhitekturu sˇto omoguc´ava preglednu organizaciju i podjelu koda. Dobroj organizaciji pri-
donosi i podjela Django projekta na aplikacije cˇinec´i Django skalabilnim. Takoder, postoje
i brojne vanjske biblioteke (npr. Django REST framework) koje su kompatibilne s Djan-
gom te koje josˇ visˇe ubrzavaju razvoj aplikacije.
Potrebno je neko vrijeme za upoznavanje sa svim Django komponentama te je prije
pocˇetka razvoja aplikacije potrebno znati kako funkcionira cijeli sustav.
U radu su dotaknute osnovne funkcionalnosti Djanga te je opisano kako povezati sve
komponente kako bi aplikacija radila. Takoder je samo mali dio jednog poglavlja posvec´en
pogledima zadanim klasom, koji se u praksi koriste sve visˇe i o kojima bi se josˇ dosta moglo
rec´i. Isto tako, u radu nije dotaknuto jedinicˇno testiranje (eng. unit testing) za sˇto Django
ima podrsˇku koja cˇini pisanje testova jako jednostavnim. Ima josˇ puno funkcionalnosti
koje Django podrzˇava i o kojima bi se moglo pisati.
Svaka nova verzija Djanga donosi neka poboljsˇanja i unapredenja tako da vjerujem
kako c´e popularnost Djanga u buduc´nosti sve visˇe rasti.
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Sazˇetak
U radu je opisan aplikacijski okvir Django koji sluzˇi za razvoj web aplikacija. Napisan
je u programskom jeziku Python te je besplatan i otvorenog koda. Pojavio se 2003. godine,
a od tada mu popularnost sve visˇe raste te se danas ubraja u jedan od najpopularnijih web
aplikacijskih okvira.
Slijedi MTV (model-template-view) arhitekturalni uzorak. Django projekt sastoji se
od jedne ili visˇe Django aplikacije. Svaka od njih predstavlja jednu cjelinu koja obavlja
odredenu funkcionalnost te se mozˇe ukljucˇiti i u druge Django projekte.
Logika unutar svake aplikacije podijeljena je na: modele, poglede i predlosˇke te se
svaka od tih komponenti zadaje unutar zasebne datoteke. Modeli predstavljaju tablice u
bazi. Pogledi su zaduzˇeni za upite prema modelima te se na taj nacˇin spremaju ili dohvac´aju
podaci. U predlosˇcima se definira izgled stranice koja c´e biti prikazana korisniku.
Posljednje poglavlje ovog rada posvec´eno je aplikaciji koja je razvijena korisˇtenjem
pravila i principa navedenim u prethodnim poglavljima.
Summary
This thesis is about application framework Django which is used for developing web
applications. Django is written in Python. It is free and open-source. It was created in
2003. Its popularity has been growing since then and today it is one of the most popular
web frameworks.
Django follows MTV (model-template-view) architectural pattern. Django project con-
sists of one or more Django applications. Each of them has its own functionality and it is
possible to include application in other Django projects.
Logic inside every application can be divided into: models, views and templates. Every
one of these components is defined in its own file. Models represent tables in a database.
Queries toward models are written in views. Templates define how the page will look like.
Last chapter is dedicated to the appllication which is developed by using rules and
priciples mentioned in previous chapters.
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