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Diplomová práce se zabývá klasifikací aplikačních protokolů na základě aplikačních dat,
tedy dat vrstvy L7 modelu ISO/OSI. Cílem je navrhnout klasifikátor pro systém SDM
(Softwarově řízené monitorování) tak, aby mohl být nasazen na linkách s propustností až
100 Gb/s a klasifikoval s co nejmenší chybou. Navržený klasifikátor se skládá ze dvou částí.
První částí jsou kodéry, pro zakódování vybraných znaků. Druhou částí je vyhodnocovací
obvod detekující řetězce charakterizující jednotlivé aplikační protokoly na výstupu první
části. Uvažované znaky pro kodéry a řetězce charakterizující protokoly vychází ze statis-
tické analýzy dat aplikačních protokolů. Samotný klasifikátor je navržen tak, aby mohl
být implementován v FPGA a umožňoval upravit množinu aplikačních protokolů určenou
pro klasifikaci. Kvalita klasifikátoru je otestována na reálných síťových datech. Výsledky
klasifikace jsou srovnány s současnými metodami klasifikace aplikačních protokolů.
Abstract
Master thesis is focused on classification of application protocols based on application data
taken from layer L7 of ISO/OSI model. The aim of the thesis is to suggest a classifier for
SDM system (Software defined monitoring) so it could be used for links with throughput up
to 100 Gb/s. At the same time it should classify with the fewest possible errors. Designed
classifier consists of two parts. First part depicts encoders for encoding selected attributes.
Second part deals with evaluating circuit which detects series characteristic for particular
application protocols on the output from the first part. Considered attributes and series are
taken from statistic analyzes of application protocol data. The classifier itself is designed so
it can be implemented in FPGA and enables modification set of application protocols who
intended for classification. The quality of designed classifier is tested on real network data.
The results of classification are compared with current methods used for classification of
application protocols.
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Počítačové sítě jsou v poslední době využívány stále větším počtem zařízení a uživatelů.
Nejedná se pouze o klasická zařízení, jako počítače, servery, mobilní telefony, tablety, ale i
další méně typické zařízení jako domácí spotřebiče, automobily apod. Komunikace pomocí
počítačové sítě je stále častější v nejrůznějších oblastech lidského života. S tímto fenomé-
nem roste množství dat, která musí být přenášená pomocí sítě. S rostoucím množstvím
dat se musí přizpůsobovat technologie umožňující přenos těchto dat. Kromě přenosových
technologií je potřeba přizpůsobovat rychlost i dalších aplikací starajících se o provoz sítě,
sledování stavu síťových prvků, monitorování provozu a systémů zajišťujících bezpečnost.
U dnes používaných vysokorychlostních sítí s propustností až 100 Gb/s je stále čas-
tější používání hardwarově urychlovaných síťových aplikací. Toto řešení s sebou nese i své
problémy. Aby bylo řešení pomocí hardware robustní, byl by potřeba velmi specifický hard-
ware, který se vyznačuje vysokou cenou. Proto je vhodnější použít jednodušší hardwarové
komponenty, které jsou řízené pomocí software. Návrh hardwarových komponent je možný
pomocí konvenčních metod, které vyžadují perfektní znalost problematiky. Druhou mož-
ností je využití technik evolučního návrhu hardware, které nevyžadují tak perfektní znalost
problematiky, ale dovolují v některých případech dosáhnout lepších parametrů obvodu.
Cílem práce je navrhnout klasifikátor aplikačních protokolů, který je možno implemen-
tovat v hardware, a tento navržený klasifikátor otestovat na reálných datech a určit jeho
vlastnosti. Důležitým prvkem je také srovnat navržený klasifikátor s dnes existujícími me-
todami klasifikace aplikačních protokolů.
Abychom mohli navrhnout a otestovat klasifikátor aplikačních protokolů, seznámíme se
v diplomové práci nejdříve s problematikou počítačových sítí, zejména s aplikačními pro-
tokoly a možnostmi jejich klasifikace. Dále bude vysvětlen princip evolučních algoritmů
s hlavním zaměřením na evoluční návrh hardware. Následně bude popsán systém SDM
(Softwarově řízené monitorování), pro který bude klasifikátor aplikačních protokolů pri-
márně určen.
Diplomová práce je rozdělena do 10 kapitol. Kapitola 2 popisuje fungování počítačo-
vých sítí. V kapitole 3 jsou popsány některé ze současných možností klasifikace aplikačních
protokolů. V kapitolách 4 a 5 jsou vysvětleny principy evolučních algoritmů, jejich druhy
a použití. Hlavní pozornost je věnována evolučnímu návrhu hardware. Kapitola 6 předsta-
vuje systém SDM, jeho strukturu a nedostatky. V kapitole 7 je popis datové sady vytvořené
ze záznamu sítě a její statistiky. Kapitola 8 obsahuje požadavky na klasifikátor, jeho návrh
a popis implementace. V kapitole 9 jsou uvedeny výsledky testování na testovacích datech.




Počítačová síť [10] je tvořena koncovými systémy (end-systems), což jsou počítače, servery,
mobilní telefony, tablety atd. Dále síť obsahuje prvky řídící komunikaci mezi těmito sys-
témy a samozřejmě propojovací linky propojující prvky a koncové systémy. Počítačová síť
může být lokální, propojující zařízení v domácnosti, firmách nebo objektech, která umož-
ňuje komunikaci řádově desítkám až stovkám zařízení. Globální síť umožňuje komunikaci
miliardám zařízení umístěným napříč celý světem. Tato síť je nazvaná Internet.
Tato kapitola je věnovaná zejména síti Internet, ovšem popsané principy lze aplikovat
i na lokální sítě. Nejprve budou popsány základní principy funkčnosti sítě, následuje po-
pis aplikačních protokolů a nakonec budou zmíněny principy a důvody pro monitorování
počítačových sítí.
2.1 Základní popis sítí
Architektura počítačových sítí zahrnuje:
• Technologie pro přenos signálu,
• vrstvu pro zajištění spolehlivého přenosu a
• aplikační vrstvu, která poskytuje služby uživatelům.
Během historického vývoje vzniklo několik modelů architektur počítačových sítí, po-
stavených většinou na firemních protokolech. Dnes jsou v rámci Internetu používány dva
modely. Prvním je model ISO/OSI, který je referenční model, a model TCP/IP, který je im-
plementován jako přenosová vrstva většiny počítačových sítí. Model ISO/OSI byl definovaný
v roce 1987 jako rámec standardů pro komunikaci po síti mezi zařízeními a službami růz-
ných výrobců. V praxi byla implementována pouze část modelu, plná implementace nebyla
ve větší míře doposud nasazena. Model ISO/OSI tvoří sedm vrstev, každá vrstva popisuje
funkce pro přenos dat mezi procesy stejné vrstvy. Na obrázku 2.1 jsou zobrazeny vrstvy
modelu ISO/OSI a TCP/IP. Dále bude věnována pozornost pouze modelu TCP/IP.
2.1.1 Model TCP/IP
Model TCP/IP začal vznikat v 70. letech 20. století v rámci projektu ARPAnet. Cílem
projektu ARPAnet bylo vytvořit spolehlivou síť, která by obstála i při narušení některých
komunikačních cest. Síť měla být nezávislá na přenosovém médiu, decentralizovaná a snadno
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Obrázek 2.1: Model ISO/OSI a TCP/IP
Obrázek 2.2: Příklad zabalení a rozbalení dat pro službu HTTP. Převzato z [10].
implementována. Výsledek tohoto projektu vedl ke vzniku modelu TCP/IP. Jak je vidět
z obrázku 2.1, architektura sítě TPC/IP je jednodušší než referenční model ISO/OSI.
Jednotlivé vrstvy využívají služeb nižších vrstev, aniž by musely vědět, jak a kterými
protokoly jsou nižší vrstvy implementovány. Každá vrstva k přenášeným datům přidá hla-
vičku, případně patičku, a zprávu předá nižší vrstvě k dalšímu zpracování. Příklad zapouz-
dření dat (ecapsulation) do rámce přenášeného sítí na straně odesílatele a rozbalení dat
(decapsulation) na straně příjemce je pro službu HTTP graficky zobrazen na obrázku 2.2.
Nejnižší vrstva odešle data i s hlavičkami zabalené do rámce cílovému zařízení.
Vrstva fyzického rozhraní (Network interface layer)
Tato vrstva popisuje standardy pro fyzická média, elektrické a optické signály, např. Ether-
net, TokenRing, X.25, Frame Relay, FDDI a RS-232C. Kromě definic standardu pro fyzické
technologie (metalická kabeláž, optika, WIFI atd.) definuje také přístup k fyzickému me-
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Obrázek 2.3: Formát rámce Ethernetu IEEE 802.3
Obrázek 2.4: Hlavička IPv4 (vlevo) a IPv6 (vpravo) datagramu.
diu. Tento přístup zajišťují ovladače síťových karet. A jako všechny vrstvy síťového modelu
TCP/IP se i tato vrstva stará o přidání hlavičky příp. patičky k datům z vyšší vrstvy. Data
i s přidanou hlavičkou se na této vrstvě nazývají rámce (frame), viz obrázek 2.3.
Internetová vrstva (Internet layer)
Internetová vrstva adresuje a směruje datagramy (data a hlavička internetové vrstvy)
na místo určení. Vrstva se snaží o doručení s největším úsilím (best-effor delivery), tedy
hledá kompromis mezi nejkratší a nejrychlejší cestou. Pokud dojde během přenosu ke ztrátě
datagramu, je o tom odesilatel informován, ale sám musí zajistit opětovné poslání da-
tagramu. Internetová vrstva využívá pěti protokolů.
Prvním protokolem je IP, který poskytuje služby celé rodině TCP/IP protokolů. Zajiš-
ťuje směrování v síti. Protokol nezajišťuje spolehlivé doručení ani kontrolu poškození dat,
zajišťuje pouze kontrolu zda-li nebyla poškozena hlavička. Jeho dalším úkolem je rozlišovat
koncová zařízení v síti. Aktuálně se používají dvě verze protokolu IP, a to IPv4 a IPv6 (obrá-
zek 2.4). Další jsou protokoly ARP (Address Resolution Protocol) a RARP (Reverse ARP).
Úkolem těchto dvou protokolů je získat z IP adresy MAC adresu zařízení (ARP) a z MAC
adresy IP adresu (RARP). Protokol IGMP (Internet Group Management Protocol) zajiš-
ťuje přihlašování do multicastových skupin, jedná se o rozšíření IP protokolu. Posledním
protokolem internetové vrstvy je ICMP (Internet Control Message Protocol), který slouží
pro odesílání chybových zpráv na sítí, například že koncové zařízení nebo některý síťový
prvek je nedostupný, nebo není dostupná některá služba. ICMP je ve skutečnosti součásti
IP protokolu a je označen číslem protokolu 1, IPv4 má číslo 4 a IPv6 má číslo 6. Všechny
tyto protokoly musí být implementovány jako součást operačního systému.
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Obrázek 2.5: Navázání a ukončení spojení TCP.
Transportní vrstva (Transport layer)
Úkolem transportní vrstvy je navázat logické spojení mezi procesy na koncových stanicích
spojených pomocí IP protokolu. Protokoly transportní vrstvy rozdělují data do menších
částí a přidávají ke každé hlavičku. Takto vytvořenému objektu říkáme paket. Na trans-
portní vrstvě se využívají dva protokoly: TCP (Transmission Control Protocol) a UDP
(User Datagram Protocol).
Protokol TCP vytváří spolehlivé spojení, tzn. protokol zajišťuje, že budou doručena
všechna data v pořádku od odesilatele k příjemci. K tomu využívá prostředků jako posuvné
okno (sliding window), kde odesílá určitý počet paketů, který je dán velikostí okna a další
paket pošle, až pokud přišlo doručení prvního paketu okna. Z toho vyplývá používání
čísel paketu a potvrzování správnosti doručení paketů příjemcem. Tento protokol začíná
a končí komunikaci pakety, které neobsahují užitečná aplikační data a jsou u nich nastavené
specifické příznaky (Flags). Je to fáze ustavení (navázání) spojení mezi klienty. Způsob
navázání a ukončení komunikace je znázorněno na obrázku 2.5.
Protokol UDP je nespojovaný a nezajišťuje spolehlivé doručení paketů. Pokud aplikace
vyžaduje spolehlivé doručení, musí použít protokol TCP, nebo si spolehlivý přenos zajis-
tit sama. Přenos dat pomocí UDP je rychlejší než pomocí TCP, protože odpadá nutnost
vytvářet a ukončovat spojení, realizovat přeposílání ztracených nebo poškozených paketů.
Protokol UDP využívají zejména aplikace, které vyžadují velmi rychlé doručení, bez ohledu
na případnou ztrátu paketu. Příkladem těchto aplikací jsou (SNMP a DNS), nebo nejrůz-
nější multimediální aplikace.
Aplikační vrstva (Application layer)
Úkolem aplikační vrstvy je umožnit komunikaci pomocí počítačové sítě. Aplikace komu-
nikují pomocí aplikačních protokolů. Aplikační protokol je speciálně definován pro danou
aplikaci. Je vytvořen uživatelem resp. vývojářem a slouží pro předávání dat v předem defi-
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Obrázek 2.6: Hlavičky paketů TCP a UDP.
novaném formátu mezi aplikacemi na koncových zařízeních. Pro každý aplikační je rovněž
určen transportní protokol, který využívá. Nejpoužívanější aplikační protokoly budou po-
psány dále.
2.2 Aplikační protokoly
Tato část práce obsahuje popis několika nejčastěji používaných aplikačních protokolů, kte-
rým bude věnována hlavní pozornost při klasifikaci. Aplikační protokoly lze rozdělit na dva
typy. Textové (HTTP, SIP, SMTP, atd.) a binární (SSL, SSH, DNS atd.). Často používané
a globálně rozšířené protokoly mají přiřazené porty [21], na kterých služba protokolu běží.
Porty jsou v rozsahu 0 – 65535. Porty v rozsahu 0 – 1023 jsou označeny jako systémové
porty, 1024 – 49151 jako uživatelské a 49152 – 65535 jako dynamické nebo privátní porty.
Pro vybrané aplikační protokoly jsou čísla portů v tabulce 2.1.
Protokoly popsané v této části jsou vybrány na základě požadavků na jejich klasifikaci
od zadavatele této diplomové práce. Z pohledu požadavků na klasifikátor je nejdůležitěj-
ším protokol HTTP. Další protokoly jsou zde zmíněny z důvodu zajímavosti jejich obsahu







Tabulka 2.1: Čísla portů vybraných aplikačních protokolů.
2.2.1 HTTP
HTTP (HyperText Transfer Protocol) je textový protokol pracující ve většině případů
na portu 80, který nejprve umožňoval přenos pouze dokumentu ve formátu HTML nebo
textu. První verze HTTP 0.9 byla definována v roce 1991. Specifikace verze HTTP 1.0
byla publikována v roce 1996 v RFC 1945 [1]. Tato verze přidala k základnímu příkazu
GET další příkazy. Byly přidány metody HEAD a POST. Byl pozměněn i formát dotazu.
Zatímco ve verzi 0.9 byl dotaz pouze GET 〈 URL Dokumentu 〉 a odpověď byla pouze poža-
dovaný dokument, ve verzi 1.0 byly dotazy odlišeny přidáním čísla verze HTTP protokolu
na konec prvního řádku dotazu. Tím byla zajištěna i možnost odlišit i další verze. Poslední,
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Obrázek 2.7: Příklad HTTP dotazu a odpovědi.
aktuálně nejrozšířenější verze byla specifikována v roce 1997 RFC 2068 [3]. Přínosem verze
1.1 je udržení spojení mezi klientem a serverem. Zatímco předchozí verze musely před kaž-
dým dotazem navázat spojení s HTTP serverem a ukončit jej, nová verze umožňuje udržet
spojení a obsloužit více dotazů a až nakonec spojení ukončit. Dalším rozšířením je pod-
pora přenosu více dynamicky vytvářených dokumentů v jenom spojení, přenos pouze části
dokumentu, podpora automatického výběru jazyka, kódování a typ dokumentu a provoz
více virtuálních serverů na jedné IP adrese. Byly přidány i další metody: PUT, DELETE,
TRACE a OPTIONS. Ve verzích 1.0 a 1.1 byla také modifikována odpověď serveru. Zatímco
ve verzi 0.9 odpovídal server přímo požadovaným dokumentem, nebo chybou, v těchto ver-
zích server odpovídá formátovanou hlavičkou s číslem protokolu a číslem odpovědi, dalšími
atributy a v případě bezchybné komunikace požadovaným dokumentem.
Jak již bylo dříve zmíněno o verzi 1.0 a 1.1, je na prvním řádku název metody URL do-
kumentu a číslo protokolu (obrázek 2.7). Na dalších řádcích jsou informace ve tvaru MIME
[11]: název atributu : hodnota 〈CR〉〈LF 〉. Tím byla zajištěna možnost přidávání dalších
parametrů v následujících verzích a přenos libovolného typu souboru. Význam jednotlivých
metod:
• GET – posílá požadavek na zaslání dat.
• HEAD – metoda vrátí pouze hlavičku (bez dat), kterou by server vrátil v případě
metody GET.
• POST – metoda posílá serveru data, obvykle vyplněná data formuláře.
• PUT – umožňuje nahrání dat na server, parametr je jméno souboru, který se vytvoří
na serveru.
• DELETE – umožňuje smazání dat ze serveru.
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Obrázek 2.8: Příklad odesílání e-mailu. Převzato z [13].
• TRACE – odešle kopii obdrženého požadavku zpět klientovi.
• OPTIONS – na tento dotaz server odpoví podporovanými metodami.
Server na tyto dotazy odpovídá formátovanou zprávou. Na prvním řádku HTTP/1.x
〈kód odpovědi〉 〈text odpovědi〉〈CR〉〈LF〉. Na dalších řádcích jsou další atributy ve tvaru
MIME a případná data. Text odpovědi je textová hodnota kódu odpovědi. Kódy odpovědi
jsou v rozsahu 100 - 599, zatím je využito z každé stovky jen několik kódů. Význam těchto
kódu je podrobně popsán v dokumentu RFC 2068 [3].
2.2.2 SMTP
SMTP (Simple Mail Transfer Protocol) je protokol pro přenos zpráv po internetu, tzv. e-
mailů mezi poštovními servery. Protokol je definován v RFC 2821 [9]. Zpráva je doručena na
cílový poštovní server, ke kterému se připojí klient a může si vyzvednout doručenou zprávu
pomocí protokolu IMAP nebo POP3. Příklad odesílání e-mailů je zobrazen na obrázku 2.8.
SMTP používá MIME (podobně jako HTTP a SIP), což umožňuje přenos různých dat
ve zprávách. SMTP používá několik základních příkazů. V Následujícím výčtu je v závorce
příkaz, před závorkou je název příkazu. Každý příkaz je potvrzován serverem.
• HELLO (EHLO nebo HELO) – Slouží pro zahájení komunikace mezi servery.
• MAIL (MAIL) – Určuje odesílatele e-mailu.
• RECIPIENT (RCPT) – Určuje příjemce e-mailu.
• DATA (DATA) – Tento příkaz označuje blok odesílaných dat, která jsou ukončena
pomocí ’〈CRLF〉〈CRLF〉’.
• RESET (RSET) – Ukončí jakoukoli započatou komunikaci, musí být zničeno vše,
co bylo posláno, a musí být vyčištěny vyrovnávací paměti.
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• VERIFY (VRFY) – Příkaz umožňuje potvrzení, že argument identifikuje uživatele
nebo e-mailovou schránku.
• EXPAND (EXPN) – Příkaz umožňuje potvrzení, že server identifikuje mailing list
(poštovní seznam). Pokud ano, v odpovědí je vrácena příslušnost k tomuto seznamu.
• HELP (HELP) – Server pošle klientovi nápovědu, buď obecnou, nebo konkrétní podle
požadavku klienta.
• NOOP (NOOP) – Tento příkaz nemá žádný efekt, server na příkaz odpoví OK.
• QUIT (QUIT) – Ukončení posílání e-mailu, příkaz musí být potvrzen.
2.2.3 SSH
Protokol SSH (Secure Shell) umožňuje zabezpečenou komunikaci v počítačové síti, je popsán
v RFC4253 [26]. Na rozdíl od starších služeb rsh a rlogin, které posílají heslo v nezabezpe-
čené podobě, SSH posílá heslo zašifrované. Hlavním úkolem SSH protokolu je umožňovat
vzdálený zabezpečený přístup k příkazovému řádku v prostředí UNIX/LINUX. Dále podpo-
ruje tunelování provozu nebo zabezpečený přenos souborů. Důležitou částí SSH je vytvoření
zabezpečeného spojení, tedy vytvoření klíče pro šifrování provozu. K tomu se využívá al-
goritmu Diffie-Hellman. Princip tvorby a výměny klíčů tímto způsobem je rovněž popsána
v RFC4253.
Každý paket má následující formát:
• uint32 : délka paketu – určující délku paketu v bytech, bez MAC.
• byte : délka paddingu – padding jsou náhodná data na doplnění délky hlavičky.
• byte[n] : obsah – n = délka paketu - délka paddingu - 1 – obsah paketu, pokud je do-
hodnuta komprese, je toto pole komprimováno. Při inicializaci musí být komprimace
vypnuta.
• byte[x] : padding – x = délka paddingu.
• byte[m] : MAC (Message Authentication Code) – m = délka MAC, obsahuje autenti-
zační zprávu, pokud byla dohodnutá.
Délka celého paketu musí být násobkem celého bloku, nebo čísla 8, podle toho, které
je větší. Padding slouží právě k tomuto doplnění délky.
2.2.4 SIP
SIP (Session Initiation Protocol) je aplikační protokol umožňující vytvoření, změnu a ukon-
čení multimediálního sezení, jako je telefonování přes Internet[14]. Protokol také umožňuje
přidávat a odebírat účastníky do již vytvořeného sezení. SIP se využívá pouze pro řízení
hovoru, samotný přenos dat zajišťuje protokol RTP RFC3550 [15]. Detaily navázaní spojení
zajišťuje protokol SDP RFC 4566 [5], tento protokol je přenášen zapouzdřený v SIP. Spojení
mezi klienty, kteří chtějí zahájit komunikaci, může být navázáno přímo, nebo častěji pomocí
SIP proxy serverů. U těchto serverů jsou klienti zaregistrování. Server může klienty spojit
přímo nebo se spojit s dalším proxy serverem. Poslední server se spojí s druhým klientem.
Příklad navázání a ukončení spojení je na obrázku 2.9.
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Obrázek 2.9: Příklad komunikace pomocí SIP. Převzato z [25].
Formát zprávy protokolu SIP je principiálně stejný s protokolem HTTP s rozdílem
nahrazení řetězce HTTP ve zprávě za SIP. Další atributy jsou také tvořeny podle standardu
MIME, jak tomu bylo i u HTTP. Návratové kódy v odpovědi serveru jsou obdobně jako
u HTTP v rozsahu 100 až 699, jejich význam je ovšem jiný. Také metody dotazů jsou jiné
a to následující:
• REGISTER – Slouží k registraci u SIP proxy serveru.
• OPTIONS – Požadavek možnosti volajícího, bez sestavení spojení.
• INVITE – Zahájení komunikace.
• BYE – Ukončení komunikace.
• CANCEL – Přerušení navazování komunikace.
• ACK – Potvrzení navázání komunikace.
2.3 Monitorování provozu
Monitorováním sítě [6] rozumíme zjišťování stavu síťových prvků a služeb v reálném čase,
nebo dodatečnou analýzou zachycených dat. Monitorování sítě je možno realizovat dvěma
způsoby, a to aktivně nebo pasivně. U aktivního monitorování je prováděno monitorování
vysíláním dotazů do sítě (k prvkům, službám apod.) a na základě odpovědi je určován
stav sítě. Monitorování může být prováděno zprávami ICMP, pomocí SNMP nebo proto-
kolu Telnet. Pokud zařízení neodpoví na vyslaný dotaz, je dotázáno znovu v krátkém čase,
a pokud ani pak neodpoví, je označeno za nedostupné. Správce sítě může být informován
o nedostupnosti zařízení předem definovaným způsobem (e-mail, SMS, . . .). Pasivní moni-
torování sbírá informace z probíhajících toků na síti a na základě analýzy dat získaných
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Obrázek 2.10: Příklad monitorovacích prvků.
ze zachycených toků je určován stav sítě. Tok je souvislá komunikace mezi dvěma procesy
dvou koncových zařízení, kterou charakterizuji některé společné vlastnosti. Tato data mo-
hou obsahovat informace o pokusu neoprávněného přístupu, chybách služeb, nedostupnosti
zdrojů atd.
Analýza dat se zabývá hlubším zkoumáním dat, ať již to jsou aktuálně přenášená data,
nebo dříve nasbírána data. Analýza dat může probíhat na různých úrovních TCP/IP mo-
delu. Nejsložitější analýza probíhá na aplikační úrovni. V případě analýzy v reálném čase
je potřebný specializovaný hardware vyvinutý přímo k tomuto účelu. Při analýze dat nás
zajímá několik údajů. První oblastí zájmu jsou aktuálně přenášená data, kterých je ob-
vykle velké množství a k jejichž zpracování je potřeba vysoký výpočetní výkon. V případě
ukládání na disk je zapotřebí velmi mnoho místa. Další oblastí jsou dlouhodobé statistiky,
kde se ukládají jen data, která mají dlouhodobý význam. Například vytížení jednotlivých
linek. Z těchto dat je možné předpovídat vhodné místo pro rozšíření sítě, sledovat nejvíce
komunikující stanice, je-li síť bezpečná, atd.
Ukládání všech dat je velice neefektivní, proto byly vyvinuté techniky pro ukládání
pouze statistických dat. Tyto techniky značně snižují objem ukládaných dat. Tímto se
ztrácí informace obsaženy v datech, a proto je nutné vhodně zvolit, co a jak se bude uklá-
dat. Jako vhodné agregování dat se ukázalo sdružovat pakety do toků a ukládat informace
o těchto tocích. Jedním často používaným identifikátorem toků je pětice tvořená zdrojovou
a cílovou IP adresou, zdrojovým a cílovým portem a identifikátorem transportního pro-
tokolu. Každý tok tak reprezentuje jednosměrný vztah mezi dvěma koncovými zařízeními
a jednou službou.
Na obrázku 2.10 jsou vidět jednotlivé části nutné k monitorování rozsáhlé sítě. Pokud
je sledována síť malá, je možno vše integrovat do jednoho zařízení.
Sonda se stará o přiřazování paketů do toků, udržování informací o tocích a odesílání
ukončených toků kolektoru. Většinou se jedná o specializované zařízení umístěné na vhodné
místo sítě.
Komunikační protokol slouží pro odesílání dat ze sondy na kolektor. Existuje více
specializovaných protokolů. Nejpoužívanější jsou NetFlow definovaný v RFC 3954 a IPFIX
v RFC 5101.
Kolektor ukládá informace získané sondami. V rozsáhlých sítích, kde je potřeba ukládat
velké množství dat, je nutné zajistit dostatečný výpočetní výkon kolektoru, případně může
být použito více kolektorů.
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Analyzátor provádí další zpracování dat a prezentuje je vhodným způsobem uživa-
teli. Analyzátor může provádět automatickou analýzu dat a v případě zjištěných problémů
informovat uživatele. Další možností je manuální zobrazení dat.
Pro snížení režie při odesílání dat ze sondy na kolektor nejsou toky obvykle odesílány





Při automatizované klasifikaci aplikačních protokolů nastává několik problémů. Prvním
problémem je počet a rozmanitost aplikačních protokolů. Z tohoto důvodu je nutné při ná-
vrhu klasifikátoru určit, které aplikační protokoly mají být klasifikovány. Dalším problémem
je variabilní délka zpráv, a to i v rámci jednoho protokolu. Nejvýraznější problémy působí
zejména variabilní délka hlavičky. Aplikační protokoly dále dělíme na binární a textové,
přičemž u klasifikace je potřeba určit tento typ.
Nejprve budou popsány základy vyhodnocení výsledků klasifikace a následně popis ně-
kterých používaných přístupů ke klasifikaci paketů a jejich srovnání. Tento popis a srovnání
vychází z článku [8]. Klasifikace na základě regulárních výrazů [19] a Binpac [12] v tomto
srovnání nejsou uvedeny, ale jsou zde popsány jejich principy ale ve výsledném srovnání
výkonnosti nejsou.
3.1 Klasifikace
Klasifikací [23] [27] rozumíme zařazení daného objektu do některé z předem definovaných
tříd. V této práci budou jako třídy chápány aplikační protokoly a klasifikátor bude přiřa-
zovat objektům (paketům) tyto třídy. Existují různé principy, na kterých jsou klasifikátory
založené. Příkladem je diskriminační funkce, která určuje míru příslušnosti k dané kla-
sifikační třídě, další možností je klasifikace založená na pravidlech (je tedy určená přesná
hranice mezi třídami), nebo je možné využití určení vzdálenosti od reprezentativních vzorků
jednotlivých tříd.
U klasifikátorů nás zejména zajímá správnost klasifikace. V tabulce 3.1 jsou zobrazeny
čtyři možnosti, charakterizující výstup klasifikátoru. Pokud klasifikátor přiřadí objekt do
správné třídy (True positive), nebo ho správně do třídy nepřiřadí (True negative), je to poža-
dována funkčnost klasifikátorů. Při chybné klasifikaci mohou nastat dva druhy chyb. První
je zařazení objektu do třídy, kam nepaří (False positive), jedná se tedy o chybnou klasi-
fikaci. Druhou možností je nepřiřazení objektu do třídy, kam patří (False negative). Tyto
dvě chyby jsou rozdílné a při hodnocení klasifikátorů, může být těmto chybám přiřazena
různá váha. Příkladem rozdílu této chyby je, pokud potřebujeme vybrat objekty některé
třídy, nemusí být pro nás chyba False positive tolik závažná, protože v dalším kroku zpraco-
vání ji je možno odhalit. Naproti tomu chyba False negative je v tomto případě závažnější,
protože již tato data nebudou v dalším kroku zpracování. Závažnost těchto chyb může být
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i opačná. Záleží na úloze, jakou má klasifikace plnit.
správná třída / výstup klasifikátoru + -
+ TP - True positive FN - False Negative
- FP - False Positive TN - True Negative
Tabulka 3.1: Matice záměn.
Pro hodnocení přesnosti klasifikátorů se používají různé metriky, některé z používaných
metrik jsou tabulce 3.2. Celková přesnost určuje poměr správně klasifikovaných a všech
objektů. Chyba určuje poměr chybně klasifikovaných a všech objektů. Přesnost určuje po-
měr správně zařazených a nesprávně zařazených. Úplnost je schopnost klasifikátoru určit
správně třídu. Specifita je schopnost klasifikátoru správně vyloučit třídu.
Celková přesnost accurancy Acc = TP+TNTP+NP+FP+FN
Chyba error Err = FP+FNTP+NP+FP+FN
Přesnost precision Prec = TPTP+FP
Úplnost/sensitivita recall, sensitivity Sensit = Rec = TPTP+FN
Specifita specifity Specifity = TNTN+FP
Tabulka 3.2: Základní metriky pro hodnocení klasifikace.
3.2 Sledování portů
Přístup založený na sledování portů (port-based approach) je jedním z nejrychlejších a nej-
jednodušších přístupů pro klasifikaci aplikačních protokolů. Tento způsob porovnává porty
přiřazené známým aplikačním protokolům, s portem příchozího paketu. Některé studie uká-
zaly, že přesnost klasifikace je menší než 70%. Tento přístup je omezen na aplikace, jejichž
porty jsou známé. Dalším problémem tohoto přístupu je v případě, kdy aplikace neběží na
portu, který je pro ni určen, nebo je provoz z koncového zařízení tunelován přes jiný port.
Ve studii [8] byl použit klasifikátor CoralReef.
3.3 Sociální chování
Přístup založený na sledování chování počítače (host-behavior-based approach) se snaží
zachytit sociální interakce koncových zařízení, tedy s kým, kdy a jak spolu komunikují.
Příkladem klasifikátoru pracujícího na tomto principu je Blinc. Blinc zachycuje profil uži-
vatele (cílová adresa a port) a na základě tohoto profilu identifikuje aplikace. Tento profil
porovnává s profilem uloženým v databázi a s použitím serverů klasifikuje toky.
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3.4 Metody založené na tocích – strojové učení
Velká pozornost byla věnována technikám dolování z dat a technikám strojového učení
s využitím funkcí toku pro klasifikaci provozu. Strojové učení používá mimo jiné algoritmy
učení s učitelem a bez učitele. Učení s učitelem vyžaduje trénovací sadu, u které je známa
dvojice obsah paketu a aplikační protokol, který reprezentuje. U těchto algoritmů je možno
detekovat jemné rozdíly v paketech a přesně klasifikovat toky. Učení bez učitele probíhá
na základě podobnosti paketů. Výhodou těchto algoritmů je, že nevyžadují trénovací sadu,
ale naučí se samy rozeznávat pakety. Další výhodou je automatická detekce nových apli-
kačních protokolů, na rozdíl od učení s učitelem, kde pro ně musí být vytvořená trénovací
sada. V tomto textu bude porovnáno několik algoritmu učení s učitelem.
3.5 Přístup založený na obsahu zprávy
Přístup založený na obsahu (payload-based approach) nahlíží do dat zprávy a na základě
obsahu určuje typ protokolu. Klasifikátor pracuje s popisem dat protokolu. Pokud má klasi-
fikátor dostupný popis protokolů, je tento způsob klasifikace velice přesný. Existují postupy
jak vytvářet tento popis dat automatizovaně. Tyto automatizované postupy jsou vyvinuty
pouze pro konvenční protokoly jako FTP, SMTP, HTTP, HTTPS, SSH, DNS a NTP. Pro
protokoly P2P, hry a streamování nefungují dobře.
Příkladem klasifikace založené na obsahu zprávy je klasifikace založená na regulárních
výrazech. Algoritmus pracuje na principu hledání řetězce, který odpovídá regulárnímu vý-
razu. Seznam těchto regulárních výrazů je uložený v paměti pro každý protokol. Pro jeden
protokol může existovat více regulárních výrazů (např. pro více verzí protokolu). Pokud
bude existovat ideálně přesná množina regulárních výrazů, bude klasifikace naprosto přesná.
Nevýhodou tohoto přístupu jsou vysoké požadavky na procesor a paměť. Výhodou klasifi-
kátoru je, že klasifikuje pakety bez ohledu na nižší vrstvy komunikačního protokolu, tedy
pouze na základě aplikačních dat paketu.
Příkladem klasifikátoru založeného na regulárních výrazech je L7-filter [19]. U tohoto
filtru je doporučení, aby se nepoužíval pro klasifikaci všech paketů, ale pouze podezřelých
paketů nebo pro rozlišení protokolů pracujících na stejném portu. A v jiných případech
je doporučeno využít jinou méně náročnou metodu. Regulární výrazy L7-filtru jsou do-
stupné online na webu projektu a u každého protokolu je určena kvalita regulárního výrazu.
Dalším příkladem je metoda Binpac [12]. Nejedná se přímo o klasifikátor, ale o vysoce
úrovňový nástroj pro generování klasifikátoru. Tento nástroj má za úkol generovat klasifiká-
tory různých protokolů s použitím deklarativního jazyka a tím ulehčit tvorbu klasifikátoru.
Velikost kódu klasifikátoru Binpac je o 35% až 50% menší než ručně psaný klasifikátor.
V tabulce 3.3 jsou porovnány klasifikátory pro protokoly HTTP a DNS. V levém sloupci
jsou výsledky pro ručně psaný klasifikátor a v pravém sloupci najdeme vyhodnocení pro
klasifikátor navržený pomocí Binpac. Sloupec LOC znamená počet řádků kódu klasifiká-
toru, CPU Time je procesový čas na zpracování a Throughput je propustnost klasifikátoru
v mega bajtech a paketech za sekundu. Kód pro Binpac tvoří požadavky uživatele na kla-
sifikátor, jako jsou protokoly, které chce klasifikovat, a jaké informace z nich získat. Tento
postup umožňuje vytvářet kvalitní klasifikátory pro různé uživatelské aplikace.
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Tabulka 3.3: Porovnání výkonu ručně psaného klasifikátoru a generovaného klasifikátoru
pomocí Binpac. Převzato z [12]
3.6 Případová studie
Následující odstavce popisují případovou studii uvedenou v [8]. Tato studie je začleněna
do diplomové práce, aby bylo možné ukázat, jak se protokoly klasifikují a jak se vyhodnocuje
úspěšnost klasifikace.




• F-measure je metrika široce používaná pro hodnocení vyhledávání informací a kla-
sifikaci. Tato metrika se určí jako harmonický průměr: 2 × PresnostAlgoritmu ×
Uplnost/(presnostAlgoritmu + Uplnost) . Tato metrika je použita pro hodnocení
výkonnosti algoritmů strojového učení v prostředí WEKA.
Jako testovací sada bylo použito sedm anonymizovaných záznamů z dvou páteřních
linek a dvou lokálních linek z USA, Japonska a Koreje. Statistické údaje jsou zobrazeny
v tabulce 3.4. PAIX je páteřní linka v USA spojující města San Jose a Seattle, WIDE
je trans-pacifická páteřní linka mezi USA a Japonskem, Keio je ethernetová linka v Keio
University Shonan-Fujisawa campus v Japonsku a KAIST data byla zachycena na jednom
ze čtyř uzlů mezi sítí KAIST a Koreou. Všechny linky kromě WIDE jsou 1 Gb/s a WIDE je
100 Mb/s. V tabulce jsou údaje o dni kdy byla data zachycena, v kolik hodin a doba trvání
měření. Dále tabulka obsahuje statistiky zachycených dat: počet zdrojových a cílových IP
adres, počet paketů, celkovou zachycenou velikost, průměrnou rychlost a průměrnou velikost
toků. Procentuální zastoupení jednotlivých protokolů a jejich typy na jednotlivých linkách
jsou znázorněny na obrázku 3.1. Výsledky testů pro jednotlivé metriky jsou zobrazeny
v následujících grafech. V grafech 3.2 a 3.3 jsou hodnoty ve sloupcích procenta určující
správnou klasifikaci. Na obrázku 3.4 jsou výsledky pro metody strojového učení. Hodnota
na ose x označuje počet použitých toků pro učení klasifikátorů a hodnota na ose y určuje
procentuální celkovou přesnost klasifikace.
Na obrázku 3.3 a 3.6 jsou hodnoty přesnosti a úplnosti klasifikátoru pro protokoly
WWW a MAIL.
Z výsledků klasifikace je možno pronést několik závěrů. Účinnost klasifikace založené na
portech je stále dobrá, navíc s použitím velikosti TCP paketu a příznaku v hlavičce je dále
zlepšena, ale tento přístup umí klasifikovat pouze známe aplikační protokoly a nepozná, po-
kud se některá aplikace schovává na jiném portu. Kombinací metod by mohlo být dosaženo
výrazně lepší klasifikace. Nakonec je potřeba poukázat na SVM (Support vector machine)
klasifikátor, který dosahoval trvale nejlepších výsledků.
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Obrázek 3.1: Procentuální zastoupení zachycených toků protokolů na jednotlivých linkách.
Převzato z [8].
Obrázek 3.2: Celková přesnost klasifikátoru CoralReef. Převzato[8].
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Obrázek 3.3: Celková přesnost klasifikátoru Blinc. Převzato z [8].
Obrázek 3.4: Celková přesnost klasifikátorů s využitím strojového učení. Převzato z [8].
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Obrázek 3.5: Přesnost a úplnost klasifikátoru CoralReef pro WWW a MAIL. Převzato z
[8].
Obrázek 3.6: řesnost a úplnost klasifikátoru Blinc pro WWW a MAIL. Převzato z [8].
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Tabulka 3.4: Charakteristika datové sady použité pro určení metrik klasifikátorů. Pře-
vzato z [8].
Klasifikátory jsou bohužel testovány pouze na správnost klasifikace a v článku není




Termín evoluční algoritmus vznikl začátkem 90. let a dnes zastřešuje různé stochastické
prohledávací algoritmy inspirované Darwinovou evoluční teorií a různými teoriemi neo-
darwinismu. Mezi evoluční algoritmy patří zejména genetické algoritmy, evoluční strategie,
evoluční programování a genetické programování. Zpočátku se evoluční algoritmy využívaly
výhradně pro optimalizaci, tedy pro hledání optimálního nastavení parametrů optimalizo-
vaného systému. V posledních letech se evoluční algoritmy využívají nejen pro optimalizaci,
ale také pro návrh systémů, kde se kromě nastavení parametrů hledá i vlastní struktura
systému [18][16].
Evoluční algoritmy jsou inspirovaný biologickými procesy. Jedná se o využití všeobec-
ných přestav o hnacích silách evoluce. Všechny evoluční algoritmy mají následující společné
rysy:
• Pracují s množinou kandidátních řešení zadaného problému. Jednotlivá řešení upra-
vují a mezi sebou kombinují s cílem nalézt optimální řešení. Množina kandidátních
řešení umožňuje paralelní přístup ke zpracování.
• K vytváření nových kandidátních řešení používají biologií inspirované metody.
Na počátku běhu evolučního algoritmu je inicializována počáteční populace, tato inici-
alizace muže být náhodná, pomocí heuristiky nebo známým řešením problému. Následně je
tato populace ohodnocená pomocí tzv. fitness funkce, a pokud je splněna ukončující pod-
mínka nebo bylo dosaženo maximálního počtu generací, je algoritmus ukončen. Pokud nebyl
algoritmus ukončen, je vytvořena nová populace pomocí genetických operátorů, nejčastěji
křížení a mutace. Výběr jedinců, na kterých budou prováděny genetické operace, zajišťuje
selekční algoritmus, pomocí kterého jsou získáni vybráni jedinci. Tyto algoritmy budou
podrobněji popsány dále, ale obecně berou v úvahu hodnotu fitness funkce a na základě
její velikosti určují pravděpodobnost výběru jedince do další populace. Na takto vybrané
jedince jsou použity genetické operátory. Výstupem jsou jedinci, kteří tvoří novou populaci.
Ta je následně ohodnocena a celý algoritmus probíhá znovu. Pseudokód algoritmu je uveden
na obrázku 1.
Dále budou v této kapitole popsány jednotlivé evoluční algoritmy. U každého jeho spe-
cifické vlastnosti a použití. Kapitola je zpracována podle [18][16].
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Algorithm 1 Evoluční algoritmus
1: t = 0;
2: Pt = vytvorPocatecniPopulaci;
3: ohodnot(Pt);
4: while ukoncovaciPodminka == FALSE do
5: Qt = vyberRodice(Pt);
6: Q′t = vytvorNoveJedince(Qt);
7: ohodnot(Q′t);
8: Pt+1 = vyberJedinceDoNovePopulace(Pt, Q
′
t);
9: t = t + 1;
10: end while
11: return nejlepsi jedinec z Pt;
4.1 Genetické algoritmy
Genetické algoritmy jsou nejrozšířenějším typem evolučních algoritmů. O jejich rozvoj se za-
sloužil R. Holland, který je použil pro studium adaptivního chování. Princip činnosti ge-
netického algoritmu je shodný s algoritmem 1. Kandidátní jedinec (chromozóm) je obvykle
reprezentován bitovým vektorem pevné délky, všichni jedinci mají stejnou délku. Počáteční
populace je vygenerována náhodně. Dále budou popsány jednotlivé části algoritmu.
4.1.1 Fitness funkce
Jedná se o účelovou funkci definovanou nad jedincem, v tomto případě binárním vektorem,
která ohodnotí vektor reálným číslem. Cílem je nalézt globální extrém funkce buď minimum,
nebo maximum. Hodnota fitness funkce může být vyjádřená různými způsoby. Nejobecnější
je hrubá fitness, která je udávaná v hodnotách přirozených problémové doméně. Standar-
dizovaná fitness je hodnota hrubé fitness přenesená do podoby, kde je menší numerická
hodnota žádanější. Přizpůsobená fitness vzniká jako součet převrácené hodnoty standardi-
zované hodnoty fitness a čísla 1. Výpočtem je zajištěna hodnota fitness funkce v rozsahu [0,
1]. Normalizovaná hodnota vzniká jako podíl hrubé hodnoty fitness a součtu všech hrubých
hodnot fitness jedinců populace. Opět je dosaženo, že hodnota fitness funkce je v rozsahu
[0, 1], dále je dosaženo, že vyšší hodnota fitness označuje lepšího jedince a součet všech
fitness je roven 1.
4.1.2 Metody selekce
Pomocí operátoru selekce vybíráme jedince do nové populace. Na selekční algoritmus jsou
kladeny různé požadavky, nejvýznamnější jsou dostatečně upřednostňovat jedince s vyšší
fitness, ale na druhou stranu vybírat dostatečně různé jedince, aby v populaci byla zacho-
vána potřená diverzita. Pokud selekční algoritmus nesplňuje jednu z těchto vlastností, vede
to v prvním případě zejména k pomalé konvergenci a v druhém případě k nalezení pouze
lokálního optima, nikoli globálního. Pojem selekční tlak označuje, jakou měrou algoritmus
upřednostňuje jedince s vyšší hodnotou fitness. Vyšší selekční tlak vede rychlejší konver-
genci, ale hrozí nebezpečí uváznutí lokálním extrému, nízký selekční tlak vede k pomalé
konvergenci. Velikost hodnoty selekčního tlaku je tedy potřeba vhodně zvolit.
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Proporcionální selekce





kde i je index aktuálního jedince a N je počet jedinců v populaci. Cílem selekce je dát
větší šanci rodičům s vyšší fitness. Tento výběr je možné provést několika způsoby. Nejjed-
nodušší způsob realizace je metodou rulety. Závislost pravděpodobnosti na hodnotě fitness
funkce však může způsobit problémy, pokud se v populaci vyskytne jedinec s výrazně vyšší
hodnotou fitness než ostatní jedinci, bude postupně cela populace nahrazena tímto jedin-
cem a dojde ke ztrátě diverzity populace. Aby se tomu předešlo, je vhodné upravit původní
fitness funkci tak, aby se redukoval rozdíl mezi nejlepším a nejhorším jedincem.
Lineární uspořádání (ranking)
Lineární uspořádání vyžaduje setříděnou populaci tak, aby jedinec s nehorší hodnotou fit-






N(N − 1) , (4.2)
kde i = 1, 2, ..., N . Tato selekce má omezený selekční tlak.
Exponenciální uspořádání (ranking)






kde i = 1, 2, ..., N a 0 < c < 1.Správným nastavením parametru c je možno docílit
vhodného selekčního tlaku při nízké ztrátě variability.
Turnajová selekce
Turnajová selekce dosahuje obdobných výsledků jako předchozí metoda, ale nevyžaduje se-
tříděnou posloupnost, čímž se značně snižuje složitost výběru. Průběh selekce je následující:
z N jedinců populace je vybráno t jedinců. Do další generace postupuje nejlepší jedinec z t.
Celý postup se opakuje N–krát, kde N je velikost populace.
4.1.3 Křížení
Křížení umožňuje výměnu informace mezi jedinci populace. Výměna této informace způso-
buje posun v prostoru možných řešení. Operátor křížení je aplikován s vysokou pravděpo-
dobností, často okolo 0,7, tzn. 70% jedinců nové populace vznikne křížením rodičů a zby-
tek tvoří kopie případně mutovaní jedinci vzniklí z rodičů. Příklad typů křížení je na ob-
rázku 4.1.
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Obrázek 4.1: Varianty křížení jedinců A a B: a) jednobodové, b) dvoubodové a c) uniformní
Jednobodové a vícebodové křížení
Jedno a vícebodové křížení je nejjednodušším způsobem křížení. Vychází z biologické ana-
logie, kdy se rekombinace genů může uskutečnit v jednom nebo více místech chromozómu.
U jednobodového křížení je náhodně vygenerován bod v jedinci a v tomto bodu se pro-
hodí část genů mezi rodiči. U vícebodového křížení je vygenerováno více bodů v jedinci.
Tvorba potomků probíhá kombinací jednotlivých části mezi body, kdy je určeno která část
se použije do kterého potomka.
Uniformní křížení
V případě uniformního křížení je pro každé dva geny náhodně rozhodnuto, jestli se jednotlivé
prvky prohodí, či nikoli. Uniformní křížení je někdy odmítáno pro příliš velké rozvracení
genetického materiálu. Na druhé straně ovšem přináší do populace potřebnou diverzitu
a tím zabraňuje předčasné konvergenci.
4.1.4 Mutace
Mutace je genetický operátor s malou četností výskytu. Pravděpodobnost aplikování ope-
race mutace je 0,0005 až 0,01. Příliš velká pravděpodobnost mutace způsobuje nestabilitu
vývoje populace, naopak malá pravděpodobnost mutace nepřináší do populace nové infor-
mace.
Mutace je pro genetický algoritmus zdrojem nových informací. Vliv mutace na řešení
může být buď zanedbatelný a neprojeví se, nebo může mít zásadní vliv a to jak ve zhoršení
jedince, tak ve zlepšení.
Existuje mnoho mutačních operátorů, kde každý je vhodný pro konkrétní úlohy. Pro ge-
netické algoritmy se používá zejména jednobodová mutace, kde je náhodně vybrán jeden
gen a ten je změněn.
4.1.5 Obnova populace
Pro obnovu populace (výběr jedinců z předchozí populace) se používají dva základní pří-
stupy. Prvním je generativní obnova populace, kdy jsou všichni rodiče nahrazeni potomky.
Druhým přístupem je částečná obnova, kdy jeden potomek nahradí nejslabšího jedince
v původní populaci. Tyto dva přístupy jsou extrémními případy, velmi často se používají
smíšené varianty, kdy je nahrazeno určité procento původní populace nově vytvořenými
potomky (často 20-50%).
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Obrázek 4.2: Mutace chromozomu sestaveného z reálných hodnot. Převzato z [16]
4.2 Evoluční strategie a evoluční programování
Evoluční strategie jsou využívány řešení optimalizačních problémů v inženýrských úlohách.
Kandidátní řešení je zakódováno jako vektor reálných čísel. Základní varianta evoluční
strategie používá pouze mutaci, která se uplatní na všechny prvky vektoru. Mutace genů
probíhá dle Gaussovy distribuce pravděpodobnosti s nulovou střední hodnotou a rozptylem
σ. Příklad mutace je zobrazen na obrázku 4.2.
Některé varianty evolučních strategií používají i křížení. V tomto případě se může po-
užívat křížení průměrem, kdy potomka tvoří průměr hodnot prvků vektoru rodičů. Další
možností je varianta uniformního křížení, zde nazvaná diskrétní křížení, při tomto křížení
se určí, ze kterého rodiče se použije který prvek. Metody křížení jsou ukázaný na obrázku
4.3.
Pro obnovu populace se u evolučních strategií využívají dvě strategie. První strategií je
(µ+ λ) (velikost populace rodičů + velikost populace potomků, původně varianta 1 + 1).
Strategie funguje na principu elitismu, kdy lepší jedinec, ať už potomek nebo rodič, po-
stupuje do nové populace. Z µ rodičů vygenerujeme λ potomků, následně tyto množiny
sjednotíme a seřadíme. Podle hodnoty fitness vybereme µ nejlepších jedinců do nové po-
pulace. Druhou strategií je (µ, λ) tzv. čárková strategie. U této strategie je nová populace
tvořena pouze z potomků. Z µ rodičů je vytvořeno λ potomků, ti jsou seřazení podle hod-
noty fitness funkce a z potomků je vybráno µ jedinců do nové populace.
Evoluční strategie využívají prvek, který je typický zejména pro ně, a tím je samoa-
daptace, neboli autoevoluce. Díky tomuto mechanismu jsou parametry evoluce zakódovány
do jedince spolu s kandidátním řešením. Dalším prvkem typickým pro evoluční strategie
je tzv. pravidlo jedné pětiny. Toto pravidlo spočívá v úpravě hodnoty parametru σ tak,
aby přibližně jedna pětina mutací byla úspěšná, tedy potomek měl vyšší hodnotu fitness
než rodič. Pokud je potomků s vyšší fitness méně, vliv mutací se sníží, pokud více, vliv mu-
tací se zvýší. Parametr σ nemusí být modifikován pomocí pravidla jedné pětiny, ale může
být zakódován v jedinci v samoadaptaci.
Evoluční programování a evoluční strategie vykazují hodně společných rysů, ale principy
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Obrázek 4.3: Křížení průměrem a diskrétní.
těchto algoritmů byly objeveny nezávisle na sobě. Evoluční programování se využívá také
jako prostředek pro optimalizaci, ale tváří se jako umělá inteligence. Evoluční programo-
vání využívá aplikačně specifickou reprezentaci jedinců, samoadaptaci a turnajovou selekci.
Křížení většinou nepoužívá vůbec.
4.3 Genetické programování
Cílem genetického programování není pouze hledat optimální hodnoty parametrů, ale auto-
maticky generovat celé spustitelné programy. Hlavní rozdíl mezi genetickým programováním
a genetickým algoritmem spočívá v zakódování problému. Genetický algoritmus obvykle po-
užívá problém zakódovaný do jedince pevné délky, kdežto genetické programování používá
jedince proměnlivé délky. Další odlišností jsou genetické operátory (křížení a mutace), které
pracují nad programy. Navíc existují další genetické operátory, které umožňují generovat
podprogramy, moduly apod. Poslední zásadní odlišností je určení hodnoty fitness funkce.
U genetického programování je proveden kód kandidátního jedince a otestován na trénovací
množině vstupů a z odlišnosti výstupů programu a požadovaným výstupem je vypočtena
hodnota fitness funkce. Výsledné řešení je obvykle otestováno na testovací množině. Gene-
tické programování bylo využito při řešení obtížných inženýrských návrhů a optimalizaci
v různých aplikačních doménách. Nejčastěji se využívá v úlohách symbolické regrese.
Před započetím řešení úlohy pomocí genetického programování je potřeba definovat:
množinu terminálů, množinu funkcí, způsob výpočtu fitness funkce, parametry evoluce (po-
čet generací, velikost populace) a ukončující podmínky.
Množina terminálů představuje vstupy do programu, konstanty a funkce bez argumentu
s vedlejším účinkem. Označení terminál se používá, protože tyto symboly tvoří ve stromové
struktuře programu listy stromu. Když jsou zpracovány terminály, vrátí programu určitou
hodnotu. Pomocí terminálů je možné do programů zavést konstanty. V klasické variantě
genetického programování je pro celý běh zvolena určitá množina konstant, které se ne-
mění. Pokud je potřeba přidat konstantu, je vytvořená kombinací konstant a aritmetických
operací.
Množina funkcí může být obecná nebo specifická pro danou oblast řešeného problému.
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Množina funkcí je prakticky neomezená, ale použité funkce by neměly být příliš složité,
aby jejich vyhodnocení nebylo příliš časově náročné. V genetickém programování je nutné
používat chráněné (protected, uzavřené) varianty funkcí. Chráněná funkce je taková, která
je definována pro všechny hodnoty. Například dělení není chráněná funkce, protože není
definována při jmenovateli nula. Pokud potřebujeme takovou funkci použít, musíme zajistit,
aby pro tento nedefinovaný stav vrátila nějakou předem definovanou bezpečnou hodnotu.
Množinu funkcí tedy tvoří logické, aritmetické operace, konstrukce z programovacích jazyků
a případně další aplikačně specifické funkce.
Pro reprezentaci programů se používají tři základní struktury. První možností je stro-
mová reprezentace, kde uzly tvoří funkce a listy terminální symboly. Průchodem stromem
dojde k vykonání programu. Další možností je lineární reprezentace. Tato reprezentace
je podobná zápisu programu v jazyce symbolických instrukcí. Poslední možností je pou-
žití grafu. Tento způsob se začal používat v poslední době, příkladem použití reprezentace
problému grafem je kartézské genetické programování popsané v kapitole 5.
Genetické programování využívá genetické operátory křížení a mutace. Tyto operátory
jsou upravené pro jedince reprezentované strukturami. Operátory jsou aplikovány s obdob-
nou pravděpodobností jako u genetických algoritmů. Níže uvedený příklad genetických ope-
rátorů bude na stromové struktuře, obdobně je ovšem modifikovat operátory i pro lineární
a grafovou strukturu. Pro křížení jsou vybráni dva jedinci pomocí některého selekčního
algoritmu. Následně je v každém jedinci náhodně určen jeden uzel (list), tím je označen
podstrom, nebo pouze list a mezi jedinci jsou tyto podstromy (listy) prohozeny. Pokud
je žádoucí uchovat si oba rodiče do další populace, je potřeba před křížením vytvořit jejich
kopie. Mutace probíhá na jednom jedinci. Při mutaci je náhodně označen jeden uzel (příp.
list), ten je odstraněn i se svým podstromem a následně je na jeho místo vygenerován nový
podstrom.
Inicializace počáteční populace, případně generování podstromů pro mutaci, je realizo-
váno jednou ze tří metod: Grow, Full, Ramped Half-and-Half. Při metodě Grow se náhodně
vybírají uzly z množiny funkcí i terminálů. Pokud je vybrán terminál, je větev ukončena,
i když nebylo dosaženo maximální povolené výšky stromu. V případě dosažení maximální
výšky stromu je náhodně vybrán terminál a tím je větev ukončena. Touto metodou vzni-
kají nepravidelné stromy. Metoda Full tvoří stromy plné hloubky, jsou tedy vybírány prvky
z množiny funkcí, dokud není dosaženo maximální hloubky. Po dosažení maximální hloubky
je vybrán terminál. Tato metoda tedy tvoří pravidelné stromy. Metodou Ramped Half-and-
Half jsou generovány stromy různé hloubky. Stromy jsou generovány pro různé povolené
hloubky. Předpokládejme, že maximální povolená hloubka je 5, pak jsou generovány stromy
hloubky 5, 4, 3 a 2 a pro jednu polovinu stromu je použita metoda Full a pro druhou Grow.
Výsledkem tohoto generování je rozmanitá počáteční populace.
Problémy genetického programování způsobuje několik jevů, zde si popíšeme několik
základních. Prvním jsou introny, neboli bloat. Jsou to části programu, které jsou syntak-
ticky správné, ale nemají vliv na hodnotu fitness funkce. Jedná se například o x = x + 0.
Introny jsou v literatuře označovány jako negativní i jako pozitivní. Negativní jsou, protože
zvětšují program a to vede k delšímu času, který je potřebný pro ohodnocení kandidátního
řešení. Naopak jako pozitivní vlastnost je označována ochrana užitečného kódu před gene-
tickými operátory. Dalším problémem je škálovatelnost. Pomocí genetického programování
nebyl doposud vyevolován příliš složitý program. Dalším problémem genetického progra-
mování je nemožnost zajištění generalizace. Tento problém spočívá ve správné funkčnosti





Evoluční algoritmy byly zpočátku využívány v oblasti návrhu obvodů pouze pro dořešení
části problému, jako jsou hodnoty koeficientů, rozmístění prvků apod. Později jim byl svě-
řen celý proces návrhu obvodu. Oblast evolučního hardware [18][17] můžeme rozdělit na
dvě podoblasti: první je evoluční návrh obvodů, kde je evoluční algoritmus použit pouze
pro návrh a samotný evoluční algoritmus není součástí výsledného produktu. Cílem je najít
kvalitní řešení, lepší než konvenční. Doba trvání evoluce nemusí být kritická. Druhá část
je evolvable hardware (vyvíjející se hardware), kde je evoluční algoritmus používám během
celého životního cyklu produktu. Evoluční algoritmus nejprve navrhne obvod, následně
je nečinný dokud nedojde ke změně specifikace, charakteru vstupních dat nebo poruše za-
řízení. V takovém případě je evoluční algoritmus aktivován a jeho cílem je nalézt nejlepší
možné řešení pro danou situaci. Toto nalezené řešení je optimalizováno pro dané místo, čas
a okolní podmínky.
Princip evolučního návrhu je zobrazen na obrázku 5.1. Tento postup lze využít, jak v pří-
padě evolučního návrhu tak vyvíjejícího se hardware. V obou případech je také možnost
implementovat obvod pro výpočet fitness funkce, evoluční algoritmus a transformaci na
konfigurační řetězec přímo v hardware (například v FPGA) a tím urychlit celý proces
nalezení řešení. Další možností je simulace vyevolovaného obvodu v simulátoru. Pomocí
evolučního návrhu obvodu není možné navrhovat příliš složité systémy, avšak existují ob-
lasti, kde je použití evolučního návrhu značným přínosem. Výhody evolučního návrhu jsou
například generování inovačních řešení, generování řešení na nekonvenčních platformách,
obnovení činnosti při poruše systému nebo po změně okolních podmínek, adaptace obvodu
na nové podmínky. Další výhodou oproti konvenčnímu návrhu je možnost využít, jako sta-
vební blok kromě hradel i další složitější logické obvody.
Obvod reprezentovaný kandidátním řešením může být zakódován přímo na úrovni ma-
teriálu, tranzistorů, hradel nebo funkčních bloků, nebo nepřímo, kde je v jedinci zakódován
předpis pro konstrukci obvodu. V tomto textu se dále zaměříme na reprezentaci obvodu da-
nou předpisem, ze kterého je možné generovat kód v jazyce VHDL, který může být nahrán
do FPGA. Příkladem evolučního algoritmu, který umožňuje vyvíjet obvody na této úrovni,
je kartézské genetické programování.
5.1 Kartézské genetické programování
Kartézské genetické programování (CGP) je variantou genetického programování, u kte-
rého jsou kandidátní řešení zakódována pomocí obecných acyklických orientovaných grafů.
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Obrázek 5.1: Vyvíjející se obvody. Převzato z [17].
Evoluční návrh probíhá na úrovni logických hradel. Uzly grafu, který reprezentuje problém
v CGP, jsou uspořádány ve 2D mřížce a představují jednoduché funkce. Použití této re-
prezentace je vhodné, protože přibližně odpovídá struktuře FPGA. Dále bude vysvětlena
aplikace CGP na evolučním návrhu kombinačních obvodů, které využívají pro reprezen-
taci acyklických orientovaných grafů. Obdobným způsobem lze využít CGP pro aplikaci
na jiných problémech.
Reprezentace problému
Kandidátní jedinec je reprezentován jako pole programovatelných elementů o velikosti nr
(počet řádků) × nc (počet sloupců). Počet primárních vstupů obvodu ni, počet primárních
výstupů no. Každý programovatelný element může reprezentovat některou funkci z předem
stanovené množiny funkcí Γ, počet těchto funkcí je tedy nf = |Γ|. Chromozóm popisující
obvod v CGP se skládá z Λ celočíselných hodnot, kde
Λ = nrnc(nn + 1) + no. (5.1)
Každý programovatelný element je reprezentován počtem jeho vstupů nn a číselnou
hodnotou funkce elementu nf . Dalším důležitým parametrem voleným před započetím evo-
luce je parametr L-back. Tento parametr určuje, s kolika předchozími sloupci je možné
propojit vstup elementu. L-back = 1 umožňuje propojení elementů jen s elementy s před-
chozího sloupce nebo na primární vstupy. K primárním vstupům se může připojit libovolný
element bez závislosti na parametru L-back. Vstupy elementů mohou být propojeny pouze
s výstupy elementů ve sloupcích před nimi, nemůžou se propojovat elementy ve stejném
sloupci, ani vznikat zpětné vazby. Pokud L-back = nc, může se libovolný element připo-
jit k libovolnému elementu před ním. Po skončení běhu evolučního algoritmu, je možno
z chromozómu odstranit nepotřené elementy. Tyto elementy nemají připojený výstup.
Příklad zakódovaného problému, je zobrazený na obrázku 5.2.
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Obrázek 5.2: Příklad CGP. Převzato [17]
Princip evoluce
Standardní varianta CGP využívá jako genetický operátor pouze mutaci, křížení se nepou-
žívá vůbec. Mutace funguje tak, že se v kandidátním jedinci náhodně vybere několik genů
a místo nich jsou vygenerovány nové náhodné hodnoty, které musí být validní. Validita zna-
mená, že např. pokud máme 4 funkce, které může reprezentovat programovatelný element,
musí být nová hodnota na místě funkce elementu 0 až 3.
Počet vybraných genů je parametrem mutace. Mutace se uplatňuje na každého kandidát-
ního jedince. Po aplikaci mutace se tedy může změnit funkce programovatelného elementu,
připojení vstupů a výstupů elementu. V případě CGP dělíme mutace na dva typy: neut-
rální a adaptivní. Za neutrální mutaci označujeme mutaci, která nemění hodnotu fitness
funkce. K tomuto dochází, pokud je mutace aplikována na neaktivní uzly, nebo se pomocí
mutace změní kandidátní jedinec tak, že má pořád stejnou hodnotu fitness funkce. Pokud
není mutace neutrální, nazýváme ji adaptivní. Ačkoli se může zdát, že neutrální mutace
jsou nepotřebné, mají velký vliv na výsledek evoluce. Pokud nastane několik neutrálních
mutací za sebou a následně přijde adaptivní mutace, může to mít zásadní vliv na hodnotu
fitness funkce.
Pro obnovu populace se využívá varianta strategie evolučních strategií (µ+ λ), u CGP
se konkrétně jedná o (1+λ). Populace obsahuje (1+λ) jedinců. Do nové populace se vybere
jedinec s nejvyšší hodnotou fitness funkce a do nové populace se vloží spolu se svými
λ mutanty. Hodnota λ se volí obvykle 4. V CGP se používá pravidlo že, pokud se objeví
v nové populaci více kandidátních jedinců se stejnou nejlepší hodnotou fitness funkce vybere
se jako rodič ten, který nebyl rodičem v předchozí generaci. Tím se zajišťuje diverzita
v populaci a posun v prohledávaní. Počáteční populace je vygenerována buď náhodně,
nebo se mohou použít existující řešení.
Jedna z možností, jak určit hodnotu fitness funkce, je určit počet rozdílu mezi požado-
vanou hodnotou a reálnou výstupní hodnotou. V tomto případě se snažíme nalézt obvod s
minimální hodnotou fitness funkce. Další možnost je určit počet shod v reálném a požadova-
ném výstupu, v tomto případě se snažíme nalézt maximální hodnotu. Dalším krokem může
být optimalizace počtu, případně typů použitých elementů. Tento postup se většinou apli-
kuje po dosažení minimální (maximální) hodnoty fitness. Volba parametru, podle kterého
budeme optimalizovat obvod, záleží na požadavcích na obvod. Jedna možnost je optimali-
zace plochy, v tomto případě nás zajímá počet součástek a velikost těchto součástek. Další
možností je optimalizace ceny výsledného obvodu. V tomto případě nás nezajímá plocha,
kterou výsledný obvod zabere, ale cena součástek (propojení) použitých v tomto obvodu.
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Obrázek 5.3: Základní schéma CLB a Slice v FPGA Virtex 7. Převzato z [17].
5.2 FPGA
Rekonfigurovatelné obvody FPGA (Field Programmable Gate Array) jsou číslicovými ob-
vody. Jsou tvořeny maticí logických konfigurovatelných bloků a konfigurovatelnou propo-
jovací sítí. Dále obsahují vstupně-výstupními porty, konfigurační paměť a další podpůrné
obvody.
Základním stavebním prvkem FPGA je konfigurovatelný logický blok (CLB - názvoslo-
vím společností Xilinx). Struktura logického bloku se liší podle typu FPGA, obecně však
obsahuje funkční generátor, paměťový element a přídavnou logiku. Funkční generátor bývá
často implementován jako n-vstupní look-up tabulka (LUT), kde n bývá obvykle 4 až 6.
LUT tabulka má za úkol realizovat kombinační logické funkce podle dané konfigurace. Pa-
měťový registr může být většinou nakonfigurován jako registr libovolného typu. Přídavnou
logikou jsou myšleny obvody, které umožňují efektivní propojení několika sousedních CLB,
dále logiku pro efektivní implementaci aritmetických operací nebo složitějších logických
funkcí.
Propojovací síť má velký vliv na realizaci obvodu v FPGA. Na propojovací síti závisí
výkonnost daného obvodu a špatné použití propojovací sítě může vést ke značným zpož-
děním v obvodu. FPGA využívají hierarchickou konfigurovatelnou propojovací síť, jedná
se obecně o tři typy propojení. Lokální propojení umožňují propojení několika sousedních
CLB. Propojení mají malou režii a jsou velice krátká. Tyto vlastnosti vedou na velmi malé
zpoždění komunikace. Globální propojení umožňuje propojení vzdálených CLB. Propojo-
vací síť je realizována pomocí propojovacích matic a obsahují velké množství přepínačů, což
vede k vysoké režii a tudíž k větším zpožděním než u lokální sítě. Další vrstvou propojovací
sítě je speciální vrstva pro rozvod hodinového signálu ke všem programovatelným buňkám.
Dále tato speciální vrstva může realizovat přenos dalších globálních signálů, např. reset.
Vstupně-výstupní porty dostupné uživateli mohou být konfigurovány jako vstupy, vý-
stupy nebo obousměrné. Jednotlivé porty mohou být konfigurovány podle nejrůznějších
standardů. Vstupně-výstupní bloky rovněž obsahují ochranné obvody, zabraňující poško-
zení čipu.
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Velice důležitým prvkem FPGA je konfigurační paměť. Konfigurační paměť je většinou
typu SRAM a může mít kapacitu až desítky MB, na rozdíl od běžné paměti SRAM je
paměť v FPGA schopná udržet data i pokud klesne napětí pod určitou kritickou úroveň
pro běžné RAM. Konfigurační paměť bývá obvykle na čipu distribuovaná, takže například
každá CLB má svou konfigurační paměť. Konfigurace čipu probíhá nahráním konfigurač-
ního řetězce do konfigurační paměti. Konfigurační řetězec je generován z popisu obvodu
v některém z HDL jazyků, nebo schématu obvodu. Formát konfiguračního řetězce není uži-
vateli znám a většinou nelze získat popis tohoto řetězce, proto je spolu s čipem dodáván
výrobcem i tento generátor. Některé FPGA obsahují dvě konfigurační paměti, aktivní pa-
měť je vždy právě jedna. Obsah druhé se může měnit a pro změnu konfigurace pak stačí
pouze aktivovat neaktivní paměť a naopak, tím dojde k velice rychlé změně konfigurace.
Možností jak provádět rekonfiguraci je několik:
• Statická rekonfigurace – rekonfigurace se provádí během odstávky zařízení. Typicky
se jedná o upgrade firmware
• Dynamická rekonfigurace – rekonfigurace probíhá v době, kdy alespoň část obvodu
pracuje. Zde je snaha dynamicky optimalizovat výpočet, tzn. v určité chvíli je potřeba
mít na čipu specializovaný obvod a v jiné chvíli zase jiný, pokud jsou tyto okamžiky
dostatečně dlouhé a nepřekrývají se, je možno využit rekonfigurace jedné oblasti na
čipu.
• Úplná rekonfigurace – mění se konfigurace celého obvodu.
• Částečná rekonfigurace – mění se konfigurace pouze části obvodu, částečná rekonfi-
gurace je důležitá pro dynamickou rekonfiguraci.
• Interní rekonfigurace – řízení rekonfigurace je na stejném čipu jako rekonfigurovaný
obvod.
• Externí rekonfigurace – rekonfigurace obvodu probíhá pomocí jiného externího zaří-
zení.
Dále může FPGA čip obsahovat další specializovanou logiku, jako jsou násobičky, pa-
měti, procesory, atd. Tyto prvky jsou označovány jako hard makra. U těchto prvků bylo
zjištěno, že jsou velice často využívány návrháři a jejich implementace zabírá velké množství
CLB, proto je výhodnější integrovat je přímo na čip.
U některých dalších prvků, které jsou poměrně často využívány, ale ne tak často, aby
byly implementovány jako hard makro, nabízí výrobce, příp. komunita tzv. IP jádra (In-
telectual Property). Jedná se o obvody popsané dohodnutým způsobem. IP jádra jsou
poskytována třemi způsoby, první možností je hard makro, obvod je tedy nabízen jako
plně syntetizována komponenta, další možností je Firm makro. V tomto případě se jedná
o popis obvodu ve formě netlistu (na úrovni hradel) a poslední možností jsou Soft makra,
které jsou dodávána ve formě HDL kódu.
5.3 Klasifikace v FPGA
Klasifikátory vyžívající FPGA, obecně jakýkoli hardware, umožňují dosáhnout vysokou
výkonnost a přitom malé zpoždění klasifikace [4]. Typické uplatnění těchto klasifikátorů
je v systémech, kde potřebujeme klasifikovat velké množství dat v reálném čase.
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Obrázek 5.4: Model klasifikátoru v FPGA.
Obvodová realizace klasifikace může být realizována různými způsoby, např. byla akce-
lerována metoda AdaBoost [24]. Dále popíšeme klasifikátor využívající principů evolučního
hardware.
Příkladem takového systému je například rozpoznávání dopravních značek omezujících
rychlost [20], kde je potřeba rychlé detekce v jedoucím automobilu zřejmá. Problémem kla-
sifikace v FPGA (obecně v hardware) je velké množství informace na vstupu klasifikátoru,
jelikož klasifikátor obvykle pracuje s daty přivedenými na vstup paralelně. Proto je vhodné
množství dat přiváděné na vstup vhodně redukovat pouze na důležité informace pro klasifi-
kaci. V případě rozpoznávání dopravních značek maximální rychlosti je důležitý údaj pouze
číslo v červeném kruhu. Při klasifikaci je dále potřeba pevná velikost vstupních dat, proto
je potřeba data upravit na potřebnou velikost. V uvedeném příkladě je použito bitové pole
o velikosti 7 (řádků) ×5 (sloupců).
Samotná klasifikace probíhá na těchto upravených datech. Klasifikátor je rozdělen na dvě
vrstvy. V první vrstvě jsou klasifikátory pro jednotlivé třídy (rychlosti). Vstupem této vrstvy
jsou bitová pole. Na vstup každého klasifikátoru třídy jsou postupně přivedena všechna
vstupní data. Tato data jsou vyhodnocena obvodem klasifikátoru a výstupem je hodnota
pravděpodobnosti reprezentována určitým počtem jedniček, který říká, že vstupní data jsou
stejné třídy jako třída klasifikátoru. V druhé vrstvě je prvek, který určuje výsledek celého
klasifikátoru na základě dat z výstupů první vrstvy. Toto určení je na základě hodnoty
pravděpodobnosti, pomocí detektoru maxima. Ten určí, na kterém výstupu klasifikátoru
je nejvyšší počet jedniček. Detektor maxima může být realizován jako sčítačka pro každý





Softwarově řízené monitorování (Software defined monitoring, SDM) [7][6] je systém hard-
warové akcelerace monitorovacích a bezpečnostních aplikací. Základní princip je postavený
na softwarově řízené ztrátě informace a dělení zátěže při hardwarovém předzpracování sí-
ťových dat. Schéma systému SDM je na obrázku 6.1, červeně jsou zakresleny řídicí cesty
a datové cesty jsou vyznačeny černě.
Systém SDM přináší zrychlení, které plyne ze softwarově řízeného předzpracování dat
v hardware. Předzpracování zajišťuje jistou redukci dat a tím snižuje zatížení software.
Zpracování každého toku začíná zpracováním prvních paketu v software. Na základě to-
hoto zpracování se nastaví pravidla pro zpracování celého toku. Toto zpracování zavádí
do systému zpětné vazby.
Prvním krokem zpracování paketu je analýza jednotlivých síťových hlaviček. Z těch jsou
extrahována užitečné metadata (blok Analyzátor hlaviček). Získaná metadata jsou použita
ke klasifikaci paketu na základě softwarem definovaných pravidel (blok Klasifikátor). Pravi-
dla identifikují konkrétní tok a definují způsob zpracování paketů tohoto toku ve firmware.
Systém umožňuje posílat pakety z hardware do software v nezměněné formě nebo ve formátu
unifikované hlavičky (blok Generátor UH). Dále umožňuje zahazování paketů nebo agregaci
do záznamů o tocích (blok Cache toků). Přenos dat z hardware do software je realizován
pomocí sběrnice PCI Express.
Systém SDM obsahuje několik potencionálně slabých míst.
Dlouhé trvání zpětné vazby způsobuje problém při nasazení systému ve vysoko-
rychlostních sítích. U těchto sítí není možné čekat na zpětnou vazbu ze zpracování prvních
paketů, ale pakety musí být zpracovávány okamžitě. Z toho plyne, že část paketů na začátku
toku není ovlivněna pravidly nastavenými v software. Pakety, které nejsou předem zpraco-
vané, jsou posílány do softwaru jako pakety patřící neznámému toku. V případě velkého
množství krátkých toků výrazně klesá efektivita hardwarového předzpracování.
Omezená kapacita hardware je způsobena jemným řízením, které vede k nutnosti
ukládat informace ke každému probíhajícímu toku. Omezení plyne z kapacity paměti v hard-
ware. Ta omezuje počet uložených pravidel k tokům a cache toků. Velké množství sou-
časně probíhajících toků může vést ke zpracování pouze malé části z nich. K řešení tohoto
problému je možno použít externí paměť nebo určení toků, které mají být akcelerované.
Je vhodné akcelerovat předzpracování velkých toků.
Nedostatečná redukce dat nastává při extrémně krátkých tocích a malých paketech.
Jinak je redukce pomocí tvorby unifikovaných hlaviček nebo vytváření toků pomocí cache
přímo závislé na velikosti toků a paketů.
Vysoká jemnost řízení způsobuje generování velkého množství pravidel a v extrém-
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Obrázek 6.1: Model systému SDM. Převzato z [7]
ním případě, kdy na sítí existují velice krátké toky, může být urychlení hardware překryto




Tato kapitola je věnována popisu dat, způsobu jejich analýzy a postupu vytvoření datové
sady. Datová sada je vytvořena z dvou kompletních záznamů síťových dat, u kterých byly
pouze anonymizovány IP adresy a které jsou ve formátu souborů pcap. Výsledná datová
sada bude použita k návrhu klasifikátoru. Klasifikátor bude testován na testovacích datech,
které budou vycházet z původních dat a datové sady.
7.1 Základní vlastnosti dat
Záznamy síťového toku byly pořízeny v různých časových obdobích na dvou různých linkách.
První záznam byl pořízen na lince spojující síť českého sdružení CESNET a rakouskou síť
ACONET. Druhý záznam byl pořízen na lince spojující opět síť CESNET a polskou síť
PIONIER. Základní vlastnosti záznamů sítí jsou v tabulce 7.1.
Linka
Rychlost Doba Velikost záznamu Zaznamenáno
[Gb/s] záznamu [Gb]
CESNET - ACONET 10 9 s 1 26.9.2013 10:52:02
CESNET - PIONIER 10 8 min 35 26.2.2014 11:38:56
Tabulka 7.1: Základní vlastnosti analyzovaných dat.
Protokol Počet paketů Počet paketů [%] Velikost dat [B] Velikost dat [%]
TCP 993 K 80,66 883 M 79,93
UDP 221 K 17,98 205 M 18,59
ICMP 1698 0,14 199 K 0,02
Ostatní 15 K 1,22 16 M 1,47
Celkem 1231 K 100 1104 M 100
Tabulka 7.2: Zastoupení jednotlivých transportních protokolů v datech linky CESNET -
ACONET.
V tabulkách 7.2 a 7.3 je počet paketů jednotlivých transportních protokolů a jejich
procentuální zastoupení, dále velikost dat v těchto paketech. V tabulkách jsou i pakety ne-
kompletních toků, tedy takových toků, které začaly před začátkem záznamu nebo neskončily
před koncem nahrávání. V některých případech jsou tyto pakety z pohledu analýzy a pří-
padně klasifikace irelevantní. Pro klasifikaci aplikačních protokolů jsou relevantní protokoly
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Protokol Počet paketů Počet paketů [%] Velikost dat [B] Velikost dat [%]
TCP 34 M 78,72 28 G 82,22
UDP 8435 K 20,58 5652 M 16,58
ICMP 76 K 0,18 8692 K 0,03
Ostatní 228 K 0,53 401 M 1,18
Celkem 43 M 100,00 34 G 100,00
Tabulka 7.3: Zastoupení jednotlivých transportních protokolů v datech linky CESNET -
PIONIER.
TCP a UDP, protokol ICMP není využíván aplikačními protokoly, proto je tento protokol
z pohledu této práce nepodstatný.
7.2 Analýza dat
K analýze je využito skriptovacího jazyka Python verze 2.7 a knihovny Scapy [2], která je ur-
čená pro práci se síťovými daty.
Jelikož je potřeba provádět klasifikaci v co nejkratším čase, není možnost provádět
klasifikaci na základě více než jednoho paketu. Z toho důvodu je potřeba nejprve nalézt první
paket každého toku, respektive první paket toku obsahující data. V případě UDP je to první
paket toku. Tento paket lze identifikovat pomocí čtveřice: zdrojová IP adresa, cílová IP
adresa, zdrojový port a cílový portu. V případě záznamu síťových dat je velice obtížné
tento první paket identifikovat. V případě TCP je možno rozpoznat navázání a ukončení
spojení. První datový paket následuje bezprostředně po paketech navazující spojení. Způsob
navázání spojení byl popsán v kapitole 2. Pokud nejsou všechny potřebné pakety tykající
se navázaní spojení v záznamu, tento tok nebude identifikován. Toto se může stát na začátku
síťového záznamu nebo v případě, že pro některý z těchto paketů byla zvolena cesta jinou
linkou v síti.
Z prvního datového paketu toku jsou extrahovány informace potřebné pro uložení zá-
znamu o toku. Ukládají se informace, které slouží pro identifikaci jednotlivých toků, a data
obsažená v prvním datovém paketu. Dále je potřeba určit aplikační protokol tohoto za-
chyceného toku. K tomu účelu jsou použity regulární výrazy z L7-filter [19] popsaném v
kapitole 3.5, které jsou dostupné na webových stránkách. Regulární výrazy L7-filtru nejsou
pro všechny protokoly plně funkční, nebo není s jistotou ověřena jejich funkčnost. Ovšem
pro protokoly, které jsou uvedeny v kapitole 2.2, je funkčnost regulárních výrazů ověřena.
Tudíž je lze použít pro určení aplikačního protokolu. Navíc, aby byla zajištěna maximální
přesnost, provádí se kontrola portu, zda-li odpovídá nalezenému aplikačnímu protokolu.
Pouze v případě, že souhlasí regulární výraz i port, je k záznamu přiřazen nalezený apli-
kační protokol. Může se tedy stát, že se ve výsledné sadě mohou objevit záznamy, které
patří některému známému protokolu, ale ten běžel na jiném portu. V tomto případě je tok
označen jako neznámý. Tok je rovněž označen za neznámý, pokud se nejedná o žádný z
předem definovaných protokolů.
Každý záznam o toku obsahuje osm položek:
• sIP – zdrojová IP adresa,
• dIP – cílová IP adresa,












Obrázek 7.1: Příklad záznamu v datové sadě.
• dPort – cílový port,
• id – identifikátor, který tvoří čtyři předchozí hodnoty,
• pckProto – určující jestli se jedná o TCP (6), nebo UDP (17),
• data – obsahuje data prvního datového paketu.
Záznamy jsou uloženy ve formátu JSON. Aplikační data paketu, která jsou v záznamu,
není možno uložit přímo v binární podobě. Proto jsou data zakódována pomocí algoritmu
base64. Pro práci s daty je potřeba nejprve data dekódovat. Příklad záznamu je na ob-
rázku 7.1.
Problémy v datových paketech
Při analýze dat byly zjištěny situace, které výrazně znesnadňují identifikaci některých proto-
kolů. Tyto problémy nastaly zejména u protokolu HTTP. V případě protokolu HTTP může
nastat případ, kdy není součástí dat prvního paketu toku konec prvního řádku dotazu, tedy
verze HTTP. Tato situace nastane v případě, že je adresa následující za metodou HTTP
příliš dlouhá. Určení protokolu na základě metody a verze HTTP je potom stoprocentní.
Pokud ovšem existují případy, kdy může chybět v prvním paketu verze protokolu HTTP,
není možné stoprocentní určení protokolu pouze podle prvního paketu. K přesnému určení
by bylo potřeba spojit více datových paketů na začátku toku.
Problém tohoto typu by mohl nastat i u dalších protokolů jako SMTP nebo SIP. U těchto
protokolů je součástí prvního textového řádku také adresa. V extrémních případech nemusí
být v aplikačních datech prvního paketu obsažena všechna potřebná data. Tento případ v
analyzovaných datech ovšem nenastal.
7.3 Výsledná datová sada
V tabulkách 7.4 a 7.5 jsou statistické údaje o datové sadě. Počty toků vybraných aplikačních
protokolů jsou uvedeny pro každá data zvlášť. Na základě těchto dat bude konstruován
požadovaný klasifikátor.
Pro linku o rychlosti 100 Gb/s je potřeba zpracovávat pakety velmi rychle. Pokud na-
stane nejhorší možný případ, tedy pokud budou na lince pouze malé pakety (64 B), je čas
na zpracování jednoho paketu přibližně 5 ns. V zachycených datech na linkách je průměrná
velikost paketu přibližně 800 B, což znamená, že na zpracování jednoho paketu je 66 ns.
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Tabulka 7.4: Počet toků ve výsledné datové sadě CESNET - ACONET












Tabulka 7.5: Počet toků ve výsledné datové sadě CESNET - PIONIER
V případě, kdy budou na lince pakety 1500 B, což je standardní maximální velikost paketu,
je na zpracování jednoho paketu 125 ns.
Výsledná datová sada nemůže být přiložena k této práci, protože data v této sadě




Nejprve bude v této kapitole popsán navržený způsob rozpoznávání aplikačních protokolů.
Tyto způsoby vychází z analýzy toků z předchozí kapitoly. Dále je navržen klasifikátor
pro vysokorychlostní sítě (100 Gb/s). Požadavky na klasifikátor jsou uvedeny v sekci u ná-
vrhu. Následně je popsána metoda, jak lze přidat další protokoly pro klasifikaci. Na závěr
je popsána implementace klasifikátoru.
8.1 Určení protokolů
Z důvodu vysokého nároku na rychlost klasifikace je nutné klasifikovat aplikační proto-
koly pouze na základě prvního příchozího paketu. Dále kvůli nedostatečné rychlosti není
možné provádět vyhledávání sekvencí na různých pozicích v datech. Proto byla zvolena
metoda určení protokolu na základě několika prvních bajtů aplikačních dat. Volba metody
proběhla na základě analýzy aplikačních dat jednotlivých protokolů identifikovaných v da-
tové sadě. Aby byla identifikace co nejpřesnější, je potřeba provádět klasifikaci protokolů
pomocí co nejvíce bajtů. V tabulce 8.1 jsou uvedeny řetězce, které byly identifikovány na
základě analýzy datové sady. Tyto řetězce představují identifikace jednotlivých protokolů.
U textových protokolů obsahuje řádek v tabulce textovou i hexadecimální hodnotu. Mezera
v textovém řetězci je označena jako
”
“. U binárních protokolů je hodnota pouze hexa-
decimální. Nejvíce obsáhlé jsou protokoly HTTP a SIP, které používají více metod, další
protokoly jsou již identifikovány pomocí menšího počtu řetězců.
8.2 Podrobný návrh klasifikátoru
Tato část se věnuje podrobnému návrhu klasifikátoru aplikačních protokolů pro vysoko-
rychlostní sítě. Klasifikátor bude součástí systému SDM, popsaného v kapitole 6. Navržený
klasifikátor má v rámci této práce klasifikovat aplikační protokoly popsané v kapitole 2.2,
kromě protokolu SIP. Ten z důvodu nedostatku dat pro otestování jeho funkčnosti ne-
bude plně implementován. Návrh umožňuje rozšíření této množiny aplikačních protokolů
o další protokoly. Návrh dále splňuje několik důležitých požadavků pro systém SDM. Prv-
ním požadavkem je rychlost klasifikace, ta musí umožňovat nasazení klasifikátoru na linkách
o rychlosti až 100 Gb/s. Dalším požadavkem je plocha na čipu FPGA, tak aby mohl být kla-
sifikátor součástí systému SDM spolu s dalšími jeho obvody. Tento požadavek není omezen
konkrétní hodnotou, cílem je dosáhnout co nejmenší plochy na čipu. Třetím požadavkem
je možnost upravit množinu aplikačních protokolů, které má klasifikátor detekovat.
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Tabulka 8.1: Identifikace protokolů.
Klasifikátor bude připojen ke vstupnímu bufferu systému SDM, do kterého se načítají
všechny vstupní pakety. Buffer má velikost 512 bitů (64 B). Pakety se načítají postupně
do tohoto bufferu s tím, že každý paket začíná na začátku bufferu. Data načítána do tohoto
bufferu obsahují kompletní paket, respektive rámec, tedy obsahují i ethernetovou hlavičku
a případně patičku. Ethernetové, IP i TCP hlavičky mají proměnnou velikost. To způso-
buje, že začátek aplikačních dat může začínat na různých pozicích v bufferu. Ethernetový
rámec má hlavičku o délce 14 bajtů, ta může být prodloužena, například pokud se na lince
používá VLAN. Toto prodloužení je v tomto případě o 8 B. Minimální velikost TCP i IP
hlavičky je 20 B a každá z nich může být prodloužena až na 60 B. Hlavičky jsou, ale vždy
zarovnány na nejbližší velikost dělitelnou 4 bajty. Ethernetová hlavička jako jediná nemá
velikost dělitelnou 4 B. Jelikož mají všechny hlavičky, kromě ethernetové, velikost dělitel-
nou čtyřmi bajty, bude se díky velikosti bufferu začátek aplikačních dat cyklicky opakovat
na stejné pozici. Data budou navíc v bufferu posunutá od začátku o 2 B, právě díky velikosti
ethernetové hlavičky. Hlavička UDP má délku 8 B, což nenarušuje posunutí začátku dat.
Za těmito hlavičkami následují aplikační data, na která je zaměřen klasifikátor. Jak již bylo
popsáno výše, doba zpracování jednoho paketu se liší podle jeho velikosti. Ovšem v tomto
případě, kdy je použit buffer velikosti 64 B, je doba na zpracování jedné 64 bytové části
paketu shodná s dobou zpracování malých paketů, tedy 5 ns při provozu 100 Gb/s.
Navržený klasifikátor má dvě základní části a další části doplňující původní implemen-
taci SDM. Základní schéma klasifikátoru je na obrázku 8.1. První částí jsou kodéry, které
kódují každý bajt a převádí jeho hodnotu na kód 2 z 8. Z důvodu, že data začínají každé
čtyři bajty, je nutné použít čtyři různé kodéry označené jako c1 – c4. Na každém ze čtyř
bajtů se mohou vyskytovat pouze určité znaky, každý kodér bude kódovat jiné bajty. Roz-
dělení bajtů mezi kodéry je v tabulce 8.2. Výstupem těchto kodérů je tedy buď kód bajtu,
který byl nalezen, nebo nula. Druhým stupněm klasifikátoru je vyhodnocovací obvod, který
bere jako vstup, výstup kodérů a hledá posloupnosti ve výstupech kodérů, které identifikují
jednotlivé protokoly. Tato identifikace začíná každé 4 bajty a tudíž se překrývá. Výstupy
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vyhodnocovacích obvodů pro jednotlivé protokoly jsou spojeny do jednoho. Výsledkem této
funkce je rozhodnutí, zda se jedná o paket daného protokolu, či nikoli. Každý protokol ozna-
čuje na výstupu jeden bit, který označuje přítomnost paketu daného aplikačního protokolu.
Při návrhu je potřeba zohlednit možnost, že aplikační data začínají na poslední nebo
předposlední možné pozici v bufferu. V tomto případě je možno rozpoznat některé protokoly
až při načtení další 64 bajtové části paketu. Z toho důvodu je přidán vedle vstupního
bufferu druhý buffer, který ukládá posledních 6B z předchozí části paketu. Na tuto část
jsou připojeny kodéry a následně na ně vyhodnocovací obvod.
Protokol SIP bude implementován pouze částečně. V tabulce 8.2 jsou zahrnuty i data
pro identifikaci protokolu SIP. Jak již bylo popsáno výše, z důvodu nedostatečných dat
pro testování nebyla implementována vyhodnocovací část pro tento protokol. V tabulce
jsou uvedeny buď znaky, nebo ASCII hodnoty znaků. V nejpravějším sloupci jsou hodnoty
výstupů kodérů. Počet použitých výstupů záleží na počtu znaků, které kodér kóduje. Osmi
bitová velikost výstupů kodérů je zvolena z důvodu rezervy pro budoucí přidání dalších
znaků respektive protokolů.









/ / / / 00000101
T E S T 00000110
E N T D 00001001
O O A E 00001010
G U L C 00001100
P R 48 I 00010001
H P H 45 00010010
D 50 G R 00010100
50 S V 00011000
R Y E 00100001
S A N 00100010
B C R 00100100
C T K 00101000
A L 00110000
I 01000001
Tabulka 8.2: Rozdělení bajtů mezi kodéry.
Z pohledu SDM je klasifikátor pouze jednou z jeho součástí. Je potřeba si uvědomit,
že klasifikátor vyžaduje další řídicí logiku, jejíž návrh a implementace není součástí této
práce. Zejména se jedná o detekování prvního datového paketu toku. Logika má zajistit
po příchodu prvního datového paketu zpracování výstupu klasifikátoru a nastavení přísluš-
ných pravidel. V jiných případech, tedy v případě že se nejedná o první paket, pomocná
logika může výstup klasifikátoru ignorovat. Aplikační data mohou začínat nejdříve po 54 B,
v případě minimálních velikostí hlaviček, a nejdále po 144 B, v případě nejdelších volitel-
ných částí hlaviček. To znamená, že pokud protokol nebyl identifikován po třech načteních
částí paketu do bufferu, již nebude detekován. Tímto způsobem můžou být omezena chyba
klasifikace.
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Obrázek 8.1: Struktura navrženého klasifikátoru.
Přidání dalších aplikačních protokolů
Pro přidání dalšího nového aplikačního protokolu do klasifikátoru je potřeba identifikovat
sekvenci na začátku protokolu, která ho charakterizuje. Tuto sekvenci následně rozdělit
po bajtech pro jednotlivé typy kodérů. Dále je potřeba vytvořit druhý stupeň klasifikátoru,
který bude identifikovat sekvence na výstupu kodérů.
Existují v podstatě tři způsoby přidání dalšího protokolu do klasifikátoru na FPGA.
První možností je vytvoření celého klasifikátoru, tedy kodérů i vyhodnocovacích obvodů.
Druhou možností je přidání znaků do stávajících kodérů a vytvoření nového vyhodnocova-
cího obvodu nezávislého na stávajícím. Poslední možností je vytvoření celého klasifikátoru
pro nový protokol. Tento způsob může být vhodný v případě přidávání většího množství
protokolů.
8.3 Implementace
V této části je popsána implementace jednotlivých částí klasifikátoru pro FPGA. Klasifi-
kátor bude implementován v Xilinx Virtex-7 XC7VH580T. LUT tohoto FPGA mají šest
vstupů a na čipu jich je 437600. Zpoždění jedné LUT je přibližně 0.043 ns pro funkci logic-
kého členu.
Jak již bylo popsáno v návrhu, obvod se skládá ze dvou vrstev. Ty lze dále rozdělit
na podobvody. Těmito podobvody jsou v první vrstvě čtyři různé kodéry a v druhé vrstvě
jsou to vyhodnocovací obvody pro jednotlivé řetězce protokolů.
Pro vývoj obvodů kodérů byla použita technika CGP a jejich syntéza pro FPGA a pro
srovnání přímá syntéza behaviorálního VHDL kódu. CGP nemohlo být použito pro návrh
celého obvodu, protože CGP není prakticky možné použít pro obvody s velkým počtem
vstupů. Pro návrh pomocí CGP byly použité nástroje Tools4CGP [22].
Návrh obvodů pomocí CGP probíhal samostatně pro jednotlivé komponenty na úrovni
logických členů a na základě těchto dat byl vytvořen popis obvodu ve VHDL a provedena
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jeho syntéza. Pro srovnání byly kodéry implementovány pomocí komparátorů (if-elsif-else)
přímo v jazyce VHDL.
Návrh pomocí CGP byl použit pouze pro kodéry, protože vyhodnocovací obvody mají
větší množství vstupů, což znemožňuje použití CGP. Parametry jednotlivých syntetizova-
ných obvodů jsou v tabulkách 8.5 pro čtyř vstupé LUT a 8.4 pro šesti vstupé LUT. Synteti-
zována byla pouze jedna sada kodérů, tedy každý typ kodéru jednou. Ve celém klasifikátoru
bude těchto sad 17. Jelikož pracují kodéry paralelně, odpovídá zpoždění jedné sady ko-
dérů zpoždění celé vrstvy všech kodérů připojených ke vstupnímu bufferu. Vyhodnocovací
obvod byl syntetizován celý, tedy pro všechny výstupy kodérů. Syntéza obvodů byla pro-
vedena pomocí vývojového prostředí Xillinx ISE Project Navigator verze 14.4. Z důvodu
nedostatečné licence vývojového prostředí pro typ Virtex-7 VH580T, byla syntéza prove-
dena na FPGA Virtex-7 typu VX550T. Tento typ má pouze jiný počet zdrojů (počet LUT,
vstupně-výstupní porty), ale má shodnou logiku. Pro srovnání byla provedena i syntéza pro
FPGA obsahující LUT, které má čtyři vstupy. Pro tento účel byl vybrán model Virtex-4
typ XC4VLX200.
Z tabulek 8.5 a 8.4 je vidět, že v tomto případě je vhodné použít návrh pomocí CGP
spíše pro FPGA, které obsahuje šesti vstupé LUT, kde má obvod lepší parametry. V případě
čtyř vstupých LUT je logické zpoždění stejné, ale na FPGA vyžaduje obvod navržený po-
mocí CGP složitější logiku, což vede na větší zpoždění. V systému SDM, pro který je tento
klasifikátor navržen, je ovšem použito FPGA se šesti vstupými LUT. Z tabulky 8.4 je vidět,
že jak kodéry spojené s vyhodnocovacím obvodem navržené pomocí CGP, tak implemento-
vané přímo splňují požadavky na rychlost klasifikace i s rezervou na propojení těchto dvou
částí.
Každý kodér vytvořený přímo ve VHDL je tvořen blokem if-elsif-else. Kodéry navržené
pomocí CGP tvoří sekvence logických funkcí, které vyplývají z výstupu CGP. Vyhodnoco-
vací obvod tvoří procesy, které zajišťují detekci sekvencí jednotlivých protokolů na výstupu
kodérů. Každý proces identifikuje několik sekvencí charakterizující protokoly. Vyhodnoco-
vací obvod obsahuje aktuálně dva tyto procesy. První proces porovnává HTTP protokol,
což je 7 sekvencí, a druhý porovnává ostatní protokoly, tedy 3 sekvence. Tato část je rovněž
tvořena pomocí bloků if-elsif-else. Pokud je nalezena sekvence na výstupu kodérů odpovída-
jící některému protokolu, je nastaven výstupní bit odpovídající danému protokolu. Význam






Tabulka 8.3: Výstupní bity klasifikátoru.
Hodnoty uvedené v tabulkách 8.5 a 8.4 jsou upravené. Z obvodů byly odstraněny vstupní
a výstupní buffery vstupů a výstupů FPGA a propojení k nim.
Z důvodu testování byl vytvořen model celého klasifikátoru v jazyce python. Testo-
vání v jazyce python je velice neefektivní z důvodu sekvenčního vykonávání kódu, který
je navržen pro implementaci v hardware. Tento způsob je ale vhodný, protože usnadňuje






Zpoždění LUT ∼ 0.043 ns ∼ 0.043 ns ∼ 0.043 ns
Počet LUT jedné sady 47 61
Počet LUT celkem 799 1037 664
Logické zpoždění obvodu 2 3 10
Zpoždění logiky 0,086 ns 0,129 0,430 ns
Zpoždění propojení 0,636 ns 0,847 ns 4,019 ns
Celkové zpoždění obvodu 0,550 ns 0,976 ns 4,449 ns





Zpoždění LUT ∼ 0.166 ns ∼ 0.166 ns ∼ 0.166 ns
Počet LUT jedné sady 85 108
Počet LUT celkem 1445 1836 1541
Logické zpoždění obvodu 5 5 16
Zpoždění logiky 1,272 ns 1,142 ns 2,656
Zpoždění propojení 1,630 ns 1,289 ns 8,009
Celkové zpoždění obvodu 2,902 ns 2,431 ns 10,665





Tato kapitola se věnuje testování modelu navrženého klasifikátoru. Testování klasifikátoru
probíhalo na datech popsaných v kapitole 7. Jedním typem dat jsou všechny pakety ze za-
chyceného toku. Druhým typem jsou první datové pakety toků. Na závěr této kapitoly bude
provedeno srovnání navrženého klasifikátoru a klasifikátorů z případové studie 3.
9.1 Způsob testování
Pro testování v rámci této práce byla zvolena metoda implementace provedení v software.
Pro kontrolu funkce klasifikátoru je výsledek klasifikace klasifikátoru kontrolován po-
mocí regulárních výrazů z L7-filtru. Pokud se výsledek klasifikátoru a výsledek nalezený
regulárním výrazem neshoduje, je daný paket vypsán v binární formě. Dále jsou vypsána
data paketu ve struktuře scapy. U každého takto vypsaného paketu je vypsána informace
o tom, který protokol a jakým způsobem byl nalezen. Po analýze všech souborů které jsou
skriptu zadány jako parametry, jsou na standardní výstup vypsány statistiky:
• Celkový počet paketů – celkový počet paketů, které byly zpracovány.
• Počet paketů jednotlivých protokolů – jedná se počet paketů, které byly nalezeny
u jednotlivých protokolů.
Vypsaný počet nalezených paketů u jednotlivých protokolů zahrnuje všechny pakety,
které nalezl klasifikátor, bez ohledu na to, zda byl nález potvrzen regulárním výrazem.
Skutečný počet správně nalezených paketů je potřeba ručně upravit na základě analýzy
vypsaných paketů na výstupu testovacího skriptu.
Jak již bylo zmíněno výše, testování probíhá na dvou typech dat. Prvním typem je testo-
vání na všech zachycených datech. Druhý způsob předpokládá identifikaci prvního datového
paketu toku. Testování je prováděno pouze na prvních datových paketech toků. Ve výsled-
cích budou určeny parametry, jak každý protokol zvlášť, tak pro všechny protokoly.
9.2 Výsledky testování
V této části jsou výsledky všech testování klasifikátoru. V tabulkách 9.1 a 9.2 jsou vypočteny
metriky pro každou linku zvlášť, a každý protokol zvlášť. V tabulkách jsou rovněž výsledky
sumarizovány pro všechny protokoly dohromady. Výsledky testování prvních paketů toků
jsou v tabulkách 9.3 a 9.4.
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Metoda / protokol HTTP SMTP SSH Celkem
Celková přesnost 1,000000 0,999956 0,999999 0,999955
Chyba 0,000000 0,000044 0,000001 0,000045
Přesnost 1,000000 0,889796 0,875000 0,992906
Úplnost / recall 1,000000 1,000000 1,000000 1,000000
Specifita 1,000000 0,999956 0,999999 0,999955
Tabulka 9.1: Hodnoty metriky pro linky CESNET - ACONET – všechny pakety.
Metoda / protokol HTTP SMTP SSH Celkem
Celková přesnost 0,999983 0,999987 0,999999 0,999969
Chyba 0,000017 0,000013 0,000001 0,000031
Přesnost 0,998106 0,789338 0,698630 0,996432
Úplnost / recall 0,999790 1,000000 1,000000 0,999791
Specifita 0,999984 0,999987 0,999999 0,999970
Tabulka 9.2: Hodnoty metriky pro linky CESNET - PIONIER – všechny pakety.
Data získaná z testů, která sloužila pro výpočet metrik jsou uvedená v tabulkách v pří-
loze. V těchto tabulkách jsou počty dobře a špatně klasifikovaných paketů, tedy hodnoty
true positive, false positive, true negative a false negative, pro každou linku a každá tes-
tovací data zvlášť. Jak bylo popsáno v kapitole 3, je u tohoto klasifikátoru rozdíl mezi
chybným výsledkem False positive a False negative. Chyba False positive nemusí mít tak
zásadní vliv na kvalitu klasifikátoru. V aktuální verzi SDM jsou pakety klasifikovány v soft-
ware, a tím vniká zpětná vazba, při využití hardwarového klasifikátoru mohou být pakety
primárně klasifikovány podle něj a stávající software pro klasifikaci může být využit pro kon-
trolu klasifikace. Pokud se výsledky klasifikátorů budou lišit může softwarový klasifikátor
přenastavit pravidla pro daný tok. V části případů chybné klasifikace se jednalo o pakety,
které není potřeba dále zpracovávat. Chyba False negative je u klasifikátoru podstatně horší.
V takovém případě může být nezpracováván tok, který je důležitý. Ve výsledcích je vidět,
že je těchto případů málo.
Tabulky 9.3 a 9.4 ukazují, že v případě zajištění klasifikace pouze prvního datového
paketu toku je u protokolu HTTP a SSH je úspěšnost klasifikace na testovacích datech
100%. U protokolu SMTP je nižší přesnost způsobena velkou podobností s protokolem
FTP. Této podobnosti by mohlo být využito. Klasifikátor by místo výstupu, že se jedná
o protokol SMTP, mohl mít výstup SMTP nebo FTP, čímž by na klasifikaci dvou protokolů
vystačila jedna logika. K odlišení těchto protokolů pak stačí jednodušší logika.
V paketech vypsaných při testování na kompletních datech, tedy těch, u kterých se ne-
shodoval výsledek klasifikátoru a regulárního výrazu, se objevily i pakety nad protokoly
ICMP nebo UDP. V takovém případě by byla vhodná kontrola výsledku aplikačního proto-
kolu a transportního protokolu, v případě nevyhovujícího transportního protokolu a apli-
kačního protokolu, může být výsledek klasifikace ignorován.
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Metoda / protokol HTTP SMTP SSH Celkem
Celková přesnost 1,000000 0,999801 1,000000 0,999801
Chyba 0,000000 0,000199 0,000000 0,000199
Přesnost 1,000000 0,833333 1,000000 0,999480
Úplnost / recall 1,000000 1,000000 1,000000 1,000000
Specifita 1,000000 0,999801 1,000000 0,999677
Tabulka 9.3: Hodnoty metriky pro linky CESNET - ACONET – první paket.
Metoda / protokol HTTP SMTP SSH Celkem
Celková přesnost 1,000000 0,999653 1,000000 0,999653
Chyba 0,000000 0,000347 0,000000 0,000347
Přesnost 1,000000 0,814815 1,000000 0,999340
Úplnost / recall 1,000000 1,000000 1,000000 1,000000
Specifita 1,000000 0,999652 1,000000 0,999268
Tabulka 9.4: Hodnoty metriky pro linky CESNET - PIONIER – první paket.
9.3 Srovnání výsledků
Tato část obsahuje srovnání výsledků klasifikátoru navrženého v rámci této práce a klasifi-
kátorů použitých použitých v případové studii popsané v kapitole 3.6.
Důležité je poznamenat, že testovací data použita pro testování ve studii a této práci
jsou různá. Takže nelze výsledky srovnat přímo. Pro přibližné srovnání však tyto výsledky
můžeme použít. Výsledné metriky jsou v grafech 9.1, 9.2, 9.3 a 9.4
Z pohledu celkové přesnosti je nutno zdůraznit, že klasifikátory použité ve studii detekují
více protokolů. Díky klasifikaci i méně používaných protokolů se přesnost klasifikace snižuje.
Ve studii jsou určeny metriky i pro některé protokoly zvlášť. Metriky pro HTTP a SMTP,
ve studii uvedené jako WWW a MAIL [8], jsou vypočteny zvlášť pro jednotlivé protokoly.
Pokud provedeme srovnání pouze těchto výsledků, jsou vidět mírně odlišné zaměření
klasifikátoru. V případě klasifikátorů ve studii [8] je to vyšší přesnost a nižší úplnost. V pří-
padě navrženého klasifikátoru je tomu opačně. V případě navrženého klasifikátoru v této
práci je nižší přesnost akceptovatelná, protože v systému SDM může být prováděna doda-
tečná kontrola klasifikace a ta může chyby omezit, nebo při dalším zpracování toků může
být tato chyba odhalena.
Navržený klasifikátor musí rovněž splňovat požadavky na rychlost klasifikace. Klasifi-
kátory ve studii [8] jsou softwarové, což znamená, že není možno tyto klasifikátory nasadit
ve vysokorychlostních sítích. Toto je také potřeba zohlednit při srovnání metrik klasifiká-
torů. U navrženého je především nutná rychlost, což se odráží v chybovosti.
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Obrázek 9.1: Grafické zobrazení metrik pro linku CESNET-ACONET.
Obrázek 9.2: Grafické zobrazení metrik pro linku CESNET-PIONIER.
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Obrázek 9.3: Grafické zobrazení metrik pro linku CESNET-ACONET.




Tato diplomová práce je zaměřená na návrh klasifikátoru aplikačních protokolů na základě
jejich dat. Navržený klasifikátor je určen pro vysokorychlostní sítě jako součást systému
SDM.
Nejprve byly v práci vysvětleny základní principy počítačových sítí, s hlavním zamě-
řením na vybrané aplikační protokoly a základní důvody a principy monitorování provozu
sítí. Dále jsou popsány současné způsoby klasifikace provozu v počítačových sítích, příklady
klasifikátorů a srovnání některých z nich. Důležitou částí představenou v práci jsou evoluční
algoritmy. Nejprve jsou vysvětleny základní principy evolučních algoritmu a jejich použití
a další část je zaměřena na návrh logických obvodů pomocí evolučních algoritmů. Poslední
teoretické části je představení systému SDM, pro který je klasifikátor určen.
Po nastudování teoretických znalostí jsem přistoupil k vytvoření datové sady, která
slouží k analýze dat aplikačních protokolů pro návrh a dále pro účely testování. Nejprve
jsou popsány základní statistiky dat a způsob analýzy těchto dat, nakonec je uvedena
statistika výstupní datové sady.
Po vytvoření datové sady jsem přistoupil k návrhu klasifikátoru. Prvním krokem ná-
vrhu klasifikátoru byla analýza aplikačních protokolů a nalezení způsobu jejich rozlišení.
Byla nalezena metoda rozlišení protokolů a na základě této metody byl navržen klasifi-
kátor. Pro implementaci jednotlivých částí klasifikátoru byla použita, jak technika CGP,
tak behaviorální popis ve VHDL.
Nad rámec zadání byly části klasifikátoru implementovány v jazyce VHDL a syntetizo-
vány pro dva různé FPGA. Pro takto syntetizované obvody byly určeny parametry obvodů.
Obvody syntetizované pro výkonnější FPGA, které je použito v SDM, vyhovují obvody po-
žadavkům na rychlost klasifikace. Obvody kodérů navržené pro klasifikátor, jak pomocí
CGP, tak behaviorálně, vyhovují požadavkům na rychlost klasifikace, a tak mohou být
nasazeny ve vysokorychlostních sítích. Obvod navržený pomocí CGP má lepší parametry,
jak počet zdrojů, tak zpoždění obvodu. Pro účely testování byl implementován softwarový
model klasifikátoru v jazyce python.
V rámci testování byla ověřena funkčnost klasifikátoru na reálných datech. Pokud je kla-
sifikován pouze první datový paket, je úspěšnost klasifikace v případě HTTP a SSH stopro-
centní, v případě SMTP je kvalita klasifikace podobná, jako v případě testování na všech
paketech. Z testování vyplynulo, že klasifikátor má srovnatelnou úspěšnost jako současně
používané metody klasifikace.
Plánovaným pokračováním práce je plná implementace klasifikátoru pro FPGA a při-
dání dalších aplikačních protokolů do klasifikátoru. Dále implementování logiky pro řízení
klasifikace a vyhodnocení klasifikace. Zejména implementování logiky pro zpracovávání vý-
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sledků klasifikace a jeho řízení. Důležitým prvkem je zajištění klasifikace pouze prvního
datového paketu, každého toku. Dalším cílem je zpřesnění klasifikace, kterého je možno
dosáhnout pomocí kontroly aplikačního protokolu na výstupu klasifikátoru a transportního
protokolu k němu náležícího, počtu načtení části paketu do bufferu.
54
Literatura
[1] Berners-Lee, T.; et al., R.: Hypertext Transfer Protocol – HTTP/1.0. RFC 1945
(Informational), Květen 1996.
URL http://www.ietf.org/rfc/rfc1945.txt
[2] Biondi, P.; et al.: Scapy @ONLINE. Červen 2014.
URL http://www.secdev.org/projects/scapy/
[3] Fielding, R.; et al., J. G.: Hypertext Transfer Protocol – HTTP/1.1. RFC 2068
(Proposed Standard), Leden 1997, obsoleted by RFC 2616.
URL http://www.ietf.org/rfc/rfc2068.txt
[4] Glette, K.; Torresen, J.; Yasunaga, M.: Online Evolvable Pattern Recognition
Hardware. In Evolutionary Image Analysis and Signal Processing, Studies in
Computational Intelligence, ročník 213, Springer Berlin Heidelberg, 2009, ISBN
978-3-642-01635-6, s. 41–54.
[5] Handley, M.; Jacobson, V.; et al.: SDP: Session Description Protocol. RFC 4566
(Proposed Standard), Červenec 2006.
URL http://www.ietf.org/rfc/rfc4566.txt
[6] Kekely, L.: Hardwarová akcelerace aplikací pro monitorování vysokorychlostních sítí.
Diplomová práce, FIT VUT v Brně, 2013.
[7] Kekely, L.; et al.: Software Defined Monitoring of Application Protocols. INFOCOM
2014, Toronto, Canada, 2014.
[8] Kim, H.; Claffy, K.; et al.: Internet Traffic Classification Demystified: Myths,
Caveats, and the Best Practices. In Proceedings of the 2008 ACM CoNEXT
Conference, CoNEXT ’08, New York, NY, USA: ACM, 2008, ISBN
978-1-60558-210-8, s. 11:1–11:12, doi:10.1145/1544012.1544023.
URL http://doi.acm.org/10.1145/1544012.1544023
[9] Klensin, J.: Simple Mail Transfer Protocol. RFC 2821 (Proposed Standard), Duben
2001, obsoleted by RFC 5321, updated by RFC 5336.
URL http://www.ietf.org/rfc/rfc2821.txt
[10] Matoušek, P.: Síťové aplikace a správa sítí:Architektura sítí, adresování, konfigurace
TCP/IP. FIT VUT v Brně, 2011.
[11] Moore, K.: MIME (Multipurpose Internet Mail Extensions) Part Three: Message
Header Extensions for Non-ASCII Text. RFC 2047 (Draft Standard), Listopad 1996,
updated by RFCs 2184, 2231.
URL http://www.ietf.org/rfc/rfc2047.txt
55
[12] Paxson, R. P. V.; et al.: Binpac: A Yacc for Writing Application Protocol Parsers. In
Proceedings of the 6th ACM SIGCOMM Conference on Internet Measurement, IMC
’06, New York, NY, USA: ACM, 2006, ISBN 1-59593-561-4, s. 289–300,
doi:10.1145/1177080.1177119.
[13] Postel, J.: Simple Mail Transfer Protocol. RFC 821 (INTERNET STANDARD),
Srpen 1982, obsoleted by RFC 2821.
URL http://www.ietf.org/rfc/rfc821.txt
[14] Rosenberg, J.; Schulzrinne, H.; et al., G.: SIP: Session Initiation Protocol. RFC 3261
(Proposed Standard), Červen 2002, updated by RFCs 3265, 3853, 4320, 4916, 5393,
5621, 5626, 5630, 5922, 5954, 6026, 6141, 6665, 6878.
URL http://www.ietf.org/rfc/rfc3261.txt
[15] Schulzrinne, H.; et al., S. C.: RTP: A Transport Protocol for Real-Time Applications.
RFC 3550 (INTERNET STANDARD), Červenec 2003, updated by RFCs 5506, 5761,
6051, 6222, 7022.
URL http://www.ietf.org/rfc/rfc3550.txt
[16] Schwarz, J. et al.: Aplikované evoluční algoritmy. verze 1.2006. FIT VUT v Brně,
2006.
[17] Sekanina, L.: Biologií inspirované počítače. FIT VUT v Brně, 2013.
URL http://www.fit.vutbr.cz/study/courses/BIN/
[18] Sekanina, L. et al.: Evoluční hardware: od automatického generování patentovatelných
invencí k sebemodifikujícím se strojům. Academia, 2009, ISBN 978-80-200-1729-1.
[19] Sommer, E.; Strait, M.: Application Layer Packet Classifier for Linux. Leden 2009.
URL http://l7-filter.sourceforge.net/
[20] Torresen, J.; Bakke, J.; Sekanina, L.: Recognizing Speed Limit Sign Numbers by
Evolvable Hardware. In Parallel Problem Solving from Nature - PPSN VIII, Lecture
Notes in Computer Science, ročník 3242, Springer Berlin Heidelberg, 2004, ISBN
978-3-540-23092-2, s. 682–691.
URL http://dx.doi.org/10.1007/978-3-540-30217-9_69




[22] Vašíček, Z.: Nástroje pro kartézské genetické programování Tools4CGP. 2014.
URL http://www.fit.vutbr.cz/~vasicek/cgp/tools/
[23] Vomlelová, M.: Strojové učení. Matematicko-fyzikální fakulta, Univerzita Karlova,
2014.
URL http://ktiml.mff.cuni.cz/~marta/su.html
[24] Wei, Y.; Bing, X.; Chareonsak, C.: FPGA implementation of AdaBoost algorithm for
detection of face biometrics. In Biomedical Circuits and Systems, 2004 IEEE
International Workshop on, Dec 2004, s. S1/6–17–20.
56
[25] Wikipedie: Session Initiation Protocol — Wikipedie: Otevřená encyklopedie. 2013,
[Online; navštíveno 4. 01. 2014].
URL http://cs.wikipedia.org/w/index.php?title=Session_Initiation_
Protocol&oldid=10990853
[26] Ylonen, T.; Lonvick, C.: The Secure Shell (SSH) Transport Layer Protocol. RFC
4253 (Proposed Standard), Leden 2006, updated by RFC 6668.
URL http://www.ietf.org/rfc/rfc4253.txt






Přiložené CD obsahuje následující adresáře:
• src – obsahující sktripty pro vytvoření datové sady, model klasifikátoru a zdrojové
kódy pro jednotlivé části klasifikátoru v jazyce VHDL.




Protkol True Positive False Positive True Negative False negative
HTTP 1917 0 3104 0
SMTP 5 1 5015 0
SSH 1 0 5020 0
Celkem 1923 1 3097 0
Tabulka B.1: Výstup klasifikátoru pro CESNET - ACONET – první paket.
Protkol True Positive False Positive True Negative False negative
HTTP 7255 0 1219803 0
SMTP 436 54 1226568 0
SSH 7 1 1227050 0
Celkem 7698 55 1219305 0
Tabulka B.2: Výstup klasifikátoru pro CESNET - ACONET – všechny pakety.
Protkol True Positive False Positive True Negative False negative
HTTP 15102 0 13697 0
SMTP 44 10 28745 0
SSH 0 0 28799 0
Celkem 15146 10 13643 0
Tabulka B.3: Výstup klasifikátoru pro CESNET - PIONIER – první paket.
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Protkol True Positive False Positive True Negative False negative
HTTP 361605 686 44109879 76
SMTP 2147 573 44469526 0
SSH 102 44 44472100 0
Celkem 363854 1303 44107013 76
Tabulka B.4: Výstup klasifikátoru pro CESNET - PIONIER – všechny pakety.
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