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Táto práca skúma možnosti zobrazovania akcelerovanej 3D grafiky v okne webového prehlia-
dača. Konkrétne sa zaoberá zobrazením medicínskych volumetrických dát. Zameriava sa na
využitie algoritmu ray casting, jeho kvalitu a možnosti realistického zobrazovania. Jedným
z cieľov bolo vytvorenie aplikácie, ktorá prezentuje možnosti zobrazenia trojrozmerných vo-
lumetrických dát vo webovom prehliadači, s využitím technológie WebGL. Implementácia
algoritmu je v jazyku JavaScript a na prácu s 3D grafikou je využívaná knižnica three.js.
Abstract
This thesis discusses rendering capabilities of web browsers of accelerated 3D scene rende-
ring. It specifically deals with direct volumetric medical data visualization. It focuses on
the usage of ray casting algorithm, its quality and its realistic rendering options. One of the
goals was to create an application that demonstrates the ability to render three-dimensional
volume data in a web browser using WebGL. The application is written in JavaSript and
its 3D rendering core uses the Three.js library.
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V súčasnej dobe vzniká trend, aby každý užívateľ mal jednoduchý prístup aj ku komplex-
nejším technológiám. Veľa programov je možné spustiť z internetu, pomocou cloudových
riešení, napríklad priamo vo webovom prehliadači. Nie je pri tom treba ani inštaláciu ďalších
rozšírení. Webové prehliadače sa začali využívať na veľké množstvo každodenných úloh.
Možnosťou vykresľovania trojrozmernej grafiky vo webovom prehliadači sa naskytá ok-
rem iného aj príležitosť zjednodušiť prácu pre užívateľa a preniesť vykresľovanie na väčšie
množstvo zariadení, ktoré dokážu využívať potenciál webových prehliadačov.
Témou tejto práce je zobrazenie trojrozmerných objemových dát vo webovou prehlia-
dači. S tým súvisí štúdium a výber najvhodnejších technológií, vytvorenie aplikácie pre
zobrazovanie objemových medicínskych dát a ďalej experimentovať s vytvoreným rieše-
ním, hľadaním možných vylepšení a optimalizácií algoritmu. Táto práca sa zameriava v
prvom rade na možnosti renderingu volumetrických dát v prostredí webového prehliadača,
na využitie dostupných moderných technológií a možnosť používania výslednej aplikácie v
reálnom čase, s ktorým súvisí optimalizovanie a zefektívňovanie algoritmov a metód.
Súčasťou práce bude aplikácia pre webové prehliadače, ktorá bude slúžiť na trojrozmerné
zobrazenie medicínskych datasetov. Hlavnou výhodou takéhoto riešenia je, že aplikáciu
bude možné spustiť v bežnom webovom prehliadači bez inštalácie dodatočných rozšírení.
Na 3D vykresľovanie bude použitý štandard WebGL, aktuálne založený na OpenGL ES
2.0, pričom na prácu s týmto štandardom bude využitá knižnica three.js. Keďže táto práca
skúma hlavne možnosti zobrazovania volumetrických dát, bude kladený dôraz na kvalitu
výsledného zobrazenia. Implementácia preto bude využívať metódou ray casting, ktorá
dosahuje vysokej kvality výsledného zobrazenia. Kvôli tomu táto metóda patrí k jedným z
náročnejších, budú implementované optimalizácie ako Early ray remination, Object order
empty space skipping alebo nejaké vlastné experimenty pre zvýšenie rýchlosti výpočtu
algoritmu.
Samotná práca popisuje existujúce technológie pre 3D zobrazovanie vo webovom pre-
hliadači a štandard WebGL, ďalej sa venuje teórii volumetrického renderingu a metódam,
ktoré sa typicky na toto zobrazovanie využívajú. Podrobnejšie popisuje metódu ray cas-
ting a jej možné optimalizácie. Následne je venovaná veľká časť návrhu aplikácie a metód,
ktoré by mohli byť využité vo výslednej aplikácií. V poslednej časti je venovaný priestor






V minulosti bolo zobrazovanie trojrozmerných dát výsadou výkonných zariadení a špecia-
lizovaných aplikácií, pre ktoré bolo treba nainštalovať potrebné knižnice a rozhrania. V
posledných rokoch sa vďaka pokroku hardvéru a softvéru, darí tvoriť jednoduchšie a do-
stupnejšie aplikácie, ktoré je možné spustiť priamo vo webovom prehliadači. Z historického
hľadiska sa pokusy o vykresľovanie vo webovom prehliadači objavovali už od konca mi-
nulého storočia. Príkladom je VRML (Virtual Reality Modeling Language), ktorý sa stal
prvým 3D formátom založeným na webovom rozhraní. Tento štandard obsahoval možnosť
geometrických objektov, animácií a aj skriptovania. Z tohto formátu vznikol formát X3D,
založený ako XML kódované VRML. Tieto dva popísané formáty sú vyvíjané skupinou Web
3D Consortium [3].
2.1 Technológia WebGL
Jedným z najpoužívanejších štandardov pre vykresľovanie 3D grafiky vo webovom prehlia-
dači je WebGL. Je to multiplatformové, nízko úrovňové 3D grafické API, ktoré je založené
aktuálne na OpenGL ES vo verzii 2.0. Toto API využíva na zobrazenie obsahu HTML5 can-
vas element. WebGL je založené na vykresľovaní pomocou shaderov grafickej karty užívateľ-
ského zariadenia, pomocou GLSL, kde konštrukcie tohto API sú sémanticky veľmi podobné
OpenGL ES 2.0. V porovnaní s OpenGL ES 2.0 je vytvorených iba niekoľko ústupkov,
kvôli očakávaniu vývojárov z nedostatku riadenia pamäte pri jazykoch ako JavaScript. Vý-
hodou tohto riešenia je, že nepotrebuje inštaláciu žiadnych doplnkov do prehliadača alebo
dodatočných knižníc.
2.2 WebGL 3D frameworky
Existuje veľké množstvo frameworkov, ktoré vznikli, aby uľahčili prácu programátorom a
zbavili ich vymýšľania tých vecí, ktoré už boli vymyslené. Existujúce populárne frameworky
umožňujú písať kód prehľadnejšie, jednoduchšie a v tejto dobe sú už dostatočne rýchle. Aby
nebolo potrebné inštalovať dodatočne rozšírenia do prehliadača, využíva sa jazyk JavScript,
v ktorom sa scéna programuje priamo v HTML zdrojovom kóde.
∙ Three.js je vysoko úrovňová OpenSource knižnica. Má už veľkú základňu fanúšikov
a predpokladá sa že sa bude ďalej vyvíjať. Umožňuje využitie OpenGL Shading Lan-
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guage (GLSL) a obsahuje dokonca aj jednoduchý ray caster. Dôležitá je aj podpora
všetkých hlavných prehliadačov.
∙ BabylonJS je taktiež vysoko úrovňový framework, ktorý sa zameriava na na tvorbu
hier vo WebGL. S tým súvisí aj proklamované využitie na mobilných zariadeniach.
∙ SceneJS pomerne jednoduchá alternatíva pre WebGL 3D vizualizáciu.
Existujú aj komplexné 3D enginy, ktoré podporujú tvorbu WebGL obsahu. Engine Unity
je komplexný nástroj, ktorý sa využíva pri tvorbe hier, alebo zložitejších 3D scén. Obsahuje
implementáciu fyziky, plnohodnotný editor a podporu zvukov. Zdrojový kód je v C/C++.





implementácia 3D editor Licencia
Babylon.js áno áno natívna jednoduchý Apache License2.0
Three.js áno áno natívna beta verzia MIT






.NET kódu plnohodnotný Proprietary
Tabuľka 2.1: Tabuľka porovnania knižníc pre WebGL 3D grafiku
2.3 Obmedzenia WebGL
Najväčšia slabina WebGL, na ktorú narazíme v rámci vykresľovania objemových dát, je
neexistujúca podpora 3D textúr. Vychádza to z toho, že WebGL je aktuálne postavené na
OpenGL ES 2.0, ktoré túto funkciu nezahŕňa. Jednou z možností ako obísť tento problém
je vložiť dáta jedného modelu do samostatného obrázku, ktorý bude obsahovať všetky rezy.
Rezy sa zoradia vedľa seba v maticovej štruktúre a výsledok sa uloží ako 2D textúra. Toto
riešenie je zobrazené na obrázku 2.1.
Slabina tohto riešenia sa nachádza v maximálnom možnom rozlíšení 2D textúry vo
WebGL. Toto rozlíšenie je 4096x4096 na PC a na niektorých mobilných zariadeniach to
môže byť len 1024x1024, čo môže obmedzovať výslednú kvalitu zobrazenia [8].
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Volumetrický rendering sa líši od bežnej počítačovej grafiky, ale zdieľa techniky ako tieňova-
nie (shading) alebo blending. Táto kapitola bude sústredená na reprezentáciu objemových
dát, metódy ktorými je možné tieto dáta zobraziť, typy zobrazení a bude bližšie popísaná
na metóda ray-casting realizovaná na GPU.
3.1 Zdroje a reprezentácia dát
Dáta pre volumetrický rendering je možné získať rôznymi spôsobmi a z rôznych odvetví.
Môžu sa vypočítať, získať z reálnych vzoriek alebo vymodelovať. Táto práca sa bude zame-
riavať na dáta z medicínskej oblasti, ktoré sa najčastejšie získavajú pomocou medicínskych
zariadení ako CT, MRI, PET alebo ultrazvuk. Volumetrickým renderingom je možné tieto
dáta zobraziť. Výstupom z týchto prístrojov, používaným pri volumetrickom renderingu je
súbor snímkov, rezov. Jeden z formátov, ktorý sa často využíva na uloženie takýchto dát je
formát DICOM [20].
Dataset diskrétnych volumetrických dát je možné si predstaviť ako trojrozmerné pole
kockových elementov nazývaných voxely, z ktorých každý reprezentuje jednotku priestoru.
Tento model je znázornený na obrázku 3.1 [8]. Ak je daný voxel prázdny, nenesie žiadnu
užitočnú hodnotu. V opačnom prípade, obsahuje numerické hodnoty, ktoré reprezentujú
namerané vlastnosti alebo nezávislé premenné (ako denzita, farba, priehľadnosť, materiál,
odrazivosť, podiel pokrytia, index lomu, rýchlosť, sila, čas ...) [14].
Obr. 3.1: Reprezentácia volumetrických dát pomocou voxelov [5].
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3.2 Softvérové metódy
Existuje niekoľko metód vykresľovania volumetrických dát. Líšia sa od seba hlavne kvalitou,
rýchlosťou a možnosťami akým spôsobom je možné volumetrické dáta zobraziť. Metódy na
volumetrický rendering môžeme rozdeliť do troch základných skupín:
∙ Dvojrozmerná planárna vizualizácia rezov
∙ Nepriame metódy trojrozmernej vizualizácie
∙ Priame metódy trojrozmernej vizualizácie
2D MPR (Multi-Planar Rendering) vizualizácia je štandardný vizualizačný režim pre volu-
metrické dáta. Zvykne pozostávať z troch rôznych pohľadov na dáta, ktoré sú kolmé vždy
na jednu os roviny. Táto technika je najjednoduchšia, ale dovoľuje užívateľovi dvojrozmerný
náhľad na dataset v ľubovolnej rovine.
3.3 Nepriame renderovacie metódy
Táto skupina metód vytvára z volumetrických dát polygonálny model, ktorý je možno
vykresliť bežne dostupným grafickým hardvérom. Preto sa tieto metódy nazývajú aj povr-
chové (z ang. surface alebo isosurface). Polygonalizácia sa vykoná pred zobrazením modelu
a následne sa využíva vytvorený polygónový model na prezeranie volumetrických dát [9].
Keďže dnešný grafický hardware je na polygonálny model stavaný, tieto metódy dosahujú
veľkého počtu obrázkov za sekundu. Tento prístup má ale aj veľkú nevýhodu oproti pria-
mym renderovacím technikám. V prípade ak by bolo potrebné dynamicky meniť parametre
zobrazovaného modelu, je nutné vykonať opakované generovanie polygónov zo vstupných
dát, čo nie je triviálna operácia. Zmenami parametrov zobrazovaného modelu máme na
mysli napríklad nastavenie častí modelu, ktoré chceme zobraziť, alebo meniť ich výslednú
farbu. Nižšie je popísaných niekoľko algoritmov.
Surface tracking
Táto metóda využíva proces rekonštrukcie povrchu sledovaním voxelov, nachádzajúcich sa
na hranici povrchov. Hranica povrchu je definovaná prahovaním, klasifikáciou alebo detek-
ciou povrchu. Kontúry medzi jednotlivými plochami sú spojené do polygónov, vytvárajúcich
výsledný model. Realizácia tejto metódy je zobrazená na obrázku 3.2. Implementácie pou-
žívajúce túto metódu sú veľmi efektívne pre hladké povrchy [6].
Marching cubes
Tento algoritmus vytvára pomyselné bunky (marching cube) definované ôsmimi hodnotami
voxelov. Základná myšlienka je vytvorenie polygónov aproximujúcich povrch vo vnútri kaž-
dej bunky, ktorou prechádza detekovaný povrch. Podľa prahovej hodnoty sa voxely budú
nachádzať vo vnútri objektu, mimo objektu alebo nimi bude prechádzať povrch. Každý
z ôsmich vrcholov bunky sa môže nachádzať vo vnútri alebo mimo objektu. Podľa tejto
kombinácie vrcholov sa stanoví preddefinovaný polygonálny model pre bunku. Základom je
15 modelov 3.2, ostatné modely je možné získať rotáciou základných. Postupným prechá-
dzaním všetkých buniek vznikne výsledný povrch.
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Obr. 3.2: Tvorba výsledného modelu pomocou nepriamych renderovacích techník. Surface
tracking - rasterizácia pomocou sledovania kontúr (vľavo) a pätnásť základných prípadov
polygónov z ktorých sa tvorí povrch pri algoritme marching cubes (vpravo). [2] [6]
.
3.4 Priame renderovacie metódy
Metódy v tejto skupine pristupujú k vykresľovaniu objemových dát iným spôsobom ako
nepriame vykresľovacie metódy. Renderujú obraz z 3D volumetrických dát bez vytvárania
explicitného geometrického modelu. Počas renderovania sú optické vlastnosti akumulované
pozdĺž každého vyslaného lúča cez objemový model. Pri tom sa môžu počítať emisie a
absorpcie svetla, osvetlovací model, tiene, atď..
Veľkou výhodou týchto metód je, že umožňujú dynamicky a v reálnom čase meniť to,
čo chceme vo výslednom zobrazení vidieť, pretože výpočet prebieha pri každom prekres-
lení snímku. Ďalšou výhodou oproti nepriamym metódam je možnosť zobrazovať niektoré
časti datasetu s určitou hodnotou priehľadnosti. V tejto časti bude ukázaných niekoľko
najpoužívanejších priamych renderovacích metód [4].
Texture mapping
V základe môžme tento algoritmus rozdeliť na texture mapping s použitím 2D textúr a
texture mapping s použitím 3D textúr.
Ak sú podporované 3D textúry je možné uložiť celý dataset do jednej trojrozmernej
textúry. Pretože hardvér je schopný vykonávať trilineárnu interpoláciu v rámci objemu, je
možné renderovať sadu polygonálnych rezov zarovnaných na rovinu obrazu kamery ortogo-
nálne k smeru pohľadu (obr. 3.3 vľavo). Natočenie sady týchto rezov sa prepočíta pri zmene
pozície kamery. Nakoniec pri skladaní sú rezy zmiešané pomocou alpha-blendingu [7].
Obr. 3.3: Zarovnanie rezov pri 3D texturovani vľavo a 2D texturovaní vpravo [7].
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V prípade neexistujúcej podpory 3D textúr je možno využiť 3 sady 2D textúr, z ktorých
každá je kolmá na jednu z troch osí. V prípade zmeny uhlu pohľadu o viac ako 90 stupňov,
zmení sa aktuálna sada. Keďže ale rezy nesmerujú vždy k smeru pohľadu (obr. 3.3 vpravo),
znižuje sa kvalita výsledného zobrazenia.
Ray casting
Táto metóda je založená na vrhaní lúča z miesta pohľadu pozorovateľa cez každý pixel
obrazu do volumetrických dát. Pri priechode lúča voxelmi sú podľa zadanej vzorkovacej
frekvencie zbierané vzorky z ktorých je počítaný výsledný obraz (obr. 3.4). Metóda počíta-
nia výslednej hodnoty sa mení podľa zvoleného výsledného zobrazenia, pričom pri výpočte
hodnoty vzorky sa zvykne používať mapovacia funkcia (bude popísané v časti 3.8). Na-
koniec sa výsledná hodnota priradí pixelu, cez ktorý bol lúč vyslaný. Táto metóda je síce
náročnejšia na výpočetnú silu zariadenia ale dosahuje vysokej kvality zobrazenia. Ďalšou
výhodou tejto metódy sú možnosti variability výsledného zobrazenia, ako výpočet absorpcie
svetla, atď..
Obr. 3.4: Ray casting a vzorkovanie [22].
3.5 Ray casting a pokročilé techniky
V predchádzajúcej časti bol načrtnutý princíp algoritmu ray casting, ktorý môžeme považo-
vať za jeden zo základných princípov v rámci volumetrického renderingu. Tento algoritmus
patrí k náročnejším algoritmom. Na druhú stranu je ale veľmi flexibilný, čo nám umožňuje
aplikovať pokročilejšie techniky zobrazovania, optimalizácie a rôzne experimenty. Vďaka
tomu je možné ho prispôsobiť tak, aby výsledný model vyzeral realistickejšie, alebo ponú-
kal rôzne typy zobrazení pre špecifické aplikácie.
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Alpha blending
Metóda ray casting využíva prístup spredu dozadu (z ang. front-to-back order), vďaka čomu
môžeme výpočet výslednej farby pixelu vykonávať iteratívne. Pre výpočet výslednej farby v
každom kroku 𝑖 od 1 do 𝑛 využijeme rovnice 3.1 a 3.2. Nové hodnoty 𝐶 ′𝑖 a 𝐴′𝑖 sú vypočítané z
farby 𝐶𝑖 a nepriesvitnosti 𝐴𝑖 na aktuálnej pozícií 𝑖 a zo zloženej farby 𝐶 ′𝑖−1 a nepriesvitnosti
𝐴′𝑖−1 z predchádzajúcej pozície 𝑖− 1. Počiatočná podmienka je 𝐶 ′0 = 0 a 𝐴′0 = 0 [12].
𝐶 ′𝑖 = 𝐶
′
𝑖−1 + (1−𝐴′𝑖−1)𝐶𝑖 (3.1)
𝐴′𝑖 = 𝐴
′
𝑖−1 + (1−𝐴′𝑖−1)𝐴𝑖 (3.2)
Osvetľovací model
Účelom osvetľovacieho modelu je simulácia reálnej interakcie svetla a objektov v scéne.
Ak chceme vytvoriť reálnu scénu, musíme zahrnúť javy ako odraz a tiene. Pre zlepšenie
výkonu, sa zvykne využívať zjednodušený Phongov model, aby sa znížila zložitosť 𝑂(𝑛2)
globálneho osvetlenia. Pri použití tohto modelu je počítané len priame osvetlenie, to zna-
mená že ho neovplyvňuje osvetľovanie z iných častí scény. Takže ostatné časti scény nemusia
byť zohľadnené pri výpočte aktuálneho objektu. Tým sa zníži zložitosť na 𝑂(𝑛) [12].
Ak predpokladáme, že objemový dataset obsahuje skalárne dáta o intenzite pre každý
bod, výpočet Phonga je závislý na:
∙ pozícií aktuálneho voxelu ?⃗?,
∙ gradientu ▽𝜏(𝑓(?⃗?)),
∙ farby voxelu priradenej cez transferovaciu funkciu, a
∙ pozícií zdroja svetla.
Najčastejšie používané volumetrické tieňovanie je založené na gradiente. Využíva gradienty
voxelov ako povrchové normály pre výpočet lokálnych svetelných efektov. Lokálne osvetlenie
v bode 𝑥 je počítané ako suma troch zložiek reflexie: difúznej, spektakulárnej a ambientného
osvetlenia (obr. 3.5).
Obr. 3.5: Isosurface rendering (vľavo) bez osvetľovacieho modelu, (v strede) s difúznym
osvetlením, (vpravo) so spektakulárnym osvtlením [11].
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Difúzna aj spektakulárna reflexia závisí od normalizovaného gradientu ▽𝜏(𝑓(?⃗?)) ozna-
čovaného ?⃗? , kde 𝑓(?⃗?) je hodnota intenzity na pozícií ?⃗?. Môžme teda definovať rovnicu
osvetľovacieho modelu ako:
𝑠𝑝ℎ𝑜𝑛𝑔(?⃗?, 𝜔𝑖, 𝜔𝑜) = 𝑠𝑎𝑚𝑏(?⃗?) + 𝑠𝑑𝑖𝑓 (?⃗?) · ?⃗? · 𝜔𝑖 + 𝑠𝑠𝑝𝑒𝑐(?⃗?) · (?⃗? · 𝜔𝑖 + 𝜔𝑜
2
)𝛼 (3.3)
Materiálové ambientné, difúzne a spektakulárne farebné zložky na pozícií ?⃗? sú reprezen-
tované ako 𝑠𝑎𝑚𝑏(?⃗?), 𝑠𝑑𝑖𝑓 (?⃗?) a 𝑠𝑠𝑝𝑒𝑐(?⃗?). Ambientná zložka aproximuje nepriame osvetlenie,
poskytuje teda konštantné osvetlenie scény, bez odrazov alebo odleskov svetla od povrchov
v scéne. 𝜔𝑖 je smer z ktorého prichádza žiarenie a 𝜔𝑜 je smer do ktorého sa rozptyluje. 𝛼
je použité na ovplyvnenie tvaru odleskov ktoré môžme pozorovať na povrchových štruktú-
rach. Veľké hodnoty 𝛼 vedú k malému ostrému odrazu, kým menšie hodnoty 𝛼 k väčšiemu
a hladšiemu odrazu [10].
Kvôli absencií normál je nutné vykonať aproximáciu normálu voxelu. Jedna z možností
je využiť vektor gradientu alebo aplikovať osvetľovaciu techniku, ktorá využíva aproximáciu
skalárneho súčinu v smere svetla doprednými rozdielmi (forward differences) v smere zdroja
svetelného zdroja[11].
Gradient ako aproximácia normál
Aproximácia normál pomocou gradientu, predstavuje jednu z možností pri určenie normály
povrchu voxelu volumetrického datasetu. Najbežnejšia implementácia využíva centrálne di-
ferencie [13] pre získanie vektoru gradientu pre každý voxel. Metóda centrálnych diferencií
aproximuje gradient ako rozdiel hodnôt dát dvoch susedných voxelov pozdĺž súradnicovej
osi podelenou ich fyzickou vzdialenosťou [4].
Rovnica 3.4 popisuje výpočet gradientu. Za predpokladu, že sa pracuje s uniformnou
mriežkou datasetu, hodnota ℎ predstavuje vzdialenosť medzi jednotlivými voxelmi smere
osi [21].












Naneštastie , centrálne diferencie, môžu spôsobovať artefakty, ak je rozdiel intenzít
príliš veľký, alebo rozteč mriežky objemových dát je anizotropný [21]. Vizuálne artefakty
sú podobné tým, ktoré vyplývajú z prevzorkovnia pri trilineárnej interpolácií. Ak je kvalita
výsledného zobrazenia znepokojujúca, je potrebné použiť zložitejšie prístupy [4].
3.6 Optimalizácie ray castingu
Problémom ray castingu je, že je náročný na výpočet. Ak je snaha dosiahnuť maximálnu
kvalitu zobrazenia pri zachovaní dostatočnej rýchlosti algoritmu, je nutné implementovať
niektoré optimalizácie. Základná myšlienka zrýchlenia výpočtu algoritmu spočíva v zaned-
baní irelevantných informácií a úprave vzorkovania dát.
Early ray termination
Vvzorky nachádzajúce sa vo vzdialených častiach datasetu (smerom od pozorovateľa), ne-
určujú výslednú farbu zobrazenia, ak nepriehľadnosť predchádzajúcich dát je vysoká. To
znamená, že svetlo neprejde celou šírkou objemu. Myšlienka optimalizácie early ray ter-
mination je postavená na predčasnom ukončení výpočtu lúča, ak by bol príspevok ďalších
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vzoriek do výsledného zobrazenia irelevantný. Hodnota prahu, kedy je výpočet ukončený,
môže byť preto určená užívateľom. Túto metódu je možné využiť pri algoritmoch, ktoré
využívajú priechod spredu dozadu [1].
Empty space skipping
Pri práci s dátami, ktorých viditeľná časť neobsiahne celý bounding box, je vzorkované
veľké množstvo prázdných dát ak sa vzorkovanie začne od predných strán bounding boxu.
Princíp algoritmu empty space skipping spočíva v rozdelení objemu na menšie bloky.
Viditeľnosť týchto blokov je určená podľa toho či obsahuje nejaké viditeľné dáta. Exis-
tuje niekoľko spôsobov ako rozdeliť objem. Je možné delenie do uniformných blokov alebo
pomocou octree [18]. Takáto štruktúra sa využíva v programe fragment shaderu na urče-
nie individuálnych vzoriek, ktoré sa majú preskočiť alebo na určenie posunu lúča pozdĺž
niekoľkých vzoriek.
V prípade, že objem rozdelíme do menších blokov, v ktorých určíme, či sú prázdne
alebo nie, je možné začať výpočet ray castingu od predných strán týchto menších blokov.
To docielime nahradením celého bounding boxu, týmito menšími blokmi. Tento prístup sa
nazýva Object order empty space skipping. Následne je možné vyrenedrovať front face a
back face týchto menších blokov tak, ako je zobrazené na obrázku 3.6. Môžeme si všimnúť,
že tvar vytvorený z boxov jednoznačne opisuje tvar ľudskej lebky a krku [12].
Obr. 3.6: Bloky nahradzujúce bounding box pri object order empty space skippingu v prvom
kroku ray castingu. Je vidno, že pri zvolení rozumne nízkeho rozmeru, tieto bloky takmer
opisujú kontúry výsledného modelu. Front face (vľavo), back face (v strede), smer lúčov
(vpravo) [12].
Na obrázku 3.7 je zobrazený problém, ktorý môže potenciálne nastať pri implemen-
tácií object order empty space skippingu. V tomto prípade môže byť prechádzaného veľa
prázdneho miesta. Tento problém je možné riešiť kombinovaním klasického empty space
skippingu a object order empty space skippingu. Tieto dva prístupy sa dopĺňajú. Object
order algoritmus je extrémne rýchly, pretože má menej náročnú réžiu ktorú stačí iniciali-
zovať pred výpočtom, ale v princípe nemôže preskočiť úplne všetok prázdny priestor. Na
druhú stranu náročnejší klasický prístup je nutné vykonávať počas celého výpočtu algo-
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ritmu alebo vyžaduje niekoľko priechodov lúča. Jeho výsledná efektivita je ale účinnejšia,
pretože dokáže preskočiť niektoré časti, ktoré by inak boli zbytočne vykresľované.
Obr. 3.7: Ray casting s object order empty space skippingom. Vpravo je naznačený problém,
keď objem začne byť vzorkovaný od časti, kde sa v konečnom dôsledku nachádzajú len
prázdne dáta.Biela šípka naznačuje vzorkovanie pri algoritme ray casting [12].
Deferred shading
Je metóda, vhodná pre výpočty náročných tieňovacích techník, výpočtoch komplexných
osvetľovacích modelov, tieňov, atď. Je postavená na princípe, že tieňovanie sa používa len
keď je potrebné. Pre vzorky ktoré sú veľmi priehľadné sa nepočíta tieňovanie alebo iné
zmienené techniky, poprípade sa počíta nejaký jednoduchší model, pretože ich príspevok
do výslednej farby by bol takmer nepovšimnuteľný.
Adaptive sampling
Pri volumetrickom renderingu nie sú všetky dáta pre výsledne zobrazenie dôležité. Zväčša
nás skutočne zaujíma len určitá časť datasetu. V tom prípade nepotrebujeme vrhať lúče
cez každý pixel alebo s konštantnou dĺžkou. Je možné generovať menej lúčov a kompletný
výpočet vykonávať len v regiónoch, ktoré sú pre nás zaujímavé.
V bežnej implementácií program ukladá aktuálnu polohu vzorky a vykonáva posun o
konkrétny krok, pozdĺž lúča. Program môže určiť vstupnú polohu ale hlavne dĺžku kroku
rôzne pre každý pixel. Tá môže byť určená napríklad pri viacnásobnom prechádzaní objemu
alebo napríklad aj kvalitnou oracle funkciou [16].
Pri zobrazení povrchu je objem vzorkovaný väčším krokom a pri detekovaní prieniku
vieme, že povrch leží niekde medzi poslednými dvoma vzorkami. Táto časť je následne pre-
chádzaná s menším vzorkovacím krokom a proces sa opakuje, kým nie je získaná dostatočne
presná vzorka.
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3.7 Volumetrický ray casting na GPU
Základná myšlienka ray castingu na GPU je implementácia algoritmu vo fragment shaderi.
Pre GPU ray caster sa využíva viac priechodový prístup, popísaný v [17].
V prvých dvoch priechodoch sa vypočíta vstupný a výstupný bod do volumetrického
modelu pre každý vysielaný lúč. Tieto súradnice získame vykreslením bounding boxu, pou-
žitého datasetu. Bounding box je kocka, ktorá má v každom bode povrchu farbou zakódo-
vané súradnice tohto bodu v priestore. Vyrenderovaním bounding boxu pomocou front face
renderingu (obr. 3.8 vľavo) získame vstupné body každého lúču a následne pomocou back
face renderingu (obr. 3.8 vpravo) získame výstupné body každého lúča. Tieto dva výsledné
obrazy sa uložia do 2D textúry a použijú sa pre výpočet smeru lúča vo fragment shaderi.
V ďalšom priechode sa vykonáva výpočet vyslaného lúču pre každý pixel, pomocou
programu fragment shaderu [19].
Obr. 3.8: Vľavo: Súradnice prednej strany (front faces) Vpravo: Súradnice zadnej
strany(back faces) [19].
Štruktúra programu vo fragment shaderi je rozdelená na dve časti. V prvej časti sa
vypočíta smer lúča, maximálna vzdialenosť, lúča a vektor posunu, pomocou ktorého bude
lúč vzorkovaný. V druhej časti sa vykonáva priechod lúča datasetom pomocou cyklu. V
každom cykle sa zbierajú vzorky, z ktorých sa počíta konečná farba výsledného pixelu. Na
konci cyklu sa pripočíta vektor posunu vzorkovania, čím sa získa poloha ďalšej vzorky.
Výhoda využitia GPU je, že GPU môže vykonávať niekoľko týchto programov paralelne
a tým sa výpočet jedného obrázku značne zrýchli.
Volumetrické dáta je možné zobraziť v rôznych reprezentáciách. Pri Röntgenovom zobra-
zení (X-ray) sú interpolované vzorky jednoducho sčítané. Výsledný obraz je potom podobný
bežnému röntgenovému snímku 6.2a. V zobrazení maximálnej intenzity (MIP) sa do vý-
sledného obrazu zobrazia len vzorky s najvyššou intenzitou 6.2b. Pri plnom volumetrickom
renderingu (3.9c a 3.9d) sú interpolované vzorky ďalej spracovávané, aby simulovali preni-
kanie svetla cez volumetrické dáta podľa jedného z možných modelov. Plné volumetrické
zobrazenie poskytuje najväčšiu voľnosť a možnosti. Je výhodné tieto zobrazenia kombinovať
alebo mať možnosť jednotlivé zobrazenia meniť [15].
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(a) Röntgenové zobrazenie. (b) Maximálna intenzita.
(c) Rendering povrchu modelu. (d) Plný objemový rendering.
Obr. 3.9: Porovnanie štyroch rôznych druhov zobrazenia medicínskeho datasetu so snímkami
hlavy, vykreslených pomocou metódy ray casting. Zobrazenie (d) obsahuje aj segmentáciu
tkanív[15].
3.8 Transferovacie funkcie a LUT
Úloha transferovacích funkcií je zdôrazniť vo vizualizácií dôležité prvky, odlíšiť ich vizu-
álne (napríklad farbou). Najpoužívanejšie a zároveň najjednoduchšie funkcie sú jednoroz-
merné(1D). Tieto funkcie využívajú jednorozmernú vyhľadávaciu tabuľku LUT (z anglic-
kého lookup table). Tieto tabuľky obsahujú farbu a priehľadnosť zodpovedajúce danej in-
tenzite v zobrazovaných dátach. Pokročilejšie aplikácie môžu využívať dvoj a viac rozmerné
tabuľky, ktoré okrem intenzity sledujú aj gradient zobrazovaných dát, na základe čoho
dokážu vytvoriť viac sofistikovanú vizualizáciu. Napríklad rozdiel medzi použitím transfe-
rovacej funkcie využívajúcej 1D a 2D tabuľku je ukázaný na obrázku 3.10 [4].
Tvorba vyhľadávacej tabulky je závislá od zdroja, z ktorého sú dáta pre vizualizáciu
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získané. Z toho vyplýva, že ak aplikácia má zobrazovať rôzne druhy dát musí obsahovať
niekoľko druhov vyhľadávacích tabuliek alebo obsahovať možnosť definovania vlastnej ta-
buľky.
Obr. 3.10: Rozdiel medzi použitím1D a 2D transferovacej funkcie. Výsledné zobrazenie
pomocou 2D transferovacej funkcie segmentuje presnejšie dáta, čím môže priradiť presnejšiu
farbu rôznym častiam objektu [4].
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Kapitola 4
Návrh aplikácie pre vizualizáciu
objemových medicínskych dát
Táto kapitola bude opisovať techniky a návrh riešenia, vyvíjanej aplikácie. Aplikáciu chceme
navrhnúť tak, aby sa dala v prakticky použiť na prezeranie medicínskych dát. V rámci
tohto projektu sa budeme zameriavať v prvom rade na možnosti renderingu medicínskych
volumetrických dát, pokročilejších zobrazovacích techník a optimalizáciu zobrazovania.
Aplikácia bude umiestnená na webovom serveri, čiže sa načíta webová stránka s grafic-
kým rozhraním, z webového serveru sa načítajú dáta vybraného datasetu a následne všetky
výpočty budú prebiehať na strane užívateľa.
Medicínske dáta, ktoré budú zobrazované, by mali byť vo formáte DICOM alebo ob-
dobnom formáte na to určenom. V prípade tejto aplikácie sa ale nepočíta so spracovaním
dát z tohto formátu, pretože sa zameriava hlavne na vizualizáciu volumetrických dát. Pre
jednoduchosť sa budú teda tieto snímky pred vložením do aplikácie konvertovať do bežného
formátu PNG. Tak isto bude možné načítať snímky len adresára aplikácie a nebude sa teda
využívať žiadne externé úložisko alebo variabilné umiestnenie. Tieto prístupy by mohli byť
predmetom ďalšieho rozšírenia aplikácie.
Aplikáciu bude možné spustiť aj z lokálneho úložiska na strane užívateľa, ak prehliadač
neobsahuje bezpečnostné nastavenia ktoré by zabraňovali v načítaní dát alebo spustení
WebGL. Jednotlivé obrázky datasetu prejdú úpravou, ktorá bude bližšie popísaná v časti
4.3, a podľa zvoleného nastavenia kvality datasetu sa zmenia ich rozmery. Po spracovaní
a načítaní dát už bude zobrazený trojrozmerný model, ktorý bude renderovaný v reálnom
čase na grafickej karte užívateľa. Aplikácia bude primárne určená pre osobné počítače.
4.1 Možnosti aplikácie
Pri návrhu aplikácie som určil niekoľko vlastností, ktoré by mala aplikácia obsahovať a
následne aj niekoľko vylepšení, ktoré by mohla aplikácia zahŕňať ak bude čas na ich im-
plementáciu. V ďalších častiach si jednotlivé možnosti implementácie určitých vlastností
priblížime.
∙ Niekoľko druhov zobrazení volumetrických dát (X-ray, objemový model, MIP, mo-
del povrchu ). Tieto typy zobrazenia užívateľovi poskytnú dostatočnú variabilitu pri
prezeraní medicínskych dát. Využitie röntgenového zobrazenia v aplikácií oproti kla-
sickému snímku prináša možnosť variabilne si natáčať dáta bez nutnosti robiť ďalšie
snímky, MIP zobrazenie je vhodné pri podrobnom kardiovaskulárnom pozorovaní a
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volumetrické zobrazenie umožní pozorovanie rôznych tkanív a vizualizáciu pre bližšie
skúmanie alebo napríklad pre demonštračné, výukové účely, atď..
∙ Možnosť meniť intenzitu, farebné zložky a iné parametre výsledného zobrazenia.
∙ Vloženie orezávacej roviny (angl. Cutting plane alebo Cut plane), ktorá nám umožní
náhľad do modelu, orezaním objemu v jednej rovine. Týmto spôsobom je možné od-
filtrovať dáta, ktoré nepotrebujeme vidieť alebo zobraziť vnútro modelu za veľmi
nepriehladnými tkanivami. Orezávacej rovine by sa mala dať zmeniť poloha.
∙ Možnosť zmeny kvality výsledného zobrazenia.
∙ Využitie LUT pre rozlíšenie druhov tkanív.
∙ Optimalizovanie výsledného algoritmu.
∙ Zvýšenie realistickosti volumetrického renderingu pomocou pridania osvetľovacieho
modelu alebo tieňov atď..
∙ Meranie (vzdialeností alebo rozmerov, denzity, uhlov) v modeli.
∙ Tvorba alebo úprava LUT pomocou editora.
∙ Možnosť vkladať poznámky a kresliť do modelu
∙ Ukladanie načítaného modelu a jeho prípadných príloh
V tomto projekte bude mať prioritu prvých šesť bodov tohto zoznamu. Ostatné body sú
spomenuté ako nápady, ktoré sa pravdepodobne nezmestia do časového plánu tohto pro-
jektu.
4.2 Grafické užívateľské rozhranie
Užívateľské rozhranie sa budem snažiť ponechať dostatočne jednoduché. Väčšia časť okna
prehliadača by mala slúžiť na zobrazenie modelu volumetrických dát. Pohyb a rotácia mo-
delu sa bude ovládať pomocou myši, prípadne sa bude kombinovať s nejakou klávesou ako
modifikátor.
Pôvodný návrh rozhrania počítal s jedinou obrazovkou, kde sa na pravej aj ľavej strane
nachádzali nastavenia aplikácie a rôzne datasety sa vyberali v menu nastavenia. Vo finál-
nom návrhu aplikácie sa výber datasetu presunul do úvodnej stránky, ktorá bude obsahovať
len popis aplikácie a možnosť zvolenia datasetu, aby sa zlepšili časy načítania a aplikácia
pôsobila intuitívnejšie. Do tejto úvodnej stránky by bolo ešte možné počítať s prednastave-
ním kvality datasetu ak by sa ukázalo, že niektoré zariadenia majú s originálnou veľkosťou
dát problémy.
Rozhranie samotnej aplikácie sa zjednodušilo. V pravej hornej časti okna sa bude na-
chádzať panel s možnosťami a nastavením kvality renderingu. V zvyšnej časti sa bude
nachádzať renderovacie okno, v ktorom sa bude zobrazovať trojrozmerný model dát (viz.
obr. 4.1). Uvažovalo sa nad možnosťou skrytia menu s nastaveniami aby neprekážalo pri
prehliadaní modelu, pričom by mohlo byť možné skrývať jednotlivé časti nastavenia ako je
kvalita zobrazenia, atď..
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Obr. 4.1: Finálny návrh GUI aplikácie.
4.3 Spracovanie a formát dát
Dataset bude tvoriť súbor obrázkov, takzvaných rezov. Ako sme si povedali v 2.3, WebGL
neobsahuje podporu 3D textúr. Aby bolo možné využiť súbor obrázkov ako predlohu pre
3D model, je potrebné simulovať 3D textúru pomocou 2D textúry. Snímky sa uložia do
niekoľkonásobne väčšej textúry tak, že rezy sa po riadkoch ukladajú vedľa seba (viz obr.
4.3 a obr. 2.1 v teoretickej časti). Takto uložené dáta môžeme poslať do grafickej karty.
Na simulovanie 3D textúry je ešte nutné definovať algoritmus, ktorý prevedie súradnice z
3D priestoru na súradnice v 2D textúre. V tomto prípade bude nutné pri každom datasete
zadať vzdialenosť medzi jednotlivými rezmi, v správnom pomere ku rozmerom rezu.
Predpokladá sa že pri simulácií 3D textúry sa použije 2D textúra. V tomto prípade
som sa ale rozhodol použiť viacero textúr. Vo všeobecnosti grafické karty nepodporujú taký
obrovský rozmer textúry aby sa do jednej textúry zmestil všetky rezy datasetu, ak budem
predpokladať dataset v rozlíšení 512x512 a počtom rezov 512. Preto by bolo nutné znížiť
rozlíšenie rezov a tým aj kvalitu dát tak, aby sa zmestili do jednej textúry. Takto sa ale
zníži výsledná kvalita. Druhou možnosťou je využiť niekoľko textúr a upraviť algoritmus,
ktorý mapuje 3D priestor do 2D textúry tak, aby mapoval niekoľko textúr (viz. obr. 4.2).
Takto je možné ponechať pôvodnú kvalitu rezov.
Mapovanie 3D priestoru na 2D textúry
Mapovacia funkcia simulovanej 3D textúry sa bude skladať z niekoľkých krokov. V prvom
prípade bude nutné zistiť index textúry, z ktorej sa hodnota bude získavať. Následne bude
potrebné vypočítať súradnice bodu v tejto textúre. Rovnice 4.1 až 4.7 ukazujú princíp
výpočtu mapovacej funkcie.
𝑆 = 𝑇𝑠𝑖𝑧𝑒 ÷ 𝐼𝑠𝑖𝑧𝑒 (4.1)
𝐼𝑖𝑛𝑑𝑒𝑥 = 𝑃𝑧𝐼𝑚𝑎𝑥 (4.2)
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𝑇𝑖𝑛𝑑𝑒𝑥 = 𝐼𝑖𝑛𝑑𝑒𝑥 ÷ 𝑆2 (4.3)
𝑌𝑜𝑓𝑓 = (𝐼𝑖𝑛𝑑𝑒𝑥 ÷ 𝑆)− 𝑇𝑖𝑛𝑑𝑒𝑥𝑆 (4.4)
∆𝑋 = (𝐼𝑖𝑛𝑑𝑒𝑥 − 𝑌𝑜𝑓𝑓𝑆)𝐼𝑠𝑖𝑧𝑒 (4.5)








V prvom rade sa určí index hľadaného rezu, k čomu slúži rovnica 4.2. Pre jej výpočet
budeme musieť určiť podľa vzorca 4.1, počet rezov, ktoré sa zmestia do štvorcovej textúry
v jednom riadku alebo stĺpci. Algoritmus pracuje s dátami a textúrami vo formáte štvorca,
takže nie je podstatné či je to rozmer na osi X alebo Y. Premenné obsahujúce 𝐼 označujú
obrázok a premenné obsahujúce 𝑇 značia textúru. Výpočtom rovnice 4.2 získame zo vstup-
ného bodu 𝑃 poradové číslo rezu 𝐼𝑖𝑛𝑑𝑒𝑥 vynásobením hodnoty súradnice z osi Z bodu 𝑃 s
maximálnym počtom rezov, ktoré sa zmestia do bounding boxu modelu 𝐼𝑚𝑎𝑥(tento údaj je
možné vypočítať zo vzdielnosti jednotlivých rezov a veľkosti bounding boxu). Rovnicou 4.4
sa určí, v ktorom riadku textúry sa nachádza hľadaný rez. Následne sa je možné vypočítať
posun ∆𝑋 na osi X a ∆𝑌 na osi Y. Z rovnice 4.7 potom vychádzajú súradnice určujúce
hľadaný bod v textúre s indexom 𝑇𝑖𝑛𝑑𝑒𝑥.
Obr. 4.2: Nákres organizácie rezov v textúrach pri použití viacerých 2D textúr.
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Využitie všetkých farebných kanálov
Pri určení farby aktuálneho voxelu je nutné kvôli výpočtu interpolácie a gradientu zistiť
hodnoty niektorých okolitých voxelv. To znamená, že pri jednom kroku vykresľovacieho
algoritmu je nutné až 11 prístupov do textúry. To vytvára značné spomalenie hlavne v
prípade, keď nieje využitá cache pamäte grafickej karty. To znamená, že ak minimalizujeme
prístupy do textúry, ktoré sú vzdialené od aktuálneho bodu, môžme tento proces značne
urýchliť. Sú to hlavne prípady, ak je nutné získať bod, ktorý neleží v aktuálnom reze dát, čiže
je posunutý na osi Z. Tento jav je možné obmedziť tak, že sa využijú farebné kanály textúry
na prenos intenzity predchádzajúceho a nasledujúceho rezu dát. Keďže textúra využíva
formát RGBA, ale dáta obsahujú len denzitu, je možné mať denzitu tohto bodu uloženú len
v jednej farebnej zložke. Ostatné zložky potom možno využiť ako pomocné miesta (viz obr.
4.3), čo pomôže znížiť počet prístupov do pamäti grafickej karty. Pri výbere určitého textelu
z textúry, bude v červenej farebnej zložke uložená hodnota predchádzajúceho rezu a v zelenej
farebnej zložke hodnota následujúceho rezu. Zložku priehľadnosti alpha by bolo možné
využiť na prenos hodnoty druhého nasledujúceho rezu, ak to technicky umožní grafické
rozhranie. Týmto sa predíde načítaniu hodnôt z textúry v miestach vzdialených o celý
jeden rez ďalej alebo späť, čo zvyšuje účinnosť cache pamäte.
Obr. 4.3: Nákres využitia ostatných farebných kanálov pixelu v obrázku. Na obrázku sú zná-
zornené dáta rezov uložené v jednorozmerných poliach. Na uschovanie informácie vstupných
dát stačí jeden kanál, konkrétne sa využije zelená zložka pixelu. Nahradením ostatných zlo-
žiek informáciami z predchádzajúcich a nasledujúcich rezov ušetríme pri výpočte niekoľko
prístupov do pamäte.
4.4 Interpolácia textúry pozdĺž osi Z
V rámci kvality zobrazenia a vyhladenia zobrazovaného modelu je nutné použiť interpoláciu
pri výpočte farby aktuálneho pixelu. Pomocou interpolácie získame hodnotu denzity medzi
aktuálnym a nasledujúcim voxelom. Týmto spôsobom je možné získať jemnejšiu štruktúru
modelu a obmedziť aliasing.
Keďže dáta sú uložené v 2D textúre, tak sa predpokladá, že o filtrovanie na osi X a Y sa
postará použitý framework. Keďže ale simulujeme 3D textúru, bude nutné sa postarať o
interpoláciu pozdĺž osi Z. Hľadaný bod sa na osi Z môže nachádzať buď presne v strede
voxelu, tým je jeho denzita rovná hodnote denzity aktuálneho voxelu, alebo sa nachádza
medzi dvoma voxelmi. V tom prípade sa interpoluje hodnota denzity aktuálneho bodu.
Načíta sa hodnota texelu z rezu ležiaceho pred aktuálnym bodom a hodnota z rezu za
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aktuálnym bodom. Vypočíta sa pomer vzdialenosti medzi predchádzajúcim a nasledujúcim
rezom a výsledná hodnota denzity bude kombináciou oboch hodnôt texelov tak, ako je
popísané v rovnici 4.9. Rovnica 4.8 zobrazuje výpočet koeficientu váhy jednotlivých zložiek,
kde 𝑧0 a 𝑧1 sú súradnice na osi Z predchádzajúceho a nasledujúceho rezu a 𝑧 je hodnota
interpolovaného bodu na osi Z.
𝑧𝑑 = (𝑧 − 𝑧0)/(𝑧1 − 𝑧0) (4.8)
𝐶 = 𝐶0(1− 𝑧𝑑) + 𝐶1𝑧𝑑 (4.9)
Obr. 4.4: Zobrazenie interpolácie v trojrozmernom priestore. V našom prípade dostaneme
z textúry už interpolované hodnoty 𝐶0 a 𝐶1. Hodnotu v bode 𝐶 dopočítame z vzdialenosti
|𝐶0𝐶| = 𝑧 − 𝑧0 a |𝐶1𝐶0| = 𝑧1 − 𝑧0, kde 𝑧0 je hodnota bodu 𝐶0 na osi Z, atď. (viz. rovnice
4.8 a 4.9).
4.5 Výpočet osvetľovacieho modelu
Bez osvetľovacieho modelu by nebolo vidieť jednotlivé kontúry na zobrazovanom povrchu a
stratila by sa veľká časť detailov, preto je nutné aby táto aplikácia obsahovala aj osvetľovací
model . Bude použitý Phongov osvetľovací model, ktorý zabezpečuje dostatočnú reálnosť
zobrazenia pri zachovaní dostatočnej rýchlosti algoritmu. V aplikácií bude treba vypočítať
difúznu a ambientnú zložku tohto modelu. Zdroj svetla sa bude pohybovať spolu s kamerou
v scéne, čiže bude dopadať na model vždy v smere pohľadu.
Pri volumetrickom renderingu musíme vyriešiť problém s absenciou normál v modeli. Tie
sú potrebné pri výpočte osvetľovacieho modelu pretože určujú smer odrazu svetla od daného
povrchu a tým aj intenzitu farby daného povrchu. V tomto prípade je namiesto normál
možné využiť gradient, konkrétne pomerné diferencie (Central Differences).Gradienty sa
vo volumetrických datasetoch využívajú na aproximáciu normál. Napriek tomu, že tento
spôsob nie je úplne presný a môže spôsobovať artefakty, je vhodný pre svoj pomer rýchlosti
a kvality výsledku a bude ho využívať táto aplikácia.
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Výpočet gradientu
Gradient je počítaný z okolitých bodov a ide o rozdiel hodnôt intenzít na každej z osí.
Podľa rovnice 3.4 pre výpočet z teoretickej časti sa tieto rozdiely delia dvojnásobkom ich
vzdialeností. Keďže ale v tomto prípade budú použité ako vektor normály nebude dôležitá
presná hodnota, ale pomer jednotlivých zložiek. Samotný výpočet diferencií je znázornený
v rovniciach 4.10 až 4.13.
𝑔𝑥(𝑝(𝑥,𝑦,𝑧)) = 𝑣(𝑝(𝑥+1,𝑦,𝑧))− 𝑣(𝑝(𝑥−1,𝑦,𝑧)) (4.10)
𝑔𝑦(𝑝(𝑥,𝑦,𝑧)) = 𝑣(𝑝(𝑥,𝑦+1,𝑧))− 𝑣(𝑝(𝑥,𝑦−1,𝑧)) (4.11)
𝑔𝑧(𝑝(𝑥,𝑦,𝑧)) = 𝑣(𝑝(𝑥,𝑦,𝑧+1))− 𝑣(𝑝(𝑥,𝑦,𝑧−1)) (4.12)
?⃗? = (𝑔𝑥, 𝑔𝑦, 𝑔𝑧) (4.13)
Pre výpočet je nutné získať hodnoty predchádzajúceho a nasledujúceho voxelu na každej
z troch osí. To znamená, že bude nutné ďalších šesť prístupov do pamäte. Aby bol prechod
medzi voxelmi plynulejší interpoluje sa taktiež aj hodnota týchto voxelov.
Obr. 4.5: Zobrazenie aproximovanej normály pomocou gradientu. Normála povrchu so zlož-
kami XYZ je namapovaná v modeli do farebnej zložky RGB (napr. ak je povrch sfarbený
na modro, znamená to, že normála jeho povrchu smeruje v smere osi Z).
4.6 Riešenie sfarbenia zobrazovaného modelu
Aby bolo jednotlivé tkanivá možno lepšie rozoznať, je nutné, použiť určitý typ segmen-
tácie. Pre účely tohto projektu bude využitý model LUT, takzvaných lookup tabuliek, s
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jedným rozmerom. Takto definované pole určuje hodnotu farby a priehľadnosti, pre celú
škálu denzity tkanív v medicínskych dátach.
Táto tabuľka bude načítavaná z obrázku s rozmermi 𝑚𝑎𝑥𝑖𝑚𝑙𝑛𝑎𝐼𝑛𝑡𝑒𝑛𝑧𝑖𝑡𝑎 x 1, a na
grafickú kartu bude posielaná vo forme textúry. S touto textúrou budeme môcť pracovať
podobne ako s poľom, pričom ako index do poľa použijeme os X textúry. Pre zistenie farby
a priehľadnosti tkaniva s určitou denzitou, treba siahnuť do textúry na miesto, kde hodnota
denzity sa rovná súradnici X (v prípade, že denzita má rovnaké rozmedzie ako rozsah na
osi X).
4.7 Volume rendering pomocou metódy ray casting
Zobrazenie výsledného 3D modelu medicínskych dát tvorí hlavnú časť tejto práce. S ohľa-
dom na kvalitu výsledku a výpočetný výkon dnešného hardvéru bude aplikácia využívať
metódu ray casting, ktorá je síce považovaná za jednu z náročnejších metód ale dosahuje
veľmi kvalitné výsledky. Výpočet renderingu je možné vykonávať paralelne na grafickej
karte, čo umožňuje vykresľovanie v reálnom čase.
Algoritmus bude pozostávať z dvoch krokov. V prvom kroku príde na rad rendering
bounding boxu, ktorý tvorí obálku zobrazovaného datasetu. Každému vrcholu kocky sa pri-
radia zložky farieb RGB podľa súradníc XYZ daného vrcholu v priestore. Vrcholy by mali
ležať len na súradniciach 0 alebo 1. V opačnom prípade by sa hodnoty museli prepočítavať
na maximálnu a minimálnu hodnotu farby. Táto kocka sa použije na výpočet vstupného a
výstupného bodu z datasetu, pre každý pixel obrazu. Fungovanie tohto princípu je znázor-
nené v kapitole Volumetrický rendering v časti 3.7. Bounding sa bude následne vykresľovať
do textúry, nie do hlavného okna. Najprv sa do textúry uloží vykreslený obraz z predných
stien, takzvaný front face a potom obraz zo zadných stien bounding boxu, takzvaný back
face. Obe textúry sa odovzdajú do ďalšieho kroku algoritmu, v ktorom prebieha takzvané
vrhanie lúčov.
V druhom kroku sa pre každý pixel zobrazovanej scény simuluje prechod lúča volu-
metrickým modelom. Pred samotným cyklom, v ktorom prebieha vzorkovanie s určitým
krokom, sa určí vstupný bod do modelu a vektor určujúci smerovanie lúča. Vstupný vektor
má súradnice určené hodnotami zložiek farieb RGB z renderu predných stien bounding
boxu a to v mieste aktuálne spracovávaného pixelu. Výstupný vektor je určený rovnako
len je použitý render zadných stien bounding boxu. Smer je určený rozdielom zadného a
predného vektoru.
Samotné jadro algoritmu tvorí cyklus, v ktorom sa zistí hodnota voxelu aktuálnej po-
lohy, nasleduje výpočet farby vzorky, prepočet farby výsledného pixelu pre aktuálny krok
a výpočet polohy nasledujúcej vzorky. Hodnota voxelu je určená mapovacou funkciou si-
mulovanej 3D textúry popísanej v časti 4.3 a poloha nasledujúcej vzorky sa určí pomocou
rovnice 4.15. Výpočet farby aktuálnej vzorky sa už líši podľa typu zobrazenia.
?⃗?𝑠𝑡𝑒𝑝 = 𝑛𝑜𝑟𝑚𝑎𝑙𝑖𝑧𝑒(?⃗?𝑠𝑡𝑜𝑝 − ?⃗?𝑠𝑡𝑎𝑟𝑡)𝑠𝑡𝑒𝑝𝑆𝑖𝑧𝑒 (4.14)
?⃗?𝑛𝑒𝑥𝑡 = ?⃗?𝑎𝑐𝑡𝑢𝑎𝑙 + ?⃗?𝑠𝑡𝑒𝑝 (4.15)
Rôzne typy zobrazenia sú dôležité, aby užívateľ mohol analyzovať model z rôznych po-
hľadov. Aplikácia bude podporovať štyri typy zobrazenia a to röntgenové (X-ray), zobraze-
nie maximálnej intenzity (MIP), objemové vykresľovanie s osvetľovacím modelom (volume
redering) a zobrazenie povrchu modelu (iso surface).
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Röntgenové zobrazenie
Röntgenové zobrazenie simuluje snímanie röntgenovým prístrojom. Denzity vzoriek pozdĺž
lúča sa len sčítavajú, pričom tieto hodnoty sú násobené zadefinovaným parametrom, ktorým
je možné v algoritme korigovať nepriehľadnosť tkanív. Znížením tejto hodnoty sa zobrazo-
vaný model stáva priehľadnejším a obraz teda tmavne. To simuluje princíp, že na röntge-
novom snímku sú priehľadnejšie dáta tmavšie. Po prejdení trajektórie lúča sa zapíše úroveň
intenzity ako farba pixelu. Výhodou takéhoto röntgenového snímku je možnosť ľubovolného
pohybu a rotácie snímku.
Zobrazenie maximálnej intenzity
Pri tomto type zobrazenia sa pri vzorkovaní pozdĺž lúča hľadá vzorka s najvyššou denzitou
pozdĺž lúča. Hodnota tejto vzorky je následne zobrazená ako výsledná farba pixelu. Rovnako
teda ako pri röntgenovom zobrazení je výsledný obraz čiernobiely. Tento typ zobrazenia
môže byť dôležitý pri štúdiách určitých medicínskych dát (napríklad ciev).
Objemové vykresľovanie s osvetľovacím modelom
Tento typ zobrazenia je z vybratých typov najnáročnejší. Pri každom kroku je určená farba
a priehľadnosť vzorky prevodom denzity voxelu za pomoci vybranej lookup tabuľky. Tieto
tabuľky bude možné meniť podľa zamerania na jednotlivé druhy tkanív. Po získaní hodnoty
aktuálnej vzorky, sa za pomoci gradientu vypočíta normála pre určenie odrazu svetla z tejto
vzorky a podľa toho sa nastaví intenzita jasu danej vzorky. Priebežná hodnota pixelu sa
následne počíta z hodnoty vzorky pomocou rovníc 4.16 a 4.17, kde 𝑅 je hodnota priebežného
výsledku a 𝑉 je hodnota aktuálnej vzorky.
𝑅𝑟𝑔𝑏 = (1−𝑅𝑎)𝑉𝑟𝑔𝑏𝑉𝑎 + 𝑅𝑟𝑔𝑏 (4.16)
𝑅𝑎 = (1−𝑅𝑎)𝑉𝑎 + 𝑅𝑎 (4.17)
Zobrazenie povrchu modelu s osvetľovacím modelom
Tento typ zobrazenia je podobný ako predchádzajúci typ s rozdielom, že hodnota pixelu
sa určí podľa prvej vzorky, ktorá prekročí určitý prah. Tento prah bude možné nastaviť
parametricky, aby bolo možné meniť, od ktorej denzity tkaniva sa má zobrazovať povrch.
Týmto spôsobom bude možné zobraziť ako povrch mäkkých tkanív tak povrch tvrdých
tkanív. Povrch bude zobrazovaný konštantnou farbou s aplikovaným osvetľovacím modelom,
ale bola by možnosť experimentovať aj s aplikovaním lookup tabuľky.
Zrýchlenie prekresľovania
Aby bolo s aplikáciou možné plynulo pracovať a zároveň výsledné zobrazenie dosahovalo
vysokej kvality, bude aplikácia pri manipulácií s modelom znižovať veľkosť kroku, s ktorým
vzorkuje dataset pri výpočte ray castingu.
Počas približovania, rotácie, pohybu modelu a tak isto pri nastavovanií parametrov zo-
brazovania ako úroveň priehľadnosti tkanív, prahov a vzdialenosti orezávacej roviny bude
nastavená hodnota kroku na nízku hodnotu, čo umožní pohodlnejšiu manipuláciu s mo-
delom pri možnosti dosiahnutia maximálnej kvality. Po ukončení manipulácie s modelom
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bude hodnota kroku vrátená na pôvodnú hodnotu a následne bude scéna prekreslená na
vyššiu kvalitu.
Aplikácia bude ponúkať možnosť zmeniť rozlíšenie datasetu. Ak by hardvér nepodporo-
val zvolené maximálne rozlíšenie textúry (predpokladá sa aspoň rozlíšenie 4096x4096), alebo
by užívateľ chcel túto hodnotu zmeniť, bude v aplikácii možnosť znížiť rozlíšenie použitej
textúry až na 1024x1024. Zníženie rozlíšenia textúry taktiež môže zrýchliť vykresľovanie
scény, ak sa zrýchli prístup do pamäte, napríklad lepším využitím cache pamäte.
4.8 Orezávacia rovina
Aby bolo možné vykonávať pokročilejšiu prácu s modelom, bude potrebné pridať do apli-
kácie orezávaciu plochu, takzvanú cutting plane alebo cut plane. Môžeme ju označiť ako
plochu, ktorá rozdelí model na dve časti. Tá pred ňou bližšie ku kamere sa vykresľovať
nebude, tá za ňou už áno. Týmto užívateľovi poskytneme možnosť odfiltrovať nepotrebné
dáta a dáme mu možnosť detailnejšie skúmať dáta vo vnútri modelu.
Orezávacia rovina bude využívať near plane z kamery scény 4.6. Rovina sa bude nachá-
dzať na úrovni near plane, bude mať totožnú normálu a jej vzdialenosť od kamery bude
závislá na vzdialenosti near plane. Tento prístup v prípade pretnutia bounding boxu rovi-
nou odstráni časti bounding boxu 1 . V mieste, kde orezávacia plocha pretne bounding box,
bude nutné nahradiť otvorenú časť novým polygónom, ktorý bude určovať novú počiatočnú
polohu vrhaných lúčov.
Obr. 4.6: Ukážka kamery v scéne. Near plane a far plane určujú, ktoré objekty budú zobra-
zené. Vykreslené budú len časti objektov nachádzajúce sa medzi týmito dvoma rovinami.
Vrcholy nového polygónu sa získajú výpočtom prieniku orezávacej roviny s bounding
boxom. Získané body prieniku je ešte nutné zoradiť. V opačnom prípade by vytvorený
1V tejto časti bude opisované orezávanie bounding boxu zároveň znamená orezávanie viditeľnej časti
datasetu, pretože ten určuje ktoré dáta budú vo výslednom zobrazení viditeľné
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polygón netvoril jednu rovinu. To znamená, že sa vezme prvý bod a vo zvyšných bodoch sa
hľadá druhý bod, ktorý leží na rovnakej stene bounding boxu. Po nájdení takého bodu sa
prvý bod vloží do zoradeného poľa a algoritmus sa opakuje s druhým bodom. Výsledkom je
polygón s tromi až šiestimi zoradenými vrcholmi. Rovnako ako pri bounding boxe je farba
vrcholov určená ich súradnicami a farba povrchu je medzi nimi interpolovaná (obr. 4.7).
Obr. 4.7: Ukážka použitia orezávacej roviny na bounding box. Zľava - bez orezania, orezanie
bez polygónu, orezanie s polygónom.
4.9 Optimalizácie algoritmu
Pretože metóda ray casting patrí k metódam náročnejším, budem sa v tejto práci snažiť
využiť niekoľko optimalizácií, ktoré majú pomôcť k tomu, aby aplikácia bežala plynulejšie
a určiť dopad týchto optimalizácií na výslednú snímkovaciu frekvenciu.
Predčasné ukončenie priechodu lúča
Tento princíp spočíva v predčasnom ukončení výpočtu priechodu lúča modelom vtedy, ak
priebežná hodnota zložky alpha prekročí určitý prah. Tento prah býva blízky maximálnej
hodnote alpha. V princípe to znamená, že lúč by už ďalej neprenikol a všetky ďalšie výpočty
by sa na výslednom zobrazení neprejavili.
Pri zobrazovaní dát sa využíva často taký typ zobrazenia, kde určitý typ tkaniva sa
zobrazuje s veľkou hodnotou nepriehľadnosti 2 a teda ním už preniká veľmi málo lúčov. A
práve v týchto prípadoch bude táto optimalizácia veľmi efektívna.
Empty space skipping
Táto metóda (v preklade to možno nazvať preskakovanie prázdnych miest) pracuje na prin-
cípe znižovania počtu výpočtov tak, že sa snaží vynechávať tie časti datasetu, ktoré neobsa-
hujú žiadne zobraziteľné dáta. V tomto projekte bude využitý objektovo orientovaný model
tejto metódy (angl. Object order empty space skipping). Ten spočíva v tom, že dataset sa
rozdelí na menšie bloky (napr. o veľkosti 16x16x16 voxelov, poprípade nezávisle na veľkosti
voxelu) a následne sú vykreslené len tie bloky, ktoré obsahujú relevantnú informáciu.
V aplikácií bude využitý tak, že sa určí veľkosť bloku a dataset sa rozdelí na tieto
bloky, pričom sa do každého bloku zapíše maximálna hodnota denzity a minimálna hodnota
2Zobrazenie tvrdých tkanív ako kosti, atď., ktoré sa často zobrazujú, rovnako ako v relaite, ako ťažko
preniknuteľné.
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denzity. Tieto bloky následne nahradia bounding box datasetu, tým že sa vytvoria malé
bounding boxy pre každý blok datasetu, ktorý obsahuje relevantnú informáciu (obr. 4.8).
Problém môže nastať pri kombinácií s návrhom orezávacej plochy, ktorá pre zníženie
počtu výpočtov priesekov pracovala stále s klasickým bounding boxom. V tom prípade by
bolo možné posielať na grafickú karu obe textúry s front face zobrazením a počiatočný bod
by sa určoval podľa toho ktorá vzdialenosť by bola kratšia.
Obr. 4.8: Zníženie objemu vykresľovaných dát, využitím empty space skippingu. Zľava:





V tejto kapitole bude podrobne popísaná implementácia aplikácie, rozdelenie programu na
jednotlivé moduly, použité technológie ale aj detailnejší rozbor vykresľovacieho algoritmu
jednotlivých typov zobrazení. Keďže je to webová aplikácia, jej rozhranie je napísané v
jazyku HTML, logika je písaná v jazyku JavaScript a na prácu 3D zobrazením je využitá
knižnica Three.js.
5.1 Štruktúra programu
Aplikácia sa skladá z niekoľkých modulov, ktoré majú na starosti určité špecifické časti
programu. Konkrétne ju môžeme rozdeliť na vstupné rozhranie (index), užívateľské rozhra-
nie (GUI) a jeho logika, hlavná časť programu ktorá definuje statické premenné pre celú
aplikáciu a stará sa o inicializáciu ostatných častí a beh aplikácie, modul pre spracovanie
dát, modul orezávacej roviny a časti týkajúce sa volumetrického renderingu, konkrétne ray
castingu.
Obr. 5.1: Náčrt organizácie hlavných modulov aplikácie. Pozn. jadro aplikácie je červenou,
webové dátové úložisko je označené zelenou farbou.
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Na obrázku 5.1 sú zobrazené hlavné moduly aplikácie a bližší popis modulov ich funkcií
v programe je objasnený v zozname nižšie.
∙ index tvorí vstupný bod do aplikácie s jednoduchým grafickým rozhraním s možnos-
ťou voľby datasetu.
∙ baseGUI obsahuje grafické užívateľské rozhranie aplikácie, obsahujúce miesto na
hlavné vykresľovacie okno, aplikačné menu, v ktorom je možné meniť nastavenia pa-
rametrov vykresľovania a kvalitu výsledného zobrazenia a doplnky ako externý modul
na zobrazovanie FPS, využitia pamäte atď.. Tento modul tak isto obsahuje logiku,
ktorá nastavuje program pri zmene parametrov vykresľovania a tvorbu meshov do
three.js.
∙ aplicationCore tvorí jadro celého programu. Deklaruje stavové a statické premenné
pre celú aplikáciu, inicializuje WebGL, three.js a ostatné časti aplikácie. Taktiež v
podstate tvorí most medzi jednotlivými modulmi. Po spustení aplikácie nechá načítať
dáta, nastaví parametre a spustí vykresľovanie.
∙ dataProcessing slúži na načítanie a spracovanie obrazových dát datasetu. To zahŕňa
načítanie obrázkov zo serveru, úpravu farebých kanálov, tvorbu podvzorkovaného mo-
delu pre empty space skipping a tvorbu 2D textúr z týchto obrázkov.
∙ cutPlane je použitý na výpočet orezávacej roviny na úrovni near plane kamery, ktorú
priebežne prepočítava pri pohybe kamery.
∙ volumeRayCaster tvorí časť aplikácie, ktorá sa stará o tvorbu grafickej scény, odo-
vzdávanie parametrov do shaderov, prepínanie shaderov a samotný algoritmus ray
castingu.
∙ OrbitControls je externá knižnica pre three.js, slúžiaca na ovládanie pohybu kamery
v scéne.
5.2 Využité technológie
Vzhľadom na to, že aplikácia je vyvíjaná pre spustenie vo webovom prehliadači tak, aby
užívateľ nemusel inštalovať žiadne ďalšie rozšírenia, budú využité široko dostupné technoló-
gie, ktoré webové prehliadače podporujú hneď po nainštalovaní alebo sú priložené na strane
serveru vo forme knižnice atď..
Aplikáciu som sa snažil vyvinúť tak, aby nebol a závislá od webového serveru a jeho
služieb, takže nevyužíva žiadnu formu PHP alebo databázového serveru. Tým pádom je
možné aplikáciu spúšťať napríklad aj z lokálneho úložiska alebo prenosného zariadenia, ak
spusteniu WebGL nezabráni nastavenie bezpečnosti v prehliadači alebo podobné obmedze-
nie.
V zozname nižšie sú uvedené technológie, ktoré sú využité v implementácií aplikácie,
spolu so stručným popisom a účelom využitia.
∙ HTML5 je využitý na tvorbu štruktúry užívateľského rozhrania aplikácie.
∙ CSS aplikácia využíva na definovanie jej vizuálnej stránky.
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∙ JavaScript je programovací jazyk, v ktorom je implementovaná väčšina programu,
ktorý je spustený vo webovom prehliadači. Umožňuje načítanie dát, prácu s obráz-
kami, a menenie obsahu webovej stránky na strane užívateľom zmenu výsledných
zobrazení a nastavenie parametrov vykresľovania cez užívateľské rozhranie.
∙ WebGL je bližšie popísané v kapitole 2.1. V aplikácií je využité hlavne cez knižnicu
three.js pre rendering výsledného 3D zobrazenia.
∙ three.js je JavaScriptová knižnica, ktorá umožňuje tvorbu 3D grafiky vo webovom
prehliadači, s podporou WebGL rendereru (okrem iných). Táto knižnica umožňuje
programovať WebGL v jazyku JavaScript a obsahuje množstvo funkcií pre tvorbu
scény, operácie s objektami v priestore, manipuláciu s objektami, atď..
∙ GLSL aplikácia využíva na paralelnú implementáciu algoritmu ray casting na grafic-
kej karte.
∙ jQuery knižnica bola vytvorená na ľahkú interakciu medzi JavaScriptom a HTML.
V aplikácii sa využíva napríklad pri načítaní programu shaderu zo súboru.
5.3 Dáta a ich spracovanie
Predpokladá sa, že vstupný dataset bol pôvodne vo formáte DICOM, takže obsahoval všetky
potrebné detaily o pacientovi a snímkach. Keďže ale rozbor a spracovanie dát v tomto
formáte by bola téma, o ktorej by mohla byť vytvorená samostatná práca a táto práca
má pojednávať hlavne o zobrazovaní volumetrických dát, budú vstupné dáta v bežnom
obrazovom formáte.
Aplikácia využíva ako vstup medicínsky dataset s snímkami vo formáte PNG. Pred-
pokladá sa, že rozmery dát budú v pomere 1:1 a budú sa nachádzať v mieste uloženia
aplikácie. Aplikácia obsahuje niekoľko pripravených datasetov.
Načítanie a spracovanie dát prebieha v module dataProcessing, v jazyku JavaScript. Na-
čítanie obrázkov prebieha do objektu HTMLImageElement. Tento objekt zabezpečí načítanie
obrázkov do webového dokumentu. Aby bolo možné editovať jednotlivé pixely obrázku, vy-
tvorí sa z obrázku element canvas, ktorého funkcia getImageData() vráti dáta ako pole,
ktoré je možné editovať a znova vložiť do canvasu.
V tejto časti sa vykonáva aj tvorba podvzorkovaného datasetu, ktorý je využitý pri
empty space skippingu. Ten má formát jednorozmerného poľa, kde dve za sebou idúce
hodnoty nesú maximálnu a minimálnu hodnotu jedného zmenšeného bloku.
Po úprave všetkých rezov, sú obrázky vkladané do textúry aby mohli byť poslané na
grafickú kartu vo formáte pre simuláciu 3D textúry. Aby bola kvalita výsledného zobrazenia
čo najvyššia, vytvára sa väčší počet 2D textúr. Maximálny počet textúr bol stanovený na
8, čo stačí na uloženie 512 rezov v rozlíšení 512x512 pri rozlíšení textúry 4096x4096. Toto
rozlíšenie by mali zvládať moderné grafické karty. V prípade potreby je možné v aplikácií
hodnotu znížiť.
Simulácia 3D textúry
Kvôli absencií podpory 3D textúr vo WebGL, je na simuláciu 3D textúry použitá 2D textúra
tak, ako je popísané v kapitole 4.3. 2D textúry sú vytvárané pri spracovaní dát a algoritmus
mapovania textúr je vykonávaný priamo na grafickej karte.
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Do shaderu sú posielané uniformné premenné potrebné pre výpočet mapovacej funkcie,
ako sú vzdialenosť jednotlivých rezov (rozmer voxelu na osi Z), rozmery voxelu na osi X
a Y (jedna premenná, pretože rozmery na týchto osiach sú zhodné), počet rezov v jednom
riadku alebo stĺpci textúry (tak isto sú zhodné, pretože textúra je tvaru štvorca).
Následovný kód je použitý pri mapovaní bodu z 3D priestoru na 2D textúru:
1 // Z i skan i e hodnoty denz i ty aktualneho bodu z datasetu
2 void mappingFceActual ( vec3 po s i t i o n ) {
3 //Vypocet indexu hladaneho rezu
4 imgIndex = in t ( f l o o r ( p o s i t i o n . z * zCount ) ) ;
5
6 // Suradnice rezu na os i a ch X a Y
7 i n t yOf f s e t = imgIndex / cntInRow ;
8 i n t xOf f s e t = imgIndex − ( yOf f s e t * cntInRow ) ;
9
10 // Index textury v k t o r e j sa r ez nachadza
11 texture Index = yOf f s e t /cntInRow ;
12 //Prepocet polohy na ose Y pre danu texturu
13 yOf f s e t −= texture Index *cntInRow ;
14
15 // Suradnice bodu v tex ture
16 xPos = ( po s i t i o n . x / f l o a t ( cntInRow ) ) + ( partS ide * f l o a t ( xOf f s e t ) ) ;
17 yPos = ( po s i t i o n . y / f l o a t ( cntInRow ) ) + ( partS ide * f l o a t ( yOf f s e t ) ) ;
18
19 // Ulozen ie hodnoty denz i ty aktualneho bodu
20 actua lPo int = getDens i ty ( vec2 ( xPos , yPos ) ) ;
21 }
Určovanie hodnoty výslednej farby pixelu
Farba každého pixelu výsledného obrazu sa určuje pri priechode lúča objemom pomocou al-
goritmu ray casting. Pri tom sa ale vykonávajú aj sprievodné výpočty, ktoré nie sú súčasťou
jadra algoritmu ray casting. Medzi to patrí napríklad implementácia interpolácie hodnoty
pozdĺž osi Z v simulovanej 3D textúre alebo určenie farby aktuálnej vzorky z hodnoty jej
denzity.
Nasledujúci kód zobrazuje určenie podielov zložiek farieb pri interpolácií 3D textúry
pozdĺž osi Z. Pretože sa tieto hodnoty využívajú pri interpolácií aktuálnej vzorky niekoľko
krát, spustí sa tento výpočet pred prvou interpoláciou a jeho výsledné hodnoty sú využité
pri nasledujúcich výpočtoch interpolácie vzorky.
1 //Vypocetet d i f e r e n c i i p rve j z lozky farby
2 void comupteColorDif f ( vec3 actua lPos ) {
3 //Normalizovana hodnota polohy na o s i Z
4 f l o a t zAxis = actualPos . z / zS i z e ;
5
6 //Odcitanim c e l o c i s e l n e j hodnoty polohy na o s i Z urcime pod i e l p rve j farby
7 c o l o rD i f f = zAxis − f l o o r ( zAxis ) ;
8 // Podie l druhej farby
9 opo s i t eCo l o rD i f f = 1 . − c o l o rD i f f ;
10 }
Interpoláciu pozdĺž osi Z následne vykonávame pomocou funkcie:
1 // I n t e r p o l a c i a na o s i Z
2 f l o a t g e tF i l t e r edCo l o r ( f l o a t co lor1 , f l o a t c o l o r 2 ) {
3 re turn co l o r 1 * opo s i t eCo l o rD i f f + co l o r 2 * c o l o rD i f f ;
4 }
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Dôležité pri implementovaní interpolácie je to, že sú využité ostatné farebné kanály v
každom reze, pre hodnoty predchádzajúcich a nasledujúcich rezov (viz. časť 4.3). V opačnom
prípade by každá interpolácia vykonávala dvojnásobný počet prístupov do pamäte, pretože
pre výpočet interpolácie je nutné vedieť hodnotu nasledujúceho voxelu.
5.4 Volumetrický rendering
Skôr ako prejdeme k popisu implementácie ray castingu, zmienime kroky, ktoré rayCaster
musí vykonať pri inicializácií aplikácie.
Pred zahájením vykresľovania je nutné vytvoriť a inicializovať niekoľko komponentov.
Prvým je model bounding boxu, vytvorený za pomoci three.js. Vytvorené sú tri meshe
tejto kocky. Jeden má materiál zobrazujúci predné strany kocky (frontFaceCube). Ten sa
nastavuje v three.js hodnotou parametra materiálu
s i d e : THREE. FrontSide
Druhý mesh zobrazujúci zadné strany kocky (backFaceCube) nastavený parameter mate-
riálu
s i d e : THREE. BackSide
Posledný (volumetricCube) obsahuje shader program podľa aktuálneho typu zobrazovania.
Pri zmene typu vykresľovania sa vytvorí nový materiál pre volumetricCube. Tak isto sú
vytvorené tri scény, do ktorých sa vložia jednotlivé meshe a jednotná kamera. Tá zabezpečí
jednotný pohyb vo všetkých scénach zároveň.
Volumetrický rendering je vykonávaný v dvoch krokoch tak, ako bolo popísané v časti
4.7. Prvá časť, vykresľovanie bounding boxu, je implementovaná pomocou three.js v ja-
zyku JavaScript. Do rendereru sa vloží najprv scéna s frontFaceCube a vykreslí sa do
textúry, pričom rovnaký postup sa opakuje aj pri scéne s backFaceCube. Obe textúry sú
predané ako sampler2D do shaderu pre volumetricCube. Následne je vykreslená scéna s
volumetricCube. Algoritmus je implementovaný ako program v shaderi v jazyku GLSL.
Princíp implementácie a implementované funkcie jadra algoritmu ray casting sú vyko-
návané nasledovne (kód jadra ray castingu s poznámkami k implementácií je v list. 5.1). Na
začiatku programu je z textúr frontFace a backFace určená vstupná a výstupná súradnica
vrhaného lúča. Premenná gl_FragCoord určuje pixel, ktorého výslednú farbu počíta aktu-
álny fragment shader. Aplikáciou týchto súradníc za pomoci funkcie texture2D() na dané
textúry dostaneme trojrozmerné vektory so vstupnou a výstupnou súradnicou vrhaného
lúča.
Následná slučka vzorkuje dataset po smere lúča. Zistí sa hodnota aktuálnej vzorky po-
mocou funkcie mappingFceActual() a aplikuje sa interpolácia funkciou getFilteredColor()
(obe vysvetlené v predchádzajúcej časti). Podľa typu zobrazenia nasleduje výpočet priebež-
nej hodnoty farby do hodnoty value a nakoniec sa k aktuálnej pozícií actualPos pričíta
vektor posunu diff a do actualDistance dĺžka posunu. Algoritmus sa ukončí po prejdení
celej dĺžky lúča alebo maximálneho počtu krokov A do výslednej hodnoty farby sa uloží
priebežná hodnota value.
34
1 void main ( )
2 {
3 // Priebezna hodnota vy s l edne j farby
4 vec4 value = vec4 ( 0 . , 0 . , 0 . , 1 . ) ;
5 //Vypocet vstupneho a vystupneho vektoru do datasetu
6 vec2 fragCoord = gl_FragCoord . xy/ s i z e ;
7 vec3 f rontPos = texture2D ( frontFace , fragCoord ) . rgb ;
8 vec3 backPos = texture2D ( backFace , fragCoord ) . rgb ;
9
10 //Nastavenie ak tua lne j p o z i c i e a spracovane j dlzky luca v data se t e
11 vec3 actualPos = frontPos ;
12 f l o a t ac tua lD i s tance = 0 . ;
13
14 //Urcenie smeru a dlzky vrhnuteho luca
15 vec3 path = backPos − f rontPos ;
16 vec3 d i r e c t i o n = normal ize ( path ) ;
17 f l o a t rayDistance = length ( path ) ;
18
19 //Vektor p r i r a s t u a jeho dlzka p r i vzorkovani
20 vec3 d i f f = d i r e c t i o n * s tep ;
21 f l o a t l D i f f = length ( d i f f ) ;
22
23 f o r ( i n t i =0; i < 25000 ; i++) {
24 //Ukoncenie poc i t an i a po p r e j d en i datasetu
25 i f ( a c tua lD i s tance > rayDistance )
26 break ;
27
28 // Z i s t i hodnotu na aktua lne j p o z i c i i
29 mappingFceActual ( actua lPos ) ;
30 //Nastavi pod i e l z l o z i e k pre i n t e r p o l a c i u v Z
31 comupteColorDif f ( actua lPos ) ;
32 //Denzita na aktua lne j p o z i c i i
33 a c t u a l I n t e n s i t y = ge tF i l t e r edCo l o r ( ac tua lPo int . g , ac tua lPo int . b ) ;
34
35 /**
36 * Nasledovny kod sa l i s i podla typu zobrazen ia . . .
37 */
38
39 //posun na da l s i u vzorku a p r i c i t a n i e kroku do aktua lne j v z d i a l e n o s t i
40 actualPos += d i f f ;
41 ac tua lD i s tance += lD i f f ;
42 }
43 gl_FragColor = value ;
44 }
Listing 5.1: Zdrojový kód jadra algoritmu ray casting.
Typy renderingu výslednej scény sa v implementácií líšia v prístupe výpočtu výslednej
farby pixelu. Kým X-ray a MIP zobrazujú výsledné zobrazenie formou intenzity bielej farby
na čiernom pozadí, objemové vykresľovanie a povrchové vykresľovanie sa snažia pridať zo-
brazeniu reálnosť pomocou farebného rozlíšenia častí datasetu alebo pridaním tieňovania.




Implementácia programu shaderu röntgenového zobrazenia datasetu spočíva v strádaní hod-
noty denzity tkanív pozdĺž lúča. Samotná hodnota, ktorú pripočítavame musí byť ale nie-
koľko násobne znížená modifikátorom, ktorý sa priamo úmerne odvíja od veľkosti vzorko-
vacieho kroku. Takže tento modifikátor musí byť prepočítaný vždy, keď sa zmení hodnota
kroku. Výpočet je nasledovný:
f l o a t alphaMul = opac i ty * rayCastStep ;
Hodnota opacity je parameter, ktorý umožňuje užívateľovi prispôsobiť si výsledné zo-
brazenie reálnej predstavám. Samotný výpočet v shaderi len využije hodnotu tejto konštanty
pri úprave intenzity nového prírastku priebežnej intenzity:
a l f a += value . g * alphaMul ;
Táto hodnota sa v konečnom priradení výslednej farby vloží do všetkých farebných
kanálov.
Zobrazenie maximálnej intenzity
MIP zobrazenie má taktiež priamočiarý výpočet hodnoty pixelu. Pri vzorkovaní lúča sa
uloží najväčšia nájdená intenzita:
i f ( tmpValue . g > value . g ) va lue = tmpValue . g ;
Optimalizácia pomocou early ray termination je možná po narazení na maximálnu hod-
notu pixelu.
Vykresľovanie objemu s tieňovaním
Tento typ zobrazenia je najnáročnejší na výkon grafickej karty z použitých typov zobrazení.
Využíva tieňovanie, a dátam priraďuje farbu z lookup tabuľky podľa hodnoty denzity jed-
notlivých tkanív. Tým sa nielen zvyšuje počet výpočtov pri tomto algoritme ale aj počet
prístupov do pamäti.
Implementácia priradenia farby pomocou textúry bola vysvetlená v predchádzajúcej
časti tejto kapitoly. Výpočet tieňovania je komplexný proces a bude mu venovaná celá časť
v implementácií. Základný rozdiel oproti predchádzajúcim typom zobrazenia je princíp
kumulovania farby a priehľadnosti. Implementácia pomocou Alpha blendingu (teoretická
časť 3.5) je následovná:
r e s u l t . rgb = (1 . 0 − r e s u l t . a ) * value . rgb * value . a + r e s u l t . rgb ;
r e s u l t . a = (1 . 0 − r e s u l t . a ) * value . a + r e s u l t . a ;
Hodnota result je priebežná kumulatívna hodnota a value je aktuálna farba získaná
z lookup tabuľky po aplikovaní shadingu.
Povrchové vykresľovanie
Základný rozdiel pri tomto type zobrazenia je, že farba povrchu sa určí len raz a to v mieste,
kde lúč určí že vzorka prvý krát prekonala nastavenú hranicu denzity povrchu. V tomto
bode sa vypočíta tieňovanie a jednotná farba povrchu sa upraví podľa intenzity odrazu
svetla. Toto zobrazenie využíva Phongovo tieňovanie.
f l o a t l i g h t I = ge tL i gh t I n t en s i t y ( actualPos , getActualNormal ( actua lPos ) ) ;
va lue = vec4 ( clamp ( i s oCo l o r * l i g h t I , 0 . , 1 . ) , 1 . ) ;
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Shading
Tieňovanie je implementované na princípe aproximácie normály pomocou gradientu (po-
písané v časti návrhu 4.5). Implementácia spočíva v načítaní okolitých bodov z datasetu
pomocou mapovacej funkcie tak, aby sa znížil počet výpočtov na minimum, určením nor-
mály povrchu vo funkcii getActualNormal() a výpočtom osvetľovacieho modelu vo funkcii
getLightIntensity(). Kód nižšie popisuje aproximáciu normály pomocou vektoru gra-
dientu centrálnych diferencií.
1 //Vypocet normaly povrchu pomocou grad ientu
2 vec3 getActualNormal ( vec3 actualPos ) {
3 //Normal izac ia s v e t l a
4 vec3 normalCamera = normal ize ( l i gh tPos − vec3 ( 0 . 5 , 0 . 5 , 0 . 5 ) ) ;
5
6 //Vypocet hodnot normaly
7 f l o a t nx = ge tF i l t e r edCo l o r ( l e f t . g , l e f t . b )
8 − g e tF i l t e r edCo l o r ( r i g h t . g , r i g h t . b ) ;
9 f l o a t ny = ge tF i l t e r edCo l o r ( bottom . g , bottom . b)
10 − g e tF i l t e r edCo l o r ( top . g , top . b) ;
11 f l o a t nz = ge tF i l t e r edCo l o r ( ac tua lPo int . r , ac tua lPo int . g )
12 − g e tF i l t e r edCo l o r ( f r on t . g , f r on t . b ) ;
13 vec3 normal = vec3 (nx , ny , nz ) ;
14
15 //Normal izac ia vystupu
16 re turn normal ize ( normal ) ;
17 }
Pri surface renderingu povrchu je použitý phongov osvetľovací model. V shaderi sú
nastavené hodnoty ambientnej, difúznej a spektakulárnej zložky následovne
const f l o a t AmbContribution = 0 . 1 5 ;
const f l o a t SpecContr ibut ion = 0 . 2 5 ;
const f l o a t D i f fCont r ibu t i on = 1 .0 − AmbContribution − SpecContr ibut ion ;
V prípade volumetrického renderingu je v programe shadera sa nepoužíva spektakulárna
zložka, takže jej hodnota je nula a výpočet je odstránený. Smer svetelných lúčov lightVec
sa určí na začiatku programu v shaderi. V prípade, že je priehľadnosť aktuálnej zložky je viac
ako 0, počíta sa tieňovanie. Výpočet osvetľovacieho modelu je znázornený v nasledujúcom
zdrojovom kóde.
1 //Vypocet o sv e t l ova c i eho modelu
2 f l o a t g e tL i gh t I n t en s i t y ( vec3 normal ) {
3 //Vypocet d i f u z n e j z lozky
4 f l o a t d i f f u s e = clamp ( dot ( l ightVec , normal ) , 0 . , 1 . ) ;
5
6 //Vypocet spek taku la rne j z lozky
7 f l o a t spec = 0 . 0 ;
8 i f ( d i f f u s e > 0 . 0 ) {
9 vec3 R = r e f l e c t (− l i ghtVec , normal ) ;
10 f l o a t NdotH = clamp ( dot ( R, l i ghtVec ) , 0 . , 1 . ) ;
11 spec = pow(NdotH , 4 . 0 ) ;
12 }
13 re turn AmbContribution + spec *SpecContr ibut ion + d i f f u s e *Di f fCont r ibu t i on ;
14 }
Keďže výpočet osvetľovacieho modelu nie je triviálna operácia a pri volumetrickom rende-
ringu sa tento výpočet môže opakovať veľmi veľa krát, je vhodné snažiť sa tieto výpočty
optimalizovať. Jednou z možností je napríklad využitie všetkých farebných kanálov rezu
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(popísané v Návrhu 4.3) aby sa znížil počet prístupov do pamäte, alebo použitie shadingu
len na vzorky, ktoré viditeľne prispejú do farby výsledného pixelu.
5.5 Cutting plane
Implementáciu cutting plane zaobstaráva modul CutPlane. Ten je inicializovaný pri štarte
aplikácie a následne pred každým vykreslením vráti geometriu pre mesh polygónu ak nastal
prienik.
Konštruktor vezme ako parameter, objekt kamery a ovládania pohybu v scéne, z ktorých
využíva aktuálne informácie o polohách. Metódy addLine a setLines umožňujú nastaviť
hrany s ktorými sa bude počítať prienik s rovinou. Samotný výpočet je vykonávaný pomocou
metódy cutBox, ktorá vypočíta prieniky, zoradí ich tak aby z nich bolo možné správne
vytvoriť polygón a vráti geometriu meshu s týmto polygónom.
Výpočet roviny, ktorou je orezávaný výsledný objem sa vykonáva pred výpočtom geomet-
rie výsledného polygónu. Rovina je objekt typu THREE.Plane z knižnice three.js, ktorý
obsahuje aj metódu na výpočet prieniku. Jej konštruktor potrebuje normálu roviny a
vzdialenosť roviny od stredu súradnicovej sústavy a jeho vzdialenosť. Normála je získaná
rozdielom pozície kamery Camera.position a miesta na ktorý smeruje pohľad z kamery
OrbitControl.target (hodnota z modulu OrbitControl, pre manipuláciu so scénou).
Vzdialenosť sa vypočíta z vektoru jedného bodu roviny a normály tejto roviny Pytago-
rovou vetou. Výpočet tejto vzdialenosti v zdrojovom kóde je nasledovný
1 var cPos = v iewpor tPos i t i on . negate ( ) ;
2 var ang le = cPos . angleTo (N) ;
3 var co s i n = Math . cos ( ang le ) ;
4 var d i s t anc e = co s in * Camera . p o s i t i o n . l ength ( ) ;
Premenná viewportPosition je bod na rovine určený z polohy kamery Camera.position,
posunutý o vzdialenosť near plane Camera.near1, v smere pohľadu kamery.
5.6 Optimalizovanie výpočtu
Pri výpočte ray castingu nastávajú prípady, kedy už sa akumulovaná hodnota nemôže zme-
niť, alebo by zmena bola tak malá že by nebola postrehnuteľná. V takých prípadoch môžeme
bez straty kvality zvýšiť rýchlosť algoritmu buď preskočením aktuálnej vzorky alebo ak sa
výsledná farba pixelu už nemôže zmeniť, ukončením algoritmu. Niektoré optimalizácie alebo
ich experimenty boli spomenuté už spomenuté v predchádzajúcich častiach, v tejto doplním
niektoré Ďalšie implementácie.
Jedna z takýchto metód, ktorá je aplikovaná pracuje na princípe, že hodnota ak priehľad-
nosti farby aktuálnej vzorky je nula, nepokračuje sa v jej následnom výpočte a prechádza
sa na ďalšiu vzorku. To znamená, že vzorka vôbec nezmení výslednú farbu a môže byť teda
preskočená. Tento princíp je modifikácia optimalizácie Deferred shading a v aplikácií sa
zabezpečuje podmienkou,
i f ( lutValue . a > 0.003 )
po ktorej splnení nasleduje ďalší výpočet farby vzorky a pričítanie do výslednej farby pixelu.
Hodnota 0.003 Je získaná podielom 1/256, to znamená že ak hodnota alpha môže mať
hodnoty 0 až 255, tak od hodnoty 1 sa uplatňuje ďalší výpočet.
1Hodnota musí byť posunutá o nepatrnú vzdialenosť od kamery, lebo by bol zo scény orezaný aj výsledný
polygón.
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Ďalšia z využitých optimalizácií je predčasné ukončenie výpočtu lúča (angl. early ray
termination). Princíp je vysvetlený v teoretickej časti. V mojom algoritme je na úrovni
shaderov v slučke výpočtu priechodu lúča zakomponovaná nasledovná podmienka
1 i f ( r e s u l t . a >= 0 .95 ) {
2 r e s u l t . a = 1 . 0 ;
3 break ;
4 }
ktorá zaručí ukončenie výpočtu v prípade, že hodnota alpha priebežného výsledku je už
príliš vysoká a ďalšie výpočty by už boli zbytočné.
Object order empty space skipping
Pri inicializácií dát bol vytvorený podvzorkovaný dataset undersampledData, ktorý je
možno využiť pri implementácií tejto metódy. Štruktúra tohto datasetu je jednoduché pole,
kde je pre každý bod podvzorkovaného objemu nastavená minimálna hodnota z originál-
neho datasetu a maximálna hodnota. Ak je minimálna hodnota viac ako 0 vloží sa do scény
malý bounding box pre túto časť objemu. Takto sa pri určovaní vstupného a výstupného
bodu do objemu preskočia prázdne časti objemu ktoré sa nachádzajú pred prvými a za
poslednými užitočnými vzorkami.
Aby boli zadné strany bounding boxov pri tejto optimalizácií vykreslené správne, je
nutné pridať do materiálu meshu v three.js nasledujúci parameter
depthFunc : THREE. GreaterDepth
Následne potom pri každom prekreslení, aby sa objekty vykresľovali od najvzdialenej-
šieho po najbližší, teda v opačnom poradí ako je zvyknutý vidieť objekty človek, sa pri
vykresľovaní scény musí vynulovať depthBuffer na maximálne hodnoty. Následný zdrojový
kód ukazuje toto nastavenie za pomoci kombinácie three.js a WebGL.
1 g l . c learDepth ( 0 . 0 ) ;
2 r ende re r . c learDepth ( ) ;
3 r ende re r . render ( backScene , camera , backTexture , true ) ;
4 g l . c learDepth ( 1 . 0 ) ;
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Kapitola 6
Výsledné riešenie a vyhodnotenie
dosiahnutých výsledkov
Výsledné riešenie aplikácie umožňuje prezeranie medicínskych datasetov pomocou štyroch
rôznych typov zobrazenia. Pre každý z nich umožňuje nastavenie parametrov zobrazenia.
Výber datasetu sa nachádza na úvodnej stránke, ktorá spúšťa samotnú aplikáciu. Nasta-
venie vykresľovania a kvality sa nachádza v menu. Model je možno rotovať, približovať a
pohybovať s ním. Svetlo do scény pritom stále vychádza z miesta kamery.
Aplikácia sa zameriava hlavne na vizualizáciu výsledných dát, spracovanie obrazových
súborov štandardného formátu (PNG, BMP, ...). Ďalej je dôraz kladený na použiteľnosť
algoritmu v praxi a to hlavne na rýchlosť zobrazovania, tak aby bolo možné s aplikáciou
pracovať v reálnom čase. Kvôli tomu bol venovaný čas štúdiu a výberu vhodných optima-
lizácií.
Obr. 6.1: Výsledné zobrazenie volumetrického renderu obličiek, s použitím cutting plane.
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6.1 Výsledná aplikácia a zobrazenie medicínskych dát
Výsledný program je zameraný na vizualizáciu medicínskych dát, tak aby umožňoval va-
riabilné zobrazenie medicínskych dát v reálnom čase. Aktuálna verzia aplikácie obsahuje
vzorové medicínske datasety, ktoré sú voľne dostupné pre študijné a výskumné účely. Ako
výsledná aplikácia zobrazuje volumetrický dataset je zobrazené na obrázkoch 6.2a až 6.2d.
(a) Röntgenové zobrazenie. (b) Maximálna intenzita.
(c) Volumetrický rendering. (d) Zobrazenie povrchu.
Obr. 6.2: Zobrazenie skenu hlavy vo všetkých typoch zobrazenia.
Aby bolo možné prezerať rôzne typy dát nasnímané z rôznych zariadení, bolo nutné na-
implementovať rozhranie pre parametrizáciu výsledného zobrazenia. To je riešené pomocou
úpravy hodnôt v menu aplikácie (obr. 6.3).
Parametre, ktoré môže užívateľ nastaviť sú nasledovné: výber typu zobrazenia, nasta-
venie násobiča priehľadnosti tkanív, nastavenie vzdialenosti orezávacej roviny od kamery,
výber farebnej schémy, nastavenie prahovej hodnoty povrchu modelu, voľba rozlíšenia po-
užitých textúr, nastavenie veľkosti vzorkovacieho kroku, prepínač zrýchlenia prekresľovania
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Obr. 6.3: Detail menu aplikácie pri zobrazení všetkých možností nastavenia zobrazenia a
kvality výsledného modelu.
pri manipulácií s modelom, nastavenie veľkosti kroku pri zrýchlení. Tieto možnosti sa pri
výbere typu zobrazenia zobrazujú tak, aby užívateľ mal k dispozícií len možnosti, ktoré
upravujú aktuálny typ zobrazenia.
Pomocou nastavenia prahu intenzity pre povrch je možné nastaviť tkanivám nad určitú
intenzitu maximálnu neprehľadnosť. Tieto tkanivá sa potom vo výslednom zobrazení javia
ako nepriehľadný povrch. Toto nastavenie vo volumetrickom renderingu umožní kombinovať
volumetrický rendering s iso surface renderingom. Vysoké nastavenie prahu pri povrchovom
zobrazení naopak umožní rekonštrukciu povrchu modelu (viz. obr. 6.4).
Obr. 6.4: Zobrazenie povrchu tváre z medicínskych dát.
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6.2 Porovnanie kvality a výkonnosti algoritmu
Keďže rýchlosť vykresľovania je v počítačovej grafike dôležitá vlastnosť, bolo nutné hod-
notiť plynulosť vykresľovania a práce s aplikáciou. Namerané výsledky v tejto časti dávajú
približný pohľad na to, aký je výsledný výkon implementovaného algoritmu. Aplikácia bola
testovaná s rôznymi parametrami a nastaveniami kvality. Výsledný subjektívny dojem je
pozitívny, pretože aj pri nastavení vysokej kvality zobrazenia je možné pracovať so zapnu-
tým zrýchlením prekresľovania, ktoré upraví pri manipulácií s modelom hodnotu kroku
vzorkovania na nižšiu úroveň, kedy o málo nižšia úroveň kvality je dostačujúca.
Nasledujúce testy prebehli na PC s týmito parametrami parametrami:
CPU: Intel i5 4690K 3.50GHz@3.90GHz
RAM: 20GB DDR3 1866MHz
GPU: Nvidia GeForce GTX970 4Gb
OS: Windows 10
Prehliadač: Chrome v50.0.2661.102 m
Testovanie prebiehalo na štyroch datasetoch, ktoré sa líšili hlavne objemom zobrazo-
vaných dát1. Tieto dáta sú zobrazené na obrázku 6.5. Popísané skeny sú zoradené podľa
objemu zobrazovaných dát. Medzi testované dáta bol zhrnutý dataset CT skenu obličiek
(361 rezov), obsahujúci najviac zobrazovaných dát s vnútornými orgánmi, obštrukciou ľavej
obličky, CT sken torza človeka (394 rezov), CT skenu hlavy (360 rezov) a CT sken nôh
(250 rezov) so svalovou hmotou a inými tkanivami, ktorý obsahuje najmenej zobrazovaného
objemu. Podľa tohto zoradenia som očakával lepší výkon algoritmu aj vďaka implemento-
vaným optimalizáciám.
Dataset Krok 0.0001875 Krok 0.000375 Krok 0.0015Min. FPS Avg. FPS Min. FPS Avg. FPS Min. FPS Avg. FPS
Hlava 16 19 30 35 56 60+
Obličky 3 6 9 12 39 45
Torzo 10 12 20 25 59 60+
Nohy 19 23 35 42 60+ 60+
Tabuľka 6.1: Rýchlosť algoritmu v počte snímkov za sekundu pri rôznej dĺžke kroku v
rôznych datasetoch. Nastavenie zobrazenia bolo pri všetkých testoch zhodné, rozlíšenie da-
tasetu bolo na maximálnej úrovni (512x512). Testovanie prebiehalo s typom zobrazenia
Volumetrický rendering, ktoré je z implementovaných zobrazení vo všeobecnosti najnároč-
nejšie. Výsledky s ostatnými typmi by boli len lepšie.
Dĺžka kroku markantne ovplyvňuje kvalitu výsledného zobrazenia ale rovnako aj vý-
slednú rýchlosť algoritmu. Pri používaní aplikácie som bol schopný využívať najnižší možný
nastaviteľný krok, a to za pomoci zrýchlenia prekreslenia pri manipulácií. V tomto prípade
je cítiť odozvu len pri následnom prekreslení na najvyššiu kvalitu. Aj bez tohto nastavenia
som bol ale schopný použiť taký krok, že rozdiely medzi zobrazením s polovičným krokom
boli veľmi malé.
1Pod zobrazovanými dátami sú myslené dáta zo snímkov, ktoré nesú nejakú užitočnú informáciu, nie
prázdny priestor.
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(a) Obličky (b) Torzo.
(c) Hlava (d) Nohy
Obr. 6.5: Datasety použité pri testoch.
Porovnanie výsledkov meraní s rôznymi dĺžkami krokov je v tabuľke 6.1, z ktorej je
patrné ako sa bude aplikácia správať pri rôzne náročných datasetoch s nastavením určitej
výsledky kvality. Ako typ zobrazenia bol použitý volumetrický rendering, lebo z imple-
mentovaných je najnáročnejší (kvôli využitiu LUT a výpočtu osvetľovacieho modelu pri
všetkých hodnotných vzoriek). Príklady kvality výsledných zobrazení pri zmene kroku v
obrázku 6.6. Príklad najlepšej testovanej kvality (krok 0.0001875) tu nieje prítomný, kvôli
naozaj minimálnym viditeľným rozdielom.
Z tabuľky 6.1 vyplýva, že na testovacej konfigurácií je možné zobrazovať rôzne objemné
dáta pri nastavenom kroku 0.0015 úplne plynulo (nad 30 snímkov za sekundu). Pri použití
tohto kroku je kvalita modelu dostatočná a pri použití nižšieho kroku sa markantne nemení
(viz obr. 6.6).
Ďalším určovateľom kvality je rozlíšenie objemových dát a s ním meniace sa rozlíšenie
využitých textúr. Aby bolo možné osadiť aj maximálny počet rezov, znižuje sa zároveň aj
rozlíšenie rezov.
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Obr. 6.6: Kvalita zobrazenia pri rôznej dĺžke kroku. Zľava veľkosť kroku 0.000375, 0.0015,
0.003, 0.006. Je vidno malý rozdiel medzi prvými dvoma obrázkami a postupná zhoršovanie
kvality na ostatných. Krok 0.006 je už razantne väčší ako veľkosť voxelu a pri vzorkovaní
povrchu sa nezachytí vždy prvý voxel, ale až niekoľký ďalší v poradí, pričom vznikajú
viditeľné artefakty pri výpočte osvetľovacieho modelu.
Tabuľka 6.2 popisuje zmeny vo výkone pri využití implementovaných rozlíšení. Táto
možnosť má teda dopad na výkon aplikácie a v prípade rozlíšenia textúry 2048x2048 (a
obrázku 256x256) je výsledné zobrazenie použiteľné, ale v prípade nižšieho rozlíšenia je už
veľmi skreslené.
Dataset Textúra 4096x4096 Textúra 2048x2048 Textúra 1024x1024Min. FPS Avg. FPS Min. FPS Avg. FPS Min. FPS Avg. FPS
Hlava 33 36 39 42 41 46
Obličky 15 22 24 30 25 35
Torzo 23 27 23 31 26 31
Tabuľka 6.2: Rýchlosť algoritmu v počte snímkov za sekundu pri rôznom rozlíšení textúr
obsahujúcich dáta rôznych datasetoch. Spolu s rozlíšením textúry sa mení aj rozlíšenie
rezov na polovičnú hodnotu. Nastavenie zobrazenia bolo pri všetkých testoch opäť zhodné.
Vzorkovací rok bol nastavený na východzích 0.000375.
Kvalita výsledného zobrazenia sa ale pri použití nižšieho rozlíšenia citeľne zhoršuje a
pri veľmi nízkych hodnotách je výsledné zobrazenie značne nepresné. Rozdiely v zmene
rozlíšenia je vidno na obrázku 6.7.
Aplikácia využíva niekoľko optimalizácií, ktoré za určitých podmienok zlepšujú výkon
algoritmu. Implementácia predčasného ukončenia lúča pomáha zvýšiť výkon v situáciach,
keď ďalší výpočet neovplyvní výsledné zobrazenie. Takéto situácie nastávajú napríklad pri
zvýšení násobiča nepriehľadnosti tkanív. Zvýšenie výkonu pri použití tejto optimalizácie je
zobrazené v tabuľke 6.3.
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Obr. 6.7: Zobrazenie s využitím rozdielneho rozlíšenia rezov. Zľava - 512x512 (originálna
veľkosť), 256x256, 128x128. Pri rozlíšení 128x128 je už kvalita výsledného zobrazenia veľmi
nízka, strácajú sa niektoré rozhodujúce kontúry a detaily.
Dataset Bez early ray termination S early ray terminationMin. FPS Avg. FPS Min. FPS Avg. FPS
Hlava 14 18 30 35
Obličky 9 11 9 12
Tabuľka 6.3: Zrýchlenie prekresľovania pri aplikácií early ray termination s defaultným na-
stavením. Datasete s ladvinami sa obsahuje viac priehľadných tkanív. Ako je vidno zrých-
lenie potom nenastáva.
Dataset Hlava obsahuje po obvode modelu tvrdé tkanivo (pozn. lebečná kosť), ktoré má
v LUT nastavenú vysokú hodnotu nepriehľadnosti. V datasete obličky je takýchto tkanív
už pomenej. To sa odzrkadlí pri použití optimalizácie early ray termination. Z výsledných
hodnôt je zreteľné, že ak sa v datasete nachádzajú tkanivá, za ktorými už sa výsledná
hodnota pixelu nemení, early ray termination zvýši výkon algoritmu.
Ďalšia z implementovaných optimalizácií, ktorej sme testovali dopad na výsledný výkon
algoritmu je empty space skipping. V tomto prípade zlepšenie výkonu algoritmu nastáva v
prípade použitia datasetu, ktorého dáta nezaberajú celý vykresľovaný objem. V opačnom
krajnom prípade by réžia vynaložená na výpočet tejto optimalizácie mohla výsledné vykres-
ľovanie spomaľovať. Medicínske dáta sú ale jedným z typov dát ktoré často obsahujú veľkú
časť objemu s nepotrebnými dátami. Dopad optimalizácie na výsledný výkon aplikácie sa
nachádza v tabuľke 6.4
Pri tomto teste bol využitý dataset Hlava, ktorého zobraziteľné dáta zaberajú približne
dve tretiny objemu datasetu a ako protiklad dataset Nohy, ktorého zobraziteľné dáta za-
berajú menej ako polovicu objemu datasetu. Použitie object order empty space skippingu
značne zrýchlilo výpočet pri oboch datasetoch, pretože ani jeden nevypĺňa celý objem boun-
ding boxu. Pri datasete Nohy je zrýchlenie väčšie, lebo jeho dáta majú menší objem ako
dataset dataset Hlava.
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Dataset Bez empty space skippingu S empty space skippingomMin. FPS Avg. FPS Min. FPS Avg. FPS
Hlava 17 24 31 34
Nohy 24 29 54 58
Tabuľka 6.4: Porovnanie rýchlosti algoritmu bez a s použitím object order empty space
skippingu s defaultným nastavením. Zrýchlenie záleží od objemu užitočných dát v datasete.
Z vykonaných testov je zreteľné, že optimalizácie podľa predpokladov zvyšujú rýchlosť
algoritmu. Účinnosť optimalizácie object order empty space skippingu záleží od objemu
zobraziteľných dát v datasete a účinnosť early ray termination zase záleží od priehľadnosti
tkanív. Celkovo je možné povedať, že použitie object order empty space skippingu zvýchli
výpočet v priemere o 50 percent. U early ray termination to vo veľkej miere závisí od
nastavenia parametru nepriehľadnosti aplikácie, takže sa hodnota môže pohybovať od 0 do
200 percent.
V konečnom dôsledku môžme povedať, že na testovacej konfigurácií je možné zobrazovať
dáta plynule (min. 22 FPS) v každom zobrazení s použitím kroku 0,00075 a maximálnej
kvalite textúr (512x512), v okne s rozmerom 800x600. Samotné zobrazenie je možné ale
zrýchliť zapnutím zrýchleného prekresľovania v menu a nastavením väčšieho vzorkovacieho
kroku, čím sa môže nepatrne zhoršiť kvalita len pri manipulácií s modelom.
Nastavenie, ktoré som subjektívne ohodnotil ako rozumnú kvalitu je krok 0.0015, rozlí-
šenie textúr Original 4096x4096, v okne s rozmerom 800x600. Aplikácia by vtedy dosahuje
aspoň 38 FPS. Môžme uvažovať aj o rozlíšení textúr 2048x2048, ale v tom prípade sa FPS
môže napríklad zvýšiť len o 5 FPS ale kvalitu zobrazenia v niektorých datasetoch som




Cieľom tejto diplomovej práce bolo zistiť aktuálne možnosti zobrazenia trojrozmerných volu-
metrických dát vo webovom prehliadači, naštudovať existujúce algoritmy pre volumetrický
rendering a vytvoriť aplikáciu, ktorá dokáže tieto dáta zobraziť.
Počas štúdia sa mi podarilo osvojiť si problematiku renderovania trojrozmerných dát
vo webovom prehliadači a môžem tvrdiť, že s aktuálnymi technológiami a pokrokom vo
vývoji webových aplikácií v posledných rokoch je možné vytvoriť plnohodnotné aplikácie
pre 3D renderovanie pomocou WebGL. V technickej správe som poukázal aj na existujúce
nedostatky, ktoré v použitých technológiách existujú. Podarilo nájsť a taktiež vyvinúť aj
vlastné prístupy ako sa s danými problémami vysporiadať. Ďalej som ozrejmil základné
princípy používané pri implementácií volumetrického renderingu, z ktorých boli vybratí
najvhodnejší kandidáti na implementáciu výslednej aplikácie.
Aplikácia využíva HTML5, JavaScript, WebGL, three.js a ďalšie menšie moduly a kniž-
nice. Hlavné nedostatky využitých technológií sa spájali s výkonom jazyka JavaScript, kto-
rého rýchlosť sa síce za posledné roky zvýšila, ale stále nedosahuje rýchlostí a možností
programovacích jazykov ako C alebo C++. Ďalej sa bolo treba vysporiadať s problémami
spojenými s technológiou WebGL, ktorá je navrhnutá z technológie OpenGL ES a nepodpo-
ruje všetky možnosti, ktoré moderné grafické karty ponúkajú, čo v tomto prípade spôsobuje
ďalšiu stratu výkonu v porovnaní s desktopovými aplikáciám.
Podarilo sa mi vytvoriť funkčnú aplikáciu, ktorá je schopná zobrazovať medicínske da-
tasety, s možnosťou výberu rôznych typov zobrazenia. Aplikácia je konfigurovateľná a na-
stavenia výsledného zobrazenia je možné dynamicky meniť a určovať rôzne parametre pre
dané typy zobrazení. Pre volumetrický rendering bol využitý algoritmus ray casting, ktorého
vyššiu náročnosť kompenzuje lepšia vizuálna kvalita. Pre zvýšenie rýchlosti algoritmu ray
casting som študoval existujúce optimalizácie a experimentoval s vytvoreným programom.
Z optimalizácií možno uviesť napríklad implementáciu metódy object order empty space
skipping, ktorá je často využívaná pri dátach z medicínskeho prostredia. Výkon algoritmu
bol pri nastavení vysokej kvality výsledného zobrazenia dostatočne plynulý na modernom
osobnom počítači.
Plynulosť algoritmu bola zvýšená implementáciou a experimentovaním s niektorými
optimalizáciami. Využitím metódy early ray termination sa dosiahlo zvýšenia rýchlosti
algoritmu až o 200 percent. Pri použití object order empty space skippingu sa dosiahlo
zrýchlenie v priemere o 50 percent. Celkovo sa na testovanej konfigurácií podarilo dosiah-
nuť minimálnu hodnotu 22 FPS, s nastavením veľmi dobrej kvality zobrazenia. Aplikáciu
je možné nastaviť tak, že aj pri vyššej kvalite výsledného zobrazenia sa pri manipulácií
s modelom použije pri prekresľovaní o niečo nižšia kvalita aby sa zabezpečila dostatočná
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plynulosť. Ďalšie výsledky nameraných rýchlostí na rôznych konfiguráciách sú zhodnotené
v technickej správe.
Aplikácia napriek tomu obsahuje časti, ktoré by bolo potrebné doladiť alebo implemen-
tovať, aby ju bolo možné využívať v praxi. Zatiaľ teda plní hlavne funkciu prezentačnú, kde
sa snaží hlavne ukázať možnosti renderingu volumetrických dát za pomoci voľne šíriteľných
technológií.
V budúcnosti je možnosť rozšíriť aplikáciu napríklad o možnosť načítania data setu
cez užívateľské rozhranie, rozšíriť podporu na mobilné zariadenia alebo ukladať posledné
nastavenia použíté pri práce s programom s napríklad za pomoci cookies a použiť ich pri
ďalšom spustení. Keďže dáta, ktoré možno zobraziť v tejto aplikácií, môžu byť z rôznych
zariadení alebo s iným nastavením pri snímaní, bolo by výhodou implementovať možnosť
definovať vlastnú farebnú schému zobrazenia cez užívateľské rozhranie.
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∙ /plagat - adresár obsahujúci plagát v dvoch veľkostiach
∙ /report - adresár s technickou správou
∙ /report/src - zdrojové súbory technickej správy
∙ /app - adresár s aplikáciou
∙ /app/img - obrázky k aplikácii
∙ /app/js - JavaScript knižnice
∙ /app/lut - Lookup tabuľky
∙ /app/modules - implementované moduly aplikácie
∙ /app/shaders - shadery pre všetky typy zobrazení
∙ /app/volumes - demonštračné objemové dáta
∙ /app/basicGUI.html - jadro aplikácie
∙ /app/index.html - úvodná stránka do aplikácie
∙ /app/README.txt - popis aplikácie a dôležité informácie
∙ /app/style.css - definícia vzhľadu aplikácie
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