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Resumo 
Sistemas de Transformar;iio (ST.\) siio ambientes de engenharia de software que permitem a manipular;iio estrutural e 
senuintica de sqftware. A partir de experimentos com o ST Draco-PUC e um enfoque voltado para Arquitetura de 
Software. foi desenvo/vido na PUC-Rio o ST SpinOjlque demonstra o conceito de Circuitos Transformacionais (CTs). 
Orientado para o desenvolvimento de tran.~rormadores de sofiware baseados em componentes, este ambiente é 
destinado a construr;iio de partes transformacionais reuti/izáveis que podem ser integradas a outros componentes 
através de um barramento de sqftware. Este artigo apresenta traba/hos que estiio sendo desenvolvidos na UFSCar 
para que o ST SpinOffpossa ser empregado sistematicamente. 
Palavras-Chave: Sistemas de Transfonna¡;:ao, Circuitos Transfonnacionais, Desenvolvimento de Software Baseado em 
Componentes, Memória Virtual e Técnicas de Reescrita em Grafos. 
1 lntrodu~áo 
o protótipo SpinOff [14] [15] é urna evolu¡;:ao do sistema de transfonna¡;:ao Draco-PUC [8] [9] [lO] [11] [J6], 
com enfase em solu¡;:oes transfonnacionais baseadas em componentes. Procurando oferecer urna alternativa a arquitetura 
monolítica, típica de sistemas transfonnacionais. o conhecimento transfonnacional no SpinOff é capturado em um 
conjunto de componentes interoperáveis. Inspirado em técnicas de "el)' Large System Integration (VLSI), o SpinOff 
disponibiliza recursos para o projeto e simula¡;:ao de Circuitos Transfonnacionais (CTs), Um circuito transfonnacional é 
urna representa¡;:ao arquitetónica de um transfonnador de software. Para que seja possível a manipulayao de CTs, sao 
necessárias diversas camadas de servi¡;:os, que compoem a infra-estrutura básica das transfonna¡;:oes. 
Na Figura J é apresentada a organiza¡;:ao em camadas do SpinOff. A primeira camada é responsável pela 
manipulayao básica de ASTs (Abstraer Syntax Trees). que sao a fonna interna primária utilizada pelo SpinOff. A 
segunda camada, chamada Mutant, consiste em um/ramework para o desenvolvimento de interpretadores extensíveis de 
ASTs. O Mutant é usado para coletar infonna¡;:oes ou fornecer semantica operacional a urna AST. Este framework é 
chamado de Mutant, devido sua natureza adaptativa ao fornecer extensibilidade para o desenvolvimento de 
interpretadores de ASTs. A terceira camada é urna máquina virtual no topo do framework Mutant, que fornece a 
funcionalidade essencial do SpinOff através de urna linguagem interpretada para a manipula¡;:ao de CTs. Esta linguagem 
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FIGURA 1 - CAMADAS DO SPINOFF 
NeslC artigo. detalhamos dois trabalhos que vcem sendo desenvolvidos na camada de manipula¡¡:ao básica do 
prot tipo SpinOff. O primeiro trabalho pesquisa modelos de memória virtual para a gerencia de ASTs c o segundo 
inve tiga como as técnicas de reescrita em grafos podem ser combinadas él manipula¡¡:ao de ASTs. Nas demais se¡¡:oes 
apre entamos as motiva¡¡:oes para tais trabalhos. as abordagens adotadas e alguns dos resultados que foram alcan¡¡:ados 
até momento no desenvolvimento de stas pesquisas. 
Este artigo está organizado nas seguintes se¡¡:oes: a se¡¡:ao 2 apresenta alguns trabalhos relacionados. A se¡¡:ao 3 
desc eve com mais detalhes o conceito de circuitos transformacionais. bem como sua linguagem de descri¡¡:ao. A se¡¡:ao 4 
dese eve o modelo de memória virtual utilizado no tratamento das ASTs. A se¡¡:ao 5 descreve a técnica utilizada na 
anál se semántica. Finalmente, as conclusoes e trabalhos futuros sao apresentados na se¡¡:ao 6. 
2 T abalhos Relacionados 
A aplica¡¡:ao de grafos que capturam informa¡¡:oes semánticas tem recebido aten¡¡:ao por parte de pesquisadores 
na á ea transformacional como é o caso dos projetos DMS [7] e Refine [19]. Motivados por estas mesmas razoes, 
proc ram os pesquisadores urna técnica de trabalho mais produtiva. Por ora, os resultados sao pontuais em rela¡¡:ao a 
mod los de reescrita em grafos e gera¡¡:ao automática de grafos a partir da descri¡¡:ao abstrata da semántica de urna 
ling agem. 
3 e rcuitos Transformacionais 
A partir dos resultados alcan~ados pelas ferramentas VLSI, decidiu-se utilizar a idéia de projeto de circuitos 
eletr nicos para o desenvolvimento de transformadores. Para obter tais resultados, optou-se pelo estilo arquitetural de 
cana s e filtros como estilo básico de trabalho. Os transformadores baseados em componentes que usam esta abordagem 
sao hamados de Circuitos Transformacionais (CTs), dada a similaridade que os circuitos eletrónicos sao projetados 
atua ente. Os componentes básicos de um CT sao filtros, objetos, regras e fun~oes, interligados por canais e eventos. 
Os Ts também possuem urna descri~ao textual e podem ser manipulados através de editores de composi¡¡:ao gráfica. 
A partir do conceito-chave de um circuito transformacional, vislumbra-se todo um ramo de atividades e suporte 
auto atizado por ferramentas. Pode-se chamar este ramo de atividades de arquitetura transformacional. A essencia da 
arqu tetura transformacional está na concep¡¡:ao, modelagem e prototipa¡¡:ao de circuitos transformacionais. Urna 
ling agem de descri~ao para circuitos transformacionais permite que a arquitetura de um transformador seja 
repr sentada, com os objetivos de realizar esbo¡¡:o estrutural, modelagem e prototipa~ao. 
Com o intuito de oferecer urna estrutura básica para a constru¡¡:ao de transformadores com enfoque em 
arqu tetura, foi criada a linguagem Scil. Esta Iinguagem pode ser utilizada como modelo fundamental no 
dese volvimento de ferramentas de modelagem, prototipa¡¡:ao e síntese de CTs. Com Scil pode-se construir um ambiente 
de e ecu¡¡:ao que operacional iza as idéias de um CT e toma realizável os conceitos de prototipa¡¡:ao dinámica. 
A linguagem Scil é utilizada para descrever configura¡¡:oes de software sobre a camada de comunica¡¡:ao do 
Spin ff. Esta camada é um barramento de software responsável pela integra~ao entre os componentes reutilizáveis de 
difer ntes estilos de arquitetura. Os componentes Scil podem ser criados para serem visíveis no barramento SpinOff, e 
pod ser utilizados por outros desenvolvedores de CTs que compartilham o barramento de comunica¡¡:ao. 
Scil pode ser estendida para manipular diferentes estilos de arquitetura, e atualmente suporta objetos, eventos, 
fun¡¡: es, filtros e canais. Scil é urna linguagem interpretada com sintaxe semelhante a LISP, utiliza ASTs como tipo de 
dado básico e foi implementada em Java. 
3.1 Micro-Componentes 
As unidades básicas de composi~ao que sao utilizadas no desenvolvimento de CTs sao chamadas de micro-
com onentes. O SpinOff, por default, já disponibiliza alguns micro-componentes que imitam clássicos sistemas de 
trans orma~ao baseado em regras. Tais funcionalidades estao disponíveis através dos componentes Transform e sot (Sel 
Of ansforms). O componente Transform encapsula urna regra de reescrita, com um left-hand-side (lhs) e um righl-
han side (rhs). O componente sol encapsula um conjunto de transforma¡¡:oes onde as estratégias de navega¡¡:ao e 
subs 'tui¡¡:ao podem ser configuradas. 
A Figura 2 mostra um conjunto de micro-componentes independentes e reutilizáveis que podem ser utilizados 
desenvolvedores na montagem de CTs para um determinado transformador. A atividade de montagem pode ser 
ida através de um editor de composi~ao gráfica ou através de descri¡¡:oes Scil. 
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FIGlJRA 2 - MICRO-COMPONENTES TRANSFORMADORES 
o microcomponente matcher é responsável pela tarefa de casamento de padroes. O applier trabalha 
juntamente com o matcher, e é responsável pela aplicar¡:ao das regras de reescrita. Os micro-componentes 
inverter, gatekeeper, distributor e sequence:::- sao utilizados para conectar componentes. A idéia de 
células de annazenamento para ASTs é capturada pelo microcomponente workspace e o conceito de iterador, que 
pennite percorrer ASTs usando modos distintos de navegar¡:ao é encapsulado pelo microcomponente locator. 
3.2 Componentes de Ligar¡:áo 
No trabalho com CTs, além de componentes básicos que fazem efetivamente a transfonnar¡:ao de software sao 
necessários, componentes de ligar¡:ao que auxiliem a adaptar¡:ao entre os diversos pacotes que compoem um CT. 
Nas Figuras 3 e 4 demonstra-se como os componentes de ligar¡:ao, inversor (Inverter) e chave (Gateway), 
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FIGUR-\ 3 - CRIA<;:ÁO DO COMPONENTE lNVERTER 
Um inversor (Inverter) possui somente urna porta de entrada (infoIn) e urna de saída (infoOut). Este 
componente é responsável por in verter o valor de um sinal recebido. Essencialmente um inversor é um componente que 







(define open false) 
II eomportamento 
(receive data infoln 
(if open 
(send data infoOut))) 
(receive data gatekeeper 
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FIGURA 4 - CRIA(AO DO COMPOl\ENTE GATEWAY 
Urna chave (Gateway) possui duas portas de entrada (infoIE e gatekeeper) e urna porta de saída 
(infoOut). Este componente funciona como uma chave, deixando a informa¡;au que chega em infoln ser repassada ¡'¡ 
in oOut, somente se gatekeeper ti ver recebido um sinal positivo. O componente mantém o estado de chave aberta 
ou chada até que um novo estado seja definido por um sinal recebido em gatekeeper. 
A Figura 5 mostra como componentes simples podem ser interconectados através de suas portas de conexao 
in ut e output. 
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efine portConneetions (package)) 
iew portConnections) 
ith portConneetions 
(define a (new simpleComponent)) 
(define b (new simpleComponent)) 
(define e ínew simpleCom~onent)) 
(define d (new simpleComponent)) 
(connect a.output b.input) 
(connect a.output d.input) 












! 'J al 
1. ___ ~ .:= __ ._ _._ . _______ ._~ . _.... . _.... .. ... __ ...... _. __ ..... ___ .. _._ .... 
FIGURA 5 - INTERCO""EXÁO m:: COMPONENTES 
Urna vez configurado um CT, tal como um transformador, este pode ser exportado do pacote onde foi definido 
para barramento, a fim de ser utilizado em conjunto com outros componentes externos. O transformador pode ser 
integ ado a um sistema baseado em tecnologia Web. Esta integra~ao é possível, através do suporte que o barramento 
Spin ffprove ao protocolo HTTP. Este suporte permite que qualquer elemento exportado para o barramento possa ser 
acess do através de urna URL. 
4 M deJo de Memória Virtual 
o primeiro passo na implementa~ao do SpinOff foi o desenvolvimento da camada para manipula~ao de ASTs. 
Esta camada é o subsistema AST do ST Draco-PUc. o qual foi submetido a urna reengenharia e portado para Java. O 
principal requisito para a recngenharia deste subsistema foi a cria~ao de um servi~o de persistencia de ASTs em memória 
secundária, urna vez que, os ST sao grandes consumidores de memória principal. Os experimentos co~ o ST Draco-PUC 
e as experiencias da comunidade de sistemas de transforma~ao tem mostrado que as ASTs sao estruturas de dados que 
podem ser muito grandes consistindo de milhoes de nós [6]. Com base nessas experiencias está sendo desenvolvido um 
modelo de memória virtual em Java para estender a memória utilizada pelo SpinOff. O modelo pos~ui um Subsistema 
Gerenciador de Memória Cache que mantém na memória principal os nós mais prováveis de serem usados durante o 
processo de transformar¡:ao e um Subsistema de Persistencia que utiliza Bancos de Dados Relacionais para armazenar as 
ASTs. O Gerenciador de Memória Cache utiliza o padrao de design Cache Managemenf [4] [13] e o Subsistema de 
Persistencia está baseado no padrao de integrar¡:ao de objetos com SGBDRs (Sistemas Gerenciadores de Banco de Dados 
Relacionais) Crossing Chasms [12]. 
A Figura 7 mostra o Diagrama de Classes do Modelo de Memória Virtual em Java. A classe 
ASTPersistenceService e as classes que implementam a interface ASTBrokerIF fazem parte do Subsistema de 
Persistencia, as demais compoem o Gerenciador de Memória Cache. 
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FIGURA 7 - DIAGRAMA DE CLASSES DO MODELO DE MEMÓRIA VIRTUAL EM JAVA 
Durante o processo de transforma~ao, nós de urna AST sao rcquisitados a um objeto da classe 
ASTCacheManager. Este objeto é composto de urna memória cache representada por um objeto da classe 
AS Cache. O objeto da classe ASTCache é responsável em gerenciar a memória cache para manter os nós mais 
pr váveis de serem usados durante o processo. Para esse gerenciamento é utilizado a estrutura de dados lista linear 
du lamente enla~ada onde, os nós mais a esquerda e mais a direita da lista sao respectivamente os nós mais e menos 
re ntemente utilizados. Quando o limite da memória cache é atingido, o objeto da classe ASTCache descarta o nó 
uti izado menos recentemente para dar lugar ao novo nó. A memória cache é composta pelos nós da AST, representados 
pel s objetos da classe ASTDBStorageCell. A classe ASTDBStorageCell possui um auto-relacionamento, 
de ominado re/. que faz o encadeamento dos nós da AST. Estes nós sao identificados na memória cache pelo atributo 
da c1asse ASTObj ectKey. 
A classe ASTPersistenceService é um Fa9ade Pattern [4] [13]. O objeto desta classe é responsável em 
ntrar o broker [12] correspondente ao nome da classe que Ihe é passado como panlmetro. As c1asses brokers, tais 
o ASTBrokerl e ASTBrokerX, implementam a interface ASTBrokerIF e sao responsáveis pela integraryao 
os diversos bancos de dados relacionais. 
Quando um objeto da c1asse ASTCacheManager recebe urna requisiryao de um nó, ele tenta recuperá-Io da 
ória cache. Se obtiver sucesso, retoma o nó requisitado, senao requisita ao objeto ASTPersistenceService a 
ma rializaryao do nó requisitado. Urna vez materializado, este nó é colocado na memória cache como sendo o nó 
util zado mais recentemente. 
4.1 Protótipo do Modelo de Memória Virtual 
O objetivo do protótipo foi validar o modelo de memória virtual. Este modelo de memória foi implementado na 
c da AST do ST SpinOff. O gerenciador de memória cache foi implementado para manter, na memória principal, os 
nós das ASTs mais prováveis de serem usados. A memória cache possui um número limitado de nós que foi definido 
atra és de testes que medem a porcentagem de sucesso a partir das tentativas de recuperaryao de nós da memória cache. 
A emória cache usa a estrutura de dados lista linear duplamente ligada para determinar qual nó remover da cache 
qua do um novo nó tem que ser adicionado. A política utilizada para descartar nós da memória cache é a LRU (Ieast 
rec 7t/y used). Toda vez que um nó é removido da memória cache imediatamente é gerada urna chamada SQL, pelo 
serv ryo de persistencia, para inserir ou atualizar o referido nó. Dessa forma, mantém-se a consistencia da memória cache 
com a fonte de dados. 
Para realizar o mapeamento do modelo de objetos para o modelo relacional foi utilizado o padrao estático do 
Cro sing Chasms. Aplicando-se o padrao estático, foi criada urna tabela no banco de dados, denominada 
AS BStorageCell, como mostra a Figura 8. Cada tupla dessa tabela armazena um nó da AST, que na memória cache 
corr sponde a um objeto da classe ASTDBStorageCell. As tuplas tem como eh ave primária o oid. As colunasfather, 
jirst hi/d, /astchi/d, rbrother e /brother sao referencias a outras tuplas da tabela ASTDBStorageCeJ/, symbol é urna string 
que azena o símbolo encapsulado por um nó da AST. As colunas varname e vartype sao atributos da classe Varo 
Esse atributos sao utilizados no reconhecimento e aplicaryao de padroes durante o processo de transformaryao. O padrao 
din" ico do Crossing Chasms foi aplicado para criar urna classe broker responsável pela leitura e escrita dos nós das 
AST no banco de dados. Neste protótipo foi utilizado um driver lDBC do tipo 1 (JDBC-ODBC bridge) [5] para acessar 
SD Sybase Anywhere 5.0. 
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o protótipo foi testado com uma AST de aproximadamente 17 mil nós de um programa clipper. Esta AST 
gerou 17 mil tuplas no banco de dados. Um computador pessoal f'entium 133 Mhz, 16 Mb de memória RAM com 28 
processos sendo executados no sistema operacional Windows NT 4.0, foi utilizado nos testes. O protótipo levou 4 
minutos para concluir o processo de transforma9ao. Na mesma plataforma, sem persistir os nós em banco de dados, nao 
foi possivel realizar o processo de transforma9ao por falta de memória principal. 
5 Técnica para Análise Semantica 
As informa90es sobre análise semantica sao essenciais durante o processo de transformal¡:ao de programas. 
Quando os sistemas de transforma9ao sao utilizados em reengenharia e "porte" de programas, a análise semantica' 
permite avaliar a viabilidade do mapeamento de programas entre linguagens que seguem paradigmas distintos. 
Na área de compiladores [1] [2]. essas informal¡:oes sao geralmente utilizadas no teste e resolul¡:ao de tipos e, 
também, na otimizal¡:ao de código. A técnica proposta consiste em fornecer ao SpinOff urna estrutura de represental¡:ao 
híbrida, onde o formato básico sao ASTs, que sao transformadas em grafos específicos por demanda, quando um 
determinado tipo de tarefa transformacional melhor for aplicado sobre este modelo de represental¡:ao. É o caso das tarefas 
de reengenharia e "porte" de programas. 
Este trabalho fundamenta-se nas idéias de reescrita em grafos, a partir da descril¡:ao abstrata da semantica de 
urna Iinguagem. Adotamos urna abordageni para o uso de técnicas modernas, utilizadas pela comunidade de 
desenvolvedores de compiladores, tais como: o modelo Static Single Assignment (SSA) [18], os grafos de fluxo de 
controle (GFCs), os grafos de fluxo de dados (GFDs), os grafos de dependencia de dados (GDDs) ,e similares. 
Pode-se adicionar informa90es sobre o fluxo de controle no conjunto de blocos básicos, que constituem um 
programa, através da construl¡:aO de um GFC. Os GDD e GFD sao usados para representar informal¡:oes sobre nomes e 
tipos de variáveis. 
O modelo SSA, durante os últimos anos, tem sido utilizado como urna adequada represental¡:ao de programa 
intermediário, que permite otimiza90es poderosas. A propriedade essencial do modelo SSA é que há somente uma 
declaral¡:ao para cada variável em todo programa. Dessa forma, se duas variáveis tem o mesmo nome, estas também 
possuem o mesmo valor. Os algoritmos conhecidos geram o modelo SSA, a partir de programas com um fluxo de 
controle arbitrário. . 
A descril¡:ao sintática de urna linguagem é representada por ASTs, da qual pode-se derivar um grafo de 
informal¡:ao semantica correspondente. Após a atividade especifica de transformal¡:ao ter sido realizada, a estrutura 
adaptativa transforma a represental¡:ao novamente em ASTs, para que seja dada continuidade a outras tarefas. Deste 
modo, diversas formas híbridas, porém equivalentes, de represemal¡:ao sao utilizadas ao longo de um processo 
transformacional. 
Este trabalho iniciou-se com a defini9ao e COnStru9aO de urna biblioteca em Java para a manipulal¡:ao de grafos. 
A biblioteca está sendo construida através de pacotes Java, que implementam as seguintes funcionalidades: teoria de 
grafos, desenho e design de grafos. A classe base contém métodos baseados em teoria dos grafos, tais como vértices, 
lados, percursos. Esse pacote possui classes especialistas que herdam características da classe base e implementam 
métodos específicos para os GFC, GFD, os GDD e grafos SSA. 
Para validar as idéias desta técnica está sendo utilizado, em urna primeira fase, um estudo de caso baseado no 
"porte" de programas Clipper para Java [17] [20]. Este "porte" foi realizado no sistema de transformal¡:ao Draco-PUC, 
onde o modelo de represental¡:ao sao ASTs associadas a estruturas de dados auxiliares, tais como tabelas de símbolos e 
bases de conhecimento, que armazenam informa90es semanticas destas linguagens. 
No "porte" de programas Clipper, foi construido um transformador que, a partir da descril¡:ao sintática da 
Iinguagem Clipper, realiza urna análise estática. e armazena as informal¡:oes semánticas de verifical¡:ao de tipos, em uma 
base de conhecimento. Dessa forma, a partir de ASTs e da base de conhecimento, foi possível derivar GDDs das 
informal¡:oes semanticas. 
Pretende-se agora, gerar automaticamente os demais tipos de grafos especificos utilizando outros estudos de 
caso, e a partir dos resultados da técnica amiga, será possivel realizar comparal¡:oes com os resultados alcanl¡:ados com a 
técnica proposta. 
6 Conclusoes e Trabalhos Futuros 
Este anigo apresentou as diversas camadas de servic;:os que compoem a infra-estrutura básica de transfonnac;:ao 
necess rias para a manipulac;:ao de CTs. a linguagem de configurac;:ao de software Scil para operacionalizar as idéias de 
CTs p itindo tornar rcalizável os conceitos de prototipac;:ao dinamica. Foram apresentados também. alguns exemplos 
de des ric;:ao de componentes utilizando a linguagem Scil, e os dois trabalhos que vem sendo desenvolvidos na camada 
de ma ipulac;:ao básica do protótipo SpinOfT, o modelo de memória virtual e a técnica para análise semantica. 
Os testes realizados com o SpinOff, utilizando o modelo de memória virtual, apresentaram como principal 
resulta o a soluc;:ao do problema de esgotamento de memória principal durante o processo de transfonnacao. Com a 
solurra desse problema os STs podem ser utilizados em platafonnas de hardware comuns, limitados apenas pelo espaco 
dispon vel em memória secundária. Atualmente, as platafonnas de hardware necessárias para STs que manipulam 
progra as maiores de 400 K linhas de código necessitam de quantidades de memória principal da ordem de gigabytes. 
No m delo de memória virtual os trabalhos futuros estao voltados para a implementacao de um subsistema de 
persist ncia que suporta lazy materialization [3] para materializar os nós das ASTs somente quando necessários. Estudos 
para p rsistencia de grafos também estao sendo realizados. 
Como trabalho futuro da técnica para análise semantica, tem-se a escolha de um modelo abstrato para a 
descri ao da semantica de linguagens e a construrrao de microcomponentes no SpinOff que manipularao grafos para 
reali a aplicacao de transfonnarroes. A integrarrao dessa técnica ao ambiente SpinOff representa urna importante 
combi acao de tecnologias. Esta combinarrao flexibiliza o uso de circuitos de transfonnacao principalmente em 
ativid des altamente dependentes de infonnacoes semanticas, como é o caso de tarefas de "porte" e reengenharia de 
sistem s. 
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