Abstract. The concept of context can be advantageously applied to the Computer-Supported Cooperative Work field. The term awareness has traditionally been used in this area without explicit association to context. This paper attempts to clarify the relationship between these two concepts. In particular, a framework is proposed to understand context and awareness as connected to other concepts used in group work as well. The framework is useful to consider some groupware systems from the perspective of context and to obtain some insight on possible improvements for users. Two examples illustrate the application of the framework.
Introduction
The concept of context has not been well understood in the Computer-Supported Cooperative Work (CSCW) field. Context has been used in several publications in the area, but with several different meanings associated to it [8] . CSCWD (ComputerSupported Cooperative Work in Design) is a good example where context plays a role in the specialization of an area. Specialization, in this case, means the knowledge related to applying CSCW techniques in the area of Design. Nevertheless, contextualization seems so natural that people often lose sight of its real significance.
The meaning of the context concept depends on the subject area [6] , [13] . On the one hand, there have been several conferences on modeling and the use of context since 1997 [7] . These events deal with aspects of context at the highest level of knowledge and reasoning. However, this approach rarely takes the practical aspects of context in real-world applications, such as collaborative work, into consideration. On the other hand, in CSCW articles, several issues point to context without referring to it as such. Context has been applied in group work and is usually associated with awareness mechanisms. Few groupware systems use the context concept to guide design decisions, leaving it to be processed mostly by users. Most misunderstandings are caused by not explicitly recognizing and representing the notion of context and its association with other elements of groupware systems.
We present a framework for understanding the concept of context in group work, and we also discuss the application of context in the area of CSCW. Our aim is to guide the designer to the systematic use of context when developing an application [3] . We believe this model can be useful not only to understand the use of contextual information but also to relate components of groupware systems. This paper is structured as follows: Section 2 reviews the concept of context; Section 3 presents a framework for understanding how groupware issues relate to context; Section 4 presents the groupware model for awareness mechanisms [3] ; Section 5 uses the model to show cases where groupware fails in dealing with this concept; and Section 6 presents our conclusions.
Context
Context in real life is a complex description of knowledge about physical, social, historical, or other circumstances within which an action or an event occurs. Access to relevant contextual information is required in order to understand many actions or events. Understanding the "opening a window" action, e.g., depends on whether a real window, or a window on a graphical user interface is referred to [17] . It is possible (i) to identify various context types, and (ii) to organize them in a two-dimensional representation: vertically (i.e., depth first), from more general to more specific; and horizontally (i.e., width first), as a heterogeneous set of contexts at each level [5] .
In the vertical representation ("depth first"), there are different contexts defined by their level of generality, mainly in highly organized systems. For example, the context of a building is more general (a higher level) than the context of an office. Contexts at a higher level contain general information, while contexts at a lower level contain more specific information. A context is like a system of rules (constraints) to identify triggering events and to guide behaviors in lower contexts. Based on Brézillon [4] , it can de observed that a context at a general level contains contextual knowledge. The application of rules at more specific levels develops proceduralized contexts. A higher context is like a frame of reference for the contexts below it.
Fig. 1.
Contextual knowledge and proceduralized context [6] Each actor has its context in the horizontal representation ("width first"). The user's context contains specific information; for example, the results of a meeting with a customer, the reasons for changing offices, etc. The context of a communicating object contains knowledge about its location, and how to behave with the other communicating objects. Thus, at a given level of the context hierarchy, there is a set of heterogeneous contexts.
Pomerol and Brézillon [16] distinguish between the non-relevant and the relevant parts of the context for each step of a task. The non-relevant part is called external knowledge. The relevant part is called contextual knowledge. At a given step, a part of the contextual knowledge is proceduralized. The proceduralized context is the part of contextual knowledge that is invoked, structured and situated according to a given focus (Figure 1) . Proceduralization means that people use contextual knowledge in functional knowledge or causal and consequential reasoning. This proceduralization fulfills the need of having a consistent explicative framework to anticipate the results of a decision or action. This consistency is obtained by reasoning about causes and consequences in a given situation [14] .
There are several views of context: context as conceptual drift (a context engine); context as a medium for the representation of knowledge and reasoning; context as what surrounds the focus of attention, etc. All these context concepts have been formalized and used in knowledge-based applications. However, these views are rather isolated. An analysis of shared context and its use in group work is also necessary. In the following section we present a framework that can be considered as a first step towards this goal.
Understanding Context in Group Work
A context may be seen as a dynamic construction with five dimensions: (1) time, (2) usage episodes, (3) social interactions, (4) internal goals, and (5) local influences [10] . Although the contextual elements in some situations are stable, understandable, and predictable, there are some situations where this does not occur. Cases having apparently the same context can be different. In order to reduce this, we use a conceptual framework whose objective is to identify and classify the most common contextual elements in groupware tools [18] . The goal of this framework is to provide guidelines for research and development in groupware and context. According to McCarthy [11] , the size of the contextual dimension is infinite. Thus, the framework considers only those contextual elements that are most relevant to task-oriented groups, i.e., contextual knowledge and proceduralized context [4] . The contextual information is clustered into five main categories: (1) people and groups, (2) scheduled tasks, (3) the relationship between people and tasks, (4) the environment where the interactions take place and (5) the tasks and activities that have already been completed. These clusters were borrowed from the Denver Model [19] . In synchronous environments, group members need to work at the same time; however, in asynchronous environments there might be a time lag between interactions. The needs of each type of environment are different, especially those that are related to contextual information [15] .
The framework is a generic classification of contextual elements. It does not cover the peculiarities of a certain domain nor does it apply to a specific type of groupware. This generic framework is a starting point for a classification of contextual elements in specific domains, where new contextual elements may be considered relevant.
The first category provides information about the group members; it contains information about the individuals and the groups they belong to. The knowledge about the group's composition and its characteristics is important to be able to understand the potential ways in which the project or the task will be developed. This knowledge encourages interaction and cooperation [15] . This category is sub-divided into two types of context. The individual context carries information about each of the individuals who are members of a group. The group context data is similar to the aforementioned, but relates to the group as a whole. It includes the composition of the team, its abilities and previous experience as a group, and the organizational structure.
The second category provides information about scheduled tasks. Independently of how the interaction occurs, the group members need to be acquainted with the task characteristics. Task context is the name given to this context. Its goal is to identify tasks through their relevant characteristics: the task name, its description and goals, the deadline, the predicted effort, the technology, and other requirements.
The third category provides information about the relationship between the group members and the tasks. The goal of this category is to relate the action of each group member and the interaction s/he is involved in. This interaction begins with an execution plan, goes through a sequence of actions required to carry out the plan, and terminates when the task has been completed. If the interaction is interrupted before the task is completed, the reasons for the premature termination also form part of the context and are relevant to understanding the reason for the interruption.
This category is sub-divided into two types of contexts: the interaction context and the planning context. The interaction context consists of information that represents the actions that took place during task completion. When the interaction is synchronous, the details of the activity must be known at the time that it occurs. When the interaction is asynchronous, the overview of activities is what is most relevant.
The planning context consists of information about the project execution plan. This information can be generated at two different points. For ad-hoc tasks, the information appears as a result of the interaction. For scheduled tasks, it is generated at the time of the plan, i.e.; when the tasks are defined and the roles are associated to them. The planning context can include rules, goals, deadline strategies, and coordination activities.
The fourth category provides information on the environment. It represents the aspects of the environment where the interaction takes place. It covers both organizational issues and the technological environment; i.e., all the information outside the project (but within the organization) that can affect the way the tasks are performed. The environment gives further indications to group members about how the interaction will occur; for instance, quality control patterns are part of this context. This context also includes strategy rules, policies, financial restrictions and institutional deadlines.
The last category provides all the information about tasks that have already been completed. The goal of this category is to provide background information about the experiences learned either from the same group or similar tasks performed by other groups. It should include all contextual information about previous projects. The framework refers to this set of information as "historical context". This information is important for understanding errors and to be able to apply successful approaches from previous projects to current tasks. It can also be used out of the context of a project to provide insight into working practices and team cooperation. A summary of the framework is shown in Table 1 . To identify the participants through the representation of their profiles.
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Context and Awareness in Groupware
Proceduralization of context involves the transformation of contextual knowledge into some functional knowledge or causal and consequential reasoning in order to anticipate the result of actions [16] . When people work as a group, context becomes especially relevant. Not only do individual contexts need to be proceduralized, but so does the group context. As described in the framework, group context is not simply the union or intersection of individual contexts. For instance, a specific person may work differently with a certain group of colleagues than with another one.
How is context processed when doing group work? Fig. 2 shows our proposed model. It is basically a knowledge processing procedure. People create knowledge individually. It is then communicated to the rest of the group as well as being presented in a User Interface (UI) and eventually stored. The generation step consists of a person contributing information to the group. This information could be contents for the group's output or it could be related information, such as questions, suggestions, or proposals. Part of this knowledge is stored to satisfy the condition "all contents must be saved".
The capture step consists of procedures to gather some physical data from the generation step. For instance, in the case of joint text editing, the movement of the user's mouse may serve as an indication of which part of the document the user is working on. In another example, a camera can capture the physical movements of a person; these movements might be important for another user, who may be wondering why the first person is not answering his/her questions.
Fig 2.
Context knowledge processing in group work [3] The awareness step consists of the processing of information to be communicated to the other participants [9] . Note that it has several inputs. The first input is information from the generation step. An example would be a contribution that has just been written by a group member. This information needs to be transformed in some way, perhaps summarized or filtered to make it available to other people. In fact, this step takes into account the processing specifications given by individual users. Another type of input is from the capture step. Again, this information will probably be processed to avoid information overload. The awareness step also receives information from the storage step. This occurs, for example, when an agent decides to distribute a summary report on recent work in asynchronous systems. Finally, it should also be noted that there is a group context that is received as input. This represents important information that is needed to process the rest of the inputs.
The visualization step generates the user interface. It provides users with a physical representation of knowledge: icons, text, figures, etc. Input to this step can come from the generation procedure: the physical feedback a user receives when s/he contributes to the group.
Capture, storage, awareness and visualization are all processing steps that are performed by the system on the basis of users specifications and pre-established rules. Besides generation, there is another human processing step: the interpretation process. The person performs this step by visualizing the information and combining it with his/her individual context to transform it into knowledge. This is needed by the person to generate new contributions to the group and close the cycle of processing context. A person might need some information from storage and can request it; this petition might be as simple as a mouse click on a button on the UI or it might be a complex query specification.
Contexts and Awareness in Practice
We use two groupware systems to illustrate the use of the framework and the contextual knowledge model: SISCO [2] , a meeting preparation asynchronous system that is intended to support the group discussion occurring before an actual meeting; and CO2DE [12] , a cooperative editor that handles multiple versions as a way to deal with conflicting views. Both systems support groups working with a common task. SISCO provides the organization of opinions about agenda items, and CO2DE provides one or more versions of a collaboration diagram in a software engineering project. Neither of the systems explicitly supports context, but they both use several context elements to support group work.
Notice that making context explicit is a way to remember, not only the way in which a solution was developed, but also the alternatives at the time of solution building, existing constraints, etc. Thus, awareness is achieved by comparing the context used at that time with the current context.
If the goal is to find a solution, it is also important to account for individual contexts. A specialist might propose a solution from his/her field of domain. Yet, another specialist may give constraints. In such a case, the first specialist will modify his/her context from the pair (problem, solution) to the triple (problem, context, solution). By working together, each person will be able to share more knowledge with the other members. Thus, their individual contexts will have a non-empty intersection, making their interaction short and efficient.
In SISCO, since the goal is to have a broad discussion, the selection is based on the contextual knowledge that each participant has about the meeting agenda items, as well as the diversity of individual contexts. The contributions are shared among group members to reduce repetitions and also to increase the quality of the contributions by making other participants' ideas explicit. This sharing promotes the internalization and idea generation processes. Since a repetition occurs when a person is working individually, the awareness step is dropped. The capture may still be needed, but it becomes trivial, and will probably just be presented on the UI.
SISCO must provide persistency of contributions to the discussion as well as awareness of the discussion contents. Whenever a member logs in, the system generates a schematic view of the discussion contents, indicating what is new to him/her. This keeps the contextual knowledge uniform among group members even when they have not connected to the system for long periods. Perhaps no one has complete knowledge of the contributions. Thus, the system must make contributions persistent and provide awareness mechanisms to allow users to update their individual contexts with the group context that are represented by the set of contributions.
The task context covers as much of the wide range of options and arguments related to the agenda items as possible. During the discussion, which is supported by SISCO using an IBIS-like argumentation model, most contributions are based on participants' individual context. Thus the authorship provides some hints about the associated context. SISCO also encourages participants to express not just their own views, but to express those that are logically consistent with the task context. In this way, the system attempts to disassociate opinions from individual contexts and move them towards the task context. One way of achieving this is by removing authorship from the contributions.
Another way of supporting task context is through the definition of roles. When playing a role in SISCO, an individual is given a narrower context with specific awareness mechanisms. For instance, the coordinator role is provided with a participameter, a widget that informs about the level of participation in the discussion [1] . The participameter is considered a kind of group or task context and provides the coordinator with elements to decide on what to do. For example, when the participation level in a certain item is low the possible actions to be taken are: remind people, promote discussion, or even drop the item. The CO2DE editor allows for individual contexts to be joined into a single diagram by providing a synchronous cooperative edition feature and a WYSIWIS interface (Fig. 3) . Although this also allows asynchronous interaction, it does not focus on it. The diagram functions as the memory of the latest group context, which is the union of individual contexts. However, the context notion is not explicitly treated by CO2DE.
When conflicting views arise in a diagram, most cooperative editors encourages users to reach a consensus by means of a communication mechanism, e.g., a chat. CO2DE deals with conflicts in a different way. It allows several versions of the diagram to co-exist. It organizes the versions into a tree to associate each version to its origin, its alternative versions resulting from the conflict, and its further decomposition originated from another conflict. In none of these cases, however, does the system represent contextual information; e.g., the conflict and the assumptions for a version. This information is kept within each individual context and is not stored.
During the elaboration of the diagram, several versions may co-exist. It is left to participants to solve the conflicts and express the resulting consensus in a single version. The CO2DE approach has the advantage of allowing users to represent their views in a more comprehensive format, since a single conflict usually involves several elements of the diagram. It is like discussing two or more options using the complete picture, instead of discussing each element one at a time. Another advantage is the representation of the work evolution by means of a set of step-refined versions. The approach also supports a mental comparison of two alternatives. With a simple click of the mouse the user can rapidly perceive the differences between diagrams.
The framework presented in this paper indicates a potential for improvement to CO2DE. When many versions of a diagram are present, it is desirable to have the rationale for each version stored with it, since even its creator may forget what it was. This context is not awareness information. The system should be extended to handle these explanations and allow the user to retrieve them by clicking on a specific button in the version representation. This is equivalent to the "requesting additional information" arrow from "Interpretation" to "Storage" in Figure 2 .
Conclusions
The study of context and CSCW has largely been done independently. Perhaps this has not been beneficial for groupware designers, who might profit from research in contexts. This framework may be a first step in narrowing this gap by relating the concepts of context and groupware. The model representing how the awareness mechanism can carry contextual information illustrates how the notion of context is related to other widely used terms in CSCW, such as user interfaces, automatic capture, knowledge construction and storage.
The context process model presents group work as a knowledge-processing task that has some activities that can be performed by a machine as support to the human tasks. This dataflow-type modeling is novel. The presentation of context as knowledge flowing among different processing activities is also new.
The framework and the model can be applied together to obtain some insight into certain groupware designs. By considering context as knowledge that can be applied during group work, there can be a wider perspective than just focusing on the information provided to users by awareness mechanisms. Other groupware designs would probably be suitable for analysis and improvement from this viewpoint.
