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This paper describes the design and implementation of an application of the Results Space project 
into an Android powered mobile cell phone. Results Space is an NSF-sponsored project started in 
the fall of 2008 that is part of the Interaction Design Lab at the School of Information and Library 
Science at the University of North Carolina at Chapel Hill. Results Space aims to improve the 
efficiency of searching through the web by providing a framework that focuses on organizing 
search results and providing easier collaboration amongst the users within the same search 
domain. 
The mobile version of Results Space aims to be a quick interface where a user can scan through  
subscribed projects, view updates and browse through the result sets of each project. Thus, the 
mobile version becomes mainly a tool for viewing and not manipulating data. Finally, this paper 
introduces the recently released Google cell phone platform, named Android. It describes the steps 
for developing the Results Space mobile edition as well as discussing the challenges and their 
resolution during the development process. 
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RESULTS SPACE PROJECT OVERVIEW 
 
Information seeking needs have rapidly increased ever since the explosion of the Web 2.0 
applications. The ability to produce output based on specific user input has created a new generation of 
applications on the web. At this time, there is an abundance of information available online that covers 
virtually every subject a user could possibly imagine. Search engines are the bridge between the users and 
this pool of information, and they provide an interface for enumerating and retrieving search results based 
on a given query. For that reason, search engines have spent significant resources for vastly improving their 
retrieval algorithms in order to better aid their users. There are many types of search engines and each one 
has been designed to handle search queries differently. For example, some search engines prefer higher 
recall than precision and allow the user to examine and choose which results fit better. However, 
disregarding which type of search engine is used, the process of examining, interpreting and choosing 
results can be time consuming and exhausting to the users. Thus, the concept of collaborative search helps 
users to handle the vast amount of data that can be gathered when searching and allows multiple users to 
work on one topic simultaneously (J. Sylvan Katz, Ben R. Martin 1995, Wikipedia 2008). Currently, there 
are a few tools available that support the collaborative search. Three of these tools are summarized here: 
• Zotero 
• Connotea 
• 2collab 
Zotero is a free open-source browser plug in developed exclusively for the Mozilla Firefox web 
browser and is developed by George Mason University. Since the Firefox browser is available to all 
platforms (Windows, Mac, Linux) Zotero is also inherently support and can run in any of these platforms. 
The tool allows the user to store references from within his browser window as well as manage their entire 
collection. After the user installs the Zotero plug-in, a pane is available through the browser. Through the 
pane the user can add, remove or store references while browsing. Additionally, the pane automatically 
senses resources as the user is browsing and points to additional information the user might request. The 
Zotero pane is split into three columns with each column representing a hierarchy view of the library. The 
most left column is a top level view of the whole library and collections, the middle one offers additional 
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information for the collection selected and finally the right most column offers details about the selected 
resource (Zotero 2009).  
For each reference, Zotero includes a variety of metadata such as the author, a time stamp from 
when it was saved, the location it was found and additional notes added by the user. Additionally, the tool 
provides a search box that can be used to display results as the user is typing to quickly find resources. 
While Zotero is powerful and lightweight it is only available for the Firefox browser. Given the fact that 
72% percent of users today still work with Microsoft’s Internet Explorer (W3Schools 2009), it is safe to 
assume that the application is not available for a wide range of users something that Results Space would 
like to accommodate. 
Connotea is an open source research collaboration tool developed by Nature Publishing Group. 
Connotea is a web application and offers the ability to the user to create custom libraries on the web. Since 
all the information is stored on the web users are able to access their libraries from any computer and there 
is no installation process required. Additionally, users are able to share their libraries with other users and 
can create networks for projects where other users can join. Like Zotero, Connotea offers a browser button 
which helps the user quickly add resources to his library. The user may opt to add additional notes and tags 
before saving a resource to his library. Connotea also offers the ability to manage permissions to the 
resources something that Zotero lacks. For example, a user may prefer to keep a certain resource private 
from the rest of the participants in the project worked on. Finally, Connotea supports the RIS format for 
importing and exporting libraries. The RIS format is widely popular among these kind of applications and 
with Connotea the user can jump start his progress from a previous reference manager tool (Connotea 
2009). 
2collab is another open-source tool that promotes social bookmarking and research collaboration. 
The tool is being developed by Elsevier and primarily focuses on science, technical and medical 
communities. Like the other tools, users can collect and share their resources amongst each other. One 
advantage of using 2collab is the ability to display other users’ bookmarks (snippets) for a specific 
resource. Additionally, both ScienceDirect and Scopus (popular online collections) have integrated 2collab 
within their platform which allows registered users to bookmark and export bibliographic data of research 
papers into their 2collab accounts (Wikipedia 2009a). 
Enter Results Space, a new ongoing project from University of North Carolina at Chapel Hill 
SILS department. Results Space focuses into expanding the users’ capabilities when working with search 
results that were retrieved from a search query and provides additional means for collaboration and 
organization of results within user defined domains – called projects. Projects are a collection of queries 
that fall under the same topic and each user has the ability to subscribe to multiple projects. Each query 
generates a result set. For each result set a number of results are attached, some that are relevant and some 
that are not. Users have the ability to share newly found results that fit under a project or discuss existing 
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results previously submitted by other users. This enhances the collaboration amongst users and allows for 
increased productivity when working at a specific subject. Multiple users can execute different queries 
against different search engines and report their results. 
RESULTS SPACE MOBILE 
   
Given the nature of Results Space, a mobile version was desired. Users today are always on the 
road and today’s’ mobile phones provide strong frameworks for custom applications to be built. With the 
mobile version, users will have the ability to browse their subscribed projects, view updates on a given 
project (e.g. if a new result was added or reviewed by other users), and browse project results through a 
web browser. Its primary goal is to provide “on-the-go” functionality for Results Space project while 
deferring to the full screen interfaces to Results Space for the manipulation of data. Finally, the first version 
will also provide a framework for future versions to come. 
Presently, there are a variety of mobile platforms available on the market and each was thoroughly 
examined before deciding which platform would be used. Apple’s iPhone is currently the most popular 
platform and the SDK is well documented. However, the development environment is limited only to 
Apple computers and thus it excludes a large group of potential developers who do not own an Apple 
computer. Microsoft’s Windows Mobile platform also has a large number of deployed devices. There is a 
variety of development tools for the Windows Mobile platform; however, those that are free only support 
writing code for native mobile applications which makes them more complex, and difficult to maintain 
(Heil D., 2006). On the other hand, the rest of the development options are expensive, such as Visual 
Studio which costs approximately 250$. 
The latest entry on the mobile platform is from Google with the Android OS. This seemed a good 
candidate for the mobile version of Results Space project. The following characteristics led into choosing 
the Android platform: 
 
• Open source platform, no fees or expenses to start developing 
• No platform prerequisites (can develop on a Mac or PC) 
• Well documented and supported by Google 
Given the qualities above our team has chosen this platform to build the Results Space Mobile 
version. 
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USE CASES 
 
USE CASE #1 
   
  John, Mark and Lauren are active participants in a project at their work environment. Currently, 
each one of the participants has discovered a variety of resources related to the project and has posted them 
in their Results Space application so the rest of the users can evaluate and rate them. However, Johns’ work 
requires him to travel for a meeting outside the office making it impossible for him to participate in the 
research for the project while he is away. John would like to keep track of the progress the other two 
members have done while he is out of the office, so he does not fall behind schedule. Once John reaches his 
destination he uses the Results Space Mobile version on his Android powered mobile device. Through it, 
he is able to download the latest data from the remote server and find out new results that were added to the 
project from the other two members. John has the ability to visit the new links through his mobile browser 
and read them. Finally, he is also able to see the rating the other members have given to the new entries so 
he can get an idea of how relevant or not they are to the project. 
 
USE CASE #2 
 
 Stephanie has been working on multiple projects with her colleagues for identifying information 
about upcoming products in the market her company is involved in. For each newly identified product a 
new project has been created and all resources relevant to the product are stored within the corresponding 
project. Stephanie has decided to take some time for vacation and she has been gone for two weeks. On her 
way back, she would like to inform herself with all the latest news from work and particularly find out the 
progress for all the projects. To do this, Stephanie uses her Results Space mobile application in her Android 
phone. She uses her active wireless connection and starts Results Space mobile which connects to the 
primary server and downloads all the latest data for all projects. Stephanie browses through her projects and 
for each one she looks at the new queries that were entered from the time she left for vacation and after. For 
each new query, she browses through the resources. She then uses her mobile phone browser and visits the 
resources and reads their content. By the time Stephanie makes it home to work she is already up to date 
with the progress for all projects. 
   
6 
 
HISTORY AND FEATURES OF THE ANDROID PLATFORM 
 
  The platform is fairly new to the market. Since it was unveiled in November 2007 many 
companies have showed interest in the platform. The platform was officially announced and the SDK tools 
were available in October 2008.  Currently there is only one mobile phone that runs the Android OS, the 
G1 from T-Mobile. According to the official Android website (Android 2008) the platform is based into the 
following four core features: 
 
FIGURE 1 – FOUR CORE FEATURES OF THE ANDROID PLATFORM 
 
Google has performed a great amount of preparation work for launching its platform to the 
masses. However, the competition is strong and well established giving a hard time to the Android 
platform. As of today, the market share is very low compared to the existing platforms but the future looks 
better for the platform as more and more support is coming from cell phone manufacturers. In detail: 
• Motorola has confirmed multiple hardware products (MobileWhack 2008) 
• HTC is planning on releasing Android powered cell phones (Cha 2008) 
• Sony Ericsson promises an Android handset by summer 2009 (Cha 2008) 
• Samsung has promised hardware running on Android phones (Ricker, 2008) 
Due to the nature of the existing and upcoming devices the operating system will be running, the 
Android OS has to be lightweight but should not deny any of today’s standards such as touch screen 
support, internet browsing, video playback and messaging. In detail, the operating system itself is based on 
Linux and was built to support a variety of modern operating system features. Wikipedia offers a complete 
summary of all the features the Android OS supports (Wikipedia 2009b). Further information about the 
Android platform and its history is available on the official Android website at http://www.android.com. 
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INSTALLATION OF THE ANDROID SDK 
 
 Before designing an android application the Android SDK must be installed. Follow the step-by-
step tutorial below to setup the Android SDK on your machine.  For the purposes of this tutorial the target 
machine is running Windows using the Eclipse development environment. 
STEP 1 – DOWNLOAD THE SDK PACKAGE 
 
 Visit http://developer.android.com/sdk/1.1_r1/index.html to download the latest Android SDK. 
Choose the corresponding platform you will be working on (e.g. Windows, Linux or Mac). 
STEP 2 – DOWNLOAD AND INSTALL ECLIPSE IDE 
 
  Visit http://www.eclipse.org/downloads/ and download “Eclipse IDE for Java Developers” 
Ganymede edition. If you would like to develop web applications you may choose the full Java for EE 
version of Eclipse but for Android application development it is not required. Google highly recommends 
using the Eclipse IDE for developing Android applications. 
 
STEP 3 – EXTRACTING THE SDK 
 
  Extract the SDK using your favorite ZIP extracting tool. We recommend extracting the SDK 
folder within the Eclipse folder to retain organization of your files and also keep track of version changes 
when SDK updates are released. In our case we are using WinRAR a popular free archive tool that can be 
found at http://www.rarsoft.com. 
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FIGURE 2 – EXTRACTING THE SDK USING WINRAR 
 
STEP 4 – CONFIGURING ANDROID DEVELOPMENT TOOLS (ADT) FOR ECLIPSE 
 
  Eclipse IDE must be configured in order to properly work with the Android SDK. Google 
provides the Android Development Tools (ADT) for Eclipse plug in which includes an emulator, project 
configurations and a debugger. 
 The first step is to download the ADT tools. To do this select “Help” on the Eclipse IDE top menu 
and then click “Software updates…” menu option. 
 
FIGURE 3 – INSTALLING ADT TOOLS 
  Afterwards, the location of the ADT plug-in must be entered so it can be downloaded and 
integrated within the Eclipse IDE. Follow the instructions provided at the official website for Android 
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Developers (http://developer.android.com/sdk/1.1_r1/installing.html) to setup the ADT plug-in. Figure 4 
shows how we added location of the Eclipse ADT plug-in. 
 
FIGURE 4 – ADT URL LOCATION FOR DOWNLOAD 
 
STEP 5 – CONFIGURING OF ANDROID REFERENCES FOR THE ANDROID SDK. 
 
  The final step is to update the SDK references for the Android ADT tools which can also be found 
at the official Android site for developers. Once this is completed, you will be able to create and debug 
Android applications.  In Figure 5 below you can see the three actions that need to be performed in order to 
correctly configure the Android SDK. 
 
FIGURE 5 – ANDROID REFERENCE CONFIGURATION 
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This completes the step-by-step guide for downloading, installing and configuring the Android 
SDK on your machine. You will now be able to create and debug Android applications. For 
troubleshooting and additional support for other platforms such as Linux or Mac, you may visit the official 
Android for Developers webpage can be found at http://developer.android.com/sdk/1.1_r1/installing.html. 
APPLICATION FUNDAMENTALS 
 
 Android applications are written in Java programming language. However, it is important to 
remember that they are not executed using the standard Java Virtual Machine (JVM). Instead, Google has 
created a custom VM called Dalvik which is responsible for converting and executing Java byte code. All 
custom Java classes must be converted (this is done automatically but can also be done manually) into a 
Dalvik compatible instruction set before being executed into an Android operating system. Dalvik was 
created to support the nature of lightweight mobile operating systems require because of the limited 
hardware included compared to conventional desktops or laptops. 
An Android application is complex and consists of various different files that are all tied together. 
For the purposes of this paper, reading the following resources from the official Android for developer’s 
website is strongly recommended as it will help you understand how Android applications are structured 
and work. Additionally, having strong background knowledge in the Android OS will also help you 
understand how most of Results Space Mobile is structured, how all challenges were tackled and why 
certain design decisions were made. 
• Application Fundamentals – This section provides an overview of the core components of an 
application such as activities and services. 
http://developer.android.com/guide/topics/fundamentals.html 
• Activities – The core component of every Android application. Each activity is considered to 
handle one specific task. http://developer.android.com/reference/android/app/Activity.html 
• Layouts – Layouts define the location of all views (buttons, text boxes etc.) within an activity. 
Also describes the different kinds of layouts that can be used (TableLayout, LinearLayout, 
AbsoluteLayout, RelativeLayout). http://developer.android.com/guide/topics/ui/index.html 
• Intents and Intent filters – As the name suggests with intents a developer can launch new 
activities either expecting a result back or not. 
http://developer.android.com/guide/topics/intents/intents-filters.html 
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• Android Manifest File – The core file of an Android application that includes activity definitions 
and other global attributes of the application. 
http://developer.android.com/guide/topics/manifest/manifest-intro.html 
• Resources and Assets – Items that can be used within the application such as Drawables, values, 
layouts etc. http://developer.android.com/guide/topics/resources/index.html 
In order to help you further understand the above documentation this section includes a walkthrough 
of creating a simple Android application. The walkthrough does not focus into coding but rather focuses 
into describing what Android applications consist of and how parts interact with each other.  
If you have successfully installed the ADT plug-in for Eclipse IDE you should be able to create a 
new Android project. To do this select “File” on the top menu, then select “Android Project”. You will be 
shown a screen to fill in your new project details. Fill in the information as in the figure below: 
 
FIGURE 6 – CREATING A NEW ANDROID PROJECT 
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Click “Finish” to complete the process. At this time the ADT plug-in has created a default folder structure 
that each Android application has. The structure looks like this: 
 
FIGURE 7 – ANDROID APPLICATION SKELETON 
Each folder has a different meaning. In particular: 
• Src: Includes all the source code files written in Java. In our example the ADT already 
created two files: 
o Main.java: Contains the code for our main activity which is also our starting 
activity. 
o R.java: This file contains integer pointers in hexadecimal to all resources 
(hence the name ‘R’) of the helloWorld application. Google has decided to use 
integers to identify all resources as they are the quickest to read and smallest to 
store in a mobile phone. You are not allowed to edit this class manually, this 
class updates automatically when you add a new resource. 
• Android Library: This is a pointer to the Android SDK. Without this library you are 
unable to access the Android API. 
• Assets: All external resource files that are not part of the application such as diagrams, 
documentation etc. goes in this folder. 
• Res: Short for “Resources”. This folder includes all external resources (XML files, 
images etc.) that belong to this application. 
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o Drawable: Includes all images that are part of the HelloWorld application. The 
ADT automatically adds a template icon that is shown in the emulator once you 
start the application. 
o Layout: All XML files that define layouts. Layouts can be used to describe how 
things look within an activity or a container. A container can be a dialog box, a 
list item etc. The ADT plug-in has already created a default layout for our main 
activity called main.xml. The filenames are not required to match between the 
code and the XML file. They are the same for convenience. 
o Values: XML files stored here are used to map certain static values that are used 
throughout the whole application. By default the strings.xml is created. The first 
value already imported is the app_name which stores the value of our 
application name – in this case “HelloWorld”. 
• AndroidManifest.xml: This required XML file, defines all activities and global 
attributes of the application. Remember each time you add a new activity to declare it 
into this file otherwise an exception is thrown. 
Resources in Android applications are very important and can be accessed from all Java classes. 
To access a resource through Java you can do that through the R class which as described above it is 
essentially a map of all your resources. At any point in the code you can access your resources as shown in 
the figure below: 
 
FIGURE 8 – ACCESSING RESOURCES THROUGH CODE 
As you can see from the auto complete window all your resources are available through this class. 
This is very important and brings us to the next step which is to bind our activity with a layout resource. 
Opening the file main.java brings up the code for the one and only activity that exists in our new 
application. The ADT plug-in has already imported the minimum requirements the activity needs to run. 
Each activity, once executed, fires the onCreate() event. This event can be used to handle basic operations 
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the application needs in order to start. For example, we can use this function to load user preferences or 
contact a web server before we display anything to the user. However, the first step an activity often does is 
to bind to a layout. Layouts are XML files that describe the items and their attributes that exist within the 
activity. As an option, a developer may instantiate elements at runtime but this becomes cumbersome and 
time consuming compared to XML files. To bind to a layout an activity calls the setContentView(int 
resLayoutID) function. In Snippet 1, you can see that the parameter required for this function is an integer. 
This brings us back to the R class that includes integer pointers to all of our resources. In order to point to 
our main.xml layout we just do the following: 
 
SNIPPET 1 – BINDING AN ACTIVITY WITH A LAYOUT 
 
This automatically tells the main activity to bind to the main.xml layout. The Android SDK 
comes with a good amount of predefined layouts and attributes to use. To access these instead of pointing 
to the R class, point to the android.R class instead. From there, the same procedure follows but through 
this you have access to all the predefined resources (layouts, strings, etc.) that were made by Google for the 
Android SDK. 
Views are objects that the user interacts with. Buttons, text boxes, hyper links, slider controls etc. 
are all views. Each view is part of a layout. In our main.xml we can add or remove views based on our 
needs. The ADT plug-in has already added one view which is <TextView>. Text views are used to display 
text and have no interaction with the user. View definitions within the XML file can also point to external 
resources by using the ‘@’ symbol. Figure 9 shows an example of how our text view receives its text value 
from the strings.xml file. 
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FIGURE 9 – LAYOUTS, RESOURCES AND FINAL RESULT 
 If we change the value of the resource in the strings.xml file, our text view will instantly update to 
the new value. This is an example of how Android applications come together. Furthermore, each view in 
the XML file can have an id attribute. This is useful when you are trying to access a view 
programmatically. For example, pretend we want a button to be added in our activity below our text view. 
The first step is to define the button in the XML layout as Snippet 2 shows below: 
 
SNIPPET 2 – XML DEFINITION OF A BUTTON VIEW 
  Notice that in line 17 we define the id of the button. The plus (‘+’) sign denotes that if the resource 
folder called ‘id’ does not exist it asks the compiler to create it at compile time and assign a new id to this 
view with value “btnClick”. In the definition above, our button has a text value of “Click me!” What if we 
wanted to change that title programmatically during run time? To do this, we must first instantiate a new 
Button within our code and then point to our definition in the XML. The pointer for this is the ‘id’ value. A 
useful function to retrieve views from resources is findViewById(int id). Again, the parameter is an integer 
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which leads us back to the R class that stores an integer pointer to our button. The following snippet shows 
how to retrieve the button from the layout and change its text value: 
 
SNIPPET 3 – RETRIEVING A BUTTON VIEW FROM RESOURCES AND CHANGING ITS TEXT 
 Remember, the function returns a View, every single UI element is considered a View. In order to 
access the buttons properties and methods we have to cast it into a button. Finally, it is very important to 
remember that you cannot access resources programmatically until the activity is bound to a layout. The 
above code snippet runs after the setContentView() function has been called. 
 This short tutorial, in combination with the Android documentation has presented an overview of 
the fundamentals of an Android application. Results Space uses a lot of these techniques to work and 
knowing this will help you understand how the application works. 
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RESULTS PROJECT SPACE MOBILE INTERFACE WALKTHROUGH 
 
 The following section provides a walkthrough of a user interacting with Results Spaces mobile 
interface.  
LAUNCHING RESULTS SPACE 
 
  Since Results Space is just like any other Android application the user is required to click or touch 
on the Results Space application in the main menu of the Android OS. Figure 10 shows Results Space icon 
which the user must click in order to launch Results Space. 
 
FIGURE 10 – LAUNCHING RESULTS SPACE 
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RESULTS SPACE STARTUP 
 
  Upon startup, the application will try to synchronize all the users’ data from the remote server. 
Results Space requires an active Wi-Fi internet connection. By design the application will inform the user 
if there is no active connection and will exit. The user will also be informed by a dialog if the server cannot 
be reached or the request times out. Additionally, the user will have the option to retry the synchronization 
process. 
Figure 11 shows the main activity retrieving the data from the server. 
 
FIGURE 11 – MAIN ACTIVITY, SYNCHRONIZING 
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RESULTS SPACE MAIN MENU 
 
  After synchronization is completed, the main activity will display the main menu. The main menu 
includes two options. The first allows the user to browse their projects while the second allows the user to 
update their preferences. Figure 12 displays the main menu. 
 
FIGURE 12 – MAIN ACTIVITY, MAIN MENU (SYNCHRONIZATION COMPLETED) 
To view project details the user must click select the “My Projects” node. The number in 
parenthesis indicates the amount of projects the user is subscribed into.  The user may wish to 
resynchronize data from the web server in order to receive latest updates. Clicking the “menu” button on 
the phone brings up a context menu with the “Resynchronize” button. Clicking the button restarts the main 
activity which ultimately receives the latest data from the server. 
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RESULTS SPACE MY PROJECTS 
 
Upon selecting “My Projects” from the main menu the user is brought to the “MyProjects” 
activity. Results Space will utilize Androids’ expandable lists to organize and display data to the user. An 
expandable list, offers the ability to group items based on their context and each item can include sub 
nodes. For Results Space, each project is a parent node but only includes information about that project, not 
all projects the user is currently subscribed to, and each result set is a child node on the list indicating that it 
belongs to the parent project. The user may click one of their projects to expand it and view all the results 
sets associated with the selected project. For each result set additional information is displayed such as 
which user created the result set, which search engine was used and at what time the query was entered. In 
the example shown in Figure 13, a search for “apoptosis” was conducted on Feb 3, 2009 by user mmsmatt 
on Google. 
 
FIGURE 13 – MY PROJECTS EXPANDABLE LIST ACTIVITY 
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RESULTS SPACE RESULT SET LIST 
 
Once the user clicks on a result set child node, the “ResultSetList” activity is shown. The primary 
function of this activity is to display all the results within a result set in a simple list. Results in a result set 
show the title, URL, and stars to indicate the rating of that result by the members of the project. Figure 14 
shows the results included in the ‘apoptosis’ result set shown in Figure 13. 
 
FIGURE 14 – RESULT SET LIST ACTIVITY 
Clicking on a result launches the default web browser associated with the Android phone. The 
default browser supports multiple windows which allow the user to browse multiple results from a result 
set. Figure 15 shows this functionality after clicking the ‘BioMed Central’ link shown in Figure 14. 
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FIGURE 15 – CLICKING ON A RESULT LAUNCHES THE DEFAULT ANDROID BROWSER WINDOW 
This gives the ability for to the user to skim through the web page and decide if it contains 
important information for the corresponding project.  
Based on our design, the first version of Results Space Mobile will not allow the user to update the 
ratings or snippet sections of a result. The purpose of the first version of Results Space is to give users the 
ability to view their data “on the fly” using an Android powered mobile phone. 
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UML USE CASE DIAGRAM 
 
  Based on the following UML use case diagram we can see the major operations that occur when a 
user is interacting with Results Space Mobile. Once a user executes the application, it automatically tries to 
connect to the remote server. The remote server is standing by for all synchronization requests (include 
those where the user is trying to resynchronize data). The remote server then is responsible for outputting 
the XML which includes all the necessary data and for sending it to the users’ application. From then and 
on, the user can view his projects, view result sets that belong to a project and browse a result within his 
browser. 
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RESULTS SPACE MOBILE ARCHITECTURE 
   
  As with any mobile application, the Results Space version must be lightweight and perform the 
least amount of operations possible to provide an efficient user experience. The most time consuming 
operation in the Results Space Mobile version is to retrieve all the user data from the primary server and 
parse it. Thus, from a design point of view we decided to make this the first operation that is executed when 
the application launches. Within this step, the application will build all the required data objects. After this 
step is completed all data objects can be accessed through memory and must be passed to each subsequent 
activity. 
 The following flow diagram (Figure 16) depicts the three core activities Results Space mobile 
includes, and how data flows in a linear way from left to right after it has been loaded from the Main 
activity. It is safe to assume that the user can go back to any activity but the data flows only from left to 
right.  
 
FIGURE 16 – CORE ACTIVITIES AND DATA FLOW 
 
 All activities in the Android OS run in a single thread that is responsible for updating all the UI 
elements (views) and also handles all events such as user clicks and input. Executing time consuming 
operations on the main UI thread blocks the thread from updating its elements or handling user input. This 
can be very frustrating to the user who may wish to multitask while the application is loading. This can be 
solved by spawning a new thread that performs this time consuming operation in the background. 
Typically, threads that are spawned to perform time consume operations are called worker threads.  
The data load for each user is not constant. In other words, the number of projects a user is 
subscribed to is unknown. For that reason we use a progress bar to depict how much of the data has been 
loaded into the application’s memory. After the main activity onCreate() function has been executed and 
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the layout is drawn, the worker thread is spawned to retrieve and parse the data. The worker thread will 
send messages to the main UI thread to update the progress bar. 
In Java, communication between two threads occurs through message handlers. A Handler allows 
you to send and process messages and runnable objects associated with a thread's message queue. Each 
handler instance is associated with a single thread and that thread's message queue. As our worker thread is 
parsing the data it will send a message to the queue for the handler to receive and deliver to the main UI 
thread and finally update the progress bar. Figure 17 illustrates how Results Space threads communicate 
through a handler. 
 
FIGURE 17 – WORKER THREAD ILLUSTRATION 
 
Data in Results Space comes in from the primary server in the form of XML. Parsing XML can be 
tedious but based on our design implementation the operation will only have to be performed once unless 
the user issues the re-synchronize command. A Results Space XML data set consists of project attributes 
such as the name, description, and the results set. Result sets are more complex and include additional data 
structures our application must store. An example XML file is shown below: 
26 
 
 
 
FIGURE 18 – A SAMPLE PROJECT RETRIEVED IN XML FORMAT 
 
As the worker thread is parsing the XML all nodes are translated into Java classes (data objects) 
so they can be accessed programmatically. 
As mentioned in the introduction section for Results Space, all objects must be translated from 
XML into Java data objects. Thus for each object definition we have to create the corresponding Java class.  
The following classes are defined: 
• Project – Class that includes properties such as the name of the project, description and all 
result sets associated with it. A project consists of multiple result sets depending on the query 
entered. Multiple users can subscribe into a project.  
• ResultSet – A result set encapsulates two major lists. One for results and one for queries. 
Subsequently, for each query in the result set the date the query was issued and the user who 
first issued the query are stored. Additional attributes for result sets such as, creation date or 
other notes included are stored and allowed for access. A result set is always part of a project. 
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• Result – Class that holds information for a valid result. The URL, rating and snippet of the 
result is stored within this class. Ratings are used to identify which results are more or less 
related with the project definition. The higher the rating the more accurate and more important 
the result is. A snippet is a part of a document. There are many cases where not the whole 
document is considered relevant to a project, only a part of it and snippets are there to support 
that. 
• Query – This class includes all information for queries entered by users. The attributes 
included are the site (search engine) the query was executed at, and the query string that was 
used. 
 Once the XML (Figure 18 shows an example XML) has been parsed, all data objects (projects, 
result sets, results, queries) should be available in the memory. Since data from the server might get 
updated, as users post new results or update existing ones, an option to resynchronize data is offered. The 
option performs exactly the same procedure except using the new data from the server.  
From then and on, every subsequent activity should only work with data from the memory. This 
provides a fluid and efficient framework to work with and avoids additional calls to the remote server. 
Additionally, Results Space offers an option for the user to specify where the primary server resides in case 
the server changes location or to aid load balancing. Multiple servers can be deployed at different locations 
to accommodate increased amounts of data requests and higher user counts. Additionally, in mobile 
applications it is safe to assume that the users will not be in the same location at all times, so a user may opt 
to choose the closest available server to his location in order to reduce latency during synchronization. To 
do this, the user will have to go through the Preferences activity which is discussed below. In addition, this 
reduces the amount of requests by splitting traffic amongst different locations. Support for receiving data 
simultaneously from multiple servers is not part of the first version of Results Space Mobile application 
and in this version only one server can be specified. Finally, Results Space Mobile is not able to update 
data and so there is no need to handle sending data back to the server. 
Due to the nature of the data, Results Space utilizes list activities and expandable list activities. 
Both are extensions of the default super class Activity. Their implementation allows displaying data in a 
list view and in the case of expandable lists each item can contain sub nodes. Thus, such activities are a 
good fit for Results Space mobile. 
LIST ACTIVITIES AND ADAPTERS 
   
  By default every list and expandable list activity must include a ListView or 
ExpandableListView object in their XML layout file. An exception is thrown if this view is missing. 
28 
 
Furthermore, each item on the list has its own layout. Google provides a few default layouts that can be 
used, but if developers wish to customize the view of each item in the list they would have to make their 
own layout and point to that in the adapter constructor. 
In order to display the data, the list must be bound to an adapter. There are multiple types of 
adapters with the most basic one called SimpleAdapter which is the one Results Space utilizes in most of 
its activities. However, binding to an adapter can be rather complicated and can become even more 
complicated when dealing with expandable list activities that include child nodes for each item on the list 
In particular, an adapter requires the following to work: 
• The context (class) for which it will be bound at. In most cases this is the list activity you 
are working on. 
• An array of hash maps that map data into views. 
• Every hash map that includes the data in key/value pairs. Each is child to the list above 
and corresponds to one item on the list. 
• The layout that includes the views for the data to be displayed. 
• The keys for each view to map onto. Those must match the keys in the hash maps. 
• An array of the ids of the views included in the layout that correspond to each key. 
 
Snippet 4 provides a good example of how the binding process works: 
 
SNIPPET 4 – FLOW FROM ADAPTER TO LIST ACTIVITY 
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The hash map first_item belongs to the array of hash maps called list. In our example, each hash 
map has a key called “title” which is what the adapter looks for (line 28) in order to display the value of 
that key. The adapter parses the XML layout and identifies the corresponding item that must display the 
value of the “title” key (line 30). Once this is found the list view is bound. 
The key “title” is only chosen for the purposes of this example and it can be anything the 
developer wishes or makes more sense for the application. Most Results Space activities also use a subtitle 
text for each item on the list which is mapped in the same manner except the hash maps include the subtitle 
value and the adapter is configured to support sub titles. Furthermore, to support the subtitle, the layout also 
includes a TextView with id text2 in the XML with smaller size letters.  
SimpleAdapters work well when binding to text data but they lack the ability to map data into 
different types of views. For example, what if we wanted to add an icon to the left of each item in the list? 
If the icon were to be the same for each list item this should not be difficult to implement since the XML 
layout can point to the same resource at all times. But what if we wanted the icon to be different based on 
the title of the list item? This can be accomplished by creating our own adapter that extends the 
functionality of the SimpleAdapter. The ResultSetList activity discussed below goes through the process 
of creating a custom adapter to accommodate the need of displaying the ratings of results. 
RESULTS SPACE ACTIVITIES 
 
 By definition, each activity is meant to serve one single task and for that reason all the activities 
included in Results Space handle only one task except the first activity which also handles data retrieval 
and parsing through the worker thread. The following section provides information about each activity and 
object included in the Results Space Mobile project. 
 
MAIN LIST ACTIVITY 
 
This is the starting class of Results Space. It is responsible for contacting the Results Space server 
and makes a request for a new updated XML file which will eventually be parsed. All objects are 
instantiated and stored to be globally available throughout the application. The main activity derives from 
the ListActivity super class. The user is able to select an item from the list view and proceed further. As 
mentioned previously, each list activity must be bound into an adapter containing all the items to be 
displayed. In our case, the items are bound from the data retrieved online from the Results Space XML file. 
 Furthermore, the main activity includes a framework to handle all progress updates sent from the 
worker thread. The process of retrieving data occurs when the function synchronize() is called. While the 
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worker thread is working, it sends updates to the main thread for the progress. Results Space Mobile was 
designed to handle six different codes (stages) of progress: 
 
• Code 1: The worker thread is currently connecting to the primary server. 
• Code 2: Connection to the primary server has been established; the XML file is now 
being downloaded. 
• Code 3: XML file is verified for parsing but no objects have been instantiated. 
• Code 4: Same as code 3, but projects are now being instantiated. 
• Code 5: Synchronization is now completed, worker thread is terminated and main UI 
thread must update the layout. 
• Code -1: An error has occurred; the error message is passed from the worker thread and 
displayed to the user in a dialog box. 
 
It is important to mention that dialog boxes are not activities. Instead they are views that contain 
their own layout that is drawn on top of an activity.  
Perhaps the most important functionality of the main activity is to parse the XML data after it has 
been downloaded from the server. For large XML files this procedure can become intensive and require 
some time but we do not expect this to be an issue since 
most users will not be subscribed in more than a few 
projects. Parsing XML files in Java can be done in two 
ways: using Simple API for XML (SAX) Parser or 
Document Object Model (DOM) parser. Results Space 
parses the XML using the DOM parser and so only this one 
is described in this paper.  
The DOM parser is a collection of classes that 
parse XML data. Each item in the XML file represents a 
node, with the top level node called the root node. The 
function definition BuildObjectHierarchy(Element root) in 
the main activity is responsible for parsing each node and 
creates the corresponding data object based on the node 
name.  
  First, using the DOM API, all the <project> nodes 
are selected. For each project node the function 
CreateProjectFromElement(Element projectElement) 
function is called. Each time the function is called a new 
Project class is instantiated. The function then reaches into the sub nodes of the given project and 
instantiates the rest of the data objects. All <resultset> nodes are selected and for each one of them a 
FIGURE 19 – THE MAIN ACTIVITY
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ResultSet class is instantiated. This is the main pattern of how the data is parsed. For each node there is a 
corresponding function that builds a class (object). In the end, an ArrayList of Projects has been created 
containing all the necessary data that will be passed into each subsequent activity. 
• A <project> node maps to CreateProjectFromElement(Element projectElement) 
• A <resultset> node maps to CreateResultSetFromElement(Element resultsetElement) 
• A <query> node maps to CreateQueryFromElement(Element queryElement) 
• A <result> node maps to CreateResultFromElement(Element resultElement) 
One very useful function also included in the main activity is getTextValue(Element ele, String 
tagName). It is important to understand than when the DOM parser retrieves a node, the value of the node 
is an invisible sub node called #text. Thus, for every node to retrieve its value we have to drill down one 
level and pick the first child node which holds the real value. This useful function handles this operation. 
Since the user may opt to refresh his data in order to retrieve the latest entries, the main activity 
must also support this through its user interface. To accomplish this, a context menu was used. Context 
menus are part of every activity in the Android OS and they can be used by developers to map functions to 
user actions. Context menus show up only when the user clicks the “Menu” button on their mobile device. 
Figure 13 displays the context menu of the main activity which includes only the “Resynchronize” button.  
Like most layouts in the Android OS in order to define the buttons for the context menu an XML file must 
be created that defines the items. Snippet 5 shows the XML layout for the context menu in the main 
activity: 
 
SNIPPET 5 – CONTEXT MENU XML LAYOUT 
As you can see the XML defines all the properties of the button such its title, id and icon to 
display. But how does the main activity know which context menu to display? This can be accomplished by 
overriding the function onCreateOptionsMenu(Menu menu). This is the function that gets called when the 
user clicks the “menu” button. The parameter passed is an empty menu. A developer can opt to create the 
buttons programmatically and add them to the menu at run time or he can assign an XML layout to the 
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menu. In our case, we already have an XML file so we will inflate the XML file into the menu. The 
inflate() function is used to parse the XML layout file and allow the developer to access the views of a 
layout programmatically. Finally, in order to handle click events and perform additional actions when a 
user clicks on a context menu item we must override the onOptionsItemSelected(MenuItem item) function. 
Depending on the item title we can execute different code. In our case there is only one button. Snippet 6 
shows how the main activity creates and handles context menu events. 
 
SNIPPET 6 – HANDLING CONTEXT MENUS THROUGH CODE 
  
The final part of the main activity is to display the final layout after the synchronization is 
completed. Once Code 5, “Synchronization is now completed” (see Main List Activity section), is reached 
the handler executes a runnable. A runnable is code executed by a specific thread – in our case the main UI 
thread. The runnable completeView as the name suggests completes the view for the user. It binds the list 
view with our data. The runnable is responsible for binding the list to an adapter. The main activity displays 
only two items. The projects, including the number of projects the user is subscribed, and the preferences 
item where the user is able to edit their preferences. 
PREFERENCES ACTIVITY 
 
  In almost every application, a place where user preferences are stored is needed. These preferences 
help the application work or enhance the user experience. Fortunately, the Android platform offers a 
framework to handle preferences. There is a sub class of activity called PreferenceActivity and it provides 
the means to display edit and store application preferences. These preferences are permanently saved to the 
application’s cache so even if the phone is turned off the settings persist. Preferences can be added 
programmatically or through an XML file, similar to how layouts work for activities (see section 
33 
 
“Application Fundamentals”). For standard activities the XML file defines all views (buttons, textboxes, 
edit texts etc.), however in the case of preference activities the XML defines all the preferences the user can 
edit. The Android OS reads the XML file (preferences.xml) and maps each item to the list. This is a 
convenient and fast way to create preferences for an application.  
 There are multiple types of preferences available. The most common is the <EditTextPreference> 
which is simply a string value entered by the user. Once Android parses the preferences XML file, it 
creates a list of the corresponding nodes and implements functionality to read and edit the values. 
Preferences are stored in a key/value pair and all activities have access to the preferences via the 
PreferenceManager class which includes functions for retrieving and updating preference values 
programmatically. In fact, the main activity reads the values from the preferences before executing a server 
request. Figure 20 shows how XML preferences file maps into a preference activity. 
FIGURE 20 – MAPPING XML PREFERENCES TO A PREFERENCE ACTIVITY 
  Other types of preferences include <CheckboxPreference> for items that can be only enabled or 
disabled or <ListPreference> which allows the user to select a value from a predefined list.  Finally, other 
applications outside the context of the running application do not have access to the preferences. 
MYPROJECTS EXPANDABLE LIST ACTIVITY 
 
 Since each project in Results Space consists of multiple results sets a good way to display the data 
is by using an Expandable List Activity. This works just like a list activity except the adapter supports 
child nodes for each list item. For Results Space, each project is mapped as a parent node and each result 
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set belonging to that project is mapped as a child node.  The activity itself serves no other function except 
displaying the projects to the user. 
 In order for this activity to display the projects, it must retrieve them from the Main activity. To 
accomplish this all data objects must become parcels so they can be passed in between activities. The 
section “Parcelable Objects” describes why custom data objects must become parcels in order to travel 
through activities. 
.  
FIGURE 21 – MY PROJECTS ACTIVITY 
Figure 21 above shows an example of a user that has subscribed into two projects. The first one is 
“Vidarch” and the second one “INLS760”. Each project item 
can be expanded to display the list of all result sets and their 
details. Clicking on a result set opens the “ResultSetList” 
activity which is discussed below. 
RESULTSET LIST ACTIVITY 
 
 The last activity of the Results Space project is the 
ResultSet list activity. This activity is responsible for 
displaying all results within the requested result set. For this 
activity a custom adapter had to be coded in order to be able to 
display the ratings attached to each result (see section List 
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Activities and Adapters on how adapters work with list activities). 
 In order to display the rating for each result a custom layout XML file had to be created to include 
the RatingBar view for each item on the list. If the rating was the same for each result there would not be a 
need to create a custom adapter since the value is fixed and can be set within the XML layout file. 
However, that is not the case here; since each result can have a different rating we must override the 
functionality of the super class adapter and adjust the value of the rating bar for each result. 
 To accomplish this, Results Space includes a SimpleRatingListAdapter which extends the 
functionality of the simply adapter and adjusts the rating bar based on the rating value in a result. Snippet 2 
shows the adapter that is used to bind in the list view. The 
function getView() gets called each time a new item is bound to the list. This is the function that we must 
override in order to customize it for Results Space.  
FIGURE 22 – RESULT SET LIST ACTIVITY
A ViewGroup, as the name suggests, is a group of different kinds of views. From the “Main List 
Activity” section we’ve seen that accessing an XML view programmatically requires to inflate() the menu. 
Once the layout is inflated, we can then assign the values to each view for each item. Because we are 
overriding the adapter class we also add all mappings for titles and subtitles besides the rating for each 
result. Snippet 7, shows how the function getView(int position, View convertView, ViewGroup parent) is 
defined in our custom SimpleRatingListAdapter. 
 
 
SNIPPET 7 – SIMPLE RATING LIST ADAPTER GETVIEW OVERRIDE FOR RATING SUPPORT 
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SNIPPET 8 – THE LAYOUT OF EACH LIST ITEM IN RESULTSETLIST ACTIVITY 
In Snippet 8 above, you can see the layout that is attached to each list item. Notice the 
<RatingBar> element that is attached to the rating of each result in the result set. 
Using this custom adapter this activity accomplishes its intended functionality and helps the users 
identify which results are highly rated and recommended and which ones should be excluded from the 
project. 
PARCELABLE OBJECTS 
 
  As per the above design and implementation of Results Space a variety of custom classes 
(Projects, Results, ResultSets etc.) are created. These custom classes must travel through each activity so 
each activity can perform its intended function. For example, we must pass through all the projects 
retrieved from the main activity to the MyProjects activity in order to display them. The Android platform 
already supports transferring data from one activity to the other through the use of bundles. Bundles 
support most of the basic Java data structures. Each data is stored in a key/value manner. For example, 
assume you would like to pass a value of a person’s name from one activity to another. The following code 
snippet shows this: 
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SNIPPET 9 – ADDING A STRING EXTRA TO A BUNDLE 
The bundle then is bound to an Intent (see “Application Fundamentals”) which is responsible for launching 
activities. The receiving activity would receive the bundle and look for the “name” key in order to retrieve 
its value and perform some action with it. 
 Google decided to avoid standard Java maps because they do not inherit type safety. Bundles on 
the other hand are type-safe containers of data. Only primitive data types are allowed such as strings, 
integers and booleans. But how can someone transfer a custom class (e.g. Project, ResultSet or query) 
through an activity if it is not supported by a bundle? The answer lies within parcelable objects. A parcel is 
a container of a message that can contain either flattened or non-flattened data. It means that the class has 
been converted into bytes in order to be transferred and then back to an object so it can be used from the 
receiving activity. It is important to mention that even if parcelable objects seem similar to serializable 
objects the process is not. Wikipedia offers a comprehensive description of what serialization is. 
Parcelable objects were only created by Google for the Android platform to support high-performance Inter 
Process Communication (IPC) and are much faster to use in Android applications rather than serialization. 
In short, parcelable objects were created to support the lightweight nature of the Android OS and 
applications.  
Every custom object that is defined in Results Space must implement the Parcelable interface in 
order to be transferred from one activity to another. If they were not, then each activity in Results Space 
would have to make a new remote call to the server to retrieve and parse the data again in order instantiate 
the data object list. In other words, each activity would have to act as the main activity. This was not the 
intended design for Results Space Mobile which requires data to be parsed only once, at the beginning of 
the application. 
When a class implements the parcelable interface it must also implement the static Creator<T> 
class that is responsible for creating a parcel. Additionally, two important functions must be overridden. 
The first is writeToParcel(Parcel dest, int flags). As the name suggests, this function is called when the 
class needs to be written into a parcel including all the variable values and methods. Google provides a 
variety of methods for writing Java data structures into a parcel such as writeByte(byte), 
writeDouble(double), writeString(string) and so on. For example, in the Project class a variable named 
_projectName can be found which a CharSequence type is. Thus, for this variable we use the 
writeString(string) function to write it into a parcel. 
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 After the parcel has been written and included in a bundle the receiving activity must read the 
parcel and create an instance of the object so it can be used. The function readFromParcel(Parcel in) is 
responsible for reading a parcel. It is important to mention that the order of writing into a parcel must 
match the order when reading from a parcel. 
 Through the help of parcelable objects, Results Space builds the object list only once and then 
passes that list through each subsequent activity avoiding further remote calls into the primary server. 
CONCLUSION 
   
The Android OS is a good fit for developing the mobile version of Results Space as it is able to 
address the challenges that are presented by our design goals. The application follows the lightweight 
nature that all mobile applications should have and provides a handy interface when users want take a quick 
view of their projects when they are on the go. 
Additionally, the framework which Results Space Mobile is built is easily extensible and new 
features can be easily added. The following features can be great enhancements for a future version of 
Results Space Mobile: 
• Ability to rate results after reviewing them. 
• Notifications when a result has been added or edited in a given project. Through Android 
OS this can utilize all features of the phone such as the vibration service. 
• Ability to comment on a result. This should further enhance user collaboration. 
• Ability to subscribe or unsubscribe to a project. 
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APPENDIX 
 
To download the Results Space mobile code please visit the official Results Space website located at 
http://ils.unc.edu/resultsspace/. 
