The accurate detection of clouds in satellite imagery is important in research and operational applications. Cloud cover influences the distribution of solar radiation reaching the ground where it is absorbed. Resulting fluxes of sensible and latent heat are critical to the accurate characterization of boundary layer behavior and mesoscale circulations that often lead to convective development. Therefore the spatial and temporal variation in cloud cover can greatly affect regional and localized weather processes. In this paper, techniques to detect cloud via satellite images is presented.
Introduction
Clouds are a commonly encountered phenomena that are difficult to simulate because they are complex in shape and interact with light in a complex fashion. In addition, failures in simulation are easy to detect, as everyone knows what clouds look like. They are also an important phenomena in weather, and therefore important for meteorological nowcasting, forecasting and understanding. There is a wealth of information available from the visible clouds and satellite remote sensing makes galleons of bytes data available [11] . Satellite imagery already became a common tool for both meteorologists and scientists. [6] . Clouds can be classified as: 
Problems regarding Cloud Detection
Physically, we are able to discriminate between the clear and cloudy sky conditions. Such a procedure is very consolidated and robust, especially when the type of clouds present in the atmosphere matches the clouds that were simulated in the radiative models. Physical methodologies suffer from three main drawbacks: The variability of clouds in the sky is much larger than that resulting from simulations by radiative transfer models; The dependence of radiance on the emissivity of the surface, which is very difficult to estimate accurately over land; The increase of the number of spectral channels of sensors, that makes more difficult the choice of suitable bands for the decision rules. [2] The identification of clouds in visible satellite images is relatively straight forward for a trained scientist during the day, but this process is substantially more difficult at night when only thermal channels are available. [5] . The automatically detection of clouds in GOES satellite imagery is not a simple task. Poor spatial resolution, changing solar incidence and instrument viewing angles, limited spectral channels, instrument noise and varying surface properties often limit the success of traditional cloud detection schemes. [5] Polar nocturnal clouds are often warmer or at the same temperature as the background snow surface, complicating cloud detection. Also, there clouds tend to be thin, with lower emittances than clouds occurring during the summer. [7] . Sun glitter may interfere with cloud detection in the tropics due to spatially unresolved water bodies or recent rainfall. Over volcanic areas clouds and volcanic ash may appear similar in the visible wavelength. Over the desert, clouds and dust may appear similar. Over forests, clouds and fire may appear similar,. Terrain shadows may also interfere with cloud detection in the tropics. [8] 
Proposed Technique for Cloud Detection
Clouds detection methods can be divided into several classes. The simplest is the so-called "radiance" threshold method where all pixels over a fixed value of illumination are considered to be cloud. [11] .Clouds and radiation products can be found on the web page, http://wwwpm.larc.nasa.gov. [7] . As well as, INSAT satellite images also available in many web-pages. For cloud detection, image processing toolbox of MATLAB is used.
The basic data structure in MATLAB is the array of an ordered set of real or complex elements. This object is naturally suited to the representation of images, real-valued, ordered sets of color or intensity data. MATLAB stores most images as two-dimensional arrays, in which each element of the matrix corresponds to a single pixel in the displayed image. For example, an image composed of 200 rows and 300 columns of different colored dots would be stored in MATLAB as a 200-by-300 matrix. Some images, such as RGB, require a three-dimensional array, where the first plane in the third dimension represents the red pixel intensities, the second plane represents the red and green pixel intensities, and the third plane represents the blue pixel intensities.
This convention makes working with images in MATLAB similar to working with any other type of matrix data, and renders the full power of MATLAB available for image processing applications.
To read and display the images 'imread' and 'imshow' command are used. Image is displayed as shown in Fig 1. 
Imshow(I);
uint8 and uint16 data can be converted to double precision using the MATLAB function, double. However, converting between storage classes changes the way MATLAB and the toolbox interpret the image data. If it is desired to interpret the resulting array properly as image data, the original data should be rescaled or offset to suit the conversion. For easier conversion of storage classes, use one of these toolbox functions: im2double, im2uint8, and im2uint16. These functions automatically handle the rescaling and offsetting of the original data. For example, the following command converts a double precision RGB (Red Green Blue) image with data in the range [0,1] to a uint8 RGB image with data in the range [0,255].
RGB2 = im2uint8(RGB1);
To convert any image of any colour to gray picture 'rgb2gray' command is used: I1 = rgb2gray(I); 
Histogram Equalization
As can be seen, image i.e., although pixels can be in the intensity range of 0-255 they are distributed in a narrow range. To see the distribution of intensities in image in its current state, a histogram can be created.
We can also get the histogram of image by the command 'imhist'l. And, then we can improve the intensity value over the full image by 'histeq' command. As well as, we can also crop the image by 'imcrop'. Also, we can add two images, Z = imadd(x,y);
imadd adds the value of each pixel in one of the input images with the corresponding pixel in the other input image and returns the sum in the corresponding pixel of the output image. Image addition has many uses in image processing. One can also use addition to brighten an image by adding a constant value to each pixel. For example, the following code brightens image4.JPG. To improve the brightness of the image, we can also add a constant in an image. I = imread('image4.JPG'); Z1= imadd(x,120);
Image Resizing
To change the size of an image, use the imresize function. imresize accepts two primary arguments viz., (i) The image to be resized and (ii) The magnification factor. The command below decreases the size of the image by 0.5 times. F = imread('image5.JPG'); J = imresize(F,0.5); Using imresize, one can also specify the actual size of the output image. The command below creates an output image of size 100-by-150.
Y = imresize(X,[100 150])

Image Rotation
To rotate an image, the imrotate function can be used. imrotate accepts two primary arguments viz., (i) The image to be rotated and (ii) The rotation angle. The rotation angle should be specified in degrees. For a positive value, imrotate rotates the image counterclockwise; and for a negative value, imrotate rotates the image clockwise. For example, these commands rotate an image 35 degrees counterclockwise (Fig. 8) . 
Conclusion
Satellite imagery is very important field specially for cloud detection and weather forecasting. With the help of image processing we can enhance the satellite images and make easy the analysis of satellite images. 
