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Do Androids dream of electric sheep? – Phillip K. Dick

Resumo
As plataformas de distribuição digital associadas aos dispositivos móveis atuais são
mercados de aplicações. A sua natureza direta, de contacto próximo com o utilizador
final, tem um impacto profundo nos modelos de negócio usados para rentabilizar os
produtos/serviços disponibilizados nesses mercados. Um exemplo é o Google Play, asso-
ciado à plataforma móvel Android.
Este projeto consistiu no desenvolvimento da aplicação EatOut, uma aplicação móvel
georreferenciada para a plataforma Android, que se encontra disponı́vel no mercado apli-
cacional Google Play.
O objetivo do EatOut é ser um guia de restauração, abrangendo diversas cidades mun-
diais. Funciona como um diretório de pontos de interesse, disponibilizados ao utilizador
tendo em conta a sua localização geográfica, ou ordenados segundo um número de outros
critérios à sua disposição.
O EatOut encontra-se de momento na versão 1.0.3, após três rondas de melhoramen-
tos, tendo sido originalmente lançado em Fevereiro de 2013.
Palavras-chave: Java, Android, Aplicações Móveis, Georreferência
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Abstract
Digital distribution platforms connected to today’s mobile devices are application
markets. Their direct nature have a deep impact in the business models used to mone-
tise the applications sold in such markets. One such market is Google Play, which is part
of the Android mobile platform.
This report details the efforts of developing the EatOut application, a georeferenced
mobile application for Android, that has been published in the Google Play Market.
EatOut brings a restaurant guide to users, with the goal of supporting multiple cities
around the world. It functions as a point-of-interest directory, provided to the user by
taking in account his or hers current geographical position, as well as a number of other
criteria that can be used to order a list of results.
EatOut is currently in version 1.0.3, after three rounds of fixes and improvements,
having been originally launched on February 2013.
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O Mestrado em Informática da Faculdade de Ciências da Universidade de Lisboa con-
templa que os alunos, no seu 2o ano no Mestrado, realizem um projeto supervisionado
numa instituição externa (e.g. empresa). O desenvolvimento de um projeto com carácter
profissional num ambiente empresarial é, a meu ver, valorizador para a integração na vida
profissional futura.
A log, empresa onde se insere o projeto, disponibilizou uma vaga para participar num
projeto interno – o EatOut. O EatOut surgiu como uma app nas plataformas iOS e, poste-
riormente, também Windows 8, disponı́vel nos respetivos mercados aplicacionais. Numa
tentativa de expandir a abrangência e a audiência da aplicação, a log tem vindo a planear
a adaptação da aplicação a mais plataformas e mercados.
Os mercados de aplicações móveis são um fenómeno relativamente recente. Empresas
como a log estabelecem posição neste mercado, com modelos de negócio inovadores. Por
considerar particularmente interessante o potencial de evolução das tecnologias móveis,
foi com interesse e motivação que agarrei esta oportunidade.
1.2 Contribuições
O meu trabalho consistiu em adaptar e desenvolver o EatOut para a plataforma Android.
Isto inclui todo o desenvolvimento do lado do cliente Android, que trata das componentes
de interação com o utilizador, e da comunicação com a API EatOut. Após o lançamento
da aplicação, o meu trabalho passou por dar suporte continuado a esta, incluindo o desen-
volvimento de novas funcionalidades e correções/melhoramentos. Passou também pelo
acompanhamento das métricas de utilização, reportadas pela aplicação, na sua utilização
real.
Por ser uma aplicação virada totalmente para o utilizador comum, existe uma grande
preocupação nos aspetos de experiência de utilização, ou User eXperience (UX). Coube-
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me investigar as boas práticas de interação em interfaces gráficas tácteis, e implementar
de acordo. Adicionalmente, deu-se ênfase, durante o processo de desenvolvimento, à
utilização de métricas de avaliação de usabilidade – de forma a guiar o desenvolvimento.
1.3 Estrutura do documento
Este documento está organizado da seguinte forma:
• Capı́tulo 2 – Descreve o ambiente empresarial, o projeto, objetivos e solução. Aborda
metodologias e ferramentas e o processo de desenvolvimento. Engloba planificação
e a evolução do projeto, com perspetivas para o futuro.
• Capı́tulo 3 – Descreve a plataforma de desenvolvimento e as componentes da aplicação.
Foca a adaptação da aplicação iOS e a API que fornece o backend. É abordada a
importância da utilização e captura de dados analı́ticos e termina com as estratégias
de localização e compatibilidade utilizadas.
• Capı́tulo 4 - Conclui este documento, abordando as dificuldades encontradas du-
rante o projeto, uma análise crı́tica do seu propósito e resultados, e possı́veis cami-
nhos a seguir no futuro.
Capı́tulo 2
O Projeto
Neste capı́tulo discutem-se os objetivos do desenvolvimento do projeto EatOut. Aborda-
se a empresa onde se insere o trabalho, o seu posicionamento no mercado, a sua visão
do negócio. De seguida analisam-se as metodologias de desenvolvimento empregadas
ao longo do projeto, englobando as ferramentas usadas para o planeamento e gestão do
mesmo. É também referido o software relevante, que foi utilizado durante as etapas de
desenvolvimento. Para terminar este capı́tulo descreve-se a equipa de desenvolvimento e
revisita-se o planeamento original do projeto, refletindo-se sobre o trabalho realizado e o
cumprimento do plano original.
2.1 Sobre a log
A log é uma empresa de Engenharia de Software focada no desenvolvimento de aplicações
Web e Mobile, com enfoque na Usabilidade e Experiência do Utilizador (figura 2.1).
A sua motivação consiste em implementar estratégias, serviços e soluções que vão
desde a análise, conceção, desenvolvimento até à integração e implementação de soluções
tecnológicas de ponta.
Os projetos log são geridos segundo a metodologia Scrum, uma framework para de-
senvolvimento de software, que permite o rigor e precisão, mas também a agilidade e
eficiência.
2.2 EatOut Lisboa
O âmbito original do projeto inseriu-se no espectro de uma iniciativa interna da log –
o EatOut Lisboa. Esta secção descreve o contexto do EatOut, abordando o trabalho já
desenvolvido ao longo do projeto EatOut Lisboa, originalmente lançado para iOS em
Janeiro de 2012.
3
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Figura 2.1: Posicionamento da log
2.2.1 Objetivo
Criar o Melhor Guia de Restaurantes de Lisboa para dispositivos móveis com conteúdos
georreferenciados, e em que os utilizadores tivessem sempre à mão informação útil e
atualizada.
Recentemente, a log disponibilizou a aplicação para dispositivos Android, onde o meu
trabalho se insere, e Windows 8 (recentemente lançado), bem como suporte continuado à
versão iOS.
2.2.2 Solução
O EatOut Lisboa é uma aplicação originalmente desenvolvida para iOS. A aplicação Ea-
tOut para iOS (figura 2.2) apresenta as seguintes caracterı́sticas:





5. Informação detalhada sobre cada um dos restaurantes;
6. Bilingue (Português e Inglês);
7. Favoritos;
8. Partilha em redes sociais.
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Figura 2.2: EatOut para iOS
O EatOut tem encontrado sucesso, tendo atingido o 1o lugar no top das aplicações da
App Store, ultrapassado já os cerca de 24 000 downloads e tendo mais de 180 ratings de
utilizadores com uma média de 4,5 estrelas.
O projeto aqui descrito segue as mesmas linhas e incorpora a mesma visão dos obje-
tivos.
2.3 Metodologia Scrum
O desenvolvimento de software é um processo de engenharia que necessita de procedi-
mentos bem definidos – um processo a seguir. Este processo deve tornar possı́vel o con-
trolo do projeto, de forma a garantir a qualidade do produto final. É uma tendência atual
nas organizações – e uma das fundações da log – a adoção de metodologias denominadas
ágeis [10].
O projeto EatOut Android segue a metodologia ágil Scrum [17], que emprega um pro-
cesso de desenvolvimento iterativo e incremental. Esta abordagem tem como principais
vantagens diminuir o impacto da falta de previsibilidade e controlar o risco da mudança
ao longo do projeto, ao colocar o desenvolvimento em contacto mais próximo com as
necessidades do negócio e do utilizador final. Com o Scrum os projetos progridem via
uma série de ciclos completos de desenvolvimento chamados Sprints. No presente projeto
cada Sprint teve a duração de 10 dias, divididos genericamente da seguinte forma:
• 9 dias úteis de desenvolvimento;
• 1 dia útil em task planning.
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Uma equipa de desenvolvimento é normalmente composta por 2 a 9 elementos e não
inclui nenhum dos tradicionais papéis rı́gidos da engenharia de software tais como pro-
gramadores, analistas, designers, testers, entre outros. Ao invés, toda a equipa trabalha
em conjunto de acordo com as suas competências, de forma a completar o conjunto de
tarefas que se comprometem a terminar no Sprint respetivo.
No Scrum os projetos têm um Product Owner que é o principal stakeholder do projeto
e representa os utilizadores e os clientes. Normalmente é alguém relacionado com a
gestão do produto ou o marketing.
O Scrum Master é o responsável por garantir que a equipa está sincronizada e é o mais
produtiva possı́vel, tendo por funções principais ajudar a equipa no processo e resolver
interdependências, protegendo a equipa de interrupções durante um Sprint e planeando os
próximos Sprints. Numa visão clássica de gestão de projeto, o Scrum Master poder-se-ia
assemelhar à figura de gestor de projeto.
Os projetos Scrum têm um Product Backlog, que é uma lista que contém a prioridade
das funcionalidades pretendidas ou alterações às existentes.
No inı́cio de cada Sprint, dá-se a Sprint planning meeting na qual o Product Owner
estabelece a prioridade do Product Backlog e a equipa seleciona a parte do trabalho que
consegue executar durante o próximo Sprint, havendo um compromisso efetivo da equipa.
É então criado o Sprint Backlog com a lista de tarefas que é necessário executar para
cumprir o compromisso assumido para o Sprint.
Uma vez iniciado o Sprint o Sprint Backlog não deverá sofrer qualquer alteração.
Pedidos novos devem ser introduzidos no Product Backlog e priorizados, e posterior-
mente colocados noutro Sprint Backlog de acordo com a sua prioridade.
Todos os dias realiza-se uma pequena reunião de status chamada de daily scrum em
que todos os membros da equipa são chamados a participar.
No final de cada Sprint a equipa demonstra as funcionalidades desenvolvidas numa
reunião informal chamada review meeting. A preparação desta reunião não deve ser em
si uma tarefa, mas algo muito ágil e flexı́vel.
O Scrum é acima de tudo um método para gerir e implementar projetos de desenvol-
vimento de software mas necessita de ser suportado pelas ferramentas de trabalho das
organizações, nomeadamente uma boa bancada de desenvolvimento (com áreas de deve-
lopment, staging e production) e boas práticas de desenho de soluções e testes.
O Scrum ajuda a minimizar o risco, e permite que o projeto se adapte às mudanças
de requisitos e prioridades, de forma muito ágil. Permite ainda um constante alinhamento
com as expectativas do cliente e a entrega funcional de partes da aplicação em perı́odos
de tempo muito curtos.
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2.4 Ferramenta de gestão Redmine
Para apoiar o controlo do projeto foi utilizada uma aplicação Web – Redmine [13]. O
Redmine permite o controlo do projeto e o reporting, nomeadamente:
• Manter uma lista priorizada das funcionalidades e requisitos através do separador
Issues (Product Backlog);
• Manter uma lista de Sprints e para cada Sprint a lista de funcionalidades e requisitos
(Sprint Backlog);
• Report de horas de desenvolvimento por membro da equipa, por funcionalidade,
por Sprint, etc.;
• Representação do projeto por um Gantt;
• Wiki para documentação do projeto;
• Partilha de ficheiros;
• Sistema de journal para registo das atividades do projeto e reuniões.
Redmine é a ferramenta principal do Scrum Master em qualquer projeto, dando uma
visão geral do seu estado. Inclui a capacidade de aferir em tempo real as tarefas comple-
tadas, em progresso e a fazer. É também uma ferramenta da equipa de desenvolvimento,
que permite a partilha de informação e de ficheiros associados a tarefas.
2.5 Desenvolvimento
O esforço de desenvolvimento de software tem associado um ambiente, empresarial e
tecnológico, que será descrito de seguida.
2.5.1 Equipa de desenvolvimento
A equipa de desenvolvimento deste projeto segue os moldes do Scrum – sendo constituı́da
por um Product Owner, Scrum Master e equipa de desenvolvimento (programadores e
designers). Eu, como único programador a tempo inteiro da equipa, fui responsável por
toda a implementação da aplicação descrita aqui – sob supervisão do meu orientador
técnico Luı́s Rodrigues. O design da aplicação, incluindo a navegação e os recursos
gráficos, foram desenvolvidos pela designer da equipa de UX da log, Rita Severo.
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Figura 2.3: Visão geral do projeto no Redmine
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2.5.2 Ferramentas de desenvolvimento
O desenvolvimento de aplicações Android necessita da configuração de um ambiente que
integre com o Software Development Kit (SDK) da plataforma [14], disponibilizado pela
Google. Desenvolvimentos que têm como alvo o SDK Android são feitos tipicamente
com a linguagem de programação Java, requerendo por isso o Java Development Kit
(JDK) instalado no ambiente. Este projeto foi desenvolvido tendo o Oracle JDK 6 como
alvo de compilação.
Qualquer projeto de desenvolvimento em equipa necessita de um sistema de controlo
de versões. O sistema Git [4], associado ao serviço Gitorious, serviu de repositório para
o projeto. O Git é um sistema distribuı́do de controlo de versões, que implementa uma
arquitetura descentralizada, onde cada programador alberga uma cópia local dos repo-
sitórios. Estes sistemas possibilitam a cooperação entre programadores a trabalhar na
mesma base de código fonte. Contêm a lógica necessária para detetar conflitos, e gerem
diferentes versões do software a ser desenvolvido. Facilitam também que programadores
fora da equipa núcleo participem esporadicamente no projeto, com bugfixes e testes, e
auxiliem na implementação de novas funcionalidades.
De forma a facilitar várias tarefas associadas ao desenvolvimento aplicacional foram
utilizados Integrated Development Environment (IDE), que integram com o SDK An-
droid. Inicialmente, e durante a maior parte do projeto, utilizou-se o Eclipse, um IDE
open source, com a capacidade de integração com o SDK Android através do plugin An-
droid Development Tools (ADT). Este ambiente revelou algumas lacunas, principalmente
na configuração e gestão de dependências, o que dificultou a colaboração entre programa-
dores e a gestão/manutenção do projeto. Algum tempo após o lançamento da aplicação,
com o código estável e na tentativa de melhorar o processo de desenvolvimento, alterou-se
o ambiente de desenvolvimento, introduzindo-se o gestor de builds Maven e substituindo
o Eclipse pelo IntelliJ IDEA. A versão community (software livre) do IntelliJ traz su-
porte para Android e Maven embutido e provou ser um ambiente estável e poderoso de
desenvolvimento.
O Maven resolveu muitos dos problemas anteriores de configuração e gestão de de-
pendências ao proporcionar um sistema de build com especificação de dependências que
podem residir num repositório externo. Concretamente, o projeto faz uso de um repo-
sitório central do Maven, onde a maioria das dependências são descarregadas automatica-
mente para um repositório local. Um ficheiro eXtensible Markup Language (XML) é uti-
lizado para definir repositórios, dependências, perfis de build, entre outras especificações
– baseado no conceito de Project Object Model (POM).
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2.6 Planificação
Na planificação deste projeto definiu-se uma série de tarefas e de itens pertencentes ao
backlog que fariam parte da publicação e disponibilização futura do produto. Desde
Fevereiro de 2013 que o EatOut se encontra disponı́vel para download no mercado de
aplicações Android (Google Play), com todas as funcionalidades contempladas na planificação
– sendo estas:
1. Splash Screen.
2. Listagem georreferenciada de Restaurantes.
3. Filtros/pesquisa de Restaurantes.
4. Ecrã de Restaurante.
5. Mapa de Restaurantes.
6. Publicidade embutida.
7. Estatı́sticas (Google Analytics) incorporadas.
8. Restaurantes favoritos – incluindo listagem e mapa.
9. Vouchers de ofertas/descontos.
10. Conta de utilizador, associada a um email e/ou a uma conta Facebook.
11. Ecrã de definições, permitindo edição de conta e customizações.
A tabela 2.1 é um sumário de cada Sprint de desenvolvimento até ao lançamento da
aplicação. Para cada Sprint, indicam-se as tarefas que me foram atribuı́das.
2.7 Evolução do EatOut Lisboa
No decorrer do projeto e após o lançamento inicial, o âmbito do EatOut como um guia de
restaurantes em Lisboa evolui para uma abrangência internacional. Durante a escrita deste
relatório, está em preparação o lançamento do EatOut em Toronto, Canadá, e num futuro
próximo também no Rio de Janeiro, Brasil. Esta expansão acarreta o desenvolvimento
de novas funcionalidades em todas as componentes do EatOut, incluindo a aplicação An-
droid. Para além disto, e no seguimento de um relatório elaborado pela equipa de UX da
log (mais detalhes no capı́tulo 3) delineou-se um plano de melhorias e desenvolvimentos
em áreas crı́ticas do ponto de vista da qualidade de utilização. Resumidamente, os planos
atuais incluem:
Capı́tulo 2. O Projeto 11
• Lançamento da versão 1.1 da aplicação, com várias melhorias derivadas do relatório
de Usabilidade trabalhado pela equipa de UX.
• Filtro de área, permitindo ao utilizador selecionar o bairro/cidade/paı́s no qual quer
encontrar restaurantes.
• Deteção automática da localização do utilizador e personalização da aplicação con-
soante esta.
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Sprints & Tarefas
Sprint 0
Instalação do ambiente de desenvolvimento
Modelo de dados
Classe base para ligação à API
Pedidos de pesquisa
Autenticação com nome de utilizador e password
Autenticação com auth key
Registo de novo utilizador com username e password
Pedir recuperação de senha
Obter e guardar internamente a árvore de tipos de POI
Sprint 1
Visualização de resultados de pesquisa de POIs (lista)
Visualização de resultados de pesquisa (em mapa)
Autenticação via Facebook (OAuth)
Bibliotecas de compatibilidade
Adicionar e retirar Favoritos
Modelo de dados dos vouchers e pedido de vouchers da API
Modelo de Utilizador
Sprint 2
Integração do Ecrã de Detalhe de Restaurante
Integração das funcionalidades de Favoritos
Integração do Ecrã de Listagem de Restaurantes
Sprint 3
Integração dos favoritos na navegação
Integração dos vouchers nas listas de restaurantes
Integração dos vouchers no ecrã de POI
Integrar Favoritos na navegação
Pedido de Voucher
Listagem de Vouchers pedidos e expirados
Ecrã de Voucher
Sprint 4








Adicionar Restaurante aos contactos
Integrar design Autenticação
Formulários de Feedback
Ecrã de edição de conta
Action Bar e menu de overflow
Integrar design das InfoWindows do mapa
Correção de bugs
Sprint 6
Botão para recuperar password
Correção de bugs
Preparação para lançamento
Tabela 2.1: Sprints e tarefas associadas
Capı́tulo 3
Desenvolvimento Android
Este capı́tulo aborda o trabalho desenvolvido ao longo do projeto. Começa por descrever
a plataforma Android, onde assentaram os desenvolvimentos. Desta base parte-se para
as condições técnicas de onde o projeto partiu, como também as considerações acerca
da adaptação do EatOut iOS. Analisam-se as diferenças e semelhanças das duas versões,
fundamentando-se as decisões que levaram às diferentes abordagens de adaptação. É
descrita a análise à usabilidade efetuada perto do lançamento inicial da aplicação. No
fim do capı́tulo descrevem-se a estratégias aplicadas para obter a localização geográfica
do utilizador e também garantir a compatibilidade com um grande número de versões do
Android.
3.1 A plataforma
Android é uma pilha de software open-source criada para dispositivos móveis e outros [1].
O Projeto Open-Source Android, liderado pela Google, é responsável pela manutenção e
desenvolvimento do sistema operativo Android. No seu núcleo, a plataforma corre uma
versão modificada do Linux, incluindo bibliotecas e API desenvolvidas em C (ver figura
3.1) [11].
A pilha do sistema Android assenta no kernel Linux e numa série de drivers próprios
do dispositivo em que estiver instalado (incluindo drivers bluetooth, USB, WiFi, ...). So-
bre esta camada são incluı́das várias bibliotecas nativas que definem as ferramentas e
o ambiente disponı́vel para as aplicações desenvolvidas para a plataforma. De destacar
o Surface Manager – um sistema que gere o desenho de componentes gráficas no ecrã,
especificamente desenvolvido para Android; e o SQLite, um motor de base de dados
caracterizado pela sua ‘leveza’, utilizado pelas aplicações para armazenamento local de
dados. Para mediar e permitir acesso a estas bibliotecas, é disponibilizada uma camada
de serviços e API, englobando várias áreas incluindo comunicações de rede, multimédia,
Graphical User Interface (GUI), gestão de energia e acesso a armazenamento. Esta ca-
mada funciona também como um mecanismo de segurança sobre as bibliotecas núcleo
13
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Figura 3.1: Arquitetura Android
que são acedidas a partir destas API [2].
Aplicações Android correm tipicamente sobre a máquina virtual Dalvik, que executa
código dex (Dalvik Executable), traduzido a partir de bytecode Java. A linguagem Java é
por isso a mais comummente utilizada para desenvolvimento aplicacional na plataforma.
O código desenvolvido neste projeto foi exclusivamente escrito na linguagem Java.
3.2 Componentes da Aplicação
Uma aplicação Android é constituı́da por um conjunto de blocos essenciais à sua construção.
Não é o intuito desta secção ser exaustiva acerca de todas as componentes que podem fa-
zer parte de uma aplicação, mas sim definir as que foram utilizadas no desenvolvimento
da aplicação e o contexto em que foram necessárias.
3.2.1 Activity
Uma Activity representa um único ecrã com uma interface para o utilizador. No EatOut,
cada ecrã corresponde a uma activity distinta. O ecrã principal é implementado como uma
activity, o ecrã de favoritos outra, o ecrã de restaurante, etc. Cada activity é independente
das outras – o que significa que uma Activity pode ser lançada a partir de uma variedade
de situações, consoante a necessidade, sem depender de uma outra activity em particular.
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Cada vez que uma nova activity é iniciada, a anterior pára, sendo no entanto mantida
numa pilha. A nova activity é introduzida no topo da pilha e obtém o foco do utilizador.
Quando o utilizador ativa a operação de voltar atrás, a activity atual é removida da pilha e
destruı́da, e a activity anterior é retomada.
3.2.2 Fragment
Um Fragment (fragmento) representa um comportamento ou uma porção da User Inter-
face (UI) dentro de uma activity. Múltiplos fragments podem ser combinados numa única
activity para criar uma UI multi-painel; fragments são uma componente modular e devem
ser desenhados para poderem ser reutilizados em múltiplas activities. Fragments podem
ser inseridos e removidos durante a execução de uma activity, recebendo e tratando dos
seus próprios eventos de input e tendo o seu ciclo de vida próprio. A API de fragments foi
introduzida recentemente e implica preocupações de compatibilidade. Mais informação
na secção 3.8.
Na prática, os Fragments permitem que uma única aplicação se consiga adaptar de
uma forma elegante a todo o espectro de dispositivos, de smartphones a tablets, ao simpli-
ficar a gestão de hierarquias complexas de vistas. Paralelamente, é criada uma linguagem
de design para a plataforma ao padronizar alguma dinâmicas tornadas possı́veis pela sua
modularidade.
3.2.3 Service
Um service (serviço) é uma componente que é executada em segundo plano com o in-
tuito de efetuar uma operação potencialmente longa. Um serviço não inclui uma interface
gráfica. O EatOut faz uso de um serviço que é executado em paralelo com a aplicação
de forma a ir obtendo dados atualizados relativos à posição atual do utilizador, i.e. co-
ordenadas geográficas. O serviço utiliza o gestor de localização do sistema para obter
atualizações da posição do utilizador a partir do provedor GPS e/ou da localização dada
pela rede (que é menos precisa), caso os provedores estejam ativos. O serviço é obtido
através da operação bind. Um serviço bound oferece uma interface cliente-servidor que
permite a interação de componentes com o serviço, neste caso efetuando pedidos sobre
localização. Várias componentes podem fazer bind a um serviço, mas assim que o serviço
não estiver a ser utilizado por nenhuma, o serviço é destruı́do.
3.2.4 Broadcast receiver
Um broadcast receiver é uma componente que responde a broadcasts locais (dentro de
uma aplicação) ou do sistema geral. Uma componente deste tipo regista-se para receber
um tipo de evento que, quando lançado, é propagado pelo sistema através de mensagens
chamadas intents. O intent é então comparado com o registo efetuado por broadcast
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receivers para receber determinados tipos de eventos/ações. É um mecanismo útil dentro
do EatOut em múltiplas situações em que uma ação despoleta alterações de estado em
activities para além daquela em que a ação ocorre.
3.2.5 Intent
Cada uma das componentes descritas acima é ativada por uma mensagem assı́ncrona
chamada intent. Intents colam componentes individuais umas às outras em tempo de
execução.
Uma caracterı́stica da arquitetura do sistema Android é que qualquer aplicação pode
lançar componentes de outras aplicações. Um intent tem essa capacidade de especificar a
componente ou o tipo de componente a ser ativado – quer pertençam à própria aplicação
quer a outra. Para activities ou serviços, um intent define a ação a tomar. Por exemplo,
pode abrir uma activity para ver detalhes de um restaurante ou apresentar o ecrã de favo-
ritos. Em alguns casos, uma activity pode ser lançada com o propósito de devolver um
resultado. Nestes casos quando termina retorna à activity original um intent que encap-
sula o resultado. Este processo é útil por exemplo como forma de dar feedback acerca
de uma operação que uma activity lançada é responsável por efetuar. Exemplo prático de
uso no EatOut é a activity de login, que está programada para devolver se o utilizador foi
autenticado com sucesso, ou pelo contrário se o processo falhou/foi cancelado.
Para broadcast receivers, um intent define somente o anúncio que está a ser dissemi-
nado, por exemplo notificando que um determinado restaurante foi adicionado aos favo-
ritos: isto é usado no EatOut para atualizar o estado da lista de restaurantes a partir da
activity de detalhe do restaurante.
3.3 Adaptação do EatOut iOS
Podem ser caracterizadas duas vertentes principais na adaptação que o EatOut sofreu na
sua implementação para a plataforma Android: a vertente arquitetural, de organização e
estrutura do código; e a vertente interativa, de experiência do utilizador e usabilidade.
3.3.1 Considerações de Arquitetura
Este projeto foi definido no seu começo como: ‘o desenvolvimento de uma aplicação
Android que replique a aplicação EatOut Lisboa versão iOS. A aplicação deverá permitir
a descoberta e exploração de restaurantes que fazem parte da base de dados que alimenta
a versão iOS (WordPress API)’.
Para se compreender o trabalho envolvido em adaptar o EatOut iOS, introduzem-se
aqui alguns conceitos relevantes, que influenciam fortemente as modificações necessárias
para o processo de adaptação.
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O sistema operativo móvel iOS é usado em diversos dispositivos desenvolvidos pela
Apple, e está licenciado para uso apenas em hardware Apple. Aplicações nativas iOS
são escritas e compiladas especificamente para iOS e a arquitetura ARM dos dispositivos
Apple. Estas aplicações são desenvolvidas em Objective-C – que se pode caracterizar
em traços gerais como uma linguagem que adiciona propriedades de Object Oriented
Programming (OOP) à linguagem C.
Por sua vez as aplicações Android correm sobre uma máquina virtual criada especi-
ficamente para a plataforma, a Dalvik Virtual Machine (VM). Esta VM utiliza um com-
pilador Just-In-Time (JIT) para correr bytecode próprio, que é geralmente traduzido de
bytecode Java – linguagem usada para desenvolver aplicações com o SDK Android.
As linguagens Java e Objective-C partilham muitos dos mesmos princı́pios, no que
toca à sua estrutura e organização do código. Ambas as linguagens são orientadas a obje-
tos. Na história da sua conceção – no seu desenho e implementação – a linguagem Java foi
influenciada por conceitos do já existente Objective-C. Devido a esta proximidade con-
ceptual das linguagens, os moldes que guiaram o design e o desenvolvimento do EatOut
Android beberam da estrutura da aplicação iOS – no entanto as duas versões não parti-
lham código fonte, devido às suas incompatibilidades. A estrutura/arquitetura das duas
aplicações é semelhante – divide-se em camadas, separando a lógica de apresentação
da lógica do modelo – fazendo uso de um padrão de arquitetura de software chamado
Model-View-Controller (MVC). Aborda-se o MVC segundo a filosofia de Fat Model,
Skinny Controller. Esta abordagem traz mais legibilidade ao código, ao atribuir responsa-
bilidades às classes do modelo associadas à sua função, e impedindo que os controladores
se tornem demasiado pesados e de difı́cil manutenção. Nesta abordagem, as classes do
modelo seguem a tendência de implementar os métodos que alteram o seu estado – tendo
como consequência uma divisão mais lógica do código, evitando a acumulação de res-
ponsabilidades por uma pequena quantidade de classes.
O diagrama de classes que representa uma parte da arquitetura da aplicação é apre-
sentado na figura 3.2. O diagrama mostra um exemplo das dependências entre algumas
das classes mais relevantes, representando também algumas das suas responsabilidades,
não entrando em detalhe sobre as classes em particular. É no entanto dado um exem-
plo mais elaborado do princı́pio mencionado acima de Fat Model, Skinny Controller na
representação da classe POI – a classe central do modelo. Detalham-se portanto no dia-
grama alguns dos métodos e responsabilidades atribuı́das à classe POI, como por exemplo
os métodos de adicionar/remover favorito, que têm a responsabilidade de comunicar com
a API e alterar o estado do próprio objeto.
3.3.2 Adaptação da Interação
Os estilos de interação do utilizador entre as plataformas Android e iOS tendem a variar
de acordo com princı́pios de design incorporados na visão de duas empresas que com-
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Figura 3.2: Diagrama de Classes Resumido
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Figura 3.3: Comparação entre plataformas (esquerda iOS, direita Android)
petem no mercado móvel, a Apple e a Google. Ambas procuram impor o seu estilo,
inovando e criando qualidade na interação com os dispositivos que chegam ao mercado
de consumo [7][8]. Para exemplificar algumas das diferenças que se revelaram relevantes
ao longo do desenvolvimento deste projeto, a figura 3.3 expõe lado a lado duas capturas
de ecrã do atual aspeto do EatOut nas duas plataformas.
Um dos principais diferenciadores entre estas duas plataformas é o conceito de voltar
atrás no Android. Esta funcionalidade, de aparente simplicidade, tem um impacto pro-
fundo no desenho e consequente implementação da aplicação. A secção 3.2.1 fala um
pouco da necessidade de manter uma pilha de Activities (ecrãs), de forma a manter um
histórico daquilo que deve ser apresentado ao se despoletar a ação de voltar atrás. Aqui
aborda-se como este comportamento influencia as decisões de design da interação.
A aplicação divide-se em quatro áreas principais, a lista de restaurantes, o mapa de
restaurantes, os favoritos (com a sua própria lista e mapa) e os vouchers. A navegação da
versão iOS faz uso de um padrão de interface comum na plataforma – o menu de sepa-
radores – para proporcionar acesso a todas as áreas principais da aplicação. Este menu é
persistente por toda a app, indicando o ecrã corrente ao utilizador ao mesmo tempo que
possibilita o acesso a outras áreas. No Android, não existe uma necessidade tão estrita
de manter disponı́vel o acesso a todas as áreas principais da aplicação constantemente,
devido à possibilidade de voltar ao ecrã anterior a qualquer momento. Na versão Android
descartou-se o uso de um menu de separadores, em favor de um padrão Android desig-
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nado Action Bar. A Action Bar é uma componente dedicada que ocupa o seu espaço no
topo de cada ecrã, sendo também persistente por toda a app. Proporciona várias funções
importantes:
• Torna ações importantes proeminentes e acessı́veis de uma forma previsı́vel (como
aceder aos Filtros e aos Favoritos);
• Suporta uma navegação consistente dentro das aplicações nativas Android;
• Reduz complexidade visual ao integrar o uso de um mecanismo de overflow para
ações menos utilizadas;
• Inclui a capacidade de ser customizada esteticamente, construindo a personalidade
da aplicação.
Como suporte a este mecanismo de interação, não se descartou o uso de separadores,
sendo usados nos ecrãs de listagem de POI para alternar entre mapa e lista.
Ainda no tema da navegação, outro aspeto de enfoque na adaptação do design, centrou-
se nos filtros e métodos de pesquisa. No iOS a pesquisa textual é feita diretamente na lista
de restaurantes, e o acesso a filtros de pesquisa é obtido através de uma drawer, um
elemento de interface (ver figura 3.4). Entretanto, estatı́sticas de navegação no iOS mos-
traram que a pesquisa textual tem uma expressão diminuta, que não justifica a posição de
destaque que tem no ecrã inicial. Por esse motivo, e por aderência aos princı́pios da Ac-
tion Bar, os filtros coexistem agora na versão Android num único ecrã. O ecrã é acedido
através do ı́cone da lupa na Action Bar. A figura 3.5 é uma captura parcial deste ecrã.
3.4 A API Wordpress
O núcleo do EatOut é a sua API, que fornece todo o backend que alimenta as aplicações
móveis, e é partilhado por estas. Disponibiliza um serviço Web Representational State
Transfer (REST) com métodos de acesso ao conteúdo, i.e. restaurantes. A API é res-
ponsável por fornecer as operações necessárias à obtenção de informação relativa aos
POIs, que são descritos por coordenadas do Global Positioning System (GPS) e outras
informações que correspondem aos restaurantes listados. A API EatOut trata também de
métodos de autenticação e gestão de utilizadores, incluindo a capacidade de comunicar
com serviços de autenticação externos, como o Facebook.
Os pedidos ao serviço são processados através de HTTPS. A especificação dos pe-
didos é feita através dos métodos POST e/ou GET. O resultado destes pedidos é sempre
devolvido no formato JavaScript Object Notation (JSON), que é subsequentemente pro-
cessado pelo cliente – neste caso a aplicação Android.
Resumidamente, os métodos fornecidos pelo serviço dividem-se em três classes prin-
cipais: métodos nucleares – relativos à pesquisa e categorização de POI; métodos de
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Figura 3.4: Métodos do Filtro no iOS através do uso de uma drawer
utilizador – que tratam da autenticação e gestão de preferências; métodos de vouchers –
tratam dos vouchers associados aos POI. Cada um destes pedidos é recebido e proces-
sado por um conjunto de controladores residentes na API. A figura 3.6 descreve estes
controladores, através de um diagrama de classes.
Para efeitos de autenticação, a API trata da criação e gestão de utilizadores, encarregando-
se também da comunicação com autenticadores externos. Para ilustrar a interação entre
sistemas no ato de autenticação, apresentam-se dois diagramas de sequência, que repre-
sentam as interações de autenticação aquando da utilização do Facebook como autoridade
externa. A figura 3.7 demonstra a criação de um utilizador através de dados obtidos ao
comunicar com o serviço de autenticação Facebook. A figura 3.8 representa o caso, mais
comum, em que o utilizador já foi criado e necessita de se autenticar através de um Ac-
cess Token obtido no próprio dispositivo pela integração local com o Facebook, fazendo
uso do Facebook SDK para Android. A API suporta também o registo e autenticação de
utilizadores através do método mais convencional de username/password.
3.5 Resultados Analı́ticos
A ciência de análise surge com a ideia de agarrar em quantidades potencialmente vastas
de dados, traduzindo estes em informação útil para efeitos de decisões práticas em termos
de gestão e negócio. Na área das tecnologias esta prática surgiu com força na web através
Capı́tulo 3. Desenvolvimento Android 22
Figura 3.5: Captura parcial do ecrã de filtros em Android
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Figura 3.6: Diagrama de classes dos Controladores da API
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Figura 3.7: Criação de utilizador Facebook
Figura 3.8: Autenticação Facebook através de Access Token
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da utilização de sequência de cliques [12]. Esta ferramenta ajuda os gestores de web sites
a tomar decisões informadas acerca de melhorias e investimentos a fazer, ao gravar as
interações dos utilizadores, descrevendo o seu comportamento.
Com isto em mente, a Google criou o seu serviço de Analytics [5], com o propósito
de medir e analisar o tráfego em web sites. Com o crescimento das plataformas móveis,
especificamente Android e iOS, o serviço Analytics expandiu para englobar também estas
plataformas, com a introdução do Google Analytics SDK. Esta ferramenta proporciona
uma série de instrumentos analı́ticos, que facilitam a perceção dos comportamentos dos
utilizadores do EatOut. De destacar a capacidade de medir:
• Número de utilizadores ativos a usar a aplicação;
• Locais onde a aplicação é utilizada;
• Adoção e uso das várias funcionalidades de uma aplicação;
• Número e tipo de crashes da aplicação;
A utilidade desta informação manifesta-se em várias vertentes, em particular destaco o
terceiro ponto, que representa a capacidade de despoletar eventos na aplicação corres-
pondentes a ações do utilizador. A captura destes eventos é uma ferramenta poderosa
na análise de comportamentos, fornecendo métricas de UX importantes. Esta capaci-
dade traduz-se num constante ambiente de testes e feedback, diretamente dos utilizado-
res reais. Cai no âmbito de Design UX definir que eventos devem ser capturados du-
rante a utilização da aplicação. Um relatório dos eventos capturados deve incidir sobre
a avaliação de interações, como a preferência dos utilizadores de tomarem uma ação em
detrimento de outra. A análise destes dados deve evidenciar os aspetos da interação que
merecem atenção, podendo ser reformulados ou melhorados.
3.6 Análise de Usabilidade
Durante os passos finais de desenvolvimento do EatOut foi feita uma análise de usabili-
dade à aplicação usando a metodologia de testes com utilizadores: foram efetuados com
cinco utilizadores reais, que realizaram seis tarefas distintas na aplicação. O objetivo
desta análise é detetar problemas de usabilidade que deverão ser corrigidos de modo a
melhorar a interface, a experiência de uso e a satisfação dos utilizadores da aplicação.
3.6.1 Usabilidade
A usabilidade é uma caracterı́stica daquilo que é utilizável, funcional. Está diretamente
ligada ao diálogo na interface e à capacidade do software em permitir que o utilizador
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alcance os seus objetivos de interação com o sistema. A definição da International Or-
ganization for Standardization (ISO) para a usabilidade [9] especifica-a como o grau em
que um produto pode ser usado por utilizadores especı́ficos para alcançar objetivos es-
pecı́ficos com eficácia, eficiência e satisfação num contexto de uso especı́fico. Depende
de um conjunto de fatores, entre os quais se as funcionalidades disponibilizadas e os re-
sultados apresentados correspondem às expetativas dos utilizadores.
É importante ter em conta estas caracterı́sticas pelo impacto que têm no potencial su-
cesso da aplicação e na satisfação do utilizador ao fazer uso desta. Uma avaliação deste
género permite chegar a resultados quantitativos e qualitativos para guiar o desenvolvi-
mento. Os testes consistiram em recorrer a utilizadores reais, fornecendo-lhes uma série
de tarefas que teriam de realizar na aplicação. Foi avaliada a facilidade ou dificuldade que
os utilizadores tiveram em encontrar um determinado restaurante (navegação) e nas ações
que lhe estão associadas (favoritos, partilhas e vouchers). Foi avaliado apenas o sistema e
não os utilizadores.
3.6.2 Testes com Utilizadores
Os testes com utilizadores servem para validar uma interface ou identificar problemas
existentes. O comportamento dos utilizadores pode ser observado e comparado com o
de outros utilizadores que realizam a mesma tarefa. Durante os testes, a compreensão
das dificuldades sentidas pelo utilizador pode ser alcançada através do registo das suas
verbalizações. Procuram-se perceber uma série de fatores:
• Os utilizadores foram capazes de realizar as tarefas em causa?
• A informação relevante foi encontrada?
• Quanto tempo demorou?
• Os caminhos seguidos foram os mais eficientes?
• Os utilizadores sabem o que estão a fazer?
• Que problemas encontraram?
Foi feito um pequeno pré-questionário para saber a idade, sexo, frequência de uso de
aplicações móveis e nı́vel de familiaridade com a aplicação. Estas informações podem ser
importantes para separar os utilizadores por grupos de experiência.
3.6.3 Tarefas
Cada tarefa tem um critério de sucesso e um tempo estimado de conclusão. As tarefas
foram fornecidas individualmente e só após a conclusão da primeira tarefa foi fornecida a
segunda, e por aı́ adiante. Os critérios de sucesso utilizados nos testes foram os seguintes:
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• Sucesso (Muito Fácil): O utilizador concluiu a tarefa na primeira tentativa, sem
problemas;
• Sucesso (Fácil): O utilizador concluiu a tarefa na primeira ou segunda tentativa,
sem problemas notórios;
• Sucesso (Médio): O utilizador concluiu a tarefa na segunda ou terceira tentativa
tendo ligeiras dificuldades;
• Sucesso (Difı́cil): O utilizador concluiu a tarefa na terceira ou quarta tentativa com
bastantes dificuldades;
• Insucesso (Muito Difı́cil): O utilizador completou a tarefa com muita dificuldade;
• Assistido: O utilizador terminou a tarefa mas teve de ser assistido para a completar.
Este critério é considerado um insucesso.
Juntamente com a realização das tarefas, foi utilizado o protocolo Think Aloud. Esta
é uma técnica bastante comum usada durante os testes de usabilidade. Consiste em pedir
ao utilizador que verbalize todas as suas ações, pensamentos, sentimentos e opiniões en-
quanto interage com o sistema. O maior benefı́cio que podemos ter do uso deste protocolo
é um conhecimento do modelo mental do utilizador e a razão porque segue determinados
caminhos. Além disso, poderemos ter outros benefı́cios, como por exemplo, a terminolo-
gia que o utilizador usa para expressar uma ideia ou função pode e deve ser incorporada
na conceção do produto ou pelo menos na sua documentação.
As tarefas consistiram em ações comuns que exploram as funcionalidades da aplicação,
com base num cenário de utilização que se assume tı́pico. Após a conclusão de cada ta-
refa, foi feita uma avaliação à tarefa em questão, de acordo com a escala definida acima.
Durante a realização do teste, o avaliador anotou todos os passos dados e as verbalizações
do utilizador.
Após a realização de todas as tarefas foi efetuado um questionário pós-teste para co-
nhecer a perceção do utilizador sobre o sistema que acabou de testar. Este dá-nos uma
avaliação subjetiva acerca do que os utilizadores sentem em relação ao sistema que aca-
baram de testar. Esta avaliação permite perceber a satisfação do utilizador em relação a
aprovar ou não o sistema, complementando os dados recolhidos durante as tarefas reali-
zadas. O questionário é baseado no modelo System Usability Scale [3]. O questionário
aplicado pode ser consultado nos anexos deste relatório (A.4).
3.6.4 Conclusões
O uso desta análise trouxe à superfı́cie uma série de problemas de usabilidade. Estes
podem ser divididos em três campos:
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1. Nomenclatura e informações explicativas – A nomenclatura usada em alguns ecrãs
deve ser melhorada. Houve utilizadores confusos com o nome dado ao ecrã de
Vouchers e a um dos botões.
2. Filtros e categorias – A apresentação do ecrã de filtros e o seu mecanismo de funci-
onamento causou algumas dificuldades de interação.
3. Navegação – Os utilizadores sentiram falta de um atalho que lhes permitisse aceder
ao restaurante associado a um Voucher.
A implementação de soluções é derivada da descrição destes problemas, que são reco-
mendadas no final da análise pela equipa de UX e posteriormente analisadas e postas em
prática pela equipa de desenvolvimento.
3.7 Estratégia de localização
Uma das funcionalidades fulcrais do EatOut é reconhecer e apresentar ao utilizador a
sua posição geográfica atual, bem como ordenar a listagem de restaurantes segundo um
critério de proximidade espacial. Deve conseguir fazê-lo numa variedade de circunstâncias:
com ou sem sinal do GPS; com ou sem sinal de rede GSM/WiFi; ou com várias destas
fontes ativas simultaneamente.
A API Android disponibiliza um objeto – LocationManager – que permite a uma
aplicação registar-se nos provedores de localização do dispositivo, nomeadamente o de
rede (Network Provider) e de GPS (GPS Provider). O serviço de localização do EatOut
(ver secção 3.2.3 sobre serviços) regista-se em ambos, encarregando-se de escolher e
manter a informação mais precisa possı́vel da localização atual do utilizador, fornecida
por estas fontes do sistema.
3.7.1 Manter uma localização aproximada
O algoritmo utilizado para manter a localização do utilizador pode ser consultado nos ane-
xos deste documento (A.1). O método onde o algoritmo está implementado recebe como
parâmetro a última localização entregue por um dos providers do sistema, analisando se
esta é mais exata que a melhor localização atualmente guardada. O critério aplicado é re-
lativo à proveniência do parâmetro – caso este provenha do provedor da rede e o provedor
GPS esteja ativo, então os novos dados de localização são ignorados e os já guardados são
mantidos – caso esta situação não se verifique, a melhor localização atual passa a ser a que
acabámos de receber por parte do provedor do sistema. A razão desta decisão prende-se
com os seguintes fatores:
1. Se o provedor GPS se encontra ativo queremos ignorar a localização proveniente
do provedor da rede já que este fornecerá, em princı́pio, dados menos precisos.
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2. Se o provedor de GPS se encontrar inativo, queremos atualizar sempre a melhor
localização para a que acabámos de receber, pois é mais recente.
3.7.2 Gestão de bateria
A energia despendida na comunicação e gestão da localização tem um forte impacto na
longevidade operacional de dispositivos que dependem de uma bateria. Devem ser to-
madas medidas para que este impacto seja controlado e minimizado. Neste sentido, o
gestor de localização da plataforma permite definir alguns parâmetros na altura em que a
aplicação se regista para receber dados geo-posicionais. Estes parâmetros são relativos à
frequência com que a aplicação necessita de receber estes dados, i.e. a precisão com que
quer manter a localização do utilizador. No caso do EatOut, de forma a fornecer uma boa
experiência ao utilizador, é necessária alguma precisão – na ordem dos 250m ou um quar-
teirão – mas não se justifica toda a precisão tornada possı́vel pelo sensor GPS – que está
na ordem dos 8-20m em cenários realistas [15]. A parametrização utilizada é a seguinte:
• Provedor da rede – a aplicação regista-se para receber dados novos a cada dois
minutos ou se for detetada uma alteração de posicionamento relativo maior que
100m (a que tenha ocorrido primeiro).
• Provedor GPS – aplicação regista-se para receber dados novos a cada dois minutos
ou se for detetada uma alteração de posicionamento relativo maior que 50m (a que
tenha ocorrido primeiro).
Com estas parametrizações mantém-se a precisão necessária, com alguma margem de
erro, sem que a aplicação se torne um dreno da bateria.
Um outro pormenor importante de implementação relativo a esta tema é ter o cui-
dado de programar a aplicação para que remova o registo dos provedores (GPS e de rede)
quando não está a ser utilizada – e volte a registar-se quando o foco do utilizador é reto-
mado.
3.8 Estratégias de compatibilidade
3.8.1 Importância
A plataforma Android não é um produto acabado, mas sim o resultado de um esforço con-
tinuado de desenvolvimentos e aperfeiçoamentos. Este progresso tem o efeito secundário
de causar quebras de compatibilidade entre várias versões da plataforma, criando por ve-
zes disparidades em termos de funções ou capacidades. O impacto disto numa aplicação
que quer chegar a uma secção maioritária dos utilizadores pode ser grave. A este facto
junta-se o fracionamento vincado da plataforma, como indicado na figura 3.9, que cor-
responde à distribuição de versões durante a redação destas linhas (Maio 2013). Este
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Figura 3.9: Distribuição de versões da plataforma Android
fracionamento deve-se principalmente à descentralização da plataforma, que na sua base
assenta num projeto open-source. Depende de cada Original Equipment Manufacturer
(OEM)1 adaptar e suportar o Android nos seus dispositivos – o que resulta atualmente
numa mirı́ade de dispositivos com diferentes versões da plataforma. Estes fatores elevam
a importância das considerações de compatibilidade no Android em comparação com,
por exemplo, dispositivos iOS, que sendo fabricados por uma única companhia, recebem
atualizações de uma fonte centralizada.
Podem identificar-se três versões com domı́nio quase completo na distribuição. Os
seus nomes de código são, por ordem cronológica e alfabética: Gingerbread, Ice Cream
Sandwich e Jelly Bean. Nestas, verificam-se as maiores disparidades no salto da versão
Gingerbread (2.3) para a ICS (4.0), que trouxe consigo uma consolidação da visão criativa
e dos atuais princı́pios de design da plataforma. Muitos dos conceitos da versão 4.0
materializam-se em componentes gráficos e filosofias de interação que são posteriores à
popular versão 2.3. Em particular, destacam-se duas componentes utilizadas no EatOut –
a Action Bar e o View Pager. A Action Bar foi já caracterizada na secção 3.3.2; o View
Pager é um gestor de vistas ao permitir que o utilizador percorra páginas de dados para
a esquerda e para a direita. Um exemplo do uso desta componente na aplicação pode ser
observada na imagem 3.10 – a galeria de imagens no ecrã do POI é implementada através
de um View Pager.
3.8.2 Implementação
O projeto partiu de condições que levaram à decisão de desenvolver o EatOut de forma a
suportar versões do Android a partir da Froyo (2.2). Com esta preocupação é possı́vel atin-
1Acrónimo Inglês para Fabricante de Equipamento Original
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Figura 3.10: Ecrã detalhe do POI – com exemplo de uso de um view pager
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gir a fatia maioritária de utilizadores – Froyo e versões posteriores correspondem a cerca
de 98% do mercado. As implicações desta decisão, em termos do design e da arquitetura
da interação, sugerem a necessidade de uma estratégia que unifique as diferentes versões
da plataforma e permita a implementação de uma única visão para o design e interação.
De outra forma, as alternativas seriam: não utilizar as componentes gráficas introduzidas
após a versão Gingerbread, ou criar diferentes layouts com os seus próprios métodos de
navegação – essencialmente implementando duas versões distintas da aplicação – para
contemplar as componentes gráficas obsoletas e as novas (pós-Gingerbread). Estas alter-
nativas foram considerado más práticas, tendo em conta o esforço adicional necessário
e/ou a quebra que implica com as atuais diretrizes de design de interfaces para o utili-
zador, pelo menos nas versões que ainda não suportam estas diretrizes. Para além disso,
ambas as alternativas pressupõem o uso de código deprecated (obsoleto) do SDK.
No interesse da unificação da visão do design, a estratégia de compatibilidade imple-
mentada assenta em duas vertentes principais:
• Biblioteca de suporte Android – Esta é uma biblioteca disponibilizada pela própria
Google com o objetivo de possibilitar o uso de algumas API que não estão dis-
ponı́veis em plataformas antigas.
• Action Bar Sherlock – Esta biblioteca foi desenvolvida como uma extensão da bi-
blioteca de suporte, permitindo o uso do padrão de design action bar, ao emular
as componentes gráficas que o suportam em versões anteriores à introdução destas
componentes.
Assentando nestes dois pilares, é introduzida uma camada de compatibilidade entre a
framework Android e o EatOut, fornecendo as API necessárias, nas versões que não as
suportam nativamente (figura 3.11).
3.8.3 Action Bar e Fragments
Uma função importante da biblioteca de suporte é encapsular uma componente estrutu-
rante da UI, a API de Fragments. A API de Fragments foi introduzida na versão Honey-
comb (3.0) para suportar designs dinâmicos e flexı́veis em ecrãs de dimensão superior a
telefones – primariamente tablets. No entanto o seu uso vai para além dos tablets. No Ea-
tOut, fragments estão embebidos nas tabs, associadas à action bar. A operação de mudar
de tab, e.g. da lista de restaurantes para o mapa de restaurantes, consiste basicamente em
esconder um fragment e introduzir o outro na activity que os alberga. Este comportamento
faz parte das funcionalidades da Action Bar, criando uma dependência entre o Action Bar
Sherlock e a biblioteca de suporte em ambientes que não suportam estas componentes.
Estas duas componentes interdependentes, Action Bar e Fragments, são a principal razão
pela qual a compatibilidade deve ser uma prioridade no desenvolvimento de aplicações
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Figura 3.11: Representação das camadas de compatibilidade num ambiente de execução
pré-ICS
Android. Ambas implicam uma mudança drástica na forma como se aborda o desen-
volvimento, ao padronizar o que é expectável na interação e no comportamento de uma
aplicação.
3.8.4 Temas e Estilos
Um estilo é um conjunto de propriedades que especifica o aspeto e formato de um ecrã.
Especifica propriedades como altura, margens, cores, etc. Pacotes de estilos formam Te-
mas, que exercem uma forte influência no look & feel da aplicação. A importância destes
para a compatibilidade prende-se com a introdução da famı́lia de temas Holo com o An-
droid 4.0. Estes temas tornaram-se os primeiros a serem requisitos para a compatibilidade
com o Android versão 4.0 em diante. Esta padronização é um passo importante para a
uniformização do aspeto em toda a plataforma. Anteriormente, a variância de temas do
sistema de dispositivo em dispositivo, de OEM em OEM, tornava difı́cil desenhar uma
aplicação com um único look & feel previsı́vel.
No desenvolvimento do EatOut partiu-se do tema Holo, aplicando-lhe customizações
através de recursos XML, que funcionam de forma similar a folhas de estilo em web
design. Através do método de aplicar estilos, é possı́vel sobrepor certas propriedades
especı́ficas definidas em estilos deste tema Holo do sistema e assim chegar a um design
consistente, aplicável em todos os dispositivos Android. Temas podem sobrepor propri-
edades de outros temas através de um mecanismo de herança, em que um tema pode
especificar outro como pai, herdando e redefinindo as suas caracterı́sticas.
A aplicação de um tema uniforme em todos os dispositivos é tecnicamente possı́vel
através, mais uma vez, do uso do Action Bar Sherlock. Esta biblioteca disponibiliza temas
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que emulam os temas Holo possibilitando o seu uso em todas as versões que suportámos.
Apesar de isto ser verdade para o tema base, certas costumizações feitas ao Holo não





Neste relatório, descreveu-se o esforço de desenvolvimento de uma aplicação móvel para
a plataforma Android, com lançamento no respetivo mercado aplicacional. Abordaram-se
os desafios próprios de criar uma aplicação que se propõe fornecer um diretório georre-
ferenciado, focado na usabilidade e contexto de uso. A base de informação parte de uma
coleção de pontos de interesse, ou POI, que descrevem as entidades (neste caso restauran-
tes) a que o utilizador terá acesso.
Mostrou-se como o EatOut se divide em várias camadas, com um serviço Web dispo-
nibilizando uma API partilhada pelas aplicações mobile existentes, nomeadamente iOS e
Android. Descreveu-se o processo de adaptação do aplicativo iOS já existente antes do
começo dos desenvolvimentos aqui descritos, incluindo: um estudo das diferenças entre
as plataformas; a partilha dos mesmos princı́pios arquiteturais do software entre ambas
versões do EatOut; a necessidade de adaptar a interação devido às diferentes diretrizes de
design.
Entrou-se em algum detalhe nos desafios encontrados como: técnicas de otimização
da usabilidade através de testes com utilizadores; formas de gerir de forma precisa a
localização do utilizador tendo em conta constrangimentos energéticos; capacidade da
aplicação ser compatı́vel com várias versões do Android, mantendo o mesmo look & feel.
4.2 Dificuldades
Abraçar um projeto empresarial, num contexto de negócio e de profissionalismo, é um
desafio importante para um estudante prestes a entrar no mercado de trabalho. Este projeto
permitiu-me ter contacto com a realidade de desenvolver software a tempo inteiro.
Um dos obstáculos que mais senti fazerem parte deste desafio foram a minha inex-
periência, em relação às ferramentas tecnológicas utilizadas, e principalmente relativa-
mente à qualidade do código que deve ser produzido. Apesar dos princı́pios que me foram
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incutidos durante o meu percurso académico, a sua aplicação prática nem sempre é óbvia
e é influenciada por uma variedade de condicionantes do mundo real. A aplicação de boas
práticas próprias do desenvolvimento para Android, e também generalizáveis para o Java,
é algo que demora o seu tempo a entranhar-se nos processos mentais de desenvolvimento
e escrita de código.
Outra fonte de desafios é serem relativamente recentes os estilos de interação nas
interfaces de toque, que continuam a ser alvo de investigação e constante evolução. O
desenho e implementação deste tipo de interfaces é um exercı́cio entre tirar partido das
potencialidades do Android e obter a interação desejada – focada nos problemas que
propõe resolver. Coube-me muitas vezes investigar a forma de melhor implementar certas
funcionalidades, existindo muito a componente de investigação e experimentação com
diferentes abordagens.
4.3 Conclusões
O desenvolvimento de aplicações móveis é um mercado com relevância ascendente. A
sua aplicabilidade no dia-a-dia das pessoas e das empresas tem o potencial de mudar a
forma como vivemos e trabalhamos. Nesse sentido, o trabalho desenvolvido neste projeto
é um exemplo de uma visão: a informação deve estar disponı́vel onde quer que estejamos
e tendo em conta o contexto em que nos encontramos. Como guia de restaurantes, o
EatOut disponibiliza ao utilizador uma lista dinâmica, que tem em conta a sua localização
atual, pretendendo maximizar a relevância da informação que disponibiliza.
Os objetivos propostos no inı́cio do projeto foram alcançados, a aplicação foi lançado
no Google Play em Fevereiro de 2013, sendo posteriormente alvo de três rondas de me-
lhoramentos e bugfixes. Encontra-se agora na versão 1.0.3, com cerca de 2000 downloads.
Está em preparação o lançamento em cidades como Toronto e Rio de Janeiro.
4.4 Trabalho Futuro
Nesta secção definem-se algumas linhas segundo as quais o projeto pode evoluir – áreas
que podem ser exploradas ou funcionalidades que podem ser melhoradas. Sendo uma
aplicação completamente focada na interação, muitas destas melhorias vêm ao encontro
de uma melhor experiência do utilizador. São elas:
• Preparar o EatOut para lançamento em tablets;
• Suportar mudanças de orientação do dispositivo, incluindo modo landscape;
• Reestruturar os filtros de forma a não sobrecarregar um único ecrã;
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• Dar feedback informativo ao utilizador acerca dos filtros que estão ativos em deter-
minada listagem.
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Apêndice A
Anexos
A.1 Algoritmo para escolha da localização mais precisa
p r i v a t e L o c a t i o n g e t B e s t L o c a t i o n ( L o c a t i o n l o c a t i o n ) {
i f ( b e s t L o c a t i o n == n u l l )
r e t u r n l o c a t i o n ;
i f ( l o c a t i o n == n u l l ){
r e t u r n b e s t L o c a t i o n ;
}
i f ( l o c a t i o n . g e t P r o v i d e r ( ) == Loca t ionManager . NETWORK PROVIDER
&& L o c a t i o n S t a t u s . g e t I n s t a n c e ( ) . i sGpsLoc ( ) ) {
r e t u r n b e s t L o c a t i o n ;
}
r e t u r n l o c a t i o n ;
}
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Figura A.1: Versões do Android e as suas distribuições ao longo do tempo
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Figura A.2: Representação das classes do modelo da API, centrado no POI
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Figura A.3: Representação das classes do modelo da API, centrado no User
Figura A.4: Questionário de satisfação usando o modelo SUS
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Abreviaturas
ADT Android Development Tools. 9
API Application Programming Interface. 1, 2, 15–17, 20, 21, 23
GPS Global Positioning System. 20, 28
GUI Graphical User Interface. 13
IDE Integrated Development Environment. 9
ISO International Organization for Standardization. 26
JDK Java Development Kit. 9
JIT Just-In-Time. 17
JSON JavaScript Object Notation. 20
MVC Model-View-Controller. 17
OOP Object Oriented Programming. 17
POI Point of Interest. 12, 17, 20, 21
POM Project Object Model. 9
REST Representational State Transfer. 20
SDK Software Development Kit. 9, 17, 21, 25
UI User Interface. 15
UX User eXperience. 1, 7, 10, 11, 25
VM Virtual Machine. 17
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