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Each year the Railway Applications Section (RAS) of the Institution for Operations Research 
and the Management Sciences (INFORMS) posits a research problem to the world in the form of 
a competition.  For 2012, the contest involved solving the Train Dispatching Problem (TDP) on a 
realistic 85 edge network for three different sets of input data.   This work is an independent 
attempt to match or improve upon the results of the top three finishers in the contest using mixed 
integer programming (MIP) techniques while minimizing the use of heuristics.  The primary 
focus is to partition the network in a manner that reduces the number of binary variables in the 
formulation as much as possible without compromising the ability to satisfy any of the contest 
requirements.  This resulted in the ability to optimally solve this model for RAS Data Set 1 in 29 
seconds without any problem-specific heuristics, variable restrictions, or variable fixing.  
Applying some assumptions about train movements allowed the same Data Set 1 solution to be 
 vi 
 
found in 5.4 seconds.  After breaking the larger Data Sets 2 and 3 into smaller sub-problems, 
solutions for Data Sets 2 and 3 were 28% and 1% better, respectively, than those of the 
competition winner.  The time to obtain solutions for Data Sets 2 and 3 was 90 and 318 seconds, 
respectively.   
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1. Introduction 
 
Each year the Railway Applications Section (RAS) of the Institution for Operations Research 
and the Management Sciences (INFORMS) posits a research problem to the world in the form of 
a competition.  For 2012, the contest involved solving the Train Dispatching Problem (TDP) on a 
realistic 85 edge network for three different sets of input data.   Given a network layout, a time 
window, a set of desired train schedules, and a set of cost parameters related to schedule 
deviances, the overall objective of the TDP is to minimize the cost of routing the set of trains 
through the network during the time window.  This work is an independent attempt to match or 
improve upon the results of the top three finishers in the contest using mixed integer 
programming (MIP) techniques while minimizing the use of heuristics.     
The primary focus is to minimize the number of binary variables as far as possible without 
compromising the ability to satisfy any of the contest requirements.  This was accomplished by 
partitioning the network in a manner that satisfactorily describes train movements with the 
fewest number of binary variables.  This resulted in the ability to optimally solve this model for 
RAS Data Set 1 in 29 seconds without any problem-specific heuristics, variable restrictions, or 
variable fixing.  Applying some assumptions about train movements allowed the same Data Set 1 
solution to be found in 5.4 seconds.  These “assumptions about train movements” will be 
referred to later in this paper as operational constraints.  After breaking the larger Data Sets 2 
and 3 into smaller sub-problems and applying reasonable operational constraints, solutions for 
Data Sets 2 and 3 were 28% and 1% better, respectively, than those of the competition winner in 
[10].  The time to obtain solutions for Data Sets 2 and 3 was 90 and 318 seconds, respectively.   
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Also, note that the solver was 64 bit Gurobi 5.6 run on a Windows 7 laptop with an Intel Core i7-
3610 2.3 GHz processor and 8 GB of RAM.  Default solver settings were used for all runs. 
 3 
 
2. Literature Review 
In [1], the INFORMS RAS problem description listed six references on the Train Dispatching 
Problem.  Each is briefly commented on below. 
In [4], D’Ariano et al. define an alternative graph that adds alternative arcs in cases where trains will be 
competing for the same resource (track) at the same time.  The solution in this paper does not use the 
alternative graph method.  The only graph used for this paper consists of directionless edges (arcs) that 
define the train network in the INFORMS RAS problem description.        
In [5], Harrod used hypergraphs to describe train flow over discrete time intervals.  The solution 
in this paper does not use hypergraphs or discrete time intervals. 
In [6], Törnquist et al. presented a MIP to re-schedule after schedule disturbances occur on an n-
track network.  They experiment with four heuristic strategies to achieve faster results.  For the 
INFORMS RAS problem, an initial schedule without conflicts does not already exist.  For the 
MIP in this paper, operational constraints restricting the use of sidings to speed up solution times 
are very similar to their Strategy 3: Allow Ɵ number of order swaps for specific segments. 
In [7], Carey et al. used heuristic algorithms coded in C.  These types of algorithms could be 
used to find very good initial feasible solutions for a TDP MIP.  Also, they potentially could be 
run in parallel with the Gurobi solver to find better solutions during the solution process.  
However, only mixed integer programming solved with Gurobi is used in this paper. 
In [8], Zhou et al. studied a single track network with the intent of minimizing total train travel 
time.  They also investigated heuristic methods and Lagrangian relaxation to improve upper and 
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lower bounds during the MIP solution process.  A significant portion of the INFORMS RAS 
network for this paper is dual (parallel) track.  Due to multiple train classes with varying cost 
structures, minimizing total train travel time does not guarantee an optimal solution to the 
INFORMS RAS problem.  For the MIP in this paper, no work has been done to improve upper or 
lower bounds during the solution process.        
In [9], Sahin et al. implement a discrete time MIP with inbound arcs, outbound arcs, waiting 
arcs, etc.  The MIP for this paper uses continuous entry and exit time variables for each train that 
are associated with the directionless edges (arcs) that define the train network in the problem 
description.  The concept of the maximum allowable delay from [9] is utilized to obtain faster 
solution times for the MIP in this paper.  It is only used with respect to the total travel time for 
each train.  Experiments with applying maximum allowable delays to individual edges or subsets 
of edges did not seem to produce solution time improvements for the MIP in this paper.  Care 
must be taken when setting maximum allowable delays for a data set.  Making them too tight can 
cause the model to be infeasible.  Also, making them too tight can keep a train from being 
entirely dropped (not released into the network) when it is advantageous to the objective function 
value. 
Additionally, the reports for the first through third place finishers are available on the 2012 
INFORMS RAS competition website.  They are considered in order from first to third below.  
Each team developed a MIP solution using the RAS defined network and then applied various 
heuristic approaches in search of fast, low cost solutions. 
In [10], Yan et al. developed a MIP solution and used varying heuristic approaches in 
conjunction with it to speed up solution times.  They also decomposed the planning horizon into 
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overlapping segments and solved smaller sub-problems for each data set.  This approach 
achieved the best result reported by any competitor for Data Set 3.  However, their heuristic 
approach used in conjunction with their (time) decomposition algorithm method did not produce 
a competitive result for Data Set 2.  Their result was 46% greater than the best Data Set 2 result 
reported by [11] and 39% higher than the result found in this paper.  The approach in this paper 
will be shown to produce consistent results for all three data sets.   
In [11], Boccia et al. developed a MIP solution and used varying heuristic approaches in 
conjunction with it to speed up solution times.  Their fastest results for Data Sets 2 and 3 were 
significantly higher than their best results (20% to 200% higher).  Each of their best cost results 
came from a different heuristic approach.  For the MIP in this paper, the fastest Data Set 1 
solution is equivalent to the best solution found by any competitor.  The fastest Data Set 2 
solution is within 5.3% of the best solution reported by any competitor in any amount of time.  
The fastest Data Set 3 solution is better than the best solution reported by any competitor in any 
amount of time. 
In [12], Fischer et al. developed a MIP solution and made multiple variable fixing constraints to 
speed up solution times.  Among them, they fixed the entry of trains into the network according 
to the order of their minimum entry times.  For the MIP in this paper, trains can enter the 
network in any order subject to the maximum allowable delay settings.  In runs where full siding 
concurrence checks are being made, the MIP in this paper adopts their constraint that only allows 
trains to change order once on common tracks. 
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3. Problem Description 
3.1 RAS Network 
The full network for the 2012 RAS Competition can be seen in Figure 1 below.  For modeling 
purposes, vertices 38 and 39 on the far right were re-numbered to 83 and 84, respectively. 
 
Figure 1: RAS Network 
 
3.2 Basic Definitions 
The model optimizes train scheduling during a time window called a planning horizon.  Penalty costs 
are not incurred for events occurring after the end of the planning horizon.  The planning horizon 
is 720 minutes for each RAS data set.  
A terminal can be thought of as a train station.  For the network used in this competition, a train 
entering the network from the left is considered to be leaving the western terminal and a train 
entering the network from the right is considered to be leaving the eastern terminal.  Similarly, a 
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train exiting the network to the left is considered to be entering the western terminal and a train 
exiting the network to the right is considered to be entering the eastern terminal.  
For each train, an entry time is defined in the Data Set.  This entry time is often referred to as 
the minimum release time in this paper.  For trains entering the network from a terminal, this is 
the minimum time a train can begin moving on the network.  It can also hold at the terminal and 
enter after the minimum release time, but it incurs movement delay costs for doing so.  Trains 
that are already in network at the beginning of the planning horizon have a default minimum 
release time of zero. 
Trains fall into six classes – A, B, C, D, E, and F.  Movement delay costs are highest for class A 
trains and decrease as the letters step to F.  In addition, classes A, B, C, and D are scheduling 
adherence (SA) trains.  This means they are expected to conform to a predetermined schedule of 
midpoint and terminal arrival times or additional penalty costs are incurred.  However, these 
additional costs are only incurred if the midpoints and terminal arrivals are achieved during the 
planning horizon. 
Each data set contains scheduled arrival times for vertex 37 and the vertex corresponding to a 
train’s destination terminal.  Only schedule adherence trains are required to abide by these 
schedules, so think of a corporate office employee setting midpoint and terminal arrival times to 
keep high priority cargo moving through the network at a desired pace.  The scheduled arrival 
time for vertex 37 is referred to throughout this paper as the midpoint arrival time.  The 
scheduled arrival time for the appropriate terminal is referred to throughout this paper as the 
terminal arrival time.     
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The Data Sets also contain a separate terminal want time for each train.  In this case, think of a 
terminal manager attempting to allocate employees and warehouse space in order to efficiently 
handle the day’s cargo.   
An edge is an ordered pair of vertices representing a connection, or section or track, between two 
vertices in the railway network. 
A main is any edge that is not a crossover, siding, or switch. In Figure 2, (13, 14), (14, 15), (15, 
17), (17, 19), and (19, 20) to (28, 30) are mains. 
A siding is an edge parallel to a section of main track that is used to allow one train to pass 
another.  In Figure 2, (16, 18) is a siding.    
A switch is an edge used to transit between a main edge and a siding edge (or vice-versa).  In 
Figure 2, (14, 16) and (18, 19) are switches. 
A Maintenance of Way (MOW) is an edge or set of edges that is closed for track maintenance 
from a scheduled start time to a scheduled stop time.  See edges (21, 22) to (27, 28) in Figure 2. 
 
 
Figure 2: Mains, Sidings, and Switches 
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In single track portions of the network, there is no parallel main track.  So they can only 
accommodate two-way traffic through the use of occasional switches and sidings.  The mains 
between (13, 14) and (28, 30) represent a section of single track. 
In dual track portions of the network, there are parallel main tracks.  In Figure 3, the edges in 
{(40, 43), (43, 45), (45, 47)} are a section of main track that is parallel to section of main track 
represented by {(41, 42), (42, 44), (44, 46)}.  Therefore, Figure 3 depicts a section of dual track.      
A crossover is an edge used to transit between parallel sections of main track in the dual main 
track section of the network.  In Figure 2, (37, 41), (44, 47), and (45, 46) are crossovers.  
A single crossover is used to transit between one segment of main track and a parallel segment 
of main track where there is no other crossover in close proximity.  In Figure 3, (37, 41) is a 
single crossover. 
A dual crossover is where two crossovers are connecting sections of parallel main track together 
in close proximity to one another.  In Figure 3, crossovers (44, 47) and (45, 46) as well as mains 
(44, 46) and (45, 47) combine to form a dual crossover construct.   
Unpreferred track is the northern edges of the dual main for eastbound trains and the southern 
edges of the dual main for westbound trains.  So in Figure 3, consider left to be west, right to be 
east, top to be north, and bottom to be south.  Then, the northern main edges in {(41, 42), (42, 
44), (44, 46)} are unpreferred for eastbound trains.  Similarly, the southern main edges in {(40, 
43), (43, 45), (45, 47)} are unpreferred for westbound trains. 
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Figure 3: Crossovers and Dual Track 
 
The safety margin is the minimum amount of time that must pass before a second train can enter 
an edge after another train has exited that edge.  The safety margin can also be applied to 
multiple edges at once.  For instance, once a train exits any of the four edges of a dual crossover 
construct, no other train can enter any of the four edges of that dual crossover construct until an 
amount of time equal to the minimum safety margin has passed.  The safety margin is 5 minutes 
for each RAS data set. 
For the purposes of this paper, concurrency is defined as when a second train enters an edge (or 
collection of edges - such as a dual crossover) after another train has already entered that edge 
(or collection of edges) and before that first train has exited that edge or (collection of edges). 
 
3.3 Train Dispatching Objective 
The objective is to form a minimum cost schedule for a set of N trains over an 85 vertex network 
during a 720 minute planning horizon. 
Costs are incurred as follows: 
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1. Not moving towards the destination at the speed limit for each edge used after the release 
time has occurred (all trains).  See Table 1 below for costs by train class. 
2. $200 an hour when Scheduling Assessment (SA) trains do not meet midpoint arrival 
times when that midpoint is achieved during the planning horizon 
3. $200 an hour when Scheduling Assessment trains do not meet scheduled terminal arrival 
times when the terminal is achieved during the planning horizon 
4. $75 an hour for arriving at a terminal too early before a terminal want time (all trains) 
when the terminal is achieved during the planning horizon 
5. $75 an hour for arriving at a terminal too late after a terminal want time (all trains) when 
the terminal is achieved during the planning horizon 
6. $50 an hour for using unpreferred track (all trains) 
 
Table 1: Hourly Movement Delay Costs by Class 
A $600 
B $500 
C $400 
D $300 
E $150 
F $100 
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3.4 Train Treatment 
The contest description stated trains were to be treated as points that are capable of instant 
acceleration from a stopped condition.  The only time train length had to be taken into account 
was for travel on sidings.  A train cannot use a siding if it is longer than that siding.  The 5 
minute safety margin between a train exiting an edge and another train entering that same edge is 
supposed to prevent collisions.   
The MIP solutions for this work also keep trains from being delayed on any main edge where 
train length exceeds edge length. In every data set, there are main edges that are shorter than the 
trains.  If a train was delayed or stopped on a main edge that it was longer than, it would still be 
hanging out into the previous edge that it occupied.  This would create a collision hazard.    
 
3.5 Data Inputs 
The following data inputs are provided for each data set: 
1. the safety margin for one train to enter an edge after another has exited 
2. the set of network edges 
3. a designation of each edge type (crossover, main, siding, switch) 
4. the edge lengths 
5. a maximum eastbound train speed on mains  
6. a maximum westbound train speed on mains 
7. maximum crossover and switch speed  
8. maximum siding speed 
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9. the set of trains 
10. a designation of train directions (eastbound or westbound) 
11. the multiple of the maximum directional speed limit that can be achieved by each train on 
mains 
12. the minimum time each train can be released into the network 
13. the entry vertex for each train 
14. the length of each train 
15. the tons per operative brake of each train 
16. the HAZMAT status of each train 
17. the scheduled midpoint arrival time for each train 
18. the scheduled terminal arrival time for each train 
19. the terminal want time for each train 
 
3.6 Additional Data Inputs 
To facilitate simple calculation of total movement delays, an unimpeded arrival time is 
calculated for each train and used as input data.  This is the time a train would arrive at its 
desired terminal if it entered the network at its minimum release time and proceeded to the 
desired terminal by way of preferred track without delay.   
Also, various subsets and Cartesian product subsets of the provided input data are used for model 
implementation.  For example, the set of Schedule Adherence trains is defined as input data in 
addition to the set of trains.  Also, the set of 4-tuples containing the vertices of switches and their 
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corresponding sidings is an example of a Cartesian product subset defined in input data and 
utilized in the constraint definitions. 
 
3.7 Train Movement Requirements 
Train movement requirements are as follows: 
1. Trains must begin their trip from their origin vertex defined in the data set.  
2. Trains cannot leave their origin vertex before their release time. 
3. Trains cannot move faster than the minimum of the speed limit for the edge on which 
they are traveling and their maximum speed from the data input file and. 
4. Trains cannot be delayed on switches and crossovers. 
5. Trains cannot move in the opposite direction from which they are designated in the data 
input files. 
6. Entry time into and exit time from the same vertex must be equal to each other. 
7. No more than one train can occupy an edge at any given time. 
8. Once a train has occupied an edge, no other train can enter that edge until 5 minutes after 
the first train has exited it. 
9. Once a train has occupied a switch or its adjacent main, no other train can enter that 
switch or its adjacent main until 5 minutes after the first train has exited it. 
10. Once a train has occupied a single crossover or its adjacent main, no other train can enter 
that single crossover or its adjacent main until 5 minutes after the first train has exited it. 
11. Once a train has occupied any edge in a dual crossover construct, no other train can enter 
any edge in that dual crossover construct until 5 minutes after the first train has exited it. 
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12. No train can occupy edges within a MOW between the start and stop times of that MOW. 
13. Heavy trains must hold the main track when meeting/passing with a non-schedule 
assessment train.  (Non-SA trains must use sidings when they meet a heavy train.) 
14. If a train is longer than a siding, it cannot use that siding. 
15. Inhalation Hazard (IH), or Hazmat, trains cannot use sidings. 
16. The trains must not be assigned to sidings unless there is a meet/pass event. 
The following requirement was added in these MIP solutions to keep trains from being 
delayed on main edges that they were longer than … 
17. If a train is longer than an edge that it is using, it cannot be delayed on that edge.  
 
3.8 Conflicting Demands 
The RAS Data Sets establish competing stakeholders for terminal arrival times.  For Schedule 
Adherence trains, a scheduler (think corporate office) has set midpoint and terminal arrival times 
to keep high priority cargo moving through the network at a desired pace.  However, a terminal 
manager has set a schedule of terminal want times for when the day’s cargo can be efficiently 
handled.  For schedule adherence trains in Data Set 3, these times are never equal.  The 
difference between the terminal arrival times and terminal want times varies between 10 and 180 
minutes.  The model seeks to adjudicate these conflicting demands with the lowest possible 
penalty costs.  
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4. Introduction to Mixed Integer Programming for the Train Dispatching 
Problem 
 
Figure 4 illustrates a small network for a Train Dispatching Problem.  This is not a scenario from 
the INFORMS RAS competition.  This simplified example is discussed to show how mixed 
integer programming can be used to solve Train Dispatching Problems. 
 
Figure 4: Simple Train Network 
 
M1, M2, and M3 are main track sections and S1 is a siding.  In this case, no switches are used to 
transition to and from the siding.  Assume the following input data with respect to Figure 4: 
1. Train A moves left to right 
2. Train B moves right to left 
3. the minimum entry time for train A is time 0 
4. the minimum entry time for train B is time 20 minutes 
5. the maximum speed of train A is 60 miles per hour on M1, M2, and M3 
6. the maximum speed of train B is 80 miles per hour on M1, M2, and M3 
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7. the maximum speed for either train is 20 miles per hour on S1 
8. M1 is 20 miles long 
9. M2 is 5 miles long 
10. M3 is 15 miles long 
11. S1 is 5 miles long 
12. when the trains use the same edge, the second train cannot enter the edge until at least 5 
minutes after the first has exited 
13. train A is expected to exit M3 at 30 minutes 
14. train B is expected to exit M1 at 60 minutes 
15. train A is penalized $500 an hour for exiting M3 late 
16. train B is penalized $400 an hour for exiting M1 late 
The objective is to minimize the total delay cost of getting each train to its destination.  If both 
trains enter at their minimum entry times and each holds the main, they will collide on M3 at the 
28.57 minute mark.   
We can define the following parameters using AMPL mathematical notation: 
set edges := M1 M2 S1 M3; 
 
set T := A B; 
set EBT := A; 
set WBT := B; 
 
param bigNumber := 2000; 
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param maxSidingSpeed := 20; 
 
param safetyMargin := 5; 
 
param edgeLength :=  
M1 20 
M2  5 
S1  5 
M3 15; 
 
param maxTrainSpeed := 
A 60 
B 80; 
 
param minEntryTime := 
A  0 
B 20; 
 
param delayCosts := 
A 500 
B 400; 
 
param terminalWantTimes := 
A 30 
B 60; 
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We can define the following decision variables using the AMPL syntax: 
var useS1{i in T} binary; 
var entryTime{i in T, j in edges} >= 0; 
var exitTime{i in T, j in edges} >= 0; 
var i_enters_after_j{i in T, j in T, k in edges: i <> j} binary; 
var movementDelays{i in T} >= 0; 
 
Our AMPL objective function would be: 
 
minimize 
penaltyCosts: sum{i in T} delayCosts[i]*movementDelays[i]; 
 
The MIP contraints would be: 
 
1) eastboundEntryOfM1{i in EBT}: 
entryTime[i,'M1'] >= minEntryTime[i]; 
 
2) eastboundEntryOfM2orM3{i in EBT}: 
entryTime[i,'M2'] + entryTime[i,'S1'] = exitTime[i,'M1']; 
 
3) eastboundEntryOfM3{i in EBT}: 
entryTime[i,'M3'] = exitTime[i,'M2'] + exitTime[i,'S1']; 
 
4) westboundEntry{i in WBT}: 
entryTime[i,'M3'] >= minEntryTime[i]; 
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5) westboundEntryOfM2orM3{i in WBT}: 
entryTime[i,'M2'] + entryTime[i,'S1'] = exitTime[i,'M3']; 
 
6) westboundEntryOfM1{i in WBT}: 
entryTime[i,'M1'] = exitTime[i,'M2'] + exitTime[i,'S1']; 
 
7) exitOfM1{i in T}: 
exitTime[i,'M1'] >= entryTime[i,'M1'] + 60*(edgeLength['M1']/maxTrainSpeed[i]); 
 
8) exitOfM2{i in T}: 
exitTime[i,'M2'] >= entryTime[i,'M2'] +  
60*(((1 - useS1[i])*edgeLength['M2'])/maxTrainSpeed[i]); 
 
9) exitOfM2_pt2{i in T}: 
exitTime[i,'M2'] <=  (1 - useS1[i])*bigNumber; 
 
10) exitOfS1_pt1{i in T}: 
exitTime[i,'S1'] >= entryTime[i,'S1'] + 60*((useS1[i]*edgeLength['S1'])/maxSidingSpeed); 
 
11) exitOfS1_pt2{i in T}: 
exitTime[i,'S1'] <= useS1[i]*bigNumber; 
 
12) exitOfM3{i in T}: 
exitTime[i,'M3'] >= entryTime[i,'M3'] + 60*(edgeLength['M3']/maxTrainSpeed[i]); 
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13) set_i_enters_after_j_pt1{i in T, j in T, k in edges: i <> j}: 
i_enters_after_j[i,j,k] >= (entryTime[i,k] - entryTime[j,k])/bigNumber; 
 
14) set_i_enters_after_j_pt2{i in T, j in T, k in edges: i <> j}: 
i_enters_after_j[i,j,k] <= ((entryTime[i,k] - entryTime[j,k])/bigNumber) + 1; 
 
15) set_i_enters_after_j_pt3{i in T, j in T, k in edges: i <> j}: 
i_enters_after_j[i,j,k] + i_enters_after_j[j,i,k] = 1; 
 
16) use_i_enters_after_j_for_M1{i in T, j in T: i <> j}: 
entryTime[i,'M1'] >= exitTime[j,'M1'] + safetyMargin - i_enters_after_j[j,i,'M1']*bigNumber; 
 
17) use_i_enters_after_j_for_M2{i in T, j in T: i <> j}: 
entryTime[i,'M2'] >= exitTime[j,'M2'] + safetyMargin - i_enters_after_j[j,i,'M1']*bigNumber - 
useS1[i]*bigNumber - useS1[j]*bigNumber; 
 
18) use_i_enters_after_j_for_S1{i in T, j in T: i <> j}: 
entryTime[i,'S1'] >= exitTime[j,'S1'] + safetyMargin – 
 i_enters_after_j[j,i,'S1']*bigNumber - (1 - useS1[i])*bigNumber - (1 - useS1[j])*bigNumber; 
 
19) use_i_enters_after_j_for_M3{i in T, j in T: i <> j}: 
entryTime[i,'M3'] >= exitTime[j,'M3'] + safetyMargin - i_enters_after_j[j,i,'M3']*bigNumber; 
 
20) eastboundMovementDelays{i in EBT}: 
movementDelays[i] >= (exitTime[i,'M3'] - terminalWantTimes[i]); 
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21) westboundMovementDelays{i in WBT}: 
movementDelays[i] >= (exitTime[i,'M1'] - terminalWantTimes[i]); 
 
Constraints 1 through 3 bound or set the entry times for the eastbound train. 
Constraints 4 through 6 bound or set the entry times for the westbound train. 
Constraint 7 sets the minimum exit time of M1 for each train.  
Constraint 8 sets the minimum exit time of M2 for each train that uses it.  
Constraint 9 sets the exit time of M2 to 0 for each train that does not use it.  
Constraint 10 sets the minimum exit time of S1 for each train that uses it.  
Constraint 11 sets the exit time of S1 to 0 for each train that does not use it.  
Constraint 12 sets the minimum exit time of M3 for each train.  
Constraint 13 sets a binary variable to 1 if train i enters edge k after train j. 
Constraint 14 sets the binary variable from constraint 13 to 0 if the numerator of the right hand 
side is negative. 
Constraint 15 ensures that one binary variable is 0 and one binary variable is 1 so that the safety 
margin is properly applied in Constraints 16 through 19. 
Constraint 16 through 19 enforce the safety margin for edges that both trains use. 
Constraints 20 and 21 calculate the movement delays for each train. 
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When the example MIP described above is solved using a MIP solver like Gurobi, the optimal 
solution has a minimum penalty cost of $177.  Each train will enter the network at its minimum 
entry time.  Train B will travel unimpeded and incur no delay costs.  After utilizing the siding 
and obeying the safety margin, train A has a 21.25 minute delay that accounts for the full $177 
delay cost.  The train movements are plotted below in Figure 5. 
 
 
Figure 5: Introductory Train Schedule 
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5. Prototype MIP Formulation for the INFORMS RAS Problem 
Consider the input data and variables defined below in Tables 2 and 3. 
Table 2: Prototype Input Data 
B  a fixed large number used in constraints that set binary variables 
E  the set of all edges in the network 
CE  the set of all crossover or switch edges 
ME  the set of all main edges 
SE  the set of all siding edges 
(m,n)L  the length of edge (m,n) 
  iM  
the multiple of the maximum track speed limit that can be achieved by 
train i 
CS  maximum speed for a train on a crossover or switch 
ES  maximum speed for an eastbound train on a main edge 
SS  maximum speed for a train on a siding 
WS  maximum speed for a westbound train on a main edge 
M
iτ  the minimum time train i can be released into the network 
Sτ  the safety margin for one train to enter an edge after another has exited 
T  the set of all trains 
ET  the set of all eastbound trains 
wT  the set of all westbound trains 
V  the set of all network vertices 
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Table 3: Prototype Formulation Decision Variables 
(i,j,m,n)a  a binary variable indicating train i enters edge (m, n) after train j 
(i,m,n)n  the time that train i enters edge (m, n) 
(i,m,n)u  a binary variable indicating train i uses edge (m, n) 
(i,m,n)x  the time that train i exits edge (m, n) 
 
With respect to an objective function to minimize cost, the following linear programming 
constraints will move trains throughout the network without collisions on any individual edge: 
1) 
M
(i,0,1) (i,0,2) in + n τ  
Ei T   
2) 
M
(i,83,84) in τ  
wi T   
3) (i,m,n) (i,m,n)n Bu  i T   
4) (i,m,n) (i,m,n)x Bu  i T   
5)  E(i,m,n) (i,m,n) (m,n) (i,m,n) ix n +L u / M S   
E Mi T , m,n E     
6)  w(i,m,n) (i,m,n) (m,n) (i,m,n) ix n +L u / M S  
w Mi T , m,n E     
7) 
S
(i,m,n) (i,m,n) (m,n) (i,m,n)x n +L u /S  
Si T, m,n E     
8) 
C
(i,m,n) (i,m,n) (m,n) (i,m,n)x =n +L u /S  
Ci T, m,n E     
9) (i,m,n) (i,m,n)u x / B  i T, m,n E     
10) (i,m,n) (i,n,o)
m V o V
u u
 
  i T   for each n V where  m,n E and  n,o E  
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11) (i,m,n) (i,n,o)
m V o V
x n
 
  Ei T  for each  n V where  m,n E and  n,o E  
12) (i,m,n) (i,n,o)
m V o V
n x
 
  Wi T  for each  n V where  m,n E and  n,o E  
13)  (i,j,m,n) (i,m,n) (j,m,n)a n n / B  for each  i,j T×T such that i j ,  m,n E   
14)   (i,j,m,n) (i,m,n) (j,m,n)a n n / B 1    for each  i,j T×T such that i j ,  m,n E   
15) (i,j,m,n) (j,i,m,n)a +a 1  for each  i,j T×T such that i j ,  m,n E   
16)    S(i,m,n) (j,m,n) (j,i,m,n) (i,m,n) (j,m,n)n x τ Ba B 1 u B 1 u        for each  i,j T×T such that 
i j ,  m,n E   
17) (i,m,n) (i,m,n)n ,x 0 i T   , m,n E   
18) (i,j,m,n) (i,m,n)a ,u binary 
Constraints 1 through 9 manage edge entry and exit times.  Constraints 1 and 2 ensure trains 
enter the network at a time greater than or equal to their minimum entry time.  Constraint 3 
ensures the time a train enters an edge is zero if that edge is not actually used.  Constraint 4 
ensures the time a train exits an edge is zero if that edge is not actually used. Constraints 5 and 6 
set the minimum exit time for trains when they use a main edge.  Constraint 7 sets the minimum 
exit time for trains when they use a siding.  Constraint 8 sets the exit time for trains when they 
use a switch or crossover.  Equality is used because there will be no delays on switches or 
crossovers.  Constraint 9 sets a binary variable indicating a train uses an edge to one if the time a 
train exits that edge is greater than zero. 
Constraints 10 through 12 manage conservation of flow and conservation of time.  Constraint 10 
maintains conservation of flow through the network utilizing the binary variables that indicate a 
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train uses an edge.  Constraint 11 sets the exit time of a western edge (or edges) equal to the 
entry time of the adjacent eastern edge (or edges) for eastbound trains.  Constraint 12 sets the 
exit time of an eastern edge (or edges) equal to the entry time of the adjacent western edge (or 
edges) for westbound trains. 
Constraints 13 through 16 manage the binary variables utilized to enforce the safety margin.  
Constraint 13 sets a binary variable indicating the entry time for one train entering an edge is 
greater than the entry time of another train entering that edge.  Constraint 14 keeps the binary 
variable from constraint 13 from being one if the difference in the numerator is negative.  
Constraint 15 ensures that one binary variable set in constraints 13 and 14 is one and that the 
other is set to zero.  When both trains use the edge, this keeps the numerator in the right hand 
side of constraints 13 and 14 from evaluating to zero (see constraint 16).  Constraint 16 ensures 
the safety margin is used when train i enters an edge after train j.  The right side of the inequality 
will be negative if train j enters the edge after train i, train i does not use the edge, or train j does 
not use the edge. 
Finally, there are non-negativity and binary constraints.  Constraint 17 ensures that entry and exit 
times are always greater than or equal to zero. Note that an edge that is not used by a train 
will have entry and exit times of zero.  Constraint 18 establishes that the variables indicating 
use and order of entry for each edge are binary. 
Switch and crossover deconfliction, siding eligibility, and MOW observation are not handled by 
these prototype constraints.  However, the most important constraint(s) with respect to the work 
in this paper is number 18.  Where M is the number of trains and N is the number of edges in the 
network, there are ((M)(M -1)(N) + (M)(N)) binary variables defined for this basic formulation.   
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Due to constraint 15,  (j,i,m,n) (i,j,m,n)a 1-a .  So in every constraint that contains (j,i,m,n)a , solver pre-
processing can replace it with  (i,j,m,n)1-a .  This means the solver only needs to keep track of the 
(i,j,m,n)a values and can remove the (j,i,m,n)a binary variables.  Thus, only (M
2N – MN)/2 are needed to 
represent the order that the trains will pass through each edge.  Therefore, the total number of 
binary variables after pre-processing will be (M2N + MN)/2   
Determining the movements of a set of 20 trains, each entering at one terminal and moving to the 
opposite terminal, would require 17,850 binary variables.  Solver pre-processing may further 
eliminate some of them, but the branch and bound algorithm will struggle to produce useful 
results in a timely manner with this many binary variables.  In fact, the original prototype MIP 
for the RAS problem could find a solution to Data Set 1 with 12 trains in less than 10 minutes.  
However, it could not even find a feasible solution to Data Set 2 with 18 trains within twenty 
minutes.  This reality spurred a re-formulation of the MIP solution. 
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6. Improved MIP Formulation 
6.1 Network Partitioning 
The chosen network partitioning is illustrated below in Figure 6.  A partition with respect to this 
railway network is a subset of connected sections of track (a subset of connected edges). 
 
Figure 6: Network Partitioning 
 
Switches and their adjacent mains are included in elements of {SW1, S1, …, S12}.  No sidings, 
main edges opposite of (parallel to) sidings, or edges in dual crossover constructs are contained 
in an element of {SW1, S1, …, S12}.  For a pair of trains moving in opposite directions, only 
one “i enters after j” binary variable has to be created for each element of {SW1, S1, …, S12}. 
This is because an eastbound and a westbound train cannot occupy any of these track segments at 
the same time or there would be a collision.  Also, for a pair of trains moving in the same 
direction, only one “i enters after j” binary variable has to be created for each element of {SW1, 
S1, …, S12}. This is because once a train enters one of these track segments, it cannot be passed 
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by a train moving in the same direction or there would be a collision.  Therefore, only one binary 
variable is necessary to ensure safety margin spacing of trains moving in the same direction.  
Finally, for each pair of trains (regardless of direction) one “i enters after j” binary variable is 
defined for each siding/opposite main pair and each double crossover construct as a whole.   
Where M is the number of trains, M(M - 1)(20) binary variables are defined to track the order 
that trains move through the network.  Pre-processing will again reduce this to (20M2 - 20M)/2. 
 
 
 
Figure 7: Reduced Binary Variables 
 
Instead of 85 binary variables per train to indicate whether each edge is used or not, only eight 
binary variables are actually necessary to describe a train’s route.  Five of the binary variables 
are used to indicate use of one of the five sidings.  See the blue text in Figure 7.  The other three 
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binary variables are used to determine use of the three southern sections of dual main track that 
exist between crossover constructs.  See the red text in Figure 7.   
So where M is the number of trains, the maximum number of binary variables defined for this 
formulation is (20M2 – 4M)/2.  A set of 20 trains, each entering at one terminal and moving to 
the opposite terminal, would require 3960 binary variables to describe train movements.  This is 
a 78% reduction versus the 17,850 binary variables the basic formulation needs to describe the 
movements for 20 trains, each entering at one terminal and moving to the opposite terminal.      
 
6.2 Objective Function and Constraints 
Input data and variables are defined below in Tables 4 and 5. 
Table 4: Improved Formulation Input Data 
B  a fixed large number used in constraints that set binary variables 
M
iC  the hourly movement delay cost for each train i 
SAC  the hourly penalty cost for SA trains 
UC  the hourly penalty cost for unpreferred track usage 
WC  the hourly penalty cost with respect to terminal want time  
E  the set of all edges in the network 
CE  the set of all crossover edges 
ME  the set of all main edges 
 Nor
kE  the set of all edges in northern section k of the dual track 
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RE  the set of all required main edges 
SE  the set of all siding edges 
Seg
kE  the set of all main edges in track segment k 
SegA
kE  the set of all edges in track segment k 
Sou
kE  the set of all edges in southern section k of the dual track 
UEE  the set of edges that are unpreferred for eastbound trains  
UWE  the set of edges that are unpreferred for westbound trains 
WE  the set of all switch edges 
F  binary input data that determines whether siding 4 is used or not 
MG  minimum number of sidings used in the entire solution 
NSAG  maximum number of sidings a non-SA train can use 
PG  
maximum number of times an individual siding can be used during the entire 
solution 
SAG  maximum number of sidings an SA train can use 
TG  maximum number of sidings used in the entire solution 
 iH  
is binary input data where a 1 indicates a train is an Inhalation Hazard (IH or 
Hazmat) 
(m,n)
EL  the length of edge (m, n) 
i
TL  the length of train i 
  iM  
the multiple of the maximum track speed limit that can be achieved by 
train i 
EO  
minimum number of southern dual track segments an eastbound train 
must use 
MO  a set of indices corresponding to the MOW periods defined for the data set 
NO  a set of indices corresponding to individual southern sections of dual track 
SO  
a set of indices corresponding to the segment partitions identified in 
Figure 6 
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WO  
maximum number of southern dual track segments a westbound train can 
use 
SMP  
the set of pairs where the first element of a pair is a siding and the other 
element of the pair is one of the mains adjacent to that siding’s switches  
SOP  
the set of pairs where the first element of a pair is a siding and the other 
element of the pair is its opposite main  
SSP  
the set of pairs where the first element of a pair is a siding and the other 
element of the pair is one of the switches adjacent to that siding  
CS  maximum speed for a train on a crossover or switch 
ES  maximum speed for an eastbound train on a main edge 
SS  maximum speed for a train on a siding 
WS  maximum speed for a westbound train on a main edge 
Aτ  scheduling threshold for SA trains 
C
iτ  the time each SA train is scheduled to arrive at the midpoint 
D
iτ  the time each SA train is scheduled to arrive at the terminal 
Eτ  early to terminal threshold for all trains 
Hτ  planning horizon stop time 
Lτ  late to terminal threshold for all trains 
M
iτ  the minimum time train i can be released into the network 
O
kτ  the start time for MOW k 
P
kτ  the stop time for MOW k 
Sτ  the safety margin for one train to enter an edge after another has exited 
U
iτ  the unimpeded terminal arrival time for train i 
W
iτ  the time the respective terminal wants each train i 
T  the set of all trains 
ET  the set of all eastbound trains 
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SAT  the set of all SA trains 
WT  the set of all westbound trains 
V  the set of all network vertices 
k
EV  the vertex on the eastern side of Maintenance of Way k 
N
iV  the entry vertex for each train i  
k
WV  the vertex on the western side of a Maintenance of Way k 
 iW  the weight (tons per operative break) of train i 
MW  the maximum weight (tons per operative break) to travel on a siding 
NSAY  maximum movement delay for non-SA trains 
SAY  maximum movement delay for SA trains 
 
Table 5: Improved Formulation Decision Variables 
DC
(i,j,k)a  a binary variable indicating train i enters dual crossover k after train j 
SEG
(i,j,k)a  a binary variable indicating train i enters segment k after train j 
M_N
(i,k)a  
a binary variable indicating train i enters the edges for MOW k after its 
stop time 
M_X
(i,k)a  
a binary variable indicating train i enters the edges for MOW k before its 
start time 
SI_C
(i,j,m,n,o,p)a  
a binary variable indicating train i enters siding (m,n) or its opposite main 
(o,p) while train j already occupies the other of those two edges 
(concurrency) 
SI_N
(i,j,m,n,o,p)a  
a binary variable indicating train i enters siding (m,n) or its opposite main 
(o,p) after train j has entered siding k or its opposite main 
SI_X
(i,j,m,n,o,p)a  
a binary variable indicating train i enters siding (m,n) or its opposite main 
(o,p) before train j has exited siding k or its opposite main 
SW1
(i,j)a  a binary variable indicating train i enters switch 1 after train j 
E
id  
the penalty time for train i being too early with respect to the terminal 
want time 
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L
id  
the penalty time for train i being too late with respect to the terminal want 
time 
Mid
id  the midpoint arrival penalty time for each SA train i 
Mov
id  the total movement delay for each train i 
T
id  the terminal arrival penalty time for each SA train i 
U
id  the unpreferred track penalty time for each train i 
(i,m,n)n  the time that train i enters edge (m,n) 
M
ir  
a binary variable to indicate train i reaches the midpoint after the planning 
horizon stop 
N
ir  
a binary variable to indicate train i enters the network after the planning 
horizon stop 
T
ir  
a binary variable to indicate train i enters the terminal after the planning 
horizon stop 
Sid
(i,m,n)u  a binary variable indicating train i uses siding (m,n) 
Sou
(i,k)u  a binary variable indicating train i uses southern track segment k 
(i,m,n)x  the time that train i exits edge (m,n) 
 
 
6.2.1 Objective Function 
The objective function is: 
min     
SA
M Mov W E L U U SA Mid T
i i i i i i i
i T i T
C d C d d C d C d d
 
       
The objective function seeks to minimize the costs incurred by all trains.  The summation on the 
left side handles total movement delay times, early and late to terminal penalty times (with 
respect to terminal want times), and unpreferred track penalty times for all trains.  For schedule 
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adherence trains only, the summation on the right side handles midpoint and terminal arrival 
time penalties with respect to scheduled midpoint arrival and terminal arrival times.       
 
6.2.2 Basic Movement Constraints 
1) (i,j,k) (i,j,k)n x   i T, j,k E     
2) 
M
(i,0,1) (i,0,2) in + n τ  
Ei T   where 
N
iV 0  
3) 
M
(i,83,84) in τ  
Wi T   where 
N
iV 84  
4) (i,m,n) (i,n,o)
(m,n) E (n,o) E
x n
 
  Ei T  , m V   where 
N
iV m  
5) (i,m,n) (i,o,m)
(m,n) E (o,m) E
x n
 
  Wi T  , m V   where 
N
iV m  
6)  (m,n)E E(i,m,n) (i,m,n) ix n L S M 
R(m,n) E  , Ei T  where
(m,n) i
E TL L  
7)  (m,n)E W(i,m,n) (i,m,n) ix n L S M 
R(m,n) E  , Wi T  where
(m,n) i
E TL L  
8)  (m,n)E E(i,m,n) (i,m,n) ix =n L S M
R(m,n) E  , Ei T  where
(m,n) i
E TL L  
9)  (m,n)E W(i,m,n) (i,m,n) ix n L S M 
R(m,n) E  , Wi T  where
(m,n) i
E TL L  
10)  (m,n)E E(i,m,n) (i,m,n) ix n L S M 
M(m,n) E  where
R(m,n) E  , Ei T  where
(m,n) i
E TL L  
11)  (m,n)E W(i,m,n) (i,m,n) ix n L S M 
M(m,n) E  where
R(m,n) E , Wi T  where
(m,n) i
E TL L  
12) 
Sid
(i,o,p) (i,m,n)n Bu i T  where 
SS(m,n,o,p) P  
13)  Sid(i,o,p) (i,m,n)n B 1 u  i T  where 
SM(m,n,o,p) P  
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14) 
Sid
(i,m,n) (i,m,n)x Bu i T  where 
S(m,n) E  
15)  Sid(i,o,p) (i,m,n)x B 1 u  i T  where 
SO(m,n,o,p) P  
16)  (o,p)E Sid C(i,o,p) (i,o,p) (i,m,n)x n L u S 
SS(m,n,o,p) P  , Ei T  where  E CiS M S  
17)  (o,p)E Sid C(i,o,p) (i,o,p) (i,m,n)x n L u S 
SS(m,n,o,p) P  , Wi T  where  W CiS M S  
18)    (o,p)E Sid E(i,o,p) (i,o,p) (i,m,n) ix n L u S M 
SS(m,n,o,p) P  , Ei T  where  E CiS M S  
19)    (o,p)E Sid W(i,o,p) (i,o,p) (i,m,n) ix n L u S M 
SS(m,n,o,p) P  , Wi T  where  W CiS M S  
20)     (o,p)E Sid E(i,o,p) (i,o,p) (i,m,n) ix n L 1 u S M  
SM(m,n,o,p) P  , Ei T   
21)     (o,p)E Sid W(i,o,p) (i,o,p) (i,m,n) ix n L 1 u S M  
SM(m,n,o,p) P  , Wi T   
22)     (o,p)E Sid E(i,o,p) (i,o,p) (i,m,n) ix n L 1 u S M  
SO(m,n,o,p) P  , Ei T   
23)     (o,p)E Sid W(i,o,p) (i,o,p) (i,m,n) ix n L 1 u S M  
SO(m,n,o,p) P  , Wi T   
24)  (m,n)E Sid S(i,m,n) (i,m,n) (i,m,n)x n L u S 
S(m,n) E  , i T   
25)    (o,p)E Sid E(i,m,n) (i,m,n) (i,m,n) ix n L u S M 
SO(m,n,o,p) P  , Ei T   
26)    (o,p)E Sid W(i,m,n) (i,m,n) (i,m,n) ix n L u S M 
SO(m,n,o,p) P  , Wi T   
27)  Sou(i,m,n) (i,k)n B 1 u  Nk O  ,
Nor
k(m,n) E  , i T   
28)  Sou(i,m,n) (i,k)x B 1 u  Nk O  ,
Nor
k(m,n) E  , i T   
29) 
Sou
(i,m,n) (i,k)n Bu
Nk O  ,
Sou
k(m,n) E  , i T   
30) 
Sou
(i,m,n) (i,k)x Bu
Nk O  ,
Sou
k(m,n) E  , i T   
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31)    (37,40)E Sou E(i,37,40) (i,37,40) (i,1) ix =n L u S M Ei T   
32)    (37,40)E Sou W(i,37,40) (i,37,40) (i,1) ix =n L u S M Wi T   
33)   (37,41)E Sou C(i,37,41) (i,37,41) (i,1)x =n L 1 u S  i T   
34)     (m,n)E Sou E(i,m,n) (i,m,n) (i,k) ix n L 1 u S M   Nk O  ,
Seg
x(m,n) E  ,
Ei T  where: 
k=1 maps to x=8, k=2 maps to x=9, k=3 maps to x=10 
35)     (m,n)E Sou W(i,m,n) (i,m,n) (i,k) ix n L 1 u S M   Nk O  ,
Seg
x(m,n) E  ,
Wi T  where: 
k=1 maps to x=8, k=2 maps to x=9, k=3 maps to x=10 
36)    (m,n)E Sou E(i,m,n) (i,m,n) (i,k) ix n L u S M  Nk O  ,
Seg
x(m,n) E  ,
Ei T  where: 
k=1 maps to x=4, k=2 maps to x=5 and x=6, k=3 maps to x=7 
37)    (m,n)E Sou W(i,m,n) (i,m,n) (i,k) ix n L u S M  Nk O  ,
Seg
x(m,n) E  ,
Wi T  where: 
k=1 maps to x=4, k=2 maps to x=5 and x=6, k=3 maps to x=7 
38) 
(m,n)
E C
(i,m,n) (i,m,n)x n L S 
C(m,n) E  , Ei T  where  E CiS M S  
39) 
(m,n)
E C
(i,m,n) (i,m,n)x n L S 
C(m,n) E  , Wi T  where  W CiS M S  
40)  (m,n)E E(i,m,n) (i,m,n) ix n L S M 
C(m,n) E  , Ei T  where  E CiS M S  
41)  (m,n)E W(i,m,n) (i,m,n) ix n L S M 
C(m,n) E  , Wi T  where  W CiS M S  
42)      (44,46)E Sou E Sou(i,44,46) (i,44,46) (i,2) i (i,1)x n L 1 u S M Bu    Ei T   
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43)      (44,46)E Sou W Sou(i,44,46) (i,44,46) (i,1) i (i,2)x n L 1 u S M Bu    Wi T   
44)   (44,47)Sou E C Sou(i,44,47) (i,44,47) (i,2) (i,1)x n u L S Bu   Ei T   
45)      (44,47)E Sou C Sou(i,44,47) (i,44,47) (i,1) (i,2)x n L 1 u S B 1 u     Wi T   
46)      (45,46)E Sou C Sou(i,45,46) (i,45,46) (i,2) (i,1)x n L 1 u S B 1 u     Ei T   
47)   (45,46)E Sou C Sou(i,45,46) (i,45,46) (i,1) (i,2)x n L u S Bu   Wi T   
48)       (45,47)E Sou E Sou(i,45,47) (i,45,47) (i,2) i (i,1)x n L u S M B 1 u    Ei T   
49)       (45,47)E Sou W Sou(i,45,47) (i,45,47) (i,1) i (i,2)x n L u S M B 1 u    Wi T   
50)      (54,57)E Sou E Sou(i,54,57) (i,54,57) (i,3) i (i,2)x n L 1 u S M Bu    Ei T   
51)      (54,57)E Sou W Sou(i,54,57) (i,54,57) (i,2) i (i,3)x n L 1 u S M Bu    Wi T   
52)   (54,58)E Sou C Sou(i,54,58) (i,54,58) (i,3) (i,2)x n L u S Bu   Ei T   
53)      (54,58)E Sou C Sou(i,54,58) (i,54,58) (i,2) (i,3)x n L 1 u S B 1 u     Wi T   
54)      (56,57)E Sou C Sou(i,56,57) (i,56,57) (i,3) (i,2)x n L 1 u S B 1 u     Ei T   
55)   (56,57)E Sou C Sou(i,56,57) (i,56,57) (i,2) (i,3)x n L u S Bu   Wi T   
56)       (56,58)E Sou E Sou(i,56,58) (i,56,58) (i,3) i (i,2)x n L u S M B 1 u    Ei T   
57)       (56,58)E Sou W Sou(i,56,58) (i,56,58) (i,2) i (i,1)x n L u S M B 1 u    Wi T   
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58)     (67,69)E Sou E(i,67,69) (i,67,69) (i,1) ix =n L 1 u S M  Ei T   
59)     (67,69)E Sou W(i,67,69) (i,67,69) (i,1) ix =n L 1 u S M  Wi T   
60)  (68,69)E Sou C(i,68,69) (i,68,69) (i,3)x =n L u S i T   
61) (i,m,n) (i,m,n)n ,x 0 i T   , j,k E   
62) 
Sid Sou
(i,m,n) (i,k)u ,u binary 
Constraint 1 is a sanity constraint that ensures entry times are always less than exit times.  
Constraints 2 and 3 set the minimum entry times for trains entering from terminals.  Constraint 2 
is for eastbound trains and constraint 3 is for westbound trains. 
Constraints 4 and 5 set the entry times for edges equal to the exit time of the last edge visited.  
Constraint 4 is for eastbound trains and constraint 5 is for westbound trains. 
Constraints 6 and 7 set the minimum entry times for required mains when the edge length is 
greater than or equal to the train length.  Constraint 6 is for eastbound trains and constraint 7 is 
for westbound trains. 
Constraints 8 and 9 set the entry times for required mains when the edge length is less than the 
train length.  Constraint 8 is for eastbound trains and constraint 9 is for westbound trains. 
Constraints 10 and 11 prevent delays on mains that are not required mains when the edge length 
is less than the train length.  Constraint 10 is for eastbound trains and constraint 11 is for 
westbound trains. 
Constraints 12 and 13 are entry time sanity constraints for switches and their adjacent mains.  
Constraint 12 keeps a switch from being entered unless its accompanying siding is being used.  
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Constraint 13 keeps mains adjacent to switches from being entered unless their nearest siding is 
not being used. 
Constraints 14 and 15 are exit time sanity constraints for sidings and their opposite mains.  
Constraint 14 keeps a siding’s entry time from being more than zero unless it being used.  
Constraint 15 keeps the entry time of mains opposite (parallel to) of sidings from being greater 
than zero unless the siding is not being used. 
Constraints 16 through 19 set the exit times for switches.  Constraints 16 and 17 are for trains 
that are faster than the switch speed limit.  Constraints 18 and 19 handle the few trains that are 
slower than the switch speed limit. 
Constraints 20 and 21 set the exit times for the mains adjacent to switches in siding constructs.  
Constraint 20 is for eastbound trains and constraint 21 is for westbound trains. 
Constraints 22 and 23 set the minimum exit times for the mains opposite sidings. Constraint 22 is 
for eastbound trains and constraint 23 is for westbound trains. 
Constraints 24 through 26 set the minimum exit times for sidings.  Constraint 24 is for trains that 
are faster than the siding speed limit.  Constraints 25 and 26 handle the few trains that are slower 
than the siding speed limit. 
Constraints 27 through 30 are sanity constraints for the entry and exit times of edges in sections 
of northern and southern dual track.  Constraints 27 and 28 ensure edges in northern sections of 
track cannot have entry or exit times greater than zero unless that section of track is being used.  
Constraints 29 and 30 ensure edges in southern sections of track cannot have entry or exit times 
greater than zero unless that section of track is being used.     
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Constraints 31 through 33 set the exit times for the western single crossover construct.  
Constraints 31 and 32 are for the main adjacent to the crossover.  Constraint 33 is for the 
crossover. 
Constraints 34 and 35 set the minimum exit times for mains in the northern sections of dual 
track.  Constraint 34 is for eastbound trains and constraint 35 is for westbound trains. 
Constraints 36 and 37 set the minimum exit times for mains in the southern sections of dual 
track.  Constraint 36 is for eastbound trains and constraint 37 is for westbound trains. 
Constraints 38 through 41 make sure there are no delays on crossovers when they are used.  
Constraints 38 and 39 are for trains that are faster than the crossover speed limit.  Constraints 40 
and 41 handle the few trains that are slower than the crossover speed limit. 
Constraints 42 through 49 set the exit times for the western dual crossover construct.  There is 
one constraint for eastbound trains and one constraint for westbound trains for each of the four 
edges in the construct. 
Constraints 50 through 57 set the exit times for the eastern dual crossover construct.  There is 
one constraint for eastbound trains and one constraint for westbound trains for each of the four 
edges in the construct. 
Constraints 58 through 60 set the exit times for the eastern single crossover construct.  
Constraints 58 and 59 are for the main adjacent to the crossover.  Constraint 60 is for the 
crossover. 
Constraint 61 ensures entry and exit times are greater than or equal to zero. 
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Constraint 62 sets the variables indicating siding usage and southern track section usage to 
binary variables. 
 
6.2.3 Deconfliction Constraints 
1)  SW1(i,j) (i,0,1) (i,0,2) (j,0,1) (j,0,2)a n +n n n / B     i,j T×T  such that i j  
2)   SW1(i,j) (i,0,1) (i,0,2) (j,0,1) (j,0,2)a n +n n n / B 1      i,j T×T  such that i j  
3) 
SW1 SW1
(i,j) (j,i)a +a 1   i,j T×T  such that i j  
4) 
S SW1
(i,0,1) (i,0,2) (j,0,1) (j,0,2) (j,i)n + n x +x τ Ba     i,j T×T  such that i j  
5)  SI_N(i,j,m,n,o,p) (i,m,n) (i,o,p) (j,m,n) (j,o,p)a n + n n n / B    i,j T×T  such that i j ,
SO(m,n,o,p) P   
6)   SI_N(i,j,m,n,o,p) (i,m,n) (i,o,p) (j,m,n) (j,o,p)a n +n n n / B 1      i,j T×T  such that i j ,
SO(m,n,o,p) P   
7) 
SI_N SI_N
(i,j,m,n,o,p) (j,i,m,n,o,p)a + a 1   i,j T×T  such that i j ,
SO(m,n,o,p) P   
8)  S SI_N Sid(i,m,n) (j,m,n) (j,i,m,n,o,p) (i,m,n)n x τ Ba  - B 1 U      i,j T×T  such that i j ,
SO(m,n,o,p) P   
9) 
S SI_N Sid
(i,o,p) (j,o,p) (j,i,m,n,o,p) (i,m,n)n x τ Ba  - Bu     i,j T×T  such that i j ,
SO(m,n,o,p) P   
10)  DC(i,j,1) (i,44,46) (i,44,47) (i,45,46) (i,45,47) (j,44,46) (j,44,47) (j,45,46) (j,45,47)a n +n +n +n n n n n / B    
 i,j T×T  such that i j  
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11)   DC(i,j,1) (i,44,46) (i,44,47) (i,45,46) (i,45,47) (j,44,46) (j,44,47) (j,45,46) (j,45,47)a n +n +n +n n n n n / B 1       
 i,j T×T  such that i j  
12) 
DC DC
(i,j,1) (j,i,1)a + a 1   i,j T×T  such that i j  
13) 
S DC
(i,44,46) (i,44,47) (i,45,46) (i,45,47) (j,44,46) (j,44,47) (j,45,46) (j,45,47) (j,i,1)n +n +n +n x x x x τ Ba       
 i,j T×T  such that i j  
14)  DC(i,j,2) (i,54,57) (i,54,58) (i,56,57) (i,56,58) (j,54,57) (j,54,58) (j,56,57) (j,56,58)a n +n +n +n n n n n / B    
 i,j T×T  such that i j  
15)   DC(i,j,2) (i,54,57) (i,54,58) (i,56,57) (i,56,58) (j,54,57) (j,54,58) (j,56,57) (j,56,58)a n +n +n +n n n n n / B 1       
 i,j T×T  such that i j  
16) 
DC DC
(i,j,2) (j,i,2)a + a 1   i,j T×T  such that i j  
17) 
S DC
(i,54,57) (i,54,58) (i,56,57) (i,56,58) (j,54,57) (j,54,58) (j,56,57) (j,56,58) (j,i,2)n +n +n +n x x x x τ Ba       
 i,j T×T  such that i j  
18)  SEG(i,j,k) (i,m,n) (j,m,n)a n n / B   i,j T×T  such that i j , Nk O  where (m,n) is a fixed 
element of 
Seg
kE  
19)   SEG(i,j,k) (i,m,n) (j,m,n)a n n / B 1     i,j T×T  such that i j , Nk O  where (m,n) is a 
fixed element of 
Seg
kE  
20) 
SEG SEG
(i,j,k) (j,i,k)a + a 1   i,j T×T  such that i j , Nk O   
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21) 
S SEG
(i,m,n) (j,m,n) (j,i,k)
m V m V
n x τ Ba
 
     i,j T×T  such that 
E Wi T , j T  ,
k {1,2,3,11,12}   where the set of all (m,n) is the westernmost edge or edges of 
Seg
kE  
22) 
S SEG
(i,m,n) (j,m,n) (j,i,k)
n V n V
n x τ Ba
 
     i,j T×T  such that i j , k {1,2,3,11,12}   where 
the set of all (m,n) is the easternmost edge or edges of 
SegA
kE  
23)  S SEG Sou(i,m,n) (j,m,n) (j,i,k) (i,1)
m V m V
n x τ Ba  - 1 Bu
 
      i,j T×T  such that i j , k 4   
where the set of all (m,n) is the westernmost edge or edges of 
SegA
kE  
24)  S SEG Sou(i,m,n) (j,m,n) (j,i,k) (i,1)
n V n V
n x τ Ba  - 1 Bu
 
      i,j T×T  such that i j , k 4   where 
the set of all (m,n) is the easternmost edge or edges of 
SegA
kE  
25)  S SEG Sou(i,m,n) (j,m,n) (j,i,k) (i,2)
m V m V
n x τ Ba  - 1 Bu
 
      i,j T×T  such that i j ,  k 5,6   
where the set of all (m,n) is the westernmost edge or edges of 
SegA
kE  
26)  S SEG Sou(i,m,n) (j,m,n) (j,i,k) (i,2)
n V n V
n x τ Ba  - 1 Bu
 
      i,j T×T  such that i j ,  k 5,6   
where the set of all (m,n) is the easternmost edge or edges of 
SegA
kE  
27)  S SEG Sou(i,m,n) (j,m,n) (j,i,k) (i,3)
m V m V
n x τ Ba  - 1 Bu
 
      i,j T×T  such that i j , k 7   
where the set of all (m,n) is the westernmost edge or edges of 
SegA
kE  
28)  S SEG Sou(i,m,n) (j,m,n) (j,i,k) (i,3)
n V n V
n x τ Ba  - 1 Bu
 
      i,j T×T  such that i j , k 7   where 
the set of all (m,n) is the easternmost edge or edges of 
SegA
kE  
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29) 
S SEG Sou
(i,m,n) (j,m,n) (j,i,k) (i,1)
m V m V
n x τ Ba  - Bu
 
     i,j T×T  such that i j , k 8   where the 
set of all (m,n) is the westernmost edge or edges of 
SegA
kE  
30) 
S SEG Sou
(i,m,n) (j,m,n) (j,i,k) (i,1)
n V n V
n x τ Ba  - Bu
 
     i,j T×T  such that i j , k 8   where the 
set of all (m,n) is the easternmost edge or edges of 
SegA
kE  
31) 
S SEG Sou
(i,m,n) (j,m,n) (j,i,k) (i,2)
m V m V
n x τ Ba  - Bu
 
     i,j T×T  such that i j , k 9   where the 
set of all (m,n) is the westernmost edge or edges of 
SegA
kE  
32) 
S SEG Sou
(i,m,n) (j,m,n) (j,i,k) (i,2)
n V n V
n x τ Ba  - Bu
 
     i,j T×T  such that i j , k 9   where the 
set of all (m,n) is the easternmost edge or edges of 
SegA
kE  
33) 
S SEG Sou
(i,m,n) (j,m,n) (j,i,k) (i,3)
m V m V
n x τ Ba  - Bu
 
     i,j T×T  such that i j , k 10   where the 
set of all (m,n) is the westernmost edge or edges of 
SegA
kE  
34) 
S SEG Sou
(i,m,n) (j,m,n) (j,i,k) (i,3)
n V n V
n x τ Ba  - Bu
 
     i,j T×T  such that i j , k 10   where the 
set of all (m,n) is the easternmost edge or edges of 
SegA
kE  
35) 
S SEG
(i,m,n) (j,m,n) (j,i,k)n x τ Ba    i,j T×T  such that 
Ei,j T or 
Wi,j T ; k {1,2,3,11}   
where the set of all (m,n) is the mains between the easternmost and westernmost edge or 
edges of 
SegA
kE  
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36)  S SEG Sou(i,m,n) (j,m,n) (j,i,k) (i,3)n x τ Ba  - 1 Bu     i,j T×T  such that 
Ei,j T or 
Wi,j T ; k 7   
where the set of all (m,n) is the mains between the easternmost and westernmost edge or 
edges of 
SegA
kE  
37) 
S SEG Sou
(i,m,n) (j,m,n) (j,i,k) (i,3)n x τ Ba  - Bu    i,j T×T  such that 
Ei,j T or 
Wi,j T ; k 10   
where the set of all (m,n) is the mains between the easternmost and westernmost edge or 
edges of 
SegA
kE  
38) 
DC SEG SI_N SW1
(i,j,k) (i,j,k) (i,j,m,n,o,p) (i,j)a ,a ,a ,a binary 
Constraints 1 through 3 set the binary variables used to deconflict SW1.  Constraint 4 deconflicts 
SW1. 
Constraints 5 through 7 set the binary variables used to deconflict sidings and their opposite 
mains.  Constraint 8 deconflicts sidings.  Constraint 9 deconflicts opposite mains. 
Constraints 10 through 12 set the binary variables used to deconflict the westernmost dual 
crossover.  Constraint 13 deconflicts the westernmost dual crossover. 
Constraints 14 through 16 set the binary variables used to deconflict the easternmost dual 
crossover.  Constraint 17 deconflicts the easternmost dual crossover. 
Constraints 18 through 19 set the binary variables used to deconflict segments S1 through S12.   
Constraints 21 through 34 deconflict the easternmost (or westernmost) edge or pair of edges for 
each segment S1 through S12.  All pairs of trains where i does not equal j are considered.   
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Constraints 35 through 37 deconflict the mains between the easternmost and westernmost edge 
(or pairs of edges) for segments S1, S2, S3, S7, S10, and S11.  The edges in segments S4, S5, S6, 
S8, S9, and S12 are fully handled in constraints 21 through 34.  For constraints 35 through 37, 
only pairs of trains moving in the same direction need to be deconflicted.  Constraints 21 through 
34 keep trains moving in opposite directions from being on the segments at the same time.   
 
6.2.4 Maintenance of Way (MOW) Constraints 
1) M_X O
(i,k) k (i,m,n)
(m,n) E
a τ x B

 
  
 
 for all 
Ei T , Mk O ,where k
En=V  
2) 
M_X O
(i,k) k (i,m,n)
(m,n) E
a τ x B 1

  
     
  
  for all Ei T , Mk O ,where kEn=V  
3) M_X O
(i,k) k (i,m,n)
(m,n) E
a τ x B

 
  
 
 for all 
Wi T , Mk O ,where k
Wm=V  
4) 
M_X O
(i,k) k (i,m,n)
(m,n) E
a τ x B 1

  
     
  
  for all Wi T , Mk O ,where kWm=V  
5) M_N P
(i,k) (i,m,n) k
(m,n) E
a n τ B

 
  
 
 for all 
Ei T , Mk O ,where k
Wm=V  
6) 
M_N P
(i,k) (i,m,n) k
(m,n) E
a n τ B 1

  
     
  
 for all Ei T , Mk O ,where kWm=V  
7) M_N P
(i,k) (i,m,n) k
(m,n) E
a n τ B

 
  
 
 for all 
Wi T , Mk O ,where k
En=V  
8) 
M_N P
(i,k) (i,m,n) k
(m,n) E
a n τ B 1

  
     
  
 for all Wi T , Mk O ,where kEn=V  
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9) 
M_N M_X
(i,k) (i,k)a a 1   for all 
Wi T , Mk O  
10) 
M_N
(i,k)a ,
M_X
(i,k)a  binary 
Constraints 1 through 4 set binary variables to track whether or trains exit MOW edges before 
the MOW starts.  Constraint 1 sets a binary variable to 1 if an eastbound train i exits the MOW j 
edges before MOW j starts and constraint 2 sets the binary variable from constraint 1 to 0 if the 
numerator is negative.  Constraint 3 sets a binary variable to 1 if a westbound train i exits the 
MOW j edges before MOW j starts and constraint 4 sets the binary variable from constraint 3 to 
0 if the numerator is negative. 
Constraints 5 through 8 set binary variables to track whether or trains enter MOW edges after the 
MOW ends.  Constraint 5 sets a binary variable to 1 if MOW j stops before an eastbound train i 
enters the MOW j edges and constraint 6 sets the binary variable from constraint 5 to 0 if the 
numerator is negative.  Constraint 7 sets a binary variable to 1 if MOW j stops before a 
westbound train i enters the MOW j edges and constraint 8 sets the binary variable from 
constraint 7 to 0 if the numerator is negative. 
Constraint 9 ensures that a train either exits the MOW edges before the MOW starts or enters the 
MOW edges after the MOW stops. 
Constraint 10 ensures the variables are binary. 
For all of the preceding constraints, remember that if a train does not use an edge, the entry and 
exit times are zero.  Therefore, if a train never uses the MOW edges, it evaluates as having 
entered and exited the MOW before it began.  
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6.2.5 Objective Function Support Constraints 
1) 
N H
i (i,m,n)
(m,n) E
r n τ B

  
    
  
 i T  where Nim=V for Ei T  and 
N
in=V for 
Wi T  
2) 
N H
i (i,m,n)
(m,n) E
r n τ B 1

   
       
   
 i T  where
N
im=V for 
Ei T  and 
N
in=V for 
Wi T  
3) 
M H
i (i,m,n)
(m,n) E
r x τ B

  
    
  
 i T  where n=37 for Ei T  and m=37 for Wi T  
4) 
M H
i (i,m,n)
(m,n) E
r x τ B 1

   
       
   
 i T   where n=37 for Ei T  and m=37 for Wi T  
5) 
T H
i (i,m,n)
(m,n) E
r x τ B

  
    
  
 i T   where n=84 for Ei T  and n=0 for Wi T  
6) 
T H
i (i,m,n)
(m,n) E
r x τ B 1

   
       
   
 i T   where n=84 for Ei T  and n=0 for Wi T  
7) Mov U N
i (i,m,n) i i
(m,n) E
d x τ Br

 
   
 
 i T   where n=84 for 
Ei T  and m=0 for Wi T  
8)  Mov N H Mi i id r τ τ  i T    
9) E W E T
i i (i,m,n) i
(m,n) E
d τ τ x Br

 
    
 
 i T   where n=84 for 
Ei T and m=0 for Wi T  
10) L W L T
i (i,m,n) i i
(m,n) E
d x τ τ Br

 
    
 
 i T   where n=84 for 
Ei T  and m=0 for Wi T  
 51 
 
11)  Ui (i,m,n) (i,m,n)
(m,n)
d n -x i T   where
UE(m,n) E for Ei T  and 
UW(m,n) E for 
Wi T  
12) Mid C A M
i (i,m,n) i i
(m,n) E
d x τ τ Br

 
    
 

SAi T   where n=37 for Ei T  and m=37 for 
Wi T  
13) T D A T
i (i,m,n) i i
(m,n) E
d x τ τ Br

 
    
 

SAi T   where n=84 for Ei T  and m=0 for Wi T  
14) 
E L Mid Mov T U
i i i i i id ,d ,d ,d ,d ,d 0  
15) 
M N T
i i ir , r , r binary 
Constraints 1 through 6 set binary variables to indicate when certain train movements occur 
outside the planning horizon.  Constraint 1 sets a binary variable to 1 if train i enters the network 
after the planning horizon stop and constraint 2 sets the binary variable from constraint 1 to 0 if 
the numerator is negative.  Constraint 3 sets a binary variable to 1 if train i reaches the midpoint 
after the planning horizon stop and constraint 4 sets the binary variable from constraint 3 to 0 if 
the numerator is negative.  Constraint 5 sets a binary variable to 1 if train i reaches the terminal 
after the planning horizon stop and constraint 6 sets the binary variable from constraint 5 to 0 if 
the numerator is negative. 
Constraints 7 through 14 determine the delay times for each train.  Constraint 7 sets the 
movement delay for each train that enters before the planning horizon stop.  Constraint 8 sets the 
movement delay for each train that enters after the planning horizon stop.  Constraint 9 sets the 
early to terminal penalty time for trains that reach the terminal before the planning horizon stop.  
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Constraint 10 sets the late to terminal penalty time for trains that reach the terminal before the 
planning horizon stop.  Constraint 11 sets the unpreferred track usage penalty time for each 
trains.  Constraint 12 sets the late to midpoint penalty time for SA trains that reach the midpoint 
before the planning horizon stop.  Constraint 13 sets the late to terminal penalty time for SA 
trains that reach the terminal before the planning horizon stop.  Constraint 14 ensures the delay 
times are greater than or equal to zero. 
 
6.2.6 Siding Restriction Constraints 
1) 
Sid
(i,m,n)u 0 i T  ,
S(m,n) E   where iH 1  
2) 
Sid
(i,m,n)u 0 i T  ,
S(m,n) E  where 
i (m,n)
T EL L  
 
Constraint 1 disables the use of all sidings trains if the HAZMAT flag is set. 
Constraint 2 disables the use of any sidings for which the train length is shorter than the siding 
length. 
 
6.2.7 Siding Concurrence Constraints 
1)  SI_N(i,j,m,n,o,p) (i,m,n) (i,o,p) (j,m,n) (j,o,p)a n n n n B     for each 
SO(m,n,o,p) P  where i j  
2)   SI_N(i,j,m,n,o,p) (i,m,n) (i,o,p) (j,m,n) (j,o,p)a n n n n B 1      for each 
SO(m,n,o,p) P  where i j  
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3) 
SI_N SI_N
(i,j,m,n,o,p) (j,i,m,n,o,p)a a 1   for each 
SO(m,n,o,p) P  where i j and (m,n) (51,53)  
4)    SI_N SI_N Sou Sou(i,j,m,n,o,p) (j,i,m,n,o,p) (i,2) (j,2)a a 1 u 1 u 1       for each 
SO(m,n,o,p) P  where i j  
5)  SI_X(i,j,m,n,o,p) (j,m,n) (j,o,p) (i,m,n) (i,o,p)a x x n n B     for each 
SO(m,n,o,p) P  where i j  
6)   SI_X(i,j,m,n,o,p) (j,m,n) (j,o,p) (i,m,n) (i,o,p)a x x n n B 1      for each 
SO(m,n,o,p) P  where i j  
7)  SI_C SI_N SI_X(i,j,m,n,o,p) (i,j,m,n,o,p) (i,j,m,n,o,p)a a a 2  for each 
SO(m,n,o,p) P  where i j  
8) 
SI_C SI_N SI_X
(i,j,m,n,o,p) (i,j,m,n,o,p) (i,j,m,n,o,p)a a a 1    for each 
SO(m,n,o,p) P  where i j  
9)  Sid SI_C SI_C(i,m,n) (i,j,m,n,o,p) (j,i,m,n,o,p)
j T
u a a

  for each i T , for each 
SO(m,n,o,p) P  
10)  
SO
SI_C SI_C
(i,j,m,n,o,p) (j,i,m,n,o,p)
(m,n,o,p) P
a a 1

   for each i,j T  where i j  
11) 
Sid SI_C
(i,m,n) (i,j,m,n,o,p)u a for each 
SO(m,n,o,p) P  where i j , SAi T  ,
M
jW W  
12) 
Sid SI_C
(j,m,n) (i,j,m,n,o,p)u a for each 
SO(m,n,o,p) P where i j , SAi T ,
M
iW W  
13) 
SI_C
(i,j,m,n,o,p)a ,
SI_N
(i,j,m,n,o,p)a ,
SI_X
(i,j,m,n,o,p)a binary 
Constraints 1 through 4 set binary variables used to enforce the safety margin that are also used 
to check concurrency.  Constraint 1 sets a binary variable to 1 if train i enters siding (m, n) or its 
opposite main (o, p) after train j enters one of them and constraint 2 keeps the binary variable in 
Constraint 1 from being set to 1 if the numerator in Constraint 1 is negative.  Constraint 3 
ensures one binary variable is 0 and one binary variable is set to 1 for each train pair for every 
siding but siding 4.  When both trains use (m, n) or both trains use (o, p), safety margin 
enforcement will keep their entry times from being equal.  Constraint 4 ensures one binary 
variable is 0 and one binary variable is set to 1 for each train pair with respect to siding 4.  When 
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both trains use (50, 52) or both trains use (51, 53), safety margin enforcement will keep their 
entry times from being equal. 
Constraints 5 through 12 are used to make sure sidings are used for meet pass events and to 
handle meet pass events for heavy trains.  Constraint 5 sets a binary variable to 1 if train i enters 
siding (m, n) or its opposite main (o, p) before train j exits one of them and constraint 6 keeps the 
binary variable in Constraint 5 from being set to 1 if the numerator in Constraint 5 is negative.  
Constraint 7 declares that i is not concurrent with j if it does not enter (m, n) or (o, p) after j 
enters one of them and before j exits one of them.  Constraint 8 ensures that i is declared 
concurrent with j when it enters (m, n) or (o, p) after j enters one of them and before j exits one 
of them.  Constraint 9 keeps train i from using a siding unless it is concurrent with another train 
or another train is concurrent with it.  Constraint 10 keeps trains from being concurrent with each 
other more than once.  Constraint 11 forces a non-SA train i to the siding if it is concurrent with 
heavy train j.  Constraint 12 forces a non-SA train j to the siding if heavy train i is concurrent 
with it. 
 
6.2.8 Constraints Made Necessary by Data Set 2 
1) 
M
M
(i,m,n) i
(m,n) E
n τ

  i T  where
N
im = V 0 for 
Ei T  and 
N
in = V 84 for 
Wi T  
2)  
M
E
(i,m,n) (i,m,n) (m,n) i
n V(m,n) E
x n + L / M S

 
  
 
   Ei T  where
N
im = V 0  
3)  
M
W
(i,m,n) (i,m,n) (m,n) i
m V(m,n) E
x n + L / M S

 
  
 
   Wi T  where
N
ik=V 84  
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Constraint 1 forces trains that do not enter at terminals to enter the network at their non-terminal 
entry vertex at time 0.  All trains in Data Set 2 that did not enter at terminals had an entry vertex 
on a main. 
Constraint 2 sets the minimum exit time for the entry edge of eastbound trains that do not enter at 
terminals. 
Constraint 3 sets the minimum exit time for the entry edge of westbound trains that do not enter 
at terminals. 
 
6.2.9 Constraints Made Necessary by Data Set 3 
1) 
W
M
(i,m,n) i
(m,n) E
n τ

  Wi T  where
N
in = V such that  n 2,16,33,51,80  
2)  
W W
E C
(i,m,n) (i,m,n) (m,n)
(m,n) E (m,n) E
x n + L /S
 
   
Wi T   where
N
in = V such that 
 n 2,16,33,51,80   
Constraint 1 allows the westbound trains that are on sidings at time zero to enter the western 
switch adjacent to their occupied siding at any time after 
M
iτ  (note that 
M
iτ 0 for these trains).   
Constraint 2 sets the switch exit time for the westbound trains that are on sidings at time zero. 
 
6.2.10 Operational Constraints for Faster Solutions 
1) 
Sid
(i,51,53)u F i T   
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2) 
Mov SA
id Y
SAi T   
3) 
Mov NSA
id Y
SAi T   
4) 
S
Sid SA
(i,m,n)
(m,n) E
u G

 SAi T   
5) 
S
Sid NSA
(i,m,n)
(m,n) E
u G

 SAi T   
6) 
Sid P
(i,m,n)
i T
u G


S(m,n) E   
7) 
S
Sid
(i,m,n)
i T (m,n) E
u
 
  TG  
8) 
S
Sid
(i,m,n)
i T (m,n) E
u
 
  MG  
9) 
N
Sou E
(i,k)
k O
u O

 Ei T   
10) 
N
Sou W
(i,k)
k O
u O

 Wi T   
 
Constraint 1 disables the use of siding 4 for all trains if F is set to 0 and it enables the use of 
siding 4 if F is set to 1. 
Constraint 2 sets a maximum delay time for SA trains and constraint 3 sets a maximum delay 
time for non-SA trains. 
Constraint 4 limits the total number of sidings an SA train can use and constraint 5 limits the 
total number of sidings a non-SA train can use. 
Constraint 6 limits the total number of trains that can use a given siding. 
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Constraint 7 sets an upper bound on the total number of times sidings can be used in a solution 
and constraint 8 sets a lower bound on the total number of times sidings can be used in a 
solution. 
Constraint 9 enforces a minimum number of southern sections of dual track that each eastbound 
train must use and constraint 10 enforces a maximum number of southern sections of dual track 
that each westbound train can use. 
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7. Results/Comparison 
7.1 Hardware and Software Description 
Each MIP run was completed using 64 bit Gurobi 5.6 on a Windows 7 laptop with an Intel Core 
i7-3610 2.3 GHz processor and 8 GB of RAM.  
 
7.2 Over-calculation in this Model 
The MIP in this paper calculates movement delays based off of terminal arrival time minus 
unimpeded arrival time.  This method penalizes trains for not moving at their maximum speed 
through sidings and switches.  However, page 6 of [1] states:  
“Train delay is defined as the time lost while the train is stopped at a terminal or 
anywhere on the territory because of a MOW or for meet/pass for other trains.” 
Thus, for the sake of faster solutions, this MIP incorrectly penalizes for the difference between 
the normal transit time through switches and sidings and the time it would take the same train to 
move at maximum speed through the three mains adjacent to the siding construct.  This is 
confirmed by the fact that the optimal z value for Data Set 1 with the MIP in this paper is 
$979.61 with an over-calculation of $134.52.  This means the actual solution cost according to 
the rules in [1] is $845.09 which is only 38 cents from the $844.71 value found by the first place 
finisher in [10].  Furthermore, as seen in Table 6 below, the terminal arrival times for each train 
are within 0.14 minutes of those found in Figure 4 of [11].  Comparing arrival times of A2, B1, 
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D1, E1, and F1 in [10] with those from [11] and the results in this paper shows how significantly 
different routing decisions can result in effectively the same solution costs.  
Table 6: Data Set 1 Arrival Times in Minutes 
Train Unimpeded 
Reference  
[10] Solution 
Reference  
[11] Solution 
This 
Paper’s 
Solution 
A1 82.43 82.43 82.43 82.43 
A2 146.70 146.76 176.22 176.22 
B1 226.10 294.44 231.42 231.39 
B2 276.76 276.97 280.19 280.16 
B3 693.50 693.66 695.11 694.98 
C1 349.50 349.90 349.50 349.50 
C2 477.24 477.75 477.24 477.24 
D1 515.06 558.70 515.06 515.06 
D2 383.22 425.01 424.44 424.36 
D3 613.08 657.23 656.83 656.71 
E1 643.65 655.67 677.74 677.72 
F1 1030.46 1234.82 1070.57 1070.43 
 
 
 60 
 
7.3 Set 1 Train Movements 
An overview of Data Set 1 follows: 
 there are 12 trains 
 7 trains are eastbound 
 5 trains are westbound 
 10 trains are Scheduling Adherence 
 every train enters the network from a terminal (vertex 0 for eastbound, vertex 84 for 
westbound) 
 1 train is longer than every siding 
 1 train is longer than siding 2 
 1 train is heavy 
 1 train is HAZMAT 
 there is 1 MOW during the planning horizon  
 
Results for Data Set 1 are plotted in Figure 8.  Blue segments indicate use of single track main or 
the southern main track of the dual main track section of the network.  Magenta segments 
indicate the use of the northern section of the dual track portion of the network.  Red segments 
indicate the use of switches and sidings.  Cyan segments indicate use of an edge in a dual 
crossover construct.  If the same color track segments ever intersected, it would indicate a train 
collision and a failure in the model.   
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The dashed rectangle is the outline of the single MOW for this data set.  The fact that no magenta 
segments of train movement occur inside the rectangle confirms that this solution obeys the 
MOW. 
An optimal solution cost of $845.09 was found in 29.1 seconds without any variable fixing or 
problem-specific heuristics.  However, the first place team’s model alone could only find a 
solution cost of $867.21 in 3600 seconds in [10]. 
In the full model for this paper, binary variables were created to track siding concurrence.  They 
indicate whether train i occupies siding m while train j occupies the main opposite of (or parallel 
to) siding (m, n).  Constraints are defined such that at least one train j must concurrently use the 
main opposite of siding (m, n) while train i uses siding (m, n).  After some further thought, it was 
determined that the model only has to track siding concurrence with respect to heavy trains (to 
get them to hold the main when encountering non-scheduling adherence trains).  Note that speed 
limits are lower on switches and sidings, so if a siding is assigned without a legitimate meet pass 
event, there is another feasible solution where that train occupies the mains adjacent to that siding for the 
same amount of time.  This means that when a train is assigned to a siding without proper 
concurrence, a post processing routine can easily re-assign that travel to adjacent mains with the 
associated delays.  As seen in Table 7, solution times are much faster when adopting this 
approach.  This approach was used for Data Sets 2 and 3.  Note that binary variable and 
constraint numbers in Table 7 are from after Gurobi has completed pre-processing of the model.   
Furthermore, none of the best solutions for Data Sets 1, 2, and 3 were ever observed to use the 
siding on the southern section of the dual track portion of the network.  This siding is numbered 
as siding 4 in the model implementation.  It is presumed that to make it economically feasible to 
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utilize siding 4, it would take higher densities of trains on the dual track portion of the network 
than are currently present in Data Sets 1, 2, and 3.  Therefore, siding 4 was “disabled” for the 
fastest solution time for Data Set 1 and for all solutions reported for Data Sets 2 and 3.  Again, 
Table 7 shows the faster solution times using this approach.  This approach was also used for 
Data Sets 2 and 3.   
Combining heuristics and decomposition into sub-problems, the first place contest team reported 
finding $844.71 in 10 seconds in [10].  For this paper, the decision was made not to break Data 
Set 1 into sub-problems because using the approaches discussed above and the following 
operational constraints, the MIP for this paper found the same $845.09 solution in 5.4 seconds:    
1. No train was allowed to use more than 2 sidings.  
2. No individual siding could be used more than 4 times. 
3. The total number of times sidings are used in the solution is less than 9.  
4. The maximum total movement delay was 120 minutes for SA trains. 
5. The maximum total movement delay was 300 minutes for non-SA trains.   
6. Every train had to use at least one segment of preferred track. 
 
Figure 9 uses data from Table 7 to visually confirm the relationship between the number of 
binary variables and solution times for Data Set 1.  
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Figure 8: Data Set 1 Train Movements (Single Problem) 
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Table 7: Data Set 1 Solution Times for MIP Implementation Variations 
  
# of 
constraints 
# of binary 
variables 
solution 
time 
solution 
cost 
full siding concurrence 13433 2708 29.1 seconds $845 
full siding concurrence w/ 
operational constraints 
8201 1659 14.4 seconds $845 
full siding concurrence w/ 
operational constraints and 
no siding 4 
7525 1455 8.4 seconds $845 
only heavy siding 
concurrence 
10768 1428 13.8 seconds $845 
only heavy siding 
concurrence w/ operational 
constraints 
6224 763 6.2 seconds $845 
only heavy siding 
concurrence w/ operational 
constraints and no siding 4 
5759 666 5.4 seconds $845 
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Figure 9: Solution Times as a Function of Binary Variables 
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7.4 Set 2 Train Movements 
An overview of Data Set 2 follows: 
 there are 18 trains 
 11 trains are eastbound 
 7 trains are westbound 
 12 trains are Scheduling Adherence 
 2 eastbound trains are already located in-network on a main at time 0 
 1 westbound train is already located in-network on a main at time 0 
 1 train is longer than every siding 
 1 train is heavy 
 1 train is HAZMAT 
 there is 1 MOW during the planning horizon  
 
For Data Set 2, the full model could not find a competitive feasible solution in 20 minutes.  Thus, 
the decision was made to break the problem up into two sub-problems in a manner similar to the 
Decomposition Algorithm described in [10].  Instead of breaking the larger problem into equal, 
overlapping time segments, the approach in this paper attempts to have equal numbers of trains 
in each of two sub-problems.  There are two “overlapping” trains in each sub-problem. 
So, the first sub-problem for Data Set 2 handled the 10 trains with the earliest minimum entry 
times.  The second sub-problem handled the 8 trains with the latest minimum entry times as well 
as two trains from the first sub-problem that were in network at 240 minutes.  240 minutes is the 
earliest minimum entry time of the 8 latest entering trains in Data Set 2.  Movement results after 
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240 minutes from the first problem were discarded and the remaining results were merged with 
the movement results from the second sub-problem.  The composite solution cost was computed 
using the rules from [1]. 
Also, similar operational constraints were used for each sub-problem as were used for Data Set 
1:    
1. No train was allowed to use more than 2 sidings.  
2. No individual siding could be used more than 3 times. 
3. The minimum total number of times sidings are used in the solution is more than 3.  
4. The maximum total number of times sidings are used in the solution is less than 10.  
5. The maximum movement delay was 120 minutes for SA trains. 
6. The maximum movement delay was 300 minutes for non-SA trains.   
7. Every train had to use at least one segment of preferred track.   
8. No trains could use siding 4. 
The first sub-problem had 684 binary variables and solved in 82.7 seconds.  The second sub-
problem had 883 binary variables and solved in 7.3 seconds.  It is assumed a script could 
automatically populate the input file for sub-problem two in near zero time.  Therefore, only the 
90 second total MIP processing time is reported.  
Results for Data Set 2 are plotted in Figure 10.  The fact that no magenta segments of train 
movement occur inside the dashed rectangle confirm that the solution obeys the MOW for Data 
Set 2.  The $2934 solution cost is 28% better than the $4078 found in 27 seconds in [10].  It is 
also 7.7% better than the $3178 found in 300 seconds in [12].  It is competitive with (5.3% 
higher) the $2787 found in 324 seconds in [11].   
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Figure 10: Data Set 2 Train Movements (Merged Sub-problems) 
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7.5 Set 3 Train Movements 
An overview of Data Set 3 follows: 
 there are 20 trains 
 11 trains are eastbound 
 9 trains are westbound 
 14 trains are Scheduling Adherence 
 2 eastbound trains are already located in-network on a main at time 0 
 1 westbound train is already located in-network on a main at time 0 
 2 westbound trains are already located in-network on sidings at time 0 
 1 train is longer than siding 2 
 1 train is heavy 
 1 train is HAZMAT 
 there are 2 MOW periods during the planning horizon  
 
For Data Set 3, the problem was again broken into two sub-problems.  The first sub-problem 
handled the 12 trains with the earliest minimum entry times.  The second sub-problem handled 
the 10 trains with the latest minimum entry times and two trains that were in network at time 
180.  Movement results at time 180 or later from the first problem were discarded and the 
remaining results were merged with the movement results from the second sub-problem.  The 
composite solution cost was computed using the rules from [1]. 
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Also, similar operational constraints were used for each sub-problem as were used for Data Set 
2:    
1. No train was allowed to use more than 2 sidings.  
2. No individual siding could be used more than 3 times. 
3. The minimum total number of times sidings are used in the solution is more than 3.  
4. The maximum total number of times sidings are used in the solution is less than 10.  
5. The maximum movement delay was 300 minutes for SA trains. 
6. The maximum movement delay was 300 minutes for non-SA trains.   
7. Every train had to use at least one segment of preferred track.   
8. No trains could use siding 4. 
 
The first sub-problem had 781 binary variables and solved in 24.3 seconds.  The second sub-
problem had 1198 binary variables and solved in 293.9 seconds.  It is assumed a script could 
automatically populate the input file for sub-problem two in near zero time.  Therefore, only the 
318 second total MIP processing time is reported.   
Results for Data Set 3 are plotted in Figure 11.  According to the data input file, the westbound 
train that enters the network at vertex 33 around 106 minutes was in the siding two construct at 
time zero.  Therefore, the constraints allowed it to hold there until the best time for it to enter the 
main.  The fact that no magenta segments of train movement occur inside the bottom, right 
rectangle confirm that the solution obeys the first MOW for Data Set 3.  The fact that no blue 
segments of train movement occur inside the upper, left rectangle confirm that the solution obeys 
the second MOW for Data Set 3.  The solution cost of $6981 is 1% better than the $7049 found 
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in [10] in 147 seconds, 11% better than the $7846 found in [11] in 901 seconds, and 12% better 
than the $7906 found in [12] in 300 seconds.     
It is worth noting that Gurobi log files indicate the optimal solution for sub-problem 2 was 
found in 65 seconds.  It just took 293.9 seconds to prove it was optimal.  Therefore, it 
actually only took around 89 seconds of total processing time to find a solution with cost 
$6981.     
 
 
 
Figure 11: Data Set 3 Train Movements (Merged Sub-problems) 
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8. Future Work 
An immediate focus would be on developing better methods to split large data sets into sub-
problems resulting in fast, low-cost solutions.  
All trains in every data set are longer than 0.3 miles.  Previous work with a prototype model 
suggested that merging the nine main edges of 0.3 mile length that are not adjacent to switches or 
crossovers with their shortest adjacent edges would produce faster results.  These nine edges 
represent approximately 10% of the 85 total network edges.  This would result in fewer 
constraints and fewer continuous variables.  These solutions would be feasible in the full 
network because a second train would be restricted from entering an edge until 5 minutes after 
the first train has left the next adjacent edge.  While potentially faster, these solutions have the 
possibility of being suboptimal.   
Also, it would be interesting to apply problem-specific heuristics such as those in [10] and [11] 
to this MIP.  
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9. Conclusion 
This MIP was designed to minimize binary variables without compromising the ability to find 
optimal solutions.  This was accomplished through an efficient partitioning of the train network.  
The formulation made it possible to find the optimal solution to Data Set 1 in 29 seconds without 
any sort of problem-specific heuristics, variable restrictions, variable fixing, or sub-problem 
decomposition.  For Data Set 1, thoughtful operational constraints (variable restrictions) allowed 
the same Data Set 1 solution to be found in 5.4 seconds without any sub-problem decomposition.  
After breaking the larger Data Sets 2 and 3 into smaller sub-problems and applying reasonable 
operational constraints, solutions for Data Sets 2 and 3 were 28% and 1% better, respectively, 
than those of the competition winner in [10].  The time to obtain solutions for Data Sets 2 and 3 
was 90 and 318 seconds, respectively.  The sub-problem decomposition methodology combined 
with tunable operational constraints provides a consistent approach to quickly find low cost 
solutions for large, complicated data sets. 
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Appendix 1: Train Movements 
A1.1 Data Set 1 Train Movements (Single Problem) 
Each 4-tuple contains (western vertex, eastern vertex, entry time, exit time) 
A1 - (0, 1, 0.0000, 0.2250), (1, 3, 0.2250, 1.7250), (3, 5, 1.7250, 1.9500), (5, 6, 1.9500, 5.7000), (6, 7, 5.7000, 
8.7000), (7, 8, 8.7000, 8.9250), (8, 10, 8.9250, 10.4250), (10, 12, 10.4250, 10.6500), (12, 13, 10.6500, 14.4000), 
(13, 14, 14.4000, 18.1500), (14, 15, 18.1500, 18.3750), (15, 17, 18.3750, 19.8750), (17, 19, 19.8750, 20.1000), (19, 
20, 20.1000, 23.8500), (20, 21, 23.8500, 28.3500), (21, 22, 28.3500, 28.5750), (22, 25, 28.5750, 30.0750), (25, 26, 
30.0750, 30.3000), (26, 27, 30.3000, 31.0500), (27, 28, 31.0500, 31.2750), (28, 30, 31.2750, 33.5250), (30, 31, 
33.5250, 35.7750), (31, 32, 35.7750, 36.0000), (32, 34, 36.0000, 37.5000), (34, 36, 37.5000, 37.7250), (36, 37, 
37.7250, 39.9750), (37, 40, 39.9750, 40.2000), (40, 43, 40.2000, 41.7000), (43, 45, 41.7000, 43.9500), (45, 47, 
43.9500, 44.1750), (47, 49, 44.1750, 47.1750), (49, 50, 47.1750, 47.4000), (50, 52, 47.4000, 48.9000), (52, 55, 
48.9000, 49.1250), (55, 56, 49.1250, 50.6250), (56, 58, 50.6250, 50.8500), (58, 60, 50.8500, 53.1000), (60, 62, 
53.1000, 55.3500), (62, 64, 55.3500, 55.5750), (64, 66, 55.5750, 57.8250), (66, 68, 57.8250, 60.0750), (68, 69, 
60.0750, 61.2750), (69, 70, 61.2750, 65.0250), (70, 71, 65.0250, 68.7750), (71, 72, 68.7750, 69.0000), (72, 74, 
69.0000, 70.5000), (74, 76, 70.5000, 70.7250), (76, 77, 70.7250, 73.7250), (77, 78, 73.7250, 76.7250), (78, 79, 
76.7250, 76.9500), (79, 81, 76.9500, 78.4500), (81, 83, 78.4500, 78.6750), (83, 84, 78.6750, 82.4250)  
 
A2 - (0, 1, 60.0000, 60.2368), (1, 3, 60.2368, 61.8158), (3, 5, 61.8158, 62.0526), (5, 6, 62.0526, 66.0000), (6, 7, 
66.0000, 69.1579), (7, 8, 69.1579, 69.3947), (8, 10, 69.3947, 70.9737), (10, 12, 70.9737, 71.2105), (12, 13, 71.2105, 
75.1579), (13, 14, 75.1579, 79.1053), (14, 15, 79.1053, 79.3421), (15, 17, 79.3421, 80.9211), (17, 19, 80.9211, 
81.1579), (19, 20, 81.1579, 85.1053), (20, 21, 85.1053, 89.8421), (21, 22, 89.8421, 90.0789), (22, 25, 90.0789, 
91.6579), (25, 26, 91.6579, 91.8947), (26, 27, 91.8947, 92.6842), (27, 28, 92.6842, 92.9211), (28, 30, 92.9211, 
95.2895), (30, 31, 95.2895, 97.6579), (31, 32, 97.6579, 97.8947), (32, 34, 97.8947, 99.4737), (34, 36, 99.4737, 
99.7105), (36, 37, 99.7105, 102.0789), (37, 40, 102.0789, 102.3158), (40, 43, 102.3158, 103.8947), (43, 45, 
103.8947, 106.2632), (45, 47, 106.2632, 106.5000), (47, 49, 106.5000, 109.6579), (49, 50, 109.6579, 109.8947), 
(50, 52, 109.8947, 111.4737), (52, 55, 111.4737, 111.7105), (55, 56, 111.7105, 113.2895), (56, 58, 113.2895, 
113.5263), (58, 60, 113.5263, 115.8947), (60, 62, 115.8947, 118.2632), (62, 64, 118.2632, 118.5000), (64, 66, 
118.5000, 150.3913), (66, 68, 150.3913, 152.7597), (68, 69, 152.7597, 153.9597), (69, 70, 153.9597, 157.9071), 
(70, 71, 157.9071, 161.8545), (71, 72, 161.8545, 162.0913), (72, 74, 162.0913, 163.6703), (74, 76, 163.6703, 
163.9071), (76, 77, 163.9071, 167.0650), (77, 78, 167.0650, 170.2229), (78, 79, 170.2229, 170.4597), (79, 81, 
170.4597, 172.0387), (81, 83, 172.0387, 172.2755), (83, 84, 172.2755, 176.2229)  
 
B1 - (0, 1, 231.0969, 231.3891), (1, 3, 229.1488, 231.0969), (3, 5, 228.8566, 229.1488), (5, 6, 223.9865, 228.8566), 
(6, 7, 220.0904, 223.9865), (7, 8, 219.7982, 220.0904), (8, 10, 217.8501, 219.7982), (10, 12, 217.5579, 217.8501), 
(12, 13, 212.6878, 217.5579), (13, 14, 207.8176, 212.6878), (14, 16, 206.6176, 207.8176), (16, 18, 201.7831, 
206.6176), (18, 19, 200.5831, 201.7831), (19, 20, 195.7130, 200.5831), (20, 21, 189.8688, 195.7130), (21, 22, 
189.5766, 189.8688), (22, 25, 187.6286, 189.5766), (25, 26, 187.3364, 187.6286), (26, 27, 186.3623, 187.3364), 
(27, 28, 186.0701, 186.3623), (28, 30, 183.1481, 186.0701), (30, 31, 180.2260, 183.1481), (31, 32, 179.9338, 
180.2260), (32, 34, 177.9857, 179.9338), (34, 36, 177.6935, 177.9857), (36, 37, 174.7714, 177.6935), (37, 40, 
174.4792, 174.7714), (40, 43, 172.5312, 174.4792), (43, 45, 169.6091, 172.5312), (45, 47, 169.3169, 169.6091), 
(47, 49, 165.4208, 169.3169), (49, 50, 165.1286, 165.4208), (50, 52, 163.1805, 165.1286), (52, 55, 162.8883, 
163.1805), (55, 56, 160.9403, 162.8883), (56, 57, 159.7403, 160.9403), (57, 59, 156.8182, 159.7403), (59, 61, 
153.8961, 156.8182), (61, 63, 153.6039, 153.8961), (63, 65, 150.6818, 153.6039), (65, 67, 147.7597, 150.6818), 
(67, 69, 147.4675, 147.7597), (69, 70, 142.5974, 147.4675), (70, 71, 137.7273, 142.5974), (71, 72, 137.4351, 
137.7273), (72, 74, 135.4870, 137.4351), (74, 76, 135.1948, 135.4870), (76, 77, 131.2987, 135.1948), (77, 78, 
127.4026, 131.2987), (78, 79, 127.1104, 127.4026), (79, 81, 125.1623, 127.1104), (81, 83, 124.8701, 125.1623), 
(83, 84, 120.0000, 124.8701) 
 
B2 - (0, 1, 180.0000, 180.2647), (1, 3, 180.2647, 182.0294), (3, 5, 182.0294, 182.2941), (5, 6, 182.2941, 186.7059), 
(6, 7, 186.7059, 190.2353), (7, 8, 190.2353, 190.5000), (8, 10, 190.5000, 192.2647), (10, 12, 192.2647, 192.5294), 
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(12, 13, 192.5294, 196.9412), (13, 14, 196.9412, 201.3529), (14, 15, 201.3529, 201.6176), (15, 17, 201.6176, 
206.7831), (17, 19, 206.7831, 207.0478), (19, 20, 207.0478, 211.4596), (20, 21, 211.4596, 216.7537), (21, 22, 
216.7537, 217.0184), (22, 25, 217.0184, 218.7831), (25, 26, 218.7831, 219.0478), (26, 27, 219.0478, 219.9302), 
(27, 28, 219.9302, 220.1949), (28, 30, 220.1949, 222.8419), (30, 31, 222.8419, 225.4890), (31, 32, 225.4890, 
225.7537), (32, 34, 225.7537, 227.5184), (34, 36, 227.5184, 227.7831), (36, 37, 227.7831, 230.4302), (37, 40, 
230.4302, 230.6949), (40, 43, 230.6949, 232.4596), (43, 45, 232.4596, 235.1066), (45, 47, 235.1066, 235.3714), 
(47, 49, 235.3714, 238.9008), (49, 50, 238.9008, 239.1655), (50, 52, 239.1655, 240.9302), (52, 55, 240.9302, 
241.1949), (55, 56, 241.1949, 242.9596), (56, 58, 242.9596, 243.2243), (58, 60, 243.2243, 245.8714), (60, 62, 
245.8714, 248.5184), (62, 64, 248.5184, 248.7831), (64, 66, 248.7831, 251.4302), (66, 68, 251.4302, 254.0772), 
(68, 69, 254.0772, 255.2772), (69, 70, 255.2772, 259.6890), (70, 71, 259.6890, 264.1008), (71, 72, 264.1008, 
264.3655), (72, 74, 264.3655, 266.1302), (74, 76, 266.1302, 266.3949), (76, 77, 266.3949, 269.9243), (77, 78, 
269.9243, 273.4537), (78, 79, 273.4537, 273.7184), (79, 81, 273.7184, 275.4831), (81, 83, 275.4831, 275.7478), 
(83, 84, 275.7478, 280.1596)  
 
B3 - (0, 1, 600.0000, 600.2557), (1, 3, 600.2557, 601.9602), (3, 5, 601.9602, 602.2159), (5, 6, 602.2159, 606.4773), 
(6, 7, 606.4773, 609.8864), (7, 8, 609.8864, 610.1420), (8, 10, 610.1420, 611.8466), (10, 12, 611.8466, 612.1023), 
(12, 13, 612.1023, 616.3636), (13, 14, 616.3636, 620.6250), (14, 15, 620.6250, 620.8807), (15, 17, 620.8807, 
624.0633), (17, 19, 624.0633, 624.3189), (19, 20, 624.3189, 628.5803), (20, 21, 628.5803, 633.6939), (21, 22, 
633.6939, 633.9496), (22, 25, 633.9496, 635.6542), (25, 26, 635.6542, 635.9099), (26, 27, 635.9099, 636.7621), 
(27, 28, 636.7621, 637.0178), (28, 30, 637.0178, 639.5746), (30, 31, 639.5746, 642.1314), (31, 32, 642.1314, 
642.3871), (32, 34, 642.3871, 644.0917), (34, 36, 644.0917, 644.3474), (36, 37, 644.3474, 646.9042), (37, 40, 
646.9042, 647.1599), (40, 43, 647.1599, 648.8644), (43, 45, 648.8644, 651.4212), (45, 47, 651.4212, 651.6769), 
(47, 49, 651.6769, 655.0860), (49, 50, 655.0860, 655.3417), (50, 52, 655.3417, 657.0462), (52, 55, 657.0462, 
657.3019), (55, 56, 657.3019, 659.0064), (56, 58, 659.0064, 659.2621), (58, 60, 659.2621, 661.8189), (60, 62, 
661.8189, 664.3758), (62, 64, 664.3758, 664.6314), (64, 66, 664.6314, 667.1883), (66, 68, 667.1883, 669.7451), 
(68, 69, 669.7451, 670.9451), (69, 70, 670.9451, 675.2064), (70, 71, 675.2064, 679.4678), (71, 72, 679.4678, 
679.7235), (72, 74, 679.7235, 681.4280), (74, 76, 681.4280, 681.6837), (76, 77, 681.6837, 685.0928), (77, 78, 
685.0928, 688.5019), (78, 79, 688.5019, 688.7576), (79, 81, 688.7576, 690.4621), (81, 83, 690.4621, 690.7178), 
(83, 84, 690.7178, 694.9792)  
 
C1 - (0, 1, 240.0000, 240.3000), (1, 3, 240.3000, 242.3000), (3, 5, 242.3000, 242.6000), (5, 6, 242.6000, 247.6000), 
(6, 7, 247.6000, 251.6000), (7, 8, 251.6000, 251.9000), (8, 10, 251.9000, 253.9000), (10, 12, 253.9000, 254.2000), 
(12, 13, 254.2000, 259.2000), (13, 14, 259.2000, 264.2000), (14, 15, 264.2000, 264.5000), (15, 17, 264.5000, 
266.5000), (17, 19, 266.5000, 266.8000), (19, 20, 266.8000, 271.8000), (20, 21, 271.8000, 277.8000), (21, 22, 
277.8000, 278.1000), (22, 25, 278.1000, 280.1000), (25, 26, 280.1000, 280.4000), (26, 27, 280.4000, 281.4000), 
(27, 28, 281.4000, 281.7000), (28, 30, 281.7000, 284.7000), (30, 31, 284.7000, 287.7000), (31, 32, 287.7000, 
288.0000), (32, 34, 288.0000, 290.0000), (34, 36, 290.0000, 290.3000), (36, 37, 290.3000, 293.3000), (37, 40, 
293.3000, 293.6000), (40, 43, 293.6000, 295.6000), (43, 45, 295.6000, 298.6000), (45, 47, 298.6000, 298.9000), 
(47, 49, 298.9000, 302.9000), (49, 50, 302.9000, 303.2000), (50, 52, 303.2000, 305.2000), (52, 55, 305.2000, 
305.5000), (55, 56, 305.5000, 307.5000), (56, 58, 307.5000, 307.8000), (58, 60, 307.8000, 310.8000), (60, 62, 
310.8000, 313.8000), (62, 64, 313.8000, 314.1000), (64, 66, 314.1000, 317.1000), (66, 68, 317.1000, 320.1000), 
(68, 69, 320.1000, 321.3000), (69, 70, 321.3000, 326.3000), (70, 71, 326.3000, 331.3000), (71, 72, 331.3000, 
331.6000), (72, 74, 331.6000, 333.6000), (74, 76, 333.6000, 333.9000), (76, 77, 333.9000, 337.9000), (77, 78, 
337.9000, 341.9000), (78, 79, 341.9000, 342.2000), (79, 81, 342.2000, 344.2000), (81, 83, 344.2000, 344.5000), 
(83, 84, 344.5000, 349.5000) 
 
C2 - (0, 1, 360.0000, 360.3214), (1, 3, 360.3214, 362.4643), (3, 5, 362.4643, 362.7857), (5, 6, 362.7857, 368.1429), 
(6, 7, 368.1429, 372.4286), (7, 8, 372.4286, 372.7500), (8, 10, 372.7500, 374.8929), (10, 12, 374.8929, 375.2143), 
(12, 13, 375.2143, 380.5714), (13, 14, 380.5714, 385.9286), (14, 15, 385.9286, 386.2500), (15, 17, 386.2500, 
388.3929), (17, 19, 388.3929, 388.7143), (19, 20, 388.7143, 394.0714), (20, 21, 394.0714, 400.5000), (21, 22, 
400.5000, 400.8214), (22, 25, 400.8214, 402.9643), (25, 26, 402.9643, 403.2857), (26, 27, 403.2857, 404.3571), 
(27, 28, 404.3571, 404.6786), (28, 30, 404.6786, 407.8929), (30, 31, 407.8929, 411.1071), (31, 32, 411.1071, 
411.4286), (32, 34, 411.4286, 413.5714), (34, 36, 413.5714, 413.8929), (36, 37, 413.8929, 417.1071), (37, 40, 
417.1071, 417.4286), (40, 43, 417.4286, 419.5714), (43, 45, 419.5714, 422.7857), (45, 47, 422.7857, 423.1071), 
(47, 49, 423.1071, 427.3929), (49, 50, 427.3929, 427.7143), (50, 52, 427.7143, 429.8571), (52, 55, 429.8571, 
430.1786), (55, 56, 430.1786, 432.3214), (56, 58, 432.3214, 432.6429), (58, 60, 432.6429, 435.8571), (60, 62, 
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435.8571, 439.0714), (62, 64, 439.0714, 439.3929), (64, 66, 439.3929, 442.6071), (66, 68, 442.6071, 445.8214), 
(68, 69, 445.8214, 447.0214), (69, 70, 447.0214, 452.3786), (70, 71, 452.3786, 457.7357), (71, 72, 457.7357, 
458.0571), (72, 74, 458.0571, 460.2000), (74, 76, 460.2000, 460.5214), (76, 77, 460.5214, 464.8071), (77, 78, 
464.8071, 469.0929), (78, 79, 469.0929, 469.4143), (79, 81, 469.4143, 471.5571), (81, 83, 471.5571, 471.8786), 
(83, 84, 471.8786, 477.2357) 
 
D1 - (0, 1, 514.6286, 515.0571), (1, 3, 511.7714, 514.6286), (3, 5, 511.3429, 511.7714), (5, 6, 504.2000, 511.3429), 
(6, 7, 498.4857, 504.2000), (7, 8, 498.0571, 498.4857), (8, 10, 495.2000, 498.0571), (10, 12, 494.7714, 495.2000), 
(12, 13, 487.6286, 494.7714), (13, 14, 480.4857, 487.6286), (14, 15, 480.0571, 480.4857), (15, 17, 477.2000, 
480.0571), (17, 19, 476.7714, 477.2000), (19, 20, 469.6286, 476.7714), (20, 21, 461.0571, 469.6286), (21, 22, 
460.6286, 461.0571), (22, 25, 457.7714, 460.6286), (25, 26, 457.3429, 457.7714), (26, 27, 455.9143, 457.3429), 
(27, 28, 455.4857, 455.9143), (28, 30, 451.2000, 455.4857), (30, 31, 446.9143, 451.2000), (31, 32, 446.4857, 
446.9143), (32, 34, 443.6286, 446.4857), (34, 36, 443.2000, 443.6286), (36, 37, 438.9143, 443.2000), (37, 41, 
437.7143, 438.9143), (41, 42, 434.8571, 437.7143), (42, 44, 430.5714, 434.8571), (44, 46, 430.1429, 430.5714), 
(46, 48, 424.4286, 430.1429), (48, 54, 418.7143, 424.4286), (54, 57, 418.2857, 418.7143), (57, 59, 414.0000, 
418.2857), (59, 61, 409.7143, 414.0000), (61, 63, 409.2857, 409.7143), (63, 65, 405.0000, 409.2857), (65, 67, 
400.7143, 405.0000), (67, 69, 400.2857, 400.7143), (69, 70, 393.1429, 400.2857), (70, 71, 386.0000, 393.1429), 
(71, 72, 385.5714, 386.0000), (72, 74, 382.7143, 385.5714), (74, 76, 382.2857, 382.7143), (76, 77, 376.5714, 
382.2857), (77, 78, 370.8571, 376.5714), (78, 79, 370.4286, 370.8571), (79, 81, 367.5714, 370.4286), (81, 83, 
367.1429, 367.5714), (83, 84, 360.0000, 367.1429) 
 
D2 - (0, 1, 423.9665, 424.3621), (1, 3, 421.3291, 423.9665), (3, 5, 420.9335, 421.3291), (5, 6, 414.3401, 420.9335), 
(6, 7, 409.0654, 414.3401), (7, 8, 408.6698, 409.0654), (8, 10, 406.0324, 408.6698), (10, 12, 405.6368, 406.0324), 
(12, 13, 399.0434, 405.6368), (13, 14, 392.4500, 399.0434), (14, 16, 391.2500, 392.4500), (16, 18, 383.3929, 
391.2500), (18, 19, 382.1929, 383.3929), (19, 20, 375.5995, 382.1929), (20, 21, 367.6874, 375.5995), (21, 22, 
367.2918, 367.6874), (22, 25, 364.6544, 367.2918), (25, 26, 364.2588, 364.6544), (26, 27, 362.9401, 364.2588), 
(27, 28, 362.5445, 362.9401), (28, 30, 358.5885, 362.5445), (30, 31, 354.6324, 358.5885), (31, 32, 354.2368, 
354.6324), (32, 34, 351.5995, 354.2368), (34, 36, 351.2038, 351.5995), (36, 37, 347.2478, 351.2038), (37, 41, 
346.0478, 347.2478), (41, 42, 343.4104, 346.0478), (42, 44, 339.4544, 343.4104), (44, 47, 338.2544, 339.4544), 
(47, 49, 332.9797, 338.2544), (49, 50, 332.5841, 332.9797), (50, 52, 329.9467, 332.5841), (52, 55, 329.5511, 
329.9467), (55, 56, 326.9137, 329.5511), (56, 57, 325.7137, 326.9137), (57, 59, 321.7577, 325.7137), (59, 61, 
317.8016, 321.7577), (61, 63, 317.4060, 317.8016), (63, 65, 313.4500, 317.4060), (65, 67, 309.4940, 313.4500), 
(67, 69, 309.0984, 309.4940), (69, 70, 302.5049, 309.0984), (70, 71, 295.9115, 302.5049), (71, 72, 295.5159, 
295.9115), (72, 74, 292.8786, 295.5159), (74, 76, 292.4830, 292.8786), (76, 77, 287.2082, 292.4830), (77, 78, 
281.9335, 287.2082), (78, 80, 280.7335, 281.9335), (80, 82, 247.7934, 280.7335), (82, 83, 246.5934, 247.7934), 
(83, 84, 240.0000, 246.5934) 
 
D3 - (0, 1, 656.3460, 656.7133), (1, 3, 653.8970, 656.3460), (3, 5, 653.5297, 653.8970), (5, 6, 647.4072, 653.5297), 
(6, 7, 642.5093, 647.4072), (7, 8, 642.1419, 642.5093), (8, 10, 639.6929, 642.1419), (10, 12, 639.3256, 639.6929), 
(12, 13, 633.2031, 639.3256), (13, 14, 627.0807, 633.2031), (14, 16, 625.8807, 627.0807), (16, 18, 619.0633, 
625.8807), (18, 19, 617.8633, 619.0633), (19, 20, 611.7408, 617.8633), (20, 21, 604.3939, 611.7408), (21, 22, 
604.0265, 604.3939), (22, 25, 601.5776, 604.0265), (25, 26, 601.2102, 601.5776), (26, 27, 599.9857, 601.2102), 
(27, 28, 599.6184, 599.9857), (28, 30, 595.9449, 599.6184), (30, 31, 592.2714, 595.9449), (31, 33, 591.0714, 
592.2714), (33, 35, 584.0714, 591.0714), (35, 36, 582.8714, 584.0714), (36, 37, 579.1980, 582.8714), (37, 41, 
577.9980, 579.1980), (41, 42, 575.5490, 577.9980), (42, 44, 571.8755, 575.5490), (44, 46, 571.5082, 571.8755), 
(46, 48, 566.6102, 571.5082), (48, 54, 561.7122, 566.6102), (54, 57, 561.3449, 561.7122), (57, 59, 557.6714, 
561.3449), (59, 61, 553.9980, 557.6714), (61, 63, 553.6306, 553.9980), (63, 65, 549.9571, 553.6306), (65, 67, 
546.2837, 549.9571), (67, 69, 545.9163, 546.2837), (69, 70, 539.7939, 545.9163), (70, 71, 533.6714, 539.7939), 
(71, 72, 533.3041, 533.6714), (72, 74, 530.8551, 533.3041), (74, 76, 530.4878, 530.8551), (76, 77, 525.5898, 
530.4878), (77, 78, 520.6918, 525.5898), (78, 79, 520.3245, 520.6918), (79, 81, 517.8755, 520.3245), (81, 83, 
517.5082, 517.8755), (83, 84, 511.3857, 517.5082)  
 
E1 - (0, 2, 508.4286, 509.6286), (2, 4, 509.6286, 516.7714), (4, 5, 516.7714, 517.9714), (5, 6, 517.9714, 525.4714), 
(6, 7, 525.4714, 531.4714), (7, 8, 531.4714, 531.9214), (8, 10, 531.9214, 534.9214), (10, 12, 534.9214, 535.3714), 
(12, 13, 535.3714, 542.8714), (13, 14, 542.8714, 550.3714), (14, 15, 550.3714, 550.8214), (15, 17, 550.8214, 
553.8214), (17, 19, 553.8214, 554.2714), (19, 20, 554.2714, 561.7714), (20, 21, 561.7714, 570.7714), (21, 22, 
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570.7714, 571.2214), (22, 25, 571.2214, 574.2214), (25, 26, 574.2214, 574.6714), (26, 27, 574.6714, 576.1714), 
(27, 28, 576.1714, 576.6214), (28, 30, 576.6214, 581.1214), (30, 31, 581.1214, 585.6214), (31, 32, 585.6214, 
586.0714), (32, 34, 586.0714, 589.0714), (34, 36, 589.0714, 589.5214), (36, 37, 589.5214, 594.0214), (37, 40, 
594.0214, 594.4714), (40, 43, 594.4714, 597.4714), (43, 45, 597.4714, 601.9714), (45, 47, 601.9714, 602.4214), 
(47, 49, 602.4214, 608.4214), (49, 50, 608.4214, 608.8714), (50, 52, 608.8714, 611.8714), (52, 55, 611.8714, 
612.3214), (55, 56, 612.3214, 615.3214), (56, 58, 615.3214, 615.7714), (58, 60, 615.7714, 620.2714), (60, 62, 
620.2714, 624.7714), (62, 64, 624.7714, 625.2214), (64, 66, 625.2214, 629.7214), (66, 68, 629.7214, 634.2214), 
(68, 69, 634.2214, 635.4214), (69, 70, 635.4214, 642.9214), (70, 71, 642.9214, 650.4214), (71, 72, 650.4214, 
650.8714), (72, 74, 650.8714, 653.8714), (74, 76, 653.8714, 654.3214), (76, 77, 654.3214, 660.3214), (77, 78, 
660.3214, 666.3214), (78, 79, 666.3214, 666.7714), (79, 81, 666.7714, 669.7714), (81, 83, 669.7714, 670.2214), 
(83, 84, 670.2214, 677.7214)  
 
F1 - (79, 81, 718.1506, 725.0077), (81, 83, 717.1220, 718.1506), (83, 84, 699.9792, 717.1220) 
 
A1.2 Data Set 2 Train Movements (Merged Sub-Problems) 
Each 4-tuple contains (western vertex, eastern vertex, entry time, exit time) 
A1 - (0, 1, 0.0000, 0.2250), (1, 3, 0.2250, 1.7250), (3, 5, 1.7250, 1.9500), (5, 6, 1.9500, 5.7000), (6, 7, 5.7000, 
8.7000), (7, 8, 8.7000, 8.9250), (8, 10, 8.9250, 10.4250), (10, 12, 10.4250, 10.6500), (12, 13, 10.6500, 14.4000), 
(13, 14, 14.4000, 18.1500), (14, 15, 18.1500, 18.3750), (15, 17, 18.3750, 19.8750), (17, 19, 19.8750, 20.1000), (19, 
20, 20.1000, 23.8500), (20, 21, 23.8500, 28.3500), (21, 22, 28.3500, 28.5750), (22, 25, 28.5750, 30.0750), (25, 26, 
30.0750, 30.3000), (26, 27, 30.3000, 31.0500), (27, 28, 31.0500, 31.2750), (28, 30, 31.2750, 33.5250), (30, 31, 
33.5250, 35.7750), (31, 32, 35.7750, 36.0000), (32, 34, 36.0000, 39.4113), (34, 36, 39.4113, 39.6363), (36, 37, 
39.6363, 41.8863), (37, 41, 41.8863, 43.0863), (41, 42, 43.0863, 44.5863), (42, 44, 44.5863, 46.8363), (44, 46, 
46.8363, 47.0613), (46, 48, 47.0613, 50.0613), (48, 54, 50.0613, 53.0613), (54, 58, 53.0613, 54.2613), (58, 60, 
54.2613, 56.5113), (60, 62, 56.5113, 58.7613), (62, 64, 58.7613, 58.9863), (64, 66, 58.9863, 61.2363), (66, 68, 
61.2363, 66.0071), (68, 69, 66.0071, 67.2071), (69, 70, 67.2071, 70.9571), (70, 71, 70.9571, 74.7071), (71, 72, 
74.7071, 74.9321), (72, 74, 74.9321, 76.4321), (74, 76, 76.4321, 76.6571), (76, 77, 76.6571, 80.6571), (77, 78, 
80.6571, 83.6571), (78, 79, 83.6571, 83.8821), (79, 81, 83.8821, 88.0321), (81, 83, 88.0321, 88.2571), (83, 84, 
88.2571, 92.0071) 
 
A2 - (0, 1, 120.0000, 120.2368), (1, 3, 120.2368, 121.8158), (3, 5, 121.8158, 122.0526), (5, 6, 122.0526, 126.0000), 
(6, 7, 126.0000, 129.1579), (7, 8, 129.1579, 129.3947), (8, 10, 129.3947, 130.9737), (10, 12, 130.9737, 131.2105), 
(12, 13, 131.2105, 135.1579), (13, 14, 135.1579, 139.1053), (14, 15, 139.1053, 139.3421), (15, 17, 139.3421, 
140.9211), (17, 19, 140.9211, 141.1579), (19, 20, 141.1579, 145.1053), (20, 21, 145.1053, 149.8421), (21, 22, 
149.8421, 150.0789), (22, 25, 150.0789, 151.6579), (25, 26, 151.6579, 151.8947), (26, 27, 151.8947, 152.6842), 
(27, 28, 152.6842, 152.9211), (28, 30, 152.9211, 155.2895), (30, 31, 155.2895, 157.6579), (31, 32, 157.6579, 
157.8947), (32, 34, 157.8947, 159.4737), (34, 36, 159.4737, 159.7105), (36, 37, 159.7105, 162.0789), (37, 40, 
162.0789, 162.3158), (40, 43, 162.3158, 167.6383), (43, 45, 167.6383, 170.0067), (45, 47, 170.0067, 170.2436), 
(47, 49, 170.2436, 174.4637), (49, 50, 174.4637, 174.7005), (50, 52, 174.7005, 176.2795), (52, 55, 176.2795, 
176.5163), (55, 56, 176.5163, 178.0953), (56, 57, 178.0953, 179.2953), (57, 59, 179.2953, 181.6637), (59, 61, 
181.6637, 184.0321), (61, 63, 184.0321, 184.2689), (63, 65, 184.2689, 186.6374), (65, 67, 186.6374, 189.0058), 
(67, 69, 189.0058, 189.2426), (69, 70, 189.2426, 193.1900), (70, 71, 193.1900, 197.1374), (71, 72, 197.1374, 
197.3742), (72, 74, 197.3742, 198.9532), (74, 76, 198.9532, 199.1900), (76, 77, 199.1900, 202.3479), (77, 78, 
202.3479, 205.5058), (78, 79, 205.5058, 205.7426), (79, 81, 205.7426, 207.3216), (81, 83, 207.3216, 207.5584), 
(83, 84, 207.5584, 211.5058) 
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A3 - (0, 2, 257.7872, 258.9872), (2, 4, 258.9872, 265.5586), (4, 5, 265.5586, 266.7586), (5, 6, 266.7586, 270.5086), 
(6, 7, 270.5086, 273.5086), (7, 8, 273.5086, 273.7336), (8, 10, 273.7336, 275.2336), (10, 12, 275.2336, 275.4586), 
(12, 13, 275.4586, 279.2086), (13, 14, 279.2086, 282.9586), (14, 15, 282.9586, 283.1836), (15, 17, 283.1836, 
284.6836), (17, 19, 284.6836, 284.9086), (19, 20, 284.9086, 288.6586), (20, 21, 288.6586, 293.1586), (21, 22, 
293.1586, 293.3836), (22, 25, 293.3836, 294.8836), (25, 26, 294.8836, 295.1086), (26, 27, 295.1086, 295.8586), 
(27, 28, 295.8586, 296.0836), (28, 30, 296.0836, 298.3336), (30, 31, 298.3336, 300.5836), (31, 32, 300.5836, 
300.8086), (32, 34, 300.8086, 302.3086), (34, 36, 302.3086, 302.5336), (36, 37, 302.5336, 304.7836), (37, 40, 
304.7836, 305.0086), (40, 43, 305.0086, 306.5086), (43, 45, 306.5086, 308.7586), (45, 47, 308.7586, 308.9836), 
(47, 49, 308.9836, 311.9836), (49, 50, 311.9836, 312.2086), (50, 52, 312.2086, 313.7086), (52, 55, 313.7086, 
313.9336), (55, 56, 313.9336, 315.4336), (56, 58, 315.4336, 315.6586), (58, 60, 315.6586, 317.9086), (60, 62, 
317.9086, 320.1586), (62, 64, 320.1586, 320.3836), (64, 66, 320.3836, 322.6336), (66, 68, 322.6336, 327.5471), 
(68, 69, 327.5471, 328.7471), (69, 70, 328.7471, 332.4971), (70, 71, 332.4971, 336.2471), (71, 72, 336.2471, 
336.4721), (72, 74, 336.4721, 337.9721), (74, 76, 337.9721, 338.1971), (76, 77, 338.1971, 341.1971), (77, 78, 
341.1971, 344.1971), (78, 79, 344.1971, 344.4221), (79, 81, 344.4221, 345.9221), (81, 83, 345.9221, 346.1471), 
(83, 84, 346.1471, 349.8971) 
 
A4 - (0, 1, 658.3889, 658.6596), (1, 3, 656.5844, 658.3889), (3, 5, 656.3137, 656.5844), (5, 6, 651.8024, 656.3137), 
(6, 7, 648.1934, 651.8024), (7, 8, 647.9227, 648.1934), (8, 10, 646.1182, 647.9227), (10, 12, 645.8476, 646.1182), 
(12, 13, 641.3363, 645.8476), (13, 14, 636.8250, 641.3363), (14, 16, 635.6250, 636.8250), (16, 18, 629.8469, 
635.6250), (18, 19, 628.6469, 629.8469), (19, 20, 624.1356, 628.6469), (20, 21, 618.7220, 624.1356), (21, 22, 
618.4514, 618.7220), (22, 25, 616.6469, 618.4514), (25, 26, 616.3762, 616.6469), (26, 27, 615.4739, 616.3762), 
(27, 28, 615.2032, 615.4739), (28, 30, 612.4965, 615.2032), (30, 31, 609.7897, 612.4965), (31, 32, 609.5190, 
609.7897), (32, 34, 607.7145, 609.5190), (34, 36, 607.4438, 607.7145), (36, 37, 604.7371, 607.4438), (37, 41, 
603.5371, 604.7371), (41, 42, 601.7326, 603.5371), (42, 44, 591.3462, 601.7326), (44, 46, 591.0755, 591.3462), 
(46, 48, 587.4665, 591.0755), (48, 54, 583.8574, 587.4665), (54, 57, 583.5868, 583.8574), (57, 59, 580.8800, 
583.5868), (59, 61, 578.1732, 580.8800), (61, 63, 577.9025, 578.1732), (63, 65, 575.1958, 577.9025), (65, 67, 
565.7143, 575.1958), (67, 69, 565.4436, 565.7143), (69, 70, 560.9323, 565.4436), (70, 71, 556.4211, 560.9323), 
(71, 72, 556.1504, 556.4211), (72, 74, 554.3459, 556.1504), (74, 76, 554.0752, 554.3459), (76, 77, 550.4662, 
554.0752), (77, 78, 546.8571, 550.4662), (78, 79, 546.5865, 546.8571), (79, 81, 544.7820, 546.5865), (81, 83, 
544.5113, 544.7820), (83, 84, 540.0000, 544.5113) 
 
B1 - (0, 1, 60.0000, 60.2647), (1, 3, 60.2647, 62.0294), (3, 5, 62.0294, 62.2941), (5, 6, 62.2941, 66.7059), (6, 7, 
66.7059, 70.2353), (7, 8, 70.2353, 70.5000), (8, 10, 70.5000, 72.2647), (10, 12, 72.2647, 72.5294), (12, 13, 72.5294, 
76.9412), (13, 14, 76.9412, 81.3529), (14, 15, 81.3529, 81.6176), (15, 17, 81.6176, 88.2095), (17, 19, 88.2095, 
88.4742), (19, 20, 88.4742, 92.8860), (20, 21, 92.8860, 98.1801), (21, 22, 98.1801, 98.4448), (22, 25, 98.4448, 
100.2095), (25, 26, 100.2095, 100.4742), (26, 27, 100.4742, 101.3566), (27, 28, 101.3566, 101.6213), (28, 30, 
101.6213, 104.2683), (30, 31, 104.2683, 106.9154), (31, 32, 106.9154, 107.1801), (32, 34, 107.1801, 108.9448), 
(34, 36, 108.9448, 109.2095), (36, 37, 109.2095, 111.8566), (37, 40, 111.8566, 112.1213), (40, 43, 112.1213, 
113.8860), (43, 45, 113.8860, 116.5331), (45, 47, 116.5331, 116.7978), (47, 49, 116.7978, 120.3272), (49, 50, 
120.3272, 120.5919), (50, 52, 120.5919, 122.3566), (52, 55, 122.3566, 122.6213), (55, 56, 122.6213, 124.3860), 
(56, 58, 124.3860, 124.6507), (58, 60, 124.6507, 127.2978), (60, 62, 127.2978, 129.9448), (62, 64, 129.9448, 
130.2095), (64, 66, 130.2095, 132.8566), (66, 68, 132.8566, 135.5036), (68, 69, 135.5036, 136.7036), (69, 70, 
136.7036, 141.1154), (70, 71, 141.1154, 145.5272), (71, 72, 145.5272, 145.7919), (72, 74, 145.7919, 147.5566), 
(74, 76, 147.5566, 147.8213), (76, 77, 147.8213, 151.3507), (77, 78, 151.3507, 154.8801), (78, 79, 154.8801, 
155.1448), (79, 81, 155.1448, 156.9095), (81, 83, 156.9095, 157.1742), (83, 84, 157.1742, 161.5860) 
 
B2 - (0, 1, 480.0000, 480.2812), (1, 3, 480.2812, 482.1562), (3, 5, 482.1562, 482.4375), (5, 6, 482.4375, 487.1250), 
(6, 7, 487.1250, 490.8750), (7, 8, 490.8750, 491.1562), (8, 10, 491.1562, 493.0312), (10, 12, 493.0312, 493.3125), 
(12, 13, 493.3125, 498.0000), (13, 14, 498.0000, 502.6875), (14, 15, 502.6875, 502.9687), (15, 17, 502.9687, 
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508.4687), (17, 19, 508.4687, 508.7500), (19, 20, 508.7500, 513.4375), (20, 21, 513.4375, 519.0625), (21, 22, 
519.0625, 519.3437), (22, 25, 519.3437, 521.2187), (25, 26, 521.2187, 521.5000), (26, 27, 521.5000, 522.4375), 
(27, 28, 522.4375, 522.7187), (28, 30, 522.7187, 525.5312), (30, 31, 525.5312, 540.3393), (31, 32, 540.3393, 
540.6205), (32, 34, 540.6205, 542.4955), (34, 36, 542.4955, 542.7768), (36, 37, 542.7768, 545.5893), (37, 40, 
545.5893, 545.8705), (40, 43, 545.8705, 547.7455), (43, 45, 547.7455, 550.5580), (45, 47, 550.5580, 550.8393), 
(47, 49, 550.8393, 554.5893), (49, 50, 554.5893, 554.8705), (50, 52, 554.8705, 556.7455), (52, 55, 556.7455, 
557.0268), (55, 56, 557.0268, 558.9018), (56, 58, 558.9018, 559.1830), (58, 60, 559.1830, 561.9955), (60, 62, 
561.9955, 564.8080), (62, 64, 564.8080, 565.0893), (64, 66, 565.0893, 567.9018), (66, 68, 567.9018, 570.7143), 
(68, 69, 570.7143, 571.9143), (69, 70, 571.9143, 576.6018), (70, 71, 576.6018, 581.2893), (71, 72, 581.2893, 
581.5705), (72, 74, 581.5705, 583.4455), (74, 76, 583.4455, 583.7268), (76, 77, 583.7268, 587.4768), (77, 78, 
587.4768, 591.2268), (78, 79, 591.2268, 591.5080), (79, 81, 591.5080, 593.3830), (81, 83, 593.3830, 593.6643), 
(83, 84, 593.6643, 598.3518) 
 
B3 - (0, 1, 225.3015, 225.6229), (1, 3, 223.1586, 225.3015), (3, 5, 222.8372, 223.1586), (5, 6, 217.4801, 222.8372), 
(6, 7, 213.1944, 217.4801), (7, 8, 212.8729, 213.1944), (8, 10, 210.7301, 212.8729), (10, 12, 210.4086, 210.7301), 
(12, 13, 205.0515, 210.4086), (13, 14, 199.6944, 205.0515), (14, 15, 199.3729, 199.6944), (15, 17, 197.2301, 
199.3729), (17, 19, 196.9086, 197.2301), (19, 20, 191.5515, 196.9086), (20, 21, 185.1229, 191.5515), (21, 22, 
184.8015, 185.1229), (22, 25, 182.6586, 184.8015), (25, 26, 182.3372, 182.6586), (26, 27, 181.2658, 182.3372), 
(27, 28, 180.9444, 181.2658), (28, 30, 177.7301, 180.9444), (30, 31, 174.5158, 177.7301), (31, 32, 174.1944, 
174.5158), (32, 34, 172.0515, 174.1944), (34, 36, 171.7301, 172.0515), (36, 37, 168.5158, 171.7301), (37, 41, 
167.3158, 168.5158), (41, 42, 165.1729, 167.3158), (42, 44, 154.3799, 165.1729), (44, 47, 153.1799, 154.3799), 
(47, 49, 148.8942, 153.1799), (49, 50, 148.5728, 148.8942), (50, 52, 146.4299, 148.5728), (52, 55, 146.1085, 
146.4299), (55, 56, 143.9657, 146.1085), (56, 57, 142.7657, 143.9657), (57, 59, 139.5514, 142.7657), (59, 61, 
136.3371, 139.5514), (61, 63, 136.0157, 136.3371), (63, 65, 132.8014, 136.0157), (65, 67, 129.5871, 132.8014), 
(67, 69, 129.2657, 129.5871), (69, 70, 123.9085, 129.2657), (70, 71, 118.5514, 123.9085), (71, 72, 118.2299, 
118.5514), (72, 74, 116.0871, 118.2299), (74, 76, 115.7657, 116.0871), (76, 77, 111.4799, 115.7657), (77, 78, 
107.1942, 111.4799), (78, 79, 106.8728, 107.1942), (79, 81, 104.7299, 106.8728), (81, 83, 104.4085, 104.7299), 
(83, 84, 99.0514, 104.4085) 
 
C1 - (0, 2, 540.2155, 541.4155), (2, 4, 541.4155, 548.2986), (4, 5, 548.2986, 549.4986), (5, 6, 549.4986, 554.3063), 
(6, 7, 554.3063, 558.1525), (7, 8, 558.1525, 558.4409), (8, 10, 558.4409, 560.3640), (10, 12, 560.3640, 560.6525), 
(12, 13, 560.6525, 565.4602), (13, 14, 565.4602, 570.2679), (14, 15, 570.2679, 570.5563), (15, 17, 570.5563, 
572.4794), (17, 19, 572.4794, 572.7679), (19, 20, 572.7679, 577.5755), (20, 21, 577.5755, 583.3448), (21, 22, 
583.3448, 583.6332), (22, 25, 583.6332, 585.5563), (25, 26, 585.5563, 585.8448), (26, 27, 585.8448, 586.8063), 
(27, 28, 586.8063, 587.0948), (28, 30, 587.0948, 589.9794), (30, 31, 589.9794, 592.8640), (31, 32, 592.8640, 
593.1525), (32, 34, 593.1525, 595.0755), (34, 36, 595.0755, 595.3640), (36, 37, 595.3640, 598.2486), (37, 40, 
598.2486, 598.5371), (40, 43, 598.5371, 600.4602), (43, 45, 600.4602, 603.3448), (45, 47, 603.3448, 603.6332), 
(47, 49, 603.6332, 607.4794), (49, 50, 607.4794, 607.7679), (50, 52, 607.7679, 609.6909), (52, 55, 609.6909, 
609.9794), (55, 56, 609.9794, 611.9025), (56, 58, 611.9025, 612.1909), (58, 60, 612.1909, 615.0755), (60, 62, 
615.0755, 617.9602), (62, 64, 617.9602, 618.2486), (64, 66, 618.2486, 621.1332), (66, 68, 621.1332, 624.0179), 
(68, 69, 624.0179, 625.2179), (69, 70, 625.2179, 630.0255), (70, 71, 630.0255, 634.8332), (71, 72, 634.8332, 
635.1217), (72, 74, 635.1217, 637.0448), (74, 76, 637.0448, 637.3332), (76, 77, 637.3332, 641.1794), (77, 78, 
641.1794, 645.0255), (78, 79, 645.0255, 645.3140), (79, 81, 645.3140, 647.2371), (81, 83, 647.2371, 647.5255), 
(83, 84, 647.5255, 652.3332) 
 
C2 - (34, 36, 0.0000, 0.3000), (36, 37, 0.3000, 3.3000), (37, 40, 3.3000, 3.6000), (40, 43, 3.6000, 5.6000), (43, 45, 
5.6000, 13.1905), (45, 47, 13.1905, 13.4905), (47, 49, 13.4905, 17.4905), (49, 50, 17.4905, 17.7905), (50, 52, 
17.7905, 19.7905), (52, 55, 19.7905, 20.0905), (55, 56, 20.0905, 22.0905), (56, 58, 22.0905, 22.3905), (58, 60, 
22.3905, 25.3905), (60, 62, 25.3905, 28.3905), (62, 64, 28.3905, 28.6905), (64, 66, 28.6905, 31.6905), (66, 68, 
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31.6905, 53.8571), (68, 69, 53.8571, 55.0571), (69, 70, 55.0571, 60.0571), (70, 71, 60.0571, 65.0571), (71, 72, 
65.0571, 65.3571), (72, 74, 65.3571, 67.3571), (74, 76, 67.3571, 67.6571), (76, 77, 67.6571, 71.6571), (77, 78, 
71.6571, 75.6571), (78, 79, 75.6571, 75.9571), (79, 81, 75.9571, 77.9571), (81, 83, 77.9571, 78.2571), (83, 84, 
78.2571, 83.2571) 
 
C3 - (0, 1, 465.7162, 466.0377), (1, 3, 463.5734, 465.7162), (3, 5, 463.2519, 463.5734), (5, 6, 457.8948, 463.2519), 
(6, 7, 453.6091, 457.8948), (7, 8, 453.2877, 453.6091), (8, 10, 451.1448, 453.2877), (10, 12, 450.8234, 451.1448), 
(12, 13, 445.4662, 450.8234), (13, 14, 440.1091, 445.4662), (14, 15, 439.7877, 440.1091), (15, 17, 437.6448, 
439.7877), (17, 19, 437.3234, 437.6448), (19, 20, 431.9662, 437.3234), (20, 21, 425.5377, 431.9662), (21, 22, 
425.2162, 425.5377), (22, 25, 423.0734, 425.2162), (25, 26, 422.7519, 423.0734), (26, 27, 421.6805, 422.7519), 
(27, 28, 421.3591, 421.6805), (28, 30, 418.1448, 421.3591), (30, 31, 414.9305, 418.1448), (31, 32, 414.6091, 
414.9305), (32, 34, 412.3991, 414.6091), (34, 36, 412.0776, 412.3991), (36, 37, 408.8634, 412.0776), (37, 41, 
407.6634, 408.8634), (41, 42, 405.5205, 407.6634), (42, 44, 402.3062, 405.5205), (44, 47, 401.1062, 402.3062), 
(47, 49, 396.8205, 401.1062), (49, 50, 396.4991, 396.8205), (50, 52, 394.3562, 396.4991), (52, 55, 394.0348, 
394.3562), (55, 56, 391.8919, 394.0348), (56, 57, 390.6919, 391.8919), (57, 59, 387.4776, 390.6919), (59, 61, 
384.2634, 387.4776), (61, 63, 383.9419, 384.2634), (63, 65, 380.7276, 383.9419), (65, 67, 377.5134, 380.7276), 
(67, 69, 377.1919, 377.5134), (69, 70, 371.8348, 377.1919), (70, 71, 366.4776, 371.8348), (71, 72, 366.1562, 
366.4776), (72, 74, 364.0134, 366.1562), (74, 76, 363.6919, 364.0134), (76, 77, 359.4062, 363.6919), (77, 78, 
355.1205, 359.4062), (78, 80, 353.9205, 355.1205), (80, 82, 306.5571, 353.9205), (82, 83, 305.3571, 306.5571), 
(83, 84, 300.0000, 305.3571) 
 
D1 - (0, 1, 600.0000, 600.3750), (1, 3, 600.3750, 602.8750), (3, 5, 602.8750, 603.2500), (5, 6, 603.2500, 609.5000), 
(6, 7, 609.5000, 614.5000), (7, 8, 614.5000, 614.8750), (8, 10, 614.8750, 617.3750), (10, 12, 617.3750, 617.7500), 
(12, 13, 617.7500, 624.0000), (13, 14, 624.0000, 630.2500), (14, 15, 630.2500, 630.6250), (15, 17, 630.6250, 
634.8469), (17, 19, 634.8469, 635.2219), (19, 20, 635.2219, 641.4719), (20, 21, 641.4719, 648.9719), (21, 22, 
648.9719, 649.3469), (22, 25, 649.3469, 651.8469), (25, 26, 651.8469, 652.2219), (26, 27, 652.2219, 653.4719), 
(27, 28, 653.4719, 653.8469), (28, 30, 653.8469, 657.5969), (30, 31, 657.5969, 661.3469), (31, 32, 661.3469, 
661.7219), (32, 34, 661.7219, 664.2219), (34, 36, 664.2219, 664.5969), (36, 37, 664.5969, 668.3469), (37, 40, 
668.3469, 668.7219), (40, 43, 668.7219, 671.2219), (43, 45, 671.2219, 674.9719), (45, 47, 674.9719, 675.3469), 
(47, 49, 675.3469, 680.3469), (49, 50, 680.3469, 680.7219), (50, 52, 680.7219, 683.2219), (52, 55, 683.2219, 
683.5969), (55, 56, 683.5969, 686.0969), (56, 58, 686.0969, 686.4719), (58, 60, 686.4719, 690.2219), (60, 62, 
690.2219, 693.9719), (62, 64, 693.9719, 694.3469), (64, 66, 694.3469, 698.0969), (66, 68, 698.0969, 701.8469), 
(68, 69, 701.8469, 703.0469), (69, 70, 703.0469, 709.2969), (70, 71, 709.2969, 715.5469), (71, 72, 715.5469, 
715.9219), (72, 74, 715.9219, 718.4219), (74, 76, 718.4219, 718.7969), (76, 77, 718.7969, 723.7969) 
 
D2 - (17, 19, 0.0000, 0.3462), (19, 20, 0.3462, 6.1154), (20, 21, 6.1154, 13.0385), (21, 22, 13.0385, 13.3846), (22, 
25, 13.3846, 15.6923), (25, 26, 15.6923, 16.0385), (26, 27, 16.0385, 17.1923), (27, 28, 17.1923, 17.5385), (28, 30, 
17.5385, 21.0000), (30, 31, 21.0000, 24.4615), (31, 32, 24.4615, 24.8077), (32, 34, 24.8077, 30.8286), (34, 36, 
30.8286, 31.1747), (36, 37, 31.1747, 34.6363), (37, 40, 34.6363, 34.9824), (40, 43, 34.9824, 37.2901), (43, 45, 
37.2901, 40.7516), (45, 47, 40.7516, 41.0978), (47, 49, 41.0978, 45.7132), (49, 50, 45.7132, 46.0593), (50, 52, 
46.0593, 48.3670), (52, 55, 48.3670, 48.7132), (55, 56, 48.7132, 61.1651), (56, 58, 61.1651, 61.5113), (58, 60, 
61.5113, 64.9728), (60, 62, 64.9728, 68.4343), (62, 64, 68.4343, 68.7805), (64, 66, 68.7805, 72.2420), (66, 68, 
72.2420, 75.7036), (68, 69, 75.7036, 76.9036), (69, 70, 76.9036, 82.6728), (70, 71, 82.6728, 88.4420), (71, 72, 
88.4420, 88.7882), (72, 74, 88.7882, 91.0959), (74, 76, 91.0959, 91.4420), (76, 77, 91.4420, 96.0574), (77, 78, 
96.0574, 100.6728), (78, 80, 100.6728, 101.8728), (80, 82, 101.8728, 109.7299), (82, 83, 109.7299, 110.9299), (83, 
84, 110.9299, 116.6992) 
 
E1 - (0, 1, 66.6203, 67.0294), (1, 3, 67.0294, 71.2968), (3, 5, 71.2968, 71.7059), (5, 6, 71.7059, 78.5241), (6, 7, 
78.5241, 83.9786), (7, 8, 83.9786, 84.3877), (8, 10, 84.3877, 87.1150), (10, 12, 87.1150, 87.5241), (12, 13, 87.5241, 
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94.3422), (13, 14, 94.3422, 101.1604), (14, 15, 101.1604, 101.5695), (15, 17, 101.5695, 104.2968), (17, 19, 
104.2968, 104.7059), (19, 20, 104.7059, 111.5241), (20, 21, 111.5241, 119.7059), (21, 22, 119.7059, 120.1150), 
(22, 25, 120.1150, 122.8422), (25, 26, 122.8422, 123.2513), (26, 27, 123.2513, 124.6150), (27, 28, 124.6150, 
125.0241), (28, 30, 125.0241, 129.1150), (30, 31, 129.1150, 133.2059), (31, 32, 133.2059, 133.6150), (32, 34, 
133.6150, 136.3422), (34, 36, 136.3422, 136.7513), (36, 37, 136.7513, 140.8422), (37, 40, 140.8422, 141.2513), 
(40, 43, 141.2513, 143.9786), (43, 45, 143.9786, 159.3799), (45, 47, 159.3799, 159.7890), (47, 49, 159.7890, 
165.2436), (49, 50, 165.2436, 165.6527), (50, 52, 165.6527, 168.3799), (52, 55, 168.3799, 168.7890), (55, 56, 
168.7890, 171.5163), (56, 58, 171.5163, 171.9254), (58, 60, 171.9254, 184.3082), (60, 62, 184.3082, 188.3991), 
(62, 64, 188.3991, 188.8082), (64, 66, 188.8082, 192.8991), (66, 68, 192.8991, 196.9900), (68, 69, 196.9900, 
198.1900), (69, 70, 198.1900, 205.0082), (70, 71, 205.0082, 211.8264), (71, 72, 211.8264, 212.2354), (72, 74, 
212.2354, 214.9627), (74, 76, 214.9627, 215.3718), (76, 77, 215.3718, 220.8264), (77, 78, 220.8264, 226.2809), 
(78, 79, 226.2809, 226.6900), (79, 81, 226.6900, 229.4173), (81, 83, 229.4173, 229.8264), (83, 84, 229.8264, 
236.6445) 
 
E2 - (0, 1, 191.0659, 191.6373), (1, 3, 187.2564, 191.0659), (3, 5, 186.6850, 187.2564), (5, 6, 177.1612, 186.6850), 
(6, 7, 169.5421, 177.1612), (7, 8, 168.9707, 169.5421), (8, 10, 165.1612, 168.9707), (10, 12, 164.5897, 165.1612), 
(12, 13, 155.0659, 164.5897), (13, 14, 145.5421, 155.0659), (14, 16, 144.3421, 145.5421), (16, 18, 83.2095, 
144.3421), (18, 19, 82.0095, 83.2095), (19, 20, 72.4857, 82.0095), (20, 21, 61.0571, 72.4857), (21, 22, 60.4857, 
61.0571), (22, 25, 56.6762, 60.4857), (25, 26, 56.1048, 56.6762), (26, 27, 54.2000, 56.1048), (27, 28, 53.6286, 
54.2000), (28, 30, 47.9143, 53.6286), (30, 31, 42.2000, 47.9143), (31, 33, 41.0000, 42.2000), (33, 35, 25.8286, 
41.0000), (35, 36, 24.6286, 25.8286), (36, 37, 18.9143, 24.6286), (37, 41, 17.7143, 18.9143), (41, 42, 13.9048, 
17.7143), (42, 44, 8.1905, 13.9048), (44, 46, 7.6190, 8.1905), (46, 48, 0.0000, 7.6190) 
 
E3 - (0, 1, 263.9872, 264.5015), (1, 3, 260.5586, 263.9872), (3, 5, 260.0444, 260.5586), (5, 6, 251.4729, 260.0444), 
(6, 7, 244.6158, 251.4729), (7, 8, 244.1015, 244.6158), (8, 10, 240.6729, 244.1015), (10, 12, 240.1586, 240.6729), 
(12, 13, 231.5872, 240.1586), (13, 14, 223.0158, 231.5872), (14, 15, 222.5015, 223.0158), (15, 17, 219.0729, 
222.5015), (17, 19, 218.5586, 219.0729), (19, 20, 209.9872, 218.5586), (20, 21, 199.7015, 209.9872), (21, 22, 
199.1872, 199.7015), (22, 25, 195.7586, 199.1872), (25, 26, 195.2444, 195.7586), (26, 27, 193.5301, 195.2444), 
(27, 28, 193.0158, 193.5301), (28, 30, 187.8729, 193.0158), (30, 31, 182.7301, 187.8729), (31, 33, 181.5301, 
182.7301), (33, 35, 124.6641, 181.5301), (35, 36, 123.4641, 124.6641), (36, 37, 118.3213, 123.4641), (37, 41, 
117.1213, 118.3213), (41, 42, 89.8286, 117.1213), (42, 44, 84.6857, 89.8286), (44, 46, 84.1714, 84.6857), (46, 48, 
77.3143, 84.1714), (48, 54, 70.4571, 77.3143), (54, 57, 69.9429, 70.4571), (57, 59, 64.8000, 69.9429), (59, 61, 
59.6571, 64.8000), (61, 63, 59.1429, 59.6571), (63, 65, 54.0000, 59.1429), (65, 67, 48.8571, 54.0000), (67, 69, 
48.3429, 48.8571), (69, 70, 39.7714, 48.3429), (70, 71, 31.2000, 39.7714), (71, 72, 30.6857, 31.2000), (72, 74, 
27.2571, 30.6857), (74, 76, 26.7429, 27.2571), (76, 77, 19.8857, 26.7429), (77, 78, 13.0286, 19.8857), (78, 79, 
12.5143, 13.0286), (79, 81, 9.0857, 12.5143), (81, 83, 8.5714, 9.0857), (83, 84, 0.0000, 8.5714) 
 
E4 - (0, 1, 546.4155, 546.8830), (1, 3, 543.2986, 546.4155), (3, 5, 542.8311, 543.2986), (5, 6, 535.0389, 542.8311), 
(6, 7, 528.8051, 535.0389), (7, 8, 528.3376, 528.8051), (8, 10, 525.2207, 528.3376), (10, 12, 524.7532, 525.2207), 
(12, 13, 516.9610, 524.7532), (13, 14, 509.1687, 516.9610), (14, 16, 507.9687, 509.1687), (16, 18, 503.4687, 
507.9687), (18, 19, 502.2687, 503.4687), (19, 20, 494.4765, 502.2687), (20, 21, 476.7601, 494.4765), (21, 22, 
476.2926, 476.7601), (22, 25, 473.1757, 476.2926), (25, 26, 472.7082, 473.1757), (26, 27, 471.1497, 472.7082), 
(27, 28, 470.6822, 471.1497), (28, 30, 466.0069, 470.6822), (30, 31, 461.3315, 466.0069), (31, 32, 460.8640, 
461.3315), (32, 34, 457.7471, 460.8640), (34, 36, 457.2796, 457.7471), (36, 37, 452.6043, 457.2796), (37, 41, 
451.4043, 452.6043), (41, 42, 448.2874, 451.4043), (42, 44, 443.6121, 448.2874), (44, 46, 443.1445, 443.6121), 
(46, 48, 436.9108, 443.1445), (48, 54, 430.6770, 436.9108), (54, 57, 430.2095, 430.6770), (57, 59, 425.5341, 
430.2095), (59, 61, 420.8588, 425.5341), (61, 63, 420.3913, 420.8588), (63, 65, 415.7160, 420.3913), (65, 67, 
411.0406, 415.7160), (67, 69, 410.5731, 411.0406), (69, 70, 402.7809, 410.5731), (70, 71, 394.9887, 402.7809), 
(71, 72, 394.5212, 394.9887), (72, 74, 391.4043, 394.5212), (74, 76, 390.9367, 391.4043), (76, 77, 384.7030, 
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390.9367), (77, 78, 378.4692, 384.7030), (78, 79, 378.0017, 378.4692), (79, 81, 374.8848, 378.0017), (81, 83, 
374.4173, 374.8848), (83, 84, 366.6251, 374.4173) 
 
F1 - (0, 1, 300.0000, 300.6818)(1, 3, 300.6818, 305.2273), (3, 5, 305.2273, 305.9091), (5, 6, 305.9091, 317.2727), 
(6, 7, 317.2727, 326.3636), (7, 8, 326.3636, 327.0455), (8, 10, 327.0455, 331.5909), (10, 12, 331.5909, 332.2727), 
(12, 13, 332.2727, 343.6364), (13, 14, 343.6364, 355.0000), (14, 15, 355.0000, 355.6818), (15, 17, 355.6818, 
360.2273), (17, 19, 360.2273, 360.9091), (19, 20, 360.9091, 372.2727), (20, 21, 372.2727, 385.9091), (21, 22, 
385.9091, 386.5909), (22, 25, 386.5909, 391.1364), (25, 26, 391.1364, 391.8182), (26, 27, 391.8182, 394.0909), 
(27, 28, 394.0909, 394.7727), (28, 30, 394.7727, 401.5909), (30, 31, 401.5909, 408.4091), (31, 33, 408.4091, 
409.6091), (33, 35, 409.6091, 417.3991), (35, 36, 417.3991, 418.5991), (36, 37, 418.5991, 425.4173), (37, 40, 
425.4173, 426.0991), (40, 43, 426.0991, 430.6445), (43, 45, 430.6445, 437.4627), (45, 47, 437.4627, 438.1445), 
(47, 49, 438.1445, 453.2774), (49, 50, 453.2774, 453.9592), (50, 52, 453.9592, 458.5046), (52, 55, 458.5046, 
459.1865), (55, 56, 459.1865, 463.7319), (56, 58, 463.7319, 464.4137), (58, 60, 464.4137, 471.2319), (60, 62, 
471.2319, 478.0501), (62, 64, 478.0501, 478.7319), (64, 66, 478.7319, 485.5501), (66, 68, 485.5501, 492.3683), 
(68, 69, 492.3683, 493.5683), (69, 70, 493.5683, 504.9319), (70, 71, 504.9319, 516.2956), (71, 72, 516.2956, 
516.9774), (72, 74, 516.9774, 521.5228), (74, 76, 521.5228, 522.2046), (76, 77, 522.2046, 531.2956), (77, 78, 
531.2956, 540.3865), (78, 80, 540.3865, 541.5865), (80, 82, 541.5865, 549.7820), (82, 83, 549.7820, 550.9820), 
(83, 84, 550.9820, 562.3456) 
 
F2 - (20, 21, 710.4361, 736.1504), (21, 22, 709.1504, 710.4361), (22, 25, 700.5790, 709.1504), (25, 26, 699.2933, 
700.5790), (26, 27, 695.0076, 699.2933), (27, 28, 693.7219, 695.0076), (28, 30, 680.8647, 693.7219), (30, 31, 
668.0076, 680.8647), (31, 33, 666.7219, 668.0076), (33, 35, 448.8900, 666.7219), (35, 36, 447.6043, 448.8900), 
(36, 37, 434.7471, 447.6043), (37, 41, 433.5471, 434.7471), (41, 42, 424.9757, 433.5471), (42, 44, 412.1186, 
424.9757), (44, 46, 410.8328, 412.1186), (46, 48, 393.6900, 410.8328), (48, 54, 376.5471, 393.6900), (54, 57, 
375.2614, 376.5471), (57, 59, 362.4043, 375.2614), (59, 61, 349.5471, 362.4043), (61, 63, 348.2614, 349.5471), 
(63, 65, 335.4043, 348.2614), (65, 67, 322.5471, 335.4043), (67, 69, 321.2614, 322.5471), (69, 70, 299.8328, 
321.2614), (70, 71, 278.4043, 299.8328), (71, 72, 277.1186, 278.4043), (72, 74, 268.5471, 277.1186), (74, 76, 
267.2614, 268.5471), (76, 77, 250.1186, 267.2614), (77, 78, 232.9757, 250.1186), (78, 80, 231.6900, 232.9757), 
(80, 82, 202.3216, 231.6900), (82, 83, 201.0359, 202.3216), (83, 84, 166.5860, 201.0359) 
 
A1.3 Data Set 3 Train Movements (Merged Sub-Problems) 
Each 4-tuple contains (western vertex, eastern vertex, entry time, exit time) 
A1 - (20, 21, 0.0000, 4.5000), (21, 22, 4.5000, 4.7250), (22, 25, 4.7250, 6.2250), (25, 26, 6.2250, 6.4500), (26, 27, 
6.4500, 7.2000), (27, 28, 7.2000, 7.4250), (28, 30, 7.4250, 9.6750), (30, 31, 9.6750, 11.9250), (31, 32, 11.9250, 
12.1500), (32, 34, 12.1500, 13.6500), (34, 36, 13.6500, 13.8750), (36, 37, 13.8750, 16.1250), (37, 40, 16.1250, 
16.3500), (40, 43, 16.3500, 17.8500), (43, 45, 17.8500, 20.1000), (45, 47, 20.1000, 20.3250), (47, 49, 20.3250, 
23.3250), (49, 50, 23.3250, 23.5500), (50, 52, 23.5500, 25.0500), (52, 55, 25.0500, 25.2750), (55, 56, 25.2750, 
26.7750), (56, 58, 26.7750, 27.0000), (58, 60, 27.0000, 29.2500), (60, 62, 29.2500, 31.5000), (62, 64, 31.5000, 
31.7250), (64, 66, 31.7250, 33.9750), (66, 68, 33.9750, 36.2250), (68, 69, 36.2250, 37.4250), (69, 70, 37.4250, 
41.1750), (70, 71, 41.1750, 44.9250), (71, 72, 44.9250, 45.1500), (72, 74, 45.1500, 46.6500), (74, 76, 46.6500, 
46.8750), (76, 77, 46.8750, 49.8750), (77, 78, 49.8750, 52.8750), (78, 79, 52.8750, 53.1000), (79, 81, 53.1000, 
54.6000), (81, 83, 54.6000, 54.8250), (83, 84, 54.8250, 58.5750) 
A2 - (0, 1, 100.2567, 100.5139), (1, 3, 98.5425, 100.2567), (3, 5, 98.2853, 98.5425), (5, 6, 93.9996, 98.2853), (6, 7, 
90.5710, 93.9996), (7, 8, 90.3139, 90.5710), (8, 10, 88.5996, 90.3139), (10, 12, 88.3425, 88.5996), (12, 13, 84.0567, 
88.3425), (13, 14, 79.7710, 84.0567), (14, 16, 78.5710, 79.7710), (16, 18, 46.4643, 78.5710), (18, 19, 45.2643, 
 86 
 
46.4643), (19, 20, 40.9786, 45.2643), (20, 21, 35.8357, 40.9786), (21, 22, 35.5786, 35.8357), (22, 25, 33.8643, 
35.5786), (25, 26, 33.6071, 33.8643), (26, 27, 32.7500, 33.6071), (27, 28, 32.4929, 32.7500), (28, 30, 29.9214, 
32.4929), (30, 31, 27.3500, 29.9214), (31, 32, 27.0929, 27.3500), (32, 34, 25.3786, 27.0929), (34, 36, 25.1214, 
25.3786), (36, 37, 22.5500, 25.1214), (37, 41, 21.3500, 22.5500), (41, 42, 19.6357, 21.3500), (42, 44, 15.1000, 
19.6357), (44, 46, 14.8429, 15.1000), (46, 48, 6.2571, 14.8429), (48, 54, 2.8286, 6.2571), (54, 57, 2.5714, 2.8286), 
(57, 59, 0.0000, 2.5714)  
A3 - (0, 1, 393.7714, 394.0286), (1, 3, 392.0571, 393.7714), (3, 5, 391.8000, 392.0571), (5, 6, 387.5143, 391.8000), 
(6, 7, 384.0857, 387.5143), (7, 8, 383.8286, 384.0857), (8, 10, 382.1143, 383.8286), (10, 12, 381.8571, 382.1143), 
(12, 13, 377.5714, 381.8571), (13, 14, 373.2857, 377.5714), (14, 15, 373.0286, 373.2857), (15, 17, 371.3143, 
373.0286), (17, 19, 371.0571, 371.3143), (19, 20, 366.7714, 371.0571), (20, 21, 361.6286, 366.7714), (21, 22, 
361.3714, 361.6286), (22, 25, 359.6571, 361.3714), (25, 26, 359.4000, 359.6571), (26, 27, 358.5429, 359.4000), 
(27, 28, 358.2857, 358.5429), (28, 30, 355.7143, 358.2857), (30, 31, 353.1429, 355.7143), (31, 32, 352.8857, 
353.1429), (32, 34, 351.1714, 352.8857), (34, 36, 350.9143, 351.1714), (36, 37, 348.3429, 350.9143), (37, 40, 
348.0857, 348.3429), (40, 43, 346.3714, 348.0857), (43, 45, 343.8000, 346.3714), (45, 47, 343.5429, 343.8000), 
(47, 49, 340.1143, 343.5429), (49, 50, 339.8571, 340.1143), (50, 52, 338.1429, 339.8571), (52, 55, 337.8857, 
338.1429), (55, 56, 336.1714, 337.8857), (56, 57, 334.9714, 336.1714), (57, 59, 332.4000, 334.9714), (59, 61, 
329.8286, 332.4000), (61, 63, 329.5714, 329.8286), (63, 65, 327.0000, 329.5714), (65, 67, 324.4286, 327.0000), 
(67, 69, 324.1714, 324.4286), (69, 70, 319.8857, 324.1714), (70, 71, 315.6000, 319.8857), (71, 72, 315.3429, 
315.6000), (72, 74, 313.6286, 315.3429), (74, 76, 313.3714, 313.6286), (76, 77, 309.9429, 313.3714), (77, 78, 
306.5143, 309.9429), (78, 79, 306.2571, 306.5143), (79, 81, 304.5429, 306.2571), (81, 83, 304.2857, 304.5429), 
(83, 84, 300.0000, 304.2857) 
A4 - (0, 1, 656.6169, 656.8876), (1, 3, 654.8124, 656.6169), (3, 5, 654.5417, 654.8124), (5, 6, 650.0305, 654.5417), 
(6, 7, 646.4214, 650.0305), (7, 8, 646.1508, 646.4214), (8, 10, 644.3462, 646.1508), (10, 12, 644.0756, 644.3462), 
(12, 13, 639.5643, 644.0756), (13, 14, 635.0530, 639.5643), (14, 15, 634.7823, 635.0530), (15, 17, 632.9778, 
634.7823), (17, 19, 632.7071, 632.9778), (19, 20, 628.1959, 632.7071), (20, 21, 622.7823, 628.1959), (21, 22, 
622.5117, 622.7823), (22, 25, 620.7071, 622.5117), (25, 26, 620.4365, 620.7071), (26, 27, 619.5342, 620.4365), 
(27, 28, 619.2635, 619.5342), (28, 30, 616.5568, 619.2635), (30, 31, 613.8500, 616.5568), (31, 33, 612.6500, 
613.8500), (33, 35, 596.5895, 612.6500), (35, 36, 595.3895, 596.5895), (36, 37, 592.6827, 595.3895), (37, 41, 
591.4827, 592.6827), (41, 42, 589.6782, 591.4827), (42, 44, 586.9714, 589.6782), (44, 47, 585.7714, 586.9714), 
(47, 49, 582.1624, 585.7714), (49, 50, 581.8917, 582.1624), (50, 52, 580.0872, 581.8917), (52, 55, 579.8165, 
580.0872), (55, 56, 578.0120, 579.8165), (56, 57, 576.8120, 578.0120), (57, 59, 574.1053, 576.8120), (59, 61, 
571.3985, 574.1053), (61, 63, 571.1278, 571.3985), (63, 65, 568.4211, 571.1278), (65, 67, 565.7143, 568.4211), 
(67, 69, 565.4436, 565.7143), (69, 70, 560.9323, 565.4436), (70, 71, 556.4211, 560.9323), (71, 72, 556.1504, 
556.4211), (72, 74, 554.3459, 556.1504), (74, 76, 554.0752, 554.3459), (76, 77, 550.4662, 554.0752), (77, 78, 
546.8571, 550.4662), (78, 79, 546.5865, 546.8571), (79, 81, 544.7820, 546.5865), (81, 83, 544.5113, 544.7820),  
(83, 84, 540.0000, 544.5113) 
A5 - (0, 1, 555.8143, 556.0393), (1, 3, 556.0393, 557.5393), (3, 5, 557.5393, 557.7643), (5, 6, 557.7643, 561.5143), 
(6, 7, 561.5143, 564.5143), (7, 8, 564.5143, 564.7393), (8, 10, 564.7393, 566.2393), (10, 12, 566.2393, 566.4643), 
(12, 13, 566.4643, 570.2143), (13, 14, 570.2143, 573.9643), (14, 15, 573.9643, 574.1893), (15, 17, 574.1893, 
575.6893), (17, 19, 575.6893, 575.9143), (19, 20, 575.9143, 579.6643), (20, 21, 579.6643, 600.0000), (21, 22, 
600.0000, 600.2250), (22, 25, 600.2250, 601.7250), (25, 26, 601.7250, 601.9500), (26, 27, 601.9500, 602.7000), 
(27, 28, 602.7000, 602.9250), (28, 30, 602.9250, 605.1750), (30, 31, 605.1750, 607.4250), (31, 32, 607.4250, 
607.6500), (32, 34, 607.6500, 609.1500), (34, 36, 609.1500, 609.3750), (36, 37, 609.3750, 611.6250), (37, 40, 
611.6250, 611.8500), (40, 43, 611.8500, 613.3500), (43, 45, 613.3500, 615.6000), (45, 47, 615.6000, 615.8250), 
(47, 49, 615.8250, 618.8250), (49, 50, 618.8250, 619.0500), (50, 52, 619.0500, 620.5500), (52, 55, 620.5500, 
620.7750), (55, 56, 620.7750, 622.2750), (56, 58, 622.2750, 622.5000), (58, 60, 622.5000, 624.7500), (60, 62, 
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624.7500, 627.0000), (62, 64, 627.0000, 627.2250), (64, 66, 627.2250, 629.4750), (66, 68, 629.4750, 631.7250), 
(68, 69, 631.7250, 632.9250), (69, 70, 632.9250, 636.6750), (70, 71, 636.6750, 640.4250), (71, 72, 640.4250, 
640.6500), (72, 74, 640.6500, 642.1500), (74, 76, 642.1500, 642.3750), (76, 77, 642.3750, 645.3750), (77, 78, 
645.3750, 648.3750), (78, 79, 648.3750, 648.6000), (79, 81, 648.6000, 650.1000), (81, 83, 650.1000, 650.3250),  
(83, 84, 650.3250, 654.0750) 
B1 - (0, 1, 24.4792, 24.7714), (1, 3, 22.5312, 24.4792), (3, 5, 22.2390, 22.5312), (5, 6, 17.3688, 22.2390), (6, 7, 
13.4727, 17.3688), (7, 8, 13.1805, 13.4727), (8, 10, 11.2325, 13.1805), (10, 12, 10.9403, 11.2325), (12, 13, 6.0701, 
10.9403), (13, 14, 1.2000, 6.0701), (14, 16, 0.0000, 1.2000) 
B2 - (40, 43, 0.0000, 1.705), (43, 45, 1.7045, 4.2614), (45, 47, 4.2614, 4.5170), (47, 49, 4.5170, 7.9261), (49, 50, 
7.9261, 8.1818), (50, 52, 8.1818, 9.8864), (52, 55, 9.8864, 10.1420), (55, 56, 10.1420, 11.8466), (56, 58, 11.8466, 
12.1023), (58, 60, 12.1023, 14.6591), (60, 62, 14.6591, 17.2159), (62, 64, 17.2159, 17.4716), (64, 66, 17.4716, 
20.0284), (66, 68, 20.0284, 22.5852), (68, 69, 22.5852, 23.7852), (69, 70, 23.7852, 28.0466), (70, 71, 28.0466, 
32.3080), (71, 72, 32.3080, 32.5636), (72, 74, 32.5636, 34.2682), (74, 76, 34.2682, 34.5239), (76, 77, 34.5239, 
37.9330), (77, 78, 37.9330, 41.3420), (78, 79, 41.3420, 41.5977), (79, 81, 41.5977, 43.3023), (81, 83, 43.3023, 
43.5580), (83, 84, 43.5580, 47.8193) 
B3 - (0, 2, 0.0000, 1.2000), (2, 4, 1.2000, 27.5312), (4, 5, 27.5312, 28.7312), (5, 6, 28.7312, 32.9447), (6, 7, 
32.9447, 36.3154), (7, 8, 36.3154, 36.5682), (8, 10, 36.5682, 38.2536), (10, 12, 38.2536, 38.5064), (12, 13, 38.5064, 
45.3126), (13, 14, 45.3126, 49.5261), (14, 15, 49.5261, 49.7789), (15, 17, 49.7789, 51.4643), (17, 19, 51.4643, 
51.7171), (19, 20, 51.7171, 55.9306), (20, 21, 55.9306, 60.9868), (21, 22, 60.9868, 61.2396), (22, 25, 61.2396, 
62.9250), (25, 26, 62.9250, 63.1778), (26, 27, 63.1778, 64.0205), (27, 28, 64.0205, 64.2733), (28, 30, 64.2733, 
66.8014), (30, 31, 66.8014, 69.3295), (31, 32, 69.3295, 69.5823), (32, 34, 69.5823, 71.2677), (34, 36, 71.2677, 
71.5205), (36, 37, 71.5205, 74.0486), (37, 40, 74.0486, 74.3014), (40, 43, 74.3014, 75.9868), (43, 45, 75.9868, 
78.5148), (45, 47, 78.5148, 78.7677), (47, 49, 78.7677, 82.1384), (49, 50, 82.1384, 82.3913), (50, 52, 82.3913, 
91.5533), (52, 55, 91.5533, 91.8062), (55, 56, 91.8062, 93.4915), (56, 58, 93.4915, 93.7444), (58, 60, 93.7444, 
96.2724), (60, 62, 96.2724, 98.8005), (62, 64, 98.8005, 99.0533), (64, 66, 99.0533, 101.5814), (66, 68, 101.5814, 
104.1095), (68, 69, 104.1095, 105.3095), (69, 70, 105.3095, 109.5230), (70, 71, 109.5230, 113.7365), (71, 72, 
113.7365, 113.9893), (72, 74, 113.9893, 115.6747), (74, 76, 115.6747, 115.9275), (76, 77, 115.9275, 119.2983), 
(77, 78, 119.2983, 122.6691), (78, 79, 122.6691, 122.9219), (79, 81, 122.9219, 124.6073), (81, 83, 124.6073, 
124.8601), (83, 84, 124.8601, 129.0736) 
B4 - (0, 1, 776.7857, 777.1071), (1, 3, 774.6429, 776.7857), (3, 5, 774.3214, 774.6429), (5, 6, 768.9643, 774.3214), 
(6, 7, 764.6786, 768.9643), (7, 8, 764.3571, 764.6786), (8, 10, 762.2143, 764.3571), (10, 12, 761.8929, 762.2143), 
(12, 13, 756.5357, 761.8929), (13, 14, 751.1786, 756.5357), (14, 15, 750.8571, 751.1786), (15, 17, 748.7143, 
750.8571), (17, 19, 748.3929, 748.7143), (19, 20, 743.0357, 748.3929), (20, 21, 736.6071, 743.0357), (21, 22, 
736.2857, 736.6071), (22, 25, 734.1429, 736.2857), (25, 26, 733.8214, 734.1429), (26, 27, 732.7500, 733.8214), 
(27, 28, 732.4286, 732.7500), (28, 30, 729.2143, 732.4286), (30, 31, 726.0000, 729.2143), (31, 32, 725.6786, 
726.0000), (32, 34, 723.5357, 725.6786), (34, 36, 723.2143, 723.5357), (36, 37, 720.0000, 723.2143), (37, 41, 
718.8000, 720.0000), (41, 42, 716.6571, 718.8000), (42, 44, 639.1143, 716.6571), (44, 47, 637.9143, 639.1143), 
(47, 49, 633.6286, 637.9143), (49, 50, 633.3071, 633.6286), (50, 52, 631.1643, 633.3071), (52, 55, 630.8429, 
631.1643), (55, 56, 628.7000, 630.8429), (56, 57, 627.5000, 628.7000), (57, 59, 624.2857, 627.5000), (59, 61, 
621.0714, 624.2857), (61, 63, 620.7500, 621.0714), (63, 65, 617.5357, 620.7500), (65, 67, 614.3214, 617.5357), 
(67, 69, 614.0000, 614.3214), (69, 70, 608.6429, 614.0000), (70, 71, 603.2857, 608.6429), (71, 72, 602.9643, 
603.2857), (72, 74, 600.8214, 602.9643), (74, 76, 600.5000, 600.8214), (76, 77, 596.2143, 600.5000), (77, 78, 
563.2684, 596.2143), (78, 80, 562.0684, 563.2684), (80, 82, 556.0684, 562.0684), (82, 83, 554.8684, 556.0684), 
(83, 84, 549.5113, 554.8684)  
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C1 - (0, 1, 161.0578, 161.4007), (1, 3, 158.7721, 161.0578), (3, 5, 158.4293, 158.7721), (5, 6, 152.7150, 158.4293), 
(6, 7, 148.1436, 152.7150), (7, 8, 147.8007, 148.1436), (8, 10, 145.5150, 147.8007), (10, 12, 145.1721, 145.5150), 
(12, 13, 139.4578, 145.1721), (13, 14, 133.7436, 139.4578), (14, 15, 133.4007, 133.7436), (15, 17, 131.1150, 
133.4007), (17, 19, 130.7721, 131.1150), (19, 20, 125.0578, 130.7721), (20, 21, 118.2007, 125.0578), (21, 22, 
117.8578, 118.2007), (22, 25, 115.5721, 117.8578), (25, 26, 115.2293, 115.5721), (26, 27, 114.0864, 115.2293), 
(27, 28, 113.7436, 114.0864), (28, 30, 110.3150, 113.7436), (30, 31, 106.8864, 110.3150), (31, 33, 105.6864, 
106.8864) 
C2 - (0, 1, 29.7714, 30.0929), (1, 3, 30.0929, 37.6232), (3, 5, 37.6232, 37.9447), (5, 6, 37.9447, 43.3018), (6, 7, 
43.3018, 47.5875), (7, 8, 47.5875, 47.9089), (8, 10, 47.9089, 50.0518), (10, 12, 50.0518, 50.3732), (12, 13, 50.3732, 
55.7304), (13, 14, 55.7304, 61.0875), (14, 15, 61.0875, 61.4089), (15, 17, 61.4089, 63.5518), (17, 19, 63.5518, 
63.8732), (19, 20, 63.8732, 69.2304), (20, 21, 69.2304, 75.6589), (21, 22, 75.6589, 75.9804), (22, 25, 75.9804, 
78.1232), (25, 26, 78.1232, 78.4447), (26, 27, 78.4447, 79.5161), (27, 28, 79.5161, 79.8375), (28, 30, 79.8375, 
83.0518), (30, 31, 83.0518, 86.2661), (31, 32, 86.2661, 86.5875), (32, 34, 86.5875, 88.7304), (34, 36, 88.7304, 
89.0518), (36, 37, 89.0518, 92.2661), (37, 40, 92.2661, 92.5875), (40, 43, 92.5875, 94.7304), (43, 45, 94.7304, 
97.9447), (45, 47, 97.9447, 98.2661), (47, 49, 98.2661, 102.5518), (49, 50, 102.5518, 102.8732), (50, 52, 102.8732, 
105.0161), (52, 55, 105.0161, 105.3375), (55, 56, 105.3375, 107.4804), (56, 58, 107.4804, 107.8018), (58, 60, 
107.8018, 111.0161), (60, 62, 111.0161, 114.2304), (62, 64, 114.2304, 114.5518), (64, 66, 114.5518, 117.7661), 
(66, 68, 117.7661, 120.9804), (68, 69, 120.9804, 122.1804), (69, 70, 122.1804, 127.5375), (70, 71, 127.5375, 
132.8947), (71, 72, 132.8947, 133.2161), (72, 74, 133.2161, 135.3589), (74, 76, 135.3589, 135.6804), (76, 77, 
135.6804, 139.9661), (77, 78, 139.9661, 144.2518), (78, 79, 144.2518, 144.5732), (79, 81, 144.5732, 146.7161), 
(81, 83, 146.7161, 147.0375), (83, 84, 147.0375, 152.3947) 
C3 - (0, 1, 682.9480, 683.3153), (1, 3, 680.4990, 682.9480), (3, 5, 680.1316, 680.4990), (5, 6, 674.0092, 680.1316), 
(6, 7, 669.1112, 674.0092), (7, 8, 668.7439, 669.1112), (8, 10, 666.2949, 668.7439), (10, 12, 665.9276, 666.2949), 
(12, 13, 659.8051, 665.9276), (13, 14, 653.6827, 659.8051), (14, 15, 653.3153, 653.6827), (15, 17, 650.8663, 
653.3153), (17, 19, 650.4990, 650.8663), (19, 20, 644.3765, 650.4990), (20, 21, 637.0296, 644.3765), (21, 22, 
636.6622, 637.0296), (22, 25, 634.2133, 636.6622), (25, 26, 633.8459, 634.2133), (26, 27, 632.6214, 633.8459), 
(27, 28, 632.2541, 632.6214), (28, 30, 628.5806, 632.2541), (30, 31, 624.9071, 628.5806), (31, 32, 624.5398, 
624.9071), (32, 34, 622.0908, 624.5398), (34, 36, 621.7235, 622.0908), (36, 37, 618.0500, 621.7235), (37, 41, 
616.8500, 618.0500), (41, 42, 598.3517, 616.8500), (42, 44, 594.6782, 598.3517), (44, 46, 594.3108, 594.6782), 
(46, 48, 589.4129, 594.3108), (48, 54, 530.3265, 589.4129), (54, 57, 529.9592, 530.3265), (57, 59, 526.2857, 
529.9592), (59, 61, 522.6122, 526.2857), (61, 63, 522.2449, 522.6122), (63, 65, 518.5714, 522.2449), (65, 67, 
514.8980, 518.5714), (67, 69, 514.5306, 514.8980), (69, 70, 508.4082, 514.5306), (70, 71, 502.2857, 508.4082), 
(71, 72, 501.9184, 502.2857), (72, 74, 499.4694, 501.9184), (74, 76, 499.1020, 499.4694), (76, 77, 494.2041, 
499.1020), (77, 78, 489.3061, 494.2041), (78, 79, 488.9388, 489.3061), (79, 81, 486.4898, 488.9388), (81, 83, 
486.1224, 486.4898), (83, 84, 480.0000, 486.1224) 
D1 - (0, 1, 45.3018, 45.6479), (1, 3, 45.6479, 47.9556), (3, 5, 47.9556, 48.3018), (5, 6, 48.3018, 54.0710), (6, 7, 
54.0710, 58.6864), (7, 8, 58.6864, 59.0326), (8, 10, 59.0326, 61.3403), (10, 12, 61.3403, 61.6864), (12, 13, 61.6864, 
67.4556), (13, 14, 67.4556, 73.2249), (14, 15, 73.2249, 73.5710), (15, 17, 73.5710, 75.8787), (17, 19, 75.8787, 
76.2249), (19, 20, 76.2249, 81.9941), (20, 21, 81.9941, 88.9172), (21, 22, 88.9172, 89.2633), (22, 25, 89.2633, 
91.5710), (25, 26, 91.5710, 91.9172), (26, 27, 91.9172, 93.0710), (27, 28, 93.0710, 93.4172), (28, 30, 93.4172, 
96.8787), (30, 31, 96.8787, 100.3403), (31, 32, 100.3403, 100.6864), (32, 34, 100.6864, 102.9941), (34, 36, 
102.9941, 103.3403), (36, 37, 103.3403, 106.8018), (37, 40, 106.8018, 107.1479), (40, 43, 107.1479, 109.4556), 
(43, 45, 109.4556, 112.9172), (45, 47, 112.9172, 113.2633), (47, 49, 113.2633, 117.8787), (49, 50, 117.8787, 
118.2249), (50, 52, 118.2249, 120.5326), (52, 55, 120.5326, 120.8787), (55, 56, 120.8787, 123.1864), (56, 58, 
123.1864, 123.5326), (58, 60, 123.5326, 126.9941), (60, 62, 126.9941, 130.4556), (62, 64, 130.4556, 130.8018), 
(64, 66, 130.8018, 134.2633), (66, 68, 134.2633, 137.7249), (68, 69, 137.7249, 138.9249), (69, 70, 138.9249, 
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144.6941), (70, 71, 144.6941, 150.4633), (71, 72, 150.4633, 150.8095), (72, 74, 150.8095, 153.1172), (74, 76, 
153.1172, 153.4633), (76, 77, 153.4633, 158.0787), (77, 78, 158.0787, 162.6941), (78, 79, 162.6941, 163.0403), 
(79, 81, 163.0403, 165.3479), (81, 83, 165.3479, 165.6941), (83, 84, 165.6941, 171.4633) 
D2 - (0, 1, 600.0000, 600.3462), (1, 3, 600.3462, 602.6538), (3, 5, 602.6538, 603.0000), (5, 6, 603.0000, 608.7692), 
(6, 7, 608.7692, 613.3846), (7, 8, 613.3846, 613.7308), (8, 10, 613.7308, 616.0385), (10, 12, 616.0385, 616.3846), 
(12, 13, 616.3846, 622.1538), (13, 14, 622.1538, 627.9231), (14, 16, 627.9231, 629.1231), (16, 18, 629.1231, 
655.8663), (18, 19, 655.8663, 657.0663), (19, 20, 657.0663, 662.8356), (20, 21, 662.8356, 669.7586), (21, 22, 
669.7586, 670.1048), (22, 25, 670.1048, 672.4125), (25, 26, 672.4125, 672.7586), (26, 27, 672.7586, 673.9125), 
(27, 28, 673.9125, 674.2586), (28, 30, 674.2586, 677.7202), (30, 31, 677.7202, 681.1817), (31, 32, 681.1817, 
681.5279), (32, 34, 681.5279, 683.8356), (34, 36, 683.8356, 684.1817), (36, 37, 684.1817, 687.6432), (37, 40, 
687.6432, 687.9894), (40, 43, 687.9894, 690.2971), (43, 45, 690.2971, 693.7586), (45, 47, 693.7586, 694.1048), 
(47, 49, 694.1048, 698.7202), (49, 50, 698.7202, 699.0663), (50, 52, 699.0663, 701.3740), (52, 55, 701.3740, 
701.7202), (55, 56, 701.7202, 704.0279), (56, 58, 704.0279, 704.3740), (58, 60, 704.3740, 707.8356), (60, 62, 
707.8356, 711.2971), (62, 64, 711.2971, 711.6432), (64, 66, 711.6432, 715.1048), (66, 68, 715.1048, 718.5663), 
(68, 69, 718.5663, 719.7663), (69, 70, 719.7663, 725.5356), (70, 71, 725.5356, 731.3048), (71, 72, 731.3048, 
731.6509), (72, 74, 731.6509, 733.9586), (74, 76, 733.9586, 734.3048), (76, 77, 734.3048, 738.9202), (77, 78, 
738.9202, 743.5356), (78, 79, 743.5356, 743.8817), (79, 81, 743.8817, 746.1894), (81, 83, 746.1894, 746.5356),  
(83, 84, 746.5356, 752.3048) 
E1 - (0, 1, 268.4738, 269.0452), (1, 3, 264.6643, 268.4738), (3, 5, 264.0929, 264.6643), (5, 6, 254.5690, 264.0929), 
(6, 7, 246.9500, 254.5690), (7, 8, 246.3786, 246.9500), (8, 10, 242.5690, 246.3786), (10, 12, 241.9976, 242.5690), 
(12, 13, 232.4738, 241.9976), (13, 14, 222.9500, 232.4738), (14, 16, 221.7500, 222.9500), (16, 18, 216.7500, 
221.7500), (18, 19, 215.5500, 216.7500), (19, 20, 204.0262, 215.5500), (20, 21, 192.5976, 204.0262), (21, 22, 
192.0262, 192.5976), (22, 25, 188.2167, 192.0262), (25, 26, 187.6452, 188.2167), (26, 27, 185.7405, 187.6452), 
(27, 28, 185.1690, 185.7405), (28, 30, 179.4548, 185.1690), (30, 31, 173.7405, 179.4548), (31, 32, 173.1690, 
173.7405), (32, 34, 169.3595, 173.1690), (34, 36, 168.7881, 169.3595), (36, 37, 163.0738, 168.7881), (37, 41, 
161.8738, 163.0738), (41, 42, 158.0643, 161.8738), (42, 44, 152.3500, 158.0643), (44, 47, 151.1500, 152.3500), 
(47, 49, 143.5310, 151.1500), (49, 50, 142.9595, 143.5310), (50, 52, 139.1500, 142.9595), (52, 55, 138.5786, 
139.1500), (55, 56, 134.7690, 138.5786), (56, 57, 133.5690, 134.7690), (57, 59, 127.8548, 133.5690), (59, 61, 
111.1095, 127.8548), (61, 63, 110.5381, 111.1095), (63, 65, 104.8238, 110.5381), (65, 67, 99.1095, 104.8238), (67, 
69, 98.5381, 99.1095), (69, 70, 89.0143, 98.5381), (70, 71, 79.4905, 89.0143), (71, 72, 78.9190, 79.4905), (72, 74, 
75.1095, 78.9190), (74, 76, 74.5381, 75.1095), (76, 77, 66.9190, 74.5381), (77, 78, 59.3000, 66.9190), (78, 80, 
58.1000, 59.3000), (80, 82, 38.3023, 58.1000), (82, 83, 37.1023, 38.3023),  (83, 84, 27.5785, 37.1023) 
E2 - (0, 1, 180.0000, 180.4500), (1, 3, 180.4500, 183.4500), (3, 5, 183.4500, 183.9000), (5, 6, 183.9000, 191.4000), 
(6, 7, 191.4000, 197.4000), (7, 8, 197.4000, 197.8500), (8, 10, 197.8500, 200.8500), (10, 12, 200.8500, 201.3000), 
(12, 13, 201.3000, 208.8000), (13, 14, 208.8000, 216.3000), (14, 15, 216.3000, 216.7500), (15, 17, 216.7500, 
221.7500), (17, 19, 221.7500, 222.2000), (19, 20, 222.2000, 229.7000), (20, 21, 229.7000, 238.7000), (21, 22, 
238.7000, 239.1500), (22, 25, 239.1500, 242.1500), (25, 26, 242.1500, 242.6000), (26, 27, 242.6000, 244.1000), 
(27, 28, 244.1000, 244.5500), (28, 30, 244.5500, 249.0500), (30, 31, 249.0500, 253.5500), (31, 32, 253.5500, 
254.0000), (32, 34, 254.0000, 257.0000), (34, 36, 257.0000, 257.4500), (36, 37, 257.4500, 261.9500), (37, 40, 
261.9500, 262.4000), (40, 43, 262.4000, 265.4000), (43, 45, 265.4000, 269.9000), (45, 47, 269.9000, 270.3500), 
(47, 49, 270.3500, 276.3500), (49, 50, 276.3500, 276.8000), (50, 52, 276.8000, 279.8000), (52, 55, 279.8000, 
280.2500), (55, 56, 280.2500, 283.2500), (56, 58, 283.2500, 283.7000), (58, 60, 283.7000, 288.2000), (60, 62, 
288.2000, 292.7000), (62, 64, 292.7000, 293.1500), (64, 66, 293.1500, 297.6500), (66, 68, 297.6500, 329.4286), 
(68, 69, 329.4286, 330.6286), (69, 70, 330.6286, 338.1286), (70, 71, 338.1286, 345.6286), (71, 72, 345.6286, 
346.0786), (72, 74, 346.0786, 349.0786), (74, 76, 349.0786, 349.5286), (76, 77, 349.5286, 355.5286), (77, 78, 
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355.5286, 361.5286), (78, 79, 361.5286, 361.9786), (79, 81, 361.9786, 364.9786), (81, 83, 364.9786, 365.4286),  
(83, 84, 365.4286, 372.9286) 
E3 - (0, 2, 240.0000, 241.2000), (2, 4, 241.2000, 269.6643), (4, 5, 269.6643, 270.8643), (5, 6, 270.8643, 277.6825), 
(6, 7, 277.6825, 283.1370), (7, 8, 283.1370, 283.5461), (8, 10, 283.5461, 286.2734), (10, 12, 286.2734, 286.6825), 
(12, 13, 286.6825, 293.5006), (13, 14, 293.5006, 300.3188), (14, 15, 300.3188, 300.7279), (15, 17, 300.7279, 
303.4552), (17, 19, 303.4552, 303.8643), (19, 20, 303.8643, 310.6825), (20, 21, 310.6825, 318.8643), (21, 22, 
318.8643, 319.2734), (22, 25, 319.2734, 322.0006), (25, 26, 322.0006, 322.4097), (26, 27, 322.4097, 323.7734), 
(27, 28, 323.7734, 324.1825), (28, 30, 324.1825, 328.2734), (30, 31, 328.2734, 332.3643), (31, 33, 332.3643, 
333.5643), (33, 35, 333.5643, 356.1714), (35, 36, 356.1714, 357.3714), (36, 37, 357.3714, 361.4623), (37, 40, 
361.4623, 361.8714), (40, 43, 361.8714, 364.5987), (43, 45, 364.5987, 368.6896), (45, 47, 368.6896, 369.0987), 
(47, 49, 369.0987, 374.5532), (49, 50, 374.5532, 374.9623), (50, 52, 374.9623, 377.6896), (52, 55, 377.6896, 
378.0987), (55, 56, 378.0987, 380.8260), (56, 58, 380.8260, 381.2351), (58, 60, 381.2351, 385.3260), (60, 62, 
385.3260, 389.4169), (62, 64, 389.4169, 389.8260), (64, 66, 389.8260, 393.9169), (66, 68, 393.9169, 398.0078), 
(68, 69, 398.0078, 399.2078), (69, 70, 399.2078, 406.0260), (70, 71, 406.0260, 412.8442), (71, 72, 412.8442, 
413.2532), (72, 74, 413.2532, 415.9805), (74, 76, 415.9805, 416.3896), (76, 77, 416.3896, 421.8442), (77, 78, 
421.8442, 427.2987), (78, 79, 427.2987, 427.7078), (79, 81, 427.7078, 430.4351), (81, 83, 430.4351, 430.8442),  
(83, 84, 430.8442, 437.6623) 
E4 - (0, 1, 791.4976, 791.9976), (1, 3, 791.9976, 795.3310), (3, 5, 795.3310, 795.8310), (5, 6, 795.8310, 804.1643), 
(6, 7, 804.1643, 810.8310), (7, 8, 810.8310, 811.3310), (8, 10, 811.3310, 814.6643), (10, 12, 814.6643, 815.1643), 
(12, 13, 815.1643, 823.4976), (13, 14, 823.4976, 831.8310), (14, 15, 831.8310, 832.3310), (15, 17, 832.3310, 
835.6643), (17, 19, 835.6643, 836.1643), (19, 20, 836.1643, 844.4976), (20, 21, 844.4976, 854.4976), (21, 22, 
854.4976, 854.9976), (22, 25, 854.9976, 858.3310), (25, 26, 858.3310, 858.8310), (26, 27, 858.8310, 860.4976), 
(27, 28, 860.4976, 860.9976), (28, 30, 860.9976, 865.9976), (30, 31, 865.9976, 870.9976), (31, 32, 870.9976, 
871.4976), (32, 34, 871.4976, 874.8310), (34, 36, 874.8310, 875.3310), (36, 37, 875.3310, 880.3310), (37, 40, 
880.3310, 880.8310), (40, 43, 880.8310, 884.1643), (43, 45, 884.1643, 889.1643), (45, 47, 889.1643, 889.6643), 
(47, 49, 889.6643, 896.3310), (49, 50, 896.3310, 896.8310), (50, 52, 896.8310, 900.1643), (52, 55, 900.1643, 
900.6643), (55, 56, 900.6643, 903.9976), (56, 58, 903.9976, 904.4976), (58, 60, 904.4976, 909.4976), (60, 62, 
909.4976, 914.4976), (62, 64, 914.4976, 914.9976), (64, 66, 914.9976, 919.9976), (66, 68, 919.9976, 924.9976), 
(68, 69, 924.9976, 926.1976), (69, 70, 926.1976, 934.5310), (70, 71, 934.5310, 942.8643), (71, 72, 942.8643, 
943.3643), (72, 74, 943.3643, 946.6976), (74, 76, 946.6976, 947.1976), (76, 77, 947.1976, 953.8643), (77, 78, 
953.8643, 960.5310), (78, 79, 960.5310, 961.0310), (79, 81, 961.0310, 964.3643), (81, 83, 964.3643, 964.8643), 
(83, 84, 964.8643, 973.1976) 
F1 - (0, 1, 549.7857, 550.8143), (1, 3, 542.9286, 549.7857), (3, 5, 541.9000, 542.9286), (5, 6, 524.7571, 541.9000), 
(6, 7, 511.0429, 524.7571), (7, 8, 510.0143, 511.0429), (8, 10, 503.1571, 510.0143), (10, 12, 502.1286, 503.1571), 
(12, 13, 484.9857, 502.1286), (13, 14, 467.8429, 484.9857), (14, 15, 466.8143, 467.8429), (15, 17, 459.9571, 
466.8143), (17, 19, 458.9286, 459.9571), (19, 20, 441.7857, 458.9286), (20, 21, 421.2143, 441.7857), (21, 22, 
420.1857, 421.2143), (22, 25, 413.3286, 420.1857), (25, 26, 412.3000, 413.3286), (26, 27, 408.8714, 412.3000), 
(27, 28, 407.8429, 408.8714), (28, 30, 397.5571, 407.8429), (30, 31, 387.2714, 397.5571), (31, 32, 386.2429, 
387.2714), (32, 34, 379.3857, 386.2429), (34, 36, 378.3571, 379.3857), (36, 37, 368.0714, 378.3571), (37, 41, 
366.8714, 368.0714), (41, 42, 330.8714, 366.8714), (42, 44, 320.5857, 330.8714), (44, 47, 319.3857, 320.5857), 
(47, 49, 305.6714, 319.3857), (49, 50, 304.6429, 305.6714), (50, 52, 297.7857, 304.6429), (52, 55, 296.7571, 
297.7857), (55, 56, 289.9000, 296.7571), (56, 57, 288.7000, 289.9000), (57, 59, 276.4143, 288.7000), (59, 61, 
266.1286, 276.4143), (61, 63, 265.1000, 266.1286), (63, 65, 254.8143, 265.1000), (65, 67, 244.5286, 254.8143), 
(67, 69, 243.5000, 244.5286), (69, 70, 226.3571, 243.5000), (70, 71, 209.2143, 226.3571), (71, 72, 208.1857, 
209.2143), (72, 74, 201.3286, 208.1857), (74, 76, 200.3000, 201.3286), (76, 77, 186.5857, 200.3000), (77, 78, 
 91 
 
172.8714, 186.5857), (78, 80, 171.6714, 172.8714), (80, 82, 81.9179, 171.6714), (82, 83, 80.7179, 81.9179), (83, 
84, 63.5750, 80.7179) 
F2 - (0, 2, 420.0000, 421.2000), (2, 4, 421.2000, 685.4990), (4, 5, 685.4990, 686.6990), (5, 6, 686.6990, 699.1990), 
(6, 7, 699.1990, 709.1990), (7, 8, 709.1990, 709.9490), (8, 10, 709.9490, 714.9490), (10, 12, 714.9490, 715.6990), 
(12, 13, 715.6990, 728.1990), (13, 14, 728.1990, 740.6990), (14, 16, 740.6990, 741.8990), (16, 18, 741.8990, 
753.7143), (18, 19, 753.7143, 754.9143), (19, 20, 754.9143, 767.4143), (20, 21, 767.4143, 782.4143), (21, 22, 
782.4143, 783.1643), (22, 25, 783.1643, 788.1643), (25, 26, 788.1643, 788.9143), (26, 27, 788.9143, 791.4143), 
(27, 28, 791.4143, 792.1643), (28, 30, 792.1643, 799.6643), (30, 31, 799.6643, 807.1643), (31, 32, 807.1643, 
807.9143), (32, 34, 807.9143, 812.9143), (34, 36, 812.9143, 813.6643), (36, 37, 813.6643, 821.1643), (37, 40, 
821.1643, 821.9143), (40, 43, 821.9143, 826.9143), (43, 45, 826.9143, 834.4143), (45, 47, 834.4143, 835.1643), 
(47, 49, 835.1643, 845.1643), (49, 50, 845.1643, 845.9143), (50, 52, 845.9143, 850.9143), (52, 55, 850.9143, 
851.6643), (55, 56, 851.6643, 856.6643), (56, 58, 856.6643, 857.4143), (58, 60, 857.4143, 864.9143), (60, 62, 
864.9143, 872.4143), (62, 64, 872.4143, 873.1643), (64, 66, 873.1643, 880.6643), (66, 68, 880.6643, 888.1643), 
(68, 69, 888.1643, 889.3643), (69, 70, 889.3643, 901.8643), (70, 71, 901.8643, 914.3643), (71, 72, 914.3643, 
915.1143), (72, 74, 915.1143, 920.1143), (74, 76, 920.1143, 920.8643), (76, 77, 920.8643, 930.8643), (77, 78, 
930.8643, 940.8643), (78, 79, 940.8643, 941.6143), (79, 81, 941.6143, 946.6143), (81, 83, 946.6143, 947.3643), 
(83, 84, 947.3643, 959.8643) 
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