Abstract-This paper presents a novel rule-based system for thinning. The unique feature that distinguishes our thinning system is that it thins symbols to their central lines. This means that the shape of the symbol is preserved. It also means that the method is rotation invariant. The system has 20 rules in its inference engine. These rules are applied simultaneously to each pixel in the image. Therefore, the system has the advantages of symmetrical thinning and speed. The results show that the system is very efficient in preserving the topology of symbols and letters written in any language.
INTRODUCTION
THINNING is the process of reducing the thickness of each line of patterns to just a single pixel. Thinning is usually used as the first step in applications such as optical character recognition [1] , [2] , [3] . Previously developed thinning algorithms do not address the problem of rotation invariant thinning. In this paper, we present an algorithm that thins symbols to their central lines; this has the desirable feature of preserving the topology, thus it can be applied to any symbol or character written in any language. It also has the advantage of producing the same thinned symbols regardless of the rotation of the original symbols. Our algorithm also does not produce extraneous pixels (distortions). Thinning characters to their central lines results in thinned symbols that better represent the symbols. For example, the most likely skeleton of a symbol that is a circle is not the outside (or the inside) extreme circumference of the circle's rim but the line that is equidistant from these two extreme pixels on the rim, i.e., the central line. Moreover, thinning to central lines will be shown in Section 3 to result in improved recognition rate.
A comprehensive survey of thinning algorithms is described by Lam et al. [4] . Templates of (3 Â 3) and/or (3 Â 4), and (4 Â 3) windows are usually used to perform thinning and trimming of extraneous pixels [5] , [6] , [7] , [8] . The algorithm described in [6] has the advantage that its rules are applied in one sequential pass only. In [8] , an iterative parallel thinning algorithm that uses four passes per iteration is proposed. A modified algorithm with subiterations is proposed in [9] . The latter method, however, may produce extraneous branches. A two-step algorithm that improves thinning results of Chinese characters is described in [10] . In [11] , an artificial neural network, based on adaptive resonance theory, is proposed for thinning Arabic characters. The ZS algorithm described in [12] has the advantage of speed. It also preserves the topology of the image in the majority of cases. However, all the pixels in the case of 2 Â 2 image pixels will be deleted. In addition, a 45 o or 135 o long or short diagonal line of 2 pixels width is reduced to a dot of 1 or 2 pixels. A solution for this case is suggested [13] . The algorithm proposed in [14] produces thinner results (fewer pixels) than the above ZS algorithm, maintains high speed, and also generates onepixel wide skeletons. The HSCP algorithm described in [15] uses the first two conditions as in the ZS method to determine which pixels can be deleted. The HSCP algorithm is compared to the ZS algorithm [16] and suggests a solution to solve the diagonal line problems in the ZS and HSCP algorithms.
Many thinning algorithms, their performance, and evaluation have been studied in [17] . None of the previous methods address rotation invariant thinning. Many are specific to digits, characters, or letters written in English, Chinese, Arabic, or any other script.
In this paper, we present a general thinning system that can be used to thin symbols, digits, characters, or letters, irrespective of the script they are written in. The resultant thinned symbols will be the central lines of the symbols and, thus, the system is invariant to rotations in the original pattern. The thinned pattern is one pixel wide. The system preserves the topology and does not produce any discontinuity.
THE PROPOSED METHOD
Our algorithm is iterative. At each iteration, our algorithm deletes every point that lies on the outer boundaries of the symbol, as long as the width of the symbol is more than one pixel wide. This results in the 20 rules, listed in Fig. 1 , which are applied simultaneously at every iteration to each pixel. The iterations are repeated until no further changes occur. If the resultant graph at some pixel has width (measured in any direction) equal to 1 pixel, then this pixel belongs to a central line of the symbol and will not be deleted. If the width at any point is 2 pixels, then the central line passes between these 2 pixels. This case will be explained later.
Consider an isolated symbol. It is a graph of white and black pixels. The white pixels represent the background and are denoted by 0s. The black pixels represent the symbol and are denoted by 1s. The symbol is assumed to be a connected graph. A symbol such as the letter C has only one central line; symbols such as the letter T or H have more than one central line which are connected at one or more points. Since the symbol is a connected graph, it follows that its central lines are also connected. If the 3 Â 3 pixels neighborhood of a black pixel has only one black neighbor, for example, or , then the middle pixel belongs to an extremity of the central line.
At each iteration, our aim is to delete all pixels that lie on the outer boundaries of the resultant graph. However, if deleting one of these pixels will result in a disconnected graph, then that pixel is not deleted. At each iteration, we consider the 3 Â 3 pixels neighborhood of a black pixel and its eight neighbor pixels. Any pattern of the 3 Â 3 neighborhood can only fall under one of the following four classes:
1. CLASS A. All eight surrounding pixels are white pixels.
Here, the black pixel is the dot symbol . This pixel should not be deleted; otherwise the whole symbol is deleted. 2. CLASS B. All eight surrounding pixels are black pixels.
Here, the middle black pixel does not belong to the boundaries of the symbol and, thus, it should not be deleted. 3. CLASS C. The eight surrounding pixels considered in a circular fashion have one to seven consecutive 0 pixels. This is followed by seven to one consecutive black pixels, for instance, , , , , . Except for the four cases, , , , , the middle pixel belongs to a boundary of the symbol and should be deleted. This class has three subclasses:
a. The eight surrounding pixels consist of only one black pixel and the other seven pixels are zeros, such as or . Here, the middle pixel is an extremity of a straight line with a length of at least 2 pixels. Thus, we should not delete the middle pixel. b. The eight surrounding pixels consist of exactly two consecutive 1s, and six consecutive zeros, such as . In this case, the middle pixel belongs to the boundary of the symbol and should be deleted. There is an exception when it belongs to an extremity of a zigzag diagonal line, such . In this case, the middle pixel should notbe deleted. This case will be revisited and corrected in Section 2.2. c. The eight surrounding pixels consist of at least three consecutive 1s followed by 0. With the exception of , , , , the middle pixel in this case belongs to the symbol's boundary and should be deleted. The rules for deleting pixels of subclasses b and c can be shown to reduce to the 20 rules shown in Fig. 1 . 4. CLASS D. The 0 pixels in the eight surrounding pixels considered in a circular fashion do not occur in a consecutive manner. This class has the following three subclasses:
a. Out of the eight surrounding circular pixels, two are zeros but are separated on one side by exactly one pixel, with a value = 1, and on the other side by 5 pixels (at least one of them = 1). Here, there are two cases:
One zero lies directly above or below the middle pixel, the other lies on its right or left, as in , where at least one x (do not care) is equal to 1. In this case, the middle pixel must belong to a central line as deleting it will result in , which is a disconnected graph. We choose the latter solution and we do not delete the middle pixel. b. Out of the eight surrounding pixels, two pixels are zeros, separated on one side by exactly two pixels with values equal to 1. On the other side of these are four pixels, where at least one of them is equal to 1. Examples are or . Here, there must be a central line that passes through at least one of the two shown 1s and between the two shown 0s. For each of the possible values of r, z, t, and w, we can show that either we should not delete the middle pixel (otherwise, the graph becomes disconnected) or more than one acceptable path for the central line exist. In the latter case, at least one of the acceptable solutions passes through the middle pixel, thus, in all cases, we do not delete the middle pixel, so we chose this solution. c. Out of the eight surrounding pixels, two have values of zero and are separated on one side by exactly three 1s and, on the other side, by three pixels, where at least one pixel is equal to 1, for example, or . That is, the two zeros lie i) directly above and below, or ii) to the right and to the left of the middle pixel or iii) lie on two corners. In the first two cases, the middle pixel must belong to a central line and thus should not be deleted.
In the third case, , there must be a central line which passes between these two zeros. There are seven possible types: , , , , , , . For the first type, the acceptable solutions for the central line are , or , or . Using the same argument as 4. above, we can show that, for all seven types, by not deleting the middle pixel a central line will still exist; thus, we do not delete the middle pixel.
It is now easy to show that if, at each iteration, we consider all the pixels of the graph and only delete those that fall under subclasses b and c above, then those pixels that belong to the boundary of the symbol (excluding the pixels that belong to the central lines) are deleted. By repeating the above procedure, until no changes occur, we get the central lines. This is with the exception of a case where part of the symbol is of two (or even) pixels in width. When a symbol is two pixels wide, the above procedure deletes both pixels because each one of them belongs to the boundary. Therefore, at each pixel, we must first check if the width is two pixels. This case will be discussed below.
Central Lines but Disconnected
The simultaneous application of the 20 rules to each pixel, at each iteration, is described by the following example, Fig. 2a . After each iteration, the parallel application of the 20 rules to each pixel in the image can be easily shown to result in peeling off the outer and inner boundaries of symbols. However, some lines of two-pixels or even width are unfortunately deleted. We note that this procedure is rotation invariant, that is, if the symbol rotates by any angle, then the resultant thinned pattern also rotates by the same angle. The drawback of the above procedure is that it results in discontinuous central lines. When a part of a symbol is two pixels wide in the horizontal or vertical direction, these two pixels may be deleted. If, however, we do not delete a pixel when the horizontal or vertical width equals 2, then we get a thinned image, as shown in Fig. 2b . Here, the resultant thinned lines are indeed continuous central lines, but, unfortunately, because we do not delete the two pixels width cases, there are many extraneous pixels. In Section 2.2 below, we present a solution to this problem. The results of this solution are shown in Fig. 2c. 
Central Connected Lines of Width One Pixel
Here, we first find out under what conditions the two pixel wide symbol parts get deleted, using the algorithm developed so far, then we find a remedy for this problem.
Let us now consider a segment whose middle pixels are 2 pixels wide in the vertical direction, that is , where z = y = 1 and let its Table 1 , the configurations for which both z and y are deleted are (i.e., for rows 6, 7, 14, and 15 of Table 1 ) and (i.e., for row 0). For the first case, this is undesirable. For the second case, z and y both lie on a boundary and should be deleted. Condition 2. Does the pixel belong to an extremity of a zigzag diagonal line. If yes, we end calculations for this pixel, otherwise, we apply the 20 rules. The above analysis is translated into the following algorithm:
Repeat the following iteration until no changes occur from one iteration to the next. For iteration i do the following: For every pixel w in the document do the following: 1) If w belongs to two pixels wide in the vertical direction, go to 2). If w belongs to two pixels wide in the horizontal direction, go to 3): otherwise go to 6). 
COMPARISONS AND RESULTS
Results of thinning symbols, after adding noise at the boundaries, are shown in Fig. 3a. Here, adding or deleting a pixel does not affect the results for three out of four noise pixels and, for one out of four, the central line will be displaced by one pixel.
To show that, we first consider the case where the width of a symbol at a given pixel is even (e.g., four or thus, the central line passes through the second or third pixel); and, after adding the noise, it becomes odd (5 or A comparison of our method and other thinning algorithms is shown in Figs. 4 and 5. In Fig. 4b , the ZS algorithm is shown to produce a thinned image that depends on the original image's angle with the horizontal direction. Fig. 5 results show our system does not have the extra strokes that Lin and Chen's [18] has. These strokes are shown in the following box, marked by circles: The results of applying the stroke extraction method developed by He and Yan [10] to Suzuki et al.'s algorithm [20] are shown in Fig. 5f . The prethinning stroke extraction method introduced in [10] makes the thinning algorithm slow. However, both algorithms produce good results comparable to our thinning algorithm. Our algorithm, though, has an advantage over all other methods in that it is invariant to rotation or flipping of the symbol, as our formal proof presented in the previous section shows.
Results of thinning different English, Chinese and Arabic characters and geometrical shapes are shown in Fig. 6 . The results show that our thinning algorithm preserves the symbol shape and produces high quality thinned symbols. Using C++ running on a 1 GHz Pentium PC, our novel system thins all the symbols in Fig. 6  in 1 .87 seconds. On the other hand, using the ZS algorithm, the system thins the same symbols in 2.87 seconds. The document size is 1,344 x 1,024 pixels (26.88 x 20.48 centimeters). Using the algorithm [1] and the ZS thinning algorithm for recognition of a file that has 12,227 handwritten digits, from the standard CEDAR database, when the rejection of data is permitted, the error rate is 10.03 percent. However, using our thinning algorithm, the error rate drops to 9.32 percent.
Another experiment is conducted, and as expected, the time of thinning a symbol is almost linearly proportional to the thickness of symbols, as shown in Fig. 7 .
CONCLUSION
Good thinning algorithms should preserve the topology (shape) of symbols. Preserving shape is accomplished by representing symbols by their central lines. We have presented a formal mathematical derivation which shows how these central lines are obtained. The derivation leads to a simple rule-based system implementation for thinning. Since the resultant thinned symbol is formed of the central lines of the symbol, our system can be used to thin symbols, characters, or letters belonging to any language or script. It has 20 rules. These rules are applied in parallel on every pixel in each iteration. The number of iterations is half the number of pixels in the thickest part of the pattern. Our method has the advantage of being rotation invariant: If the original image is rotated, the resultant thinned image is also rotated by the same angle.
Experimental results are presented on symbols, characters, and letters written in different languages, and on rotated, flipped, and noisy symbols. The results show that the developed method is effective, fast, and can thin any symbol in any language, irrespective of the direction of rotation or flipping. The system is also shown to tolerate noisy symbols; however, the presence of very heavy noise remains the subject of further research.
