Abstract-This paper presents a reconfiguration planning method for a mobile type modular reconfigurable robot system, which is composed of wheel-manipulator robots. The wheelmanipulator robots can either locomote autonomously as individual modules or assemble into various group configurations with different locomotion capabilities. Through reconfiguration, they are capable of adapting to different tasks or environments. Given a goal configuration, a reconfiguration is realized by the movement of the individual modules. The main difficulty of the reconfiguration planning problem is that the goals in the goal configuration for the respective modules are unknown, which are required for the motion planning of the modules. The proposed method is composed of three parts. Firstly, the transition states of the involved modules of a configuration are defined, based on which the reconfiguration process is decomposed into three steps. Secondly, the goals for the respective modules are determined by solving an assignment problem. Thirdly, the motions of the modules are generated, which take the kinematics of the robots into account and are collision-free. Simulation results demonstrate the feasibility and the efficiency of the method.
I. INTRODUCTION
Modular reconfigurable robots are robot systems composed of a large number of homogeneous or heterogeneous modules that can autonomously rearrange their connectivity to form a variety of configurations. They offer greater versatility and robustness over traditional robots with fixed morphology. The self-reconfigurable ability is essential for achieving the advantages. In terms of the geometric arrangement of their units, the modular reconfigurable robots can be classified into three categories: the lattice type, the chain type and the mobile type [1] . The mobile type modular robots consist of modules that are capable of maneuvering around in the environment without the assistance of other modules. The wheelmanipulator robot is a mobile type modular reconfigurable robot. A single robot, as a separate module, can perform locomotion and manipulation independently. For a given task or environment, a group of robots can connect to form into suitable configuration. An example illustrating the advantages gained by reconfiguration is shown in Fig. 1 . A group of robots are commanded to arrive at a target location to perform certain operations. The robots assemble into triangle configuration on the flat ground, because it has better maneuverability. When a moderate slope is encountered, the triangle configuration changes into serial configuration that has better climbing ability. Another reconfiguration is performed when a steep slope is met that the serial configuration has difficulty in climbing.
The task of reconfiguration planning is the determination of a sequence of motions for the modules to transform from an initial configuration to any desired goal configuration. Research efforts on reconfiguration planning have primarily been focused on the lattice type and chain type modular reconfigurable robots. Relatively little attention is paid to the mobile type modular robots. In contrast to the motion planning for conventional robots, the reconfiguration planning for modular reconfigurable robots faces two major challenges; 1) the number of robots is relatively large, which produces a highdimensional configuration space; 2) the constraints between the robots are usually complex and may depend on the local or global connection [2] . Many methods and techniques have been proposed to solve these problems. Metamodules are devised to facilitate the reconfiguration planning by avoiding planning large number of modules at the same time. Bhat [3] proposed a hierarchical approach to the reconfiguration planning based on metamodules. Vassilvitskii [4] extended metamodules to include free modules, and used the extended metamodules as the backbone to build the desired shapes. Rule-based strategy is used to deal with complex constraints. Yoshida [5] proposed a two-layered motion planning method for a modular robotic system. The global layer outputs possible module paths to realize the overall motion. The local layer computes valid module motions by using a database of rules. Dumitrescu [6] presented a distributed algorithm based on motion rules. For a set of motion rules, the problem of connectivity and reachability of reconfiguration is discussed. Vonasek [7] defined a set of motion primitives for a collection of modules, which is used as the local planner for the global planner.
This paper proposes a reconfiguration planning method for the wheel-manipulator robots. We begin by analyzing the constraint of the modules. To avoid dealing with the complex constraints and the coupling between modules, we plan the motion of the modules separately. Thus the reconfiguration process is decomposed into three steps. The modules in the initial and goal configuration disassemble into disconnected states. The goal state of each module are determined as an optimization problem. With their goals known, the problem simplifies to multi-robot motion planning, where modules in the disconnected states are planned separately to achieve reconfiguration.
The rest of paper is organized as follows. Section II introduces the wheel-manipulator robot and its kinematic model. The proposed reconfiguration planning method is elaborated in section III, while simulation results are presented in section IV, followed by a conclusion in section V.
II. A WHEEL-MAINIPULATOR ROBOT AND ITS MODEL

A. Wheel-Manipulator Robot
In this paper, we will study the reconfiguration planning of a group of robots called the wheel-manipulator robots [8] . A single robot consists of a 5-DOF manipulator and a triangular mobile base, which is driven by tracks, as shown in Fig. 2(a) . The manipulator serves several different functions depending on the state of the robot. In the locomotion state, the manipulator serves as the steering mechanism by the passive wheel mounted on the end of the manipulator. In the operation state, it serves as an ordinary manipulator that can perform operations. When multiple robots assemble into a single system called the group configuration, the manipulators are used as connecting devices to connect each other. By changing the connectivity using their manipulators, multiple robots can assemble into group configurations with various topologies, which have distinct locomotion and manipulation capabilities, as shown in Fig. 2(b) .
B. Equations of Motion
The wheel-manipulator robot steers with the assistance of its manipulator. By adjusting the joint angles of the manipulator, different turning radius can be achieved. To fully determine its motion, the dynamics and the terramechanics have to be considered, which are often difficult to deal with. To make the planning problem tractable, we consider the simplified kinematics of the robot, which is modeled by a car model, as shown in Fig. 3 
(a).
The equations of motion of the robot are described by
where the pose of the robot ( , , ) x y is the global position of the center of its mobile base and the orientation with respect to the X-axis, as shown in Fig. 3(b) , v is the speed of the robot, is the steering angle of the manipulator's wheel, and L is the distance between the center of the mobile base and the manipulator's wheel.
III. RECONFIGURATION PLANNING METHOD
In this section, the method for reconfiguration planning is presented in detail. We assume that the environment is flat and free of static obstacles. The proposed method is composed of three parts. The transition states of modules of a configuration are defined first, based on which we decompose a reconfiguration process into three steps. The first and the third steps are trivial to realize, therefore we focus on the second step primarily, which involves the transformation of modules between the transition states of two configurations. To plan the motion of the modules, their respective goals have to be determined. The second part presents an algorithm that computes the goals for the modules. The motion planning of the modules are described in the third part. 
A. Transition States
Considering the kinematics of the wheel-manipulator robot, it is subject to nonholonomic constraint. Thus, it cannot move in arbitrary directions. For an individual module, adequate free space is needed to steer without colliding with other modules. Therefore, we decompose a reconfiguration process into three steps, which is explained by an example, as shown in Fig. 4 . The initial configuration(serial configuration) is to be transformed into the goal configuration(triangle configuration). First, the modules in the initial configuration disassemble and translate to certain positions that allow them to safely steer (Fig.  4(a)-(b) ). The states of the modules in these positions are called the transition states. For the final configuration, the transition states can be defined similarly. Then, the motions of the separate modules are planned that allow them to move from the transition states of the initial configuration to the transition states of the goal configuration (Fig. 4(b)-(c) ). Finally, the modules in the transition states of the goal configuration simply translate and connect with each other by their manipulators to form the goal configuration (Fig. 4(c)-(d) ) to complete the whole reconfiguration process. The first and the third steps can be realized by simple linear motion of the mobile base and point-to-point movement of the manipulator, therefore it is not discussed in this paper. The second step is the most difficult and is discussed in detail in the following.
B. Goals Determination for the Individual Modules
The modules are homogeneous and interchangeable, which means that any module can take any transition state of the goal configuration. For a goal configuration composed of n modules, there exists n! combinations. The best combination(s) can be obtained if a criterion is asked to be optimized(e.g. minimize the time or energy). In fact, this problem is a special case of the assignment problem, which can be solved by the Hungarian algorithm that has O(n 3 ) time complexity [9] .
For modular robots, their power supply is often limited. Thus we choose the energy as the optimization criterion. The energy is mainly consumed by the actuators of the mobile base and the manipulator. However, the computation of the actual energy consumption is as difficult as the reconfiguration problem itself. Since the speed of the wheel-manipulator robot is slow(<5cm/s), the energy consumed by the mobile base is mainly determined by the distance traveled by the robot, which is the length of its trajectory. For the manipulator, the energy also has near linear relation with the angular displacements of its joints. Therefore, we can take the total lengths of the trajectories traveled by the modules plus the total differences of the joint angles as an approximation for the energy [10] . Although the actual trajectories is also difficult to obtain, approximations of the trajectories can be used.
Before the algorithm is presented, some notations are defined. The state of a module is described by the pose of its mobile base and the joint angles of its manipulator: 
S S M M S S
A perfect matching is the one that minimizes the total distance changes, which is our optimization criterion. The step of computing a perfect matching is given in Algorithm 1. The basic idea of the algorithm is described as follows. The size of the reconfiguration planning problem is first evaluated. If the number of modules is smaller than some constant constant, the problem is solved by the Hungarian algorithm directly, which is easy to implement and more efficient. The algorithm returns the perfect matching M with its cost ( ) M . Otherwise, i.e. the number of modules is large, the Hungarian algorithm may become time-consuming. By utilizing the geometric property [11] of the assignment problem, an approximate algorithm can be used, which reduces the time complexity to near O(n)(the assignment problem is then called the Euclidean matching problem). Thus the approximate algorithm is used to compute an approximation of the perfect matching for this case, which is composed of the following steps: 1) A number is computed by the function Approximate() with the property that the cost of the perfect matching lies in the range [ ,2n 2 ]. Approximate() computes the minimum spanning tree of P by treating the states in P as vertices. The approximate cost is passed to the procedure SubMatch(), which is listed as Algorithm 2.
2) Let D P be the hypercube bounding P, which has the same dimension with the state S. The function GenerateGrid() randomly generate a shifted grid with side length , where is the approximate error.
3) Let D P be the hypercube bounding P, which has the same dimension with the state S. The function GenerateGrid() randomly generate a shifted grid with side length , where is the approximate error.
4) For each cell C of the grid, let nA(resp. nB) denote the number of states contained in A(resp. B). Let nA -B = | nA nB |. If the number of states in A(resp. B) is greater than the number of states in B(resp. A), the function PickExcess() arbitrarily pick nA -B states in A(resp. B), which are then moved to the center of the cell C by the function MoveToCenter().
5)
After all the cells have been processed following 3), compute a perfect matching for the moved states using an algorithm for the transportation problem by the procedure Transportation(). For each cell C, recursively call the same procedure SubMatch() to compute a matching for the unmoved states in C. The approximate perfect matching is the union of all the results returned by SubMatch().
Algorithm 1 AssignGoals
11. end if 12. end for
C. Motion Generation
Once the respective goals of the individual modules are obtained, their motions could be planned. The manipulator and the mobile base are planned separately. To achieve the different steering angles of the module, the manipulator is controlled based on inverse kinematics. The mobile base drives a module to its goal, which can be realized by pose stabilization control. To avoid collisions between the modules, the optimal reciprocal collision avoidance(ORCA) [12] method is used. The ORCA method is formulated based on the concept of velocity obstacle, which is used to solve the collision avoidance problem of multiple robots, as shown in Fig. 5(a) . The shape of the robot is assumed to be circular. For noncircular robot, the smallest circle bounding the robot can be used. The velocity obstacle is defined as the set of the relative velocity of a pair of robots that will result collision before time . The geometrical shape of the velocity obstacle is a truncated cone with its apex at the origin, as shown in Fig. 5(b) .
To avoid collision, the relative velocity should be moved outside of the velocity obstacle. It is desirable that the changes of the velocities are as small as possible, which means the robots deviate as little as possible from their original trajectories to avoid collision. The smallest change of the velocity of a robot can be obtained by projecting the relative velocity onto the truncated cone. The projection defines a vector u, as shown in Fig. 5(c) . The trick of the ORCA strategy is to move each velocity with u/2, which defines the optimal sets of collision-free velocities for the two robots. When the pair of robots choose their velocity in their respective optimal sets, they are guaranteed to be collision-free before time . The optimal sets are bounded by linear constraints, therefore, efficient linear programming method is used to find the best collision-free velocity, which is the nearest to the preferred velocity of a robot.
The original ORCA method applies to holonomic robots, whose velocities can change direction arbitrarily. Whereas for the wheel-manipulator robot, its velocity has to satisfy the nonholonomic constraint. We propose a simple extension of the ORCA method to generate the collision-free control input to our robot. The basic idea is to let the module follow the collision-free velocity computed by the ORCA method. We can achieve this by setting the steering angle of a module to align with new ID v , which is the collision-free velocity computed by the ORCA method for the module with its unique identifier ID. The steps are listed in Algorithm 3. the separate modules are larger than the composing modules in the given goal configuration, which means a proper subset of the modules should be selected to complete reconfiguration. To make the proposed algorithm available for this case, we can define dummy states, which means the modules stand still. The second situation is to reconfigure from an initial configuration to a goal configuration. The initial and the goal configuration consist of the same number of modules. Figure 6 shows an example which corresponds to the first situation, where 4 modules are scattered in the environment with their positions and headings generated randomly. The dashed circle is the smallest bounding circle of a module, which is used in the collision avoidance by the modified ORCA method. The goal configuration is serial, which consists of 3 modules. The positions of modules in the transition states corresponding to the goal configuration are indicated by green dots, as shown in Fig. 6(a) . The modules arrive at the transition states while avoid colliding with other modules, as shown in Fig. 6(b) . Finally, the modules translate and connect to form the goal configuration, as shown in Fig. 6(c) .
The second example corresponding to the second situation is the reconfiguration from a triangle configuration to a serial configuration with 3 modules, as shown in Fig. 7(a) . The initial configuration is serial, which consists of 3 modules. The modules arrive at the transition states, as shown in Fig. 7(b) . Finally, the modules translate and connect to form the goal configuration, as shown in Fig. 7(c) .
To evaluate the performance of the algorithm in terms of the number of modules, we choose the serial configuration as the goal configuration with a varying number of modules. The initial modules are scattered in the environment with their states generated randomly as in the first situation. For each modules number, the simulations are performed 5 times, where the mean running time is obtained and is plotted in Fig. 8 . It shows that the time complexity is near linear with respect to the number of modules.
V. CONCLUSION In this paper, we have presented a method for the reconfiguration planning of the wheel-manipulator robots. The reconfiguration process is decomposed into three steps that decouples the motion between the mobile base and manipulator of the robot. Although the goal configuration is given, the goals for the respective modules are unknown. We use the Euclidean distance as the approximate optimization criterion to determine the goals by solving an assignment problem. The modules are controlled to move to their goals using a pose stabilization controller. To avoid collision, the ORCA method is extended to accommodate the nonholonomic constraint of the wheelmanipulator robot. The method is scalable and applies to reconfiguration planning involving large number of modules.
