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randomness, or the arsenal of techniques that can be drawn on to produce approxi- 
mations to the one-time pad. As the title suggests the content of the book is not 
focused on this area, but rather on the uses to which cryptographic techniques can 
be put within computers. In this spirit the remaining chapters each focus on an area 
of cryptographic application or special interest. They provide the reader with an 
excellent overview of each, while not attempting to be definitive in any of them. 
The range of topics covered, authentication and subliminal channels, computer 
network security, cryptography in databases, smart cards, security in operating 
systems and minimum knowledge systems, is proof of the importance that cryptogra- 
phy has assumed in modern computer systems and of its dynamic growth as an 
academic discipline in the last twenty years. One of the few areas they do not cover 
is Blum and Micali’s cryptographically strong sequences of pseudorandom bits, but 
perhaps they lie a little too far from the practical. Indeed the book manages to give 
a unified perspective on the widely divergent topics it does cover, not so much 
notationally or theoretically as in terms of its practical viewpoint. This is maintained 
throughout by concrete, scaled down examples illustrating the various techniques 
presented and by comprehensive exercises with solutions. In this way 1 believe it 
serves as an excellent (and reasonably priced) introduction to the diverse applications 
of cryptography suitable for upper level undergraduates, masters students and 
interested professionals with basic mathematical skills. 
John SHAWE-TAYLOR 
Department of Computer Science 
Rqyal Holloway and Bedford New College 
Surrey, United Kingdom 
Metasoft Primer: Towards a Metalanguage for Applied Denotational Semantics, Lec- 
ture Notes in Computer Science 288. By Andrzej Blikle. Springer, Berlin, F.R.G., 
1987, Price DM31.50 (paperback), ISBN O-3-540-18657-3. 
This monograph contains a recent account of Prof. Blikle’s work under the zgis 
of the MetaSoft research project. The general aims of this project are summarized 
in the subtitle to this book: to produce an applied metalanguage notation for the 
formal specification of software systems. 
It has to be said that there are several such development projects presently 
underway within Europe (i.e. z [ 111, BSI-VDM [ 11, RAISE [lo], COLD-K [9], etc.) that 
have a similar foundational basis of general predicate calculus with various (logical 
and) mathematical extensions. The MetaSoft work is a fairly conservative example 
of this type of research which takes the general theory of relations as its foundational 
starting point. In this sense, it has some obvious similarities to the z specification 
language (but without the schema calculus). However, in terms of general philosophy 
and approach (not to mention syntactic convention), it has been most heavily 
influenced by the META-IV notation and the work led by Bjorner and Jones [3,4]. 
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This volume is in fact a revised and updated version of a previous publication 
[5] that covers the author’s naive denotational semantics approach, developed in 
conjunction with Tarlecki [6]. As in the previous work, the present volume consists 
of two parts-the first half concentrating on the definition of MetaSoft’s mathemati- 
cal notation and the second half concerned with a case study. 
In general, the first part is presented in a fairly relaxed mathematical style, where 
operations over sets, domains and relations are introduced as necessary in the body 
of the text. Groups of related concepts and definitions are collected together into 
sections. The approach may be summed up as an exercise in being rigorous without 
being fussy. 
On more specific points, the author gives an introduction to a simplified form of 
domain theory (without reflexive domains, etc.) in which various kinds of partial 
order can be ascribed to given sets of values. For example, both the vertical ordering 
(i.e. pointwise) and the horizontal ordering (i.e. graph inclusion) are defined over 
sets of functions (or functional relations). This section contains discussions of 
continuity and monotonicity for each operator. 
To permit recursive domain constructions, the author advises that the form of 
domain equations should be restricted by the specifier on an ad hoc basis so that 
(for example) only continuous/monotonic domain operators are “involved”. Such 
a practice ensures that the least solution exists, a fact that may be rigorously 
established on a case-by-case basis. A similar ad hoc approach is needed when 
defining values by recursion. 
Although a logical framework is neither defined nor used in a formalistic manner 
in the monograph, the author does introduce McCarthy’s collection of three-valued 
logical operators defined in terms of the boolean conditional expression. The purpose 
of introducing them is that they may be used in defining partial functions. Also, 
the semantics of three-valued predicates (as functions from States to Boolerr) is 
elegantly given in terms of a pair of sets consisting of its positive characteristic set 
(i.e. where the predicate is true) and its negative characteristic set (i.e. where the 
predicate is false). Of course, this representation is only valid when the characteristic 
sets are disjoint (which in this case they always are). It is interesting to note that if 
overlap is permitted, then one obtains a “four-valued” logic where the overlap 
stands for an “over-defined” value. 
However, as has been noted by many authors, the McCarthy operators have the 
drawback that they do not possess certain natural properties expected of logical 
operators, such as commutativity and right-to-left distribution. Against this, the 
boolean operators can obviously be mapped onto conventional programming 
language operators. I would suggest that this decision might make MetaSoft difficult 
to use as a logical framework for independently describing the behaviour of pro- 
grams. 
In order to give properties of three-valued predicates in general, the author 
introduces some two-valued binary relations over predicates that he calls superpredi- 
cates. There are four basic superpredicates: strong equivalence (-) functional 
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equality of two predicates; weak equivalence (w) both predicates agree where they 
are true; is less defined than (c) the characteristic sets of the first predicate are each 
contained in those of the second predicate; is stronger than (+) the second predicate 
is true if the first predicate is true. The author notes that the superpredicates have 
a number of laws relating them. As these are ordinary (i.e. two-valued) assertions 
about predicates, ordinary logic is used to describe their properties. 
The author avoids introducing notions of logical consequence explicitly, making 
it harder to give a precise account of the logical quantifiers used in MetaSoft. Instead 
a precise meta-level discussion of quantification is given in which the quantifiers 
are treated as (meta-)functionals of the following types (my subscripts): 
Vs : Ide + (Predicate + Predicate), 
3 B : Ide -+ (Predicate + Predicate), 
where Ide stands for some (generic) set of identifiers and Predicate is defined as 
follows: 
Predicate = State + Boolerr, 
State = Ide +m Value, 
Boolerr = {tt, ff, ee}, 
Value = Int(Boo1, 
where the value “ee” is the least element of the flat domain Boolerr. These quantifiers 
essentially describe how a predicate varies in a specified “coordinate” of a state 
space. From the types of the quantifier functionals, it can be seen that they are 
essentially first-order since the individuals quantified over are simple data values. 
However, an interesting consequence of this dependency on a state space is that 
these quantifiers are in fact Scott continuous (although still noncomputable). 
Although this claim is fairly straightforward for domain theorists to prove, this 
result probably merits further discussion in the text. I find this particularly odd 
since this is an excellent example of the author’s apparent position with regard to 
continuity: interesting Scott continuous functions sometimes need to be proven 
continuous in a nontrivial way since syntactic criteria for continuity are obviously 
too restrictive. 
It is interesting to note that the quantifiers are different from the usual functional 
encoding of the quantifiers in simple type theory (due to Alonzo Church [7]) which 
have types: 
Vc : (a + Bool) + Bool, 
Elc : (a + Bool) + Bool. 
Both quantifier functionals are predicates over predicates, where the universal 
quantifier equates its argument to the constantly true predicate (taking functional 
equivalence to be primitive) and the existential quantifier can be classically defined 
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via duality. The author does not compare the notion of quantification used in the 
monograph with the above or any other description and does not investigate 
appropriate analogies of standard quantifier properties (such as “renaming of bound 
variables” or cu-conversion) within the text. 
Besides introducing three-valued predicates, the monograph also extends [5] by 
including sections on binary relations, formal languages and input-output correct- 
ness statements. This section contains an interesting model-oriented discussion of 
properties of general relations, but given in the style of a proof rule system for total 
correctness of programs. Finally, some bibliographic remarks and brief exercises 
about the first part are given. 
Turning briefly to the second part of this monograph, the material presented here 
is an updated extension of the case study presented in [5]-formally defining a 
model of types (especially records and pointers) for a subset of the programming 
language Pascal. A simplified analysis of statements and expressions is also included 
so as to gauge the effect of the type semantics on the language as a whole. The 
author reiterates the point that neither the Standard [12] nor the Report [S] 
adequately cover the concept of type for Pascal. 
The style adopted for this definition is to give a single-pass abstract interpreter in 
which well-formedness checking is bundled in with the dynamic evaluation of 
statements. This means that each language construct is considered in its entirety 
once and for all. My preference is for well-formedness and evaluation functions 
that are somehow separated out a little bit more, while retaining the construct by 
construct presentation of information. From a compiler writer’s point of view, a 
complete separation into two distinct stages-static semantics (or co-text conditions) 
and dynamic semantics-is perhaps more appropriate (as was done for the formal 
definition of Pascal in [2]). 
There is a rather brief section on derived proof rules for the Pascal subset at the 
very end of the book. This concentrates upon the rules for assignment and pointer 
allocation. 
Overall, this monograph provides both pragmatic and mathematical understanding 
of the (purely applicative) language of MetaSoft, a language that is similar in feel 
and general approach to M-ETA-IV. It will be interesting to see where the MetaSoft 
project goes in providing a more formal characterization of the language in terms 
of its syntax, semantics and proof theory. Also, little consideration seems to have 
been given to software engineering issues such as modularity or specification 
refinement. Even so, this monograph is an important contribution to the burgeoning 
literature concerning model-oriented specification languages and has some rather 
subtle points to offer concerning style of formal definitions. 
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Software Engineering: Planningfor Change. By A. Lamb. Prentice-Hall International, 
Hemel Hempstead, United Kingdom, 1988, Price X13.95 (paperback), ISBN 
O-13-823279-2. 
This is an unsatisfying book, at least to this reviewer. The title and preface suggest 
an introduction, at least, to the fundamentals of software engineering and its 
effectiveness in achieving change. Instead the reader is treated to what amounts to 
a series of descriptive discussions on a range of topics relating to software develop- 
ment. The topics discussed are quite well treated and the practitioner who is not 
widely read can undoubtedly learn much from the material presented. But, contrary 
to the author’s stated intention, it cannot be regarded as a suitable text on software 
engineering for “senior-level undergraduates or graduates”. It could, perhaps, serve 
as an elementary text on approaches to program design and development. It also 
provides a useful text for an active programmer wishing to review current approaches 
to various aspects of program development. 
A review is not the place to enter at great length into a discussion as to what 
software engineering is or is not. The author’s view that the software engineer is a 
programmer with a disciplined and method-based approach to program design and 
creation is not acceptable. Neither is his suggestion that programmers and software 
engineers are concerned with the development of small and large programs (the 
distinction is not defined), respectively. Nor, most certainly, is his analogy that a 
