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Resumo
Em prol do aumento de produtividade e eficiência, as empresas apostam cada vez mais na
implantação de medidas internas no que toca à gestão das suas instalações e das respetivas infraes-
truturas técnicas, com o objetivo de reduzir custos de exploração, aumentar a eficiência energética
assim como por questões ambientais, sem comprometer a segurança e o conforto dos utentes.
Aliado a este facto, têm surgido cada vez mais exigências impostas pelas novas legislações de
eficiência energética e normas de manutenção de equipamentos - elevadores, ascensores, tapetes
rolantes, entre outros. Estas exigências justificam a integração de um meio que permita gerir a
manutenção das instalações de cada empresa.
Para dar resposta a esta gestão de uma forma eficiente e organizada, propõe-se a ideia de
implementação de um software profissional que vá ao encontro dessa necessidade das empresas
- buildONE. Com esta dissertação pretende-se evoluir a aplicação já existente para uma versão
mobile, explorando os benefícios de um dispositivo móvel para trabalhar com a ferramenta profis-
sional proposta.
Esta dissertação apresenta o conjunto de procedimentos adotados no desenvolvimento desta
aplicação: o estudo das tecnologias existentes, a definição da arquitetura do sistema, o design
de maquetas para interface do utilizador e o desenvolvimento da front-end implementada com
tecnologias Web, e uma back-end com serviços Web assentes em WCF.
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Abstract
With the purpose of enhancing productivity and efficiency, companies increasingly engage in
the implementation of internal measures concerning the management of their own facilities and
respective technical infrastructures, also aiming to reduce exploration costs, to improve energetic
efficiency, and also for environmental issues, without compromising user’s security and comfort.
Coupled with this fact, more and more laws regarding energetic efficiency and norms for equip-
ment’s maintenance – elevators, conveyors, among others - are being created. These requirements
justify the integration of a mean to allow the management of each company’s infrastructures’
maintenance.
To provide an answer for the issue, in an organized and efficient manner, it is proposed the idea
of a professional software implementation coming upon this necessity brought up by companies –
buildONE. With this dissertation it is intended the development of the already existing application
to a mobile version, exploring the benefits of a mobile device to work for the professional tool
proposed.
This dissertation features the procedures adopted in the development of such application: study
of pre-existing technologies, system architecture establishment, user interface model design and
the development of the front-end implemented with Web technologies, and a back-end with Web
services frame worked in WCF.
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Capítulo 1
Introdução
Para manter o ritmo num mundo empresarial cada vez mais competitivo e para se destacar da
sua concorrência, as empresas têm que centrar as suas preocupações nas questões que as permitam
ser o mais eficientes possível: uma das soluções passa por implementar medidas de melhoria
contínua da sua gestão interna que tenham por objetivo diminuir o tempo de execução de uma
determinada atividade, reduzir custos internos e dar resposta às necessidades dos seus clientes
em prol da garantia da satisfação do mesmo. Uma importante medida de eficiência consiste em
colocar ao dispor dos seus funcionários todas as ferramentas necessárias para o exercer da sua
função e a garantia do acesso a informação e documentação extra que lhes ofereça as condições
para saber como exercer essa função. Valoriza-se ainda a capacidade de alcançar essas ferramentas
e informação o mais rápido e espontâneo possível.[1]
Para dar resposta a esta necessidade e tirando proveito da capacidade de processamento e mó-
vel de um smartphone, por exemplo, surge o desenvolvimento de uma aplicação móvel profissional
que seja a ferramenta de trabalho de um funcionário de uma empresa preocupada com a gestão de
manutenção dos equipamentos das suas instalações.
Com esta dissertação pretende-se desenvolver uma aplicação acedida por dispositivo móvel
com o intuito de apresentar uma solução Web a um dos módulos do software buildONE - gestão
da manutenção. De uma forma geral, pretende-se uma solução de acompanhamento do estado de
situação de tarefas relativamente a equipamentos atribuídas a funcionários e consultar históricos
das várias intervenções efetuadas aos equipamentos. Igualmente, pretende-se explorar e estudar as
tecnologias que permitam criar tal aplicação Web, sendo que do lado do cliente o desenvolvimento
seria feito em HTML5, CSS3, JavaScript com uma extensão da framework de AngularJS; do lado
de servidor, foram criados Web Services com a WCF utilizando C# e LINQ to SQL para ligar a
uma base de dados SQL SERVER.
O surgimento dos dispositivos móveis - especificamente smartphones e tablets - e a sua cons-
tante evolução tecnológica têm influenciado diretamente o quotidiano das pessoas: ler emails,
comunicar por vídeo/voz/mensagem, interagir nas redes sociais, tirar notas, ver filmes ou vídeos
são apenas um pequeno conjunto de funcionalidades que um smartphone é capaz de oferecer aos
seus utilizadores. Ademais, aliado a estas caraterísticas funcionais, as suas capacidades de por-
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tabilidade torna-os práticos e, consequentemente, aparelhos mais atrativos[2]. O crescimento dos
smartphones justifica-se com o facto de a ligação à web já não ser considerada um luxo, mas sim
uma necessidade. Os dispositivos móveis revelam-se, assim, num meio ubíquo que satisfazem a
necessidade de dar rápida resposta à busca de informação e/ou comunicação da mesma para ou-
trem: a possibilidade de ligar à Internet em qualquer lugar a qualquer hora vai ao encontro da
necessidade daqueles que precisam ter acesso constante à web[3]. A utilização de um dispositivo
móvel não passa apenas pela busca de comunicação, mas também pelo auxílio nas mais diversas
tarefas de um funcionário, sobretudo quando este precisa tirar proveito da capacidade de mobili-
dade deste aparelho para aceder às suas ferramentas profissionais.[4].
O sucesso dos smartphones está também relacionado com o seu conceito de "aplicações mó-
veis"(ou aplicação mobile). Uma aplicação mobile consiste no programa que desempenha uma
determinada funcionalidade através de dispositivos móveis. A possibilidade de instalar aplicações
de terceiros, isto é, cujo funcionamento não está confinado a um sistema operativo específico,
permite aos utilizadores equipar os seus aparelhos com uma vasta variedade de soluções de soft-
ware[2], o que por si só representa já um benefício o recurso a estas tecnologias. Os conceitos
de workstation ou desktop aos poucos tornam-se obsoletos pois, hoje em dia, uma empresa ou
funcionário requer acesso imediato às suas ferramentas profissionais para poder exercer a tomada
de decisão sob qualquer ambiente, com a máxima eficiência. As aplicações móveis conseguem
suprir essa necessidade do acesso imediato à informação de uma forma simplificada - com um
smartphone e as aplicações corretas, torna-se possível executar atividades em prol da organização
pessoal e profissional.[5]
1.1 Contexto e Motivação
Um dos objetivos nucleares que concerne a qualquer organização passa por obter o maior
índice de produtividade com os recursos que dispõe pois, para conseguir afirmar-se no mercado na
vanguarda da sua concorrência, a organização deve zelar pela sua competitividade. "Não existe
competitividade sem produtividade". Facilmente se compreende que é internamente onde se
deve concentrar grande parte do esforço em prol do sucesso da organização e do seu crescimento
contínuo, e esse esforço provém das quatro prioridades competitivas: Qualidade, Flexibilidade,
Custos e Capacidade de Resposta.
A vantagem competitiva provém da melhoria das operações internas da organização. Note-se
que “operação” é a tarefa que cria valor e, assim, a gestão de operações a ter em conta para a
vantagem competitiva consiste num conjunto de atividades associadas ao planeamento, execução,
controlo e melhoria dos processos que geram os produtos e serviços fornecidos pela organização.
Esta melhoria pode, simultaneamente:
• reduzir custos;
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Figura 1.1: Prioridades Competitivas[6]
• e aumentar a satisfação do cliente (através do cumprimento de prazos, da capacidade de
se flexibilizar o valor pretendido pelo cliente e da realização um produto / serviço com a
qualidade devida);
Consequentemente ao supracitado, as empresas e organizações têm atribuído maior atenção
à gestão dos seus edifícios e das respetivas infraestruturas técnicas com o objetivo de reduzir os
custos de exploração, eficiência energética e questões ambientais, sem comprometer a segurança
e o conforto dos utentes[7]. Para além disso, têm surgido cada vez mais exigências impostas
pela nova legislação de eficiência energética – impõem a existência de um sistema de gestão da
manutenção[8]. Desta forma, o custo global deixa de contemplar apenas o custo de construção
do imóvel e de aquisição de equipamentos, passando a somar-se a parcela relativa aos custos para
manter o estado e funcionamento das instalações com as melhores condições possíveis durante os
respetivos períodos de vida útil. Por exemplo, a não manutenção preventiva de um automóvel leva
à perda de funcionalidades. Com as instalações de um edifício a observação é análoga[9]. Outra
das motivações prende-se com a possibilidade de, através da pormenorização e caracterização dos
gastos totais com a manutenção ao longo da vida útil dos equipamentos das instalações ou quais
as tarefas ou equipamentos que requerem mais custos com a manutenção, compreender quais as
medidas preventivas que podem ser adotadas de modo a reduzir esses encargos[10].
Complementarmente a esta gestão, sob o propósito de se conseguir um processo fluído na
manutenção dos aparelhos do edifício e realização de outras tarefas intrinsecamente ligadas aos
mesmos, surge a necessidade dum sistema que permita gerir eficaz e eficientemente a ordem e
prioridade com que os colaboradores deverão tratar essas tarefas. Trata-se de criar condições ao
utilizador para consultar e atualizar os vários recursos de informação relativos a um dado assunto
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- por exemplo, uma notificação de assistência técnica - através da mesma interface, independen-
temente da natureza do recurso (dados, documentos e mensagens) e da aplicação cliente (web,
integrada noutras ferramentas ou dedicada). Para que tal seja possível, é necessário, com ajuda
de software, a estruturação do edifício em elementos fonte de manutenção e, a partir daí, registar
todas as ações inerentes a cada elemento sendo possível desta forma o utilizador ter um conheci-
mento do cadastro do edifício (equipamentos, work in progress de outros processos associados a
outros utilizadores, etc).
No geral e no caso de atribuição de tarefas preventivas e manutenção, pretende-se diminuir o
tempo total de execução de uma determinada tarefa (Lead Time), nomeadamente evitando atraso
na execução dos processos e que a tarefa fique em suspenso ou parada.
Figura 1.2: Tempo Total de Execução de um Processo[6]
Para dar resposta a estes problemas complexos e multidisciplinares surgiu o módulo de Gestão
da Manutenção do software buildONE. O produto buildONE será contextualizado mais detalhada-
mente na secção 2.2. Imbuída no princípio da melhoria contínua, a dreamo - spin-off da Univer-
sidade do Porto que desenvolveu o buildONE - ambiciona providenciar ainda melhores resultados
da sua aplicação com a implementação de uma aplicação mobile que permita tornar mais expedito
o controlo e manutenção de equipamentos.
1.2 Objetivos
Assim, neste sentido, o objetivo da dissertação é analisar e desenvolver uma aplicação móvel
para acesso remoto aos módulos da plataforma buildONE através de um dispositivo móvel. Esta
aplicação deverá:
• suportar a operação dos utilizadores on-line e off-line (neste caso com descarregamento
prévio das ordens de trabalho e sincronização a posteriori dos registos efetuados);
• adaptar-se a dispositivos com diferentes formatos e dimensões;
• permitir a consulta de documentos do Office (manuais, plantas, procedimentos e instruções);
• permitir a consulta do histórico das intervenções nos equipamentos.
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1.3 Metodologia
O conteúdo do presente documento da dissertação assim como todo o seu desenvolvimento
durante o semestre, inclusive a implementação da aplicação, foi produzido tendo por referência:
• informação e documentos disponibilizados pelo orientador;
• material de apoio disponibilizado pelos docentes das diferentes unidades curriculares do
curso do Mestrado Integrado de Engenharia Electrotécnica e de Computadores;
• livros sobre AngularJS, ReST, WCF Web Services;
• apoio da comunidade do fórum do StackOverflow (no que toca a referências de implemen-
tação);
• pesquisas na Web;
• dissertações e relatórios arquivados no Repositório Aberto da Universidade do Porto.
1.4 Estrutura
O presente documento apresenta a análise e os procedimentos do desenvolvimento de uma
aplicação mobile para a plataforma buildONE.
• O capítulo 1 apresenta uma breve introdução ao tema, acompanhado do contexto e moti-
vação, os objetivos, metodologia e estrutura com que o mesmo é apresentado ao longo do
documento.
• No capitulo 2 apresenta-se um Estado da Arte orientado às aplicações móveis na ordem da
gestão de manutenção disponíveis no mercado.
• O capitulo 3 consiste na continuação do Estado da Arte, mas desta vez mais focado nas
tecnologias de desenvolvimento de aplicações móveis.
• O capítulo 4 aborda Arquitetura do Sistema, a Análise de Requisitos e a Especificação da
Solução.
• O capítulo 5 especifica todos os assuntos relacionados com a Implementação.
• No capítulo 6 encerra-se o tema da dissertação com uma conclusão dos resultados obtidos e
uma referência ao trabalho futuro a realizar.
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Capítulo 2
Análise de Aplicações de Gestão da
Manutenção
Neste capítulo será feito o levantamento de algumas aplicações móveis orientadas à gestão da
manutenção e analisar as funcionalidades que oferecem. Não foi possível analisar algumas das
aplicações com muito detalhe devido à não existência de versões de demonstração sem custos.
Por isso são apresentadas dois segmentos diferentes de aplicações móveis: o das mais orientadas
à gestão da manutenção de equipamentos e o das mais indicadas para gestão da produtividade
pessoal.
O estudo das primeiras permite conhecer as ferramentas já existentes e analisar o seu com-
portamento, vantagens e desvantagens a ter em conta na construção de uma aplicação sui generis
enquanto que estudo do segundo segmento, apesar de deslocado do real propósito desta disserta-
ção, permite estudar exemplos de interfaces visuais, comportamentos de navegação, entre outras
funcionalidades na ordem da experiência do utilizador.
Ainda neste capítulo será atribuído maior destaque à aplicação de gestão da manutenção buil-
dONE por ser, precisamente, o produto de estudo que se pretende desenvolver para a versão mo-
bile.
2.1 Aplicações de Gestão da Manutenção
Os produtos mais pertinentes que desempenham a função de gerir a manutenção de equipa-
mentos, em versão mobile, são:
2.1.1 EnergyCap
A solução apresentada pela EnergyCAP disponibiliza funcionalidades especializadas na área
de gestão de energia. Diferencia-se pela possibilidade de exportar os dados de faturação energética
num formato personalizado para posterior tratamento, permite agendar auditorias internas, e criar
relatórios automaticamente. Apresenta uma funcionalidade - utiliVisor - que fornece dados do
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consumo diretamente dos aparelhos de medição, e efetua a sua análise automaticamente, com
intervalos de 5 minutos.
Tem um sistema de logins que efetua a gestão de permissões no uso da aplicação, bem como
a personalização de interfaces de acordo com as necessidades da empresa. O benchmarking entre
o baseline energético previsto e o real. A funcionalidade Cost Avoidance que aconselha quais as
mudanças a implementar com base em dados de outras empresas com características semelhantes
de forma a poupar no consumo energético. Apresenta ainda uma funcionalidade de cálculo da
fatura energética, para posterior comparação com a fatura real e a possibilidade de calcular a
emissão de gases que provocam efeito estufa. Por fim apresenta um módulo de forecast ideal para
ações de planeamento[11].
2.1.2 ManWinWin
O ManWinWin é um software desenvolvido pela empresa Navaltik Management, empresa es-
pecializada na organização e gestão da manutenção e no fornecimento de aplicações informáticas
neste domínio. O software é composto por três módulos que cobrem integralmente a organização
e gestão de manutenção de todo o tipo de bens. Esses módulos são:
• ManWinWin: solução orientada para instalações fabris de qualquer dimensão: navios, por-
tos, viaturas de combate, municípios, infraestruturas complexas, ETAR, etc;
• InnWinWin: solução orientada para gestão de manutenção em edifícios, indispensável na
gestão técnica de Segurança e da Qualidade do Ar Interior (QAI);
• AutoWinWin: solução orientada para a gestão de frotas, concebida para qualquer empresa
que opere uma frota de veículos, desde as simples duas ou três viaturas de serviço pessoal,
até frotas de grande envergadura.
Cada uma destas soluções é dotada de caraterísticas gerais, sendo depois orientada para a
solução em questão, como se poderá ver de seguida.
• Registo detalhado de equipamentos: Ficha detalhada dos bens de manutenção (equipamen-
tos próprios e de clientes e a possibilidade de utilizar código estruturado, matrícula, ou outro
definido pelo utilizador);
• Gestão de trabalhos: Grande flexibilidade no processo de criação, emissão e encerramento
dos trabalhos com possibilidade de personalizar os tipos de trabalho;
• Gestão de custos: Permite cruzar toda a informação de custos entre as rúbricas (natureza do
custo), Centros de custo ou clientes;
• Indicadores personalizados: É o utilizador que, com base nos parâmetros automaticamente
calculados, cria e grava os seus próprios indicadores[12].
Apesar desta ferramenta ser muito semelhante à aplicação do buildONE, não foram encontra-
dos registos da existência de uma versão móvel.
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2.1.3 Mobile Center
A Business Integration Group, Inc. (BigCenter) desenvolveu soluções em colaboração com
especialistas no ramo da tecnologia, imóveis, engenharia de processos de negócios e arquitetura.
Essas soluções visam entregar uma visão estratégica que permita a proprietários, inquilinos e
investidores tomarem a melhor decisão [13]. Neste sentido, desenvolveu os seguintes produtos:
• Facility Center
– Gere o planeamento e manutenção preventiva de equipamentos, pedidos direcionados
ao helpdesk, satisfação do cliente, etc. Isto é, garante que os bens são bem conservados
para maximizar a sua vida útil.
– Os pedidos de manutenção são armazenados numa base de dados acessível aos mem-
bros da equipa. Disponibiliza um painel userfriendly que permite organizar os contra-
tos, equipamentos, planos de trabalho, agendamento de recursos, etc.
– Desenvolvido para
∗ melhorar capacidade de resposta ao serviço;
∗ otimizar valor patrimonial com os planos de trabalho detalhados, histórico de
manutenção e custos;
∗ localização de equipamento e gestão de materiais.
• Project Center
– Facilita a comunicação e contribui para a colaboração entre os membros do projeto.
Facilita o trabalho em prol da criação de metas, orçamentos, desempenho e tempo de
ciclo associado aos projetos.
– Esta informação é essencial para garantir que o fluxo de trabalho seja eficaz e eficiente,
cumprir prazos e atender aos requisitos de conformidade da organização.
A aplicação móvel que gere estes produtos permite que os gestores das instalações, engenhei-
ros e fornecedores de serviços consigam criar e receber pedidos. A aplicação é nativa do Black-
Berry e utiliza protocolos de navegação para permitir o rápido acesso às solicitações de trabalho.
A partir do dispositivo, o utilizador pode criar, atribuir tarefas, adicionar horas, custos, peças e
obras completas de locais de construção[14].
Esta aplicação exige o sistema operativo BlackBerry 4.2, ou uma versão mais recente.
2.2 Plataforma buildONE
Em jeito de complemento à introdução efetuada no capítulo anterior, e para que melhor o lei-
tor compreenda em que moldes o desenvolvimento desta dissertação se enquadra, neste capítulo
é apresentado com maior detalhe em que consiste o software buildONE, nomeadamente as suas
funcionalidades associadas ao módulo de Gestão de Manutenção. O software buildONE é uma
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plataforma de gestão técnica de edifícios e instalações destinada a centros comerciais, estabeleci-
mentos de ensino, campus universitários, instalações desportivas, edifícios de serviços, hospitais
e hotéis.
Figura 2.1: Logótipo do buildONE
Foi desenvolvido na perspetiva do Facility Management e oferece um conjunto de módulos
de gestão técnica de instalações complexas que resulta numa solução integrada para a gestão da
energia, da manutenção, da subcontratação, de projetos e de documentação técnica e comercial.
Figura 2.2: Módulos do buildONE
O caráter modular do sistema permite uma implementação progressiva de novas funções que
vão de acordo com as necessidades do cliente[11][12].
O buildONE diferencia-se dos outros produtos disponíveis no mercado ao oferecer a possibi-
lidade de os atores disporem de todos os indicadores, trabalhos, documentos e custos relativos às
instalações a gerir numa única aplicação, evitando que essa informação esteja dispersa por aplica-
ções distintas o que geraria os inevitáveis atrasos e duplicação de dados, informação e dos custos
de parametrização e configuração. Consiste, portanto, numa solução de apoio a um funcionário
(ou a uma organização, num todo) para que este consiga compreender e organizar a ordem e pri-
oridade das tarefas que lhe foram atribuídas, isto é, habilitar um funcionário de tomar melhores
decisões em menos tempo. Este método visa contribuir para a redução de custos da organização e
melhorar a fluidez de processamento de atividades e tarefas.
A aplicação distingue-se ainda pelo seu nível de usabilidade, pois permite combinar a segu-
rança das aplicações em servidor com a usabilidade do computador pessoal. A sua interface foi
desenvolvida com base em três ideias principais:
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• one page shows all: documentos, dados e e-mails na mesma interface;
• one click management: todos os comandos acessíveis de forma intuitiva e com um número
mínimo de clics;
• one day set-up: instalação e utilização da aplicação simples e rápida.
Outro fator de diferenciação consiste na flexibilidade que a aplicação oferece. O utilizador
pode optar por manter a informação em ficheiros ou base de dados, seja essa informação relativa a
histórico de equipamentos, planos e relatórios de manutenção, fichas técnicas e certificados, con-
tratos de prestação de serviços, faturas e orçamentos, etc. Consequentemente a essa flexibilidade,
torna-se possível adotar a melhor solução para cada caso (avac, segurança, contra incêndio, ilu-
minação, etc) e implementar progressivamente o sistema, sem necessidade de esforço inicial de
parametrização intensivo.
Efetuada esta breve descrição geral da plataforma, na seguinte secção será descrito o módulo
visado nesta dissertação - Gestão da Manutenção.
2.2.1 Módulo da Gestão da Manutenção
No que toca ao módulo da gestão da manutenção, a base de dados de equipamentos e instala-
ções é partilhada, apresentando as seguintes vantagens:[15].
• gerir os planos de manutenção preventiva. Este planeamento pode ser efetuado numa base
diária, semanal ou mensal, e de forma periódica ou com base no tempo de funcionamento
dos equipamentos;
Figura 2.3: Screenshot do Planeamento de Manutenção Preventiva
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• gerir as ordens de trabalho curativas e preventivas, realizadas por equipas internas ou por
prestadores de serviços externos;
• gerar relatórios de custos e de atividade globais, incluindo a manutenção e a energia;
• gerir os equipamentos de cada instalação. A página de cada equipamento inclui, em dife-
rentes separadores, a ficha técnica do equipamento, os documentos que lhe estão associados
(manuais, certificados), o histórico das intervenções com os respetivos custos, o registo dos
contadores de energia e horas de funcionamento;
Figura 2.4: Screenshot de página de detalhes de equipamento
• relacionar os consumos com as avarias e os tempos de funcionamento;
• ter um sistema único para os alarmes técnicos (avarias e disparo dos equipamentos, por
exemplo) e os alertas de energia (por consumos excessivos);
• gerir pedidos de manutenção. O utilizador da instalação pode registar pedidos à manutenção
(curativa) e acompanhar a sua execução. Também é possível os atores desse processo (res-
ponsáveis) acompanhar em tempo real os trabalhos em curso e, quando necessário, decidir
e encaminhar os mesmos.
2.3 Aplicações de Produtividade Pessoal 13
Figura 2.5: Módulo da Gestão da Manutenção (Conceito)
Termina assim toda a contextualização necessária para que o leitor compreenda os moldes em
que o trabalho desenvolvido desta dissertação se baseou.
2.3 Aplicações de Produtividade Pessoal
2.3.1 KanbanFlow
O KanbanFlow é uma ferramenta de gestão de projeto. Esta ferramenta distingue-se pela sua
simplicidade pois, o processo de adicionar e gerir as várias tarefas é bastante simples e eficiente.
A interface principal do KanbanFlow encontra-se dividida em quatro secções que permitem
gerir o workflow do processo ao longo do tempo e saber facilmente qual o ponto de situação atual.
Essas quatro secções são:
• To-do: Todas as tarefas cuja execução ainda não se iniciou são colocadas nesta secção;
• Do today: Nesta secção são colocadas as tarefas que têm de ser efetuadas naquele dia, mas
que ainda não foram começadas;
• In progress: Todas as tarefas que estão a ser realizadas são colocadas nesta fase no momento
em que são iniciadas;
• Done: Quando uma tarefa é concluída, será colocada nesta secção.
Para alterar o estado em que uma tarefa se encontra, basta utilizar a funcionalidade de "arrastar
e largar- drag and drop -, tornando este processo bastante simples e intuitivo.
Uma tarefa pode ser dividida em subtarefas. No entanto, todas as subtarefas têm de estar na
mesma secção que a tarefa da qual são descendentes. No KanbanFlow é possível atribuir uma cor
a uma tarefa, encontrando-se disponíveis sete cores (vermelho, amarelo, verde, azul, laranja, roxo
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ou branco). Este sistema pode ser útil para definir a prioridade das tarefas. No entanto a cor a
atribuir fica ao critério do utilizador ou pode ser definida entre os elementos da equipa.
Os projetos criados no KanbanFlow podem ser individuais ou colaborativos. É possível adici-
onar mais utilizadores a um projeto através do seu e-mail e desta forma torná-lo colaborativo. Num
projeto colaborativo, todos os membros da equipa podem alterar o estado das tarefas em tempo
real e todas as alterações ficam visíveis para os restantes elementos. Para cada tarefa é atribuído
um utilizador responsável[15].
Figura 2.6: Screenshot do KanbanFlow: Menu principal (à esquerda) e vista de tarefas por secção
(à direita)
Esta ferramenta existe apenas na versão web mobile. A informação disponível no website não
especifica se a versão PREMIUM (versão paga) implica a existência duma aplicação[16].
2.3.2 Trello
É uma ferramenta cooperativa para organização de projetos através do conceito de quadros
e cartões. Prima pelo brio da apresentação de toda a atividade de um projeto numa só página.
O método “arrastar e largar” ajuda na simplicidade da usabilidade. A figura seguinte ilustra um
quadro que consiste em listas preenchidas por cartões. Esta funcionalidade pode ser partilhada
com uma equipa.
Figura 2.7: Screenshot do Trello: Trello app
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As principais vantagens desta aplicação residem no possível acompanhamento visual do pro-
gresso de uma tarefa, conseguindo visualizar quem interagiu/está a interagir com aquele processo
e, sobretudo, na sincronização em tempo real aquando se dá uma nova alteração[17].
2.3.3 Kelio Intranet Mobile
O Kelio Intranet Mobile é uma aplicação móvel de gestão de recursos humanos desenvolvida
pela InfoControl. Consiste numa solução de gestão de tempos para aplicação em smartphones,
para facilitar a recolha de dados de presença e de atividade de funcionários que efetuem serviços
no exterior. Os funcionários podem executar as seguintes ações:
• declarar o seu tempo de trabalho para efeitos de registo;
• assinalar as suas atividades para monitorização das tarefas realizadas;
• identificar fontes de custo (serviço, obra, cliente, etc);
• verificar as suas marcações de ponto.
Esta aplicação permite às chefias o acesso a todas estas informações em tempo real, o que
facilita o seu trabalho de gestão de recursos e planeamento de atividades para as suas equipas.
A aplicação Kelio Intranet Mobile funciona em Android, BlackBerry e Apple[18].
2.3.4 Pivotal Tracker
Pivotal Tracker é uma ferramenta web usada por programadores e gestores de projeto para
planear e acompanhar os seus projetos. À semelhança de outras aplicações de gestão de proje-
tos, as tarefas passam por vários estados desde o momento em que são introduzidas até que são
terminadas.
Para cada tarefa é possível definir o responsável, adicionar uma descrição, palavras-chave, o
tipo de tarefa, a sua prioridade e ainda o número de pontos. Este número de pontos é a estimativa
de tempo, numa escala definida pela equipa, que a tarefa vai demorar a ser concluída. No Pivotal
Tracker é introduzido o conceito de "Velocidade". Esta velocidade é definida pela equipa e ajuda
a perceber se a atribuição de tarefas para uma iteração, em função do número de pontos das
tarefas, se encontram dentro da velocidade de desenvolvimento da equipa (takt-time). Desta forma
é possível fazer melhores estimativas com base nas iterações anteriores.
Esta ferramenta é colaborativa. Todos os elementos da equipa sabem no que os outros estão
a trabalhar, quais as suas prioridades e compromissos. Todas as alterações são vistas instanta-
neamente sem a necessidade de atualizar a página. Existe ainda um sistema de notificações por
email. Sempre que uma tarefa é atribuída é enviado um email para o seu responsável, da mesma
forma que, sempre que uma tarefa é terminada é enviado um email para o responsável pelo projeto
(project manager).
Esta ferramenta encontra-se disponível numa versão web e também numa aplicação nativa
para dispositivos móveis com o sistema operativo móvel iOS[15].
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Figura 2.8: Interface da aplicação móvel Pivotal Tracker
2.3.5 Wrike
Também inserida na categoria de aplicação de gestão de projetos, Wrike é uma aplicação que
se encontra disponível numa versão web e também para dispositivos móveis Android e iOS [19].
Na sua versão web esta ferramenta permite a uma equipa partilhar os seus projetos de forma
a que todos os elementos tenham acesso às suas tarefas. À semelhança de outras aplicações, é
possível definir um estado para as tarefas (ativo, cancelado, deferido ou anulado) bem como a sua
prioridade (baixa, média ou elevada). As tarefas podem ser atribuídas a um responsável.
Os projetos podem ser divididos por pastas e também podem ser criados sub-projetos. A
utilização de pastas para organizar os projetos faz com que o utilizador possa utilizar conceitos já
conhecidos da sua utilização num computador e transpondo estes conceitos para a aplicação a sua
utilização torna-se mais simples e intuitiva[15].
Capítulo 3
Análise de Tecnologias
Neste capítulo é feito um breve estudo sobre ferramentas e tecnologias que dizem respeito
ao desenvolvimento de aplicações móveis, quer na perspetiva do cliente (front-end), quer na do
servidor (back-end).
Na secção 3.1 será atribuído maior destaque às tecnologias Web, em particular HTML5, no
que toca a desenvolvimento da interface da aplicação na perspetiva do cliente. As frameworks
de AngularJS e Bootstrap também serão analisadas. Na secção do servidor( 3.2), serão realçadas
tecnologias e conceitos vulgarmente associados, nomeadamente o conceito de SOA (Arquitetura
Orientada a Serviços), serviços web, WCF, arquitetura ReST, JSON e XML.
Note-se ainda a introdução dos conceitos front-end e back-end. Front-end refere-se à inter-
face da aplicação, o lado do cliente, portanto. Back-end refere-se à parte do servidor onde são
processados os pedidos do utilizador e é feito o acesso aos recursos armazenados numa base de
dados.
3.1 Tecnologias de Desenvolvimento de uma Aplicação Mobile -Front-
End
Existem três métodos de desenvolvimento para plataformas mobile: nativo, web e híbrido.
3.1.1 Nativo
O método nativo consiste em programar uma aplicação para um sistema operativo ou dispo-
sitivo específico e que, assim, permita tirar partido das funcionalidades e/ou caraterísticas físicas
do próprio dispositivo. Cada fornecedor da marca dos dispositivos móveis providencia diferentes
ferramentas aos programadores, mas o pacote mínimo geralmente inclui um compilador e um de-
bugger. Essas ferramentas permitem o desenvolvimento de aplicações nativas, com acesso a todas
as componentes do dispositivo - câmara, sensores, armazenamento.
17
18 Análise de Tecnologias
Duas das maiores plataformas de destaque - Android e iOS - disponibilizam várias ferramen-
tas para o desenvolvimento de aplicações. As ferramentas do Android permitem a criação de
aplicações para Android a partir de Windows, Linux e Mac, com recurso a outras como:
• o Android SDK Tools;
• um emulador Android;
• o plugin ADT para a IDE de Eclipse.
As aplicações desenvolvidas com estas ferramentas serão compiladas para bytecode e são exe-
cutadas numa máquina virtual chamada Dalvik. Para desenvolver aplicações mais avançadas, o
Android NDK é uma ferramenta que permite o uso de C ou C++ para programar código nativo[2]
[20] [21].
Para desenvolver aplicações para a plataforma iOS - aparelhos iPhone, iPod e iPad - é neces-
sário o uso do ambiente de programação integrado da Apple, o Xcode, que contém já o pacote
iOS SDK. Está apenas disponível para plataformas Mac. Esta limitação revela-se um problema
financeiro para aqueles que tencionam programar nesta plataforma, mas ainda não possuem um
Mac[22].
3.1.2 Web
O método web consiste em utilizar tecnologia web - ex: HTML5, CSS3, Javascript, fra-
meworks AngularJS e Bootstrap - para construir uma aplicação web que seja acedida pelo browser
do dispositivo móvel e cujo funcionamento esteja preparado para se comportar consoante o tama-
nho do visor do dispositivo, por exemplo. Porém, são limitadas pois, não utilizam as funcionali-
dades físicas do dispositivo móvel.
A programação de aplicações com tecnologias web como HTML5, CSS3 e Javascript surgi-
ram da ideia de apenas um conjunto de código base servir para várias plataformas distintas. Os
smartphones possuem navegadores e motores de Javascript capazes de processar páginas comple-
xas codificadas em HTML5 e Javascript.
Os navegadores padrão de Android, iOS e BlackBerry usam a ferramenta WebKit para pro-
cessar o layout das páginas web. Outras ferramentas sui generis são o Tridente - Internet Explorer
Mobile -, Presto - Opera Mobile - e Gecko - para Firefox Mobile. Embora os padrões sejam
muito semelhantes, a sua implementação varia de uma ferramenta para a outra, o que na prática
representa algumas diferenças de visualização nos diferentes navegadores. Assim sendo, o pro-
gramador de uma aplicação nestes moldes deve ter em atenção estas diferenças para flexibilizá-la
ao máximo.
Os motores de Javascript são responsáveis por lidar com toda a lógica das páginas web. Exis-
tem também diferentes motores que, dependendo da sua implementação, produzem diferentes
comportamentos, ainda que se apliquem à mesma plataforma. Por exemplo, os navegadores pa-
drão de diferentes dispositivos móveis com Android podem utilizar o JavascriptCore ou o Google’s
3.1 Tecnologias de Desenvolvimento de uma Aplicação Mobile - Front-End 19
V8, dependendo do fornecedor ou da capacidade de processamento do próprio dispositivo. Em-
bora a linguagem de programação seja a mesma, o desempenho é diferente, e isso causa diferentes
comportamentos nos diferentes navegadores.
Para lidar com estas diferenças, os programadores normalmente utilizam bibliotecas de código
e frameworks que fornecem uma camada que lida com essas particularidades de cada plataforma[2].
3.1.2.1 HTML5
O padrão de HTML5 começou a ser desenvolvido em 2004 pela Web Hypertext Application
Technology Working Group (WHATWG), enquanto a World Wide Web Consortium (W3C) de-
senvolvia o XHTML 2.0. Este padrão surgiu do desacordo entre os fabricantes dos navegadores
web e a W3C em encontrar um meio-termo para que a web se tornasse mais adaptável às tecno-
logias. O XHTML 2.0 era demasiado rigoroso e não era compatível com versões anteriores de
HTML, dificultando a tarefa de um programador que desenvolvesse websites em diferentes plata-
formas. Em 2008 a WHATWG lançou a primeira versão de HTML5. Mais tarde, a W3C desistiu
de desenvolver o XHTML 2.0 e juntou-se à WHATWG para desenvolver o HTML5.
O HTML5 trouxe muitas novas funcionalidades para os web browsers relativamente à ver-
são anterior: suporte de áudio e vídeo, vetores gráficos, drag-and-drop, gestão do histórico de
navegação, armazenamento web, etc.
Permitir que sites aloquem dados maiores que um cookie no navegador do cliente é também
uma funcionalidade incluída nesta versão de HTML5. Permite que o programador guarde manu-
almente ficheiros em cache, imagem ou outros dados[23]. O HTML5 permite ainda colocar em
cache recursos da web para que estes sejam executados, mesmo em estado offline. Por exemplo,
o Gmail Offline possibilita aos seus utilizadores a ligação à sua conta Gmail e descarregar os seus
emails para o armazenamento offline do navegador. A aplicação, por si só, já funciona por cache
offline. Desta forma, quando não existe ligação à Internet, o utilizador continua a poder executar
a sua aplicação e aceder aos emails que descarregou anteriormente.
O HTML5 expõe muitas mais funcionalidades para permitir aos programadores um desen-
volvimento avançado de aplicações e web sites. Contudo, o HTML5 necessita de interagir com
ferramentas extra para se construir aplicações completas: o uso de Javascript permite que os pro-
gramadores construam regras de lógica de negócio na aplicação e o uso de várias API’s extra que
os navegadores providenciam para interagir com a página. O uso de folhas de estilo (CSS) tam-
bém é uma ferramenta importante pois, permitem manipular o design e aspeto da página e dos
seus elementos.
O HTML5 traz várias vantagens, sobretudo no que toca ao objetivo de se pretender que o seu
código seja transversal a todas as plataformas. Neste momento, muitos navegadores já utilizam
grande parte do padrão de HTML5, sobretudo os navegadores da Android e iOS.
Cada sistema operativo móvel funciona com o seu próprio kit de software, como demonstra a
figura 3.1.
Significa isto que uma aplicação desenvolvida numa plataforma não pode ser reutilizada nou-
tra. É preciso convertê-la.
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Figura 3.1: As diferentes linguagens de programação para diferentes plataformas[24]
E é neste sentido que o HTML5 evidencia a sua maior vantagem. Juntando HTML5, Javascript
e CSS3, os programadores conseguem atingir várias plataformas duma vez só. Existem já várias
frameworks e bibliotecas que permitem os programadores utilizar essas tecnologias para construir
aplicações móveis [2].
3.1.2.2 Frameworks para desenvolvimento mobile
Para acelerar o desenvolvimento de aplicações web, normalmente utilizam-se frameworks que
apoiam nesse sentido:
3.1.2.3 jQuery Mobile
Esta ferramenta é utilizada para desenvolver interfaces do utilizador para aparelhos móveis,
baseado em bibliotecas jQuery[25]. O jQuery Mobile oferece um sistema de user interface que
funciona de forma homogénea em todas as plataformas móveis. Concentra-se em ser leve, provi-
denciar várias funcionalidades e em ser flexível. Inclui ainda um sistema de navegação de páginas
Ajax e m conjunto de UI widgets (caixas de diálogo, botões, icons, formulários, animações, etc).
O jquery Mobile apresenta, no seu site, uma lista de compatibilidade total com os vários apa-
relhos móveis. Para permitir esta compatibilidade, as páginas de jQuery Mobile são construídas
numa base semântica de HTML. Em aparelhos que interpretem CSS e Javascript, o jQuery Mo-
bile aplica técnicas para, progressivamente, transformar a página num modelo mais interativo,
melhorando o aspeto final do seu design[26].
3.1.2.4 jQTouch
É um plugin para programação web mobile para iPhone, Android, iPod Touch, entre outros
[27]. Trata-se de uma biblioteca open-source, fácil de instalar, temas de design flexíveis, ani-
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mações de WebKit nativas, detecção de swipe, scrolling, etc. Para construir uma interface, o
programador utiliza HTML e aplica classes e identificadores aos elementos div que serão proces-
sados pela jQTouch e transformados em páginas com cabeçalhos e navegação assim que a página
carrega.
3.1.2.5 Bootstrap
Bootstrap é uma framework que se rege pelo princípio do "mobile first", elegante, intuitiva
e consistente, criada com o objetivo de acelerar e tornar mais fácil a tarefa de um programador
web. É um produto open source lançado por dois engenheiros, numa altura em que ambos eram
funcionários do Twitter e identificaram a necessidade de padronizar um conjunto de ferramentas
para desenvolvimento de front-end que servisse de padrão para todos os engenheiros da empresa:
o problema residia no facto de cada engenheiro da empresa utilizar a biblioteca web com que mais
estava familiarizado, e isso resultava em inconsistências dentro de aplicações desenvolvidas em
equipa e dificultava a integração módulos novos nessa aplicação.[28] [29]
Na sua base, o Bootstrap permite uma funcionalidade responsive do seu design, dispondo de
uma grelha de 12 colunas, 940px-wide, para o efeito. Um dos seus grandes destaques reside na
ferramenta de construção disponível no site da Bootstrap onde é possível personalizar a constru-
ção do aspeto do site a desenvolver para atender às necessidades do programador, escolhendo as
caraterísticas Javascript e CSS que se pretendem adicionar. Tudo isto permite que o desenvolvi-
mento de front-end seja construido numa base estável de design e desenvolvimento orientado às
situações futuras.[30]
A grelha padrão do Bootstrap utiliza 12 colunas para alocar um conteúdo num espaço de 940px
de largura, sem a caraterística responsive ativada. Com a caraterística responsive ativada, a grelha
adapta-se a 724px ou 1170px de largura, dependendo do tamanho da sua viewport (janela). Abaixo
dos 767px, tais como nos tablets e smartphones, as colunas fluem e empilham-se verticalmente.
Figura 3.2: Grelha padrão do Bootstrap
O design responsive é um método de ajustar todo o conteúdo de uma página em função do
dispositivo que o está a exibir. O desktop recebe a versão normal do site, mas os tablets e os
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smartphones, devido à sua viewport mais reduzida, terão outro tipo de layout que otimiza a exibi-
ção do conteúdo. Para obter estas larguras diferentes, o Bootstrap utiliza querys CSS para medir a
largura da janela de exibição do navegador e, usando condições, ativa as respetivas folhas de estilo.
A figura seguinte ilustra um exemplo de um conjunto de media queries que devem alterar o seu
layout numa situação de "Large Desktop", "Portrait tablet to landscape and desktop", "Landscape
phone to portrait tablet".
Figura 3.3: CSS media queries
O conceito de mobile first consiste no método de implementar a aplicação primeiro à escala
de um smartphone e definir as outras escalas superiores com respetivos comportamentos depois.
Compreende-se que o aparelho com menor dimensão poderá ser o que também terá pior ren-
dimento de processamento. Desta forma, o método mobile first aplica-se, não só por ser mais
intuitivo compreender a transição de layout desde um visor mais pequeno para o maior, mas tam-
bém por ser mais eficiente um desktop descarregar a aplicação e convertê-la para a sua respetiva
viewport já que a sua capacidade de processamento à partida será superior.[31]
Para utilizar Bootstrap num projeto basta adicionar o ficheiro bootstrap.css e, opcionalmente,
o ficheiro bootstrap.js na raiz do projeto. Para ativar as funcionalidades responsive é necessário
adicionar uma tag <meta> ao <head> da página web.
Figura 3.4: Conceito do Bootstrap
O Bootstrap serve de apoio ao equilibrar todas as layouts e designs de um projeto, o que se
revela muito útil para os programadores que não são web designers. Uma analogia que se pode
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fazer para melhor compreender o conceito do Bootstrap é a de um engenheiro ou arquiteto: o
Bootstrap serve de plano (blueprint) de sustentação de uma aplicação (edifício) para suportar todo
o conteúdo e dar-lhe um aspeto coerente e agradável.
3.1.2.6 AngularJS
AngularJS é uma framework de Javascript open-source, que segue uma arquitetura MVC
(Model-View-Controller), que oferece um método simplificado de desenvolver aplicações web.
A ideia central por detrás de MVC é obter uma clara separação no código de como gerir os dados
(Model), a lógica da aplicação (Controller) e da apresentação desses dados (View).[32]
Figura 3.5: Model-View-Controller
A View obtém os dados para exibir ao utilizador a partir do Model. Quando um utilizador inte-
rage com a aplicação, o controlador responde por cada alteração de dados no modelo. Finalmente,
o Model notifica a View que uma alteração ocorreu para assim atualizar a informação a exibir. Nas
aplicações AngularJS, a vista corresponde ao Document Object Model (DOM), os controladores
são classes de Javascript e os dados do modelo são armazenados nas propriedades do objeto. [33]
Existem vários componentes de AngularJS:
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Figura 3.6: Componentes do AngularJS
As diretivas são elementos da framework que acrescentam uma determinada funcionalidade
ao HTML. São definidas dentro do documento HTML e são utilizadas para que a manipulação
do DOM seja feita de forma mais transparente e/ou para adicionar novos comportamentos às tags
existentes. A figura 3.7 mostra como a diretiva ng-app é utilizada para inicializar a aplicação e
define onde será o elemento raiz da mesma. Na terceira linha é importada a biblioteca de Angu-
larJS e na linha 6 a diretiva ng-model garante o two-way data-binding entre o model nome e a
view dentro da tag span fazendo com que esta apresente sempre o estado do model. O é onde o
Angular define os data-bindings. [34] [35]
Figura 3.7: Exemplo de diretivas do AngularJS
Um exemplo muito comum de outra diretiva é a ng-repeat que itera sobre um array e processa
o template por cada elemento incluído nesse array.
O Data Binding (vinculação de dados) é uma das componentes mais preponderantes do Angu-
larJS. É o responsável pela sincronização automática de dados entre o modelo e a vista. A vista é
uma projeção do modelo: quando o modelo se altera, a vista reflete essa alteração, e vice-versa. A
maior parte dos templates das aplicações web funcionam num só sentido: o template funde-se com
os dados apenas uma vez e, qualquer alteração de dados não se reflete na vista. No AngularJS, por
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sua vez, o template é compilado no browser. Essa compilação produz uma vista em tempo real.
Qualquer alteração à vista é imediatamente sentida no modelo, e qualquer alteração no modelo é
propagado para a vista. [36]
Figura 3.8: Vinculação de dados
Outra componente do Angular são os controladores (Controllers). O controlador é o comporta-
mento por detrás do DOM e é também responsável por inicializar e/ou adicionar comportamentos
ao objeto $scope, o qual permite a comunicação entre a View e o seu Controller. A diretiva ng-
controller é utilizada para definir em qual parte do documento HTML o controlador será utilizado.
O $scope é a ligação que existe entre o controlador e a vista.[35]
Figura 3.9: O $scope
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Os Módulos são os componentes que encapsulam a definição de outros componentes: contro-
ladores, diretivas, services e routes.
Os Services são objetos que realizam tarefas específicas comuns numa aplicação web - invoca-
ção de um serviço http, por exemplo. Podem servir para partilhar informações entre controladores,
comunicação com o servidor, etc.
Figura 3.10: Diagrama genérico
A figura anterior ilustra, genericamente, como uma aplicação AngularJS funciona. Existe um
módulo principal que contém um determinado conjunto de configurações de todos os compor-
tamentos da aplicação. Ainda dentro desse módulo, graças à diretiva ngRoute, a navegação de
páginas é gerida de forma a, para cada view, existir o seu controlador específico.
3.1.3 Hybrid
O método híbrido tenta combinar os dois anteriores sem problemas de conflitos, oferecendo
assim ao utilizador uma aplicação que parece nativa enquanto que a mesma permite que o progra-
mador misture as tecnologias web e nativas[24] [2].
A desvantagem de aplicações web é que o utilizador não as compreende enquanto nativas, pelo
que devem ser executadas dentro do browser. Outra desvantagem é o acesso às capacidades do
telemóvel que não são expostas pelo motor Javascript - exemplo, o acesso ao sistema de ficheiros,
ou câmara.
Para contornar esta situação, uma camada de código nativo pode ser usada para envolver a
aplicação web. Esta camada é uma aplicação nativa que pode ser personalizada pela aplicação
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da marca, como o seu nome e os icons e, quando executada, utiliza um navegador para mostrar a
aplicação web. O PhoneGap, da Adobe, é uma solução open source para criar aplicações móveis
para multi-plataformas, tendo como base as tecnologias web: HTML, Javascript e CSS. O Pho-
neGap suporta muitas plataformas - iPhone, Android, Blackberry OS, WebOS, Windows Phone
7, Symbian e Bada - e expõe através de Javascript várias API’s para aceder às componentes de
smartphone: acelerómetro, câmara, lista de contcts, GPS, armazenamento, etc.
Outra solução que permite o uso de aplicações web como se de nativas se tratassem é o app-
Mobi. Oferece aos programadores com uma IDE de HTML5, emulador do dispositivos, ferra-
mentas para debug e compilação de serviços para iOS, Android e outras plataformas. Ainda outra
solução consiste no Appcelerator’s Titanium Mobile que permite o desenvolvimento de aplicações
nativas usando as tecnologias web da mesma forma que o PhoneGap, mas este expõe uma API de
Javascript que permite a criação de componentes UI nativas. Assim o programador pode escolher
entre criar o design da aplicação com HTML e CSS ou usar a API para criar uma UI nativa.[2].
3.2 Tecnologias de Desenvolvimento da Aplicação Mobile - Back-End
Nesta secção, estudaram-se algumas tecnologias e conceitos normalmente utilizadas na imple-
mentação de serviços. Existindo como pré-requisito a utilização de web services sob a framework
.NET WCF (Windows Communication Foundation), este estudo consistiu em compreender como
e em que situação utilizar:
• a arquitetura SOA (Arquitetura Orientada a Serviços);
• um serviço web e a WCF;
• a arquitetura ReST e distinguir as diferenças entre a arquitetura RPC (que utiliza o protocolo
SOAP), comparar as suas vantagens e desvantagens, aprender como implementar cada caso
e identificar em que situações se recorre a uma ou outra;
• a comunicação via JSON ou XML, quais as suas vantagens e limitações.
3.2.1 SOA - Arquitetura Orientada a Serviços
A arquitetura de software é um tema intemporal desde o surgimento do primeiro computador.
Atualmente, existem muitas arquiteturas que visam colocar um fim ao problema de compatibili-
dade entre diferentes tecnologias e para maximizar o desempenho do sistema. Com o aumento
no uso de dispositivos móveis, o sistema de uma aplicação deve ser projetada para funcionar em
qualquer dispositivo, independentemente da sua plataforma móvel.
A SOA é um padrão arquitetónico que serve de linhas de orientação para determinar a natureza
do projeto que se pretende implementar. Estas linhas de orientação indicam que todos os compo-
nentes de um sistema deveriam ser um serviço - uma lógica de negócio - e esse sistema deve ser
composto por vários serviços independentes. Atualmente, SOA e serviços da Web são implemen-
tados em conjunto em mais de 75% dos novos projetos de serviços SOA ou Web[37][38].
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SOA não é nem uma tecnologia específica nem um idioma específico. É apenas um modelo
ou uma abordagem de design do sistema que visa aumentar a eficiência, agilidade e produtividade
de uma organização. Note-se que o paradigma de arquitetura SOA baseia-se na decomposição
funcional da arquitetura de negócios de uma empresa. Ao fazê-lo, introduz duas abstrações de alto
nível distintas, isto é, serviços de negócios para os processos empresariais e de negócios para a
empresa. Enquanto os serviços de negócios representam as funções de negócios da empresa, os
processos de negócios definem o funcionamento do negócio da empresa.[39]
Esta arquitetura pode ser implementada utilizando:
• Web Services;
• Windows Communication Foundation;
• CORBA;
• DCOM;
• JINI
• EJB.
As vantagens mais importantes em utilizar SOA são:
• plataforma e linguagem independente;
• independência entre serviços;
• custo reduzido de manutenção;
• suporte para atualizações ao longo do tempo;
• manutenção facilitada e implementação integrada.[40]
O conceito de interoperabilidade consiste em conseguir aceder aos mesmos serviços utilizando
vários dispositivos e sistemas operativos diferentes.
3.2.2 Serviço Web
Um serviço:
• pode ser definido como a implementação de uma lógica de negócio independente que tem a
capacidade de aceitar um ou vários pedidos e retornar uma ou várias respostas usando uma
interface bem definida.
• é independente da tecnologia no qual é aplicado, assim como a interface para o serviço deve
ser independente de plataforma.
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• também deve ter a capacidade de ser colocado à vista de quem o vai consumir (cliente) e
chamado dinamicamente em tempo de execução.
• fornece funções de negócios como operações de serviço ao consumidor do serviço.
• é uma unidade de design e implementação que é utilizado para a integração de arquiteturas
organizacionais[40].
Existem várias formas de implementar um SOA, e um deles é precisamente através de Web
Services (serviço web). A razão pela qual é chamado serviço web é porque foi projetado para ser
hospedado num servidor web, e ser chamado através da Internet, normalmente através do proto-
colo HTTP ou HTTPS. Este método pretende garantir que um serviço web pode ser chamado por
qualquer aplicação cliente através da Internet, independentemente da linguagem de programação
e do sistema operativo da aplicação cliente. O diagrama a seguir ilustra a interação de serviços
web:
Figura 3.11: Comportamento de serviços web[39]
Depois de um serviço ser publicado, o cliente pode descobri-lo e invocá-lo. Um serviço é
definido usando um verbo. Por exemplo, para obter os dados de todos os utilizadores numa deter-
minada base de dados, o serviço pode chamar-se getAllUsers().
Um serviço web é um sistema de software criado para suportar a interoperabilidade de intera-
ção entre máquinas através de uma rede de comunicação. Está normalmente hospedada em uma
máquina remota (servidor) e é chamado por uma aplicação cliente (consumidor) através de uma
rede. O protocolo HTTP é usado como protocolo de transporte entre o servidor e as aplicações
cliente. As comunicações entre um serviço e uma aplicação cliente podem ser feitas através de
mensagens XML ou JSON. Cada serviço web tem uma URL única e contém vários métodos. Ao
invocar um serviço web, é necessário especificar qual o método pretendido e os parâmetros ne-
cessários para esse método. Cada método de serviço web retorna uma resposta que contém os
resultados da execução do cliente.[41]
30 Análise de Tecnologias
3.2.3 WCF (Windows Communication Foundation)
A WCF é a mais recente tecnologia da Microsoft para a criação de serviços web. É o modelo
de programação da Microsoft para a construção de aplicações orientadas a serviços. Permite que
os programadores criem soluções seguras e confiáveis que sejam versáteis ao ponto de operar em
plataformas distintas. É construído sob a framework Microsoft .NET e simplifica o desenvolvi-
mento dos sistemas ligados. É a fusão dos vários produtos já existentes - ASP.NET (ASMX) e
Microsoft Web Services Enhancements (WSE).[39]
O objetivo da WCF é proporcionar um modelo de programação de organizações que pode ser
utilizado para criar serviços na plataforma .NET. É então projetado para oferecer uma abordagem
para computação distribuída, ampla interoperabilidade e suporte direto para a orientação a servi-
ços. A WCF suporta muitos estilos de desenvolvimento de aplicações distribuídas, fornecendo
uma arquitetura em camadas. Na sua base, a arquitetura do canal permite a transmissão de men-
sagens assíncronas e, assente nesta base, estão instalações de protocolo para troca de dados de
forma segura, confiável e uma larga escolha de opções de transporte e de codificação. A título
de exemplo, numa situação de serviços interbancários, a WCF consegue efetuar uma transação
usando SOAP, ainda que os sistemas operativos dos servidores dos dois bancos sejam diferentes.
O diagrama seguinte ilustra as principais camadas da arquitetura da WCF:
Figura 3.12: Comportamento de serviços web[42]
A camada Contracts define vários aspetos do sistema de mensagens. Por exemplo, o bloco
Data Contract descreve todos os parâmetros que compõe cada mensagem que um serviço pode
criar ou consumir. A camada Service runtime contém os comportamentos que ocorrem apenas
durante a operação do serviço. A camada Messaging, por sua vez, é composta por canais. Um
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canal é um componente que processa uma mensagem de uma determinada forma, isto é, a men-
sagem pode precisar de codificação, ou de um nível de autenticação específico por motivos de
segurança.[39]
Existem muitos termos e conceitos da WCF que se revelam importante conhecer, dado que
será muito útil para implementar e compreender melhor como funciona a WCF.
3.2.3.1 Address
O address (endereço) é o local específico onde o serviço pode ser acedido. Cada serviço deve
ter o seu próprio de forma a que possa ser acedido pelo cliente. Um endereço WCF é normalmente
apresentado na forma de um URL. Dividindo o URL em secções, a primeira parte refere-se ao
método de transporte, e as restantes partes especificam a localização inequívoca do serviço. Por
exemplo, através da figura seguinte é possível verificar as três partes do endereço: o serviço utiliza
o HTTP como protocolo de transporte, e está localizado em www.myweb.com, com um caminho
myWCFServices/SampleService.
Figura 3.13: WCF - endereço[39]
3.2.3.2 Binding
As bindings (ligações) são usadas para especificar os transportes, a codificação e os detalhes
do protocolo necessários para clientes e serviços comunicarem entre si. São o que a WCF utiliza
para gerar a representar o fio e o nó das extremidades para permitir uma ligação (ou comunica-
ção). Assim, a maior parte dos detalhes dessas comunicações devem ser acordados entre ambas as
partes.
Existem vários tipos de bindings. Cada binding tem predefinido os elementos necessários para
uma tarefa específica e está pronta a ser utilizada em qualquer projeto. A binding utilizada no
desenvolvimento desta aplicação foi o webHttpBinding pois, desta forma consegue-se comunicar
com uma arquitetura ReST[43] (discutido na secção ??).
3.2.3.3 Contract
Um contrato WCF é um conjunto de especificações que define as interfaces de um serviço
WCF. Um serviço WCF comunica com outras aplicações de acordo com os seus contratos. Exis-
tem vários tipos de contratos:
• Service Contract: é a interface do serviço WCF. Consiste em transmitir o que o serviço
pode fazer.
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• Operation Contract: é definido dentro de um Service Contract. Define os parâmetros e
o tipo de retorno de uma operação. Assim como um Service Contract é uma interface, um
Operation Contract é a definição de uma operação, e por isso tem que ser implementada
para que o serviço WCF funcione.
• Message Contract: se um Operation Contract precisa passar uma mensagem, o tipo dessa
mensagem será definida como Message Contract. Define os elementos da mensagem, as-
sim como definições associadas, como o nível de segurança, e também se um determinado
elemento deve ser enviado para o header (cabeçalho) ou body (corpo de mensagem).
3.2.3.4 Endpoint
Endpoints são lugares onde as mensagens são enviadas ou recebidas e definem toda a infor-
mação necessárias para a troca de mensagens. Contêm um endereço, uma ligação e um Service
Contract. O endereço do endpoint é um endereço de rede em que o endpoint reside. Especifica
o protocolo de transporte (TCP, HTTP), codificação (texto, binário) e os requisitos de segurança
(SSL, mensagem de segurança SOAP). (Nota: Na WCF também pode ser usado os protocolo de
transporte named pipes[44]).
3.2.3.5 Behavior
O Behavior consiste num conjunto de definições que uma operação num serviço deve cumprir.
Por exemplo, especificar o tempo limite de transação do serviço, as ocorrências máximas em
simultâneo desse mesmo serviço, etc.
Em jeito de conclusão um serviço necessita de uma aplicação de alojamento (hosting applica-
tion) que é responsável pela sua inicialização e execução.
3.2.4 Serviços ReST
O acrónimo ReST significa Representational State Transfer. É um protocolo utilizado na cria-
ção de serviços para a troca de dados através de um ambiente distribuído, permitindo a comunica-
ção entre duas aplicações independentemente das sua plataforma / linguagem de desenvolvimento.
Surgiu a partir de uma tese de doutoramento de Roy Fielding, também autor da especificação de
Hyper Text Transfer Protocol. Este defende que o protocolo HTTP já possui os recursos neces-
sários para a implementação de web services. O ReST utiliza o protocolo HTTP para troca de
mensagens[45]. Um serviço web ReSTful é aquele que está em conformidade com as restrições
da arquitetura ReST. Devido à sua simplicidade, adquiriu uma melhor aceitação comparado com
SOAP e web services baseados em WSDL.[40]
ReST não é uma tecnologia nem um conjunto de normas. É uma alternativa de arquitetura
para serviços RPC e Web. É um estilo de arquitetura que divide estado e funcionalidade de uma
aplicação em recursos. Estes recursos, por sua vez, têm um endereço distinto usando URL’s em
HTTP. Os recursos têm uma interface comum, mas endereços exclusivos de acesso. Num modelo
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baseado em REST, o cliente e o servidor comunicam através de solicitações e resposta: o cliente
envia um pedido de um recurso para o servidor e este, por sua vez, envia uma resposta de volta ao
cliente.
Os principais objetivos do ReST incluem:
• implantação independente dos componentes;
• redução de latência (maior velocidade na transmissão de dados);
• alta segurança de interações de serviço;
• escalabilidade;
• alto desempenho.
A diferença básica entre SOAP e ReST é que o primeiro atribui especial destaque a verbos
enquanto que o segundo, a recursos. Em ReST os recursos são definidos e depois existe uma
interface uniforme para os manipular utilizando os verbos de HTTP. Note-se também que o ReST
é simples de usar uma vez que aproveita o mecanismo de transporte de HTTP para a formatação,
cache, encaminhamento e operações sob os recursos solicitados. Com o SOAP, pelo contrário,
não existem tais convenções. Um serviço baseado em SOAP pode ser facilmente exposto via
TCP/IP, UDP, SMTP ou qualquer outro protocolo de transporte. Assim não tem que depender
exclusivamente do HTTP.
Num modelo baseado em ReST, um pedido é composto por uma URL do endpoint, um ID do
serviço, parâmetros e a ação desejada com esses parâmetros. A principal ideia do ReST passa por
tratar os serviços distribuídos como um recurso e utilizar protocolos HTTP simples para executar
várias operações nesse recurso. A ideologia do ReST consiste em, para cada recurso remoto,
ser possível aplicar as operações CRUD (Create, Retrieve, Update, Delete) através de protocolos
HTTP simples. Estes métodos comuns CRUD são mapeadas para os protocolos HTTP da seguinte
forma[43] [40]:
• PUT: este método irá atualizar um recurso;
• GET: este método permite apresentar uma solicitação específica de dados, como se de uma
consulta se tratasse;
• POST: este método é utilizado para enviar dados para serem processados pelo serviço.
Idealmente, POST deve ser usado apenas para a criação de recursos, enquanto que PUT
deverá ser utilizado para os atualizar;
• DELETE: elimina um determinado conjunto de recursos;
• HEAD: este protocolo é utilizado para recuperar a informação dos recursos que segue no
cabeçalho da mensagem;
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Num contexto ReST os recursos são identificados utilizando URL’s lógicas para que os servi-
ços possam ser universalmente endereçáveis. A arquitetura é, essencialmente, baseada em HTTP.
No entanto os recursos podem ser armazenados em cache sempre que necessário. Note-se que,
como o HTTP providencia funcionalidades de cache, ReST implementado por cima do protocolo
de HTTP obtém as funcionalidades e benefícios do HTTP.
Figura 3.14: Serviços ReSTful
Qualquer solicitação ReST compreende os seguintes componentes:[40]
• um URL: endereço completo da localização do serviço;
• um ID: uma chave enviada a cada solicitação. É usada para identificar a origem do pedido
(facultativo);
• parâmetros: os parâmetros do pedido;
• a ação desejada: ação para o pedido. As ações baseiam-se nos verbos HTTP (GET, POST,
etc);
3.2.4.1 ReST vs SOAP
SOAP e ReST não podem ser comparados diretamente visto que o primeiro é um protocolo e
o segundo uma arquitetura.
SOAP (Simple Object Access Protocol) é um protocolo baseado em XML que pode ser utili-
zado para trocar dados entre ambientes distribuídos heterogéneos. SOAP é um protocolo que faz
parte de uma arquitetura RPC (Remote Procedure Call). Esta arquitetura consiste em receber um
envelope com dados proveniente do cliente e envia um envelope semelhante de volta. O método
e a informação do procedimento a efetuar nos recursos são mantidos no interior desse envelope.
SOAP pode ser utilizado para transferir dados, independentemente da plataforma e linguagem em
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uso. SOAP pode ser utilizado sem o protocolo HTTP e utiliza sempre a operação POST. SOAP
faz uso de XML para aceder a serviços.
A principal diferença entre SOAP e ReST é o grau de complexidade entre implementações
de cliente e servidor. Um cliente SOAP funciona como uma aplicação desktop personalizada,
intimamente ligada ao servidor. Há um contrato rígido entre cliente e servidor (com um proxy
como intermediário). Qualquer alteração efetuada num dos lados, deve ser também corrigida no
outro. De outra forma a comunicação não irá funcionar pois o SOAP precisa de conhecimento
prévio de todo o tipo de informação que deverá utilizar. Um cliente ReST, por sua vez, tem um
comportamento semelhante a um browser: é um cliente genérico que sabe como usar um protocolo
e os métodos comuns. Os intervenientes ReST não exigem o mesmo conhecimento prévio que o
SOAP, fator que torna o ReST mais flexível e simplificado.[46]
ReST permite vários formatos diferentes de informação, enquanto que SOAP funciona apenas
com XML. Parecendo que o ReST se torna mais complexo por trabalhar com vários formatos, na
verdade, aquando a utilização de JSON para transmitir esses dados, o ReST aparenta converter os
dados mais rapidamente. As leituras de ReST podem ser guardadas em cache enquanto que as de
SOAP não.[47]
SOAP é a melhor opção quando se pretende construir uma aplicação complexa a nível de se-
gurança como, por exemplo, uma aplicação que providencia transações bancárias. SOAP faz uso
de algumas especificações extras de web services como o WS-Security. O WS-Security descreve
como lidar com as questões de segurança nas mensagens SOAP. Anexa às mensagens uma assi-
natura, informação codificada e um token de segurança. Para além das tradicionais autenticações
HTTP/HTTPS, incorpora recursos de segurança adicionais no cabeçalho da mensagem SOAP.
Adicionalmente, o protocolo garante a segurança end-to-end que consiste em compreender se uma
determinada informação chegou e foi processada com sucesso no local de destino.[39]
Em jeito de conclusão, a decisão entre implementar ReST ou um protocolo SOAP incide na
qualidade que se exige no tratamento dos seus dados. A implementação ReSTful, por causa da sua
simplicidade, é mais adequada quando aplicado a situações de read-only (consultas de recursos),
outras operações típicas e quando não existe uma grande preocupação na forma como os dados
são transmitidos.[48]
3.2.5 Comunicação Cliente-Servidor
O transporte de dados da aplicação cliente para os serviços web pode ser feita através de JSON
ou XML (linguagens universais).
XML (Extensible Mark-up Language) consiste num conjunto de regras para a codificação de
documentos em linguagem legível para máquina. Foi projetado para descrever informação, não
para a exibir. Oferece duas vantagens na qualidade de linguagem de representação de dados: é
baseada em texto e é independente da posição. XML não é apropriado para troca de dados uma vez
que carrega muita ’bagagem’ e não coincide com o modelo de dados da maioria das linguagens de
programação. Surgiu então outra notação com as mesmas vantagens e mais adequada para a troca
de dados: JSON.[49]
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JSON (Javascript Object Notation) é um formato de dados leve para troca de dados compu-
tacionais e é um subconjunto de notação de objetos de Javascript, apesar de o seu uso não estar
confinado exclusivamente ao uso de Javascript. É utilizado em alternativa ao XML, sendo este
mais fácil de escrever e perceptível para o programador.[50]
Em termos de simplicidade, JSON é mais simples que XML. JSON dispõe de menos gramática
e mapas mais orientados às estruturas de dados usadas em linguagens de programação modernas.
A nível de extensibilidade, JSON não é extensível porque não precisa de o ser. Não é neces-
sário definir tags ou atributos para representar informação.
Em termos de interoperabilidade, JSON e XML estão ao mesmo nível.
JSON é mais fácil de ler do que XML, tanto para o ser humano como para as máquinas.
Assim sendo, JSON foi o método optado para transmitir dados entre cliente e servidor por se
revelar ser a forma mais vantajosa.[49]
3.2.6 LINQ TO SQL
LINQ (Language Integrated Query) consiste num conjunto de extensões da framework .NET
que englobam a linguagem-integrada de query, definição e transformaçãop de operações. Extende
a C# e Visual Basic com sintaxes da linguagem nativa e providencia bibliotecas de classes para
tirar proveito das suas capacidades. No caso específico desta dissertação, sabendo que se pro-
gramou o servidor com C#, utilizando a IDE Visual Studio, a variante LINQ TO SQL permite
fazer mapeamento entre objetos da base de dados (tabelas, views, etc) e objetos do C#, incluindo
queries.[39]
Capítulo 4
Análise de Requisitos, Arquitetura e
Especificação da Solução
Terminado o estudo das tecnologias utilizadas no campo do desenvolvimento de aplicações
mobile, estrutura-se agora um procedimento para o desenvolvimento da aplicação pretendida.
Neste sentido, é preciso conhecer as funcionalidades que se pretendem implementar e respetivos
requisitos para cada uma delas.
Surge, assim, a fase de análise de requisitos que consiste no levantamento de funcionalidades
e respetivos comportamentos que se pretendem implementar na aplicação. Este levantamento
permite planear um conjunto de materiais necessários à progressiva evolução da construção da
aplicação e, assim, definir um modelo do funcionamento da aplicação:
• perceção da organização do mapa de navegação da aplicação;
• criação de mockups (maquetas) para proposta de visualização em ecrã de dispositivo móvel;
• ponderação dos casos de uso;
• preparação da construção da base de dados.
Neste capítulo será definida a arquitetura do sistema que permita compreender como deve-
rão funcionar todas as etapas de processamento da aplicação a desenvolver - isto é, desde que o
utilizador executa um pedido através do dispositivo até que o processamento desse pedido esteja
terminado e seja retornado um resultado ao utilizador -, e como combinar todas as tecnologias
supracitadas. De seguida será feita uma análise dos requisitos impostos para a aplicação e, a par-
tir destes, serão construídas algumas maquetas à escala de um smartphone como proposta para
interface do utilizador (front-end).
4.1 Arquitetura Geral do Sistema
Conhecidas todas as preocupações no que concerne às tecnologias necessárias à preparação
do desenvolvimento da aplicação mobile para o buildONE, é possível agora modelar como todas
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as componentes deverão interagir entre si, desde o pedido do cliente até ao retorno do resultado
desse pedido.
A figura seguinte ilustra, de uma forma geral,a arquitetura do sistema que se pretende imple-
mentar.
Figura 4.1: Arquitetura Geral do Sistema
A figura 4.1 é explicada, por etapas, nas seguintes linhas:
1. O ecrã do dispositivo do cliente (utilizador) apresenta uma interface implementada com
HTML5, CSS3, Javascript. A estas tecnologias acrescenta-se ainda o apoio das frameworks
AngularJS e Bootstrap;
Figura 4.2: Tecnologias front-end
2. O cliente efetua uma ação através do seu dispositivo - smartphone, tablet, laptop ou desktop;
Figura 4.3: Smartphone - Tablet - Laptop - Desktop
3. Esse pedido é comunicado por JSON para uma camada de WCF Web Services;
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Figura 4.4: JSON - logótipo
4. O pedido é processado pelo Web Service, codificado por C#;
5. O C# executa uma query à base de dados (SQL SERVER) através do processo LINQ TO
SQL;
6. A base de dados retorna o conjunto de recursos equivalente ao pedido para a camada de
serviços e é transmitido para o cliente - novamente por JSON.
Antes de avançar definitivamente para a implementação, é necessário fazer um levantamento
dos requisitos que a aplicação deverá conter e, a partir dessas especificações, planear o desenvol-
vimento prático.
4.2 Análise e especificação de requisitos
Este projeto apresenta alguns pré-requisitos, isto é, a imposição de restrições com as quais
todas as funcionalidades deveriam ser implementadas.
• Implementação da front-end: a interface deverá ser implementada com HTML5, CSS3,
Javascript. Deve-se ainda, em combinação com estas tecnologias, explorar os benefícios das
frameworks de AngularJS e Bootstrap e ainda outras ferramentas adicionais disponibilizadas
pela AngularUI;
• Implementação da back-end: implementar uma camada de serviços ReST que sejam con-
sumidos pelo cliente. Estes serviços web devem ser implementados especificamente com
WCF.
Importa recordar que a aplicação móvel a implementar, buildONE, diz respeito a uma plata-
forma de gestão da manutenção a equipamentos. Porém, cada intervenção a equipamentos implica
uma componente humana: uma tarefa atribuída a um funcionário específico. O objetivo principal
deste software consiste em providenciar a capacidade de acompanhar o histórico de um equipa-
mento - todas as intervenções a que foi submetido, efetuar estatísticas com dados recolhidos dos
seus contadores, etc - e, paralelamente, acompanhar o estado de situação das tarefas dos funci-
onários - registar observações, saídas de material em armazém, etc. Neste sentido, nas secções
seguintes explica-se com maior detalhe as funcionalidades pretendidas.
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4.2.1 Autenticação
A autenticação é uma funcionalidade importante para esta aplicação. Para este caso permite:
criar segurança à aplicação pois garante acesso às funcionalidades apenas aos utilizadores autori-
zados (com cadastro na organização), uma melhor organização das várias funcionalidades graças
aos diferentes níveis de acesso, permitindo identificar quais as funcionalidades que cada nível de
utilizador tem autorização para aceder, distinguir e registar os utilizadores que efetuaram determi-
nadas ações.
Para esta aplicação, especificaram-se três níveis de acesso de utilizadores:
• Técnico: é o nível mais limitado da aplicação.
• Gestor: é um nível superior ao do Técnico pois disporá de funcionalidades restritas ao
Técnico.
• Administrador: é o nível máximo. O Administrador agrega todas as funcionalidades dos
níveis inferiores, e tem ainda a capacidade exclusiva de gerir os perfis de utilizadores, no-
meadamente de alterar o nível de acesso a que cada utilizador está confinado.
Conhecidas estas condições, doravante, todas os comportamentos de funcionalidades imple-
mentadas serão apenas descritas para o Técnico e Gestor pois é estes casos que interessa estudar.
Os utilizadores deverão autenticar-se utilizando um login com o domínio "dreamo"(exemplo:
dreamo \ jfaria) e password. A aplicação comunicará com o servidor back-end que validará as
credenciais. O servidor verifica se a correspondência login \ password existem no mesmo registo
na tabela da base de dados.
4.2.2 Menu Principal
Efetuada a autenticação de um utilizador, pretende-se que o utilizador seja encaminhado para
uma página principal (Home) e aqui disponha de um menu que o permita optar entrar numa lo-
calização dedicada a Ordens de Trabalho ou Equipamentos. Numa fase mais tardia poderiam-se
adicionar ainda outras opções de navegação.
4.2.3 Ordens de Trabalho
Com a existência de uma autenticação, é possível discriminar a função específica de cada ator
nas páginas seguintes da aplicação.
Na página de Ordens de Trabalho foi solicitado a existência de uma tabela onde seriam lista-
das todas as ordens de trabalho referentes ao utilizador autenticado. Foi especificado ainda que
deveriam ser proporcionados opções de filtros para pesquisar ordens de trabalho por uma gama de
datas ou por um conjunto de campos (pesquisa por nome, ou tipo de tarefa, etc).
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Figura 4.5: Esboço da página Ordens de Trabalho
As tarefas listadas na tabela deveriam encaminhar o utilizador para uma outra página onde
pudesse consultar e atualizar os detalhes dessa tarefa.
Relativamente à tabela, pretendia-se especificamente:
• que nas colunas fossem apresentados os cabeçalhos que permitam a visualização das tarefas
mais relevantes, com o intuito de evitar o excesso de informação;
• ainda no seguimento da especificação anterior, sempre que possível utilizar uma imagem ou
código de cores para substituir um texto e assim providenciar uma perceção mais intuitiva e
imediata do seu significado - exemplo: substituir o nome de um utilizador pela sua foto, ou
assinalar um estado de uma tarefa concluída com um "certo"verde;
• implementar uma extensão de AngularUI para tabelas com um conjunto de ferramentas de
organização de dados já incluídas: ng-Grid;
Relativamente às tarefas, estas podem ter três tipos:
• Em planeamento;
• Ativa;
• Concluída.
Pretende-se que o Gestor seja o único capaz de criar tarefas mas que cada tarefa esteja ini-
cialmente no estado "Em planeamento". Desta forma, o Gestor poderá efetuar as alterações que
entender antes do Técnico ter acesso a ela. A partir deste estado, a tarefa volta a mudar de estado
quando:
• o Gestor clicar em "Ativar"e aqui a tarefa fica no estado "Ativa";
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• o Técnico clicar em "Terminar"e neste caso a tarefa fica no estado "Concluído";
Foi proposto uma vista de históricos de tarefas fácil de consultar e interpretar as várias in-
tervenções ao longo do tempo e uma melhoria no aspeto e apresentação em todos os formulários.
Este foi um problema apontado à aplicação desktop do buildONE: disposição dos elementos pouco
intuitiva e difícil de distinguir estados ativos das caixas de texto dos formulários dado à sua cor
clara e transparente, facilmente miscível com o background. Esta secção deverá ainda conter uma
funcionalidade que permita descarregar/carregar ficheiros do Office ou Acrobat.
Por fim, com o intuito de registar possíveis saídas de armazém ou gastos na realização de uma
ordem de trabalho, foi solicitado um campo onde fosse possível efetuar esse registo, através de
uma janela sobreposta à primeira (modal window).
4.2.4 Equipamentos
Esta secção deverá funcionar de forma semelhante à das Ordens de Trabalho. Difere em
pequenos aspetos de funcionalidades que serão mais percetíveis no capítulo da Implementação.
Realça-se apenas que as intervenções a equipamentos surgem a partir de:
• uma alteração direta do estado (avariada, desativada, operacional, obsoleto) da máquina na
página de detalhes do equipamento;
• a atribuição de uma Ordem de Trabalho do tipo A (Manutenção Curativa de Emergência -
Avaria) ou P (Manutenção Preventiva Ocasional Programada);
4.2.5 Gráficos
Para respeitar um dos objetivos do buildONE, é requisito conseguir acompanhar a evolução
cronológica e todas as intervenções a que um equipamento foi submetido. Neste sentido, foi
solicitada a implementação de gráficos que ilustrem o comportamento das leituras de contadores
de cada equipamento (quando aplicável). Estes gráficos deverão exibir os resultados registados
em cada mês do ano.
Foi também requerido um gráfico que permita ser interpretado como um calendário de tarefas,
isto é, quantidade de tarefas (eixo das ordenadas) em função do tempo. O objetivo é que a visua-
lização deste permita extrair intuitivamente informação sobre o estado de situação macroscópica
de todas as tarefas que o utilizador tenha para executar, ou cujo prazo limite já tenha ultrapassado.
Esta ferramenta tem também o objetivo de apoiar na organização de um funcionário.
4.3 Requisitos não-funcionais
O projeto deverá estar separado por dois módulos distintos: a aplicação móvel (frontend) e o
servidor (backend). Esta separação permite uma preparação de melhorias futuras no que toca a
flexibilidade e implementação de novas funcionalidades.
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A aplicação deverá, nesta fase, ser construída com tecnologias web e ser executada num brow-
ser.
Todas as operações efetuadas com Ordens de Trabalho ou Equipamentos deverão ser armaze-
nadas na base de dados.
A interface deve maximizar a sua usabilidade, nomeadamente sendo consistente, intuitiva e de
fácil navegação.
4.4 Árvores de Casos de Uso
Os casos de uso da aplicação também foram definidos. Desta forma compreendem-se melhor
as restrições a ter em conta para cada nível de acesso de utilizadores (Técnico e Gestor). A imagem
seguinte ilustra os pacotes de casos de uso.
Figura 4.6: Diagrama de Casos de Uso para Gestor (à esquerda) e Cliente (à direita)
De seguida são apresentados apenas três exemplos de detalhes de casos de uso: módulo de
Criar Ordem, Pesquisar/Consultar Ordem, Criar Equipamento.
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Figura 4.7: Detalhes de casos de uso para Criar Ordem
Figura 4.8: Detalhes de casos de uso para Pesquisar/Consultar Ordem
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Figura 4.9: Detalhes de casos de uso para Criar Equipamento
4.5 Base de Dados
Recolhidos todos os requisitos supracitados, foi possível avançar para o delineamento de uma
base de dados que cooperasse em função desse conjunto de requisitos. Resumidamente, seria
necessário implementar três módulos principais que mais tarde deveriam estar preparados para se
interligarem entre si e funcionar em conjunto. Esses módulos são:
• Tabela para equipamentos: este módulo é fulcral pois, o objetivo desta aplicação rodeia-o
- manutenção de equipamentos. Com este módulo é possível criar os equipamentos e outros
dados respeitantes a estes.
• Utilizadores: trata-se do módulo que integra a componente humana para que seja possível
executar/atribuir tarefas associadas a equipamentos;
• Tarefas: este módulo permite a interação entre utilizadores e equipamentos através de or-
dens de trabalho (tarefas).
No capítulo 5 será detalhada a constituição da base de dados.
4.6 Mapa da Aplicação
Com todos os elementos supracitados em mente, torna-se necessário ponderar na organização
que a aplicação deverá ter, as diferentes páginas que a constituirão, a navegação entre elas, a
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distribuição das funcionalidades entre páginas, os comportamentos que deverão adotar e as ações
permitidas em cada página.
O rascunho desta reflexão resultou nos seguintes diagramas. Repare-se que é apresentado um
diagrama para cada caso de uso (Técnico e Gestor).
Figura 4.10: Mapa da aplicação. Versão Técnico
Figura 4.11: Mapa da aplicação. Versão Gestor
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4.7 Maqueta das Interfaces do Front-End
Para concluir este capítulo, falta apresentar um conjunto de mockups (maquetas) que ilustre
a proposta das interfaces da aplicação em função das funcionalidades requeridas. Serve também
este método para transparecer uma dinâmica visual de como a navegação entre páginas deverá
funcionar à dimensão de um smartphone, assim como representar as disposições dos menus, tabe-
las, textos, imagens, formulários, etc. Este processo consiste então na elaboração de um modelo
que sirva de ponto de partida para, progressivamente e com alguns ajustes, alcançar a solução
final. O exemplo que se segue ilustrará um simples procedimento de como alterar o estado de um
equipamento.
A figura 4.12 representa a transição de uma página de login para a página home. O utilizador
deverá inserir o seu Username e Password e, se a autenticação for feita com sucesso, é encami-
nhado para a página principal (home) onde pode ser apresentado um conjunto de widgets, que
neste caso podem ser gráficos de estatísticas de equipamentos. Repare-se ainda que, aquando a
transição, o layout altera ligeiramente ao apresentar um header com as opções de menu e terminar
sessão.
Figura 4.12: Mockup | Login -> Homepage
A figura 4.13 ilustra a disposição de um menu e respetivas opções disponíveis. Aquando a
escolha do menu "Equipamentos", o comportamento resultante é o encaminhamento para a página
"Equipamentos"onde são listados todos os aparelhos disponíveis na base de dados. Essa tabela
apresenta informações como o estado - com apoio de código de cores -, nome do equipamento e
outros dados. Ao clicar em "Equipamento #1"o utilizador é encaminhado para a página de detalhe
desse equipamento (ver figura 4.14).
A próxima figura apresenta a página de detalhes do equipamento onde se tenciona apresentar
todos os detalhes de intervenções a que esse aparelho foi submetido. A forma de como a visu-
alização deste histórico seria apresentada foi alvo de uma reflexão cuidada e surgiu a ideia de
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Figura 4.13: Mockup | Homepage -> Equipamentos
implementar uma timeline para exibir o histórico de cada equipamento. Essa ideia surgiu da ide-
ologia de uma rede social - o Facebook, por exemplo. Criar um "perfil"para cada equipamento
(ou tarefa) pareceu uma boa ideia para registar os seus "eventos de vida"e, dado que cerca de 75%
dos proprietários de um smartphone também têm a aplicação Facebook instalada, a adaptação ao
conceito de timeline deverá ser mais fácil.[51]
Figura 4.14: Mockup |Detalhe de Equipamento
Ao pressionar em "Atualizar"surge uma nova janela sobreposta - denominada modal - com um
formulário para atualizar o estado do equipamento. Note-se que na figura 4.13 o estado do equi-
pamento era apresentado a vermelho (avariado, portanto). Ao pressionar "Operacional"o estado é
atualizado, como se pode constatar na figura seguinte.
Os mockups acima foram criados com apoio da ferramenta online NinjaMock.[52]
Termina assim o capítulo de reunião de materiais. Com todo este planeamento delineado, é
agora possível avançar para a implementação da aplicação móvel.
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Figura 4.15: Mockup | Atualização de estado de equipamento
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Capítulo 5
Implementação
Neste capítulo é descrita a metodologia adotada para o desenvolvimento da aplicação móvel
buildONE, nomeadamente das funcionalidades especificadas na secção 4.2. O objetivo consistiu
em desenvolver uma aplicação assente em tecnologias web cujo front-end fosse construído com
HTML5, CSS3 e Javascript, com recurso às frameworks de AngularJS e Bootstrap, e o back-end
fosse construído com web services assentes numa framework .NET (WCF), com ligação a uma
base de dados SQL SERVER.
Nas próximas secções será descrita a sequência adotada para a implementação de conteúdos,
assim como uma breve explicação de como uma funcionalidade foi construída e como funciona -
como a tabela foi construída na base de dados, como construir um web service e como construir
o respetivo conjunto de funcionalidades no front-end. Na última secção serão apresentadas as
funcionalidades implementadas e será feito um breve detalhe do seu propósito, de particularidades
interessantes a realçar e maiores dificuldades ultrapassadas.
5.1 Metodologia e Descrição
Para a implementação de funcionalidades, o procedimento normalmente consistiu em adotar
um fluxo back-end -> front-end, isto é:
1. construção das tabelas da base de dados;
2. implementação do web service e respetivo teste;
3. implementação dos controladores do AngularJS e respetiva view (template).
Este método permitiu avançar progressiva e estruturadamente, permitindo uma organização
sequencial e fluída da implementação e, desta forma, tornava-se mais fácil detetar/evitar erros.
5.1.1 Base de Dados
A primeira etapa realizada foi a construção de uma base de dados que permitisse armazenar
os dados pretendidos, nomeadamente:
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• utilizadores: para que fosse possível efetuar autenticações e executar/atribuir tarefas;
• ordens de trabalho: para gerir todos os processos relativos a tarefas atribuídas a técnicos;
• equipamentos: para gerir a manutenção dos mesmos.
A versão final das relações das tabelas da base de dados é a que se apresenta na figura seguinte:
Figura 5.1: Relações entre tabelas da base de dados
Esta versão da base de dados não corresponde com a inicialmente planeada. À medida que
se foi implementando código no back-end e na front-end, foi-se sentido a necessidade de ajustar
algumas definições da base de dados. Assim, esta foi construida progressivamente até apresentar
o modelo de dados representado na figura 5.1.
Nas próximas linhas é descrito sucintamente o propósito de cada tabela:
• User: esta tabela é a que armazena todas as informações relevantes sobre os funcionários
que podem trabalhar na aplicação móvel buildONE;
• UserLevel: responsável pela distinção dos vários níveis de acesso dos utilizadores;
• ToDo: tabela que armazena todas as ordens de trabalho e respetivas caraterísticas adicionais;
• ToDoState: guarda todos os estados que uma ordem de trabalho pode assumir (Em planea-
mento, Ativa, Concluída, Cancelada, Atrasada);
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• ToDoLog: regista todas as ocorrências das tarefas: registos de contadores, registo do traba-
lho de horas de eletricista e serralheiro, registo de gastos que o equipamento inspirou, registo
de um resumo efetuado pelo técnico responsável. Neste sentido, esta tabela é a responsável
por armazenar os dados a serem exibidos na timeline da tarefa e por reunir os dados para
um relatório final da tarefa. O identificador da tarefa a ser carregado na timeline é o atributo
ToDoID;
• BoughtItem: regista todas as compras que foram efetuadas para a execução de uma ordem,
assim como o seu custo e quantidade de artigos comprados. Está diretamente associada
à tabela de históricos de equipamentos para que seja possível distinguir em que ponto da
cronologia do histórico dessa tarefa foi registada a compra;
• ToDoTag: tipo de ordens que podem ser efetuadas:
A - Manutenção Curativa de Emergência - AVARIA
B - Beneficiação
P - Manutenção Preventiva Ocasional Programada
PS - Manutenção Preventiva e Sistemática
• Equipment: regista a existência de todos os equipamentos, assim como alguns atributos
extra;
• EquipmentLog: regista todas as intervenções efetuadas a um determinado equipamento;
• EquipmentState: regista todos os estados que um equipamento pode assumir:
Operacional
Fora de Serviço
Em manutenção
Desativado
• EquipmentType: armazena o tipo com que um determinado equipamento se carateriza;
• EquipmentModel: armazena os modelos e marcas de um equipamento;
• EquipmentLocal: regista o local onde esse equipamento foi instalado;
• EquipmentSupplier: regista a informação do fornecedor de um determinado equipamento;
5.1.2 Criação de um Web Service
Supõe-se, para efeitos de exemplo, que se está a criar um serviço para obter os dados de todos
os equipamentos registados na base de dados - getAllEquipments(). O procedimento nesta etapa
consistiu em, primeiro, criar uma classe wsEquipment onde é definido o Data Contract, isto é, o
conjunto de dados abstratamente "acordados"trocar entre cliente e servidor.
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Figura 5.2: Data Contract
De seguida, disponibilizar um serviço na interface (IService1.cs) declarando, assim, uma Ope-
ration Contract para definir os parâmetros e os valores de retorno desta operação.
Figura 5.3: Interface de serviços web
Como se pode observar, o método invocado é o List<wsEquipment> GetAllEquipments().
Isto é, com este serviço, espera-se retornar uma lista de elementos da classe wsEquipment, e o
conjunto de instruções a operar para obter essa lista está definido em Service1.svc.cs. Na figura 5.4
é possível observar parte do código C# para se obter uma lista de todos os equipamentos registados
na base de dados.
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Figura 5.4: Implementação do método GetAllEquipments()
Note-se a existência de uma query extra em cada ciclo que tem como função identificar o nome
do estado do equipamento que está associado ao atributo EquipmentStateID de cada equipamento.
Por último, resta testar se a implementação foi bem sucedida. Os testes de consumo de serviços
foram feitos através de um browser, utilizando o URL localhost:62250/Service1.svc/nomeServiço,
onde o "nomeServiço"neste caso seria getAllEquipments.
Figura 5.5: Teste de consumo de serviços
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Note-se que o procedimento de teste supracitado deve-se aplicar quando se trata de um método
GET. Mas quando se tem um método POST, dado que os parâmetros não são passados através do
URL, utilizou-se uma ferramenta de teste chamada JSON "POST"Web Service tester. Com esta
ferramenta foi possível testar serviços todos os serviços que envolveram o método POST, sendo
estes serviços todos aqueles que tiveram como destino criar, eliminar ou atualizar registos nas
tabelas da base de dados.
Figura 5.6: Ferramenta para teste dos serviços invocados por POST
5.1.3 Front-End
Na implementação da front-end da aplicação julgou-se que o procedimento genérico mais
intuitivo seria, primeiro, criar o suporte visual de como apresentar/solicitar os dados, isto é, criar
a vista (view). De seguida configurar o controlador associado àquela view, isto é, definia-se a
manipulação a que os dados a transmitir/receber deveriam ser submetidos. Por fim, é configurada
o módulo de serviços do Angular (services) que é o responsável por invocar os serviços do back-
end e, assim, transmitir os dados ou a ordem que se pretende processar.
Antes de se proceder a qualquer uma destas implementações, para o AngularJS funcionar devi-
damente é necessário criar um módulo central da aplicação que irá gerir todos os outros módulos
e gerar os comportamentos desejados da aplicação. Neste projeto existe um ficheiro app.js que
centraliza todos os módulos da aplicação e configura as ações desses módulos do AngularJS e
distribui os vários recursos de acordo com a interação do cliente.
Especificamente, este ficheiro contém a injeção (declaração) de vários módulos distribuídos
pela aplicação. Certo módulos não funcionam com a biblioteca padrão de AngularJS porque
não estão inseridos nela, então é preciso inserir os respetivos scripts adicionais no index.html
e, posteriormente, alguns desses módulos devem ser declarados (injetados) no ficheiro app.js.
Alguns desses módulos são propositadamente incluídos desta forma para tornar a separação de
funções de código o mais organizada possível. São exemplo o módulo uONEControllers, onde
se confinam todas as ações relativas a controlos, o uONEServices, onde estão guardadas todas as
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invocações de serviços via http e o uONEMainCtrl, que está responsável pela controlo do menú
lateral.
Figura 5.7: Ficheiro app.js da aplicação
A figura 5.7 ilustra ainda algumas configurações que definem o comportamento da aplicação.
A figura exibe, nomeadamente, as configurações necessárias para que a invocação de web services
(via http) contenha as definições necessárias para que a aplicação possa consumir serviços do
back-end.
Os módulos ngCookies, ngResource, ngRoute, ngGrid, chart.js e angularModalService são
extensões para, respetivamente, trabalhar com cookies do browser (aquando a autenticação), para
efetuar pedidos a serviços via http, para gerir a navegação de páginas, para manipular opções
das tabelas do tipo ngGrid, para extender funções de construção de gráficos e para poder utilizar
janelas sobrepostas (modals).
A figura seguinte serve de apoio para descrever, de uma forma resumida, a sequência interna de
acontecimentos despoletada pelo pedido efetuado por um utilizador (listar todos os equipamentos,
por exemplo).
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Figura 5.8: Sequência de ações no cliente
No módulo central da aplicação (denominado uONEApp e definido no ficheiro app.js) está
configurado o serviço $route. Esta componente permite especificar que, para um dado URL in-
dicado no browser, o AngularJS deverá carregar e exibir uma view e ativar um controlador que
providencie os dados a serem apresentados nessa view. Essas routes são criadas através da in-
vocação de funções no serviço $routeProvider como uma configuração em bloco. O código da
figura 5.9 define que quando o URL do browser altera-se para /eq, o AngularJS carrega o tem-
plate views/after_authentication/eq/equipamentos.html e indica que o controlador EquipmentsCtrl
é quem gere esta view.
Figura 5.9: Configuração do serviço $routeProvider
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O controlador EquipmentsCtrl é então iniciado. Repare-se pela figura 5.10, inicialmente são
invocadas um conjunto de funções que devem ser executadas assim que o template é carregado.
Repare-se ainda na declaração (injeção) de dependências logo na primeira linha. Esta declaração
permite este módulo mapear e conhecer todos os módulos e componentes adicionais que o Equip-
mentsCtrl irá aceder. Por exemplo, o objeto $scope é o mecanismo utilizado para expor os dados
para as views. É como se fosse um contexto utilizado para fazer alterações ao modelo observável.
o $rootScope é o mecanismo que funciona para todos os contextos pois, os dados aqui armazena-
dos funcionam como variável global. O EquipmentService é um sub-módulo do módulo services
onde estão definidas todos os consumos de serviços http a serem efetuados.
Figura 5.10: Configuração do controlo EquipmentsCtrl
A função getAllEquipments() - executada no início - tem como propósito obter os dados dos
equipamentos e guardá-los numa variável $scope.equipments para mais tarde serem carregados
numa grid. Esses dados são obtidos através da invocação de um serviço do AngularJS, definido
no módulo services: EquipmentService.getAllEquipments().
O método factory() é uma forma simples de configurar um serviço. Como se pode observar
pela figura 5.11, primeiro é definido o urlBase que consiste no caminho base que qualquer serviço
seguirá. Depois são definidas as funções deste sub-módulo em que para cada função deverá ser
definido o método de consumo de serviço via http (get ou post) e o endereço desse serviço. Neste
exemplo, o método utilizado é o $http.get, e o caminho é o http://localhost:62259/Service1.svc/getAllEquipments.
Como já observado na secção 5.1.2, o pedido é efetuado para o servidor e este retorna os dados
pedidos embrulhados em JSON. Nesta fase existe um conjunto de retornos desses dados até que os
dados chegam ao controlador EquipmentsCtrl e são armazenados na variável $scope.equipments.
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Figura 5.11: Configuração dos serviços EquipmentService
Figura 5.12: Opções da Grid equipamentos
No controlador são definidas ainda as definições da grid onde se tenciona preencher os dados
dos equipamentos. Para este efeito foi utilizado um módulo complementar ao AngularJS: ngGrid.
A ngGrid consiste numa tabela com um vasto conjunto de funcionalidades pré-implementadas:
ordenação de conteúdo, agrupamento, filtragem livre, etc. Para definir o conteúdo a apresentar
nas colunas basta indicar os arrays que constituem a variável $scope.equipments na opção field e
definir um displayName para legendar a respetiva coluna.
O resultado final na view será uma tabela preenchida com os valores solicitados, como ilustra
a figura seguinte:
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Figura 5.13: Vista da Grid
Reitera-se que esta descrição foi feita de uma forma resumida e com um exemplo prático e
relativamente simples para melhor entendimento, por parte do leitor, da interação entre as várias
componentes da arquitetura desta aplicação. Um processo muito semelhante a este seria o proces-
samento de um pedido para consulta de detalhes de um determinado equipamento. O mecanismo
$route detetaria uma especificação no URL (/eq/idEquipamento) e, para estes casos, seria consu-
mido um serviço que retornaria um conjunto de informações do equipamento cujo identificador
seria o idEquipamento. Um outro processo mais comum nesta aplicação seria, por exemplo, o
de adicionar um novo equipamento na aplicação que implicaria a invocação de serviços através
do método POST. Neste caso, a informação a registar na base de dados não é colocada à vista
no URL, mas sim diretamente transmitido para o respetivo serviço invocado - createNewEquip-
ment(). Neste caso, o servidor apenas retornaria uma mensagem de sucesso ou de erro, consoante
a concretização ou não da operação.
5.2 Funcionalidades Implementadas
Depois de descrito a sequência de trabalho adotada para a implementação, assim como a breve
descrição do funcionamento interno dos vários módulos da aplicação, será agora abordado as
funcionalidades mobile implementadas. O principal objetivo nesta fase consistia em satisfazer
os objetivos da dissertação (ver secção 1.2) e respeitar a análise de requisitos levantada na sec-
ção 4.2 mas, com especial atenção de analisar uma forma de manter as funcionalidades principais
do software buildONE replicadas em modo mobile de modo oferecer aos funcionários as melhores
condições de usabilidade possível. Nas próximas subsecções essas funcionalidades serão aborda-
das, explicadas e serão analisadas e fundamentadas as soluções da conversão desktop -> mobile.
Ao longo desta secção serão efetuadas comparações do aspeto e performance das funcionalidades
mobile implementadas com as do software buildONE original.
5.2.1 Layout e esquema de navegação entre páginas
A primeira etapa realizada foi definir um espaço onde exibir a aplicação e as suas funcionali-
dades: um workspace.
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O design para dispositivos móveis merece uma especial atenção, uma vez que o espaço de
exibição de dados é reduzido em comparação com um desktop ou laptop, por exemplo, e é preciso
providenciar uma experiência agradável ao utilizador. Os utilizadores contam ter um acesso rápido
a todos os dados. Assim, é fundamental que as suas exigências e necessidades estejam adaptadas
à dimensão da interface.[53] Por conseguinte, tomou-se atenção a dois aspetos: os elementos
necessários do layout e o comportamento dinâmico (responsive) que todo o layout deverá assumir
quando altera de ambiente: laptop <-> smartphone.
O layout desta aplicação é composto por cabeçalho (header), menu lateral (sidebar menu)
e conteúdo (content). O header deverá prestar apoio para a localização de menus e de ações
associadas ao utilizador - terminar sessão, por exemplo. O menu lateral deverá conter todas as
opções de navegação entre as páginas da aplicação entre outras funcionalidades extra, como filtros
à informação a exibir no conteúdo. O conteúdo deverá ser o espaço exclusivamente dedicado para
colocar a informação principal a exibir.
Figura 5.14: Layout da aplicação (versão laptop)
Numa aplicação de uma só página (single-page app), é importante a gestão de navegação
entre páginas. À medida que a aplicação é desenvolvida e se torna mais complexa, é preciso
encontrar uma forma que permita o utilizador compreender o esquema de navegação. O AngularJS
possui uma funcionalidade para separar os layouts da informação a apresentar no página (conteúdo
ou content) a partir de várias views que são geridas a partir do caminho URL específico que as
identifica. Essa funcionalidade gere, portanto, os caminhos das páginas da aplicação, inclusive
permitir tirar proveito do histórico de navegação do browser, permitindo ações ’retroceder’. Essa
ferramenta é a $routeProvider (proveniente do serviço $route), já abordada na secção 5.1.3.
Para ativar esta gestão de páginas basta na página de layout utilizar a diretiva ng-view e nesse
ponto específico é onde serão geridas as views a serem exibidas.[34][35]
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Figura 5.15: A diretiva ng-view
Resta referenciar um aspeto importante no que toca à dinâmica do layout. Uma aplicação
deverá ser capaz de identificar a resolução do ecrã do aparelho que a está a operar, isto é, a apli-
cação pode ser acedida por um desktop, um tablet ou um smartphone. Cada um destes aparelhos
tem o tamanho de ecrã distinto, respetivamente mais pequeno. Para maximizar a experiência do
utilizador, a aplicação deve reorganizar a sua estrutura em conformidade do aparelho que a opera.
Neste trabalho, esta funcionalidade é assegurada por uma biblioteca de Bootstrap e por um script
que acompanhou o template do layout.[54]
Figura 5.16: Layout da aplicação em versão smartphone
Para encerrar esta secção, o design do layout desta aplicação é livre para ser utilizado sem
encargos financeiros e foi descarregado do site http://designscrazed.org/. [55]
5.2.2 Autenticação
Como já referido na secção 4.2.1, a autenticação é uma funcionalidade importante nesta apli-
cação, não só para gerir quem deve ter acesso ao sistema, mas também para permitir a gestão de
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trabalho devido aos níveis de acesso dos utilizadores.
Por motivos de usabilidade, decidiu-se seguir o exemplo da simplicidade da Google no que
toca à objetividade das suas funcionalidades: qualquer página com informação deve ser capaz de
captar a atenção de um utilizador e simplificar ao máximo o modo como apresenta essa informação
para a transmitir da forma mais eficaz possível.[56] Neste caso, na página de login, o utilizador
deve apenas concentrar-se no real objetivo desta página:
1. inserir username;
2. inserir password;
3. ’Entrar’.
Assim sendo, a página de login apenas inclui como objetos visuais duas caixas de texto para
inserção das credenciais do utilizador e um botão para submeter essa credenciais. O logótipo do
buildONE é também apresentado como elemento identificativo da aplicação para a qual o utiliza-
dor está a autenticar-se. Por fim, por motivos estéticos, utilizou-se uma imagem de fundo esbatida
que representa o edifício do UPTEC, onde está sedeada a empresa que desenvolveu o buildONE.
Enquanto o utilizador não estiver autenticado, não poderá interagir com nenhum menu da aplica-
ção ou qualquer outra funcionalidade. Por este motivo não é exibido o cabeçalho e o menu lateral
na página de login.
Figura 5.17: Página de login (versão smartphone)
Quando o utilizador insere as suas credenciais e clica em "Entrar", há um conjunto de ope-
rações que ocorrem. É chamada uma função LoginUser que transporta um objeto de dados (o
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username e a password inseridos). Esses dados são transmitidos via http para o servidor através
do método POST. No lado dos serviços web, a primeira etapa consiste em extrair os valores da
string JSON e verificar se aquela combinação de username e password existem no mesmo registo
na tabela Users da base de dados. Se não existir, o servidor retorna uma string nula que na apli-
cação cliente é interpretada como insucesso da ação. Mas se a ação for bem sucedida, o serviço
retorna alguns dados sobre o utilizador recém-autenticado, nomeadamente o seu ID, nome e nível
de autenticação. De seguida, a aplicação cliente grava esses valores como variáveis globais e, até
que a sessão seja terminada, essas variáveis serão consultadas para verificar as permissões que o
utilizador tem e registar o seu nome nas ações tomadas. Por último, o controlador da página de
login altera o URL para a página inicial /home.
Uma funcionalidade importante igualmente implementada é a de manter o utilizador autenti-
cado até o mesmo terminar a sessão, mesmo que entretanto exista uma atualização (refresh) de
página. O seguinte excerto de código é o responsável por essa funcionalidade.
Figura 5.18: Código para manutenção de autenticação
O bloco .run é o elemento necessário para arrancar uma aplicação. É executado depois de
todos os módulos serem configurados. Este pedaço de código é também o responsável por bar-
rar o acesso a URL’s diferentes da página de login quando não existe registo do utilizador estar
autenticado.
5.2.3 Equipamentos
As funcionalidades associadas aos equipamentos são o núcleo do projeto visto tratar-se de uma
aplicação que deve gerir a manutenção de equipamentos. Pretendia-se implementar em formato
mobile um conjunto de funcionalidades com comportamento semelhante ao software buildONE.
Seria importante manter a nomenclatura já previamente utilizada na aplicação-mãe assim como,
sempre que possível, manter o aspeto dos objetos e conteúdo de tabelas. Porém, como se trata
de uma aplicação a adaptar-se ao ambiente mobile, alocado num ecrã mais reduzido, algumas
situações requerem maior preocupação no que toca à disposição e exibição de elementos, com
principal atenção à usabilidade do utilizador.
A primeira funcionalidade implementada neste âmbito foi a de exibição de informação ge-
ral sobre os equipamentos existentes nas instalações. Tinha-se como requisito a disposição dessa
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informação numa ng-grid. A ng-grid, como já referenciado na secção 5.1.3, é uma tabela que
pertence às extensões da framework da AngularUI e disponibiliza bastantes ferramentas pré-
implementadas orientadas ao utilizador que apoiam a navegação do mesmo. Alguns exemplos:
com recurso ao "drag and drop"pode-se arrastar o título de uma coluna para o cabeçalho da ng-grid
e toda a informação fica agrupada em função do título dessa coluna. Pode-se também organizar
os dados da tabela de forma ascendente ou descendente, definir tamanhos e espaçamentos entre
colunas e linhas, efetuar pesquisas livres, etc.
A funcionalidade que se pretendia reproduzir em versão mobile deveria apresentar um aspeto
semelhante ao da figura seguinte:
Figura 5.19: Tabela de Consulta de Equipamento (buildONE)
Porém, inserir todos estes cabeçalhos na aplicação móvel seria problemático devido a motivos
de espaço e excesso de informação a ser exibido num ecrã tão reduzido. Assim, a abordagem
a seguir consistiu em dois fatores: selecionar a informação mais preponderante na perspetiva de
um técnico que irá interagir com esta ferramenta; substituir pedaços de texto-chave por ícones
sugestivos, o que permitiria poupar muito espaço e tornar a leitura de informação mais rápida e
intuitiva. Assim, os campos escolhidos foram:
• o estado: em vez de ser apresentado na forma de texto é apresentado com ícones sugestivos.
O estado "Operacional"é apresentado na forma de uma engrenagem com uma animação ro-
tativa. O estado "Em manutenção"é apresentado na forma de uma chave inglesa com fundo
amarelado. O estado "Fora de serviço"aparece na forma de uma tomada elétrica desligada
da rede elétrica com fundo avermelhado. O estado "Desativado"é apresentado através de
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um ícone de um caixote do lixo, com fundo vermelho. Apesar dos ícones sugestivos, es-
tes devem ser acompanhados de uma legenda que os distinga em caso de dúvida. Assim,
existe um bloco escondido sobreposto às imagens que exibe o respetivo significado textual
e este bloco surge quando o rato passa por cima do ícone (no caso da visualização ser feita
num laptop ou superior) ou quando o utilizador carrega com o dedo no ícone na versão
smartphone (ver figura 5.20);
• o equipamento: consiste no nome do equipamento. Este campo é fundamental para a
identificação do mesmo;
• o tipo (ou Grupo): este campo foi escolhido por ser um elemento distinto no apoio à pes-
quisa por filtragem, isto é, se o utilizador tenciona encontrar um equipamento que se insere
na grupo dos "Transportadores", basta ordenar a coluna por ordem alfabética ou pesquisar
diretamente no filtro de pesquisa livre digitando a palavra que se pretende.
Figura 5.20: Tabela de Consulta de Equipamentos (versão smartphone)
A segunda funcionalidade implementada foi a de registo de um novo equipamento.
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Figura 5.21: Formulário de Novo Equipamento Equipamento (buildONE)
A solução mobile aplicada para esta funcionalidade consistiu em criar o formulário dentro de
uma modal. Uma modal é uma janela subordinada de uma janela principal, isto é, surge sobreposta
à janela principal como forma de realçar a sua presença e requer que o utilizador interaja com
esta antes de voltar à janela-mãe. É uma solução aplicável em dimensão mobile pois é bastante
acessível, o formulário ocupa grande parte do ecrã tornando todos os elementos bem visíveis
e facilmente interativos. A figura seguinte representa este formulário de "Novo Equipamento".
Optou-se por selecionar uma imagem da versão laptop para que se consiga observar melhor o
impacto da modal.
Figura 5.22: Exemplo de Novo Equipamento (versão laptop)
Por uma questão de comodidade, foi criado um botão "Submeter e Adicionar Outro"para as
circunstâncias em que o utilizador tenciona acrescentar de uma só assentada uma lista de equi-
pamentos. Quando o utilizador pressiona esse botão, o controlador da página envia o formulário
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preenchido para o respetivo serviço que trata de registar o novo equipamento na base de dados e,
logo de seguida, o controlador coloca o objeto de dados desse formulário em branco para que seja
possível adicionar imediatamente outro equipamento. A tabela de equipamentos é imediatamente
atualizada e insere o novo elemento aquando o registo de um novo equipamento.
Note-se ainda que na figura 5.10 existem um conjunto de funções que são executadas logo
ao carregar a view de equipamentos. Essas funções são necessárias para preencher as caixas de
seleção do formulário, nomeadamente os campos "Tipo", "Marca", "Fornecedor", "Local", Estado.
A caixa de seleção "Modelo"é carregada com a informação de modelos disponíveis em função
da marca selecionada na caixa "Marca"permitindo assim ao utilizador identificar a que modelo
corresponde uma determinada marca.
A terceira funcionalidade implementada diz respeito à consulta detalhada de equipamentos. A
aplicação-mãe do buildONE apresenta nesta etapa uma solução organizada por separadores.
Figura 5.23: Detalhes de Equipamento (buildONE)
O separador "Dados"apresenta a informação do equipamento e permite efetuar edições ao
seus dados. O separador "Documentos"é onde são carregados ficheiros PDF, excel ou outros,
que oferecem informações do equipamento - manual de utilização, data sheet, etc. O separador
"Ordens de Serviço"agrupa um histórico de todas as tarefas que envolveram este equipamento.
Por fim, o separador "Contadores"é onde são exibidos dados e gráficos relativos ao performance
do equipamento.
A solução mobile implementada para reproduzir esta situação foi muito semelhante. A solução
dos separadores funciona bem quando a viewport está definida na dimensão laptop ou superior.
Mas para uma dimensão smartphone, a disposição dos separadores tende a ficar desorganizada e
nada intuitiva. Assim, experimentou-se a implementação de caixas colapsáveis em detrimento de
separadores.
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Figura 5.24: Detalhes de Equipamento (versão smartphone)
A caixa "Ficha Técnica"corresponde ao separador "Dados". É aí que se encontram os dados
do equipamento e onde é possível editá-los. A edição desses dados surge numa forma muito
semelhante à da inserção de um novo equipamento: através de uma modal. Esta modal possui um
formulário igual ao do registo de novo equipamento, com a diferença de todos os campos estarem
carregados com os valores atuais do equipamento.
A caixa "Registos"é onde é registada a informação sobre contagens e gráficos construídos a
partir dos valores dessas contagens. Se o equipamento não possuir contador, a caixa não é visível.
Na caixa "Ordens de Trabalho"é onde são registadas, numa tabela, as ordens associadas a este
equipamento.
Por fim, a caixa "Histórico"é uma inovação na plataforma mobile. Consiste na implementação
de uma timeline que descreve todo o percurso durante o tempo de vida daquele equipamento. Esta
funcionalidade está preparada para acrescentar uma nova ocorrência na linha temporal sempre
que é detetada uma alteração no estado do equipamento. Está também preparada para detetar a
data em que essas alterações foram efetuadas e, quando são detetadas ações em dias diferentes,
é acrescentada uma nova label na linha temporal. Estas labels agregam todo um conjunto de
ações que aconteça na mesma data. São ainda registadas as horas da ocorrência, assim como o
estado da máquina reportado naquela data e o funcionário que efetuou essa intervenção. Para
apoio de leitura de informação, cada alteração de estado é acompanhado de um ícone sugestivo,
já previamente discutido. Esta timeline é carregada a partir de cada registo efetuado na tabela
de históricos dos equipamentos em função do ID que identifica o equipamento a consultar. A
implementação de uma timeline justifica-se pela facilidade visual e intuitiva de obter informação
relativa ao equipamento.
A extensão vertical das caixas colapsáveis podem representar uma séria desvantagem quando
o conteúdo interno é muito extenso pois, para aceder aos outros menus será necessário efetuar
vários swipes - no caso de um smartphone - ou um conjunto de scrolls com o rato no caso de um
laptop ou superior. Esta desvantagem foi atenuada através da escolha ponderada da disposição
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das caixas colapsáveis. Dado que a caixa com maior probabilidade de se extender verticalmente
é a de "Histórico", então esta foi colocada na última posição onde, quando estiver na posição
"expandida", não irá implicar que o utilizador realize um movimento descendente para alcançar
o menu pretendido, ou ascendente com o intuito de colapsar a caixa para alcançar o menu. As
restantes caixas terão conteúdo fixo ou, expectavelmente, pouco extenso.
Outra alternativa consistiria em implementar os separadores em versão mobile mas estes serem
apenas visíveis enquanto a viewport for maior que 767px. Quando inferior, os separadores seriam
apresentados na forma das caixas colapsáveis ou seriam exibidos dentro do menu lateral.
5.2.4 Ordens de Trabalho
As funcionalidades associadas às ordens de trabalho são as que interligam os módulos de equi-
pamentos e utilizadores da aplicação pois, é a partir das ordens de trabalho que se torna possível
intervir num equipamento e, assim, surge o seu histórico. O objetivo deste módulo é providen-
ciar ao técnico responsável pela intervenção no equipamento uma ferramenta que o permita anotar
situações relativas ao equipamento: registar peças compradas e obter gráficos de custos com es-
ses dados, registar um resumo do estado do equipamento e da intervenção efetuada, registar uma
contagem periódica, registar horas de serviço do eletricista, serralheiro ou outros serviços subcon-
tratados. Estes registos permitem que, mais tarde, sejam feitos gráficos e outros balanços para
melhor compreender a performance do equipamento e controlar despesas que a organização teve
com determinado equipamento.
Nesta fase, as funcionalidades a implementar deverão soar muito familiares ao previamente
observado. Na verdade, a maior parte das funcionalidades seguem o padrão de serem listados
dados numa tabela geral, cada linha dessa tabela permite consultar detalhadamente esse dado e,
adicionalmente, é possível criar, editar ou eliminar um dado. As funcionalidades das ordens de
trabalho são muito semelhantes às de equipamentos, com ligeiros ajustes devidamente orientados
ao seu propósito.
A primeira funcionalidade a implementar foi a de uma tabela onde seriam listadas as informa-
ções relativas às ordens de trabalho. A aplicação-mãe utiliza a seguinte tabela:
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Figura 5.25: Lista de ordens(buildONE)
À semelhança do discutido na secção de Equipamentos, aqui também se revela necessário
ponderar qual a informação principal que deverá constar na tabela e, para este caso, concluiu-se
que devem ser aplicadas duas tabelas distintas com informações diferentes: uma que sirva melhor
ao propósito do Técnico e outra que sirva o propósito do Gestor.
Para o caso do Técnico, para melhor o apoiar na sua tarefa, os campos disponibilizados são os
do estado da tarefa (Ativa, Cancelada, Concluída), a designação dessa tarefa, o tipo e o prazo limite
proposto. Também, por uma questão de comodidade, é disponibilizado um botão que permite o
Técnico dar como concluída a ordem.
Figura 5.26: Lista de ordens, vista do Técnico (versão smartphone, horizontal)
O Gestor, por sua vez, tem acesso a outro conjunto de informação dessa tabela. O Gestor
visualiza o estado, a designação da tarefa, o tipo, o executante responsável e o prazo limite. Pode
ainda criar, ativar tarefas ou cancelá-las.
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Figura 5.27: Lista de ordens, vista do Gestor (versão laptop)
A ativação de tarefas é uma funcionalidade que transita da aplicação-mãe e que está apenas
ao dispor do Gestor. Isto porque toda a submissão de tarefas passa primeiro por uma fase de
planeamento onde o Gestor pode alterar inúmeras vezes os detalhes da tarefa até a ativar.
Figura 5.28: Ordem em planeamento, vista do Gestor (versão smartphone, horizontal)
Uma ordem em planeamento existe apenas à vista do Gestor que a criou. Somente aquando a
ativação de uma tarefa é que na vista do Técnico executante definido a ordem aparece disponível.
O processamento de dados para preenchimento da tabela é feito com algum cuidado para que
a informação devida seja exibida ao utilizador devido, conforme o seu número de ID e o seu nível
de sessão: um Técnico só conseguirá ver as ordens que lhe foram atribuídas enquanto que o Gestor
terá acesso a todas as ordens que atribuiu a alguém. Esta lógica está implementada no lado dos
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serviços e consegue distinguir quem é o utilizador autenticado porque o pedido getAllOrders()
é feito através de um POST que envia para o servidor alguns dados globais gravados aquando
a autenticação (ID do utilizador) e retorna uma lista de ordens que digam respeito ao ID desse
utilizador.
As ordens são gravadas dentro de um objeto chamado ’orders’ e são carregadas para uma
tabela ngGrid.
Figura 5.29: Configuração da ngGrid
É possível definir que um determinado atributo do objeto orders irá ocupar uma determinada
coluna da ngGrid, mas é também possível formatar como esses dados serão apresentados na tabela
através de cellTemplates. Repare-se que a primeira coluna da figura 5.27 - Estado - em vez de
ser apresentado o ID do estado da ordem de trabalho, esse valor é substituído por uma imagem
sugestiva. Isto é possível através do cellTemplate que consiste apenas numa página HTML que
apresentará um determinado aspeto em função do que seja implementado na respetiva página
HTML. Algo semelhante acontece com os botões Ativar ou Cancelar. A diferença é que estes
não dependem de um valor do objeto ’orders’, mas têm a capacidade de transportar dados dessa
mesma linha no que toca ao desempenhar a sua função: Ativar Ordem ou Cancelar Ordem.
Figura 5.30: Excerto de código da cellTemplate para ativação de ordem
As respetivas funções despoletadas recebem o ID da ordem daquela linha e transportam-no
para um serviço que trata de alterar o estado da ordem para Ativa!, ou parte para outro serviço que
altera o seu estado para Cancelada. O excerto de código acima demonstra que quando é detetado
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um click no botão "Ativar", é invocada uma função activateOrderNow que transmite parâmetros
como o ID, o nome do executante definido dessa ordem, etc.
O Gestor tem ainda a capacidade exclusiva de adicionar uma nova ordem. À semelhança do
que aconteceu para os equipamentos, neste caso o formulário também surge através de uma janela
modal.
Uma outra funcionalidade implementada foi a de filtros de ordens. Esses filtros permitem o
utilizador filtrar as ordens cuja data limite seja a do dia atual ("Hoje"), datas posteriores ao do dia
de hoje ("Futuro"), pesquisa por intervalo de tempos e pesquisa pelas ordens arquivadas.
Figura 5.31: Filtros de ordens (versão smartphone)
Estes filtros estão localizados no menu lateral. Note-se que o menu lateral e o conteúdo da
página são geridos por controladores diferentes. Para esta implementação se concretizar, foi ne-
cessária a criação de um serviço de AngularJS que permitisse partilhar valores das variáveis entre
controladores. Isto é, os filtros do menu despoletavam consumiam um serviço no back-end, e
guardavam o valor retornado pelo servidor. No conteúdo da página, mais especificamente a view
ordens de trabalho, o controlador respetivo aguardava obter um valor na variável orders para pre-
encher a tabela.
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Figura 5.32: Excerto de código da partilha de dados entre controladores
A partilha de dados entre os controladores foi feito através do método ShareService.addShare(share)
que consiste no meio de armazenar o valor de uma variável e, posteriormente efetuar um $rootS-
cope.$broadcast(’UPDATE_CHILD’) que, basicamente, consiste em forçar todas as instâncias
UPDATE_CHILD atualizarem o valor da respetiva variável.
Outra funcionalidade implementada, à imagem da secção de equipamentos, foi uma página
que permitisse consultar e editar detalhes de uma ordem, assim como registar o decorrer dessa
mesma ordem. O buildONE apresenta o seguinte aspeto:
Figura 5.33: Detalhes de ordens(buildONE)
Uma vez mais a aplicação apresenta uma organização de funcionalidades distribuída por sepa-
radores. O separador "Planeamento"é onde os detalhes da ordem a ser executada ficam registados.
O separador "Registo"é onde o técnico executante declara tudo o que teve que fazer na realização
da tarefa. Isso implica escrever um pequeno resumo sobre a ocorrência, assim como registar horas
de serviços do serralheiro, eletricista e outros e também registar saídas de peças do armazém e a
compra de peças.
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Para a aplicação mobile, desta vez manteve-se os separadores apenas para efeitos de compara-
ção com a situação dos Equipamentos.
Figura 5.34: Separador "Registo"
O separador "Registo"foi implementado de forma a servir de visualização do paradeiro da
ordem. Isto é, supondo que esta ordem demora três dias a ser executada, e que no primeiro dia foi
contabilizada uma hora de eletricista, doravante, até nova alteração, essa hora aparecerá por defeito
na caixa de texto. Assim como o resumo. Outra funcionalidade implementada no "Registo"foi a
inclusão de uma tabela que permita compreender as aquisições feitas no decorrer desta tarefa. As
aquisições, porém, são efetuadas noutro separador.
Figura 5.35: [Separador "Aquisições"(versão smartphone)
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Por fim, implementou-se também neste sector uma timeline que permita compreender a evolu-
ção da ordem de trabalho. Esta funcionalidade está preparada para reagir a qualquer modificação
nova num determinado campo ou a detetar uma situação diferente da anterior. Isto é, se o re-
sumo foi alterado em dois instantes distintos, na timeline é indicado que o resumo sofreu uma
atualização e em que instante.
Figura 5.36: Separador "Histórico"(versão smartphone)
Quando a ordem é dada como "Concluída"no final da timeline é criado um último bloco que
reúne a informação final de todos os campos submetidos, como se de um relatório tratasse.
Esta timeline é construída através da ferramenta do AngularJS ng-repeat. Isto é, sintetica-
mente, todas as alterações ou atualizações de ordens de trabalho são copiadas para uma tabela
que regista os históricos dessa tarefa. Cada intervenção na ordem implica um novo registo nessa
tabela. Então, a listagem desses dados na timeline é feita através de um serviço que retorna todos
os valores da tabela de históricos que digam respeito a um determinado ID de ordem de trabalho.
Uma vez carregada esse array de dados, o ng-repeat percorre esses dados em ciclo e imprime re-
petidamente a estrutura HTML e escreve em cada estrutura a correspondente informação do ciclo
respetivo.
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Figura 5.37: Implementação da timeline
5.2.5 Gráficos
Um outro conjunto de funcionalidades importantes do buildONE é a existência de gráficos que
permitam o utilizador extrair dados estatísticos sobre tarefas e sobre equipamentos e interpretá-
los como indicadores de desempenho (tipo de ordem de trabalho que envolveu mais custos, maior
ocorrência de um determinado tipo de ordens de trabalho, equipamento mais que implicou maiores
custos de manutenção, etc). Foram construídos alguns gráficos que permitam efetuar estatísticas
relativas a características das máquinas e a tarefas:
• apresentar comparações mensais de registos dos contadores de alguns aparelhos;
• apresentar num gráfico a quantidade de ordens ativas, concluídas, canceladas, atrasadas, etc;
• implementar um gráfico que permita ao utilizador compreender o estado de situação do
conjunto de tarefas pelo qual é responsável;
Foram implementados dois gráficos, com o aspeto "donut". Um apresenta um estado de si-
tuação de ordens de trabalho, apresentando o número de ordens de trabalho que estão ativas,
canceladas, em atraso ou concluídas. O segundo faz uma estatística do tipo de ordens de trabalho
que são mais solicitadas.
A implementação destes gráficos é relativamente simples. Para o primeiro, por exemplo, Basta
definir as legendas dentro de uma variável $scope.label e, respetivamente por cada posição da
etiqueta, atribuir valores a uma variável $scope.data. No servidor é feito uma query para aceder à
tabela das ordens de trabalho e efetua-se uma condição para separar as situações que se pretendem
que permitam atribuir valores ao gráfico. Por exemplo, o serviço getAmmountofActiveOrders()
retorna um inteiro mas antes executa uma query à tabela das ordens de trabalho e verifica se os
valores dos estados de cada tarefa são do tipo "Ativa". Se for, é incrementada uma variável de
apoio, e é o valor dessa variável que é retornado para o cliente.
Os gráficos funcionam sob a alçada de uma diretiva externa chamada charts.js.
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Figura 5.38: Página Home. Versão smartphone (à esquerda) e laptop (à direita)
É possível também implementar gráficos de barras com indicação de custos dos vários tipos
de tarefas.
Figura 5.39: Gráfico de barras (versão smartphone)
É possível observar pela figura 5.38 que os gráficos têm uma boa capacidade de adaptação ao
tamanho da viewport. Tanto a sua disposição é automaticamente alterada como as suas dimensões
são automaticamente redefinidas.
Capítulo 6
Conclusões e Trabalho Futuro
Ao desenvolver a aplicação procurou-se dar resposta a uma necessidade empresarial de munir
os funcionários com uma ferramenta adequada à gestão da manutenção. Tratando-se de uma
aplicação móvel enquadrada no princípio de funcionamento da versão desktop já no mercado -
buildONE -, o projeto da presente dissertação destaca-se pela objetividade de adaptar este software
às restrições e particularidades de uma versão mobile como forma de explorar a viabilidade das
principais funcionalidades do buildONE funcionarem em modo mobile.
Com este fim, delinearam-se alguns objetivos. Esta aplicação deveria:
1. suportar a operação dos utilizadores on-line e off-line (neste caso com descarregamento
prévio das ordens de trabalho e sincronização a posteriori dos registos efetuados);
2. adaptar-se a dispositivos com diferentes formatos e dimensões;
3. permitir a consulta de documentos do Office (manuais, plantas, procedimentos e instruções);
4. permitir a consulta do histórico das intervenções nos equipamentos.
Do primeiro objetivo conseguiu-se concluir apenas metade. Como apenas se efetuou o desen-
volvimento com tecnologias Web, consegue-se suportar a operação dos utilizadores on-line, mas
o módulo off-line não foi cumprido. Seria necessário avançar para uma próxima etapa que con-
sistiria na implementação numa plataforma nativa ou híbrida para tirar proveito da capacidade de
armazenamento do dispositivo móvel e instalar uma base de dados local que permita o funcionário
trabalhar off-line nas ordens que previamente descarregou.
O segundo objetivo foi concluído. Com a integração de Bootstrap e a implementação de media
queries na CSS foi possível inserir pontos de distinção de viewports e definir os diferentes layouts
para cada caso. No entanto, o uso de tabelas (neste caso, ngGrids) complica a disposição destes
elementos dentro de layouts mais reduzidas devido à quantidade de colunas que se pretende exi-
bir. Uma solução para evitar o problema passa por utilizar o smartphone na posição horizontal e
tirar proveito da capacidade de rotação do ecrã e assim a tabela adquire mais espaço panorâmico.
Outra solução passa por substituir o maior número de elementos possível por imagens intuitivas
que poupem esse espaço. Ambas as soluções foram experimentadas, mas justifica-se ainda assim,
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investir algum esforço em explorar uma solução para este caso. Deve-se ainda explorar melhor a
adaptação de alguns menus para o ambiente mobile, como por exemplo a questão dos separadores
nas páginas de detalhes de ordens de trabalho e equipamentos. A solução apresentada com caixas
colapsáveis acarreta algumas desvantagens de usabilidade sendo que, uma solução a explorar seria
a inclusão de um menu lateral à direita que surgiria com os menus correspondentes aos separado-
res quando fosse detetado um viewport. Numa situação de viewports superiores aos do menu, a
aplicação exibiria o método dos separadores.
O terceiro objetivo não chegou a ser implementado na totalidade. É possível descarregar um
documento PDF da página, associando o nome do ficheiro ao ID do equipamento e indicar um
caminho em que o nome do ficheiro é variável em função do ID do equipamento que se está a
consultar. Basta colocar esse documento na pasta indicada para tal e nomeá-lo para o ID cor-
respondente equipamento. Porém, a implementação que se pretendia seria a de inclusão de um
formulário que permita carregar um ficheiro para uma determinada pasta e, depois, o caminho
dessa pasta e do respetivo ficheiro ser guardado numa tabela da base de dados. Para tirar proveito
desse armazenamento, seria implementado um web service que, aquando o carregamento de de-
talhes do equipamento, também carregaria o caminho dos ficheiros e descarregava os respetivos
links para download numa tabela.
O último objetivo foi implementado, mas requer ainda algum trabalho na exibição de elemen-
tos, nomeadamente das suas consultas. A questão da apresentação dos menus dos separadores já
foi abordada. Existem melhoramentos a serem feitos na timeline nomeadamente nos conteúdos
a apresentar e na deteção de intervenções no equipamento. Ficou em falta a implementação de
gráficos que reúnam a informação dos contadores e permitam exibir esses dados de acordo com o
período que o utilizador defina (semanal, mensal, anual).
Existe um conjunto de funcionalidades extra que são importantes no buildONE e existe inte-
resse em explorar métodos de como as converter para mobile. Uma delas é uma ferramenta que
permite auxiliar o funcionário na gestão das suas tarefas. Trata-se de um calendário condensado
que é exibido na mesma linha que uma determinada tarefa e indica os dias em atraso ou avanço
para conclusão dessa tarefa, no que respeita à data limite definida pelo Gestor.
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Figura 6.1: Gestão de tarefas(buildONE)
Esta ideia implica integrar um calendário na ng-Grid das ordens de trabalho, mas exibi-lo de
forma diferente. Isto é, para se adaptar ao espaço limitado da viewport, a ideia passa por um
gráfico de barras simples horizontal em cada linha na ng-Grid, mas de tamanho fixo. Isto é, se a
tarefa está atrasada, a barra ocupa o espaço -1. Se está a decorrer no tempo previsto, é igual a 1.
Figura 6.2: Provável solução para gestão de tarefas na plataforma mobile
Depois de definido este aspeto, é possível definir o número de dias em avanço ou atraso como
se fosse a label da barra. Esta ideia baseou-se nos gráficos que a Google oferece[57], assim como
os gráficos da HighCharts[58].
Outra funcionalidade é a inserção de caixas de texto em cada cabeçalho da coluna de uma
tabela. Essas caixas de texto, presentes na figura 6.1 deverão dar apoio à filtragem de elementos
que digam respeito apenas ao contexto daquela coluna. A ng-Grid implementada já apresenta uma
caixa de texto para filtragem livre de elementos, isto é, filtrará em toda a tabela, indiscriminada-
mente. O mecanismo praticada pelo buildONE permite uma maior flexibilidade e personalização.
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Uma provável solução passa pela implementação de uma Angular UI Grid[59] que já contém essa
funcionalidade e também contém as mesmas que a ng-Grid. Partindo do princípio que este pro-
jeto foi um protótipo para compreender a viabilidade de adaptar funcionalidades do buildONE a
uma plataforma mobile, então será aconselhável implementar uma UI-Grid em vez da ng-Grid na
aplicação final.
Por fim, uma última funcionalidade presente no buildONE e que interessa recriar é a organi-
zação de elementos em árvores.
Figura 6.3: Combo trees
Este método oferece uma enorme capacidade de organização e, consequentemente, de nave-
gação. Seria interessante implementar este mecanismo nas timelines dos históricos das ordens de
trabalho e dos equipamentos pois, com a capacidade de expandir/colapsar as ramificações e nós,
poder-se-ia melhorar a ideia da timeline e a sua respetiva navegação e organização de conteúdo.
Em jeito de conclusão, julga-se que o buildONE é uma ferramenta que se pode adaptar à pla-
taforma mobile. Para isso deverá existir no seu desenvolvimento uma equipa de web designers que
projete todo o conteúdo gráfico e que defina como a disposição do layout e de conteúdos deverá
reagir face às alterações de tamanho do ecrã enquanto, paralelamente, uma equipa de web deve-
lopers (front-end e back-end) desenvolve as funcionalidades pretendidas. Sentiu-se necessidade
de consultar a opinião de web designers para melhor aconselhamento de ícones a utilizar, cores,
tipo de texto e, sobretudo, compreender a disposição dos elementos nas grelhas e tabelas. Numa
perspetiva mais tecnológica, e em contraste com o apresentado neste projeto, dever-se-à explorar
melhor e dominar todas as capacidades que o AngularJS oferece em prol de uma aplicação mais
bem conseguida. Os objetivos pretendidos não foram desenvolvidos na sua totalidade, sobretudo
devido ao tempo que o orientando, sem qualquer experiência na área, precisou para dominar mi-
nimamente as várias tecnologias utilizadas (AngularJS + WCF) e os conceitos envolventes. Mas
na fase final o trabalho fluiu melhor e, com um pouco mais de tempo (ou com a ausência de con-
tratempos) teria sido possível desenvolver uma aplicação com as funcionalidades fundamentais do
buildONE, baseada em tecnologias web e testada num dispositivo móvel.
Referências
[1] Cisco. Ten Tips for Making Your Business More Efficient. URL: http://www.cisco.
com/cisco/web/solutions/small_business/resource_center/articles/
be_more_productive/business_efficiency_tips/index.html.
[2] Diogo Costa. Cross-platform mobile development using Web Technologies. Tese de douto-
ramento, FEUP, 2013.
[3] Tiago Miguel e Sousa Gonçalves. A smartphone application prototype for exchanging valu-
able real time public transport information among travellers. Tese de doutoramento, FEUP,
2013.
[4] Teleco. Mobilidade - A grande tendência do futuro. URL: http://www.teleco.com.
br/promon/pbtr/Mobilidade_4Web.pdf.
[5] José Francisco e Fernandes Antunes. Desenvolvimento de aplicação móvel de trânsito. Tese
de doutoramento, FCUP, 2013.
[6] Américo Azevedo. Estratégia de Operações e Competitividade. 2013.
[7] Carlos Emanuel Costa Ferraz de Almeida. Integração de sistemas de gestão técnica e de
gestão da manutenção. Relatório técnico, FEUP, Porto, 2010.
[8] João António Magalhães Silva. Gestão da Manutenção de Edifícios – Análise de processos
e especificação do sistema de suporte. Relatório técnico, FEUP, Porto, 2011.
[9] Bruno Miguel Rocha Leitão. MANUTENÇÃO DE EDIFÍCIOS. AUTOMATIZAÇÃO DO
ACESSO À INFORMAÇÃO CONSTRUTIVA - ESTUDO DE CASO. Tese de doutoramento,
FEUP, 2012.
[10] Gabirel José Passos Ferreira Pinto. A GESTÃO DE SERVIÇOS DE MANUTENÇÃO EM
EDIFÍCIOS DE SERVIÇOS. Tese de doutoramento, FEUP, 2010.
[11] Miguel Ferreira Lopes. BUILDONE – APLICAÇÃO DE GESTÃO DE ENERGIA COMPA-
TÍVEL COM A NORMA ISO 50001. Tese de doutoramento, FEUP, 2014.
[12] Rui Manuel Cardoso Pereira. Análise e desenvolvimento de Sistema de Gestão da Manuten-
ção Industrial. Tese de doutoramento, FEUP, 2013.
[13] BIGCENTER. BIGCenter - Integrated Workplace Management System. URL: https:
//www.bigcenter.com/aboutus.html.
[14] Facilities Management Mobile Apps - Facilities Management Facilities Management
Feature. URL: http://www.facilitiesnet.com/facilitiesmanagement/
article/Facilities-Management-Mobile-Apps--11612?source=next#.
85
86 REFERÊNCIAS
[15] Tiago Miguel da Cunha Gomes. Integração de Ferramentas de Produtividade com Aplica-
ções Empresariais. Tese de doutoramento, FEUP, 2013.
[16] KanbanFlow - Lean project management, simplified. URL: https://kanbanflow.
com/.
[17] Trello. URL: https://trello.com/.
[18] Infocontrol. Gestão de tempos de trabalho através de Smartphone - Módulos adi-
cionais para sistemas de gestão de tempos - Relógios de ponto informatizados -
Relógios de ponto - Soluções para Edifícios - Infocontrol - Soluções de controlo
para edifícios e Automação Indu. URL: http://www.infocontrol.pt/682/
gestao-de-tempos-de-trabalho-atraves-de-smartphone.htm.
[19] Wrike - Gestão de Projetos – Aplicações Android no Google Play. URL: https://play.
google.com/store/apps/details?id=com.wrike.
[20] Google. Download Android Studio and SDK Tools | Android Developers. URL: http:
//developer.android.com/sdk/index.html.
[21] Google. Android NDK | Android Developers. URL: http://developer.android.
com/tools/sdk/ndk/index.html.
[22] Apple. Start Developing iOS Apps Today: Set Up. URL: https://developer.
apple.com/legacy/library/referencelibrary/GettingStarted/
RoadMapiOS-Legacy/chapters/GetToolsandInstall.html.
[23] Client-Side Storage - HTML5 Rocks. URL: http://www.html5rocks.com/en/
tutorials/offline/storage/#web-storage.
[24] ANDREIA MANUELA VIEIRA MAGALHÃES. GESTÃO DA INFORMAÇÃO E DISPO-
SITIVOS MÓVEIS - Um caso de aplicação. Tese de doutoramento, FEUP, 2014.
[25] jQuery Mobile. URL: http://jquerymobile.com/.
[26] jQuery Mobile Docs - Intro. URL: http://demos.jquerymobile.com/1.2.0/
docs/about/intro.html.
[27] jQT (formerly jQTouch) — Zepto/jQuery plugin for mobile web development. URL: http:
//jqtjs.com/.
[28] Jake Spurlock. Bootstrap. 2013. URL: https://books.google.com/books?hl=en&
lr=&id=LZm7Cxgi3aQC&pgis=1.
[29] David Cochran. Twitter Bootstrap Web Development How-To. 2012. URL:
http://books.google.com/books?hl=en&lr=&id=7LjFN1wXH8QC&oi=
fnd&pg=PT5&dq=Twitter+Bootstrap+Web+Development+How-To&ots=
1zkuPEZCy7&sig=hF1xQkccJt8_iPS4XtH6fJ7TlCo.
[30] Peter Shaw. Twitter Bootstrap Succinctly.
[31] W3c. Bootstrap 3 Tutorial. URL: http://www.w3schools.com/bootstrap/
default.asp.
REFERÊNCIAS 87
[32] AngularJS — Superheroic JavaScript MVW Framework. URL: https://angularjs.
org/.
[33] AngularJS Tutorial. URL: http://www.w3schools.com/angular/.
[34] Ari Lerner. ng-book. FULLSTACK.
[35] Brad Green e Shyam Seshadri. AngularJS. 2013.
[36] AngularJS: Developer Guide: Data Binding. URL: https://docs.angularjs.org/
guide/databinding.
[37] Yefim V. Natis. Service-Oriented Architecture Scenario. Relató-
rio técnico, 2003. URL: https://www.gartner.com/doc/391595/
serviceoriented-architecture-scenario.
[38] Renan Correia d’Azambuja Ramos. Software Architecture for Multiple Smartphones. Tese
de doutoramento, FEUP, 2010.
[39] Mike Liu. WCF 4.5 Multi-Layer Services Development with Entity Framework. 2012.
[40] Joydip Kanjilal. ASP . NET Web API. PACKT, 2013.
[41] W3C. Web Services Tutorial. URL: http://www.w3schools.com/webservices/.
[42] Microsoft. Windows Communication Foundation Architecture. URL: https://msdn.
microsoft.com/en-us/library/ms733128.aspx.
[43] Rahul Rajat Singh. A Beginner’s Tutorial on Creating WCF REST Servi-
ces - CodeProject. URL: http://www.codeproject.com/Articles/571813/
A-Beginners-Tutorial-on-Creating-WCF-REST-Services.
[44] Microsoft. Choosing a Transport. URL: https://msdn.microsoft.com/en-us/
library/ms733769%28v=vs.110%29.aspx?f=255&MSPPError=-2147217396.
[45] RESTful Web services: The basics, Fevereiro 2015. URL: http://www.ibm.com/
developerworks/webservices/library/ws-restful/.
[46] Guide: When and how to use REST. URL: http://searchsoa.techtarget.com/
essentialguide/Guide-When-and-how-to-use-REST#guideSection2.
[47] REST vs SOAP, the difference between soap and rest - spf13.com. URL: http://spf13.
com/post/soap-vs-rest.
[48] Grace Lewis. Getting Started with ServiceOriented Architecture (SOA) Terminology,
2010. URL: http://www.sei.cmu.edu/library/assets/whitepapers/SOA_
Terminology.pdf.
[49] JSON: The Fat-Free Alternative to XML. URL: http://www.json.org/xml.html.
[50] JSON - Glossary | MDN. URL: https://developer.mozilla.org/en-US/docs/
Glossary/JSON.
[51] • Chart: Facebook is the Number 1 Smartphone App in the U.S.
| Statista. URL: http://www.statista.com/chart/1699/
most-used-apps-in-the-united-states/.
88 REFERÊNCIAS
[52] NinjaMock - free tool for mobile app wireframes and website mockups. URL: http://
ninjamock.com/.
[53] Catarina Mesquita. Usabilidade na Web - Metodologias para a Avaliação Qualitativa da
Usabilidade em dispositivos Mobile no sítio Web da Universidade do Porto. Tese de douto-
ramento, FBAUP, 2007.
[54] Bootstrap 3 Tutorial. URL: http://www.w3schools.com/bootstrap/.
[55] 50 Free Responsive HTML5 CSS3 Website Templates. URL: http://designscrazed.
org/free-responsive-html5-css3-templates/.
[56] Maria Teresa Galvão Dias e José Luís Cabral Moura Borges. Interaction Paradigms Interfa-
ces and Interactions Overview.
[57] Bar Charts | Charts | Google Developers. URL: https://developers.google.com/
chart/interactive/docs/gallery/barchart.
[58] Bar with negative stack | Highcharts. URL: http://www.highcharts.com/demo/
bar-negative-stack.
[59] Angular UI Grid. URL: http://ui-grid.info/.
