Abstract. In this paper, we present recent developments in the AltErgo SMT-solver to eciently discharge proof obligations (POs) generated by Atelier B. This includes a new plugin architecture to facilitate experiments with dierent SAT engines, new heuristics to handle quantied formulas, and important modications in its internal data structures to boost performances of core decision procedures. Experiments realized on more than 10,000 POs generated from industrial B projects show signicant improvements. Alt-Ergo is an open-source SMT solver capable of reasoning in a combination of several built-in theories such as uninterpreted equality, integer and rational arithmetic, arrays, records, enumerated data types and AC symbols. It is the unique SMT solver that natively handles polymorphic rst-order quantied formulas, which makes it particularly suitable for program verication. For instance, AltErgo is used as a back-end of SPARK and Frama-C to discharge proof obligations generated from Ada and C programs, respectively. Recently, we started using Alt-Ergo in the context of the ANR project BWare [8] which aims at integrating SMT solvers as back-ends of Atelier B.
B projects that it is not immediate to obtain a substantial gain of performances by using SMT solvers. Without a specic tunning for B, Alt-Ergo together with other SMT solvers compete just equally with Atelier B's prover on those industrial benchmarks.
In this paper, we report on recent developments in Alt-Ergo that signicantly improve its capacities to handle POs coming from Atelier B. Our improvements are: (1) better heuristics for instantiating polymorphic quantied formulas from B model; (2) new ecient internal data structures; (3) a plugin architecture to facilitate experiments with dierent SAT engines; and (4) the implementation of a new CDCL-based SAT solver.
Benchmarks
Currently, the test-suite of BWare contains 10572 formulas 1 obtained from three industrial B projects provided by ClearSy. The rst one, called DAB, is an automated teller machine (ATM). The last two, called P4 and P9, are obfuscated and unsourced programs.
The formulas generated from these projects are composed of two parts. The rst one is the context : a large set of axioms (universally and polymorphic quantied formulas). This part contains the B's set theory model, as well as huge (in size) predicates describing the B state machines. The second part of each PO is the goal : a ground formula involving these predicates (see [7] for detailed explanations about the structure of these POs).
A quick look to the shape of these formulas shows that they mainly contain equalities over uninterpreted function symbols and atoms involving enumerated data types. Only a small portion of atoms contains linear integer arithmetic and polymorphic records. In comparison with our other benchmarks coming from deductive program verication platforms, the average number of axioms, as well as the size of the POs are much larger in this test suite, as shown below: At the beginning of the project and without specic improvements, we ran some SMT solvers (z3, cvc3, and Alt-Ergo) on this test-suite. All measures were obtained on a 64-bit machine with a quad-core Intel Xeon processor at 3.2 GHz and 24 GB of memory. Solvers were given a time limit of 60 seconds and a memory limit of 2 GB for each PO. The results of our experiments are reported in the following Proling Alt-Ergo on this test-suite shows: (1) a large number of axiom instanciations; (2) a high activity of the congruence closure decision procedure; and (3) an important workload for the SAT engine. A more thorough investigation shows that (1) is due to some administrative axioms of the B model that represent properties of basic set theoretic operations (AC properties, transitive closures, etc). The structure of theses instances mixes Boolean operators and equalities over uninterpreted terms, which explains the behavior (2) and (3). One of our main objective was to eciently handle such axioms by limiting the number of their instances. For that, we added the possibility of disabling the generation of new instances modulo known ground equalities. We also modied the default behavior of the matching algorithm to only consider terms that are in the active branch of the SAT engine. Finally, we have reimplemented literal representation and some parts of the Formula module of Alt-Ergo to enable trivial contextual simplications, and thus to identify equivalent formulas. In addition, we have modied the core architecture of Alt-Ergo to facilitate the use of dierent SAT-solvers, implemented as plugins.
The results in the following table show the impact of our optimizations. The master branch version of Alt-Ergo contains all the modications described above. As we can see, this version outperforms 0.95.2. The last column contains the result of a wrapper, called Ctrl-Alt-Ergo, that uses the time given to the solver to try dierent strategies and heuristics 2 .
Alt-Ergo
Alt As demonstrated by our experiments, the results of our rst investigations and optimizations are promising. It turns out that B proof obligations have some specicities that should be taken into account to obtain a good success rate.
In the near future, we want to study how to extend the core of Alt-Ergo to handle administrative axioms (denition of union and intersection, AC properties, etc.) as conditional rewriting rules. For that, we are studying the design of a new combination algorithm which will extend our parametrized algorithms AC(X) [2] and CC(X) [3] to handle, in a uniform way, user-dened rewriting systems. This would allow us to handle a fragment of the set theory of B in a built-in way.
We also plan to investigate whether deduction modulo techniques, like those in Zenon Modulo [4, 5] and iProver Modulo [1] , would be helpful to eciently handle quantied formulas in the SMT world. Another line of research would be the generation of veriable traces for external proof checkers in order to augment our condence in the SMT solver.
