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1 Introducción
El presente documento contiene la memoria del proyecto final del grado de Ingeniería
Informática realizado en la Universitat de Barcelona por el alumno David Solans Noguero
durante el curso 2012­2013 en la Fundació Privada Barcelona Digital Centre Tecnològic,
llamada en este documento, a partir de aquí, BDigital.
En este escrito se realizará una revisión detallada de las distintas funcionalidades
implementadas durante la realización del proyecto, cuyo objetivo principal es dotar de mayor
valor añadido a una aplicación móvil desarrollada con la intención de recoger grandes
volúmenes de datos que permitan conocer los patrones de movimiento de los ciudadanos a
través del transporte público y que recibió el nombre de Commutio.
El dotar de mayor valor añadido a esta aplicación pretende provocar un mayor interés e
incentivo por parte de los usuarios para utilizarla, y consecuentemente, un aumento en la
cantidad de información recogida por el sistema, lo cual es el verdadero objetivo para el que se
crea el proyecto Commutio.
Este proyecto es creado como continuación de dos proyectos de final de carrera anteriores,
realizados por Xavier Mercadal Mir y Arol Viñolas, ambos alumnos de la Universidad Politécnica
de Cataluña y cuyos proyectos llevan el nombre, de Crowsourcing commuting Game y Massive
Data Framework Based on Crowdsourcing Communting respectivamente. y que fueron
desarrollados, al igual que el presente proyecto, dentro de BDigital.
Como resultado de la combinación de ambos proyectos, se desarrolló una aplicación móvil que
traceaba al usuario mientras está activa, enviando la posición actual a un servidor. Con el
objetivo de maximizar el tiempo que la aplicación está en uso, se utilizan técnicas de
gamification, esto es, se añade una capa con un juego competitivo de tipo pregunta­respuesta.
Los datos recogidos por la capa de obtención de datos, son analizados posteriormente a fin de
unir los distintos puntos que forman parte de un mismo trayecto, intentando diferenciar el modo
de transporte utilizado. Este análisis de la información genera unos datos estructurados que
permiten conocer cómo se mueven los usuarios por la ciudad tanto en conjunto como a nivel
individual.
La aplicación es creada de manera inicial para IOS y tras la publicación de la aplicación
en el App Store, se hace patente la necesidad de aumentar el número de usuarios y además,
dotar de mayor valor añadido a la aplicación con el fin de que una vez el usuario la descarga,
continúe utilizándola. Es aquí donde se ubica el presente proyecto, cuyo desarrollo se detalla en
los próximos apartados.
En resumen, el objetivo de este proyecto es aumentar el número de usuarios potenciales a fin
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de obtener una mayor cantidad de datos.  En este sentido, al inicio del proyecto se marcaron las
siguientes objetivos como componentes a implementar:
● Desarrollar una aplicación en Android, réplica de Commutio IOS, que permita la
recolección de datos GPS de los usuarios proporcionando un incentivo a través de la
gamification.
● Añadir nuevas funcionalidades a fin de aumentar el valor añadido con el objetivo de
proporcionar mayor cantidad de funcionalidades que insten al usuario a utilizar la
aplicación. Como por ejemplo la obtención de estadísticas individuales que puedan
mostrar al usuario cómo utiliza el transporte público para desplazarse.
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2 Contexto
El proyecto Commutio basa su idea en la unión de tres conceptos: transporte público,
smart cities y smart phones. Se hablará  a continuación cada uno de estos distintos temas,
mostrando sus principales características.
2.1 SmartCities
En los últimos años las ciudades ha intentado automatizar procesos con la introducción
de sensores y actuadores para hacer de las ciudades un lugar más eficiente y en este contexto
se han generado un importante número de proyectos en todo el mundo. Se utiliza el término
Smart City para hablar de aquella ciudad que usa las tecnologías de la información y las
comunicaciones para hacer que tanto su infraestructura, como sus componentes y servicios
públicos ofrecidos sean más interactivos, eficientes y los ciudadanos puedan ser más
conscientes de ellos.  Es una ciudad comprometida con su entorno, tanto desde el punto de
vista medioambiental como en lo relativo a los elementos culturales e históricos.
Dentro de las smart cities, uno de los ámbitos donde se está realizando un mayor uso de                               
las nuevas tecnologías TIC para mejorar el servicio es en el transporte público dentro del área                             
de investigación e implementación en las smart cities.
En las grandes aglomeraciones urbanas la implementación de herramientas de gestión                   
basadas en la geolocalización, sensores, detectores de presencia, movimiento y desgaste                   
mecánico, sensores de sensibilidad lumínica, entre otros, han supuesto una revolución en los                       
sistemas de gestión del transporte urbano, así como en la reducción de costes y una mejora de                               
la eficacia del servicio prestado al ciudadano.
2.2 Transporte público
El transporte público es el término aplicado a los medios de transporte en que los
pasajeros no son directamente los propietarios de los mismos, siendo servidos por terceros.
Los servicios de transporte público pueden ser suministrados tanto por empresas públicas
como privadas. A diferencia del transporte privado, los viajeros de transporte público tienen que
adaptarse a los horarios y a las rutas que ofrezca el operador. Usualmente los viajeros
comparten el medio de transporte y está disponible para el público en general. Incluye diversos
medios como autobuses, tranvías, trenes y ferrocarriles suburbanos entre otros.
Según datos de un estudio realizado por José V. Colomer Ferrándiz, catedrático de
transportes de la Universidad de Valencia , a excepción del avión, el transporte público1
contamina menos por pasajero que el transporte privado, acostumbra también a ser más
1 Enlace al documento al final de la presente memoria en el apartado de bibliografía. El estudio tiene por
título “El consumo energético en el transporte urbano y metropolitano. Los modos ferroviarios”
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económico para el usuario y el uso de este mejora la movilidad urbana de la ciudad (disminuye
el número de vehículos circulando por las calles, no ocupa plazas de aparcamiento destinadas
para el transporte privado...). Además, aquellos medios de transporte que constan de carril de
circulación propio o subterráneo, sufren menos atascos.
Como principales desventajas del uso del transporte público, el viajero debe adaptarse a
los horarios y rutas y el transporte de equipaje se ve limitado. Además, desplazarse en este tipo
de medio de transporte puede llegar a ser incómodo (especialmente en horas punta, donde
aumenta drásticamente el número de usuarios).
Dentro del transporte público, se conoce por transporte urbano, a aquellos medios de
transporte público que discurren íntegramente por suelo perteneciente a la ciudad. Los medios
de transporte público urbano son el metro, bus, tranvía, funicular, bicicletas públicas y taxis. El
taxi, aunque accesible a cualquier viajero, no  está sometido a horarios o rutas fijas, por lo que
podría entenderse como un transporte privado de alquiler.
Según datos de Idescat obtenidos en 2011 , en Barcelona, ciudad donde se pretende2
implementar Commutio en primer lugar, se realizan anualmente más de 900 millones de
desplazamientos mediante el transporte público urbano. Además, España es uno de los países
de la Unión Europea donde el transporte público se utiliza en mayor medida como alternativa al
transporte privado.
Centrándonos en los viajes realizados en transporte público urbano, una parte de estos
viajes son realizados de manera habitual (prácticamente a diario) por ciudadanos que se
desplazan desde su lugar de residencia a su lugar de estudio, trabajo u ocio y de estos, a su
lugar de residencia.
En inglés, se utiliza el término commuting para describir el tiempo invertido en realizar
este tipo de trayectos habituales. Commuter es aquella persona que está realizando commuting.
2 Igual que en caso anterior, vease el apartado de bibliografía para acceder al enlace al estudio completo.
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En cuanto al uso del transporte público urbano en Barcelona, existen valores absolutos
en cuanto al número de usuarios, o número de viajeros por parada (datos obtenidos a partir de
las máquinas validadoras), pero está muy limitada la accesibilidad en tiempo real a datos como
el número de usuarios de la red de transporte, tiempos de trayecto, posibles retrasos...Conocer
estos datos podría ayudar a mejorar la eficiencia de los ciudadanos a la hora de desplazarse a
través del transporte público urbano.
Siguiendo con el ejemplo de Barcelona, entendida como smart city, uno de los
principales canales de acceso a los datos del transporte público que los ciudadanos tienen a su
disposición son los terminales móviles. Dentro de estos terminales, tienen una especial
relevancia los smart phones o teléfonos inteligentes, cuyas características se resumen a
continuación.
2.3 SmartPhones
Por último, el aumento de presencia de dispositivos móviles (según ComScore, se
produjo un aumento del 35% en Europa entre octubre de 2011 y misma época en 2012: 97
millones de terminales contra los 131 millones en octubre de 2012 ) ha provocado la existencia
de un buen sector de la población (6 millones de personas en España, según Telefónica) que
tiene acceso a internet permanentemente. España es un país especialmente tecnológico en
este campo, pues según datos de Octubre de 2012, España es el país Europeo con mayor
porcentaje de penetración de smartphones (63,2% del total de teléfonos móviles).
Comparación del uso de smartphones en Europa
Por tanto, el alto grado de penetración de los teléfonos inteligentes en un país
como España, que lo sitúa como uno de los principales consumidores de aplicaciones a
nivel Europeo y mundial,  convierte a su ciudadanía en una comunidad tecnológicamente
apropiada para la implantación de la idea que se expondrá a continuación.
12
3 Estado del Arte
En este apartado se analizan otros proyectos creados en el ámbito del transporte,                       
recomendación y geolocalización basados en dispositivos móviles. Además, se han recogido                   
algunos proyectos creados con el objetivo de mejorar la eficiencia del usuario facilitando el uso                           
de la red de transporte de la ciudad. Se analizan las diferentes categorías que engloba el                             
proyecto para conseguir una visión general de lo que hay ya creado en el campo y hasta qué                                 
punto puede resultar interesante o qué puntos puede tener en común con Commut.io.
Las categorías elegidas son: (1) Rastreadores personales, (2) Optimizadores, (3)                 
Desplazamientos habituales/Transporte. La primera categoría se ha escogido por estar                 
directamente unida a la idea de Commut.io, a fin de que se pretende realizar un seguimiento                             
completo de los trayectos del usuario. La segunda categoría, se ha elegido porque pretendemos                         
también realizar una optimización de algún aspecto de la rutina del usuario, en este caso,                           
pretendemos proponer mejores rutas en sus trayectos o desplazamientos. Por último, la tercera                       
categoría se ha añadido a este documento porque según la idea en la que está basada el                               
proyecto Commut.io, se pretende conocer cómo usa el usuario el transporte público cuando                       
realiza sus recorridos más habituales.
Por lo tanto, se recogen a continuación algunas aplicaciones que pueden ser interesantes                       
explicando por qué. Se analiza también el número de usuarios de cada una de ellas para                             
conocer su grado de implantación y nivel de éxito. De esta manera, este documento recogerá                           
toda la información previa que pueda ser interesante para el desarrollo de Commut.io
3.1 Rastreadores personales
Las aplicaciones contenidas en este apartado realizan un seguimiento de los movimientos (o
desplazamientos) del usuario a partir de los distintos receptores que ofrecen los smartphones.
3.1.1 Deportes ‐ Mejora de la forma física
Las aplicaciones móviles de esta subsección están relacionadas con la práctica del deporte:
monitorizan una serie de datos mientras el usuario está realizando su actividad física. Muchas
de ellas incluyen una “socialización” a través de las redes sociales como incentivo para el
usuario y la inclusión de gadgets (medidores de ritmo cardíaco...) para mejorar la precisión de
las mediciones o la calidad de la información que obtendrá el usuario como feedback tras su
uso. Algunas de ellas soportan también la exportación/importación de archivos en formatos
genéricos para ser utilizados por otro software.
Tienen problemas de precisión derivados de la utilización del GPS del dispositivo, ya que no
son dispositivos creados expresamente para este fin.
● SportTracker
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○ Nombre: Sport Tracker
○ Plataforma: Android, iOs, Windows Mobile, Symbian
○ Comunidad: 1­5 millones en Android. No disponibles datos para otras
plataformas
○ Área de penetración:Mundial.
○ Desarrollado por: Sport Tracker Team (Iniciada en 2004 cuando trabajaban en
nokia)
○ Objetivo (qué tracea? qué optimiza?):  Hace un seguimiento del usuario
durante la realización de actividad física. Muestra un conjunto de estadísticas
sobre su ejercicio. Alto grado de socialización a través de su web.
○ Accesibilidad a los datos:  Privada. Posibilidad de compartirlos en redes
sociales.
○ Código: Privado
○ Puntos débiles:  Fallos al calcular altura con el GPS.  Es el usuario el que indica
cuándo inicia y cuándo finaliza la actividad deportiva.
○ Puntos Fuertes: Interfaz sencilla. Web para ver los recorridos propios y de otros
usuarios. Socialización. Utiliza una velocidad mínima para poder diferenciar
descansos durante la actividad física.
○ Información que muestra:
■ A nivel individual:
● Identificación de la modalidad deportiva (andando, corriendo, en
bicicleta).
● Hora de inicio de la actividad.
● Tiempo de duración (hora de finalización).
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● Distancia recorrida.
● Velocidad media.
● Velocidad máxima.
● Pasos dados.
● Energía invertida.
● Muestra la ruta realizada sobre un mapa.
● Trayecto más realizado a más velocidad y trayecto más lento en
una cierta distancia (1km, 5km...).
■ A nivel colectivo:
● Número de kilómetros trackeados por la aplicación .
● Número total según método de desplazamiento (corriendo, en
bicicleta o andando).
● Muestra información de cualquier usuario a través de su página
web.
● Muestra los usos de la aplicación en tiempo real (qué usario la
está utilizando, dónde esta...).
○ Conclusiones (¿Qué es interesante?):
■ Estas mismas estadísticas podrían ser mostradas en Commutio.
■ Son especialmente interesantes las gráficas mostradas para cada
recorrido: altura/distancia/velocidad.
■ Utiliza la socialización como método incentivo.
■ Tiene en cuenta posibles pausas para descansar que no se tendrán en
cuenta a la hora de mostrar las estadísticas.
15
● Endomondo
○ Nombre: Endomondo Sports Tracker
○ Plataforma: iPhone, Android, Blackberry, Java, SymbianOS, Windows Phone 7,
Windows Mobile o Java
○ Comunidad: ~8millones millones en Android. >10millones en total
○ Área de penetración:Mundial.
○ Desarrollado por: Endomondo
○ Objetivo (qué tracea? qué optimiza?):  Trackea las rutas mientras se realiza
deporte y ofrece diversas estadísticas al usuario. Añade un gran grado de
socialización que permite interactuar y/o competir con otros usuarios.
○ Accesibilidad a los datos: Privada. Posibilidad de compartirlos en redes
sociales.
○ Código: Privado
○ Puntos débiles:  Versión completa cuesta 5€ en google play. Diseño un poco
recargado y quizá poco práctico. Muestra algunas estadísticas “extrañas” p.e.:
se puede medir natación, pero sin llevar el móvil encima. No tiene en cuenta las
pausas o descansos mientras se realiza el deporte. Es el usuario el que indica
cuándo inicia y cuándo finaliza la actividad deportiva.
○ Puntos fuertes: Versión web muy completa. Socialización + Integración con Fb.
Entrenador personal, permite seguir entrenamientos predefinidos. Posibilidad de
elegir numerosos deportes y mediciones.
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○ Información que muestra:
■ A nivel individual:
● Permite al usuario elegir entre modos deportivos (andando,
corriendo, en bicicleta, en patines...).
● Histórico de estadísticas acumuladas, desglosado en días.
● Tiempo de duración.
● Distancia recorrida.
● Velocidad media.
● Tiempo medio por unidad de medida (millas,km...).
● Energía invertida.
● Cantidad de agua perdida.
● Muestra la ruta realizada sobre un mapa.
■ A nivel colectivo:
● Muestra las mejores estadísticas de otros usuarios para las
distintas rutas ya realizadas.
● Número de kilómetros trackeados por la aplicación.
● Número total según método de desplazamiento (corriendo, en
bicicleta o andando).
● Muestra información de cualquier usuario a través de su página
web.
● Muestra los usos de la aplicación en tiempo real (qué usuario la
está utilizando, dónde está...).
○ Conclusiones (¿Qué nos puede interesar?):
■ Estas mismas estadísticas podrían ser mostradas en Commut.io.
■ Es interesante la forma de mostrar el histórico de estadísticas
acumuladas
■ Utiliza la socialización como método incentivo
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● MyTracks
○ Nombre: MyTracks
○ Plataforma: Android
○ Comunidad: 5­10 millones de descargas en google play
○ Área de penetración:Mundial.
○ Desarrollado por: Google Mobile
○ Objetivo (qué tracea? qué optimiza?): Permite al usuario grabar sus rutas
mientras las realiza y exportarlas en un archivo (GPX, KML, CSV o TCX) que
podrá ser utilizado desde otro software, por ejemplo, desde Google Earth.
Además de la ruta, muestra estadísticas, como la velocidad mínima,
máxima y media, tiempo recorrido, distancia recorrida y datos de elevación.
También es interesante la vista que permite ver en una gráfica 2D tanto la
velocidad que hemos llevado como la altitud.
○ Accesibilidad a los datos: Privada (únicamente el usuario tiene acceso a sus
datos). Permite exportarlos a google drive, google maps y hojas de cálculo de
google.
○ Código: Open Source
○ Tecnologías: Android + ??
○ Puntos débiles:  Muy limitada para el deportista medio. Pocas opciones. Pobre
visualmente. Es el usuario el que marca el inicio y final del recorrido.
○ Puntos fuertes: Sencilla y fácil de utilizar. Ligera. Buena recogida y fiabilidad de
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datos.
○ Información que muestra:
■ A nivel individual:
● Permite al usuario elegir entre modos deportivos (andando,
corriendo, en bicicleta, en patines...).
● Histórico de estadísticas acumuladas, desglosado en días.
● Tiempo de duración.
● Distancia recorrida.
● Velocidad media.
● Tiempo medio por unidad de medida (millas,km...).
● Energía invertida.
● Cantidad de agua perdida.
● Muestra la ruta realizada sobre un mapa.
■ A nivel colectivo:
● No muestra datos de conjunto.
○ Conclusiones (¿Qué nos puede interesar?):
■ Al ser open source, alguna parte del código puede ser interesante.
■ Comparación entre tiempo total y tiempo en movimiento.
■ Gráfica que compara la velocidad en función de la distancia recorrida.
■ Valor añadido (por su sencillez y por ser una de las primeras aplicaciones
Android).
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3.1.2 Seguimiento contínuo del usuario
Las aplicaciones analizadas en esta subsección realizan un seguimiento contínuo de los                     
desplazamientos del usuario para almacenar un histórico de los lugares visitados y del tiempo                         
invertido (entre otros datos) en los desplazamientos entre ellos. Además, muestran información                     
sobre los lugares visitados.
● Placeme
○ Nombre: Placeme
○ Plataforma: Android, iOS
○ Comunidad: 5.000­10.000 descargas en Android. No disponible dato para
iPhone
○ Área de penetración: Mundial , pero principalmente EEUU y Canadá
○ Desarrollado por: Alohar Mobile Inc
○ Objetivo (qué tracea? qué optimiza?): Registra de manera automática los
lugares visitados por el usuario y la duración de la visita. Permite visualizar los
lugares visitados un cierto día así como información sobre estos. Permite
compartir ubicaciones a través de las redes sociales.
○ Accesibilidad a los datos: Privada.
○ Código: Privado
○ Puntos débiles:  Recoge información todo el tiempo, por lo que aumenta el gasto
de batería cuando no es necesario. ¿Privacidad? El usuario puede tener
reservas acerca de ser localizado todo el tiempo.No utiliza la gran cantidad de
información recogida para recomendar o proponer nuevas visitas.
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○ Puntos fuertes: Identifica lugares a partir de posiciones GPS. Obtiene una gran
cantidad de información sobre rutinas de el usuario que podría ser utilizada para
algo más.
○ Información que muestra:
■ A nivel individual:
● Lugares visitados y tiempo de las visitas
● Muestra sobre un mapa los distintos lugares visitados
○ Conclusiones (¿Qué nos puede interesar?):
■ El método utilizado para diferenciar las visitas de los desplazamientos
■ Manera de identificar los lugares visitados
● Moves
○
○ Nombre:Moves
○ Plataforma:iOS
○ Comunidad: No disponible
○ Área de penetración: Mundial
○ Desarrollado por: ProtoGeo
○ Objetivo (qué tracea? qué optimiza?): Permite el autoseguimiento de los
niveles de actividad y de los kilómetros realizados en el trayecto diario al trabajo
o a casa. Trackea al usuario en todo momento. Mantiene un historial de las rutas
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realizadas por el usuario. Distingue entre varios métodos de transporte y ofrece
valores tales como número de pasos dados, kilómetros hechos en bicicleta...
Permite estudiar las distintas rutas posibles al trabajo, para optimizar el tiempo
invertido. Es posible también planear rutas personalizadas en función del método
de transporte.
○ Accesibilidad a los datos: Privada.
○ Código: Privado
○ Puntos débiles:  Recoge información todo el tiempo, gasto de batería cuando no
es necesario. ¿Privacidad? No utiliza la información recogida para recomendar
○ Puntos fuertes: Diferenciación entre medios de transporte.Interfaz muy simple y
bien diseñada.
○ Información que muestra:
■ A nivel individual:
● Lugares visitados y tiempo de las visitas
● Muestra sobre un mapa los distintos lugares visitados
● Contador de pasos dados y de espacio recorrido corriendo o en
bicicleta
○ Conclusiones (¿Qué nos puede interesar?):
■ El método utilizado para diferenciar las visitas de los desplazamientos
■ Manera de identificar los lugares visitados
■ Modo de visualización de la información
■ Optimizador de rutas
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3.1.3 Otros
Se han recogido aquí aquellas aplicaciones que hacen un seguimiento personal del usuario pero
no tienen cabida en ninguna de las subsecciones anteriores.
● Tweri
○ Nombre: Tweri
○ Plataforma: Android,iOs
○ Comunidad: Menos de 10.000 usuarios
○ Área de penetración: España
○ Desarrollado por: Solusoft
○ Objetivo (qué tracea? qué optimiza?): Tweri es una aplicación pensada para
personas enfermas de Alzheimer en las primeras etapas de la enfermedad
(sufren pequeñas pérdidas de memoria u orientación). Permite a los familiares o
cuidadores dar cierta libertad al enfermo pero mantenerlo vigilado.
Para ello, la aplicación permite establecer unos límites de seguridad basados en
el tiempo máximo que el enfermo puede estar fuera o en el radio máximo de
distancia.
En el momento en que los límites son superados, se envían repetidamente
alertas al cuidador o persona establecida en la aplicación como responsable.
Estas alertas contienen la última posición geográfica conocida. Además,
proporciona un botón que avisa al responsable en caso de que el enfermo sufra
una repentina pérdida de orientación.
○ Accesibilidad a los datos: Privada.
○ Código: Privado
○ Puntos débiles: La aplicación debe ser activada al iniciar el paseo. Interfaz
mejorable.
○ Puntos fuertes: Uso del terminal como asistente o cuidador del enfermo.
○ Conclusiones (¿Qué nos puede interesar?):
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■ Utiliza la posición del usuario para realizar acciones más allá de la
localización
■ Valor añadido de la aplicación, al mejorar la calidad de vida del usuario
● Glympse
○ Nombre: Glympse
○ Plataforma: Android, iPhone, Windows Phone, Blackberry
○ Comunidad: 1­5 millones de descargas en Google Play. No disponible dato para
otras plataformas.
○ Área de penetración: España
○ Desarrollado por: Glympse Inc
○ Objetivo (qué tracea? qué optimiza?): Glympse es una aplicación que permite
compartir tu ubicación con otros usuarios.
Al elegir “compartir ubicación”, el usuario puede elegir si quiere utilizar el correo
electrónico, SMS, Facebook o Twitter. Usando uno de estos servicios, se envía
al destinatario un link que permite visualizar en todo los movimientos del usuario
sobre un mapa de Google
El link muestra el avatar, nombre, ubicación y velocidad del usuario. Permite fijar
el intervalo de tiempo por el cual será accesible la posición del usuario.
○ Accesibilidad a los datos: Privada.
○ Código: Integrable en otras webs
○ Puntos débiles: ¿Privacidad?
○ Puntos fuertes: Sencillez de uso. No es necesario que el destinatario tenga
instalada la aplicación para tener acceso a la información.
○ Conclusiones (¿Qué nos puede interesar?):
■ Compartir la ubicación con otros usuarios puede facilitar encuentros,
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indicaciones de cómo llegar...
■ Se pretende “socializar” Commut.io con la integración con Facebook. Tal
vez podría añadirse una opción similar a esta idea que permita ver las
ubicaciones de los amigos (o alguno en concreto) de Facebook.
3.2 Optimizadores/Recomendadores
3.2.1 Optimizadores
En esta subsección se habla de los optimizadores.El método de funcionamiento de estas
aplicaciones está basado en conocer en primer lugar las rutinas del usuario para luego poder
proponerle nuevas opciones que podrían mejorar algún aspecto de su rutina.
● Carat
○ Nombre: Carat
○ Plataforma: iOs, Android
○ Comunidad: 532.966 usuarios
○ Área de penetración: Mundial
○ Desarrollado por: AMP Lab at UC Berkeley con Department of Computer
Science at the University of Helsinki.
○ Objetivo (qué tracea? qué optimiza?): Aplicación configurable según las
preferencias del usuario que muestra recomendaciones en forma de reports con
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el objetivo de alargar la duración de la batería. Lo definen como un
Tras un período de entrenamiento de aproximadamente una semana de
duración, se comienzan a mostrar las recomendaciones. La app envía a los
servidores de Carat de manera periódica la siguiente información  (aseguran que
es anonimizada ):
● what apps are running,
● the % battery remaining,
● memory and cpu utilization,
● the unique device ID,
● the battery state (e.g., plugged in), and
● the OS version and phone model.
Se utiliza esta información almacenada en los servidores para comparar
consumos entre la apps del usuario y las apps del resto de usuarios, de esta
forma se obtienen las recomendaciones.
Aseguran que la app no está corriendo en background todo el tiempo, por
lo que no consumiría batería adicional.
○ Accesibilidad a los datos: Privada.
○ Código: Open Source
○ Tecnologías: Java+Amazon DynamoDB (Servidor), Scala+Spark+DynamoDB
(Análisis)
○ Puntos débiles: Aplicaciones detectadas como responsables de alto consumo
de batería pueden no deberse a errores.
○ Puntos fuertes: Verdadero ahorro de la batería. Recomendador basado en
experiencia propia y de otros usuarios
○ Beneficio científico:
https://amplab.cs.berkeley.edu/publication/carat­collaborative­energy­debugging­f
or­mobile­devices/
○ Algoritmos:Utilizan una función de comparación entre el gasto de batería del
usuario y el gasto de batería de referencia (que se corresponde con el gasto de
energía medio para unas condiciones similares, y por tanto, el gasto esperado
para las condiciones recibidas del usuario). Obteniendo así, la “distancia” entre
ambas funciones, utilizan este valor distancia para la clasificación.
○ Información que muestra:
■ A nivel individual:
● Misma información que se envía anonimizada al servidor
● Lista de acciones que pueden aumentar la duración de la batería
○ Conclusiones (¿Qué nos puede interesar?):
■ Lo más interesante de esta aplicación es la idea de recomendador social.
Es decir, la idea de basar las recomendaciones en acciones realizadas
por otros usuarios y que han obtenido mejores resultados
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● Llama
○ Nombre: Llama
○ Plataforma: iOs, Android
○ Comunidad: medio millón de usuarios
○ Área de penetración: Mundial
○ Desarrollado por: Kebab Apps
○ Objetivo (qué tracea? qué optimiza?):  Permite crear perfiles basados en la
posición GPS o el tiempo. Cada perfil tiene una lista de acciones asociadas y es
el usuario quien elige dónde debe estar para que el perfil A se active. O en que
momento quiere activar el perfil B.
La aplicación permite por ejemplo silenciar el móvil al llegar al trabajo, desactivar
el wifi al salir de casa o poner el móvil en sonido a partir de las 23:00h.
○ Accesibilidad a los datos: Privada.
○ Código: Privado
○ Puntos débiles: Cuenta con una buena cantidad de información acerca de las
costumbres y hábitos del usuario, que no se utiliza (y podría utilizarse) para
proponer alguna cosa. En algunos casos, la imprecisión del GPS puede
conllevar problemas con activaciones/desactivaciones de perfiles no deseados.
Problemas cuando el usuario se salta la rutina por algún motivo inesperado.
○ Puntos Fuertes: Automatización de tareas a partir de información obtenida de
manera automática. Facilita la rutina.
○ Conclusiones (¿Qué nos puede interesar?):
■ Al basarse en posiciones GPS u horarios para creación de los perfiles o
la realización de acciones, es una idea que Commut.io podría llegar a
implementar en un futuro.
■ Muy atractiva forma de identificar los lugares: según MACs de wifis
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cercanos, antenas de telefonía cercanas, un punto sobre mapa...
3.2.2 Recomendadores
Se han recogido en esta subsección algunas aplicaciones que utilizan la información ya
obtenida del usuario para recomendar cosas de su alrededor que pueden serle interesantes.
Aunque esto no está expresamente ligado con la idea inicial del proyecto, tal vez se podría
incluir en un futuro.
● Google Now
○ Nombre: Google Now
○ Plataforma: Android
○ Comunidad: 532.966 usuarios
○ Área de penetración: Mundial
○ Desarrollado por: AMP Lab at UC Berkeley con Department of Computer
Science at the University of Helsinki.
○ Objetivo (qué tracea? qué optimiza?): da información del tiempo meteorológico
de donde se encuentra en usuario, de lo que tardará en llegar al trabajo según el
tráfico o de los mejores platos del restaurante en el que está. Mediante el uso de
predicción y de los datos a los que tiene acceso Google, es capaz de ofrecer
gran cantidad de información personalizada.
○ Puntos débiles:  Elevado consumo de batería
○ Puntos fuertes: Ia información personalizada basada en predicción, hace que
sea realmente interesante de cara al usuario. El usuario recibe la información sin
tener que buscarla. "Innovación del Año" de 2012 según Popular Science
○ Conclusiones (¿Qué nos puede interesar?):
■ Se puede adaptar la visualización en forma de tarjetas para mostrar
información al usuario. (p.e.: las estadísticas sobre sus rutas
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● FourSquare
○ Nombre:FourSquare
○ Plataforma: iOS, Android, Blackberry
○ Comunidad: 20 millones de usuarios
○ Área de penetración: Mundial
○ Desarrollado por: FourSquare
○ Objetivo (qué tracea? qué optimiza?): Red Social basada en localización. El
usuario hace check­in en los lugares donde se encuentra. Hay un sistema de
incentivos basado en logros.
Con el tiempo, y tras la gran cantidad de información recogida a partir de los
usuarios, el sistema ha evolucionado hacia un recomendador ofreciendo
información sobre los lugares cercanos y pudiendo realizar búsquedas sobre
estos datos.
Proporciona una competición con los amigos de la red social a fin de ser el que
más veces visita un sitio, el que más logros ha conseguido...
○ Accesibilidad a los datos: Accesible vía  API
○ Código: Privado
○ Puntos débiles:  No puede garantizar que la información de las reseñas sea
cierta, depende del buen comportamiento por parte de los usuarios. Mala gestión
de los reports (información falsa o repetida encontrada) por los usuarios
○ Puntos fuertes: Utiliza el crowdsourcing para obtener información en tiempo
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real. Recomienda lugares de interés cercanos a nuestra posición.
○ Replanifica las rutas en tiempo real en función de los problemas reportados por
otros usuarios.
Amplio nivel de socialización que añade incentivo para su uso
Añade gamification en forma de logros para incentivar su uso
○ Conclusiones (¿Qué nos puede interesar?):
■ Commut.io podría utilizar esta API para mostrar información al usuario
sobre qué le rodea
■ La idea aplicada de crowdsourcing para obtener la información a partir de
todos los usuarios de la aplicación
■ Carácter competitivo  y social que añade incentivos para su uso
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3.3 Desplazamientos habituales/Transporte
En esta sección se muestra información sobre algunas aplicaciones que permiten mejorar la
eficiencia del usuario a la hora de desplazarse. Van más allá de ser simples navegadores GPS
que planifican una ruta desde el punto A hasta B.
2.3.1 Información relevante
En esta subsección se muestran aquellas aplicaciones que muestran información al usuario que
puede ser utilizada para planificar sus rutas.
● Waze
○ Nombre:Waze
○ Plataforma: iOS, Android
○ Comunidad: 30 millones de usuarios
○ Área de penetración: Mundial
○ Desarrollado por: Waze Ltd
○ Objetivo (qué tracea? qué optimiza?): Navegador GPS que muestra las rutas
e indica al usuario como seguirlas para llegar desde un punto origen a un punto
destino. Se diferencia por el carácter social. Cualquier usuario puede añadir una
notificación en el mapa (Policía, embotellamiento o accidente, entre otros) que
será visible para el resto de usuarios. De esta forma, los usuarios reciben
información en tiempo real del estado de la carretera. Utiliza FourSquare para
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mostrar lugares de interés en las rutas.
Permite añadir notificaciones prácticamente sin tocar el terminal con la opción
“manos libres”.
Del mismo modo, permite a los usuarios actualizar los precios de los
combustibles en las gasolineras para poder conocer dónde se encuentra la mejor
oferta
○ Accesibilidad a los datos: Accesible vía  API (si Waze está instalado en el
terminal)
○ Código: Privado
○ Puntos débiles:  No puede garantizar que la información de las notificaciones
sea cierta, depende del buen comportamiento por parte de los usuarios.
○ Puntos fuertes: Utiliza el crowdsourcing para obtener información en tiempo
real. Recomienda lugares de interés cercanos a nuestra ruta.
Replanifica las rutas en tiempo real en función de los problemas reportados por
otros usuarios.
Amplio nivel de socialización: Login con Facebook permite ver por dónde están
conduciendo aquellos amigos que van a tu mismo destino.
Añade gamification en forma de logros para incentivar su uso
○ Conclusiones (¿Qué nos puede interesar?):
■ Modelo de crowdsourcing para obtener la información en tiempo real a
partir de los usuarios
■ Método de logros para instar al usuario a hacer reportes
■ Replanificación de la ruta a partir de la información obtenida a partir de
otros usuarios
■ Propuesta de lugares de interés
● TMB Virtual
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○ Nombre:TMB virtual
○ Plataforma: iOS, Android
○ Comunidad: medio millón de usuarios
○ Área de penetración: Barcelona
○ Desarrollado por: Transports Metropolitans de Barcelona
○ Objetivo (qué tracea? qué optimiza?): La aplicación permite ayudar al usuario
a utilizar de manera más eficiente el transporte público de la ciudad de Barcelona.
Creada por TMB (entidad que gestiona el transporte urbano de la ciudad), permite
al usuario encontrar la ruta más rápida de desplazarse de un punto a otro a
través del transporte público, conocer cuánto tardará el siguiente bus en llegar a
su estación...Tiene, además, la funcionalidad “On soc” que muestra al usuario las
estaciones cercanas basándose en realidad virtual.
Contiene también información sobre los distintos títulos o billetes que se pueden
comprar para acceder a los distintos modos de transporte urbano.
○ Accesibilidad a los datos: Privada
○ Código: Privado
○ Puntos débiles: No muestra información sobre Bicing. No muestra tiempos de
espera para el metro.
○ Puntos fuertes: Facilita y  los desplazamientos al usuario.
○ Conclusiones (¿Qué nos puede interesar?):
■ Información en tiempo real: adapta la ruta en función de la hora en que se
pretende realizar (a partir de cierta hora, algunos buses ya no circulan...)
■ Uso recurrente de la aplicación al proporcionar en un mismo lugar la
mayor parte de la información referente al transporte público que un
usuario pueda necesitar.
■ Modo de visualización de estaciones en el mapa
■ Modo de descripción de la ruta escrito además de dibujado sobre mapa:
Cálculo de tiempo estimado de la ruta a realizar, desglosado en “legs” o
partes según método de transporte
■ Uso de realidad virtual
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● Open Bicing
○ Nombre:Open bicing
○ Plataforma:Android, iOs
○ Comunidad: entorno a los 5.000 usuarios.
○ Área de penetración: Barcelona
○ Desarrollado por: City Bikes
○ Objetivo (qué tracea? qué optimiza?): Perteneciente al proyecto open source
City Bikes que recoge y muestra información actualizada sobre multitud de redes
de bicicletas públicas en todo el mundo, muestra información sobre estaciones
cercanas y su disponibilidad de bicicletas o espacios libres donde dejar la bici
para la ciudad de Barcelona (existen aplicaciones equivalentes para otras
ciudades también analizadas en el proyecto).
○ Accesibilidad a los datos: Accesible vía API
○ Puntos débiles: No muestra información sobre otros medios de transporte
○ Puntos fuertes: Open Source. Interfaz sencilla: posibilidad de definir el radio de
búsqueda arrastrando el dedo para modificar el tamaño del círculo que define
este valor.
○ Conclusiones (¿Qué nos puede interesar?):
■ Utilidad de la información para mejorar la eficiencia y facilidad del
transporte: uso recurrente
■ Utilidad de la API para ser utilizada en Commut.io
■ Forma de elegir el radio de búsqueda de estaciones cercanas
■ Cambio de modo (dejar/coger bici) con un widget interruptor: sencillo y rápido
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● Trànsit
○ Nombre:Trànsit
○ Plataforma: iOS
○ Comunidad: No disponible
○ Área de penetración: Barcelona
○ Desarrollado por: Ajuntament de Barcelona
○ Objetivo (qué tracea? qué optimiza?): Aplicación creada para optimizar los
desplazamientos por Barcelona en transporte privado, muestra datos sobre la
fluidez del tráfico en las principales vías de la ciudad.
Además, el usuario puede ver imágenes “en directo” de las cámaras de tráfico
repartidas por toda la ciudad.
○ Accesibilidad a los datos: Privada
○ Puntos débiles: Información actualizada de manera poco frecuente
○ Puntos fuertes: Facilita los desplazamientos al usuario, sencillez en su
utilización.
○ Conclusiones (¿Qué nos puede interesar?):
■ Modo de visualización de la fluidez del tráfico sobre el mapa.
■ Monitoriza el estado de la red de transporte (idea similar a la de
Commut.io)
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● Moovit
○ Nombre:Urban Step
○ Plataforma: iOS, Android, Windows 8 próximamente
○ Comunidad: <500.000 usuarios
○ Área de penetración: Madrid, Barcelona
○ Desarrollado por: TranzMate
○ Objetivo (qué tracea? qué optimiza?): Ofrece un planificador de rutas
adaptables según información obtenida en tiempo real a partir de otros usuarios
de la aplicación. Proporciona información sobre tiempos de espera, tiempo
estimado de trayecto restante, e información sobre datos de tráfico (aunque la
información sobre el tráfico debe ser generada manualmente por los usuarios).
○ Accesibilidad a los datos: Privada
○ Puntos débiles: Aplicación en desarrollo, las funcionalidades no ofrecen
resultados óptimos, ausencia de incentivo adicional
○ Puntos fuertes: Cálculo de rutas. Uso de información de otros usuarios en
tiempo real.
○ Conclusiones (¿Qué nos puede interesar?):
■ Mismo objetivo que Commut.io: pretende modelar el estado de la red de
transporte de la ciudad de Madrid y Barcelona a partir de los datos
recogidos de los usuarios de la aplicación. Y utilizar esta información para
ofrecerla a los usuarios.
■ Permite, al estilo de Waze, crear check­ins que ofrezcan información
adicional.
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3.4 Conclusiones extraídas tras analizar el estado del arte
Tras analizar un amplio conjunto de aplicaciones relacionadas con Commut.io, el lector
puede hacerse una idea de qué tipo de aplicaciones hay actualmente en el mercado dentro del
campo de la geolocalización, recomendación y asistencia en transporte personal basados en
dispositivos móviles. Concretamente, se han analizado treinta aplicaciones categorizadas en
trackeadores personales, recomendadores y asistentes para el transporte personal.
Tras el estudio de este conjunto de aplicaciones, se pueden distinguir, en la mayoría de
ellas, tres componentes o funcionalidades que las relacionan con Commut.io: estas tres
funcionalidades son la sensorización, el análisis de la información recogida y la visualización de
los datos obtenidos tras el análisis. Se verán a continuación las aplicaciones que destacan en
cada categoría y por qué lo hacen.
En cuanto a la sensorización, destaca en primer lugar la aplicación Orux Maps, pues
utiliza algoritmos extra para la geolocalización que le permiten mejorar su precisión. Además,
destaca la forma de obtención de la información de manera colaborativa en aplicaciones como
Carat, Waze, FourSquare, Yelp y Moovit.
A nivel de análisis, destacan las aplicaciones Moves y Placeme, por mostrar información
sobre lugares concretos a partir de posiciones GPS. En este apartado destaca también la
aplicación Carat, por su algoritmo de comparación de consumos de batería en función de las
aplicaciones en funcionamiento. Waze destaca en esta categoría por la capacidad de recalcular
la ruta del usuario en función a notificaciones de otros usuarios.
Por último, en cuanto a la visualización, destacan Moves, por su manera de mostrar la
información de los lugares visitados y los trayectos entre estos. Por la forma de escoger el radio
de búsqueda sobre el mapa, resulta interesante la aplicación Open Bicing. Además de esto,
destacan también las aplicaciones que utilizan la realidad virtual para mostrar información como
es el caso de Yelp o TMB Virtual. En la actualidad, y según opiniones de los mismos usuarios
de estas aplicaciones, este método de visualización de la información está realmente valorado
de manera positiva.
Tras este análisis, se hace palpable la existencia de un buen número de aplicaciones                         
que utilizan muchos datos del usuario, muchos de ellos basados en la localización (como es el                             
caso de Commut.io), pero hacen un uso bastante limitado de estos. Haciendo uso de estos                           
mismos datos, se podría, por ejemplo, utilizar las APIs de FourSquare o Yelp para proporcionar                           
al usuario, de manera automática, información  sobre los lugares que le rodean.
Además de esto, y como conclusión final se puede observar que existe una ausencia de                           
información en tiempo real y de manera agrupada en el campo que nuestro proyecto pretende                           
cubrir. Solamente la aplicación Moovit pretende obtener esta información sobre el uso del                       
transporte público urbano, aunque es una aplicación todavía en fase de desarrollo. Es por lo                           
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tanto, un campo donde la ausencia de datos ofrece una posibilidad clara de implantación del                           
proyecto Commut.io.
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4. Planteamiento del problema
Desde BDigital se creó, en 2011, el proyecto Commutio con el objetivo de obtener datos
que complementen la información open data  disponible sobre la red de transporte público de3
Barcelona. Estos datos serán utilizados para modelar el estado de la red de transporte público
urbano en tiempo real.
El modo de recolección de datos está basado en la participación colectiva, y de la
misma forma que la aplicación Waze1 (descrita como un navegador GPS colectivo y social), se
pretendía obtener grandes cantidades de datos en pequeñas porciones a través de cada
usuario individual. A partir de estos datos comunitarios se pretendía dar, a cada usuario
individual, información sobre el transporte público urbano que no está disponible actualmente en
tiempo real y que, potencialmente, mejoraría su eficiencia a la hora de moverse por la ciudad.
Incluso, se busca obtener y mostrar información en tiempo real sobre posibles incidencias
surgidas a lo largo de la red. De esta forma, se podría utilizar Commutio para obtener
información calculada a partir de los datos obtenidos del resto de la comunidad de usuarios:
conocer tiempos de espera, posibles interrupciones en los vehículos de transporte público
urbano de la ciudad, o incluso patrones de comportamiento que podrían ayudar a definir nuevas
líneas de transporte.
Además de información sobre el transporte, se pensó en, a partir de la misma información
obtenida a través de los dispositivos móviles, extraer ciertas estadísticas individuales que
permitan mostrar, al usuario, información adicional sobre sus desplazamientos como sería la
distancia recorrida o las estaciones visitadas durante sus viajes.
Por tanto, y según lo descrito hasta aquí, el proyecto Commutio pretendía focalizarse en
el uso del transporte público de los ciudadanos y mostrar a los usuarios de la aplicación, a partir
de los datos individuales generados, estadísticas sobre sus desplazamientos calculadas tanto
para cada trayecto individual como para el histórico de viajes.
El proyecto, basado en la idea de crowdsourcing que propone la solución de un
problema a partir de la colaboración masiva, necesitaría un número elevado de usuarios a fin de
obtener la mayor cantidad de información posible.
El objetivo principal de este proyecto, como se explica más adelante en este mismo
documento, dotar de un mayor valor añadido que incentive al uso de la aplicación y
consecuentemente, aumente la cantidad de datos recogidos a través de esta.
3 Datos abiertos (open data en inglés) es una terminología utilizada para referirse a determinados datos que están
disponibles de forma libre a todo el mundo, sin restricciones de copyright, patentes u otros mecanismos de control.
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4.1 Commut.io
El proyecto Commutio nació dentro del departamento de Movilidad de BDigital, fuera del
ámbito de este proyecto de final de grado, en el año 2011. La idea pretendía combinar la
posibilidad de la recogida de datos geoposicionados a partir de dispositivos móviles conectados
a Internet, la gran acogida de este tipo de terminales, el creciente uso del transporte público
urbano y la inaccesibilidad a información que describa el uso el tiempo real de la red de
transporte público en una ciudad como Barcelona. El objetivo principal era el de recoger una
gran cantidad de datos que permitieran el estudio de los patrones de movimiento a través del
transporte público dentro de la ciudad. Con la idea de hacerlo escalable a un mayor número de
ciudades, se propuso el desarrollo de una aplicación móvil que utilizara los diferentes sensores
de los que dispone un smartphone para geolocalizar al usuario mientras la aplicación estuviera
en uso. Así, mientras la aplicación permaneciera activa, enviaría en tiempo real la posición GPS
a un servidor donde sería almacenada. Se decidió almacenar os datos geoposicionados del
usuario de manera anonimizada para garantizar la privacidad del usuario, de forma que no fuera
posible relacionar el id del usuario en la base de datos con ninguna persona física.
Una vez definida esta primera parte de la idea, apareció la necesidad de incentivar al
usuario para el uso de la aplicación mientras utilizara el transporte público (cuanto más tiempo
estuviera activa, más datos sobre su posicionamiento enviaría, y mayor cantidad de información
sobre el estado de la red de transporte público urbano habría disponible). Para incentivar a los
usuarios a usar la aplicación mientras usaran el transporte público, se pensó en técnicas de
gamification, es decir, en proporcionar al usuario un incentivo en forma de juego para motivar el
uso de la aplicación. Se optó por un juego tipo pregunta­multirrespuesta, tipo trivial, en que cada
cierto intervalo de tiempo se muestra al usuario una nueva pregunta.
Se utilizaron técnicas de sincronización a fin de que todo dispositivo móvil que pusiera
en marcha la aplicación Commutio mostrara al usuario la misma pregunta en el mismo
momento, obteniendo así incentivo gracias a la competición en tiempo real con otros jugadores.
En un principio, y como proyecto final de carrera de dos estudiantes: Crowdsourcing
Commuting Game y Massive Data Framework on Crowdsourcing Commuting, asistidos por el
Dr. Daniel Villatoro y Marc Pous, se desarrolla dentro de BDigital, el proyecto Commutio que
incluía, una aplicación para IOS. Fue diseñado con una arquitectura distribuida de la que
formaban parte varios servidores que almacenarían la información generada por la aplicación.
Dentro de los datos generados por la aplicación y a manejar por estos servidores, se pueden
distinguir dos tipos: por un lado, están los datos generados por el juego (usuarios, puntuaciones,
respuestas) y por otro, los datos de geoposicionamiento (posiciones GPS enviadas por la
aplicación de manera automática y anonimizadas de manera que no es posible realizar la unión
usuario real­posición GPS).
Para aumentar la viralidad de la aplicación, se añade a la aplicación una socialización a
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través de la red social Facebook, de manera que el usuario puede ver cuales de sus amigos en
la red social están jugando en Commut.io y competir contra ellos.
Una vez desarrollada la aplicación, aparece el problema del cold start, es decir,  la falta
de usuarios al inicio resulta en una falta de movitación para ellos mismos, ya que hasta ahora el
incentivo principal que Commut.io ofrece a sus usuarios es el juego competitivo en tiempo real.
Con la idea de solucionar este problema y la intención de aumentar el número de usuarios
potenciales, se inicia la segunda parte del proyecto Commut.io, marco en el que se realiza este
proyecto de fin de grado de Ingeniería Informática.
4.1.1 Arquitectura
El proyecto Commutio estaba formado por diversos componentes que formaban una estructura
Cliente­Servidor y que será detallada a continuación.
Esquema gráfico de la arquitectura del sistema
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4.1.1.1 Commutio IOS
En la parte del cliente, aparece la aplicación móvil Commutio, programada en Objective­C para
IOS. Esta aplicación consta, a nivel lógico, de dos partes bien diferenciadas: la capa de juego,
creada como incentivo para el uso de la aplicación, y la capa de recolección de datos,
desarrollada como objetivo principal del proyecto.
Ambas partes basan su funcionamiento en la comunicación con distintos servidores remotos
cuyo funcionamiento y estructura serán analizados, junto a la la aplicación móvil, en los
próximos apartados.
Juego
El tipo de juego implementado tiene la forma pregunta­respuesta. La aplicación obtiene mediante
una petición HTTP y muestra, cada 30 segundos, la nueva pregunta generada por el servidor
del juego. Esta pregunta es la misma para todas las aplicaciones cliente conectadas al servidor
y es escogida, de manera aleatoria, entre más de 200.000 preguntas almacenadas en la base
de datos.
Una pregunta obtenida mediante la petición al servidor de la base de datos tiene la siguiente
forma :4
{
        "id": "18112",
       "question": "¿Qué significa la raíz culta: cosmos?",
       "answer": "mundo",
       "fakeanswer1": "gobierno",
       "fakeanswer2": "oculto",
       "fakeanswer3": "cuatro",
       "topic": "Idiomas",
       "i18n": "es_ES",
       "level": "hard"
}
"wait": 29426
Como puede observarse, una pregunta contiene un identificador único, el texto de la pregunta y
la respuesta correcta. Además, contiene 3 respuestas falsas, una categoría, idioma y nivel de
pregunta. Cuando se hace una petición para obtener la pregunta, el JSON recibido contiene
también un campo “wait”, con el valor del tiempo restante antes de que la siguiente cuestión sea
generada.
En la aplicación, al usuario se le muestra esta información de la siguiente manera:
● En primer lugar, se muestra una pantalla con el tema y tiempo de espera para la
siguiente pregunta a contestar por el usuario.  La barra inferior muestra un feedback al
usuario del tiempo restante antes de poder contestar a la pregunta.
La barra superior, en gris, recoge, en campos separados, el número de usuarios jugando
4 Se ha utilizado JSON como formato de datos en todas las comunicaciones.
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actualmente, la puntuación acumulada y el número de respuestas seguidas acertadas.
Captura de pantalla de la aplicación Commutio. Inicio de Juego
● Una vez finalizado el tiempo de espera, se muestra la pantalla de respuesta. Las
posibles respuestas están ordenadas de manera aleatoria, de forma que el usuario no
puede saber, a priori, cuál es la respuesta correcta. Como en la ventana anterior, la
barra inferior es una barra de progreso que muestra da al usuario un feedback del tiempo
que del que dispone para elegir su respuesta.
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Captura de pantalla de la aplicación Commutio. Pantalla de respuestas
Una vez el usuario elige una respuesta, se calcula la puntuación obtenida y se envía al servidor
Server Commutio, que gestiona toda la información relacionada con el juego, tal y como se
explicará más adelante.5
Recolección de datos
La recolección y envío de datos se realiza de manera automática mientras la aplicación está
activa. Esta funcionalidad se lleva a cabo utilizando los receptores del dispositivo para obtener a
través de él las coordenadas que definan su posición actual.
Estas coordenadas son enviadas, etiquetadas con su timestamp e identificador de usuario, con
un intervalo de 30 segundos, al servidor Track Gatherer para ser almacenadas y analizadas.
Dentro de esta sección cabe mencionar el particular método de geolocalización utilizado por los
dispositivos móviles, que tiene la particularidad de utilizar dos tipos de localización según la
cobertura del sistema GPS:
● Localización GPS: Se basa en una “constelación” de satélites que orbitan
continuamente alrededor de la tierra enviando la hora exacta.Para obtener la posición se
basan en el cálculo de la distancia desde el satélite hasta el receptor. Cuando al receptor
le llega la señal de un satélite, compara su propia hora con la que le envía el satélite y
determina de esta forma cuánto ha tardado la señal en llegar. De esta forma, se utiliza la
triangulación para determinar la posición del receptor. Aunque hay que tener en cuenta
5 No se analiza de manera más detallada la estuctura y funcionamiento de la aplicación para IOS, pues
serán detalladas más adelante en la sección Commutio Android
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un dato: La geolocalización GPS depende completamente de la cobertura del sistema en
el punto en que se encuentra el receptor, pues será necesario tener acceso a la señal
enviada por al menos tres satélites para poder realizar el proceso.
● Localización por Red, también llamado AGPS (Asisted Global Postition System según
sus siglas en inglés) determina la ubicación utilizando torres de telefonía y señales wifi.
Más efectivo en espacios cerrados, responde más rápidamente y consume menos
batería. Su funcionamiento está basado en triangulación a partir de las redes (de
telefonía y WiFi) cercanas al receptor, por lo que aunque permite localizar al usuario en
espacios cerrados y sin cobertura GPS, su precisión es menor al utilizar una alternativa
no pensada específicamente para ello.
4.1.1.2 Servidor ServerCommutio
El servidor ServerCommutio utiliza una base de datos documental MongoDB para almacenar la
información de las preguntas, respuestas y usuarios del sistema. El acceso a los datos se
realiza a través de una API REST implementada en NodeJS.
Se eligió NodeJS y MongoDB por un conjunto de razones descritas en las memorias de sendos
proyectos y siendo las principales su potencia y capacidad para gestionar grandes cantidades
de peticiones sin disminuir su rendimiento de forma alarmante.6
En su base de datos se almacena la información de las preguntas, los usuarios registrados en
la aplicación, las respuestas.
La API implementada permite acceder a los datos a través desde cualquier cliente mediante
peticiones HTTP, pero además, hace uso de la librería socket.io de NodeJS que permite crear
sockets bidireccionales entre Servidor y cliente si ambos están escritos en NodeJS. Estos
sockets son utilizados por el servidor para enviar una señal a través de ellos cada vez que se
genera una nueva pregunta o cada vez que se recibe una nueva respuesta. Esta funcionalidad
ha sido utilizada para mostrar la ejecución del sistema en un servicio web accesible desde la
siguiente url y que fue creado con la intención de facilitar la visualización de la información
recogida desde la aplicación móvil. Se utilizó la librería socket.io en la implementación pues
facilita considerablemente las tareas de sincronización con el servidor.
4.1.1.3 Servidor Track Gatherer
El servidor Track Gatherer fue también escrito en NodeJS y utiliza MongoDB para almacenar la
información. La API REST implementada únicamente permite llamadas HTTP POST que
contienen posiciones GPS y que son almacenadas directamente en la base de datos y
6 Más adelante se realiza un estudio de las distintas alternativas existentes a la hora de implementar un
sistema similar, donde se puede observar, con datos empíricos la capacidad de ambas tecnologías.
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enviadas, además, al servidor Wild Route donde son analizadas.
Como en el caso del servidor Commutio Game, hace uso de la librería socket.io para enviar una
señal cada vez que se recibe una nueva localización GPS, gracias a lo que se ha podido
implementar esta visualización que muestra sobre un mapa cada nuevo punto recibido.
Aunque ya se ha nombrado anteriormente, puede ser interesante recordar que, por cuestiones
legales y de privacidad de los usuarios, la información de las posiciones GPS no utiliza el
mismo identificador de usuario que la información referente al juego, de manera que la única
forma de unir ambos datos, sería teniendo acceso a su dispositivo móvil.
4.1.1.4 Servidor Wild Route
El servidor WildRoute fue escrito en Ruby utilizando el framework Ruby On Rails y almacena
los datos en una base de datos MongoDB.
A partir de una sucesión de geoposiciones de un cierto usuario, que en la ontología recibe el
nombre de user location, los algoritmos implementados permiten extraer la información referente
a la siguiente ontología:
       Ontología y estructura de la información extraída en el servidor a partir de coordenadas GPS
Dentro de la ontología, cada posición GPS enviada por el usuario recibe el nombre de
user_location. Tras el análisis de los datos, cada user_location está relacionada con una
real_location.
Una real_location busca definir el punto real, ya sean estaciones o aristas, puntos entre
estaciones, en que se encuentra el usuario. Para lo que se diferencia entre stop_points y edges.
Un stop_point está relacionado con un medio de transporte, llamada transportation_mode en la
ontología. A un mismo transportation_mode, pertenecen varias transportation_lines, que son
recorridas por vehicles. Un vehicle tiene asociados dos valores, congestion_status y
vehicle_status, que definen la velocidad de movimiento y la última parada visitada por el vehicle.
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Además, cada real_location y vehicle están asociados con un path. Un path es la parte de un
trayecto, llamado trip, realizada dentro del mismo transportation_mode y la misma
transportation_line.
La idea es relacionar cada user location (dato geoposicional) recibida con una real Location. Las
real location forman parte un un path, que sería el recorrido realizado en un mismo medio de
transporte y dentro de la misma línea. Un trip está formado por uno o más paths y agrupa la
información de un viaje completo.
En formato JSON, un trip tiene esta forma:
{
  "_id" : ObjectId("51c1cca46e95529e2e000004"),
  "user_id" : "dsolans",
  "start_time" : ISODate("2013­06­19T15:22:07.521Z"),
  "end_time" : ISODate("2013­06­19T15:25:01.521Z")
}
Un path está formado por:
{
  "_id" : ObjectId("51c1cca46e95529e2e000003"),
  "end_time" : ISODate("2013­06­19T15:22:07.521Z"),
  "start_time" : ISODate("2013­06­19T15:25:01.521Z"),
  "trip_id" : ObjectId("51c1cca46e95529e2e000004"),
 }
Y el formato de cada real location es:
{
  "_id" : ObjectId("51c1cca46e95529e2e000002"),
  "path_id" : ObjectId("51c1cca46e95529e2e000003"),
  "timestamp" : ISODate("2013­06­19T15:22:07.521Z"),
  "userLocation_ids" : [ObjectId("51c1cca26e9552d2a5000001"),
ObjectId("51c1cca66e955292b4000002"),
ObjectId("51c1ccac6e95525904000003"),
ObjectId("51c1ccb26e95525d69000004"),
ObjectId("51c1ccb86e95527dea000005"),
ObjectId("51c1cd186e95525e38000006")],
  "user_id" : "dsolans"
}
La extracción de estos valores a partir de coordenadas es especialmente complicada para el
caso del metro, pues como se explicó anteriormente, la localización por GPS necesita espacios
abiertos para funcionar. Y en cuanto a la localización por GPS, la conectividad en el metro es
más limitada que en la superficie pues aunque existe cobertura de telefonía, esta cobertura
viene servida por una serie de repetidores de la señal, lo que provoca que las coordenadas
obtenidas disten bastante de la posición real del usuario. Como puede verse en la siguiente
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imagen, donde se muestran la posición que recoge un dispositivo móvil cuando el usuario es en
la parada Universitat de la L1 de metro:
Comparació posición real ­ posición obtenida con GPS en metro
Teniendo en cuenta estos datos, se desarrolló, en una solución inicial, un algoritmo CBR cuyo
objetivo era realizar la conversión posición GPS ­ parada de metro, para el que se recogió, con
el fin de utilizar como base de conocimiento para el algoritmo, información para gran parte de las
paradas de metro de la ciudad.
48
4.2 Commut.io 2.0
Mi contribución dentro de este proyecto y de BDigital, tiene como principal objetivo el
dotar de un mayor valor añadido a la aplicación con el fin de obtener un mayor número de
usuarios potenciales y por lo tanto, la posibilidad de recoger una mayor cantidad de información.
Con este objetivo, las diferentes funcionalidades implementadas han sido un sistema de
agentes jugador, la réplica de la aplicación Commutio para Android, el desarrollo de una mejora
al algoritmo de análisis de paradas de metro, implementación de un framework para la
extracción de estadísticas individuales a partir de la información generada en el servidor
WildRoute.
Como se ha dicho, una de las primeras funcionalidades es un sistema de agentes
virtuales inteligentes que permanecieran jugando a Commutio de manera contínua. Este
software debía ser capaz de sincronizarse con el servidor y enviar respuestas escogidas con
una probabilidad de acertar que dependerá de los parámetros establecidos al iniciarse. El
objetivo de este sistema es una vez más, aumentar el incentivo para el usuario a la hora de
jugar a Commutio, de manera que con los jugadores virtuales funcionando, el usuario puede
competir con otros jugadores que serán, en este caso, agentes software.
Además, otra de las tareas será el desarrollo de la aplicación Commut.io para el sistema
operativo Android : según un reciente estudio de comScore , en España, entorno al 10% de los7 8
smartphones utilizan el sistema iOS desarrollado por Apple, frente al 55% de cuota de mercado
de la plataforma de Google. Con estos datos, y ante la falta de usuarios de Commut.io, se hizo
patente la posibilidad de aumentar drásticamente el número potencial de usuarios de Commut.io
replicando la aplicación para el sistema operativo con mayor presencia en el mercado español.
Se plantea también, el desarrollo de una mejora del algoritmo de extracción de paradas
de metro a partir de posiciones GPS, ya que el algoritmo implementado inicialmente no utilizaba
toda la información disponible para mejorar su precisión a la hora de analizar los datos.
Por último,  se propone la implementación de un framework que permita el análisis y
estudio masivo de datos obtenidos a partir de Commut.io con el objetivo de permitir la extracción
de estadísticas de movimientos que doten a la aplicación un mayor valor añadido de cara al
usuario.
Tras esto, se re­implementará la aplicación Commut.io para Android, a fin de añadir más
tarde las funcionalidades antes explicadas. A partir de la información almacenada en la base de
datos de la aplicación, se mostrarán al usuario datos sobre sus trayectos tales como tiempo de
recorrido, distancia recorrida y velocidad media. Además, utilizando el total de recorridos
7 Se estableció Android 2.3 como versión mínima, tras analizar el mercado, pues en el momento de
creación del proyecto, la mencionada versión del sistema operativo tenía todavía una gran importancia
como puede verse aquí.
8 El estudio tiene por título “2013: Mobile Future in Focus” y su enlace puede consultarse en la bibliografía.
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traceados, se ofrece información sobre las estaciones más visitadas o trayectos más
habituales.
4.2.1 Mapa de máquinas a implementar
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5 Diseño e implementación
Se recoge en este apartado una explicación detallada de cada uno de los componentes
implementados dentro del sistema y que en conjunto forman este proyecto final de carrera.
5.1 Agentes Virtuales
5.1.1‐Diseño
El sistema de agentes virtuales emula el comportamiento de un número determinado de
jugadores. Este número es variable en el tiempo, evitando así que el usuario visualice siempre
el mismo número de contrincantes y deduzca que está jugando contra agentes software, lo que
podría disminuir el incentivo de jugar a Commutio.
Para emular a un jugador humano, se diseñan distintos perfiles de agente que vienen definidos
por los mismos atributos que un jugador humano en la base de datos. A estos atributos, para el
caso de los jugadores virtuales, se suman  la probabilidad de acertar una pregunta y el tiempo
medio de respuesta. Con esto, los atributos de un agente son los siguientes:
agentProperties = {
                active : false,
                email : "",
                name : "",
                birthday : "",
                locat : "",
                locale : "",
                gender : "",
                intelligence : "", //Stupid, Medium, Intelligent, Specialist
                speed : "", //Slow,Medium,Fast
                favouriteTopic : "
              }
A pesar de poseer otros atributos, en su funcionamiento, los agentes virtuales utilizan los
atributos intelligence, speed y favouriteTopic.
Estos valores definen la elección de la respuesta escogida y el cálculo de la puntuación
obtenida. Una respuesta incorrecta tiene una puntuación de cero. Para las respuestas
correctas, se utiliza la siguiente fórmula.
 umPreguntasCorrectasSeguidas 10  tiempoRestante2 + n   
Donde el parámetro tiempo restante es el tiempo de respuesta sobrante en el memento en que
esta fue enviada y el parámetro numPreguntasCorrectas se corresponde con el número de
preguntas acertadas de manera consecutiva.
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Teniendo en cuenta esto, se diseñan los siguientes perfiles en función del tiempo de respuesta :9
Agente veloz Agente medio Agente lento
Segundos antes de
reponder
 1­9 8­16 10­20
Estos perfiles serán combinados con los siguientes perfiles, que definen la probabilidad de
realizar una respuesta de manera correcta.
Agente veloz Agente medio Agente listo Agente
especialista10
Probabilidad de
acertar
 25% 50% 75%  25% | 75%
(En función de la
categoría de la
pregunta)
Además, se pretende que el sistema tenga un número variable de agentes activos. Para ello,
cada agente tendrá dos estados: Jugando e inactivo.
5.1.2 Implementación
Para la implementación, se ha teniendo en cuenta que el servidor, escrito en NodeJS,
envía un mensaje etiquetado utilizando la función socket.emit de la mencionada librería
socket.io, que como se ha dicho con anterioridad, facilita la tarea de la sincronización con el
servidor: A través del socket creado, el agente virtual recibe de forma automática un mensaje
cada segundo transcurrido, cada pregunta nueva generada, cada respuesta enviada al servidor
y cada vez que un nuevo jugador se conecta.
En NodeJs cada función se comporta de manera equivalente a una instancia de clase
en lenguaje Java. Además, una función puede contener en su interior la declaración de otra(s)
funciones, de manera que teniendo en cuenta esto, se crea un fichero llamado VirtualAgent.js
con la declaración de la función agent() en su interior. A fin de poder utilizar el objeto agent()
desde otro fichero, es necesario definir la exportación de esta función. Para esto, se utiliza la
9 Téngase en cuenta que a pesar de ser generada una nueva pregunta cada 30segundos dentro del
sistema, se ha establecido un tiempo de 15segs para contestar a esta. Por lo que un agente lento
contestaría fuera de tiempo en el 50% de las ocasi
10 Un agente especialista se comporta como un agente listo para una determinada categoría de preguntas,
definida en el atributo favouriteTopic del agente virtual, y como un agente tonto para el resto.
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siguiente instrucción (situada fuera de la función agent y en la parte final del archivo js):
exports.agent = agent
Esta instrucción permite la instanciación de un objeto agent desde otro archivo. Con esto, se
crea un archivo main.js, que gestiona la creación y activación/desactivación del conjunto de
agentes. Por defecto, se estableció un total de 34 jugadores virtuales. 21 de ellos están siempre
activos mientras los otros 13 serán los que puedan cambiar su estado y estar inactivos, para
implementar esta funcionalidad, el archivo main contiene dos arrays de instancias de objetos
agent():
● Agents_fixed contiene, 21 instancias de agent(). Estos jugadores virtuales están
siempre activos.
● Agents_variant contiene 13 instancias de agent() que modifican el valor del boolean
jugando de manera aleatoria cada 60 segundos. El valor del boolean define el
comportamiento de agente, provocando que un agente pueda activarse/desactivarse
cada dos preguntas generadas en el servidor.
Según lo explicado hasta aquí, el algoritmo que define el comportamiento de cada instancia de
jugador virtual dentro del sistema de agentes es el siguiente:
Por último, cabe mencionar la comunicación cliente ­ servidor, por medio de http.get y http.post,
utiliza el módulo restler de NodeJS, que facilita la utilización de estos métodos de comunicación.
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5.2 Commutio Android
Como base principal de este proyecto, se realiza la réplica de la aplicación Commutio IOS para
el sistema operativo móvil de Google. Esta aplicación, combinada con la aplicación de IOS,
busca ser el medio de recolección de datos de las posiciones GPS de los usuarios.
Como primer paso dentro del desarrollo de la aplicación, se implementa la capa de recolección
de datos para lo que se implementan principalmente dos componentes: acceso a los sensores
de localización del terminal para posicionar al usuario y una visualización de esta posición sobre
un mapa, para lo que se utiliza la API de Google Maps.
GPS
Para el uso del GPS, se utilizan las clases LocationManager y Criteria de Android. La primera,
permite obtener la posición por medio de los sensores del dispositivo: GPS y AGPS. La
segunda clase, Criteria, permite establecer una serie de parámetros de localización y devuelve
el identificador del sensor que mejor satisface estos parámetros.
Los parámetros definidos en la clase Criteria son los siguientes:
crit.setAccuracy(Criteria.ACCURACY_FINE);  //Finer accuracy requirement
crit.setAltitudeRequired(false); //The provider must provide the altitude
information
crit.setPowerRequirement(Criteria.POWER_LOW); //Indicates the minimum power
needed to use Critera
Con esta configuración, se busca conseguir una precisión máxima, eliminando el tiempo de
cálculo asociado que conlleva la obtención de la altura utilizando la geolocalización y definiendo,
además, que se pretende poder seguir haciendo uso de la geolocalización mientras la batería
del dispositivo no sea baja (por defecto, inferior a un 15%).
Utilizando ambos componentes, se puede crear un listener que es activado cada vez que la
posición actual es modificada. Aunque esto debería ser suficiente, la fase de testeo demostró
que este listener no era activado con la frecuencia que era requerida dentro de la aplicación .11
Como solución a este problema, la clase GPS implementada extiende de Runnable, por lo que
permite ser lanzada como Thread. Con esto, teniendo en cuenta que una vez se configura el
GPS, se calcula de manera instantánea la localización actual, se busca forzar a la clase a ir
actualizando la posición actual.
5.2.1 API Google Maps en Android
11Recuérdese que se busca poder enviar al servidor una nueva posición GPS cada 30 segundos
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Primeramente, cabe mencionar que en esta implementación se utilizó la versión 1 de esta API.
La razón de esto es que en el momento de inicio de la programación de esta aplicación, enero
de 2013, la segunda versión de esta había sido publicada recientemente pero la documentación
y ejemplos existentes eran escasos, por lo que se optó finalmente por la utilización de la primera
versión de la API, que proporciona las herramientas necesarias para la implementación de las
funcionalidades que se verán a continuación.
Para poder mostrar un mapa de Google en una aplicación Android, es necesario obtener una
api_key, esto es un valor único que identifica nuestra aplicación a la hora de utilizar los
servicios de la API. A fin de acceder al SDK que Google proporciona, hay que elegir Google
APIS como versión de Android con que se compila la aplicación.
Para mostrar el mapa en pantalla es necesario definir un contenedor de tipo MapView en el
layout que definirá la disposición de los elementos en la pantalla.
Para mostrar iconos sobre el mapa, se implementó una clase propia, que extiende de
ItemizedOverlay y que contiene la lista de iconos a mostrar sobre el mapa. Esta clase permite,
además, definir eventos onTouch para cada icono, así como, por ejemplo, el mensaje a mostrar
cuando el usuario pulsa el icono.
Para dibujar el icono sobre el mapa, se hace uso de la clase GeoPoint de Android, para
instanciarlo, se utilizan la latitud y longitud obtenidas mediante la localización GPS. Con la
instancia de GeoPoint, se puede crear un objeto OverlayItem, que contiene el GeoPoint y una
imagen o marcador, que será lo que se muestre sobre el mapa. Al añadir el objeto OverlayItem
a la clase ItemizedOverlay, es dibujado de manera automática.
5.2.2 Envío de geoposición al servidor
Hasta aquí, se ha explicado el procedimiento seguido para obtener la posición y mostrarla en la
aplicación sobre el mapa. En este apartado se explicará cómo se ha realizado el envío de estos
datos hacia el servidor.
El envío/recepción de datos mediante peticiones http en Android no está permitido desde el
mismo Thread que controla la pantalla o UI. Esto es así para evitar bloqueos de la interfaz
mientras se realizan estas peticiones. La alternativa es utilizar una clase que extienda de
AsyncTask.
Dentro de esta clase, llamada ServerCommunication, se han implementado las distintas
funciones que utilizan GET y POST para comunicarse con los servidores de Commutio. Cada
vez que se hace una petición HTTP, debe instanciarse una nueva ServerCommunication. La
clase derivada de AsyncTask recibe una serie de parámetros y en función de estos ejecuta una
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u otra función de comunicación con el servidor y devuelve la respuesta obtenida en formato
String.
Para realizar la comunicación HTTP, se utiliza la clase HTTPClient que permite ejecutar la
llamada directamente mediante la función execute(“url”). Para enviar datos por POST, tal y
como requiere la llamada para enviar la geoposición al servidor TrackGatherer, es necesario
utilizar además la clase nameValuePairs que permite crear una lista de clave­valor y gestiona
automáticamente el paso de estos valores al formato válido para envíos HTTP.
Para gestionar este envío, se extiende la clase CountDownTimer a fin de crear un temporizador
que obtenga la posición actual desde la clase GPS y envíe esta al servidor mediante la clase
ServerCommunication.
5.2.3 Adición del aliciente del juego sobre la capa de geolocalización y envío de
datos
Una vez creada la capa de obtención de la posición GPS actual, se procede a añadir el aliciente
en forma de juego a fin de hacer de Commutio, una aplicación que el usuario utilice en sus
trayectos.
Aunque cualquier usuario puede jugar de manera anónima, el loguearse dentro de la aplicación
le da acceso a nuevas funcionalidades como un perfil de usuario donde ver su evolución dentro
del juego, acceso al ránking para poder comparar sus resultados con el resto de usuarios de
Commutio y acceso a una ventana de notificaciones donde puede se recoge información
relevante.
A fin de aumentar el incentivo y facilitar el registro en la aplicación, se utiliza el SDK de
Facebook para crear un botón login. Como en otras redes sociales, el SDK  de Facebook
gestiona de manera automática y de manera transparente al programador el logueo y una vez
logueado el usuario, y tras haber aceptado los permisos necesarios, es posible acceder a datos
como su nombre, fecha de cumpleaños, edad o ciudad de procedencia.
Una vez un usuario se loguea por primera vez en Facebook desde la aplicación, es registrado
automáticamente añadiendo un nuevo objeto usuario en la base de datos del servidor, tras
haber enviado mediante una petición HTTP esta información desde la aplicación móvil.
Este logueo con Facebook permite además, comprobar si ya tiene algún amigo de la red social
registrado en la aplicación y si es así, se le muestra una notificación en la ventana con ese
nombre. De esta manera se pretende aumentar la competitividad y por tanto, el aliciente a usar
la aplicación al poder competir contra conocidos.
Utilizando el SDK de Facebook y con el objetivo de publicitar la aplicación, se creó además un
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botón que publica un mensaje en el muro del usuario, de forma que cualquier contacto de podría
ver el mensaje de facebook publicitario de Commutio.
Tal como se vió anteriormente, las preguntas son generadas automáticamente en el servidor
cada 30 segundos. Aunque ya se ha explicado dentro de este mismo documento, es interesante
recordar que una pregunta generada en el servidor es recibida en formato JSON y tiene la
siguiente estructura:
"next": {
       "_id": "4fd7155ba513f2a4caaa417a",
       "id": "18112",
       "question": "¿Qué significa la raíz culta: cosmos?",
       "answer": "mundo",
       "fakeanswer1": "gobierno",
       "fakeanswer2": "oculto",
       "fakeanswer3": "cuatro",
       "topic": "Idiomas",
       "i18n": "es_ES",
       "level": "hard"
   },
   "wait": 29426
Por lo tanto, una vez el usuario pulsa el botón jugar, ya sea logueado o de manera anónima, la
aplicación hace una petición al servidor para obtener la siguiente pregunta. Además, se realiza
la llamada al servidor a fin de aumentar en uno el número de jugadores actuales dentro del
juego. Este número actual de jugadores es mostrado en la parte superior izquierda de la
pantalla, mientras en la zona superior central se muestra la puntuación total del usuario,
obtenida desde la base de datos para usuarios registrados, igual que el valor situado en la
esquina superior derecha que muestra el número de preguntas seguidas contestadas y que
influirá en la puntuación obtenida.
El campo wait  de la pregunta obtenida desde el servidor, contiene el tiempo en milisegundos
antes de que la siguiente pregunta sea generada así que para aprovechar esta información, se
utiliza un timer mediante la clase CountDownTimer. Cuando el timer llega a cero, la pregunta
pasa a ser la actual y se obtiene una nueva pregunta siguiente.
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Captura de pantalla de ventana de espera en Commutio Android
Para dar un feedback al usuario del tiempo de espera antes de poder contestar la pregunta, se
añadió una barra de progreso en la parte inferior de cada ventana de juego.
Cuando la pregunta siguiente pasa a ser la pregunta actual, se parsea el JSON obtenido desde
el servidor mediante la clase JSONObject y se muestra la información de la siguiente manera:
Captura de pantalla de ventana de juego en Commutio Android
Si el usuario pulsa una de las respuestas, esta se compara con el valor “answer” del JSON
obtenido desde el servidor. Se calcula la puntuación obtenida y se realiza el envío al
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ServerCommutio.
Una vez el usuario pulsa sobre una de las respuestas o el tiempo para responder finaliza, se
muestra la siguiente ventana que mediante una técnica de polling, obtiene las respuestas
hechas para esa misma pregunta por otros jugadores, de modo que el usuario puede comparar
sus conocimientos con el resto de jugadores de Commutio.
Captura de pantalla de la primera ventana de feedback en Commutio Android
Una vez la barra inferior llega al final y mientras el usuario no salga de la aplicación, la
secuencia de juego vuelve a mostrar la primera ventana con la categoría de la siguiente
pregunta a contestar.
5.2.3.1 Sincronización con el servidor
Al no disponer de sockets al estilo de socekts.io para Android, la sincronización de tiempos con
el servidor es uno de los elementos que más complicación han llevado a la hora de implementar
Commutio.
Esto es debido a la imposibilidad de implementar un callback servidor­cliente cada nueva
pregunta generada o cada nueva respuesta recibida. Además, la velocidad de la transmisión de
los datos obtenidos a través de peticiones HTTP provoca un cierto delay.
Para solucionar estos problemas, se utilizan las siguientes soluciones:
● Sincronización con nueva pregunta generada:
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Una vez el usuario pulsa el botón, se produce una llamada a la API para obtener la
siguiente pregunta. Esta siguiente pregunta contiene el campo wait, que es el tiempo en
milisegundos que tardará en ser generada la siguiente.
Se inicializa un timer, con el valor del campo wait, y una vez el timer llega a cero, se
obtiene el número de jugadores actuales y se muestra la pregunta con sus posibles respuestas.
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● Sincronización con las respuestas de otros jugadores:
La solución implementada para esta sincronización está basada en polling:
mientras el número de respuestas recibidas sea inferior al número de jugadores,
se hacen peticiones al servidor para obtener las respuestas hechas por los
usuarios y mostrarlas por pantalla.
5.2.4 Ventana de mapa
Como añadido respecto a la aplicación Commutio para IOS, cuya interfaz de mapa proporciona
información de qué transportes públicos hay alrededor, pero no los identifica de manera clara
sobre el mapa, se propone un nuevo diseño para esta ventana, a fin de darle una mayor
importancia dentro de la aplicación.
Para esto, y haciendo uso de una API creada en el departamento de movilidad de BDigital y de
la API de CityBike, se pretende mostrar un icono diferenciador para transporte público sobre el
mapa.
Además, con la misma información obtenida, se mostrará información al usuario al pulsar sobre
alguno de los iconos del mapa.
Para esto, se realiza una llamada a la API de movilidad para obtener las paradas cercanas a la
posición del usuario en un radio de 400m. Obtenidas en formato JSON, el formato de cada
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parada es similar a este :12
{"code":200,"data":{"tmb":{"id":"1","street_name":"Almog\u00e0vers­\u00c0vila","city":"BA
RCELONA","utm_x":"432542,5460","utm_y":"4583524,2340","lat":"41.3985182","lon":"2.1917991
","furniture":"Pal","buses":"06 ­ 40 ­ 42 ­ 141 ­ B25 ­
N11","times":null,"distance":null,"created_at":null}}}
Es decir, contiene información sobre la posición de la parada, en términos latitud ­ longitud,
información sobre las líneas de transporte público e incluso información sobre el tipo de parada.
Utilizando esta información, y obtenida de manera separada para cada medio de transporte
según elija el usuario en una barra superior, el resultado de esta nueva visualización es el
siguiente:
Capturas de pantalla de la ventana de mapa en Commutio Android
De manera simple, se buscó aumentar la usabilidad de la interfaz colocando un color distinto
para cada medio de transporte y, además, para el caso del metro, un color según el color oficial
de su línea en Barcelona.
En la segunda pantalla puede verse la información obtenida al pulsar sobre una de las paradas.
12 Ejemplo de información recibida para al hacer una petición a la API de una parada de bus.
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Que, siguiendo la misma idea, y utilizando información obtenida desde CityBike, para el caso del
Bicing, muestra además, el número de bicis disponibles y número de espacios libres en cada
estación de bicicleta pública.
 
Capturas de pantalla de la ventana de mapa en Commutio Android
Una vez implementadas todas estas funcionalidades, se da por cerrada la primera fase del
proyecto consistente en la replicación de la aplicación móvil para Android.
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5.3 Nuevo algoritmo de identificación de parada de metro
Tal como se nombró anteriormente dentro de este mismo documento, el servidor WildRoute,
escrito en Ruby e implementado con el framework Ruby On Rails, es el encargado de analizar
las posiciones GPS enviadas desde la aplicación y extraer información a partir del conjunto de
estas. El objetivo es extraer la información de forma estructurada según la siguiente ontología:
Para el análisis de los datos, se utilizan dos algoritmos distintos para el caso de bus y de metro,
pues la precisión del GPS en ambos medios de transporte es bastante diferente.
El algoritmo de bus, aplicable también para tranvía y cualquier medio de transporte de
superficie, es un algoritmo basado en el camino seguido y las líneas cercanas y por ello
potencialmente, líneas seguidas, de manera que se van descartando líneas sucesivamente
líneas de bus según el trayecto seguido se va alejando de ellas. Esta información de las
paradas cercanas utilizada se obtiene directamente desde la API de movilidad antes
mencionada.
Para el caso del metro, la propuesta inicial utilizaba un algoritmo CBR que utiliza una base de
conocimientos con una estructura latitud, longitud, identificador de parada, probabilidad.
Esta base de conocimientos fue obtenida a través de una aplicación móvil, implementada para
tal efecto, denominada TrackHunter y que, de manera similar a Commutio, obtiene la posición
actual. Además, el usuario etiqueta la parada actual dentro de la aplicación y conforme va
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pasando el tiempo, la probabilidad asociada a la pareja posición actual ­ parada etiquetada es
disminuida. Esta información es enviada al servidor cada 10 segundos.
Aunque en la fase anterior del proyecto, ya se recogieron aproximadamente 15.000 posiciones
GPS etiquetadas con la parada de metro a la que pertenecían, ante la posibilidad de que el GPS
de iPhone y Android obtuviera posiciones distantes entre sí, se replicó la aplicación
TrackHunter en Android para permitir la recolección de nuevas bases de datos para el algoritmo
CBR.
Captura de pantalla de la aplicación TrackHunter, que facilita la recolección muestras GPS etiquetadas
La nueva propuesta de algoritmo pretende aumentar la precisión de la asignación de paradas de
metro utilizando una idea similar al algoritmo del bus.
5.3.1 Algoritmo de asignación de paradas de metro:
El objetivo de este algoritmo es obtener para cada posición GPS recibida, la lista de paradas
posibles (buscando entre las posiciones de entrenamiento, las más cercanas con radio X).
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Para cada parada posible stopPoint de la realLocation actual t0, se busca si la realLocation
anterior t­1 tenía alguna parada posible stopPoint’  vecina de esta: Es decir, buscamos si existe
stopPoint perteneciente a t0, vecina de alguna stopPoint’ perteneciente a t­1.
Aquellos stopPoint que no tengan vecino son descartadas. Ser stopPoint vecina de otra
stopPoint, implica tener una arista en el grafo que una ambos estaciones.
De esta forma, se va construyendo un camino (sucesión de paradas vecinas). Este camino
tiene una cierta probabilidad asociada (todavía por discutir, pero la probabilidad será calculada
teniendo en cuenta la probabilidad de cada parada que lo forma).
En el caso ideal, al final estaremos siguiendo un único camino, por lo que ya sabemos qué línea
seguíamos y por lo tanto, en qué parada estamos o estábamos.
Si seguimos varios caminos, asignaremos como camino actual aquel cuya probabilidad
acumulada sea mayor. Y asignaremos su última parada como actual. 13
En algún momento, puede ser que recibamos posiciones sin ningún vecino anterior. Esto sería
causa de que “nos hemos dejado una o más paradas en medio”. Para solucionar esto,
utilizamos el cálculo del shortest_path para obtener el camino más corto entre las paradas
posibles (que no tenían ningún vecino) y las paradas posibles de la última posición analizada.
Para facilitar la comprensión del algoritmo, se muestra ahora un ejemplo visual de la secuencia:
1. El usuario comienza su trip en la parada de universitat, L1 de metro. Es la primera
posición del trayecto, por lo que se guardan todas las posibles paradas. Teniendo en
cuenta aquellas paradas etiquetadas en un radio de 400m
13 Fórmula por definida según la proporción respecto al tiempo
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2. De entre todas las paradas posibles, se elige la más cercana de cada línea:
3. Una vez se ha desplazado, hasta Plaza Cataluña, las paradas cercanas han cambiado.
Todavía no se descarta ninguna, pues todas son vecinas (o la misma) a alguna parada
anterior.
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4. El usuario se desplaza a Urquinaona, donde no se encuentra ninguna parada cercana
perteneciente a la línea 3 de metro. El resto de próximas posibles paradas
pertenecientes a la línea 3 serán descartadas.
5. Una vez el usuario llega a Arc de Triomf, solo recibe una parada posible perteneciente a
la L1.
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6. Se reconstruye el camino desde la última posición hacia detrás. Resultando un camino
perteneciente a la línea roja:
5.3.1.1 Precisión algoritmo de asignación de paradas de metro
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Tras desarrollar el algoritmo, este fue sometido a un proceso de testing. Para ello, se utilizó la
información recogida durante varios trayectos a través de la aplicación TrackHunter y utilizada
como base de conocimientos para el algoritmo.
El método utilizado en este testing es el de enviar a WildRoute posiciones GPS etiquetadas con
la parada de metro a la que pertenecen.  El objetivo de este testing es comparar, cada una
estaciones etiquetadas para cada posición GPS, con la estación asignada a esas coordenadas
GPS tras realizar el análisis en el servidor WildRoute.
Los datos de entrada para el testing tienen el siguiente formato JSON:
{
   “user_id” : “dsolans”,
   “longitude”: 2.1917991
   “latitude”: 41.197635
   “timestamp”: “Tue, 08 Nov 2012 16:47:10 GMT”
   “stop_id”: 337,
   “stop_name”: “Glòries”
}
Utilizando el total de las posiciones etiquetadas con Android, que foman parte de la base de
conocimiento, y fueron obtenidas a través de la aplicación TrackHunter la tasa de acierto en
cuanto a parada enviada­parada calculada es cercana al 15%.
Y los valores calculados son:
● El número de user_locations o posiciones GPS analizadas
● El número total de paradas diferentes a las que pertenecían estas user_locations
● El número total de paradas diferentes identificadas con el algoritmo
● Tasa de acierto = (Num posiciones acertadas/Num posiciones enviadas)*100
Test1:
Posiciones enviadas: 1872
Total paradas distintas enviadas: 163
Total paradas distintas asignadas: 42
Paradas asignadas correctamente: 281
Tasa de acierto: 15%
Esta tasa de acierto es relativamente baja, pero se ajusta a lo esperado, ya que el algoritmo
espera que las posiciones recibidas pertenezcan a paradas de metro vecinas entre sí. Las
paradas utilizadas para testear fueron obtenidas en varios trayectos distintos a través de
distintas líneas, por lo que en su mayor parte, no pertenecen a paradas vecinas.
Teniendo este factor en cuenta, en el segundo testing se envían las posiciones que forman
parte de un mismo trayecto, obteniendo una tasa de acierto bastante mejor, entorno al 45­50%.
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Test2:
Posiciones enviadas: 153
Total paradas distintas enviadas: 11
Total paradas distintas asignadas: 6
Paradas asignadas correctamente: 65
Tasa de acierto:42%
Este  test realizado utiliza las posiciones obtenidas en un trayecto a través de la L1 de
metro. Esta línea tiene una particularidad en cuanto al posicionamiento GPS, y es que varias
paradas sucesivas retornan una misma posición a la hora de geolocalizar al usuario.
Seguramente, esto es debido a que estas estaciones utilizan repetidores de cobertura
móvil conectados a una misma antena de telefonía, por lo que el AGPS retorna la posición de
esta antena, lo que complica la asignación de la parada actual a través del algoritmo.
Cabe comentar, por último, que pese a errar en la asignación de la parada por la razón
explicada anteriormente, la línea asignada es la correcta para el total de estaciones.
Test3:
Posiciones enviadas: 95
Total paradas distintas enviadas: 8
Total paradas distintas asignadas: 6
Paradas asignadas correctamente: 52
Tasa de acierto: 54%
En este testeo, se utilizó un trayecto realizado a través de la línea azul, donde, por la
disposición de los repetidores de cobertura de telefonía móvil, hay una menor cantidad de
estaciones para las que el AGPS devuelva la misma latitud y longitud. Esto provoca un aumento
en la tasa de acierto.
Una vez testeado el algoritmo, se hace patente la necesidad de añadir, en un futuro, nuevas
mejoras que ayuden a la hora de asignar paradas de metro para las que el GPS devuelve la
misma latitud/longitud.
Una de estas posibles mejoras propuestas consiste en tener en cuenta el tiempo transcurrido.
De forma que se tenga en cuenta este tiempo para evitar asignar la misma parada de metro a
distintas user locations distintas.
En estos dos últimos test, se midió además, para los errores, la distancia media entre la
estación de metro real y la asignada. Obteniéndose un resultado de 983m como distancia
media.
Según TMB, y su mapa de metro, la distancia media entre dos estaciones de metro en
Barcelona es de unos 750m, por lo que este valor de error equivale a 1.31 estaciones de
distancia respecto a la parada real.
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5.4 API de acceso a los indicadores individuales: API KPI
5.4.1 Introducción
Con la misión de incentivar a nuestros usuarios con sus datos generados para el uso de la
aplicación, y tras descartar otras opciones como un recomendador de trayectos por la
inexistencia de grandes volúmenes de datos obtenidos de otros usuarios con los que comparar
los viajes realizados a fin de encontrar  alternativas más eficientes, se opta por mostrar al
usuario una serie de estadísticas individuales que describan cómo utiliza el transporte público.
Tras un proceso de brain storming en el que se consultó a distintos miembros de BDigital sobre
qué estadísticas les gustaría conocer acerca de sus desplazamientos, esta API permite el
acceso a los siguientes estadísticos a la aplicación móvil de Commutio para mostrar un
resumen de los datos generados por un determinado usuario:
● Path: Estaciones recorridas y líneas visitadas
● Distancia total recorrida
● Tiempo recorrido
● Tiempo por path
● Velocidad media por path
● Comparación con respecto a tiempo usado andando y coche y teórico de google
● Comparación con respecto a tiempo usado en realizar una cierta receta
Se situará en la máquina wild­route cuya base de datos contiene la información de los trayectos
a partir de la cual obtener las estadísticas individuales
Para obtener estos datos, será necesario crear una nueva colección en base de datos, llamada
User que contenga los valores acumulados del usuario:
● Total distance
● Total time
● Visited lines
● Visited stations
El resto de valores deberán obtenerse a través de querys casadas en los trips y paths del
usuario. Para acceder a los paths del usuario, se utilizan las relaciones User­Trip y
posteriormente Trip­Path.
El path almacenará los siguientes valores:
● distance
● time
● líneas
● estaciones
Esta API recibió finalmente el nombre de API KPI y tras analizar los requerimientos que debía
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satisfacer, se establecieron los siguiente requisitos:
5.4.1.1 Acceso a la información
En primer lugar, será necesario definir qué tipo de acceso a la información se pretende
implementar, pues será un factor clave a la hora de realizar el diseño de la aplicación.
Acceso desde dispositivos móviles
Por un lado, la información deberá poder ser mostrada, y ser accesible por tanto, desde
los dispositivos móviles que hacen las veces de extractores de información. Es decir, será
necesario establecer un canal de comunicación entre el cliente o dispositivo móvil y el servidor,
que permita al primero obtener los resultados del análisis de la información realizado por el
segundo. Este canal de comunicación se ha realizado, para el resto de funcionalidades del
sistema basadas en comunicación cliente­servidor, mediante APIs RESTful.
Utilizar esta misma forma de comunicación para las funcionalidades a implementar será,
pues, la manera de mantener la unidad del sistema y proporcionar un acceso a la información
restringido a las llamadas implementadas en la API.
Del mismo modo, el formato de la información está basado en JSON, por lo que será
interesante utilizar este mismo formato a la hora de compartir la información. Este formato de la
información no condiciona la elección del lenguaje de programación, pues todos los lenguajes
contemplados hasta aquí, por soportar el SGBD MongoDB, soportan también el formato JSON.
Acceso desde web
Por otro lado, puede ser interesante la implementación de un servicio web que permita el
acceso a la información de la base de datos de una manera más visual e intuitiva. La aplicación
web podrá utilizar la misma API mencionada con anterioridad para acceder a la información de
la base de datos.
5.4.1.2 Cálculo de la información
Tal y como se recoge en el documento que explica las estadísticas a extraer, hay dos
tipos de información: la que se obtiene de un solo trayecto del usuario y la que se obtiene a
partir del histórico de viajes.
El cálculo de las estadísticas de un viaje individual es lo bastante sencillo como para ser
realizado en tiempo de ejecución (se realiza la petición, se calcula, se devuelve la información),
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pero es posible que las estadísticas basadas en el histórico de viajes, sobre todo aquellas que
computen el total de trayectos realizados por los usuarios de la base de datos, no puedan ser
calculadas en tiempo real a causa del elevado coste computacional.
Este último tipo de datos, por tanto, deberá ser calculado regularmente cada cierto
intervalo de tiempo por un proceso batch.
5.4.1.2 Estructura
Fue necesario definir dónde ubicar el sistema analizador de la información. Se decidió
que el lugar más apropiado era el servidor wild­route ya que, por un lado, este contiene la
información extraída a partir de las posiciones GPS que a tratar y por otro, contiene los datos en
que el algoritmo CBR basa su funcionamiento.
Según lo dicho hasta aquí,la propuesta es añadir, en el servidor WildRoute, una API que
permita conseguir el cálculo y acceso de  las estadísticas de movimiento obtenidas a partir de
los trayectos de los usuarios
5.4.1.3 Entorno de programación
Una vez definidos los principales requerimientos y antes de realizar la implementación
del sistema, se tuvieron en cuenta distintas opciones en cuanto a lenguajes de programación,
frameworks o sistemas gestores de bases de datos a utilizar. Se muestra a continuación un
resumen de cada tecnología estudiada.
NodeJS
NodeJS es un entorno de programación en la capa del servidor basado en Javascript y                           
que utiliza un modelo asíncrono y dirigido por eventos.
Usa el motor de Javascript v8 de Google (utilizado en Chrome), uno de los intérpretes
más rápidos que existen actualmente para cualquier lenguaje, lo que le proporciona
potencia y velocidad.
Sus ventajas principales son las siguientes:
○ Basado en eventos, modelo asíncrono en el lado del servidor
○ Javascript tanto del lado del cliente como del servidor
○ Buena gestión de paquetes utilizando NPM (Node Package Manager)
○ Gran comunidad de usuarios y gran cantidad de documentación
○ Moderada curva de aprendizaje al estar basado en Java Script
○ Escalabilidad
Según puede observarse en la siguiente gráfica, creada a partir de datos
obtenidos en un estudio de rendimiento que puede consultarse aquí, a igualdad de
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recursos, NodeJS permite gestionar un número mayor de peticiones concurrentes.
Esto es debido a la forma de atender las conexiones: Apache crea un nuevo hilo por
cada conexión cliente­servidor, pero crear nuevos hilos es algo costoso en términos de
memoria y uso de CPU.
Por contra, una aplicación para Node se programa sobre un único hilo. Si debe
realizarse una operación bloqueante, (I/O p.e.), Node crea un hilo en segundo plano,
pero no se crea sistemáticamente un hilo para cada conexión como haría Apache. En
teoría, Node puede mantener tantas conexiones como sockets simultáneos soporte el
sistema, valor que en sistemas UNIX ronda las 65.000 conexiones, aunque este valor
depende de la información que se sirva a cada cliente, por lo que una aplicación media
podría mantener unas 20.000 peticiones simultáneas sin apenas retardo en las
respuestas.
Como inconveniente de Node, es que al usar un solo hilo, solamente puede usar una
CPU.
Por lo dicho hasta aquí, Node es recomendado en aplicaciones de análisis intensivo de
datos en tiempo real a ejecutar entre dispositivos distribuidos cuando es necesario
realizar un número elevado de operaciones I/O al mismo tiempo.
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NodeJs es utilizado en aplicaciones web como Yahoo, Linkedin o eBay. Igual que
Sinatra, la gran comundiad activa que tiene detrás proporciona un buen catálogo de
herramientas, soporte y documentación.
Rails
Ruby on Rails es un framework de Ruby que permite crear aplicaciones de forma
rápida y organizada, de forma que ayuda a mejorar la productividad del programador. El
framework se basa en el patrón MVC, por tanto, la navegación es también de forma
organizada realizando los protocolos HTTP.
El programador puede cambiar de forma fácil el sistema de vistas. El sistema crea por
defecto tantas vistas con html, estilos y scripts como las vistas de comunicación JSON,
así que una vez programada la lógica de la aplicación para ser accedida vía web, hay
también un acceso a los datos vía API. Esta parte es totalmente personalizable y el
framework dispone de módulos muy extensos para crear de forma rápida esta API de
comunicación.
El sistema consta de una amplia documentación y de una comunidad de código abierto
muy activa.
Este framework, además de estar escrito en Ruby, utiliza componentes escritos en otro
lenguaje, como el sistema de vistas que utiliza HTML, sass (css) y coffeescript (js).
Los puntos fuertes de rails, y que hacen que sea una de las herramientas más utilizadas
en internet para el desarrollo de software son:
○ Facilidad y organización. La estructura lleva al programador a mantener un
código limpio y organizado que facilita tanto el desarrollo del proyecto como su
mantenimiento.
○ Comunidad open­source muy activa con más de 16.000 seguidores y 4.000
“forks” en su repositorio en GitHub.
○ La sencillez a la hora de crear APIs de comunicación es un punto muy
importante de cara al proyecto.
Los principales detractores del framework defienden que no es escalable, aunque los
defensores de este han escrito artículos explicando cómo escalar aplicaciones
desarrolladas utilizando este framework.
Sinatra::Synchrony
Framework de ruby conocido por ser pequeño y flexible, basado en un modelo orientado
76
a eventos, que facilita el desarrollo rápido y ligero.
Synchrony es una extensión de Sintra con el objetivo de mejorar la concurrencia de las
aplicaciones web creadas con este framework. Utiliza los módulos de ruby
EventMachine i EM­Synchrony que son herramientas para aumentar la concurrencia de
las aplicaciones en ruby con patrón reactor.
Los benchmarks de los creadores, indican un rendimiento de 3000 peticiones por
segundo en un Mac OS X en un núcleo. No especifican el proceso seguido para los
cálculos.
Funf
Funf es un framework open source creado para facilitar la obtención y análisis de datos
a partir de dispositivos móviles basados en Android. Creado por el MIT Media Lab, la
idea principal es proporcionar un sistema que automatice la obtención de datos en un
dispositivo móvil a partir de todos los sensores de este.
Permite sensorizar, entre otros, la posición, el movimiento, los procesos activos del
sistema.
La colección de datos es encriptada y, además, el usuario, tiene la opción de
permanecer anónimo de forma que los datos no pueden ser relacionados con su
persona.
El código tiene dos componentes principales: el colector, una aplicación que es instalada
en el teléfono Android y un conjunto de scripts que almacenan la información en una
base de datos SQLite y permiten visualizarlos. Proporcionan una API que permite utilizar
los datos obtenidos desde otras aplicaciones.
Xively
Xively es una plataforma para conectar los diferentes dispositivos con las aplicaciones
proporcionando un control en tiempo real y almacenamiento de los datos. La idea es
tener la posibilidad de crear nuevos prototipos y dispositivos conectados a Internet.
Por una parte, Cosm pone a disposición de los clientes una API REST para la
generación de datos. Esta API será accedida desde los dispositivos generadores como
smartphones. Una vez estos datos llegan al servidor, son guardadas. Además, también
son publicadas en los canales de salida solicitados por el cliente. De esta forma,
aquellos clientes subscritos a algún canal de comunicación, reciben los datos en tiempo
real.
Cosm es uno de los referentes en el movimiento actual del Internet de las cosas, dónde
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todos los dispositivos que se utilizan están conectados a través de la red. De hecho, es
uno de los elementos impulsores de este movimiento gracias a cubrir la necesidad de
comunicación entre todos estos elementos y los sistemas de análisis (aunque el análisis
no se realiza directamente en Cosm, ofrecen los datos estandarizados para después ser
analizados en el sistema de análisis)..
A fecha de Agosto de 2012, la API utilizaba Ruby y EventMachine para conseguir la
concurrencia del sistema y aceptar un número elevado de peticiones. Además, en una
versión beta, aceptan conexiones TCP socket y websocket.
Por lo tanto, uno de los puntos más interesantes de la API es que brinda un servicio de
publicación y subscripción mediante sockets. Uno de los peligros de este tipo de
conexión es que los datos pueden no ser correctos.
Conclusión
Aunque los entornos analizados hasta aquí ofrecen funcionalidades muy similares, la
potencia de Node a la hora de gestionar conexiones concurrentes y su mínima curva de
aprendizaje (por estar basado en js) proporciona las características más apropiadas
para el desarrollo del sistema.
5.4.1.4 Sistema gestor de bases de datos
Se analizan en esta sección un conjunto de sistemas gestores de bases de datos que
pueden ser interesantes, por alguna de sus características, para el desarrollo del
sistema.
Redis
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Redis es una base de datos clave­valor guardada en memoria, aunque también ofrece la
opción de persistencia. Al ser un sistema que funciona en memoria, una de sus
características principales es la velocidad del sistema a la hora de responder a las
consultas.
Los valores que las claves pueden tomar no están limitados a strings, si no que también
pueden ser listas, conjuntos o hashes. La persistencia se basa en un fichero “historial”
que guarda de forma incremental los datos que se utilizan en memoria.
Una caracterísitca clave de Redis es su sistema de publicación y subscripción
(pub/sub). Este servicio permite a un cliente subscribirse a un canal, de forma que si el
sistema redis es actualizado sobre este canal, el cliente es notificado sobre la
actualización, proporncionando así un sistema real­time.
Conocido por su velocidad en el servicio de datos, el principal problema es el tamaño de
los datos que es capaz de almacenar, pues al ser un sistema alojado en memoria, este
tamaño queda limitado a la capacidad de la memoria RAM.
Aunque se ha hablado de que permite persistencia de los datos en documentos, lo se
puede considerar una base de datos persistida en sí, más bien es una base de datos de
caching.
Apache Cassandra
Sistema creado por Facebook para dar soporte al sistema de búsqueda de mensajería,
aunque actualmente, la compañía utiliza HBase para esta función.
Programado en Java, está pensado como un sistema para gestionar grandes volúmenes
de datos que, además, prioriza las escrituras a las lecturas.
Proporciona, además, un servicio de clustering para particionar los datos y obtener una
alta disponibilidad. Es denominado como un sistema descentralizado: todos los nodos
del cluster tienen el mismo rol, así que no hay ningún punto único de fallo,
proporcionando así, una alta escalabilidad. Los datos se distribuyen sobre estos nodos y
el rendimiento de la escritura y lectura aumenta cuando el sistema de cluster aumenta
sus dimensiones.
Dispone de un lenguaje de consulta similar a SQL llamado CQL.
El modelo de datos de Cassandra está basado en cuatro dimensiones: fila, familia de
columna, super columna y columna. De esta manera, se mejora el rendimiento al utilizar
un sistema de hashing.
HBase
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HBase es un sistema orientado a la gestión de consultas de datos en columnas pensado
para aportar estabilidad a una arquitectura distribuida.
Funciona sobre Hadoop y sobre el sistema de ficheros HDFS y dice soportar de forma
cómoda billones de filas por millones de columnas. Además, HBase implementa un
sistema de indexado llamado StoreFiles, que permite aumentar la velocidad de acceso a
los datos.
Este sistema utiliza una arquitectura similar a Cassandra, utilizando la idea de las
dimensiones o niveles de columnas. Además, HBase se caracteriza por un sistema
consistente de lectura/escritura.
Ofrece escalabilidad lineal y modular: a partir de un master, se pueden añadir tantos
nodos como sean necesarios. Estos nodos reciben el nombre de HRegionServers. Se
pueden añadir nodos en cualquier momento de forma que el sistema los utilizará para
distribuir los datos de forma automática. Además, ofrece un servicio automático de
reorganización en caso de que alguno de los nodos falle.
CouchDB
Sistema de bases de datos orientado a documentos en formato JSON. Los documentos
se estructuran en una lista de valores identificados por una etiqueta y estos documentos
se identifican por un único identificador.
Ofrece un sistema de vistas que monitorizan estos documentos. La
primeracomputaciónn de las vistas es un trabajo lento, pero una vez creado, la
actualización se hace de manera incremental de forma que la velocidad aumenta.
Los documentos no requieren de ningún esquema previo, así que se pueden añadir
nuevos campos en cualquier momento sin peligro de comprometer la información ya
almacenada.
Lo que le caracteriza, es la facilidad de uso que ofrece la comunicación REST y la
velocidad con que se puede comenzar a utilizar. La creación de vistas es mediante
JavaScript.
MongoDB
MongoDB es un sistema de gestión de datos orientado a documentos y escrito en C++
que gestiona ficheros en formato BSON, siendo un proyecto open source. Dispone de
drivers para diferentes tecnologías de forma que se puede utilizar en la mayoría de
sistemas principales.
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Al ser un sistema NoSQL, en MongoDB los datos son de alta disponibilidad y pueden
ser consultados en cualquier momento sin correr peligro de bloqueos. El sistema permite
consultas básicas de datos, así como consultas en rango y expresiones regulares.
Además, permite indexar cualquier campo, permitiendo además, la creación de índices
multi­campo.
Proporciona un sistema muy potente de réplica y sharding (distribución de una única
base de datos lógica entre un conjunto de máquinas) que permite configurar un sistema
Master­Slave. De esta forma, las actualizaciones sobre el master son replicadas en
cada uno de los slaves. Por otro lado, el sistema permite definir un nuevo master si el
actual cae. Dispone también de un sistema de sharding basado en BigTable esencial
para garantizar la escalabilidad del sistema y permitiendo, además, aumentar la
velocidad de acceso a los datos si es necesario. Permite además, hacer consultas en
batch de grandes volúmenes de datos, como se espera en el sistema a implementar.
Es utilizado en aplicaciones como Foursquare y Diaspora. Y otra de sus características
más interesantes es, además, la capacidad de realizar consultas directamente en
javascript.
5.4.1.5 Conclusión
Necesitando un sistema altamente escalable y que permita una alta disponibilidad de los
datos, todos los gestores de datos analizados hasta aquí cumplen con los
requerimientos y son bastante similares en cuanto a rendimiento como se puede
observar en la siguiente gráfica, creada en un análisis de rendimiento por el creador de
esta web:
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Gráfica comparativa de rendimiento entre los distintos lenguajes estudiados
 Pero teniendo en cuenta el entorno en que se va a situar la aplicación, MongoDB puede
ser más útil por varios motivos: ofrece un alto rendimiento, se pueden realizar consultas
directamente en javascript (el sistema utilizará Node, por lo que es una característica
sumamente interesante) y evita la utilización de sistemas de almacenamiento de datos
distintos, pues la información del servidor ya se está almacenando en MongoDB.
5.4.1.6 Modelado
Con la idea de aumentar la lista en un futuro, y teniendo en cuenta la idea anteriormente
mencionada de la diferenciación de estadísticas según puedan extraerse a partir de un
único trayecto o necesiten un conjunto o histórico de trayectos, las primeras
estadísticas que el sistema deberá permitir extraer a partir de la información disponible
son:
A partir de un único viaje:
● Detectar el path: líneas visitadas y estaciones
● Detectar longitud total y tiempo de recorrido para el path.
● Velocidad media, tiempo, velocidad por sección, tiempo por cada estación y ritmo
● Tiempo utilizado en cada intercambio
● Comparación con el tiempo utilizado en realizar el trayecto andando o transporte
público
● Propuesta de algún horario mejor, si lo hay, para la realización del viaje.
● Comparación del tiempo de viaje con otras tareas (recetas)
● Mostrado de la contribución real a la investigación.
A partir del histórico de viajes:
● Líneas visitadas y estaciones
● Longitud total y tiempo de recorrido
● Velocidad media, tiempo, velocidad por sección, tiempo por cada estación y ritmo
● Relación de valores con tiempo atmosférico
● Relación con datos de uso del tránsito en Barcelona
Para dar soporte a estas nuevas funcionalidades, la propuesta es la creación de nuevas
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colecciones en la base de datos basadas en la siguiente ontología (en rojo la parte que
se propone como añadido al sistema actual)
Es decir, se propone la creación de la nueva colección user, que almacenará los
estadísticos acumulados anteriormente descritos, así como aquellos valores que por su
coste de cálculo deberán ser obtenidos mediante procesos batch lanzados cada cierto
tiempo. Además, se deberá crear la colección recetas, que será la utilizada para
comparar el tiempo utilizado en realizar el viaje.
Por lo tanto, se ha realizado ya el diseño de la API a implementar, que estará escrita en
NodeJs y utilizará el sistema gestor de bases de datos MongoDB. Se ha explicado
también dónde se alojará la API así como sus llamadas y las distintas nuevas
colecciones a utilizar para dar soporte a las nuevas funcionalidades.
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5.5 Arquitectura
A nivel técnico, tiene las siguientes especificaciones:
● Programada en NodeJS
● Base de datos MongoDB
● Alojada en el servidor WildRoute
● API REST de acceso a los datos
● JSON como formato de datos
El mapa de máquinas que se implementará será el siguiente:
Por lo visto hasta aquí, la KPI_API dará acceso a una serie de estadísticos que serán extraídos
a partir de los movimientos del usuario en el transporte público, movimientos que son extraídos
en el servidor Wild­Route mediante la aplicación con el mismo nombre y almacenados en su
base de datos. Estos datos pretenden ser accesibles desde la aplicación móvil Commutio, la
API se encargará del cálculo y proporcionará el acceso a estos datos.
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5.6 Extracción de los datos
El objetivo de esta KPI_API es proporcionar ciertos estadísticos sobre los movimientos
individuales de cada usuario. Estos datos deberán ser servidos con cierta inmediatez, y para
ello hay que tener en cuenta que, por ejemplo, un usuario que haga un trayecto de ida y vuelta
durante un año, cinco días a la semana, generaría unos 521 trips. Por cuestiones de eficiencia,
no tendría sentido recorrer para cada unos de estos trips, sus paths y para cada path sus
RealLocations cada vez que el usuario eligiera ver su distancia total acumulada, por lo que
estos valores deberán ser calculados y almacenados en la colección User.
Se plantea pues el problema de cómo realizar el cálculo de los datos (queda claro que no se
puede calcular toda la información cada vez que se haga una llamada) que son almacenados en
la colección User.
La solución propuesta pasa por el uso de procesos batch que, una vez lanzados, actualicen la
información de la tabla usuario. Estos procesos serán lanzados cuando el usuario acceda a la
ventana de estadísticas individuales en la aplicación Commutio. Pueden ser lanzados, también
cada cierto intervalo de tiempo, funcionalidad que puede ser interesante para mantener más o
menos actualizada la información de la base de datos.
Para evitar que este proceso de cálculo sea lanzado cada vez que el usuario abra su ventana
en Commutio, se puede crear un campo en la colección User que almacene el timestamp de la
última actualización o cálculo. Los datos solamente deberán ser recalculados en el caso de que
la última actualización sea anterior al último Trip del usuario.
El flujo de ejecución (para cada usuario) de este proceso batch será el siguiente:
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14
5.7 Implementación
Para realizar la actualización de los datos acumulados individuales o para el total de usuarios,
se crean dos llamadas en la api que permiten disparar estos procesos de forma remota.
Para el cálculo de los valores acumulados para el total de usuarios se utiliza la misma idea que
para la extracción de estadísticas acumuladas individuales: se realiza para cada usuario, la
extracción de los datos acumulados y se almacena en la base de datos.
El trigger o disparador del proceso batch que recalcula la extracción de datos, se dispara cada
día a las 00:00h, para lo cual se ha utilizado un timer que cada 24h, hace una llamada http que
realiza este proceso de cálculo.
A la información de un solo usuario, se añaden datos obtenidos de otras fuentes que enriquecen
el valor del feedback para el usuario:
● Utilizando la API de Google Transit, se obtiene el tiempo que habría costado realizar un
cierto viaje en transporte privado o a pie. La llamada  a la API incluye como parámetros,
pasados por GET, las coordenadas GPS del origen origen y final del trayecto.
14 Para evitar extender demasiado esta sección, se incluye un anexo, al final de este documento, con las
distintas llamadas implementadas en la API.
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● Utilizando datos almacenados por BDigital sobre el tiempo atmosférico en Barcelona, se
muestran los viajes del usuario agrupados entre días en que hubo alguna precipitación y
jornadas en que no la hubo. De esta forma se calcula, agrupado según la hora de inicio
de viaje, el tiempo medio de trayecto según el tiempo atmosférico de ese día.
5.8 Visualización de estadísticas individuales en la aplicación móvil
Tras barajar distintas opciones, se eligió dotar de esta funcionalidad únicamente a los usuarios
registrados dentro del sistema. De este modo, si el usuario entra al juego haciendo login con
Facebook, se incluye un enlace dentro de la ventana perfil que permite acceder a la sección de
estadísticas individuales. De manera automática, cuando el usuario entra dentro de esta
sección, se actualizan a nivel de servidor los datos del usuario, de forma que se muestran los
datos recientemente actualizados.
5.8.1 Diseño
Para ello, se realiza una petición http cliente­servidor del modo explicado anteriormente.
Esta sección está formada básicamente por dos pantallas distintas:
● La primera ventana, muestra al usuario la información referente a un viaje. Por defecto,
muestra la información referente al último viaje del usuario. Para cada viaje, muestra la
estación de inicio y final del trayecto, la distancia total recorrida, tiempo de viaje y
número de paradas visitadas. Además, se muestra el tiempo invertido en intercambios,
ya sea en cambiar de una línea a otra o entre medios de transporte.
En adición a lo anterior, se muestra al usuario una comparación, obtenida a través de la
API de Transit de Google, del tiempo que hubiera destinado en realizar ese mismo
trayecto, si hubiera sido realizado en transporte privado o a pie.
A esto se añade el mostrado de  un valor que da un feedback al usuario de cuánto
contribuyó a la recaptación de datos con ese viaje en concreto.
Por último, se muestra una lista con todas las paradas visitadas y un botón, que permite
acceder al histórico de viajes realizados por el usuario.
● La segunda ventana, o ventana de histórico, muestra una serie de valores acumulados
del usuario, como son el tiempo total de viaje, la distancia total recorrida, la distancia en
cada medio de transporte y el número total de paradas visitadas.
Además, se muestran dos gráficas que permiten al usuario conocer cuánto tarda en
realizar su viaje más habitual para cada rango de horas y además, una comparación de
este tiempo con el tiempo atmosférico, de manera que puede comparar el tiempo de viaje
los días de lluvia con los días soleados.
Por último, se muestra una lista con los últimos viajes realizados por el usuario, si el
usuario pulsa sobre alguno de estos viajes, se vuelve a la ventana anterior pero, en este
caso, mostrará información sobre el viaje seleccionado.
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5.8.2 Implementación
El acceso a la sección de estadísticas se implementó utilizando el menú genérico
proporcionado por Android. Para esto, se crea un nuevo layout .XML que permite elegir las
opciones a mostrar al usuario.
Dentro del código Java, se infla  el menú utilizando el método onCreateOptionsMenu(), Que15
recibe el id del layout a inflar por parámetro. Además, Android proporciona un listener cuyo
comportamiento se puede modificar con la función onOptionsItemSelected(), función que se ha
modificado de modo que al pulsar la opción “Estadísticas”, se abre la nueva ventana de
estadísticas.
La primera ventana, que muestra la información de un solo viaje, proporciona la información
recogida directamente desde la API KPI mediante varias llamadas http. Para mostrar la lista de
estaciones visitadas, se utiliza un TableLayout al que se añaden de manera dinámica y
sucesiva un RowLayout por cada estación visitada.
La imagen mostrada en este RowLayout es distinta si es una estación inicial, final o intermedia
dentro del trayecto.
Esta ventana, al crearse, filtra los parámetros recibidos dentro del Bundle de Android. Este
Bundle es una clase que permite pasar parámetros entre diferentes ventanas. Si contiene algún
parámetro con nombre “id_trip”, la ventana muestra la información del trayecto con el id recibido
como parámetro. En caso contrario, muestra el último trayecto realizado por el usuario.
En la segunda ventana, se ha utilizado la librería aChartEngine para Android que facilita la
creación de gráficos. Aunque la librería permite crear diferentes tipos de gráficas, se ha utilizado
el tipo BarChart.
Para mostrar un gráfico en pantalla utilizando la librería, se utilizan las clases
XYMultipleSeriesDataSet, que contiene arrays con los datos (puntos X,Y en este caso) y que
serán mostrados por pantalla. Para controlar las opciones de visualización se utiliza la clase
XYMultipleSeriesRenderer que permite establecer títulos, colores y tamaños de los textos a
mostrar.
Los datos contenidos en el DataSet, a su vez, están formados por dos componentes: Se utiliza
la clase XYSeries y su función add para añadir nuevos puntos (X,Y) a mostrar.  Cada XYSerie16
15 En Android se utiliza el verbo inflar para referirse a la acción de instanciar un cierto layout. En este
contexto, el verbo crear sería equivalente
16 Para el caso del diagrama de barras, cada una de ellas está formada por dos puntos: inicio y final. En la
implementación, el punto de origen tiene siempre valor 0 en el eje Y y el punto final viene definido por el
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es añadida al XYMultipleSeriesDataSet.
 Para cada XYSerie es necesario definir un XYSeriesRenderer, que será añadido al
XYMultipleSeriesRenderer y que permite elegir el título y color de la serie a mostrar.
Una vez añadidos todos los datos a sus respectivos arrays, se crea el gráfico utilizando la
clase ChartFactory que recibe por parámetros el tipo de gráfico a mostrar y el data set formado
por las clases anteriormente mencionadas. Este gráfico debe ser añadido a la ventana
mostrada utilizando la función addView, que permite añadir un nuevo componente dentro de
cualquier contenedor de la ventana.
Tiene especial interés el comportamiento de la lista de viajes realizados, creada de manera
similar a la lista de estaciones en la ventana anteriormente explicada. Se crea de manera
dinámica, por lo que no fue sencillo encontrar la forma de diferenciar el comportamiento al pulsar
cada fila. La solución a este problema fue el uso de un campo de texto transparente que
contiene el id del viaje cuya información se muestra, de forma que al hacer click sobre una fila,
se accede al valor de este campo transparente para la fila seleccionada y se pasa como
parámetro a la ventana que se mostrará a continuación y que es la ventana que muestra la
información sobre un viaje individual.
El acceso a estos estadísticos se realiza desde el perfil, con un nuevo botón incluido en la parte
inferior de la pantalla:
tiempo recibido en la respuesta de la API.
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Captura de pantalla de la ventana perfil en Commutio Android
Al pulsar el botón estadísticas individuales, se muestra la ventana indicators con la información
del último viaje del usuario.  Concretamente, se muestra las paradas de inicio y final de trayecto,
el tiempo de viaje,  las paradas visitadas, la distancia recorrida y el tiempo total invertido en
intercambios. Además, haciendo scroll, el usuario puede ver la secuencia de estaciones
visitadas y acceder al histórico de viajes mediante el botón idem.
Captura de pantalla de la ventana indicators en Commutio Android
Una vez en la ventana de estadísticas, el usuario puede ver el tiempo total de viajes, el número
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de paradas visitadas en total, la distanca recorrida y la distancia recorrida en metro y en bus.
Además, se le muestra una gráfica con su tiempo medio de viaje, para el trayecto más habitual,
los días de lluvia(azul) contra los días soleados(rojo).
Haciendo scroll, el usuario tiene acceso a la lista de viajes realizados. Al pulsar cualquiera de
estos, se vuelve a la ventana indicators donde se muestra la información para el viaje
seleccionado.
Captura de pantalla de la ventana trips en Commutio Android
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6 Valoración económica
Se analizará en este apartado la valoración económica de mi parte dentro de este proyecto. No
se tienen en cuenta los costes económicos anteriores por no formar parte de este proyecto.
6.1 Recursos humanos
El proyecto comenzó a finales de octubre de 2012, con una duración aproximada de 8 meses,
por medio de un convenio de colaboración entre la universidad de Barcelona, BDigital y el
alumno.
En un principio como becario y posteriormente como miembro de la plantilla de BDigital, el
alumno dedicó un tiempo total de 760h al desarrollo del proyecto. Con una retribución para el
estudiante de 7€/h, el coste total es de 5320€.
De estas 760h, 410h fueron como becario. Según la normativa de la UB, la empresa debió
pagar 231€ por este convenio de colaboración
Además, dentro de la empresa, el desarrollo del proyecto fue supervisado por el Dr. Daniel
Villatoro y Marc Pous, quienes dedicaron aproximadamente 4h semanales, y unas 16h/mes,
con un coste para la empresa de 30€/h, un total de 3840€.
Teniendo en cuenta todo esto, el coste total en términos de recursos humanos ha sido de:
Duración (meses)  (u) Coste (€)
Alumno 8 1 5.320
Convenio UB 6 1 231
Supervisores 8 2 3.840
Total 9.391
6.2 Recursos tecnológicos
En cuanto a recursos tecnológicos, el coste económico viene dado por el coste de contratación                           
de las máquinas donde están alojadas las distintas APIs, servidores y bases de datos.
En principio, es necesario al menos una máquina en la que almacenar los datos. Pero por                             
razones legislativas y para evitar tener que solicitar una licencia de acuerdo con la Ley                           
Orgánica de Protección de Datos, se debió separar la información del juego y de las                           
geolocalizaciones en dos máquinas distintas. Por otro lado, fue necesario el uso de otra                         
máquina adicional en la que alojar el sistema de análisis de datos. Por último, se utilizaron dos                               
máquinas extras para alojar el grafo que define la red de transporte público de Barcelona y la                               
página web oficial del proyecto Commutio, así como un servicio web creado para facilitar el                           
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visionado en tiempo real de los datos. Para lanzar el proyecto en producción, se han contratado                             
a una empresa externa cinco máquinas.
Cada una de estas máquinas, a fin de evitar posibles labores de redimensionamiento, pueden                         
aguantar una buena cantidad de tráfico al constar de un i% con 16GB de RAM. La empresa en                                 
la que se contratan estos servidores es el proveedor internacional OVH a través de su filial                             
Kemsirve a un coste de 50€/mes (IVA incluido) por máquina.
Por lo tanto, el coste tecnológico es de:
Duración (meses) Precio (€/mes) Unidades (u) Coste (€)
Servidores 8 50 5 2000
A este coste hay que añadir el coste de una licencia como desarrollador de Android, a fin de
poder publicar una aplicación en Google Play. La adquisición de esta licencia tiene un coste de
25 que equivale aproximadamente a 18,83€.
Por tanto, el coste económico en términos de recursos tecnológicos ha sido de 2000 €.
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6.3 Coste total
Sumando los valores anteriormente calculados, el coste total del proyecto es de 11.410 €.
Coste (€)
Recursos Humanos 9.391
Recursos tecnológicos 2.019
Total 11.410
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7 Metodología seguida en el desarrollo
Para el desarrollo de este proyecto, se ha utilizado una metodología basada en SCRUM, que
define un método iterativo en incremental, donde cada iteración tiene una longitud determinada
en el tiempo y recibe el nombre de Sprint. En este proyecto, cada Sprint ha tenido una longitud
de 7 días, para lo que se han realizado, semanalmente, reuniones con los directores del
proyecto a fin de definir los objetivos a satisfacer para la siguiente iteración.
Siguiendo la metodología, los edirectores han hecho las veces de ProductOwners al definir las
características y requisitos del sistema y de ScrumMasters, al encargarse de supervisar el
correcto desarrollo de las tareas.
Desde el inicio del proyecto, la realización aproximada de las tareas estuvo dividida de la
manera que se muestra a continuación:
Vease documento:
https://docs.google.com/spreadsheet/ccc?key=0Ak3JbvJ­YEn9dFRTSXRoTDZvUnJzS2dzc0J
sUDZMVkE#gid=0
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8 Conclusiones
Como producto resultado de este proyecto de final de grado, se obtiene una aplicación móvil
para Android, réplica de la aplicación IOS, que además incluye una nueva interfaz de mapa que
muestra mayor cantidad de información y de manera más clara. Además, muestra al usuario
estadísticas individuales sobre sus desplazamientos.
A nivel de servidores, se ha desarrollado un sistema extractor de estadísticas a partir de
trayectos de los usuarios, así como una mejora para el algoritmo de metro, que hace uso de
toda la información disponible para mejorar la precisión.
Los objetivos marcados al inicio del proyecto se dan por cumplidos, pues se han aumentado el
número de potenciales usuarios al crear la réplica de la aplicación para Android y además, se
ha dado esta un mayor valor añadido con las nuevas funcionalidades implementadas.
A título personal, la realización de este proyecto me ha permitido adquirir multitud de nuevos
conocimientos, por utilizar tecnologías desconocidas anteriormente para mi, así como reforzar
los conocimientos adquiridos durante la carrera, especialmente en desarrollo de aplicaciones
para Android, tecnología en que había adquirido unos conocimientos básicos durante el grado y
que fueron base para la implementación de la aplicación móvil.
Además, el hecho de haber sido desarrollado en una empresa, me ha permitido conocer  y
formar parte de la estructura de una empresa tecnológica como BDigital, por lo que además de
ser enriquecedor en cuanto a conocimientos adquiridos y reforzados, lo ha sido también en
cuanto a las experiencias recogidas.
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9 Trabajo futuro
En este apartado se recogen las ideas que pueden ser añadidas en un futuro al proyecto
Commutio, ya sea dentro de la aplicación móvil o fuera de ella.
9.1 Trip Optimizer
Con el fin de dotar de mayor valor añadido a la aplicación, se podría añadir la funcionalidad de
un optimizador de trayectos. Este optimizador puede tener dos métodos de funcionamiento:
● Una opción es mostrar viajes alternativos al usuario para su viaje habitual. Para esto se
tendrían en cuenta dos tipos de datos: por un lado, se podrían tener posibles incidencias
dentro de la red de transporte y por otro, información sobre viajes hechos por otros
usuarios con origen y destino similares
● Otra opción para el trip optimizer, sería la creación de una pantalla dentro de la
aplicación dónde el usuario pueda elegir un punto origen y un punto destino. Una vez
seleccionados ambos, se buscarían viajes similares (similar origen y destino) realizados
por otros usuarios.
Como puede observarse, para desarrollar esta funcionalidad, se hace necesario la presencia de
grandes volúmenes de datos, para lo cual sería necesario un mayor número de usuarios.
A esta funcionalidad, se le pueden añadir distintos parámetros según se pretenda optimizar el
tiempo, dinero invertido o emisiones contaminantes emitidas durante el desplazamiento.
9.2 Visualización de datos
Con los datos obtenidos, se pueden crear diferentes métodos de visualización que permitan, de
forma sencilla, entender el conjunto de datos recogidos.
Entre otras posibilidades, y siguiendo la idea de Mapumental, que muestra un heatmap con el
tiempo medio de viaje desde un punto hacia el resto de puntos de la ciudad utilizando datos de
Google, se podrían utilizar los datos obtenidos mediante la aplicación móvil para mostrar esta
misma información a partir de los tiempo utilizados por los usuarios para desplazarse desde un
punto a otro.
Una vez más, se hace patente la necesidad de un mayor volúmen de usuarios para
implementar esta funcionalidad.
9.3 Sistema de notificaciones de incidencias
Teniendo en cuenta que Commutio recoge información de manera continua mientras está en
ejecución, se podría implementar un sistema de notificación que avisara a los usuarios de
posibles anomalías en la red de transporte que les pudiera afectar.
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Teniendo en cuenta, por un lado, que se conocen el conjunto de viajes realizados por el usuario,
y por otro, la obtención de datos a partir de otros usuarios en tiempo real, el sistema podría, por
ejemplo, notificar al usuario sobre retenciones de tráfico en su trayecto habitual, si a lo largo de
este trayecto, existe un cierto número de usuarios cuyo desplazamiento no sigue los patrones
habituales.
Con estos datos, se podría utilizar las notificaciones push que proporciona el propio sistema
operativo para mostrar la información que puede ser importante al usuario. O, podría integrarse
esta funcionalidad dentro del Trip Optimizer de forma que se tuviera en cuenta, además, las
posibles incidencias en tiempo real a la hora de proponer trayectos.
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11 Anexos
11.1 Estado del Arte ‐ Otros
Se han recogido aquí aquellas aplicaciones estudiadas durante el análisis del estado del arte y
que, por ser similares a otros proyectos allí estudiados, no se han añadido en la sección idem
para facilitar la lectura de este documento.
● Adidas MiCoach
○ Nombre: Adidas MiCoach
○ Plataforma: Android, iOs
○ Comunidad: Cerca de 5.000.000 de descargas en Google Play. No disponible
para iOS
○ Área de penetración: Mundial
○ Desarrollado por: Adidas
○ Objetivo (qué tracea? qué optimiza?): Entrenador personal, la aplicación móvil
es solamente un agregado más en el conjunto de funcionalidades que añade. Se
pueden comprar, aparte, una serie de gadgets como son contadores de pasos
(que se colocan en las zapatillas), pulsómetro.... Estos gadgets extra se
comunican con una unidad central. La transferencia de datos es vía usb. La
aplicación móvil recoge datos GPS: distancia, elevación...Mientras el hardaware
extra recoge información sobre el usuario. Al igual que otras aplicaciones
similares, es el usuario el que debe fijar el momento en que finaliza y acaba la
actividad física. Añade indicaciones por voz.
○ Accesibilidad a los datos: Privada
○ Código: Privado
○ Puntos débiles: Precio: 120€ en total aprox.  Menor penetración que su rival:
Nike+. Sincronización manual vía usb. Bajo grado de socialización.
○ Puntos fuertes:Añade funcionalidades extra a la aplicación móvil de seguimiento
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○ Conclusiones (¿Qué nos puede interesar?):
■ Es interesante conocer la cantidad de hardware extra que está dispuesto
a utilizar el usuario a cambio de obtener mayor número de datos. Esto es
representativo en una aplicación de este calibre (por número de
usuarios).
■ Indicaciones por voz
● Nike +
○ Nombre: Nike +
○ Plataforma:
○ Comunidad: Cerca de 5.000.000 de descargas en Google Play. No disponible
para iOS
○ Área de penetración: Mundial
○ Desarrollado por: Nike + Apple
○ Objetivo (qué tracea? qué optimiza?): Similar a Adidas MiCoach, no requiere
la app móvil para conocer el recorrido del usuario, pues uno de los gadgets que
añade es un reloj con GPS capaz de hacer un seguimiento del usuario. La
aplicación móvil permite realizar este seguimiento y visualizar los datos
recogidos hasta la fecha. Colaboración con Apple para poder ser utilizado con
iPod Nano (este reproductor añade un podómetro que puede sustituir al que se
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colocaría en las zapatillas). Añade indicaciones sonoras que motivan al usuario.
○ Accesibilidad a los datos: Accesible vía API
○ Código: Privado
○ Puntos débiles: Precio: 100€ podómetro+reloj receptor GPS. Entrenador
especialmente para correr, para otros deportes, Nike ha desarrollado otras
aplicaciones.
○ Puntos fuertes: API recientemente liberada. Aplicación móvil + Hardware extra
que permite la recolección de mayor cantidad de datos. Socialización:
competición con amigos.
○ Conclusiones (¿Qué nos puede interesar?):
■ Es interesante conocer la cantidad de hardware extra que está dispuesto
a utilizar el usuario a cambio de obtener mayor número de datos. Esto es
representativo en una aplicación de este calibre (por número de
usuarios).
■ Indicaciones por voz
● Strava
○ Nombre: Strava
○ Plataforma:Dispositivos GPS de marca Garmin
○ Comunidad: ~2 millones millones en Android. Valor no disponible para iOS.
○ Área de penetración: Mundial
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○ Desarrollado por: Strava Inc
○ Objetivo (qué tracea? qué optimiza?):  Permite grabar una ruta y una vez
finalizada, ofrece estadísticas y valores sobre esta.
○ Accesibilidad a los datos:  Privada. Posibilidad de compartirlos en redes
sociales.
○ Código: Privado
○ Puntos débiles:  Versión de ciclismo y running por separado. No hay parciales
de tiempo mientras estamos en ruta. Sólo existen dos modalidades deportivas.
No hay versión en español. No se pueden preparar entrenamientos con la
aplicación. Una vez más, es el usuario el que marca el inicio y el final de la
actividad deportiva.
○ Puntos Fuertes: Cuidado aspecto visual. Posibilidad de compartir la salida.
Logros o méritos compitiendo contra nosotros mismos u otros usuarios.
○ Información que muestra:
■ A nivel de datos, muestra las mismas estadísticas que las aplicaciones
anteriores
○ Conclusiones (¿Qué nos puede interesar?):
■ Dejando de lado qué estadísticas pueden ser útiles para Commut.io,
parece interesante el modo de representación de estas utilizando
gráficas.
■ Es interesante la idea de logros para incentivar el uso por parte del
usuario.
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● OruxMaps
○ Nombre: OruxMaps
○ Plataforma: Android.
○ Comunidad: <1 millón de descargas en google play.
○ Área de penetración: España principalmente. Resto de Europa en menor
medida.
○ Desarrollado por: José Vázquez.
○ Objetivo (qué tracea? qué optimiza?): Más orientada al senderismo (y no al
running o ciclismo) que las anteriores, almacena la ruta y muestra estadísticas
sobre ella. Añade brújula y posibilidad de utilizarla sin conexión a internet.
Permite definir rutas para seguirlas posteriormente.
○ Accesibilidad a los datos: Privada. Sólo el usuario tiene acceso a sus datos
○ Código: Privado.
○ Tecnologías: Android + algoritmos de geolocalización.
○ Puntos débiles:  Complejo de utilizar, pensado para un usuario más
especializado. No añade socialización de ningún tipo.
○ Puntos fuertes: Permite utilizar on­line mapas de diferentes fuentes:
Google­Maps, Microsoft, Yandex... Navegación off­line con mapas propios.
Buffer de mapas obtenidos on­line para ser usados off­line. Añade soporte para
Ozi (aplicación cartográfica de escritorio que permite crear y visualizar rutas
sobre mapas). Gran precisión en la localización.
○ Algoritmos: La geolocalización utiliza algoritmos de: unidata.ucar.edu.
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○ Información que muestra:
■ A nivel individual:
● (Puede verse en la primera captura de pantalla).
■ A nivel colectivo:
● No muestra datos de conjunto.
○ Conclusiones (¿Qué nos puede interesar?):
■ Gran precisión en la obtención de los datos, principal incentivo para su
uso.
■ Varias formas de visualización de las estadísticas.
■ Buffer de guardado de mapas para ser utilizados offline.
● FitBit
○ Nombre: FitBit
○ Plataforma: Android, iPhone
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○ Comunidad: 1 millón de usuarios
○ Área de penetración: Mundial
○ Desarrollado por: FitBit Inc
○ Objetivo (qué tracea? qué optimiza?): Monitoriza la actividad física del usuario
así como sus períodos de descanso. Ayuda a mantener un estilo de vida más
saludable y un estado de forma óptimo.
Utiliza gadgets como una báscula o dos monitores inalámbricos que
permiten un seguimiento del estado físico y la evolución de este.
○ Accesibilidad a los datos: Proporcionan una API para instar a la creación de
nuevas aplicaciones que complementen los datos de cada usuario.
○ Código: Privado
○ Puntos débiles:  Basado en el uso de otros dispositivos además del móvil.
Aumenta el precio (280€ comprando todos los accesorios o 99€ comprando el
monitor de actividad y sueño). Sincronización manual de los datos entre los
distintos dispositivos.
○ Puntos fuertes: Va más allá de un entrenador durante la actividad física. Permite
llevar un seguimiento de la dieta (utilizando la app móvil o la web, registramos
qué hemos comido), peso (utilizando la báscula, que se puede sincronizar
automáticamente con la web vía Wi­Fi), ciclos de sueño (con el accesorio
monitor de sueño)
○ Información que muestra:
■ A nivel individual:
● Pasos dados
● Plantas subidas
● Distancia recorrida
● Calorías quemadas
● Horas dormidas (por días)
■ A nivel colectivo:
● Clasificación según estadísticas individuales
○ Conclusiones (¿Qué nos puede interesar?):
■ Modo de desglose de los datos según la granularidad (diaria, semanal...)
■ Comparación entre valores obtenidos y objetivos
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● Funf
○ Nombre: Funf
○ Plataforma: Android
○ Comunidad: ??
○ Área de penetración: Mundial
○ Desarrollado por: MIT Media Lab
○ Objetivo (qué tracea? qué optimiza?): Librería creada para ser incluída en
proyectos en los que se utiliza el móvil como receptor. Ofrece un set de
utilidades que facilitan la recepción, envío y almacenamiento de la información
para distintos tipos de datos.
La información que permite recoger la librería es aquella relativa a localización,
desplazamientos, uso y comunicación y proximidad social.
○ Accesibilidad a los datos: No almacenan ellos los datos. Ofrecen
funcionalidades para facilitar al creador de una aplicación móvil la gestión de los
datos.
○ Código: Open Source
○ Tecnologías: Android + SQLite/CSV
○ Puntos fuertes: Rapidez y sencillez a la hora de construir la app. (Aseguran que
se puede crear una aplicación de recolección de datos en sólo  5min)
○ Beneficio científico: Facilita el uso de los dispositivos móviles como sensores
activos.
○ Conclusiones (¿Qué nos puede interesar?):
■ Esta librería puede ser utilizada para obtener la información necesaria
para Commut.io de manera sencilla
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11.1.1 Recomendadores/Optimizadores
● FuelFit
○ Nombre: FuelFit
○ Plataforma: Android
○ Comunidad: 30 instalaciones
○ Área de penetración: Mundial
○ Desarrollado por: Veridian Designs
○ Accesibilidad a los datos: Privada.
○ Código: Privado
○ Puntos débiles: Problemas derivados de la precisión del GPS. Aplicación de pago.
○ Puntos Fuertes: Gamification para incentivar la optimización.
○ Conclusiones (¿Qué nos puede interesar?):
■ Es interesante la idea de motivar al usuario para realizar una conducción (o
utilización) más ecológica a través de gamification.
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Yelp
○ Nombre:Yelp
○ Plataforma: iPhone, Android
○ Comunidad: 50 millones de usuarios
○ Área de penetración: Principalmente EEUU, extendiéndose por el resto del mundo
○ Desarrollado por:Yelp
○ Objetivo (qué tracea? qué optimiza?): Ofrece una funcionalidad similar a la de
FourSquare. La información suele ser bastante más rigurosa que para el caso de su
competidor, ya que según comentarios de usuarios, FourSquare contiene información falsa
creada con la única intención de conseguir logros por parte de los usuarios. Ofrece un
buscador de lugares cercanos que puedan ser interesantes para el usuario. Añade
funcionalidades para los propietarios de los negocios.
○ Accesibilidad a los datos: Accesible vía  API
○ Código: Privado
○ Puntos débiles:  No puede garantizar que la información de las reseñas sea cierta,
depende del buen comportamiento por parte de los usuarios.
○ Puntos fuertes: Recomienda lugares de interés cercanos a nuestra posición. Gran
información sobre los puntos recomendados y sus alrededores (desde números de teléfono
hasta actividad nocturna en los alrededores). Tiene un menor porcentaje de “información
falsa” que su principal competidor.
Uso de realidad aumentada
○ Conclusiones (¿Qué nos puede interesar?):
■ Commut.io podría utilizar esta API para mostrar información al usuario sobre qué
le rodea
■ Carácter competitivo  y social que añade incentivos para su uso
■ La idea aplicada de crowdsourcing para obtener la información a partir de todos los
usuarios de la aplicación
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11.1.2 Viajes habituales/Transporte
● iBicing
○ Nombre:iBicing
○ Plataforma: iOS, Android, Windows Phone
○ Comunidad: medio millón de usuarios
○ Área de penetración: Barcelona
○ Desarrollado por: Ajuntament de Barcelona
○ Objetivo (qué tracea? qué optimiza?): El bicing es el servicio público de bicicletas de la
ciudad de Barcelona. A cambio de una cuota anual, permite el uso de un gran número de
biciletas repartidas en paradas por toda la ciudad. El uso gratuito está limitado a 30
minutos seguidos, lo que hace interesante conocer dónde están las paradas cercanas para
no sobrepasar este límite gratuito.
Muestra información sobre las paradas de bicing cercanas y el número de bicis o huecos
disponibles en estas.
○ Accesibilidad a los datos: Privada
○ Puntos débiles: No muestra información sobre otros medios de transporte
○ Puntos fuertes: Facilita los desplazamientos al usuario.
○ Conclusiones (¿Qué nos puede interesar?):
■ Utilidad de la información para mejorar la eficiencia y facilidad del transporte: uso
recurrente
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● Vicing
○ Nombre:Vicing
○ Plataforma:Android
○ Comunidad: inferior a los 50.000 usuarios.
○ Área de penetración: Barcelona
○ Desarrollado por: Roc Boronat
○ Objetivo (qué tracea? qué optimiza?): Aplicación no oficial, ofrece todas las
funcionalidades de la aplicación anteriormente estudiada. A estas funcionalidades añade,
además, búsqueda de carriles de bici, cálculo de rutas hasta estaciones cercanas,
posibilidad de guardar estaciones como favoritas...
○ Accesibilidad a los datos: Privada
○ Puntos débiles: No muestra información sobre otros medios de transporte
○ Puntos fuertes: Facilita los desplazamientos al usuario. Interfaz mejorada.
Funcionalidades extra sobre la aplicación oficial.
○ Conclusiones (¿Qué nos puede interesar?):
■ Utilidad de la información para mejorar la eficiencia y facilidad del transporte: uso
recurrente
■ Reunión de variedad de opciones en una misma aplicación
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● SBB Mobile
○ Nombre:SBB Mobile
○ Plataforma: iOS, Android
○ Comunidad: Más de 2 millones de usuarios.
○ Área de penetración: Suiza
○ Desarrollado por: Schweizerische Bundesbahnen SBB
○ Objetivo (qué tracea? qué optimiza?): Aplicación destinada para los usuarios
de transporte público de Suiza. Permite mostrar, para cada medio de transporte,
los horarios actualizados en tiempo real además de permitir la compra de títulos
de transporte directamente desde el móvil.
○ Accesibilidad a los datos: Privada
○ Puntos fuertes: Toda la información sobre transporte público recogida en una
misma aplicación móvil. Actualización de los datos en tiempo real. Permite
calcular rutas desde punto A a punto B teniendo en cuenta los horarios de cada
medio de transporte (reduciendo el tiempo invertido en esperas).
○ Conclusiones (¿Qué nos puede interesar?):
■ El hecho de poder encontrar toda la información que el usuario puede
necesitar para utilizar el transporte público de manera sencilla y eficiente.
116
● Seoul City Metro
○ Nombre:Seoul City Metro
○ Plataforma: iOS
○ Comunidad: No disponible
○ Área de penetración: Súll, Corea del Sur
○ Desarrollado por: JC Multimedia Design
○ Objetivo (qué tracea? qué optimiza?): Pensada para facilitar el uso del metro
en la ciudad de Seoul, muestra información en forma de mapa sobre las distintas
líneas y paradas. Además, permite buscar paradas próximas. Permite calcular la
ruta hasta el destino desde una posición fijada o automáticamente desde la
posición actual del usuario.
○ Accesibilidad a los datos: Privada
○ Puntos débiles: Datos estáticos. Solo contiene información sobre el metro de
Seúl.
○ Puntos fuertes: Aplicación minimalista. Facilita el uso del metro dentro de la
ciudad de Seoul a partir de datos públicos.
○ Conclusiones (¿Qué nos puede interesar?):
■ Permite al usuario acceder a la información que necesita para moverse
por la ciudad. Calculando rutas o mostrando información sobre la red de
metro.
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● Jihachul
○ Nombre:Urban Step
○ Plataforma: iOS, Android
○ Comunidad: Menor a 1.000.000 de usuarios.
○ Área de penetración: Corea del Sur
○ Desarrollado por: Broong Inc
○ Objetivo (qué tracea? qué optimiza?): Similar a Seoul City Metro, disponible en
este caso para, además de Seúl, las ciudades coreanas de Busan, Daegu,
Daejeon y Gwangju. Permite acceder a información sobre el metro. Muestra una
tabla sobre horarios, estaciones cercanas en forma de mapa, las distintas zonas
de la ciudad...
○ Accesibilidad a los datos: Privada
○ Puntos débiles: Únicamente recoge información útil para el metro.
○ Puntos fuertes: Aplicación minimalista. Facilita el uso del bus dentro de la
ciudad a partir de datos públicos.
○ Conclusiones (¿Qué nos puede interesar?):
■ Exportación de una misma idea de movilidad urbana a diferentes
ciudades.
■ Facilita la movilidad por la ciudad utilizando el transporte público
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● Urban Step
○ Nombre:Urban Step
○ Plataforma: iOS, Android
○ Comunidad: ~50.000 usuarios
○ Área de penetración: Amsterdam, Barcelona, Donostia, Madrid, Murcia, Sevilla,
Toronto, Zaragoza.
○ Desarrollado por: ASCII 164
○ Objetivo (qué tracea? qué optimiza?): Aplicación pensada para facilitar el uso
del autobús urbano, muestra los tiempos de espera para las distintas paradas de
cada línea. Muestra también información sobre las paradas de bici pública.
Permite buscar por cercanía, código de parada o calcular rutas. Disponible para
un número de ciudades limitado.
○ Accesibilidad a los datos: Privada
○ Puntos débiles: Diferente versión de la misma app para cada ciudad soportada.
○ Puntos fuertes: Aplicación minimalista. Facilita el uso del bus dentro de la
ciudad a partir de datos públicos.
○ Conclusiones (¿Qué nos puede interesar?):
■ Exportación de una misma idea de movilidad urbana a diferentes
ciudades.
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11.1.3 Incentivos
Se recoge en esta subsección algunas aplicaciones que pretenden incentivar el uso del
transporte público y mejorar la experiencia del usuario mientras lo utiliza.
● Chromaroma
○ Nombre:Chromaroma
○ Plataforma: Web
○ Comunidad: medio millón de usuarios
○ Área de penetración: Londres
○ Desarrollado por: Mudlark
○ Objetivo (qué tracea? qué optimiza?): El título de transporte utilizado en
Londres se conoce como Oyster Card, una tarjeta que permite guardar
información sobre las paradas de origen y destino de los usuarios. Esto permite
conocer dónde ha comenzado y finalizado el viaje (pudiendo aplicar así una tarifa
u otra). Esta aplicación identifica al usuario con su tarjeta de transporte. El
usuario puede establecer records, completar misiones...La idea es añadir un
incentivo para el uso del transporte público a través de la gamification.
○ Accesibilidad a los datos: Privada
○ Puntos débiles: Plataforma web. No disponer de aplicación móvil complica el
acceso.
○ Puntos fuertes: Además de incentivar el uso del transporte público, muestra
información sobre las estaciones más visitadas
○ Conclusiones (¿Qué nos puede interesar?):
■ Transporte público visto como un juego
■ Fomenta el uso del transporte público
■ Competiciones contra otras personas en tiempo real
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11.2 lamadas implementadas en la API KPI
Se recogen en este apartado el conjunto de llamadas implementadas en la API_KPI que permite
la extracción de estadísticas individuales a partir de los trayectos realizados por el usuario.
Cada llamada utiliza el parámetro idUser, que corresponde el id (string) del usuario sobre el cual
queremos buscar la información.
Pensada para mostrar datos obtenidos de manera asíncrona, con el fin de obtener datos
actualizados, será necesario, en primer lugar, hacer las llamadas update, que actualizan la
información de un usuario individual o los acumulados del total de usuarios:
/update/data/:user_id/
Actualiza los datos del usuario user_id teniendo en cuenta cada uno de sus trips
/update/acumulated/data/all/
Calcula y almacena los valores acumulados teniendo en cuenta todos los trips de la base de
datos
/acumulated/all/
Retorna un JSON que contiene toda la información acumulada y calculada en la llamada
update/acumulated/data/all:
{
stops
lines
total_distance
total_distance_metro
total_distance_bus
total_time
}
● stops es un array que contiene informacióin (id en la api de movilidad y nombre) de cada
estación visitada por algún usuario
● lines es un array que contiene el nombre de cada linea de transporte público visitada por
algún usuario
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● total_distance es un valor numérico que contiene el valor de la distancia recorrida en
total por los usuarios de la base de datos
● total_distance_bus  es un valor numérico que contiene el valor de la distancia recorrida
en bus en total por los usuarios de la base de datos
● total_distance_metro  es un valor numérico que contiene el valor de la distancia recorrida
en bus en total por los usuarios de la base de datos
● total_time contiene la suma de la duración (en minutos) de los trips en la base de datos
Ejemplo
● LLAMADA:
/acumulated/all
● RESULTADO:
{"stops":[{"api_id":1892,"name":"Av Diagonal­FluviÃ
"},{"api_id":1893,"name":"Av Diagonal­Parc del
Poblenou"},{"api_id":1890,"name":"Av Diagonal­Josep
Pla"},{"api_id":1890,"name":"Av Diagonal­Josep
Pla"},{"api_id":1891,"name":"Av Diagonal­Selva de
Mar"},{"api_id":2258,"name":"Av Diagonal­Rambla de
Prim"}],"lines":[],"total_distance":2803,"total_distance_metro":0,"to
tal_distance_bus":2803,"total_time":0}
/visited/all/:idUser/
Retorna un JSON con el histórico de líneas y estaciones visitadas por el usuario:
{
user_id:
stations:
lines:
     }
● User_id es el string que identifica al usuario. Mismo que en track_gatherer o wild_route
● Stations es un array de ids de estaciones. Cada id es un entero y se corresponde al id
que identifica dicha estación en la api de movilidad.
● Lines es un array de strings. Cada uno de estos strings se corresponde al nombre de
una línea visitada por el usuario con idUser
Ejemplo
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● LLAMADA:
/visited/all/88a2d058b0df07c285c36d7083a384b2d6ed0cfe
● RESULTADO:
{"user_id":"88a2d058b0df07c285c36d7083a384b2d6ed0cfe","line":[],"stop
s":[{"api_id":1892,"name":"Av Diagonal­FluviÃ
"},{"api_id":1893,"name":"Av Diagonal­Parc del
Poblenou"},{"api_id":1890,"name":"Av Diagonal­Josep
Pla"},{"api_id":1890,"name":"Av Diagonal­Josep
Pla"},{"api_id":1891,"name":"Av Diagonal­Selva de
Mar"},{"api_id":2258,"name":"Av Diagonal­Rambla de Prim"}]}
/visited/:startTimeStamp/:endTimeStamp/:idUser/
Retorna un JSON con las líneas y estaciones visitadas por el usuario entre las fechas
startTimeStamp y endTimeStamp:
{
user_id:
stations_metro [{api_id, name}]
lines_metro:
stations_bus:  [{api_id, name}]
lines_bus:
     }
● User_id es el string que identifica al usuario. Mismo que en track_gatherer o wild_route
● Stations_metro es un array de que contiene información sobre las estaciones de metro
visitadas (api_id: id identificador de la estación en la api y name:nombre de la estación)
 ●
● Lines_metro un array de que contiene información sobre las líneas de metro
visitadas(nombre de la línea)
● Stations_bus un array de que contiene información sobre las estaciones de bus
visitadas (api_id: id identificador de la estación en la api y name:nombre de la estación)
● Lines_metro un array de que contiene información sobre las líneas de bus visitadas.
(nombre de la línea)
 /distance/total/:idUser/
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Retorna un JSON con la distancia total recorrida por el usuario (en metros) en cada medio de
transporte
{
user_id:
total_distance
distance_metro
distance_bus
     }
● User_id es el string que identifica al usuario. Mismo que en track_gatherer o wild_route
● total_distance es un entero con el valor en metros de la distancia total recorrida
● distance_metro es un entero con el valor en metros de la distancia total recorrida en
metro
● distance_bus es un entero con el valor en metros de la distancia total recorrida en bus
Ejemplo
● LLAMADA:
/distance/total/88a2d058b0df07c285c36d7083a384b2d6ed0cf
● RESULTADO:
{"user_id":"88a2d058b0df07c285c36d7083a384b2d6ed0cfe","total_distance
":2803,"distance_metro":0,"distance_bus":2803}
/distance/partial/:startTimeStamp/:endTimeStamp/:idUser/
Retorna un JSON con la distancia total recorrida por el usuario (en metros) en cada medio de
transporte entre las fechas startTimeStamp y endTimeStamp
{
user_id:
total_distance
distance_metro
distance_bus
     }
● User_id es un string que identifica al usuario. Mismo que en track_gatherer o wild_route
● tota_distance es un entero con el valor en metros de la distancia total recorrida
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● distance_metro es un entero con el valor en metros de la distancia total recorrida en
metro
● distance_bus es un entero con el valor en metros de la distancia total recorrida en bus
/time/total/:idUser/
Retorna un JSON con el tiempo total invertido por el usuario en desplazarse:
{
user_id:
total_time
           exchange_time
     }
● User_id es un string que identifica al usuario. Mismo que en track_gatherer o wild_route
● total_time es un valor númerico con el valor en milisegundos del tiempo total invertido por
el usuario en desplazarse.
● exchange_time contiene el número de minutos invertidos por el usuario en intercambios
Ejemplo
● LLAMADA:
/time/total/88a2d058b0df07c285c36d7083a384b2d6ed0cfe
● RESULTADO:
{"user_id":"88a2d058b0df07c285c36d7083a384b2d6ed0cfe","total_time":10
456,"exchange_time":2218}
/time/partial/:idUser/:startTimeStamp/:endTimeStamp/
Retorna un JSON con el tiempo invertido por el usuario entre las fechas startTimeStamp y
endTimeStamp:
{
user_id:
time
     }
● User_id es un string que identifica al usuario. Mismo que en track_gatherer o wild_route
● total_time es un valor numérico con el valor en milisegundos del  tiempo total invertido
por el usuario en desplazarse.
/compared/transport/:idPath/
Retorna un JSON que contiene el tiempo que sería necesario para realizar el path (teniendo en
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cuenta origen y final) según google
{
time_path
time_walking
time_private_mode
time_public_mode
                        distance_path
distance_walking
distance_private_mode
distance_public_mode
     }
● time_path es unvalor numérico que contiene el tiempo invertido, en milisegundos,  por el
usuario en realizar el path
● time_walking es el tiempo andando en milisegundos que sería necesario en realizar el
mismo recorrido (desde el punto inicial al final) según la API de google
● time_private_mode es el tiempo en transporte privado, en milisegundos, que sería
necesario para realizar el mismo recorrido (desde el punto inicial al final) según la API de
google
● time_public_mode es el tiempo, en milisegundos, que sería necesario en realizar el
mismo recorrido (desde el punto inicial al final)  en transporte público según la API de
google
● distance_path valor numérico que contiene la longitud total (en metros) del path
● distance_walking valor numérico que contiene la distancia (en metros) a recorrer para ir
a pie desde la estación de inicio del path hasta la del final
● distance_private_mode valor numérico que contiene la distancia (en metros) a recorrer
para ir en vehículo privado desde la estación de inicio del path hasta la del final
● distance_public_mode valor numérico que contiene la distancia (en metros) a recorrer
para ir en transporte público desde la estación de inicio del path hasta la del final
Ejemplo
● LLAMADA:
/compared/transport/502ceaf61c53bf4e18000002
● RESULTADO:
{"time_path":1,"time_walking":20.3,"time_private_mode":6.716666666666
667,"time_public_mode":0,"distance_path":2803,"distance_walking":1684
,"distance_car":3106,"distance_public":0}
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/comparedTime/recipes/:time
Retorna un JSON con los datos de una receta cuya elaboración requiere un tiempo similar al
valor enviado como parámetro (en milisegundos)
{
recipe_id
time
recipe_name
recipe_image
     }
● recipe_id es un string que identifica a la receta.
● time es un valor numérico que que contiene el tiempo sobre el que se realiza la
búsqueda (en minutos)
● recipe_name es el nombre de la receta cuyo tiempo de elaboración es más similar a
:time
● recipe_image contiene la url de la imagen (para poder ser descargada desde el servidor)
/averaged/speed/:idUser/:idPath/
Retorna un JSON con los datos de una receta cuya elaboración requiere un tiempo similar al
valor enviado como parámetro
{
user_id
time
distance
average_speed
     }
● User_id es un string que identifica al usuario. Mismo que en track_gatherer o wild_route
● time es un valor numérico que que contiene el tiempo que utilizó el usuario en realizar el
path con id :idPath (en minutos)
● distance es la distancia total del path con :idPath (en m)
● average_speed devuelve el valor (en m/s) de la velocidad media con que se recorrió el
path
Ejemplo
● LLAMADA:
/averaged/speed/dsolans2/502ceaf61c53bf4e18000002
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● RESULTADO:
{"user_id":"dsolans2","time":1,"distance":2803,"average_speed":46.716
66666666667}
/user/:idUser/
Retorna un JSON que contiene el conjunto de valores presentes en la colección User para el
usuario con id :idUser
{
user_id
lines
                        stops
total_distance
total_time
exchange_time
     }
● User_id es un string que identifica al usuario. Mismo que en track_gatherer o wild_route
● lines es un array que contiene información sobre las distintas lineas de transporte
público visitadas por el usuario
● stops es un array que contiene información sobre las distintas stopPoint visitadas por el
usuario
● total_distance es la distancia total acumulada por el usuario
● total_time es el tiempo total acumulado por el usuario
● average_speed devuelve el valor (en m/min) de la velocidad media con la que el usuario
se desplaza
● exchange_time contiene el valor en minutos del tiempo utilizado por el usuario en realizar
intercambios (tiempo entre paths consecutivos)
Ejemplo
● LLAMADA:
/user/88a2d058b0df07c285c36d7083a384b2d6ed0cfe
● RESULTADO:
{"user_id":"88a2d058b0df07c285c36d7083a384b2d6ed0cfe","line":[],"stop
s":[{"api_id":1892,"name":"Av Diagonal­FluviÃ
"},{"api_id":1893,"name":"Av Diagonal­Parc del
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Poblenou"},{"api_id":1890,"name":"Av Diagonal­Josep
Pla"},{"api_id":2258,"name":"Av Diagonal­Rambla de
Prim"},{"api_id":1890,"name":"Av Diagonal­Josep
Pla"},{"api_id":1891,"name":"Av Diagonal­Selva de
Mar"}],"total_distance":2892,"total_time":0,"exchange_time":2218}
/exchanging/time/:idTrip
Retorna un JSON que contiene el tiempo empleado por el usuario idUser en realizar
intercambios en el trip idTrip
{
           user_id
           exchange_time
     }
● user_id es un string que identifica al usuario. Mismo que en track_gatherer o wild_route
● exchange_time es un valor numérico que contiene el tiempo (en minutos) utilizado en los
intercambios
Ejemplo
● LLAMADA:
 /exchange/time/trip/5056082d1c53bf1376000003
● RESULTADO:
{"user_id":"88a2d058b0df07c285c36d7083a384b2d6ed0cfe","exchange_time"
:1444}
/user/contribution/:idUser/
Retorna un JSON que contiene una comparación entre estaciones visitadas por el usuario y
estaciones totales en el grafo de bcngraph
{
user_id
contribution_total
           contribution_metro
           contribution_bus
           num_stops_visited_total
           num_stops_visited_bus
           num_stops_visited_metro
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     }
● User_id es un string que identifica al usuario. Mismo que en track_gatherer o wild_route
● contribution_total es el ratio entre número de estaciones visitadas y número total de
estaciones en base de datos. (en % )
● contribution_metro es el ratio entre número de estaciones de metro visitadas y número
total de estaciones de metro en base de datos  (en % )
● contribution_bus es el ratio entre número de estaciones de bus visitadas y número total
de estaciones de bus en base de datos  (en % )
● num_visited_total contiene el número total de estaciones visitadas
● num_visited_metro contiene el número total de estaciones de metro visitadas
● num_visited_bus contiene el número total de estaciones de bus visitadas
Ejemplo
● LLAMADA:
/user/contribution/88a2d058b0df07c285c36d7083a384b2d6ed0cfe
● RESULTADO:
{"user_id":"88a2d058b0df07c285c36d7083a384b2d6ed0cfe","contribution_total":0.38834951456
31068,"contribution_metro":0,"contribution_bus":0.411522633744856,"num_stops_visited_total":
10,"num_stops_visited_metro":0,"num_stops_visited_bus":10}
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