Abstract-Current collaboration technologies encompass a broad range of tools that enable groups of people to work together and collaboratively create and manage knowledge. To facilitate the efficient use of collaboration tools, patterns have been exploited as models for repeatable collaboration processes for recurring high-value collaborative tasks. We present Collaboration Patterns Assistant, a software tool supporting pattern-based collaboration by providing the necessary ontology driven functionality that allows the recommendation, execution and management of patterns.
INTRODUCTION
Companies are increasingly focusing on their core business competencies and often enter into flexible alliances for value creation and production, so-called virtual organizations (VOs). This growing demand for flexibly interactive and efficiently integrated businesses and services has already led to a significant amount of scientific and technological research on enterprise interoperability. This has already achieved promising results, and has been partly responsible for initial commercial products and service offerings. Nevertheless, these remain at the level of data interoperability and information exchange. A challenge for enterprise systems in the future Internet of services is to address the sharing of knowledge and alleviate collaboration inefficiencies in VOs.
Knowledge-based collaboration is a recursive process where two or more people or organizations work together in an intersection of common goals -e.g., an intellectual endeavour that is creative in nature -by sharing knowledge, learning and building consensus. Collaboration is essential for value creation in the modern business environment [1] and is often used for mission critical tasks. Examples of collaborative tasks include planning, problem solving, or document creation. Nevertheless, while team efforts can be productive and successful, group work is fraught with challenges that can lead to unproductive processes and failed efforts [2] . Another difficult to handle challenge in such environments, is the fact that the use of rigid tools (e.g. workflow systems) for facilitating and managing collaborations can be proven inefficient and restrictive.
In an effort to support collaborators by providing best practice knowledge, patterns have been exploited as models for repeatable collaboration processes for recurring highvalue collaborative tasks [3] . Collaboration Patterns (CPats) serve as segments of collaboration work, which can be identified as recurring and can be reused. In previous work, we have thoroughly discussed the need for such patterns [4] and introduced them (CPats) as a way to balance flexibility and reusability in mixed human and software-enabled collaborative environments [5] , [6] . In this paper we present Collaboration Pattern Assistant (CPA), a software system which, based on the combination of an event driven architecture and CPats, aims to fuse process-centric with adhoc collaboration in an effort to balance reusability and flexibility. Moreover, CPA aims to enable proactive collaboration support with respect to changing circumstances in dynamic environments. In such environments strict workflow engines become inappropriate, thus a more flexible collaboration tool (CPA) is needed.
Our approach is presented in section 2, where details of CPA are given. In section 3, we continue with an illustrative use case for supporting collaborating partners in a VO with the use of CPA, where in section 4, we present results and findings based on the initial CPA evaluation. In section 5, we present relative research efforts and we conclude this paper in section 6.
II. COLLABORATION PATTERNS ASSISTANT
Knowledge-based collaboration can be based on processcentric models that must be fully understood at design-time, and configured and enacted at run-time. Such models allow for reusability and automation (i.e. workflow management systems). On the other hand, collaboration is often ad-hoc (e.g., there are situations in which people or businesses must act spontaneously and creatively). Ad-hoc collaboration requires means for participants to easily define and customize their collaborative actions, at run-time.
CPats provide a mechanism for representing and executing process-centric models as well as ad-hoc collaboration. CPats describe loosely collaborative problems and related solutions within a specific context and under specific pre-conditions (see [5] for the complete CPat model). We distinguish two types of CPat solutions: workflows and action lists. Workflows are useful for process-centric CPats. The system stores the workflow specification and initializes it upon CPat initiation by employing a workflow engine. Alternatively CPats can propose an action-list as a solution. In this case, the CPA server controls the execution of the solution, informs the users about the tasks they have to perform, the information needed in each step and the external tools that they are needed and allows users to modify the list in order to adequately support the specificities of the on-going collaboration.
To provide a system that is able to support proactive, context-based triggering and execution of CPats, a mechanism for detecting and appropriately responding to changing conditions is needed. Event-Driven Architecture (EDA) provides such a mechanism. By being deployed in an EDA, CPats can be triggered proactively based on conditions and event triggers. CPats are automatically recommended upon the arrival of events, if the context is suitable. CPat conditions and triggers are represented using Web Ontology Language (OWL) classes. Classes in OWL can have instances, either set explicitly (asserted) or inferred by their OWL-DL property descriptions. The main idea behind the evaluation of CPat conditions and triggers is that, when the corresponding classes that define the conditions or the triggers have instances, the condition is true or the trigger exists. The evaluation of class instances is based on the execution of an OWL reasoner. The reasoner reads the CPat OWL classes and their property restrictions, evaluates new statements (triples) upon their insertion into the knowledge base and produces inferred triples by translating OWL semantics to rules. By implementing a mechanism that inserts new collaboration knowledge into the CPat knowledge base in the form of OWL statements and combining it with OWL CPats we enable the automatic execution of CPat recommendations and solutions.
The CPat's triggering logic (step 1) starts with the arrival of an event (simple or complex). The event is written to the knowledge base in order to be processed by the reasoner. CPat triggers are examined and for each CPat whose trigger (i.e. the class that is related to the CPat with the hasTrigger property) has some instance, the corresponding CPat PreCondition class is examined. If the precondition is true (has at least one instance) then a CPat recommendation is generated. The system automatically discovers CPat initiators by retrieving the instances of the class that is related to the specific CPat with the property "hasInititator" (step 2). CPat initiators, if they accept the CPat, they configure relevant parameters such as Participants, Input Information, and Solution as these are provided within the associated CPat ontology [6] . In Fig. 1 , a partial OWL representation of an example CPat that could be used at the initial phases of creating a VO, is depicted. A part (due to space limitations) of the collaboration pattern's object properties [6] included in the ontology can be found in Fig. 2 . Moreover the system proposes CPat participants and input information by retrieving from the knowledge base (KB) the instances of the classes that are related to the CPat class with corresponding instances. CPats may have one or more roles. Participants are related to the CPat with properties named "role<?role_name>" according to their desired role. The property "hasInputInformation" points to the class that describes a CPats candidate input information. Input information, such as documents or other data, are referenced by using a unique URI (Uniform Resource Identifier). This URI is an OWL individual; it can be associated with other individuals or literals with OWL properties according to its content. CPat participants may be assigned to a CPat with a specific role either upon accepting an invitation or upon direct assignment by the CPat initiator.
When the CPat initiator that accepted the recommendation chooses to initiate the execution of the CPat solution (step 3), the system validates the CPat instance and it starts the execution of the solution provided the validation has been successful. As a CPat instance is being created, all information is stored in the CPat knowledge base in the form of statements using the corresponding properties (hasInputInformation, role, etc). In step 4, during the execution of the solution and upon the completion of each step, the post condition class of the CPat is examined. If it has instances, the CPat participants are informed that the CPat goals have been reached and the CPat is terminated. Finally (step 5), for each CPat instance that is currently active and whenever a new event is detected, the corresponding CPat Exception Trigger class is being examined for instances. If there are such instances, the system recommends the termination of the CPat and proposes to start a new CPat in order to handle the exception.
The conceptual architecture of CPat is shown in Fig. 3 . The CPA user interface assists users in collaborating by e.g., providing information about their assigned tasks and tools to use. CPat specifications are inserted into the system by a dedicated CPat Editor. CPats are stored in OWL in the CPat KB. Knowledge about the ongoing collaborations are maintained in other KBs. Information about events that occur during collaboration arrives through the Complex Event Processing (CEP) component and its associated event patterns store. The CPat Logic component implements the CPat triggering and execution logic described above using an (workflow or action list). In order to provide more finegrained results, besides the OWL property restrictions which are being executed automatically by the reasoner, we have implemented a SPARQL filter evaluation mechanism. The classes which define CPat conditions, triggers, or recommenders may be associated also with SPARQL filters. The system automatically adds the filter to the instance retrieval SPARQL queries.
The CPA prototype is implemented using the Adobe Flex/AIR framework for the client and the open source Flash server Red5 . The Red5 server is written in Java and runs inside the Tomcat servlet container, allowing easy integration with a plethora of open-source tools and services. All the business logic of CPats is written in Java in the form of a servlet that plugs in the Red5 RTMP servlet. Complex Event Processing is implemented using ESPER while workflows are managed by Intalio. 
III. ILLUSTRATIVE USE CASE
In this section we present a specific use case that involves the process for carrying out a collaborative drug design project, involving a VO structure of collaborating partners with expertise in the design, identification and experimental confirmation of early stage discovery drug candidates. The partners may involve academic labs, small and medium enterprises (SMEs), and individual consultants who form a VO to collaborate on running the project that has been carried out by single pharmaceutical organisations in the past. One of the CPats that can be applied in this use case is the 'Selecting Design Methods' CPat that involves collaboration on identifying, discussing and evaluating alternative design methods for a specific drug design project. In this CPat, a VO member undertakes the role of the Initial Idea Creator (IIC) while the other VO members comment and collaborate on producing a really applicable new design method (we do not provide more details on the example CPat for reasons of brevity).
In the remaining of this section we present a walkthrough of the CPA, where the important roles for the specific CPat are: VO Coordinator, VO member IIC, VO member 1 and VO member 2 that correspond to pharmaceutical companies that collaborate inside a VO. At some point of this VO operation CPA evaluates the collaboration state (project plan available while there aren't any design computations available for the group) and recommends the 'Selecting Design Methods' CPat to the VO Coordinator and to the VO members.
The CPA module has been designed to recommend patterns to all the possible initiators but accepts only the first one who will take up on this certain recommendation. In Fig. 4 , the VO Coordinator who has already logged in to the CPA, sees the recommendation to initiate the <Selecting Design Methods> CPat (bottom left part of the screen) and accepts this recommendation. VO Coordinator initiates the CPat by describing/updating its context and uploads any necessary documents. He also defines the desired solution for the specific CPat (chooses between workflow and action list) to be flexible, so he uses the already designed template action list which can be further enriched with new collaboration activities or proposed tools that will facilitate the collaboration.
All partners accept their invitation to participate in the specific CPat and one of them becomes the VO member IIC as he completes the first two activities by sharing a new design method with the group. Fig. 5 is a screenshot of the CPA client for the rest of the members where in the bottom section of the right pane they can see in which collaborative activities they must be engaged to along with the due date regarding the specific CPat.
Their engagement to the collaborative process consists of updating/adding/using items (information, comments, documents, tools etc.) which can be found in the centre pane below their assigned activity. We note here that since all these are collaborative activities, there can be more than one assignee to an activity. Any member can contribute Figure 5 . Viewing the progress of a CPat regardless of whether he/she has been assigned to do so. Once all the collaborative activities have been completed, the CPat is considered to be successfully completed and CPA notifies all participants.
IV. RESULTS AND FINDINGS
The evaluation of CPA in real knowledge-based collaborations is a critical aspect of our work for determining its added value and detecting possible inefficiencies. Preliminary findings of the on-going evaluation include:
(i) Ability to adapt collaborations: The recommendation of CPats in dynamic collaborations, based on an enhanced state-aware mechanism, improves collaborations by dynamically adapting collaboration to the current state.
(ii) Reduced response times: The CPA awareness functionality enables participants realise the actual state of collaboration and respond promptly.
(iii) Increased number of successful collaborations: Utilising CPats through CPA facilitates the adoption of collaboration 'best practices' that improve the successful and meaningful completion of collaborations.
Negative side effects of CPA such as irrelevant CPat recommendations, deadlocks and inefficient CPats, unreliable collaboration participants etc. are examined and taken into account for improving CPA.
We have selected a set of objective and subjective indicators that will help us determine the advantages and disadvantages of CPA in three evaluation phases. The first phase involves evaluation in a controlled environment, a research team in a university, where we focus on the detection of operational problems and usability issues. The second phase involves facilitating collaboration in a research consortium that carries out a European funded R&D project, where we focus on the added value of CPA, the users' acceptance and intension to further use the specific software for engaging in collaborations. Finally, the third phase will involve trials in real VOs from the pharmaceutical domain (i.e. drug discovery/design).
V. RELATED WORK
Our work focuses on supporting pattern-based collaborations in the future Internet of services in which collaborations will involve both humans providing their skills and experiences as services, as well as software services thus creating highly dynamic and complex interactions.
Supporting human tasks in Service Oriented Architectures (SOA) has been leveraged with technologies such as BPEL4People [7] that target the support of human interactions as part of business processes (i.e., workflows) by designing and executing a set of human tasks, see e.g., WSHumanTask [8] . Production-quality platforms such as Oracle Beehive exploit such technologies to provide a range of integrated collaboration services including conferencing, instant messaging, email, calendar, and team workspaces. Such systems provide a robust infrastructure for enterprise users but they rely on the use of administrator-defined BPEL processes that do not target ad-hoc collaboration in which users can configure their collaboration activities and interactions on the fly. In another effort Dustdar [9] introduced Caramba, a tool aiming at ad-hoc collaboration in virtual teams. Caramba organizes work items of individuals as activities that can be used to manage collaboration. The system enables virtual teams to participate in ad hoc collaborative work with some combination of modelled process templates. Schall et al. [10] have developed a method for designing service interfaces embodying human activities as actions offered by Web users, as well as a recommendation algorithm that is based on collaborative tagging of SOA resources (e.g., human activities) which helps to determine suitable resources drawn from properties of user preferences and measured similarity of human activities and actions.
Research in patterns has focused on various areas related to collaboration, such as workflow patterns which formalize recurrent problems and proven solutions related to the development of workflow applications [11] or service interaction patterns which focus on collaborative business processes and apply to the service composition layer (i.e. orchestration, behavioural interface, and choreography) and to lower layers dealing with message handling and protocols [3] . Other important efforts introduce activity patterns which model recurring human activities performed in the context of collaborative work [12] and task patterns as templates aiming at supporting users in executing either personal or collaborative work [13] . Moreover, there are works targeting the analysis of patterns in collaborative environments, e.g., offline pattern mining [14] , runtime analysis of ad-hoc collaboration processes [15] . Among the software tools that exploit the concept of patterns for supporting collaborative work, Lotus Activities is arguably the most prominent. Lotus Activities is a production-quality system built around the Activity-Centric Computing approach [16] which is loosely inspired by Activity Theory and aims to address work fragmentation by allowing users to structure their work around the concept of an activity. In practice, activities help users organize and share their work, plan next steps and execute them. Similar to Lotus Activities, Kolfschoten and Veen in [17] proposed tools that assist novice practitioners of GSS-based facilitation in order to better design and execute a collaboration process based on thinkLets. The suite has four tools, which each support a specific part of the process. The toolset is focused on design and preparation of a collaboration process but it does not support the execution.
Similarly to the aforementioned systems our approach leverages collaboration patterns for supporting ad-hoc collaboration in mixed software-and human-enabled service environments. Moreover, similar to [15] , our system considers interactions and events that arise in collaborations, which act as sources for the recommendation of 'collaboration solutions', i.e., distributed resources including Web services, human services, activities and tools. The recommendation process is triggered by events generated dynamically within the on-going collaboration and processes with a Complex Event Processing [18] framework such as Esper. In contrast to the previous works, our system utilizes events and collaboration patterns to perform run-time adaptation of collaboration. Moreover, our system uses ontologies to describe collaboration patterns and employs a reasoning process to match triggering events and conditions with collaboration solutions.
VI. CONCLUSIONS
Collaboration concerns situations in which people or businesses must act spontaneously and creatively and some other times more restrictive, humans involved in collaborations require means to easily define, customize and manage their collaborative actions. Balancing flexibility and reusability is needed in real-life, large scale collaborations in which software services and human actors are involved. We presented our approach and system for fusing process-centric with ad-hoc, knowledge-based collaboration in an effort to balance reusability and flexibility while enabling proactive collaboration support.
In our approach, the catalyst for the envisaged fusion of ad-hoc and process-centric collaboration is CPats and CPA, the corresponding software component, which facilitates their triggering, execution and management. CPA can detect certain collaboration states, recommend patterns and handle the execution of CPats that facilitate collaborations without neglecting their ad-hoc nature. The latter can be done by either workflows or loose action lists as solutions to the collaboration problem. The next steps of this work include the integration of the CPA software module with other Internet-based collaboration services and the evaluation of CPA in real knowledge-based collaborations.
