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En la actualidad, la mayoría de prensa escrita se está convirtiendo en un grupo de
comunicación, ampliando así sus horizontes más allá de la edición en papel. En la
mayoría de los casos disponen de radio, televisión y presencia en internet. Debido al
rápido avance tecnológico, la infraestructura web ha pasado de estar construida con
simples páginas web, con contenido estático, a ser grandes portales que ofrecen todo
tipo de información como noticias, fotografías, audio, vídeo, etc. . .
En los últimos tiempos, se ha incrementado la facilidad de acceso a redes de banda
ancha desde multitud de dispositivos, tanto fijos como móviles, a todo tipo de
contenidos multimedia, haciendo posible la conexión a la red desde casi cualquier
lugar de forma rápida y eficiente.
Estas circustancias obligan a adaptar todas las aplicaciones web a las nuevas necesida-
des de los usuarios. Con esta idea nace el proyecto S5T (Scalable semantic personalised
search of spoken and written contents on the Semantic Web).
S5T propone mejoras en los campos relacionados con la creación de contenido multi-
media en el ámbito de la web semántica [?] (explicada en profundidad en el capitulo
2). El proyecto S5T pretende obtener mejoras tanto en la precisión de las búsquedas,
como en la navegación de contenidos respecto a los buscadores tradicionales basados
en palabras clave. Además, se pretende integrar contenidos multimedia procedentes de
medios asociados como locuciones de radio o cortes de vídeo de televisión.
La integración de los contenidos con la web semántica consiste en generar una
ontología de contenido basado en texto, única e integrada. En nuestro caso la
1
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integración tiene fácil solución, ya que es posible reconocer y transcribir en texto los
ficheros de audio asociados a las noticias de radio o de televisión. Este contenido una
vez transcrito se puede mezclar con todo tipo de contenido audiovisual.
Rhizomer[2] es una aplicación basada en web semántica que se integra con los
objetivos propuesto en el proyecto de investigación S5T. A través de esta plataforma,
se construye una interfaz amigable para el usuario final que permite navegar por los
contenidos audiovisuales y por las ontologías y metadatos utilizados para su anotación
semántica. La plataforma Rhizomer se detalla en profundidad en el capitulo 3.
1.2. Un caso de uso. Grupo Segre
SEGRE[3] es un grupo de comunicación multimedia de última generación. Posee un
canal de televisión, dos estaciones de radio, un periódico y un portal web de noticias.
SEGRE produce 64 páginas de periódico cada día, 8 horas de contenido propio de
televisión, 24 horas de emisión de radio en directo y actualizaciones en el portal web
diarias.
Hoy en día, el contenido es archivado de forma separada por cada canal: televisión,
radio, internet y prensa escrita. Identificar relaciones entre los contenidos de estos
archivos independientes es un duro trabajo y el esfuerzo necesario para integrar
manualmente todo este contenido no es razonable en términos de coste-beneficio.
Por tanto, SEGRE es un buen caso de uso para probar este proyecto ya que nos puede
proporcionar contenidos muy variados (audio, vídeo, texto, imagen,...) desde
diferentes fuentes de información.
Actualmente, la plataforma Rhizomer ha sido probada en el grupo de comunicación
SEGRE. Se han realizado pruebas utilizando transcripciones automatizadas de voz en
la cual se han detectado términos claves para su posterior anotación semántica. De
esta manera, se pretende probar la capacidad que ofrece la plataforma Rhizomer para
la indexación semántica de contenidos audiovisuales.
Todos los datos y ontologías recopiladas de los contenidos audiovisuales se basan en
estructuras formales que permiten el procesamiento de los datos. Este hecho permite
posteriormente navegar entre los datos mediante la utilización de lenguajes de
generación de páginas web.
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Con la ayuda de los lenguajes de generación de páginas web podemos construir una
serie de servicios adaptados al tipo de dato que se está manipulando. Por ejemplo, los
contenidos audiovisuales se pueden reproducir, las transcripciones se pueden mostrar
con referencias a otros conceptos, y estos últimos, pueden ser de nuevo consultados y
explorados.
1.3. Objetivos
El objetivo de este trabajo es desarrollar un sistema de visualización para la plataforma
de web semántica Rhizomer.
Fundamentalmente se desarrollan tres sistemas de presentación de información dife-
rentes:
1. Vista geográfica.
2. Vista línea temporal.
3. Transcripción y reproducción de audio.
Para cumplir los objetivos presentados, es importante tener presente que se parte de una
plataforma de web semántica que por definición se orienta a producir representaciones
comprensibles para las máquinas, mientras que nuestras interfaces tiene como objetivo
mostrar y facilitar información a usuarios finales. Además, todas las interfaces deben
tener un aspecto amigable y han de contemplar aspectos como la accesibilidad y la
usabilidad.
1.4. Estructura de este documento.
Este trabajo está estructurado en capítulos. A continuación se explica brevemente en
que consiste cada uno de ellos.
Capitulo 2. Web Semántica. En este capitulo se introduce el concepto de web
semántica, funcionamiento, componentes y aplicaciones.
Capitulo 3. Rhizomer. En está parte se realiza una introducción a la estructura,
arquitectura y navegación de la plataforma, obteniendo así una base para el siguiente
capitulo.
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Capitulo 4. Desarrollo e implementación de vistas. Se muestra y se explica el
proceso seguido en el sistema de presentación de información para la plataforma
Rhizomer.
Capitulo 5. Trabajo futuro y Conclusiones.
Capítulo 2
Web semántica
Este capítulo presenta qué es la web semántica, cuál es el objetivo que persigue, el
porqué de esta tecnología y sus principales características.
Antes de hablar de todo ello, es conveniente conocer brevemente cuales son las bases
en las que se sustenta y conocer la web desde sus inicios, ya que ello nos ayudará a
entender el proceso evolutivo que da origen al concepto de web semántica.
2.1. Web actual
2.1.1. World Wide Web
World Wide Web es un sistema de documentos enlazados (hipertexto) y accesibles
a través de una red, comúnmente conocida como Internet. Cada documento de texto
puede enlazar con uno o varios documentos, de manera que si el usuario selecciona un
enlace o hipervínculo el ordenador muestra automáticamente el documento enlazado.
Cada uno de estos documentos pueden contener diferentes tipos de información: imá-
genes, vídeos, texto, etc. La mayoría de las páginas web o documentos contienen hi-
pervínculos a otras páginas, pero algunas también contienen descargas, documentos
fuente, definiciones y otros recursos web.
La figura 2.1 muestra de una manera gráfica la estructura que mantiene la web actual.
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Figura 2.1: Estructura web actual
HTML ( HyperText Markup Language ) es el lenguaje predominante en la construcción
de páginas web. Es un lenguaje de marcado, es decir, incorpora etiquetas o marcas
que contienen información acerca de la estructura de texto o su presentación. Suele
confundirse el lenguaje de marcado como un lenguaje de programación sin embargo,
no son lo mismo ya que los lenguajes de programación incluyen funciones aritméticas
o variables.
HTML se basa en tres componentes: el elemento, los atributos y el contenido. Gene-
ralmente, un elemento esta formado por una etiqueta de inicio y una de cierre. Los
atributos, que son parte del elemento, están contenidos en la etiqueta de inicio mien-
tras que el contenido se ubica entre las dos etiquetas. La finalidad de uso del lenguaje
HTML es informar al navegador web de cómo está diseñada y estructurada la página
web o documento.
Por ejemplo, el siguiente código utiliza sintaxis HTML para indicar que el texto entre
el elemento h1 o la etiqueta h1 es un título y por tanto debe tener una representación
destacada sobre el resto del texto.
1 <h1>Encabezamiento de primer nivel</h1>
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Si a continuación nuestro documento tiene un párrafo, utilizaremos el elemento desti-
nado a tal fin, notar que en este caso también incluiremos un atributo que indicará la
clase de estilos aplicables para la representación del párrafo.
<p c l a s s ="paragraph"> Es to es un p a r r a f o < / p>
En algunos casos los elementos no tienen porque tener un contenido, así que podemos
indicar el elemento con una etiqueta de inicio y cierre. Por ejemplo.
<br / > Donde ’<br / > ’ i n d i c a un s a l t o de l í n e a en e l documento .
Para realizar los enlaces o hipervínculos entre documentos web, la web utiliza un proto-
colo de transferencia de hipertexto denominada HTTP (Hypertext Transfer Protocol).
HTTP define la sintaxis y la semántica que utilizan los elementos de la web (clien-
tes, servidores,...) para comunicarse entre sí. Es un protocolo que sigue el esquema
petición-respuesta entre un cliente y un servidor. El cliente, normalmente desde el na-
vegador, efectúa una petición al servidor. A la información transmitida se la llama
recurso y se la identifica mediante una URL.
Si entramos más en detalle, el usuario escribe en la navegador la URL del recurso que
quiere visualizar. Está petición es enviada al servidor web que tiene almacenado el re-
curso. El servidor en respuesta a esta petición envía los datos solicitados en formato
HTML. Una vez obtenidas todas las peticiones, el navegador web renderiza la página
en función de la descripción que contenga el HTML, CSS y otros lenguajes web. Poste-
riormente, se realiza el resto de peticiones adicionales para obtener gráficos, imágenes
u otros ficheros multimedia que formen parte de la página.
Cuando la web empezó a popularizarse las páginas web se escribían manualmente y
eran estáticas. Ahora hay muchísimas herramientas para la generación automática de
páginas web y abundan las páginas web activas, es decir, creadas de forma dinámica
en relación con acciones o peticiones de los usuarios.
En definitiva, sea cual sea la manera utilizada para generar código HTML, si lo ha-
cemos de tal manera que es desarrollado basado en etiquetas estándar y siguiendo las
pautas de usabilidad y accesibilidad propuestas por el W3C (World Wide Web Con-
sortium)1, podemos conseguir generar una interfaz común que permite ser mostrada
de la misma manera en cualquier sistema que utilice un navegador web. El uso de esta
tecnología por tanto, constituye un avance tecnológico importante.
Si bien la web actual establece un gran avance tecnológico, adolece de varias carencias.
Primero, no presenta ningún tipo de mecanismo que permita el procesado automático
1El Consorcio World Wide Web (W3C) es un consorcio internacional donde las organizaciones miembro,
personal a tiempo completo y el público en general, trabajan conjuntamente para desarrollar estándares Web.
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de la información. Por tanto, la información contenida en el HTML no puede ser inter-
pretada por máquinas, únicamente por usuarios finales. Desconociendo la información
de los documentos, el programa únicamente puede hacer un procesado muy primitivo
basado en la búsqueda y comparación de palabras clave.
En segundo lugar, la web actual no facilita la creación de un sistema de información
común, de manera que pueda ser utilizada por personas, organizaciones o máquinas. Es
decir, no es posible de una manera sencilla, rápida y eficaz establecer un intercambio
de información y usar la información que ha sido intercambiada mediante mecanismos
basados en la web actual.
Todo ello perjudica al usuario final ya que dificulta por ejemplo, la búsqueda de infor-
mación (de cualquier tipo: imágenes, vídeo, texto,...) mediante buscadores o la compa-
ración de precios en el comercio electrónico.
La dificultad para encontrar información no solo perjudica a los particulares, si no que
el tiempo que puede perder una empresa buscando información, tanto en internet como
en sus aplicaciones internas, es considerable y puede hacerle perder una gran cantidad
de recursos económicos.
La solución más inmediata para el problema de buscar información es incluir meta-
datos. Un metadato no es más que un dato estructurado sobre la información, o sea,
información sobre información, dicho de otra manera, datos sobre datos. Los metada-
tos en el contexto de la web, son datos que se pueden guardar, intercambiar y procesar
por medio del ordenador y que están estructurados de tal forma que permiten ayudar
a la identificación, descripción, clasificación y localización del contenido de un docu-
mento o recurso web.
Como ejemplo de uso de metadatos, imaginemos que deseamos saber el precio de un
ordenador portátil. Si cada tienda virtual incluyera un metadato que represente el precio
de un producto, los buscadores web tendrían más fácil su tarea ya que sólo tendrían que
buscar las páginas web donde el nombre del ordenador portátil apareciera vinculado al
metadato.
En general, el uso de metadatos permite que las búsquedas sean más útiles y no mues-
tren tantos resultados inútiles a los usuarios.
Si bien el uso de metadatos facilita la búsqueda de información, está lejos de ser la
solución perfecta. Si consideramos el ejemplo anterior, necesitamos que todas las tien-
das del mundo representen el mismo metadato para referirse precio. Realmente algunas
utilizarán por ejemplo el metadato ’precio’ otras el metadato ’preis’ incluso la mayoría
el metadato ’price’.
El buscador, mediante el uso de todas las tecnologías anteriormente nombradas, no
tiene forma de saber que todos esos metadatos se refieren a el precio de un determinado
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producto. Además no todos los precios vienen expresados en euros por ejemplo, si no
que pueden venir en libras, dólares etc.
Para que el buscador pudiera comparar precios necesitaríamos una especie de biblioteca
de términos global que además precisara la relación entre ellas. De esta manera cada
tienda online o cada aplicación web podría elegir el sistema utilizado.
En este contexto aparece la web semántica.
2.2. Concepto
La web semántica nace con el propósito de extender la web actual. De manera que,
además de informar de la estructura y representación de los datos, se basa en añadir in-
formación o metadatos semánticos que describen el contenido, significado y la relación
entre los datos.
La definición oficial proporcionada por el W3C (World Wide Web Consortium) se
resume así:
El propósito de la iniciativa de la Web semántica es tan amplio como el
de la web: crear un medio universal para el intercambio de datos. Se consi-
dera para interconectar eficazmente la gestión de la información personal,
la integración de las aplicaciones empresariales y compartir globalmente
datos comerciales, científicos y culturales.
La integración de la web semántica, facilita la obtención de soluciones a problemas
habituales de una forma rápida y sencilla dado que se parte de una información mejor
definida.
Por ejemplo, pensemos que el usuario quisiera saber todos los vuelos a Londres para
mañana por la mañana. Utilizando un buscador actual como Google, obtendríamos
resultados dispares, desde una guía para viajar a Londres pasando foros de información
sobre Londres hasta páginas que ofrecen un servicio de búsqueda de vuelos.
El siguiente paso lógico sería navegar sobre la lista de recursos que nos ha ofrecido el
buscador, con su consiguiente perdida de tiempo.
Todos los resultados obtenidos están altamente ligados al vocabulario no al significado,
es decir, la navegación sobre los recursos obtenidos por el navegador únicamente podría
realizarse siempre y cuando se muestre en un formato y un lenguaje conocido como el
español o el inglés, pero se complicaría si se mostrase en un lenguaje como el chino
o japones. En todos los casos no tenemos una información concreta y bien definida,
además los resultados no están conectados.
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Para los humanos comprender un signo o una palabra no es nada extraordinario, lo
hacemos en cada momento. Por sí solas las palabras y los símbolos no son más que
manchas negras sobre el monitor o el papel. Si las palabras o signos cobran sentido
es porque nosotros se lo damos. En cierta medida, nuestro cerebro es una máquina
traductora que convierte símbolos en conceptos.
Como solución a este problema, la W3C propone utilizar la web semántica donde es
posible acceder a la información de una forma más rápida y ofrecer unos resultados
mejor definidos.
Esta tecnología está pensada para que las máquinas interpreten computacionalmente
los significados de los recursos. La máquina es capaz de “comprender” en términos de
relacionar información y procesarla, de manera que es capaz de mostrar la información
al usuario tal y como la había solicitado. La web semántica puede pensarse como una
gran base de datos distribuida globalmente por todo internet que permite a las máquinas
representar y conectar información de una manera eficiente.
En el proceso semántico generado por las máquinas hay poco de inteligencia, ya que
una máquina no podrá deducir conclusiones que no se deriven de reglas lógicas y las
reglas lógicas han de ser suministrada por los usuarios.
Para llevar a cabo esta tecnología, la información semántica se describe de una manera
formal, para ello se apoya de lenguajes universales que hacen posible la auto evaluación
por máquinas de procesamiento, consiguiendo relacionar la información de manera
global. Estos lenguajes vinculados a la representación del conocimiento se conocen
como lenguajes de representación del conocimiento.
Figura 2.2: Estructura conceptual de la web semántica
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2.3. Historia
Históricamente el impulsor y precursor de la World Wide Web (WWW) pensó desde
el principio en este propósito pero no fue posible. A pesar de todo, constantemente ha
tenido la intención de recuperar dicha omisión.
El primer avance en este sentido, fue la publicación en septiembre de 1998 de dos
documentos denominados "Semantic Web Road Map" y "What the semantic web can
represent".
Posteriormente, Tim Berners-Lee ofreció una conferencia donde estableció las bases
para entender la web semántica, no como una nueva web, sino como una extensión
de la web actual. Explicó que la web actual posee una gran capacidad para almacenar
datos y visualizar contenidos, pero no es capaz de pensar ni entender su contenido. Por
tanto indicó que la información debe estar estructurada de manera que las aplicaciones
puedan comprenderla, en lugar de simplemente colocarlas en un listado.
Finalmente, en mayo de 2001, se publica el artículo titulado "The Semantic Web: a new
form of web content that is meaninful to computers will unleash a revolution of new
possibilities", en la cual se da una visión de como será o deberá ser la web semántica.
Ya tenemos claro el concepto de la web semántica y cuales son sus objetivos. ¿Pero
cómo funciona?
2.4. Funcionamiento
Partiendo de la web actual, el paradigma de interacción que nos encontramos es el
basado en la visualización de páginas web sucesivas conectadas entre sí a través de
hipervínculos. Podemos decir que la páginas y los enlaces constituyen la base sobre los
que se sustenta la interacción.
La web semántica, en vez de plantearse la interacción como documentos enlazados,
se sustenta en la idea de disponer de elementos de representación del conocimiento
donde el elemento básico se parezca al lenguaje natural. Además, en contraposición
con la web actual (enfocada a documentos) que presenta la información para ser leída
y posteriormente navegar entre ella, la web semántica ( enfocada a datos) integra los
datos estableciendo relaciones entre ellos.
Para ello se utiliza la tripleta como elemento básico de representación. La tripleta esta
compuesta por:
Sujeto: Entidad de la cual se está hablando.
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Predicado: Propiedad o atributo de la entidad que se quiere describir.
Objeto: Valor que adquiere dicha propiedad.
Una manera sencilla de identificar el sujeto es preguntarnos, ¿de quién estamos hablan-
do?. La propiedad la reconocemos al tratar de preguntarnos ¿Qué queremos saber del
sujeto?. Por último, el valor lo obtenemos al aplicar la propiedad al sujeto.
Imaginemos que queremos representar la siguiente información utilizando tripletas: La
web http://www.wikipedia.org ha sido fundada por Jimmy Wales.
Obtenemos,
1. El sujeto, la web http://www.wikipedia.org
2. Propiedad, ha sido creada.
3. Valor, Jimmy Wales
Además de generar tripletas simples como la anterior, podemos combinar tripletas en-
tre si integradas en diferentes tipos de objetos. Continuando con el ejemplo anterior,
podríamos relacionar el valor de Jimmy Wales asignándole un tipo persona al cual se
le asocia además del nombre, un email, una fotografía y hasta la posición geográfica
donde se encuentra ubicado. De esta manera conseguimos tener representado el cono-
cimiento que se quiere formalizar.
La combinación de muchas tripletas conforma un grafo y aunque este modelo es ade-
cuado para el procesamiento en el ordenador, no es útil para ser mostrado en última
instancia a los usuarios finales.
Por tanto, debemos encontrar un modelo que permita procesar representar tripletas por
parte de la máquina. Por otro lado, encontrar un sistema que dada una combinación de
tripletas genere una representación amigable para el usuario final.
Mostrar todas las tripletas que se encuentran en un documento en la mayoría de los
casos es irrealizable ya que un documento puede contener miles de tripletas. Hay que
establecer un límite a la presentación de tripletas es decir, hay que decidir que parte del
grafo se presenta al usuario de manera que pueda después iterar sobre él.
Existen varias formas de afronta el problema.
1. Mostrar las tripletas de manera que conforman un árbol desplegable. Este mé-
todo presenta problemas de usabilidad ya que el árbol crece rápidamente y se
complica su utilización.
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2. Navegación por facetas. Ofrece al usuario la posibilidad de ir filtrando conteni-
dos hasta lograr un resultado manejable. La relación de la información se apoya
sustancialmente en las decisiones del usuario, por tanto la relación se dificulta
cuando nos encontramos diferentes tipos de datos.
3. Construir pequeños fragmento del grafo. Utilizando este método es posible cons-
truir fragmentos coherentes que den lugar a pasos en la navegación.
La interación básica con la web semántica se rige por paradigmas diferentes que en
la web actual. Tradicionalmente, los sistemas se han basado en el paradigma Acción-
Objeto; el usuario primero selecciona la acción que quiere llevar a cabo, y después
selecciona el objeto sobre el cual se realiza la acción. Por ejemplo, si queremos abrir
un documento personal desde un editor de texto, primero seleccionamos la opción abrir
del menú de opciones, y después el documento donde se aplica la acción.
Este modelo es usable cuando se tienen conjuntos de objetos bastante homogéneos
sobre los que aplicar las acciones. Es decir, si tenemos un sistema donde las acciones
sean comunes a los objetos que manipulamos. Por ejemplo, podemos tener un listado
de datos los cuales podemos aplicar a todos la acción de borrado, edición, inserción.
En contraposición, si partimos de un sistema donde el conjunto de objetos es heterogé-
neo y por tanto cuenta con acciones muy diferentes, dichas acciones se hacen difíciles
de organizar. Si tenemos que representar, por ejemplo, una tienda online, podemos te-
ner diferentes acciones y no todas comunes.
Por ejemplo, las noticias se pueden, además de visualizar, borrar, editar, insertar, los
productos se podrán comprar, los vídeos se tendrán que reproducir, comentar, etc. Todo
ello requiere una gran capacidad de memoria por parte de los usuarios, ya que necesitan
recordar que acciones son aplicables a que tipo de dato.
Precisamente, una de las mayores virtudes del modelo de datos de la web semántica es
la posibilidad de integrar múltiples tipos de objetos. Por ello, una aplicación que intente
sacar provecho de las nuevas posibilidades que ofrece la web semántica se basará en
un conjunto heterogéneo de objetos sobre los que operará.
Seguir con el modelo Acción-Objeto en el caso de las aplicaciones de web semántica
comporta dificultades de interacción y baja usabilidad. Por el contrario, la alternativa
basada en un modelo Objeto-Acción constituye la manera natural de funcionamiento
para entornos de web semántica.
La interacción con la web semántica consiste en seleccionar un objeto o conjunto de
objetos a manipular (grafo), y posteriormente seleccionar la acción que se quiere apli-
car sobre ese conjunto de objetos. Este modelo simplifica mucho la iteración y mejora
la usabilidad. Por otra parte, el conjunto de acciones disponibles para un objeto también
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se puede determinar fácilmente a partir de las restricciones definidas por las tecnologías
utilizadas en la web semántica.
La siguiente dificultad que nos encontramos es conseguir un modelo que permita pro-
cesar y representar (por parte de la máquina) todo lo explicado anteriormente. ¿Cómo
lo conseguimos?. Para ello, necesitamos generar una infraestructura común que per-
mita a las máquinas comprender el significado de la información desde un enfoque
semántico, es decir hacer los datos más inteligentes.
2.5. Componentes
Para convertir la web actual en una infraestructura global, la web semántica utiliza
mecanismos que hacen posible la compartición y reutilización de datos y documentos
entre diferentes usuarios. Para ello se utilizan tecnologías de descripción de contenido
como RDF, RDF Schema y OWL.
2.5.1. RDF y RDFS
RDF (Resource Description Framekork) es un modelo de datos utilizado para la repre-
sentación de información sobre los recursos de la web, particularmente dirigido para la
representación de los metadatos, permitiendo escribir metainformación para cualquier
tipo de datos o recurso. En base a ello, podemos definir APIs generales para su procesa-
miento, actuando así como un framework. Además, proporciona compatibilidad entre
aplicaciones que intercambian información sin perdida del significado de los datos.
RDF aporta semántica y se basa en los estándares URIs y Unicode. URI es una ca-
dena de texto que permite identificar un recurso. Unicode es un estándar de código
universal que independientemente del idioma o forma puede ser codificado para el uso
informático.
RDF obliga a describir recursos en términos de propiedades y valores creando enuncia-
dos simples. La construcción básica es la tripleta (sujeto, propiedad, valor), concepto
visto anteriormente.
Los sujetos, propiedades y los objetos son recursos. Los recursos con que trabaja RDF
no son necesariamente recursos presentes en la web, pueden ser personas, animales,
objetos materiales, números de teléfono, etc. En general, un recurso RDF es cualquier
cosa con identidad.
No toda la información se puede expresar en un sólo enunciado, por lo que se requiere
que se describa cada una de las propiedades del objeto en términos de otros enunciados.
Para posibilitar la asociación entre enunciados, RDF utiliza lo que llamaremos URIref
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(URI references ) para identificar al sujeto, propiedad o valor de cualquier enunciado.
URIref esta formado por un URI junto con un identificador al final. Por ejemplo, la
URIref http://www.w3.org/2003/01/geo/wgs84_pos#lat. Donde:
1. http://www.w3c.org/2001/01/geo/wgs84_pos es la parte correspondiente al URI.
2. lat, es el identificador.
Cualquier organización o persona puede crear URIs y usarlos para trabajar con sus
dominios de interés. Los URI no tiene significado por si mismos, son identificadores y
la persona u organización que los crea se responsabiliza de darles significado.
Ello permite que cualquier aplicación semántica que encuentre dos o más recursos
vinculados a un mismo URI, sabrá que se refieren a un mismo concepto, aun cuando
no podrá saber cuál es.
De esta manera, RDF consigue crear enunciados simples y complejos, además de iden-
tificar cualquier propiedad, sujeto o valor utilizando URIs y hacerla independiente de
cualquier forma o idioma gracias al estándar Unicode.
RDF puede ser utilizado en cualquier campo, cada persona u organización si lo desea
puede describir su propia terminología o vocabulario sobre cualquier tipo de recurso.
Sin embargo, RDF por sí solo no proporciona la forma de indicar si lo que se describe es
un tipo de clase especifico, por lo que la jerarquía de clases y propiedades se describen
mediante RDFS ( RDF Schema o esquema RDF).
Así como el modelado de RDF se orienta a grafos, el modelado de RDFS está orientado
a conjuntos. RDFS describe cómo usar RDF para describir vocabularios RDF.
RDFS surge por la necesidad de decir ciertas cosas sobre ciertas clases de recursos. Por
ejemplo, para describir recursos bibliográficos, son habituales los atributos como autor,
título o materia. La declaración de estas propiedades y su semántica se definen con un
esquema RDF. RDFS define no solo las propiedades de un recurso, sino que también
puede definir los tipos de recursos que se definirán (libros, páginas web, personas, etc.)
La especificación de RDFS no se orienta a lo meramente descriptivo. Especifica, más
bien, el mecanismo necesario para definir los elementos, para definir las clases de recur-
sos con los que pueden utilizarse, para limitar las combinaciones de clases y relaciones
posibles y para detectar cuando no se respetan estas restricciones.
Las definiciones RDFS a diferencia de Esquema XML (explicado más adelante) que
ofrece restricciones específicas en la estructura de un documento XML, ofrece infor-
mación sobre la interpretación de una sentencia en un modelo de datos RDF.
RDFS incluye varios elementos principales:
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rdfs:Resource. Todos los conceptos descritos por expresiones RDF son recursos
y se consideran instancias de la clase rdfs:Resource.
rdf:Class. Corresponde al concepto de clase en los lenguajes de programación.
Las clases RDF pueden representar cualquier tipo de concepto. Cada clase es
miembro de rdfs:Class, definida como la clase de todas las clases.
rdf:Property. Representa el subconjunto de recursos RDF que son propiedades.
rdfs:SubClassOf. Describe una clase como subclase de otra. Solamente las ins-
tancias rdfs:Class pueden tener la propiedad rdfs:subClassOf
rdfs:comment. Proporciona la descripción en lengua natural de un recurso.
rdfs:label. Proporciona una versión legible para los humanos del nombre del re-
curso.
rdfs:seeAlso. Especifica un recurso que proporciona información adicional sobre
el recurso principal.
rdfs:isDefinedBy. Indica cuál es el recurso donde se define el recurso principal.
El vocabulario completo de RDFS se define en el URI http://www.w3.org/2000/01/rdf-
shema#.





Dota de una semántica de conjuntos a los elementos descritos con RDF, de ma-
nera que es posible la realización de inferencias.
Siguiendo con el ejemplo de la tripleta del apartado anterior, distinguiremos las tres
partes de la siguiente forma:
Sujeto: La página http://www.wikipedia.org
Propiedad: ha sido creada
Valor: Jimmy Wales
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Y expresada en RDF/XML
<rdf:RDF x m l n s : r d f ="http://www.w3.org/1999/02/22-rdf-
syntax-ns#" x m l n s :d c ="http://purl.org/dc/elements/1.1/
">
< r d f : D e s c r i p t i o n r d f : a b o u t ="http://en.wikipedia.org/
webpage">
< d c : c r e a t e > Wik iped i a < / d c : c r e a t e >
< / r d f : D e s c r i p t i o n >
< / rdf :RDF>
También podemos ver la tripleta RDF como <sujeto,propiedad,valor>
( < h t t p : / / en . w i k i p e d i a . o rg / webpage > , < h t t p : / / p u r l . o rg / dc / e l e m e n t s / 1 . 1 / c r e a t e > , <"
Jimmy Wales"> )
En el apartado “Aplicaciones” se enumeran algunos ejemplos más basados en un voca-
bulario RDF.
Podemos comprobar que RDF y RDFS permiten generar una estructura semántica muy
potente sin embargo, también existen determinadas carencias. Por ejemplo:
No permiten representar algunas características de las propiedades. Tales como
menorQue, raizCuadradaDe...
No se puede representar que algunas clases son disjuntas. Por ejemplo la clase
Persona puede tener asociada dos clases disjuntas Hombre y Mujer.
No se puede restringir una propiedad en términos del número de valores que
puede tomar. Por tanto no podemos restringir por ejemplo que un DNI esté com-
puesto por una letra y 8 números.
Para conseguir describir recursos totalmente compatible con la web semántica se utili-
zan lenguajes de descripción del conocimiento, basadas en ontologías.
2.5.2. Ontologías y OWL
Podemos pensar en Ontología como un vocabulario interpretado por máquinas con la
suficiente precisión como para poder diferenciar términos y referenciarlos de manera
precisa y siempre con el mismo significado. Todas las ontologías están referidas a un
dominio concreto de información es decir una área de conocimiento determinada.
Un ejemplo de ontología se muestra a continuación:
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< o w l : C l a s s r d f : I D ="Mapa">
< r d f s : s u b C l a s s O f >
< o w l : R e s t r i c t i o n >
< o w l : o n P r o p e r t y r d f : r e s o u r c e ="#
tieneEscalaPredeterminada" / >
< o w l : m a x C a r d i n a l i t y
r d f : d a t a t y p e ="&xsd;nonNegativeInteger"> 1
< / o w l : m a x C a r d i n a l i t y >
< / o w l : R e s t r i c t i o n >
< / r d f s : s u b C l a s s O f >
< / o w l : C l a s s >
< o w l : O b j e c t P r o p e r t y r d f : I D ="tieneEscala">
< r d f s : d o m a i n r d f : r e s o u r c e ="#Mapa" / >
< r d f s : r a n g e r d f : r e s o u r c e ="#Escala" / >
< / o w l : O b j e c t P r o p e r t y >
< o w l : O b j e c t P r o p e r t y r d f : I D ="tieneEscalaPredeterminada">
< r d f s : s u b P r o p e r t y O f r d f : r e s o u r c e ="#tieneEscala" / >
< / o w l : O b j e c t P r o p e r t y >
Este fragmento define que las entidades Mapa tienen una propiedad llamada tieneEs-
cala, que a su vez tiene una subpropiedad llamada tieneEscalaPredeterminada, y que
un Mapa no puede tener más de una escala predeterminada.
La principal finalidad de las ontologías es establecer redes semánticas. La figura 2.3
muestra de una manera gráfica la idea que se pretende conseguir.
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Figura 2.3: Idea gráfica de red semántica
OWL (Web Ontology Language) es un lenguaje desarrollado por W3C que permite
representar metadatos y hacer inferencias con ellos. Se puede considerar una extensión
de RDFS y emplea un modelo de tripletas RDF. Además, implementa una serie de me-
canismos que permiten resolver las carencias de RDF/RDFS nombradas anteriormente.
OWL facilita la generación de modelos de marcado construidos sobre RDF. OWL está
destinada a ser utilizada cuando la información contenida en los documentos necesita
ser procesada por las aplicaciones, no para mostrarla si no para procesarla.
OWL añade más vocabulario para describir propiedades y clases: entre otros, las rela-
ciones entre las clases (por ejemplo, si son disjuntas), cardinalidad (por ejemplo, "exac-
tamente uno"), la igualdad, características de propiedades (por ejemplo, simetría).
OWL tiene tres sublenguajes, donde cada una incluye a la anterior.
1. OWL Lite, esta diseñado para aquellos usuarios que necesiten principalmente
una clasificación jerárquica y restricciones simples. Es el sublenguaje menos
complejo de formar.
2. OWL DL, pensado para los usuarios que quieren máxima expresividad, garanti-
zando que todas las conclusiones sean computables y que todos los cálculos se
resolvieran en un tiempo finito.
3. OWL Full, dirigido a los usuarios que buscan máxima expresividad y libertad
sintáctica de RDF sin garantizar que las conclusiones sean computables.
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2.5.3. XML
Hasta ahora, se han enumerado diferentes mecanismos de representación de datos se-
mánticos como: RDF, RDF Schema o OWL. Todos estos mecanismos estructuran la
información en grafos. Finalmente, se deben incluir otros mecanismos que permitan la
serialización de los grafos para poder transmitir la información semántica por la red.
El mecanismo más conocido y utilizado para la serialización de datos es XML.
Destacar que no solo existe XML como mecanismo de serialización de RDF si no que
podemos utilizar otros mecanismos como por ejemplo, N3, Turtle, etc.
Tanto RDF como XML han sido desarrollados por World Wide Web Consortium (W3C),
por tanto, podemos considerar a XML como una buena tecnología para serializar los
datos en RDF. A la utilización de XML para serializar RDF se le conoce como RD-
F/XML.
XML (Extensible Markup Language) es un metalenguaje de etiquetas extensibles es
decir, se adapta a cualquier estructura que se necesite. Sin embargo, estas etiquetas son
puramente sintácticas, establecen relaciones básicas pero no una semántica.
XML destaca por su aplicación en Internet, pero también se caracteriza por proponer
un estándar de intercambio de información estructurada entre diferentes plataformas.
XML ofrece una tecnología sencilla, que se complementa con otras ofreciendo mayores
posibilidades.
Entre sus características nos encontramos con:
Es extensible. En todo momento es posible añadir nuevas etiquetas, de modo que
se puede continuar utilizándolo sin complicación.
El analizador es un componente estándar, no es necesario crear un analizador
específico para cada versión de lenguaje XML.
Es sencillo entender su estructura y procesarla.
Ofrece información de forma estructurada ya que se compone de partes bien
definidas y esas partes a su vez se pueden componer de otras partes.
Un ejemplo de XML se muestra a continuación.
<? xml v e r s i o n ="1.0" e n c o d i n g ="UTF-8" ?>
<web>
< u r l > h t t p : / /www. w i k i p e d i a . o rg < / u r l >
< a u t o r >Jimmy Wales< / a u t o r >
< / web>
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2.5.4. XML Schema
Es el lenguaje utilizado para describir la estructura y restricciones de los contenidos de
documentos escritos en XML.
Aporta la posibilidad de incorporar un gran número de tipos de datos (fechas, números,
string, etc), de esta forma aumenta las posibilidades y funcionalidades de las aplicacio-
nes encargadas del procesamiento de datos.
La sintaxis de XML Schema es un documento xml definido en un namespace predeter-
minado con unas etiquetas con semántica predefinida. Un namespace es un conjunto de
nombres únicos que contiene atributos y elementos relacionados con el namespace. De
esta forma, cada namespace siempre se creará con conexión entre sus campos e incluso
relacionar elementos que no están en el propio namespace.
Un ejemplo de XML Schema es el siguiente:
<? xml v e r s i o n ="1.0" e n c o d i n g ="UTF-8" ?>
< xsd : schema x m l n s : x s d ="http://www.w3.org/2001/XMLSchema">
< x s d : e l e m e n t name="web" / >
< xsd :complexType >
< x s d : s e q u e n c e >
< x s d : e l e m e n t name="Fundador" t y p e ="xsd:string" / >
< x s d : e l e m e n t name="Visitas" t y p e ="xsd:string"
maxOccurs="10" / >
< x s d : e l e m e n t name="Paginas" t y p e ="xsd:string" / >
< / x s d : s e q u e n c e >
< / xsd :complexType >
< / xsd : schema >
2.6. Aplicaciones
Es importante mostrar ejemplos de aplicaciones en el ámbito de la web semántica para
que pueda ser entendida como lo que pretende ser, un entorno en el que sea el lenguaje
de las computadoras el que entienda el humano y no al revés. No es necesario compren-
der términos como RDF u ontologías, lo que se pretende mostrar es soluciones reales
a problemas reales.
Para obtener aplicaciones funcionales en este área es necesario en primer lugar, com-
pletar la arquitectura semántica con las capas de reglas, lógica y prueba comentadas en
este capítulo. Después, obtener un volumen de usuarios que aporte metadatos.
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La desventaja de la que parte la web semántica hoy en día es que la mayoría de usuarios
no participarán en la aplicación si no obtienen resultados a muy corto plazo.
A continuación se listan varias aplicaciones reales.
2.6.1. RSS
RSS es un vocabulario RDF basado en XML que permite la agregación de información.
Utilizando RSS es posible encontrar información precisa adaptada a las preferencias
de los usuarios. Contiene metadatos sobre fuentes de información especificadas por los
usuarios, cuya función principal es avisar de manera automática de los cambios produ-
cidos en recursos que han seleccionado. Evita que los usuarios tengan que comprobar
de manera directa la página.
Ejemplo de RSS.
< r s s v e r s i o n ="2.0">
< c h a n n e l >
< t i t l e >EjemBlog< / t i t l e >
< l i n k > h t t p : / /www. ejemBlog . com< / l i n k >
< i t em >
< t i t l e >Hola desde mi Blog< / t i t l e >
< l i n k > h t t p : /www. ejemBlog . com / 2 0 0 6 / h o l a < / l i n k >
< d e s c r i p t i o n > E s t e es un s a l u d o desde mi Blog< / d e s c r i p t i o n >
<pubDate>Tue , 03 Jun 2006 09 : 3 9 : 2 1 GMT< / pubDate>
< e n c l o s u r e u r l ="http://www.ejemBlog.com/casts/f1.mpg" t y p e ="
audio/mpeg3" l e n g t h ="14524560" / >
< / i t em >
< / c h a n n e l >
< / r s s >
2.6.2. HayStack Proyect
Dentro del proyecto ”HayStack Proyect” del MIT, encontramos un ejemplo de nave-
gador semántica que personaliza la navegación según los intereses y los gustos del
usuario. Entre las funciones de este navegador podemos destacar las siguientes:
1. Al navega por las páginas web y los recursos semánticos, crea colecciones de
recursos de la web semántica y permite navegar por ellos.
2. Lee weblogs basados en RSS
3. Permite el etiquetado de cualquier objeto
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4. Maneja colecciones de fotos digitales
5. Organiza archivos de música
6. Monta la información en mini-portales
7. Desarrolla ontologías a medidas, etc.
Figura 2.4: Interfaz de HayStack Proyect
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2.6.3. Swoogle
No es un buscador dirigido al usuario final para encontrar recursos web, sino que es
para buscar, clasificar e incluso validar documentos y vocabularios de la web semánti-
ca. Swoogle indexa, recupera y organiza la información para documentos semánticos.
Busca en ficheros OWL, RDF o a través de páginas web (HTML) que contengan do-
cumentos. Tiene más de 10.000 ontologías disponibles en la web almacenadas en una
base de datos en forma de URIs. Permite buscar además términos de cada vocabulario,
esquema u ontología.
Figura 2.5: Interfaz de la Aplicación Swoogle
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2.6.4. FOAF
Friend of a Friend permite representar información sobre personas y vínculos a recursos
que crean o hacen. FOAF es una tecnología que hace más sencillo poder compartir y
utilizar información sobre la gente y sus actividades (fotos, calendarios, weblogs). Se
trata de un vocabulario RDF que permite tener disponible información personal de
forma sencilla y simplificada, para que pueda ser procesada, compartida y reutilizada.
Un ejemplo de FOAF serializado en RDF/XML.
<rdf:RDF
x m l n s : r d f ="http://www.w3.org/1999/02/22-rdf-syntax-ns#"
x m l n s : f o a f ="http://xmlns.com/foaf/0.1/"
x m l n s : r d f s ="http://www.w3.org/2000/01/rdf-schema#">
< f o a f : P e r s o n >
< f o a f : n a m e >Jimmy Wales< / f o a f : n a m e >
< foa f :mbox r d f : r e s o u r c e ="mailto:jwales@bomis.com" / >
< f o a f : h o m e p a g e r d f : r e s o u r c e ="http://www.jimmywales.com/" / >
< f o a f : n i c k >Jimbo< / f o a f : n i c k >
< f o a f : d e p i c t i o n r d f : r e s o u r c e ="http://www.jimmywales.com/
aus_img_small.jpg" / >
< f o a f : i n t e r e s t >
< r d f : D e s c r i p t i o n r d f : a b o u t ="http://www.wikimedia.org" r d f s : l a b e l =
"Wikipedia" / >
< / f o a f : i n t e r e s t >
< f o a f : k n o w s >
< f o a f : P e r s o n >
< f o a f : n a m e >Angela B e e s l e y < / f o a f : n a m e >
< / f o a f : P e r s o n >
< / f o a f : k n o w s >
< / f o a f : P e r s o n >
< / rdf :RDF>
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2.6.5. Rhizomer
Rhizomer gestiona metadatos RDF con el fin de estructurar cualquier tipo de contenido
de forma genérica.




Rhizomer es una plataforma fundamentada en un modelo de datos de web semántica
que gestiona los metadatos RDF con el fin de estructurar cualquier tipo de contenido de
forma genérica, es decir, es capaz de gestionar conjuntos muy heterogéneos de objetos
representados mediante metadatos RDF y estructurados mediante ontologías.
Implementa las posibilidades que ofrece un modelo basado en el paradigma Objeto-
Acción pero utilizando aspectos propios de la web 2.0.
Entendemos la web 2.0 como una forma de interpretar Internet donde la organización
y el flujo de información dependen del comportamiento de las personas que acceden a
ella. Permite no solo un acceso enfocado al contenido, sino en la propia participación
de los usuarios, ofreciendo herramientas caracterizadas por su facilidad de uso.
Rhizomer selecciona un subgrafo RDF sobre el que ofrece una serie de acciones y
servicios capaces de gestionar de manera transparente el tipo de objeto. Cada servicio
web semántico corresponde a una acción, y el conjunto de objetos sobre los que se
aplica, se determina de manera dinámica a partir de las restricciones que impone la
definición semántica del propio servicio y de las diferentes ontologías en las cuales se
basan los objetos.
Rhizomer ofrece una vista basada en HTML como forma básica de interaccionar. Pue-
de representar la información de cualquier tipo de objeto descrito mediante un grafo
RDF. En la mayoría de los casos esta vista HTML cumple con su cometido pero en
numerosas ocasiones es mas apropiado disponer de vistas más especificas y apropiadas
para casos particulares.
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Los nombres de los recursos y propiedades son mostrados como texto indicando el
idioma utilizado en el caso de que este disponible mediante la propiedad xml:lang. Los
literales también se muestran como texto y si existen versiones de idiomas diferentes,
se selecciona la del idioma predeterminado. Por último, los recursos y propiedades que
permiten seguir la navegación se muestran como enlaces.
Para generar HTML, Rhizomer implementa un mecanismo de transformación XSL
genérico cuyo grafo de entrada está serializado en formato RDF/XML.
Esta serialización produce un flujo de XML que mantiene agrupadas todas las tripletas
relacionadas. En consecuencia, es posible mostrarlas como una serie de tablas HTML,
una por cada recurso descrito, y con tablas anidadas para las descripciones de los re-
cursos anónimos.
La transformación XSL de RDF a HTML aporta diferentes ventajas como la capacidad
de tratar de forma genérica cualquier conjunto de metadatos RDF que se le proporcione
serializado como XML. Además, es fácil de implementar ya que solo se requiere un
procesador de XSL para lo que existen herramientas de transformación, tanto desde
el navegador del usuario como del servidor. Así pues, si se desea la transformación
XSL puede ser manejada mediante AJAX para mejorar en algunos casos el sistema de
representación de información.
AJAX (Asynchronous JavaScript And XML) es una técnica de desarrollo web para
crear aplicaciones interactivas, estas aplicaciones se ejecutan en el cliente (navegador)
mientras se mantiene una comunicación asíncrona con el servidor en un segundo plano.
Existen ejemplos de herramientas que permiten este tipo de comportamiento como son
Exhibit o Tabulator. Ambas plataformas semánticas fijan a priori las vistas disponibles,
lo cual dificulta la inserción de nuevas formas de interacción o vistas ya que para ello
se debe modificar el código.
Rhizomer pretende disponer de un sistema genérico y orientado a la interacción Objeto-
Acción. Para ello es necesario que los servicios o acciones se puedan aplicar sobre
los recursos de una forma dinámica en función de las características concretas de cada
recurso, sin necesitad de modificar todo el sistema de representación para añadir nuevos
servicios.
Rhizomer ofrece una serie de servicios como: la realización de búsquedas, navegación
por los contenidos, realización de anotaciones, compartición de información. Todos
ellos son implementados mediante REST.
REST (Representational State Transfer) es un estilo arquitectónico para aplicaciones
que se comunican a través del protocolo HTTP. REST es una solución muy limpia
para manejar recursos en aplicaciones web cuyas características lo hacen muy útil para
desarrollos rápidos con integración de otros servicios.
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3.2. Arquitectura
La figura 3.1 muestra de forma gráfica la arquitectura en la que se fundamenta Rhizo-
mer.
Figura 3.1: Esquema de la arquitectura de Rhizomer
El flujo de trabajo para el usuario comienza desde el navegador web, utilizando una
interfaz de navegación y búsqueda basada en formularios HTML. A través del for-
mulario, el usuario genera una petición con la información necesaria para realizar la
consulta deseada.
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Figura 3.2: Esquema de la primera fase utilizada por Rhizomer para enviar o solicitar
información
Una vez enviado el flujo de información al servidor los datos son tratados por el con-
trolador Rhizomer, el cual se encarga de ejecutar y procesar la consulta recibida.
Rhizomer lleva acabo estas tareas haciendo uso de una librería en Java llamada “Jena”.
Jena es utilizada para implementar los mecanismos que procesan el tipo de operación
seleccionada, ya sea consulta, inserción, borrado, etc, aplicando las restricciones que la
propia consulta especifique. Como respuesta el controlador recibe una subgrafo RDF,
cuyos datos son serializados en RDF/XML para posteriormente ser procesados.
Jena es un framework Java para construir aplicaciones web semánticas. Proporciona un
entorno de programación para RDF, OWL y generación de consulta semánticas.
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Figura 3.3: Esquema gráfico del proceso de obtención de recursos por el controlador
Rhizomer
El subgrafo RDF resultante es transformado a HTML mediante una transformación
XSL. Gracias a la transformación XSL, el resultado ofrecido al usuario final puede
ser totalmente personalizado mostrando los datos semánticos de forma amigable al
usuario.
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Rhizomer permite a los usuarios finales poder realizar consultas semánticas sin ningún
conocimiento técnico del lenguaje de consultas semánticas, ya que es posible enviar
consultas a través de formularios web. Estos formularios se generan dinámicamente a
partir de la clase de recurso que nos interese, más concretamente desde las propiedades
específicas del tipo de recurso. Por ejemplo, si deseamos obtener información sobre un
coche, Rhizomer permite generar consultas desde cualquiera de sus propiedades como
por ejemplo, la marca, la matrícula, color, modelo, tipo, país de fabricación, etc.
Además, los usuarios pueden añadir otras propiedades que, aunque no sean específicas,
permiten también ser aplicadas al tipo de recurso. Cada propiedad corresponde a una
entrada del formulario de forma que el usuario puede acceder a ella con el fin de obtener
toda la información que cumpla con el valor de la propiedad.
En la figura 3.5 se muestra la interfaz utilizada por Rhizomer para generar consultas a
través del formulario HTML de una manera sencilla.
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Figura 3.5: Interfaz de Rhizomer basada en HTML
Actualmente, se está trabajando en un nuevo criterio de búsqueda para la generación de
formularios HTML de forma que, se seleccionan las propiedades utilizadas con mayor
frecuencia para describir el tipo de recurso seleccionado por el usuario o, en el caso de
una consulta, para cualquier tipo de recurso las propiedades más utilizadas.
Para los usuarios avanzados también hay una forma de consulta que permite plantear
preguntas sobre la base de datos semántica utilizando el lenguaje de consulta SPARQL.
SPARQL (SPARQL Protocol And RDF Query Language) es un lenguaje estándar de
recuperación para RDF/RDFS. Permite que las personas puedan centrarse en la infor-
mación que quieren, sin tener en cuenta la tecnología de la base de datos o el formato
utilizado para almacenar esos datos.
Independientemente de la forma utilizada para generar consultas, los resultados obte-
nidos son los recursos que cumplan los criterios de búsqueda. Sin embargo, las páginas
de resultados muestran más información que sólo los identificadores de los recursos
recuperados. Con el fin de proporcionar más contexto para el usuario, cada recurso
se presenta junto con su descripción. El usuario no visualiza los datos de una manera
inteligible, si no que se presentan utilizando una interfaz amigable para el usuario final.
3.3.2. Navegación
Rhizomer posibilita a los usuarios un mecanismo por el cual pueden explorar las des-
cripciones de los recursos gestionados, navegando a través de los vínculos que conec-
tan los diferentes recursos. En la práctica, Rhizomer se convierte en un navegador web
semántico que puede mostrar al usuario todo tipo de información, desde las descripcio-
nes almacenadas en su propio sistema, hasta información accesible desde otros enlaces
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web. Una de las fuentes más conocidas de información semántica de la cual Rhizomer
puede generar consultas es la DBPedia.
DBPedia es un proyecto para la extracción de datos de Wikipedia para proponer una
versión Web semántica. Por su parte, la Wikipedia es un proyecto para construir una
enciclopedia libre y multi-idioma. Todos los artículos que forman la wikipedia, y por
tanto la DBPedia, han sido redactados por voluntarios de todo el mundo y prácticamen-
te todos pueden ser editados por cualquier persona.
Por tanto, el usuario a través de Rhizomer puede navegar por la información de una
noticia y detenerse por ejemplo, sobre un enlace web de la ciudad de Lleida. Mediante
ese enlace, Rhizomer es capaz de buscar información almacenada en otras fuentes de
datos y mostrarla en su interfaz.
Anteriormente, vimos la dificultad de navegación que ofrecía la web semántica en com-
paración con la web orientada a documentos. Para solventar este problema, Rhizomer
gestiona pequeños fragmentos de información, con la intención de disponer de subgra-
fos más manejables. Para decidir qué información añadir al subgrafo, Rhizomer basa
su enfoque en CBD (Concise Bounded Descriptions).
Un CBD es una porción de grafo que incluye todos los recursos por los que el usuario
está navegando junto con todas sus propiedades, sus valores y todas las descripciones
de esos recursos que no tienen un identificador y dependen de este para ser identifica-
dos. Estos son los denominados recursos anónimos. CBD se complementa con todas
las etiquetas disponibles para los recursos involucrados. El siguiente diagrama muestra
el fragmento de la navegación para el recurso “http://rhizomik.net/~ rosa" sobre la base
de un CBD, además de las etiquetas de otros recursos involucrados como en este caso
“Universitat de Lleida”.
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Figura 3.6: Representación gráfica de CBD
Desde un fragmento es posible, a través de un nodo que represente un objeto no anóni-
mo, seguir el siguiente paso de la navegación mostrando el subgrafo generado a partir
de él. Este proceso continua interactivamente; los metadatos que describen el nodo son
recuperados y el fragmento asociado es construido y mostrado.
Una vez construido y mostrado el fragmento del grafo, éste se transforma en HTML
para ser visualizado por cualquier navegador. El uso de esta transformación permite a
los usuarios finales disponer de una interfaz con la que se sienten cómodos y familiari-
zados.
3.3.3. Anotación
En la plataforma Rhizomer es posible añadir nuevas descripciones, editar las descrip-
ciones ya existentes y borrarlas utilizando formularios web. Cualquier descripción pue-
de ser generada mediante un formulario HTML de forma dinámica asociando un campo
de entrada a cada propiedad. Para la edición, cada campo de entrada está precargado
con el valor actual de la propiedad que puede ser editado o borrado con el fin de modi-
ficarlo.
También es posible crear una nueva descripción de un recurso a partir de cero. En este
caso, los usuarios empiezan por caracterizar el tipo de recurso definiendo sus propieda-
des. Luego cada propiedad se convierte en un nuevo campo de entrada que el usuario
puede rellenar con el fin de proporcionar un valor para dicha propiedad.
Para usuarios avanzados es posible cargar muchas descripciones serializadas en dife-
rentes formatos de carga utilizando el formulario de administrador.
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La figura 3.7 muestra la interfaz de edición, borrado o inserción que ofrece la interfaz
de Rhizomer.
Figura 3.7: Interfaz ofrecida por Rhizomer para la edición, borrado o inserción de datos
3.3.4. Compartición
Rhizomer permite ser utilizado para cargar contenidos como documentos, imágenes,
vídeos, etc.. y compartirlos de manera online.
Un caso especial son las páginas HTML que pueden ser creadas usando un editor WY-
SIWYG. WTSUWYG es el acrónimo de What You See Is What You Get ( “lo que
ves es lo que obtienes”). Se aplica a los procesadores de texto y a otros editores de
HTML que permiten escribir un documento viendo directamente el resultado final. En
el caso de los editores de HTML este concepto se aplica a los que permite escribir la
página sobre una vista preliminar similar a la de un procesador de textos, ocupándose
de generar el código fuente en HTML.
El editor WYSIWYG utilizado en Rhizomer actualmente es FCKEditor que dispone
de un cargador que facilita la gestión de contenido. La interfaz utilizada por Rhizomer
se muestra en la figura 3.8.
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Figura 3.8: Formulario basado en un editor WYSIWYG
El trabajo realizado en este proyecto añade un servicio más a los ofrecidos por Rhi-
zomer. El siguiente capítulo muestra y detalla la implementación de un sistema de
visualización de recursos en función del tipo de propiedades que contengan.
Capítulo 4
Desarrollo e implementación de
vistas
Como hemos podido ver en los capítulos anteriores, la web semántica se orienta a
producir representaciones compresibles para las máquinas, a la vez que las aplicaciones
basadas en la web actual están orientadas hacia el consumo de las personas. Rhizomer
como plataforma de web semántica ha desarrollado una interfaz basada en HTML para
representar los metadatos y facilitar la iteración de las personas con la web semántica.
Con el objetivo de mejorar el sistema de visualización ofrecido por Rhizomer, se plan-
tea el desarrollo de tres formas de representación de información diferentes.
1. Vista geográfica.
2. Vista línea temporal.
3. Transcripción y reproducción de audio.
4.1. Requisitos
El objetivo de este proyecto es dotar a Rhizomer de un sistema genérico de represen-
tación de información orientado a la interacción Objeto-Acción. Estas interfaces de
representación se modelizan mediante acciones aplicables a los objetos de una forma
dinámica, mostrando en cada caso la vista en función de las descripciones concretas de
cada objeto.
Por ejemplo, si disponemos de un objeto descrito en RDF que describe las propiedades
de una reunión, es posible detectar de una forma automática qué acciones o servicios
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que Rhizomer ofrece son aplicables y más apropiadas para interaccionar o visualizar
esos recursos. Por tanto, podríamos posicionar en un mapa el lugar de dicha reunión y
en un calendario o línea temporal la fecha y hora exacta de la reunión.
A diferencia de otras aplicaciones semánticas como Tabulator, nuestro objetivo se basa
en que cada acción pueda utilizar servicios avanzados de razonamiento para determinar
qué acciones hay disponibles sin necesidad que el usuario final tenga que memorizarlas
ofreciendo una forma natural de interacción con la plataforma semántica. Por ejemplo,
en cualquier aplicación basada en la interacción de la web actual, para seleccionar una
opción dentro de un sistema de menús jerárquicos, el usuario tiene que memorizar la
“ruta”, además de conocer a que elemento se le puede aplicar dicha opción. Por tanto,
nuestros servicios estarán enfocados a solventar este problema.
Estas acciones se pueden generan a través de servicios web semánticos. Para conseguir
integrar estas acciones o servicios dentro de la arquitectura de Rhizomer, se han eva-





OWL-S (Web Ontology Languaje for Services), WSMO (Web Service Modeling On-
tology), SAWSDL (Semantic Annotations for WSDL) son lenguajes que proporcionan
una especificación basada en el uso de ontologías, utilizadas para describir las pro-
piedades y capacidades de servicios web de manera que las descripciones pueden ser
interpretadas por un sistema informático de forma automatizada.
Se ha observado que estas soluciones presentan un grado de complejidad demasiado
elevado para los requerimientos de la plataforma. El problema no está en la complejidad
del modelo semántico que estas soluciones proporcionan, sino en que se fundamentan
en estándares de servicios web como WSDL/SOAP.
Estos tipos de tecnologías de servicios web son más apropiadas en entornos empresa-
riales, pero resultan demasiado complejas en el contexto en el que se mueve Rhizomer,
en el cual las acciones son fundamentalmente servicios web simples encaminados a la
visualización de datos.
Además, muchos de los servicios web disponibles de forma pública, por ejemplo Goo-
gle Maps, no están disponibles como WSDL/SOAP. De hecho, la tendencia es que los
servicios basados en WSDL/SOAP están siendo desplazados por los grandes proveedo-
res de servicios públicos (Google, eBay, Yahoo!), dejando paso a servicios basados en
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REST y complementadas con APIs en Javascript u otros lenguajes. Esta aproximación
es más apropiada cuando no existen requerimientos fuertes de seguridad y se busca
simplificar el desarrollo.
Por tanto, las acciones de Rhizomer se implementarán como servicios web basados en
REST.
REST se usa para describir cualquier interfaz web simple que utiliza XML y HTTP.
Por ejemplo, Yahoo! Maps proporciona una interfaz REST con la cual se proporcionan
las coordenadas de los puntos a mostrar y se obtiene el resultado.
Normalmente, los servicios web no soportan ser invocados pasándoles directamente los
metadatos RDF del recurso que ha de servirles como entrada. Por lo tanto, la URL del
servicio apuntará realmente a un adaptador que se encargará de recibir el RDF, extraer
los datos que el servicio recibe como entrada y realizar la invocación del servicio.
Rhizomer es una plataforma desarrollada en Java en consecuencia, podemos imple-
mentar un controlador basado en ’Java Servlet’ por cada una de las vistas previstas. De
manera que podemos obtener como resultado código HTML y utilizar diferentes API’s
basadas en Javascript.
4.2. Situación Inicial
Hemos visto anteriormente que mostrar toda la información que se encuentran en un
documento en la mayoría de los casos es irrealizable, ya que un documento puede
contener miles de tripletas lo cual nos generaría una interfaz poco amigable al usuario
final.
La plataforma Rhizomer es la encargada de decidir qué parte del grafo se presenta al
usuario generando un subgrafo RDF. Posteriormente, el subgrafo RDF es serializado en
forma de RDF/XML. Por último, el RDF/XML se transforma en HTML usando XSLT.
De manera que cuando se solicita un recurso a la plataforma, el controlador asociado
realiza lo siguiente:
1. Busca el recurso en el RDF
2. Genera un subgrafo asociado a ese recurso.
3. Lo serializa a la forma RDF/XML y mediante la transformación XSLT obtiene
el recurso en formato HTML.
4. Envía el HTML al navegador para que lo visualice al usuario.
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4.3. Diseño
El siguiente diagrama establece una idea conceptual del proceso a seguir para imple-
mentar las diferentes vistas como objetivo de este proyecto.
Figura 4.1: Esquema conceptual del sistema de visualización
En primer lugar se plantea una modificación en el proceso de transformación XSLT
el cual, mediante reglas escritas en XSL, cambia el sistema actual de transformación a
HTML, de forma que se implementa un mecanismo adicional para cada tipo de visuali-
zación que modifica el código HTML con el objetivo de generar un enlace o referencia
que nos muestre la nueva interfaz de visualización. La figura 4.2 muestra en la parte
inferior el detalle de un recurso en el que se han habilitado diferentes interfaces de
visualización.
Figura 4.2: Detalle del sistema de vistas en la interfaz HTML
Cada enlace se encarga de procesar la petición y generar el código HTML resultante
para la vista específica. Para cada forma de visualización se ha decidido implementar
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un controlador independiente en lugar de un controlador único para todas ellas. De esta
forma, cada controlador se implementa de una manera más sencilla e independiente
del resto de controladores. Además, facilita la posible modificación o sustitución de la
interfaz de visualización sin interferir en el resto.
Cada controlador está basado en un Servlet Java, cuyo objetivo es generar el código
HTML haciendo uso de las tecnologías que en cada caso se decidan. Como resultado
el controlador de servicios obtiene el HTML necesario que posteriormente envía al
navegador para su interpretación y presentación al usuario final.
Para decidir la información de entrada enviada al controlador se han tenido en cuenta
varias opciones:
1. Enviar toda la información al servlet destino utilizando un parámetro de entrada
por cada uno de los datos que se quieran representar y realizar una petición HTTP
GET o HTTP POST. De este modo, el controlador obtendrá toda la información
como parámetros de entrada y únicamente se preocupará de procesarla.
2. Enviar un único parámetro de entrada con la información necesaria para generar
una nueva petición al controlador Rhizomer. De modo que, obtenemos un nuevo
subgrafo renderizado en RDF/XML con toda la información relacionada.
Una de las ventajas que ha de proporcionar cada controlador, además de su represen-
tación específica, es ser capaz de mostrar también el resto de datos relacionados. Por
tanto, el primer planteamiento indicado no se adapta a los requisitos que queremos ofre-
cer. Además, los parámetros de entrada aumentarán a medida que los atributos vayan
aumentando, dificultando así la lógica del código.
Sin embargo, el segundo planteamiento posibilita sin ningún tipo de restricción la re-
presentación de uno o más recursos relacionados entre sí. Realizarlo de esta forma, con-
lleva la realización de una petición de datos añadida desde el sistema de visualización
hasta el controlador de Rhizomer. Para implementar esta funcionalidad, el controlador
hace uso del framework Jena utilizado también por la plataforma rhizomer.
Existen multitud de APIs disponibles para el propósito del proyecto, por ejemplo para
generar la vista de mapa, podemos utilizar el API de Google Maps o la de Yahoo!.
Por otro lado, para la vista temporal podemos elegir si mostrarla en un calendario o en
una línea temporal. Por último, para la reproducción de audio y transcripción de texto
existen números reproductores flash destinados a tal fin.
Para la implementación de la interfaz de recursos geográficos se han evaluado dos
alternativas, la siguiente tabla muestra una comparativa entre ambas.
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Acepta únicamente longitud y latitud Proporciona su propio geocoder
Generados en en cualquier página con una Key Únicamente generados en Yahoo
Utiliza Ajax No utiliza Ajax
Puedes agregar texto HTML o XML. Puede agregar texto HTML
No se restringe su uso hasta un límite razonable Ninguna restricción de uso
Cuadro 4.1: Comparativa Google Maps y Yahoo! Maps
Ambas tecnologías pueden ser utilizadas en la plataforma, sin embargo, Google Maps
se adapta mejor a los requisitos del sistema. Los mapas de la API de Google Maps se
basan en tecnología Javascript lo que facilita la implementación puesto que no necesi-
tas instalar software alguno y es compatible con prácticamente todos los navegadores
existentes en el mercado. Además, Google Maps ofrece una gran comunidad desarro-
lladores y recursos que facilitan la búsqueda y solución de posibles problemas.
La interfaz diseñada para mostrar recursos temporales se ha implementado mediante
una línea temporal utilizando SIMILE - Timeline. SIMILE (“Semantic Interoperabi-
lity of Metadata and Information in unLike Environments”) es un proyecto del MIT
(Instituto Tecnológico de Massachusetts) que se centra en el desarrollo de robustas he-
rramientas de código abierto basadas en la Web Semántica. Una de ellas, Timeline, es
un sistema de visualización de datos representados en una línea temporal. Ofrece una
API basada en javascript que permite mostrar los diferentes eventos en la línea temporal
de una forma sencilla. Igual que el API de Google Maps permite agregar texto HTML
en una pequeña ventana. En un primer momento se evaluó la posibilidad de mostrar los
eventos temporales en un calendario, pero se descartó ya que no se ha encontrado un
API o framework basado en javascript que ofrezca las mismas características.
Para la implementación de la vista con reproducción de audio se ha utilizado un repro-
ductor genérico en flash acompañado de la transcripción textual del audio. La trans-
cripción asociada, que además esta anotada semánticamente con el fin de facilitar la
navegación entre los recursos, se muestra estructurada mediante etiquetas HTML.
El código resultante en la mayoría de los casos estará compuesto por HTML y Javas-
cript. Este código puede ser generado de dos formas diferentes.
1. Todo el código desde el servlet haciendo uso de funciones java.
2. En una página JSP externa a la que redirecciona el servlet.
Ambos procedimientos tienen sus ventajas y sus inconvenientes. Las páginas JSP son
convertidas en servlet la primera vez que se ejecutan, esto conlleva a aumentar el tiem-
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po de carga la primera vez que se ejecutan, pero la gran diferencia entre una página
en JSP y los Servlet es el tipo de salida que permiten. Mientras JSP esta hecho para
generar páginas HTML, con los servlet puedes hacer una salida de datos formateados
a medida en función de las necesidades que tengamos.
Sin embargo, las páginas JSP nos permiten separar tareas de las cuales pueden ser
responsables diferentes perfiles de desarrolladores. En particular, nos permiten separar
de un mejor modo la información de la vista, permitiendo mejorar o agregar nuevas
funcionalidades sin afectar a la lógica y sin necesitar un conocimiento específico sobre
la construcción de Rhizomer ni de frameworks como Jena. Por tanto, se ha optado por
implementar la segunda opción.
Finalmente, se han evaluado diferentes opciones para mostrar el resultado de cada sis-
tema de visualiación.
1. Abrir una ventana emergente ( pop-up ) con el HTML y el Javascript resultante.
2. Sustituir la vista estándar por la generada.
3. Cargarlo en una capa adicional sobre las ya existentes, permitiendo interaccionar
entre las diferentes vistas mediante pestañas.
La primera opción consiste en mostrar la vista en una nueva ventana emergente por
encima de la ventana activa. De esta manera, podríamos abrir una ventana por cada
vista solicitada y no perderíamos la referencia de la ventana principal. A menudo las
ventanas emergentes se utilizan con el objeto de mostrar un aviso publicitario de mane-
ra intrusiva. Debido a que la publicidad en formato ventana emergente es considerada
molesta por muchos usuarios, continuamente aparecen técnicas y programas que, bajo
el nombre común de ’anti pop-ups,’ evitan la aparición de este tipo de ventanas emer-
gentes. Por tanto se descarta dicha opción.
La segunda opción se basa en la idea de sustituir la información generada sobre la capa
que contiene la vista estándar en HTML. Dicha opción imposibilita la visualización
de la información en varias interfaces, a la vez y dificulta la usabilidad para el usuario
final.
Por último, la forma más eficiente y que más se ajusta a las necesidades que se re-
quieren es generar dinámicamente una capa adicional por cada forma de visualización,
pudiendo así interaccionar sobre las diferentes vistas añadiendo o borrando elementos.
Cada una de las capas se muestra en una pestaña diferente sobre la ventana activa.
Todas las vistas implementadas son independientes unas de otras. Se estructuran en tres
partes diferentes.
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1. Parte java. Compuesto uno o varios paquetes java donde se incluyen todas las
clases y ficheros de configuración necesarios para que la lógica de la vista fun-
cione correctamente.
2. Parte web. En él se incluye los archivos utilizados en la fase web: JSP, imágenes,
ficheros en flash, etc.
3. Parte xslt. La plataforma Rhizomer basa su sistema de visualización en la trans-
formación XSL. De manera que, cada módulo implementa un pequeño método
en el fichero XSL, para de una manera automática, permitir su visibilidad en los
casos adecuados.
En el siguiente apartado se explica con detalle la implementación de cada una de las
vistas disponibles.
4.4. Vista Google Maps
4.4.1. Parte java
El controlador principal de la visualización de datos geoposicionados se implementa
utilizando una lista de clases java que se muestran listados en la imagen de la figura
4.3:
Figura 4.3: Listado de clases utilizadas en la vista Google Maps
El fichero MapServlet.java contiene es la clase principal que implementa el controla-
dor. Esta clase hereda de la clase RhizomerViewServlet.
RhizomerViewServlet se define como la clase base para todos los sistemas de visuali-
zación desarrollados. Actúa como extensión de la clase HttpServlet, para ello reimple-
menta los métodos doGet y doPost.
1 p u b l i c a b s t r a c t c l a s s RhizomerViewServ l e t ex tends H t t p S e r v l e t {
2 @Override
3 f i n a l p r o t e c t e d void doGet ( H t t p S e r v l e t R e q u e s t r e q u e s t , H t t p S e r v l e t R e s p o n s e
r e s p o n s e )
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4 throws S e r v l e t E x c e p t i o n , IOExcep t ion {
5 p r o c e s s R e q u e s t ( r e q u e s t , r e s p o n s e ) ;
6 }
7 @Override
8 f i n a l p r o t e c t e d void do Pos t ( H t t p S e r v l e t R e q u e s t r e q u e s t , H t t p S e r v l e t R e s p o n s e
r e s p o n s e )
9 throws S e r v l e t E x c e p t i o n , IOExcep t ion {
10 p r o c e s s R e q u e s t ( r e q u e s t , r e s p o n s e ) ;
11 }
Los métodos doPost y doGet se ejecutan en el momento que el servlet recibe una peti-
ción por POST o GET. Ambos métodos invocan al método processRequest para imple-
mentar la lógica de negocio de cada sistema de representación.
El método processRequest se define en esta misma clase. Sin embargo, no se desarrolla
ningún tipo de implementación para este método y se establece como método abstracto.
En consecuencia, la clase RhizomerViewServlet es también definida como abstracta.
1 /∗∗
2 ∗ Método a b s t r a c t o donde se i m p l e m e n t a r á l a l o g i c a p r i n c i p a l d e l c o n t r o l a d o r .
3 ∗ /
4 a b s t r a c t p r o t e c t e d void p r o c e s s R e q u e s t ( H t t p S e r v l e t R e q u e s t r e q u e s t ,
H t t p S e r v l e t R e s p o n s e r e s p o n s e ) ;
Además de estos tres métodos, la clase base implementa una serie de métodos auxilia-
res que ofrecen funcionalidades útiles para cualquier sistema de visualización.
A la hora de desarrollar un aplicación siempre nos encontramos con constantes y va-
lores por defecto. El API de Java contiene la clase Properties que nos permite unificar
todas esas variables y parámetros de una forma ordenada y unificada. Para definir los
parámetros y sus respectivos valores se han de definir en formato “clave = valor”.
Cada sistema de representación contiene un fichero properties donde se definen las
variables de configuración utilizadas. Para acceder a este fichero, se define a nivel de
configuración del servlet una variable con la ruta del fichero. Por ejemplo, para el caso
del sistema GoogleMaps, se define el fichero web.xml de la siguiente manera:
1 < s e r v l e t >
2 < s e r v l e t −name> s e r v l e t M a p a </ s e r v l e t −name>
3 < s e r v l e t −c l a s s > n e t . r h i z o m i k . r h i z o m e r . s e r v i c e s . googlemaps . s e r v l e t M a p a </ s e r v l e t −
c l a s s >
4 < i n i t −param >
5 <param−name> p a t h P r o p e r t i e s < / param−name>
6 <param−va lue > n e t . r h i z o m i k . r h i z o m e r . s e r v i c e s . googlemaps . googlemaps < / param−
va lue >
7 </ i n i t −param >
8 </ s e r v l e t >
El fichero properties para la vista Google Maps:
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1 u r i l o n g = h t t p : / /www. w3 . org / 2 0 0 3 / 0 1 / geo / wgs84_pos # long
2 u r i l a t = h t t p : / /www. w3 . org / 2 0 0 3 / 0 1 / geo / wgs84_pos # l a t
3 ur lmap = googlemaps / googleMaps . j s p
4 u r i g r s s p o i n t = h t t p : / /www. g e o r s s . o rg / g e o r s s # p o i n t
La clase RhizomerViewServlet sobreescribe el método init de la clase HttpServlet para
leer y cargar de manera automática la información definida en estos ficheros.
1 @Override
2 p u b l i c vo id i n i t ( ) {
3 S e r v l e t C o n f i g c o n f i g = g e t S e r v l e t C o n f i g ( ) ;
4 t h i s . s e t P a t h P r o p e r t i e s ( c o n f i g . g e t I n i t P a r a m e t e r ("pathProperties" ) ) ;
5 t h i s . p r o p e r t i e s = ResourceBund le . g e t B u n d l e ( t h i s . p a t h P r o p e r t i e s ) ;
6 }
Para obtener la información desde cualquier momento de la implementación la infor-
mación es almacenada en dos atributos de la clase RhizomerViewServlet.
1 p u b l i c a b s t r a c t c l a s s RhizomerViewServ l e t ex tends H t t p S e r v l e t {
2 p r i v a t e ResourceBund le p r o p e r t i e s ;
3 p r i v a t e S t r i n g p a t h P r o p e r t i e s ;
4
5 . . .
6
7 }
La clase base implementa entre su funcionalidades el método readFromURL y getSub-
Graph.
1 /∗∗
2 ∗ O b t i e n e l a i n f o r m a c i ó n d e v u e l t a por una c o n e x i ó n e s p e c i f i c a d a
3 ∗ <p>
4 ∗ @param con c o n e x i ó n a l e e r
5 ∗ @return cadena de t e x t o con l a i n f o r m a c i ó n r e t o r n a d a por l a c o n e x i ó n
6 ∗ /
7 p r o t e c t e d S t r i n g readFromURL ( URLConnection con ) {
8 B u f f e r e d R e a d e r rd = n u l l ;
9 S t r i n g B u i l d e r o u t p u t S t r i n g = new S t r i n g B u i l d e r ( ) ;
10 t r y {
11 rd = new B u f f e r e d R e a d e r ( new I n p u t S t r e a m R e a d e r ( con . g e t I n p u t S t r e a m ( ) ) ) ;
12 S t r i n g i n p u t L i n e ="" ;
13 whi le ( ( i n p u t L i n e = rd . r e a d L i n e ( ) ) != n u l l ) {
14 o u t p u t S t r i n g . append ( i n p u t L i n e ) ;
15 o u t p u t S t r i n g . append ("\n" ) ;
16 }
17 } catch ( IOExcep t ion ex ) {
18 } f i n a l l y {




23 ∗ R e a l i z a una p e t i c i ó n de i n f o r m a c i ó n a l c o n t r o l a d o r Rhizomer y r e t o r n a
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24 ∗ un s u b g r a f o con l a i n f o r m a c i ó n r e l a c i o n a d a s e r i a l i z a d a en RDF/XML
25 ∗ <p>
26 ∗ @param r e s o u r c e r e c u r s o s o l i c i t a d o
27 ∗ @param r e q u e s t p e t i c i o n que s o l i c i t a l a c o n s u l t a
28 ∗ @return cadena de t e x t o con l a i n f o r m a c i o n s e r i a l i z a d a en f o r m a t o RDF/XML
29 ∗ /
30 p r i v a t e S t r i n g getSubGraph ( S t r i n g r e s o u r c e , H t t p S e r v l e t R e q u e s t r e q u e s t ) {
31 t r y {
32 S t r i n g answer = "" ;
33 S t r i n g u r l s t r = "http://" + r e q u e s t . getLocalName ( ) + ":" + r e q u e s t .
g e t L o c a l P o r t ( ) + "/" ;
34 URL u r l = new URL( u r l s t r + "rhizomer/rhizomer?query=DESCRIBE<" + r e s o u r c e
+ ">" ) ;
35 HttpURLConnect ion con = ( HttpURLConnect ion ) u r l . openConnec t ion ( ) ;
36 con . s e tDoOutpu t ( t rue ) ;
37 con . s e t D o I n p u t ( t rue ) ;
38 con . s e t R e q u e s t M e t h o d ("GET" ) ;
39 con . s e t R e q u e s t P r o p e r t y ("Accept" , "application/rdf+xml;q=0.8,*/*;q=0.5" ) ;
40 answer = readFromURL ( con ) ;
41 con . d i s c o n n e c t ( ) ;
42 re turn answer ;
43 } ca tch ( E x c e p t i o n ex ) {
44 Logger . g e t L o g g e r ( s e r v l e t R h i z o m e r V i e w . c l a s s . getName ( ) ) . l o g ( Leve l . SEVERE ,
nul l , ex ) ;
45 re turn "" ;
46 }
47 }
La finalidad de los métodos es obtener la información devuelta por una conexión HTTP.
En el sistema de visualización es utilizada para enviar una consulta al controlador Rhi-
zomer con el objetivo de obtener un subgrafo RDF con la información asociada al
recurso solicitado.
El subgrafo RDF serializado en XML, no es en este caso, el formato más adecuado
para el procesamiento de la información. Para solventar este problema, la clase base
implementa el método convertRDFStringToModel. El método recibe como parámetro
de entrada una cadena de texto con la información del subgrafo. Mediante el uso de
la API Jena, la información es almacenada en un modelo de datos más eficaz para el
procesamiento.
1 /∗∗
2 ∗ r e t o r n a un modelo RDF a p a r t i r de un e l e m e n t o s e r i a l i z a d o en RDF/XML
3 ∗ <p>
4 ∗ @param s r d f cadena de t e x t o con l a i n f o r m a c i ó n a p r o c e s a r en f o r m a t o RDF/XML
5 ∗ @return modelo RDF con l a i n f o r m a c i ó n r e c i b i d a .
6 ∗ /
7 p r i v a t e Model conver tRDFStr ingToModel ( S t r i n g s r d f ) {
8 S t r i n g R e a d e r r d f = new S t r i n g R e a d e r ( s r d f ) ;
9 Model model = Mode lFac to ry . c r e a t e D e f a u l t M o d e l ( ) ;
10 model . r e a d ( r d f ,"" ) ;
11 re turn model ;
12 }
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Para simplificar estas operaciones, se han encapsulado estas acciones en otro método
de la clase llamado getResourceToProcess.
1 /∗∗
2 ∗ R e a l i z a una p e t i c i ó n de i n f o r m a c i ó n a l c o n t r o l a d o r Rhizomer y r e t o r n a
3 ∗ l o s r e c u r s o s r e l a c i o n a d o s en un modelo RDF
4 ∗ <p>
5 ∗ @param r e s o u r c e r e c u r s o s o l i c i t a d o
6 ∗ @param r e q u e s t p e t i c i o n que s o l i c i t a l a c o n s u l t a
7 ∗ @return modelo RDF con l a i n f o r m a c i ó n r e c i b i d a .
8 ∗ /
9 p r o t e c t e d Model g e t R e s o u r c e T o P r o c e s s ( S t r i n g r e c u r s o , H t t p S e r v l e t R e q u e s t r e q u e s t ) {
10 S t r i n g answer = getSubGraph ( r e c u r s o , r e q u e s t ) ;
11 Model model = conver tRDFStr ingToModel ( answer ) ;
12 re turn model ;
13 }
Por último, cada controlador una vez finalizada la lógica de negocio redirecciona el
servlet a un fichero JSP que desarrolla la parte web. Para ello, la clase RhizomerView-
Servlet implementa el método sendRedirect.
1 /∗∗
2 ∗ R e d i r e c c i o n a e l c o n t r o l a d o r a l a r u t a e s p e c i f i c a d a .
3 ∗ <p>
4 ∗ @param r u t a J S P r e c u r s o s o l i c i t a d o
5 ∗ @param r e s p o n s e e l e m e n t o r e s p u e s t a
6 ∗ /
7 p u b l i c vo id s e n d R e d i r e c t ( S t r i n g r u t a J S P , H t t p S e r v l e t R e s p o n s e r e s p o n s e ) {
8 t r y {
9 r e s p o n s e . s e n d R e d i r e c t ( r u t a J S P ) ;
10 } ca tch ( IOExcep t ion ex ) {
11 Logger . g e t L o g g e r ( s e r v l e t R h i z o m e r V i e w . c l a s s . getName ( ) ) . l o g ( Leve l . SEVERE ,
nul l , ex ) ;
12 }
13 }
La clase MapServlet al heredar de la clase RhizomerViewServlet, necesita implementar
el método processRequest.
En primer lugar, se establecen los parámetros de inicio. Para ello mediante un mé-
todo auxiliar, se cargan los recursos que actualmente se están mostrando en el mapa
GoogleMaps. El siguiente código muestra parcialmente la implementación del método
processRequest.
1 p r o t e c t e d void p r o c e s s R e q u e s t ( H t t p S e r v l e t R e q u e s t r e q u e s t ,
H t t p S e r v l e t R e s p o n s e r e s p o n s e ) {
2 r e s p o n s e . s e t C o n t e n t T y p e ("text/html;charset=UTF-8" ) ;
3 ColGoogleMaps cgm = n u l l ;
4 cgm = g e t C o l l e c t i o n ( r e q u e s t ) ;
5 . . .
6 }
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El método getCollection es un método auxiliar de la clase MapServlet, el cual accede
a la session y carga en un elemento colección los recursos GoogleMaps mostrados por
el sistema.
1 /∗ ∗
2 ∗ O b t i e n e l a c o l e c c i o n de e l e m e n t o s r e p r e s e n t a d o s a c t u a l m e n t e desde l a
s e s s i o n
3 ∗ @param r e q u e s t p e t i c i ó n r e a l i z a d a
4 ∗ @return c o l e c c i o n de e l e m e n t o s GoogleMaps a c t u a l m e n t e r e p r e s e n t a d o s
5 ∗ /
6 p u b l i c ColGoogleMaps g e t C o l l e c t i o n ( H t t p S e r v l e t R e q u e s t r e q u e s t ) {
7 H t t p S e s s i o n s e s s i o n = r e q u e s t . g e t S e s s i o n ( ) ;
8 ColGoogleMaps cgm = n u l l ;
9 i f ( s e s s i o n . g e t A t t r i b u t e ("ArrayGoogleMaps" ) != n u l l ) {
10 cgm = ( ColGoogleMaps ) s e s s i o n . g e t A t t r i b u t e ("ArrayGoogleMaps" ) ;
11 } e l s e {
12 cgm = new ColGoogleMaps ( ) ;
13 }
14 re turn cgm ;
15 }
Para almacenar los recursos geográficos se han implementado una serie de clases auxi-
liares. La primera de ella, denominada GoogleMaps, pretende modelar el concepto de
elemento geoposicionado mediante la herramienta Google Maps. La implementación
de la clase es mostrada a continuación.
1 p u b l i c c l a s s GoogleMaps implements S e r i a l i z a b l e {
2 p r i v a t e S t r i n g l a t i t u d ;
3 p r i v a t e S t r i n g l o n g i t u d ;
4 p r i v a t e S t r i n g html ;
5 p r i v a t e A r r a y L i s t < Ent ry > l i s t a D a t o s = new A r r a y L i s t < Ent ry > ( ) ;
6 p u b l i c GoogleMaps ( ) {
7
8 }
9 p u b l i c GoogleMaps ( S t r i n g l a t i t u d , S t r i n g l o n g i t u d ) {
10 t h i s . l a t i t u d = l a t i t u d ;
11 t h i s . l o n g i t u d = l o n g i t u d ;
12 }
13
14 p r i v a t e vo id generarHTML ( ) { . . . }
15
16 p u b l i c S t r i n g g e t L a t i t u d ( ) {
17 re turn l a t i t u d ;
18 }
19 p u b l i c vo id s e t L a t i t u d ( S t r i n g l a t i t u d ) {
20 t h i s . l a t i t u d = l a t i t u d ;
21 }
22 p u b l i c S t r i n g g e t L o n g i t u d ( ) {
23 re turn l o n g i t u d ;
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24 }
25 p u b l i c vo id s e t L o n g i t u d ( S t r i n g l o n g i t u d ) {
26 t h i s . l o n g i t u d = l o n g i t u d ;
27 }
28 p u b l i c S t r i n g ge tHtml ( ) {
29 re turn html ;
30 }
31 p u b l i c S t r i n g ge tHtml ( boolean d e f a u l t H t m l ) {
32 i f ( d e f a u l t H t m l ) {
33 generateHTML ( ) ;
34 }
35 re turn html ;
36 }
37 p u b l i c vo id s e t H t m l ( S t r i n g html ) {
38 t h i s . h tml = html ;
39 }
40 p u b l i c A r r a y L i s t < Ent ry > g e t L i s t a D a t o s ( ) {
41 re turn l i s t a D a t o s ;
42 }
43 p u b l i c vo id s e t L i s t a D a t o s ( A r r a y L i s t < Ent ry > l i s t a D a t o s ) {
44 t h i s . l i s t a D a t o s = l i s t a D a t o s ;
45 }
46 p r i v a t e S t r i n g h t m l E n t i t y E n c o d e ( S t r i n g s ) {
47 S t r i n g B u i l d e r buf = new S t r i n g B u i l d e r ( s . l e n g t h ( ) ) ;
48 f o r ( i n t i = 0 ; i < s . l e n g t h ( ) ; i ++ ) {
49 char c = s . ch a r A t ( i ) ;
50 i f ( c >=’a’ && c <=’z’ | | c >=’A’ && c <=’Z’ | | c >=’0’ && c <=’9’ ) {
51 buf . append ( c ) ;
52 } e l s e {
53 buf . append ("&#" ) . append ( ( i n t ) c ) . append (";" ) ;
54 }
55 }
56 re turn buf . t o S t r i n g ( ) ;
57 }
58 /∗∗
59 ∗ E s t a b l e c e en e l a t r i b u t o h tml có d i go HTML con l a i n f o r m a c i ó n de t o d o s l o s
a t r i b u t o s de l a c l a s e .
60 ∗ /
61 p r i v a t e vo id generateHTML ( ) {
62 . . .
63 }
64 }
La clase se compone de tres atributos principales: uno de ellos destinado a almacenar
la longitud, otro para la latitud y por último, una string que contiene código HTML,
utilizada en la caja de texto que ofrece el API de Google Maps. Para almacenar el resto
de datos asociados al recurso se ha creado una atributo del tipo ArrayList que guarda
elementos del tipo Entry.
La clase Entry esta compuesto de una dupla de cadenas de textos que guarda el nombre
de la propiedad y el valor. Es una clase auxiliar genérica compartida con los diferentes
sistemas de visualización.
1 p u b l i c c l a s s E n t r y implements S e r i a l i z a b l e {
2 p r i v a t e S t r i n g p r o p i e d a d ;
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3 p r i v a t e S t r i n g v a l o r ;
4
5 p u b l i c E n t r y ( S t r i n g p r o p i e d a d , S t r i n g v a l o r ) {
6 t h i s . p r o p i e d a d = p r o p i e d a d ;
7 t h i s . v a l o r = v a l o r ;
8 }
9 p u b l i c S t r i n g g e t P r o p i e d a d ( ) {
10 re turn p r o p i e d a d ;
11 }
12 p u b l i c vo id s e t P r o p i e d a d ( S t r i n g p r o p i e d a d ) {
13 t h i s . p r o p i e d a d = p r o p i e d a d ;
14 }
15 p u b l i c S t r i n g g e t V a l o r ( ) {
16 re turn v a l o r ;
17 }
18 p u b l i c vo id s e t V a l o r ( S t r i n g v a l o r ) {
19 t h i s . v a l o r = v a l o r ;
20 }
21 }
Por último, se ha desarrollado una clase colección que guarda el listado de todos los
recursos que se representarán en la vista.
1 p u b l i c c l a s s ColGoogleMaps ex tends A r r a y L i s t <GoogleMaps >{
2 p u b l i c ColGoogleMaps ( ) {
3 super ( ) ;
4 }
5 /∗∗
6 ∗ Busca e l e l e m e n t o pasado por p a r á m e t r o s y s i l o e n c u e n t r a en l a c o l e c c i ó n l o
e l i m i n a
7 ∗ @param gm e l e m e n t o a b u s c a r
8 ∗ @return s i e l e l e m e n t o ha s i d o b o r r a d o o no
9 ∗ /
10 p u b l i c boolean r e m o v e I f E l e m e n t E x i s t s ( GoogleMaps gm) {
11 boolean b o r r a d o = f a l s e ;
12 f o r ( i n t i = 0 ; i < t h i s . s i z e ( ) ; i ++) {
13 GoogleMaps aux = t h i s . g e t ( i ) ;
14 i f ( aux . g e t L a t i t u d ( ) . e q u a l s (gm . g e t L a t i t u d ( ) ) && aux . g e t L o n g i t u d ( ) .
e q u a l s (gm . g e t L o n g i t u d ( ) ) ) {
15 t h i s . remove ( i ) ;
16 b o r r a d o = t rue ;
17 }
18 }
19 re turn b o r r a d o ;
20 }
21 /∗∗
22 ∗ @return s i l a c o l e c c i ó n e s t á v a c i a o no .
23 ∗ /
24 @Override
25 p u b l i c boolean i sEmpty ( ) {
26 re turn ( t h i s . s i z e ( ) <= 0) ;
27 }
28 }
Haciendo uso de esta última clase, el controlador almacena los recursos GoogleMaps
representados en el mapa.
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Después, una vez procesada la información de inicio, el servlet obtiene el valor del
recurso que se quiere visualizar. Utilizando los métodos proporcionados por la clase
base, se solicita una petición de la información a representar. A continuación se muestra
parcialmente la implementación del método processRequest de la clase MapServlet.
1 p r o t e c t e d void p r o c e s s R e q u e s t ( H t t p S e r v l e t R e q u e s t r e q u e s t , H t t p S e r v l e t R e s p o n s e
r e s p o n s e ) {
2 r e s p o n s e . s e t C o n t e n t T y p e ("text/html;charset=UTF-8" ) ;
3 ColGoogleMaps cgm = n u l l ;
4 cgm = g e t C o l l e c t i o n ( r e q u e s t ) ;
5 /∗
6 ∗ Obtenemos l a d e s c r i p c i ó n d e l r e c u r s o a busca r , en e s t e ca so l o
obtenemos d e l r e q u e s t .
7 ∗ Despues obtenemos t o d o s l o s r e c u r s o s r e t o r n a d o s de l a p e t i c i ó n p a r a
p r o c e s a r l o s .
8 ∗ /
9 S t r i n g r e s o u r c e = ( S t r i n g ) r e q u e s t . g e t P a r a m e t e r ("resource" ) ;
10 Model model = t h i s . g e t R e s o u r c e T o P r o c e s s ( r e s o u r c e , r e q u e s t ) ;
11 . . .
12 }
El modelo de datos recibido por el método getResourceToProcess, ofrece una serie de
métodos que facilitan su procesamiento. El controlador utiliza un elemento iterador de
recursos para recorrer la información que se ha retornado.
Para cada recurso, se evalúan las propiedades de las que está compuesto y se decide si
el recurso puede ser representado utilizando un mapa GoogleMaps. Para llevar acabo
este procesamiento el controlador utiliza una nueva clase llamada GoogleMapsTools.
Implementación de la clase GoogleMapsTools.
1 p u b l i c c l a s s GoogleMapsTools ex tends S e r v i c e s E l e m e n t {
2 p u b l i c GoogleMapsTools ( ResourceBund le p r o p e r t i e s ) {
3 super ( ) ;
4 t h i s . s e t P r o p e r t i e s ( p r o p e r t i e s ) ;
5 }
6 /∗∗
7 ∗ Decide s i un e l e m e n t o se puede r e p r e s e n t a r m e d i a n t e g oo g l e maps en f u n c i ó n de
una l i s t a
8 ∗ de p r o p i e d a d e s d e l r e c u r s o .
9 ∗ <p>
10 ∗ Si e l e l e m e n t o no se puede r e p r e s e n t a r r e t o r n a NULL
11 ∗ @param i t e r a d o r i t e r a d o r de l i s t a de p r o p i e d a d e s de un r e c u r s o d e t e r m i n a d o
12 ∗ @return un e l e m e n t o con l a s p r o p i e d a d e s a lmacenadas
13 ∗ /
14 p u b l i c GoogleMaps ge tGoogleMapsResource ( S t m t I t e r a t o r i t e r a d o r ) {
15 A r r a y L i s t < Ent ry > aux = new A r r a y L i s t < Ent ry > ( ) ;
16 boolean h a y L a t i t u d = f a l s e ;
17 boolean hayLong i tud = f a l s e ;
18 boolean hayGeoRssPoin t = f a l s e ;
19 S t r i n g l a t i t u d = "" ;
20 S t r i n g l o n g i t u d = "" ;
21 S t r i n g g e o R s s P o i n t = "" ;
22 whi le ( i t e r a d o r . hasNext ( ) ) {
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23 S t a t e m e n t s = i t e r a d o r . n e x t S t a t e m e n t ( ) ;
24 T r i p l e t = s . a s T r i p l e ( ) ;
25 i f ( ! h a y L a t i t u d ) {
26 l a t i t u d = t h i s . g e t R e s o u r c e ( t , t h i s . g e t P r o p e r t i e s ( ) . g e t S t r i n g ("urilat" ) )
;
27 i f ( ! l a t i t u d . e q u a l s ("" ) ) {
28 h a y L a t i t u d = t rue ;
29 }
30 }
31 i f ( ! hayLong i tud ) {
32 l o n g i t u d = t h i s . g e t R e s o u r c e ( t , t h i s . g e t P r o p e r t i e s ( ) . g e t S t r i n g ("urilong"
) ) ;
33 i f ( ! l o n g i t u d . e q u a l s ("" ) ) {
34 hayLong i tud = t rue ;
35 }
36 }
37 i f ( ! hayGeoRssPoin t ) {
38 g e o R s s P o i n t = t h i s . g e t R e s o u r c e ( t , t h i s . g e t P r o p e r t i e s ( ) . g e t S t r i n g ("
urigrsspoint" ) ) ;
39 i f ( ! g e o R s s P o i n t . e q u a l s ("" ) ) {
40 hayGeoRssPoin t = t rue ;
41 }
42 }
43 i f ( t . g e t O b j e c t ( ) . i s L i t e r a l ( ) ) {
44 aux . add ( new E n t r y ( t . g e t P r e d i c a t e ( ) . getLocalName ( ) , t . g e t O b j e c t ( ) .
g e t L i t e r a l ( ) . g e t L e x i c a l F o r m ( ) ) ) ;
45 }
46 }
47 i f ( h a y L a t i t u d && hayLong i tud ) {
48 / / Generamos un r e c u r s o googleMaps
49 GoogleMaps gm = new GoogleMaps ( l a t i t u d . t r i m ( ) , l o n g i t u d . t r i m ( ) ) ;
50 gm . s e t L i s t a D a t o s ( aux ) ;
51 re turn gm ;
52 } e l s e i f ( hayGeoRssPoin t ) {
53 S t r i n g [ ] ad = g e o R s s P o i n t . s p l i t (" " ) ;
54 GoogleMaps gm = new GoogleMaps ( ad [ 0 ] . t r i m ( ) , ad [ 1 ] . t r i m ( ) ) ;
55 gm . s e t L i s t a D a t o s ( aux ) ;
56 re turn gm ;
57 } e l s e {




El método getGoogleMapsResource recorre todas las propiedades del recurso buscando
si existen tripletas para la longitud y latitud. También se ha implementado el soporte
para recursos geoRssPoint el cuál, de manera conjunta, almacena los valores para la
longitud y latitud. Si algunas de estas condiciones se cumplen, el método retorna un
elemento GoogleMaps con la información del recurso almacenada. En caso contrario,
el método retorna un valor null.
Para determinar si una propiedad existe, se utiliza el método getResource. Este método
es genérico, implementado en la clase ServicesElement.
ServicesElement implementa una serie de métodos genéricos para determinar si una
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propiedad existe en una determinada tripleta.
1 /∗∗
2 ∗ R e t o r n a e l v a l o r d e l o b j e t o p a r a una t r i p l e t a y una URI e s p e c i f i c a d a .
3 ∗ <p>
4 ∗ @param t t r i p l e t a s o b r e l a que se o b t e n d r á l a i n f o r m a c i ó n
5 ∗ @param URI i d e n t i f i c a d o r d e l o b j e t o .
6 ∗ @return e l v a l o r d e l o b j e t o de l a t r i p l e t a e s p e c i f i c a d o .
7 ∗ /
8 p u b l i c S t r i n g g e t R e s o u r c e ( T r i p l e t , S t r i n g URI ) {
9 i f ( t . g e t P r e d i c a t e ( ) . hasURI ( URI ) ) {
10 re turn t . g e t O b j e c t ( ) . t o S t r i n g ( f a l s e ) ;
11 } e l s e {




16 ∗ R e t o r n a e l v a l o r en forma Lé x i c a d e l l i t e r a l d e l o b j e t o
17 ∗ <p>
18 ∗ @param t t r i p l e t a s o b r e l a que se o b t e n d r á l a i n f o r m a c i ó n
19 ∗ @param URI i d e n t i f i c a d o r d e l o b j e t o .
20 ∗ @return e l v a l o r e s p e c i f i c a d o en forma Lé x i c a
21 ∗ /
22 p u b l i c S t r i n g g e t L e x i c a l F o r m R e s o u r c e ( T r i p l e t r i p l e t a , S t r i n g URI ) {
23 i f ( t r i p l e t a . g e t P r e d i c a t e ( ) . hasURI ( URI ) ) {
24 re turn t r i p l e t a . g e t O b j e c t ( ) . g e t L i t e r a l ( ) . g e t L e x i c a l F o r m ( ) ;
25 } e l s e {
26 re turn "" ;
27 }
28 }
Cuando el recurso actual se ha identificado como un recursos geoposicionado, bien
porque existe un valor para la propiedad longitud y otro para la propiedad latitud o
bien porque existe una propiedad GeoRssPoint, se añade en el listado de recursos a
representar.
Además de permitir añadir en el mapa tantos recursos como se deseen, también es
posible eliminarlos del mapa. El sistema comprueba si el recurso ya existe y, si se
genera una nueva petición sobre él, asume que ha de ser borrado. En caso contrario si
el recurso no existía anteriormente se carga en el listado de recursos disponibles.
Una vez recorridos todos los recursos y almacenados en un listado, el controlador re-
dirige su salida hacia el fichero JSP de representación. La ruta del fichero JSP viene
definida desde el fichero de configuración properties que se ha cargado al inicio del
controlador. Para almacenar los recursos en la colección, el servlet implementa el mé-
todo addCollection implementado de la siguiente manera:
1 /∗∗
2 ∗ Añade una c o l e c c i o n de e l e m e n t o s GoogleMaps a l a p e t i c i ó n .
3 ∗ @param cgm c o l e c c i o n de e l e m e n t o s p a r a g u a r d a r
4 ∗ @param r e q u e s t p e t i c i o n r e a l i z a d a
5 ∗ /
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6 p u b l i c vo id a d d C o l l e c t i o n ( ColGoogleMaps cgm , H t t p S e r v l e t R e q u e s t r e q u e s t ) {
7 r e q u e s t . g e t S e s s i o n ( ) . s e t A t t r i b u t e ("ArrayGoogleMaps" , cgm ) ;
8 }
Código completo del método processRequest para el controlador GoogleMaps.
1 p r o t e c t e d void p r o c e s s R e q u e s t ( H t t p S e r v l e t R e q u e s t r e q u e s t , H t t p S e r v l e t R e s p o n s e
r e s p o n s e ) {
2 r e s p o n s e . s e t C o n t e n t T y p e ("text/html;charset=UTF-8" ) ;
3 ColGoogleMaps cgm = n u l l ;
4 cgm = o b t e n e r C o l e c c i o n ( r e q u e s t ) ;
5 /∗
6 ∗ Obtenemos l a d e s c r i p c i ó n d e l r e c u r s o a busca r , en e s t e ca so l o obtenemos d e l
r e q u e s t .
7 ∗ Despues obtenemos t o d o s l o s r e c u r s o s r e t o r n a d o s de l a p e t i c i ó n p a r a
p r o c e s a r l o s .
8 ∗ /
9 S t r i n g r e s o u r c e = ( S t r i n g ) r e q u e s t . g e t P a r a m e t e r ("resource" ) ;
10 Model model = t h i s . g e t R e s o u r c e T o P r o c e s s ( r e s o u r c e , r e q u e s t ) ;
11 R e s I t e r a t o r r s i t e r a t o r = model . l i s t S u b j e c t s ( ) ;
12 whi le ( r s i t e r a t o r . hasNext ( ) ) {
13 Resource r = ( Resource ) r s i t e r a t o r . n e x t ( ) ;
14 GoogleMapsTools gmtoo l s = new GoogleMapsTools ( t h i s . g e t P r o p e r t i e s ( ) ) ;
15 GoogleMaps gaux = gmtoo l s . ge tGoogleMapsResource ( r . l i s t P r o p e r t i e s ( ) ) ;
16 /∗
17 ∗ Si e l r e c u r s o a c t u a l se puede r e p r e s e n t a r guax c o n t e n d r a l a i n s t a n c i a
d e l e l e m e n t o .
18 ∗ En caso c o n t r a r i o gaux s e r á NULL
19 ∗ /
20 i f ( gaux != n u l l ) {
21 i f ( ! cgm . r e m o v e I f E l e m e n t E x i s t s ( gaux ) ) {




26 i f ( ! cgm . isEmpty ( ) ) {
27 a d d C o l l e c t i o n ( cgm , r e q u e s t ) ;




Google Maps es la tecnología utilizada para la implementación de la parte web. El API
de Google Maps permite mostrar mapas de cualquier punto del planeta, además ofrece
numerosas funcionalidades de interactividad para el usuario; podemos movernos por
cualquier punto del mapa; seleccionar el nivel de zoom deseado; cambiar la tipología
de mapa que más se ajuste a nuestras necesidades; entre otras. Google Maps está basado
en AJAX y por tanto es necesario el uso de JavaScript.
Antes de profundizar en nuestra visualización, el primer paso es obtener una clave
(key) que se nos dar cuando nos damos de alta en el servicio. Esta clave es única para
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cada usuario de Google Maps y es restrictiva en lo referente al uso, es decir, sólo nos
permite usar los scripts para el dominio previamente registrado. Una vez registrados
añadimos un código como el siguiente.
1 < s c r i p t s r c ="http://maps.google.com/maps?file=api&amp;v=2&amp;key=1234567890
abcdefgh" t y p e ="text/javascript"> </ s c r i p t >
La visualización que se ha desarrollado se basa en un fichero JSP que recibe el listado
de recurso a representar generados desde la parte java. El objetivo del fichero JSP es
generar HTML + Javascript utilizando el API Google Maps. El primer paso es crear un
contenedor HTML para la inclusión del mapa. Una vez establecido, se inicia el proceso
desde un método javascript.
1 < div id ="map" name="map" s t y l e ="width:700px; height: 400px">< / div >
2 < s c r i p t type ="text/javascript">
3 onLoadMap ( ) ;
4 < / s c r i p t >
OnLoadMap es el método principal para la inclusión del mapa Google, en ella se esta-
blece un primer nivel de verificación para el navegador actual que estamos utilizando.
En este caso únicamente se continua si estamos utilizando un navegador compatible.
Por tanto, si el navegador utilizado es compatible declaramos una lista de parámetros
utilizados en el desarrollo.
1 f u n c t i o n onLoadMap ( ) {
2 i f ( GBrowser I sCompa t ib l e ( ) ) {
3 . . .
4 }
5 }
Continuando con la implementación, configuramos el tipo de mapa, sus características
y las funcionalidades que nos ofrecerá.
1 f u n c t i o n onLoadMap ( ) {
2 i f ( GBrowser I sCompa t ib l e ( ) ) {
3 v a r n e w p o i n t s = new Array ( ) ;
4 v a r i c o n 0 ;
5 /∗ Generamos l o s m a r c a d o r e s en e l mapa∗ /
6 i c o n 0 = new GIcon ( ) ;
7 / / Imagen d e l Marcador
8 i c o n 0 . image = "http://maps.google.com/mapfiles/marker.png" ;
9 / / Tamaño d e l i c o n o
10 i c o n 0 . i c o n S i z e = new GSize ( 2 0 , 34) ;
11 / / Ancho d e l i n co no
12 i c o n 0 . i conAnchor = new GPoint ( 9 , 34) ;
13 i c o n 0 . infoWindowAnchor = new GPoint ( 9 , 2 ) ;
14 i c o n 0 . infoShadowAnchor = new GPoint ( 1 8 , 25) ;
15 / / CONFIGURACION GENERAL DEL MAPA
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16 / / S i t u a r Mapa
17 map = new GMap2( document . ge tE lemen tById ("map" ) ) ;
18 / / C o n t r o l de Zoom
19 map . a d d C o n t r o l ( new GLargeMapControl ( ) ) ;
20 / / Tipo de V i s t a
21 map . a d d C o n t r o l ( new GMapTypeControl ( ) ) ;
22 . . . .
23 }
24 }
El código anterior muestra las características y propiedades que se han establecido para
el mapa, entre ellas el tipo de controles que serán añadidos como botones en el mapa.
Los métodos javascript que han sido dinamizados mediante la sintaxis JSP, se han
separado del resto del código Javascript. Para ello se utiliza otro fichero JSP con la
siguiente implementación.
1 <%@ page c o n t e n t T y p e ="text/html;charset=utf-8" %>
2 <% r e q u e s t . s e t C h a r a c t e r E n c o d i n g ("UTF-8" ) ;
3 r e s p o n s e . s e t C o n t e n t T y p e ("text/html; charset=utf-8" ) ;
4 %>
5 <%@ page i m p o r t = "net.rhizomik.rhizomer.services.googlemaps.ColGoogleMaps"%>
6 <%@ page i m p o r t = "net.rhizomik.rhizomer.services.googlemaps.GoogleMaps"%>
7 <%
8 ColGoogleMaps cgm = ( ColGoogleMaps ) s e s s i o n . g e t A t t r i b u t e ("ArrayGoogleMaps" ) ;
9 GoogleMaps g m _ i n i c i a l = cgm . g e t ( 0 ) ;
10 %>
11 map . s e t C e n t e r ( new GLatLng ( <%=g m _ i n i c i a l . g e t L a t i t u d ( ) %> , <%=g m _ i n i c i a l .
g e t L o n g i t u d ( ) %> ) , 8 , G_HYBRID_MAP) ;
12 <%
13 f o r ( i n t i =0; i < cgm . s i z e ( ) ; i ++) {
14 %>
15 n e w p o i n t s [ <%=i %> ] = new Array ( <%=cgm . g e t ( i ) . g e t L o n g i t u d ( ) %> , <%=cgm . g e t ( i ) .
g e t L a t i t u d ( ) %> , icon0 , "1" , ’<%=cgm . g e t ( i ) . ge tHtml ( t r u e ) %> ’ ) ;
16 <% } %>
En el desarrollo se asume que el mapa quedará centrado en la posición marcada por
el primer elemento de nuestra lista de recursos. Además de establece la posición de
inicio, se establece mediante un número entero el nivel de zoom inicial y mediante
una constante el tipo de Mapa. En nuestro caso, se ha establecido un nivel de zoom
intermedio-bajo ( 8 ) y un mapa del tipo híbrido (G_HYBRID_MAP). Para finalizar la
configuración del mapa, se establecen las características del icono que representa un
punto en el mapa.
Para incorporar el listado de recursos obtenidos desde el controlador al mapa, traspa-
samos los datos a una array en javascript. Además de guardar la longitud y latitud de
los datos, guardamos una cadena de texto con el HTML que se muestra en la caja de
información habilitada por Google Maps. El HTML es generado a través de un método
interno de la clase GoogleMaps.
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Código fuente completo del método encargado de la representación visual del mapa
Google Maps.
1 f u n c t i o n onLoadMap ( ) {
2 i f ( GBrowser I sCompa t ib l e ( ) ) {
3 / / V a r i a b l e s que u t i l i z a r e m o s
4 v a r n e w p o i n t s = new Array ( ) ;
5 v a r i c o n 0 ;
6 / / CONFIGURACION DE LOS MARCADORES DEL MAPA
7 /∗ Generamos l o s m a r c a d o r e s en e l mapa∗ /
8 i c o n 0 = new GIcon ( ) ;
9 / / Imagen d e l Marcador
10 i c o n 0 . image = "http://maps.google.com/mapfiles/marker.png" ;
11 / / Tamaño d e l i c o n o
12 i c o n 0 . i c o n S i z e = new GSize ( 2 0 , 34) ;
13 / / Ancho d e l i n co no
14 i c o n 0 . i conAnchor = new GPoint ( 9 , 34) ;
15 i c o n 0 . infoWindowAnchor = new GPoint ( 9 , 2 ) ;
16 i c o n 0 . infoShadowAnchor = new GPoint ( 1 8 , 25) ;
17 / / CONFIGURACION GENERAL DEL MAPA
18 / / S i t u a r Mapa
19 map = new GMap2( document . ge tE lemen tById ("map" ) ) ;
20 / / C o n t r o l de Zoom
21 map . a d d C o n t r o l ( new GLargeMapControl ( ) ) ;
22 / / Tipo de V i s t a
23 map . a d d C o n t r o l ( new GMapTypeControl ( ) ) ;
24 / / S i t u a r Mapa
25 <%@ i n c l u d e f i l e ="centrarMapaObtenerColeccion.jsp" %>
26 / / Array de r e f e r e n c i a s
27 f o r ( v a r i = 0 ; i < n e w p o i n t s . l e n g t h ; i ++) {
28 var p o i n t = new GPoint ( n e w p o i n t s [ i ] [ 0 ] , n e w p o i n t s [ i ] [ 1 ] ) ;
29 / / INSERTAMOS EL MARCADOR EN EL MAPA
30 var popuphtml = n e w p o i n t s [ i ] [ 4 ] ;
31 var marker = c r e a t e M a r k e r ( p o i n t , n e w p o i n t s [ i ] [ 2 ] , popuphtml ) ;





El objetivo de esta parte es modularizar el sistema de presentación de información
actual de Rhizomer para mostrar en los casos apropiados la vista Google Maps.
Rhizomer muestra una vista basada en HTML. Este código HTML se obtiene median-
te una transformación XSLT. Por tanto, nuestro objetivo es modificar el fichero xslt
asociado a la transformación y posibilitar la opción Mapa.
El primer paso a realizar es declarar los elementos namespace que se van a utilizar.
Definimos los Namespace para establecer un prefijo de nombres para identificar un
recurso. En nuestro caso declaramos dos namespace.
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wgs84_pos. Es un vocabulario RDF básico disponible en la comunidad de web
semántica, ofrece soporte a este namespace para representar la longitud, latitud
y otra información sobre cosas localizables. Es una namespace utilizado por la
W3C.
georss. Es otro vocabulario RDF que ofrece la posibilidad de representar datos
geoposicionados. Se implementa el soporte ha este namespace porque es el uti-
lizado en algunos caso por los recursos disponibles en la DBPedia.
1 < x s l : s t y l e s h e e t v e r s i o n ="1.0"
2 . . .
3 xmlns : wgs84_pos="http://www.w3.org/2003/01/geo/wgs84_pos#"
4 xmlns : g e o r s s ="http://www.georss.org/georss#"
5 >
6 . . .
7 < / x s l : s t y l e s h e e t >
El documento XSL esta organizado en templates. Los templates son elementos del do-
cumento que se "disparan" cuando encuentran una etiqueta que corresponda a lo que
hay en su atributo match. En nuestro caso, el template utilizado para mostrar las opcio-
nes de visualización soportadas por Rhizomer se denomina “rdfDescriptionActions”.
Código XSL de template “rdfDescriptionActions”.
1 < x s l : t e m p l a t e name="rdfDescriptionActions">
2 < x s l : v a r i a b l e name="resource">
3 < x s l : value−of s e l e c t ="@rdf:ID|@rdf:about|@rdf:aboutEach|@rdf:
aboutEachPrefix|@rdf:bagID" / >
4 < / x s l : v a r i a b l e >
5 <a c l a s s ="action" hre f ="rhizomer?query=DESCRIBE%20%3Fr%20WHERE%20%7B%20%3Fr
%20%3Fp%20&lt;{$resource}&gt;%20%7D" onClick ="javascript:rhz.
describeReferrers(’{$resource}’); return false;"
6 t i t l e ="Referrers for {$resource}"> R e f e r r e r s
7 < / a>
8 < / x s l : t e m p l a t e >
Añadimos al anterior template el siguiente código:
1 < x s l : choose >
2 < !−− Para r e c u r s o s con namespace wgs84 −−>
3 < x s l : when t e s t ="*[(namespace-uri()=’http://www.w3.org/2003/01/geo/wgs84_pos#’)
and (local-name()=’lat’)] and *[(namespace-uri()=’http://www.w3.org
/2003/01/geo/wgs84_pos#’) and (local-name()=’long’)]">




5 t i t l e ="Google Maps view for {$resource}"> | | Google Maps
6 < / a>
7 < / x s l : when>
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8 < !−− R e c u r s o s g e o r s s −−>
9 < x s l : when t e s t ="*[(namespace-uri()=’http://www.georss.org/georss#’) and (local-
name()=’point’)]">
10 <a c l a s s ="action" hre f ="rhizomer?query=DESCRIBE%20%3Fr%20WHERE%20%7B%20%3Fr
%20%3Fp%20&lt;{$resource}&gt;%20%7D"
onClick ="javascript:rhz.mostrarRecurso(’{$resource}’,’googleMaps’);
return false;" t i t l e ="Google Maps
view for {$resource}"> | Google Maps
11 < / a>
12 < / x s l : when>
13 < x s l : o t h e r w i s e >< / x s l : o t h e r w i s e >
14 < / x s l : choose >
Cada etiqueta <xsl:when /> evalúa el contenido del atributo test. En el primer caso
comprueba que existan propiedades con nombre ’lat’ (latitud) y ’long’ (longitud). En
caso afirmativo, permite la inserción del código HTML asociado. En el segundo caso,
evalúa si existe la propiedad con nombre point.
Ambos casos cuando son enlazados lanzan una llamada al método javacript rhz.mostrarRecurso().
Como parámetro informativo del recurso se envía la cadena de caracteres “google-
Maps”.
A continuación se muestra el código fuente del método rhz.mostrarRecurso().
1 s e l f . m o s t r a r R e c u r s o = f u n c t i o n ( d e f a u l t Q u e r y , n o m b r e S e r v i c i o ) {
2 v a r lURL ;
3 v a r d i v C o n t e n t = "contenedor" ;
4 i f ( n o m b r e S e r v i c i o == "googleMaps" ) {
5 lURL = "/servletMapa?resource="+ d e f a u l t Q u e r y ;
6 / / De tec tamos que d i v m o s t r a r l o s d a t o s .
7 i f ( document . ge tE lemen tById ("googlemapscontent" ) ) {
8 d i v C o n t e n t = "googlemapscontent" ;
9 } e l s e {
10 d i v C o n t e n t = s e l f . c r e a t e T a b ("googlemapscontent" ,"Google Maps" ) ;
11 }
12 c o n n e c t i o n . g e t ( ba se + lURL , f u n c t i o n ( o u t ) { s e l f . v e r ( out , d i v C o n t e n t ) ; } ) ;
13 }
14 . . .
15 }
El método mostrarRecurso es un método genérico para cualquier tipo a mostrar.
En el caso de un mapa Google Maps se evalúa el código anterior. La petición al con-
trolador de la visualización del tipo Mapa se efectúa mediante AJAX y la salida se
muestra en el div googlemapscontent.
Nótese, que divcontent es generada mediante el método self.createTab(). Este método
añade el código HTML necesario para construir una pestaña en el contenedor pasado
por parámetro. El segundo parámetro enviado al método self.createTab() hace referen-
cia a la descripción que aparecerá en la pestaña.
La implementación del método self.createTab() se muestra a continuación.
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1 s e l f . c r e a t e T a b = f u n c t i o n ( i d d i v , name ) {
2 document . ge tE lemen tById ("textcontent" ) . innerHTML ="" ;
3 i f ( document . ge tE lemen tById ("menutabs" ) ) {
4 / / S i e x i s t e , Ya no generamos e l u l .
5 v a r n e w l i = document . c r e a t e E l e m e n t ( ’ l i ’ ) ;
6 document . ge tE lemen tById ("menutabs" ) . appendCh i ld ( n e w l i ) ;
7 v a r newa = document . c r e a t e E l e m e n t ( ’ a ’ ) ;
8 newa . s e t A t t r i b u t e ( ’ h r e f ’ , "#" ) ;
9 newa . s e t A t t r i b u t e ( ’ r e l ’ , i d d i v ) ;
10 newa . s e t A t t r i b u t e ("id" ,"id_a"+ i d d i v ) ;
11 newa . innerHTML = name ;
12 n e w l i . appendCh i ld ( newa ) ;
13 v a r newdiv = document . c r e a t e E l e m e n t ( ’ div ’ ) ;
14 newdiv . s e t A t t r i b u t e ( ’ c l a s s ’ ,"tabcontent" ) ;
15 newdiv . s e t A t t r i b u t e ("id" , i d d i v ) ;
16 document . ge tE lemen tById ("contenedor" ) . appendCh i ld ( newdiv ) ;
17 } e l s e {
18 v a r newul = document . c r e a t e E l e m e n t ( ’ u l ’ ) ;
19 newul . s e t A t t r i b u t e ("id" , "menutabs" ) ;
20 newul . s e t A t t r i b u t e ("class" ,"shadetabs" ) ;
21 document . ge tE lemen tById ("contenedor" ) . appendCh i ld ( newul ) ;
22 v a r n e w l i = document . c r e a t e E l e m e n t ( ’ l i ’ ) ;
23 newul . appendCh i ld ( n e w l i ) ;
24 v a r newa = document . c r e a t e E l e m e n t ( ’ a ’ ) ;
25 newa . s e t A t t r i b u t e ( ’ h r e f ’ , "#" ) ;
26 newa . s e t A t t r i b u t e ("id" ,"id_a"+ i d d i v ) ;
27 newa . s e t A t t r i b u t e ( ’ r e l ’ , i d d i v ) ;
28 newa . innerHTML = name ;
29 n e w l i . appendCh i ld ( newa ) ;
30 v a r newdiv = document . c r e a t e E l e m e n t ( ’ div ’ ) ;
31 newdiv . s e t A t t r i b u t e ( ’ c l a s s ’ ,"tabcontent" ) ;
32 newdiv . s e t A t t r i b u t e ("id" , i d d i v ) ;
33 document . ge tE lemen tById ("contenedor" ) . appendCh i ld ( newdiv ) ;
34 }
35 r e t u r n i d d i v ;
36 } ;
Para finalizar, una vez realizada la petición mediante AJAX se interpreta el método
self.ver. El método self.ver es unn método genérico que se ejecuta desde cualquier tipo
de vista. El método envía el html resultante al div contenedor pasado por parámetros
y evalúa el posible código Javascript que puede contener la respuesta. En nuestro caso
evaluaría el método Javascript que configura y carga el mapa con los datos solicitados.
El código del método self.ver se muestra a continuación.
1 s e l f . v e r = f u n c t i o n ( out , t a r g e t ) {
2 v a r d i v = document . ge tE lemen tById ( t a r g e t ) ;
3 d i v . innerHTML = o u t ;
4 v a r x = d i v . getElementsByTagName ("script" ) ;
5 v a r i = 0 ;
6 w h i l e ( i < x . l e n g t h ) {
7 e v a l ( x [ i ] . t e x t ) ;
8 i = 1 + i ;
9 }
10 } ;
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Después finalizado el proceso Rhizomer presenta la vista geoposicionada tal y como se
muestra en la figura 4.4.
Figura 4.4: Front-End del sistema Google Maps
4.5. Vista línea temporal
4.5.1. Parte java
De la misma manera que la vista anterior, se utilizan una serie de clases para la imple-
mentación de la interfaz línea temporal. La figura 4.5 muestra el listado de las clases
pertenecientes a la parte java.
Figura 4.5: Listado de clases utilizadas en la vista Time Line
La clase TimeLineServlet es utilizada como clase principal del controlador de la vista.
Esta clase hereda de la clase RhizomerViewServlet mostrada anteriormente.
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En consecuencia, tiene acceso a todos los métodos explicados anteriormente en la im-
plementación de la vista GoogleMaps. Entre ellos, el método processRequest definido
en la clase base como método abstracto.
Nuevamente, toda la lógica de desarrollo esta implementada en el método processRe-
quest. El proceso sigue los mismos pasos que la vista anterior.
En primer lugar, se establecen los parámetros de inicio. Recordemos que la clase ba-
se ha sobreescrito el método Init de la clase HttpServlet para obtener de una manera
automática la lista de parámetros almacenados en el fichero properties.
La ruta donde se encuentra el fichero properties está definida mediante un parámetro
en la configuración del servlet.
1 < s e r v l e t >
2 < s e r v l e t −name> T i m e L i n e S e r v l e t < / s e r v l e t −name>
3 < s e r v l e t −c l a s s > n e t . r h i z o m i k . r h i z o m e r . s e r v i c e s . t i m e l i n e . T i m e L i n e S e r v l e t < / s e r v l e t
−c l a s s >
4 < i n i t −param >
5 <param−name> p a t h P r o p e r t i e s < / param−name>
6 <param−va lue > n e t . r h i z o m i k . r h i z o m e r . s e r v i c e s . t i m e l i n e . t i m e l i n e < / param−va lue >
7 </ i n i t −param >
8 </ s e r v l e t >
Y el fichero properties para la vista línea temporal:
1 u r i t s t a r t = h t t p : / /www. w3 . org / 2 0 0 2 / 1 2 / c a l / i c a l t z d # d t s t a r t
2 u r i t e n d = h t t p : / /www. w3 . org / 2 0 0 2 / 1 2 / c a l / i c a l t z d # d t e n d
3 u r l t i m e l i n e = t i m e l i n e / t i m e l i n e . j s p
Posteriormente, desde el método processRequest, obtenemos la colección de recursos
TimeLine que están siendo mostrados en la línea temporal. El método encargado de
realizar se denomina getCollection y es implementado por la clase TimeLineServlet.
La implementación del método getCollection se muestra a continuación.
1 /∗ ∗
2 ∗ O b t i e n e l a c o l e c c i o n de e l e m e n t o s r e p r e s e n t a d o s a c t u a l m e n t e desde l a
s e s s i o n
3 ∗ @param r e q u e s t p e t i c i ó n r e a l i z a d a
4 ∗ @return c o l e c c i o n de e l e m e n t o s GoogleMaps a c t u a l m e n t e r e p r e s e n t a d o s
5 ∗ /
6 p u b l i c ColTimeLine g e t C o l l e c t i o n ( H t t p S e r v l e t R e q u e s t r e q u e s t ) {
7 H t t p S e s s i o n s e s s i o n = r e q u e s t . g e t S e s s i o n ( ) ;
8 ColTimeLine ctm = n u l l ;
9 i f ( s e s s i o n . g e t A t t r i b u t e ("ArrayTimeLine" ) != n u l l ) {
10 ctm = ( ColTimeLine ) s e s s i o n . g e t A t t r i b u t e ("ArrayTimeLine" ) ;
11 } e l s e {
12 ctm = new ColTimeLine ( ) ;
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13 }
14 re turn ctm ;
15 }
El método utiliza en su implementación dos nuevas clases auxiliares: ColTimeLine y
TimeLine.
El objetivo de la clase TimeLine es encapsular el concepto de elemento línea temporal.
Esta compuesto por la siguiente lista de atributos:
1. Start. Es una cadena de texto que guarda la fecha de Inicio.
2. End. Es una cadena de texto que almacena el valor para la fecha de Fin.
3. html. Almacena el código HTML que se utilizara como información añadida en
la caja de texto que ofrece el API TimeLine.
4. Titulo. Guarda una cadena de texto con la descripción que se mostrara como
título de la caja de texto anterior.
5. ArrayList<Entry>. Es una colección de duplas propiedad-valor que guardan la
información de todas las propiedades asociadas al recurso.
Existen varios métodos auxiliares para el uso interno de la clase. El primero de ellos,
denominado htmlEntityEncode. reemplaza algunos de los caracteres especiales por su
codificación HTML ya que en algunos caso puede interferir con los caracteres reserva-
dos para la implementación Javascript del API de TimeLine. Otro de ellos, denominado
dateFormat, cambia el formato de las fechas para adecuarla al formato utilizado por Ti-
meLine.
La implementación de la clase TimeLine se muestra a continuación:
1 p u b l i c c l a s s TimeLine implements S e r i a l i z a b l e {
2 p u b l i c S t r i n g s t a r t ;
3 p u b l i c S t r i n g end ;
4 p u b l i c S t r i n g h tml ;
5 p u b l i c S t r i n g t i t u l o ;
6 p u b l i c A r r a y L i s t < Ent ry > l i s t a = new A r r a y L i s t < Ent ry > ( ) ;
7
8 p u b l i c TimeLine ( ) {
9
10 }
11 p u b l i c TimeLine ( S t r i n g s t a r t , S t r i n g end ) {
12 t h i s . s t a r t = t h i s . d a t e F o r m a t ( s t a r t ) ;
13 t h i s . end = t h i s . d a t e F o r m a t ( end ) ;
14 }
15 p u b l i c S t r i n g g e t S t a r t ( ) {
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16 re turn t h i s . s t a r t ;
17 }
18 p u b l i c vo id s e t S t a r t ( S t r i n g s t a r t ) {
19 t h i s . s t a r t = t h i s . d a t e F o r m a t ( s t a r t ) ;
20 }
21 p u b l i c S t r i n g getEnd ( ) {
22 re turn t h i s . end ;
23 }
24 p u b l i c vo id s e tE nd ( S t r i n g end ) {
25 t h i s . end = t h i s . d a t e F o r m a t ( end ) ;
26 }
27 p u b l i c S t r i n g ge tHtml ( ) {
28 re turn html ;
29 }
30 p u b l i c S t r i n g ge tHtml ( boolean d e f a u l t H t m l ) {
31 i f ( d e f a u l t H t m l ) {
32 t h i s . generateHTML ( ) ;
33 }
34 re turn t h i s . h tml ;
35 }
36 p u b l i c vo id s e t H t m l ( S t r i n g html ) {
37 t h i s . h tml = html ;
38 }
39 p u b l i c S t r i n g g e t T i t u l o ( ) {
40 re turn t h i s . t i t u l o ;
41 }
42 p u b l i c vo id s e t T i t u l o ( S t r i n g t i t u l o ) {
43 t h i s . t i t u l o = t i t u l o . r e p l a c e A l l ("’" ," " ) ;
44 }
45 p u b l i c A r r a y L i s t < Ent ry > g e t L i s t a ( ) {
46 re turn l i s t a ;
47 }
48 p u b l i c vo id s e t L i s t a ( A r r a y L i s t < Ent ry > l i s t a ) {
49 t h i s . l i s t a = l i s t a ;
50 }
51 /∗ ∗
52 ∗ E s t a b l e c e en e l a t r i b u t o h tml có d i go HTML con l a i n f o r m a c i ó n de
t o d o s l o s a t r i b u t o s de l a c l a s e .
53 ∗ /
54 p u b l i c vo id generateHTML ( ) { . . . }
55 /∗ ∗
56 ∗ R e t o r n a una f e c h a v á l i d a p a r a l a r e p r e s e n t a c i ó n m e d i a n t e TimeLine
57 ∗ c a r a c t e r e s h tml v á l i d o s .
58 ∗ <p>
59 ∗ @param s t r f e c h a con e l f o r m a t o YYYY−MM−DDTHH:MM: SS
60 ∗ @return cadena de t e x t o con l a f e c h a en f o r m a t o M DD YYYY HH:MM:
SS GMT
61 ∗ /
62 p r i v a t e S t r i n g d a t e F o r m a t ( S t r i n g s t r ) {
63 /∗ El r e c u r s o l l e g a como S t r i n g con e s t e f o r m a t o : YYYY−MM−DDTHH:
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MM: SS
64 l a f i n a l i d a d de e s t e método es c o n v e r t i r e l f o r m a t o a M DD YYYY
HH:MM: SS GMT
65 ∗ /
66 S t r i n g meses [ ] = {"Jan" ,"Feb" ,"Mar" ,"Apr" ,"May" ,"Jun" ,"Jul" ,"Aug"
,"Sep" ,"Oct" ,"Nov" ,"Dec" } ;
67 i n t mes_aux ;
68 S t r i n g anyo ;
69 S t r i n g mes ;
70 S t r i n g [ ] v1 ;
71 S t r i n g [ ] v ;
72 S t r i n g d i a ;
73 S t r i n g ho ra ;
74 / / U t i l i z a m o s s p l i t p a r a t r o z e a r l a S t r i n g .
75 v = s t r . s p l i t ("-" ) ;
76 anyo = v [ 0 ] ;
77 mes_aux = I n t e g e r . p a r s e I n t ( v [ 1 ] ) ;
78 /∗
79 Restamos 1 porque e l p r i m e r mes en l a cadena e s t á en l a p o s i c i o n
0 .
80 Ej . Enero es e l mes 1 y en l a cadena e s t á en l a p o s i c i ó n 0
81 ∗ /
82 mes = meses [ mes_aux −1];
83 v1 = v [ 2 ] . s p l i t ("T" ) ;
84 d i a = v1 [ 0 ] ;
85 ho ra = v1 [ 1 ] ;
86 re turn mes+" "+ d i a +" "+anyo+" "+ hora +" GMT" ;
87 }
88 /∗ ∗
89 ∗ Reemplaza l o s c a r a c t e r e s de una cadena de t e x t o dada por
90 ∗ c a r a c t e r e s h tml v á l i d o s .
91 ∗ <p>
92 ∗ @param s cadena de t e x t o o r i g i n a l
93 ∗ @return cadena de t e x t o c o d i f i c a d a p a r a h tml
94 ∗ /
95 p r i v a t e S t r i n g h t m l E n t i t y E n c o d e ( S t r i n g s ) {
96 S t r i n g B u i l d e r buf = new S t r i n g B u i l d e r ( s . l e n g t h ( ) ) ;
97 f o r ( i n t i = 0 ; i < s . l e n g t h ( ) ; i ++ ) {
98 char c = s . ch a r At ( i ) ;
99 i f ( c >=’a’ && c <=’z’ | | c >=’A’ && c <=’Z’ | | c >=’0’ && c <=’
9’ ) {
100 buf . append ( c ) ;
101 }
102 e l s e {
103 buf . append ("&#" ) . append ( ( i n t ) c ) . append (";" ) ;
104 }
105 }
106 re turn buf . t o S t r i n g ( ) ;
107 }
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La clase ColTimeLine es la encargada de almacenar la lista de recursos TimeLine repre-
sentados en la línea temporal. Además implementa dos métodos para la manipulación
de los elementos que contiene.
1 p u b l i c c l a s s ColTimeLine ex tends A r r a y L i s t <TimeLine >{
2 p u b l i c ColTimeLine ( ) {
3 super ( ) ;
4 }
5 /∗ ∗
6 ∗ Busca e l e l e m e n t o pasado por p a r á m e t r o s y s i l o e n c u e n t r a en l a
c o l e c c i ó n l o e l i m i n a
7 ∗ @param tm e l e m e n t o a b u s c a r
8 ∗ @return s i e l e l e m e n t o ha s i d o b o r r a d o o no
9 ∗ /
10 p u b l i c boolean r e m o v e I f E l e m e n t E x i s t s ( TimeLine tm ) {
11 boolean e x i s t e = f a l s e ;
12 f o r ( i n t i = 0 ; i < t h i s . s i z e ( ) ; i ++) {
13 TimeLine aux = t h i s . g e t ( i ) ;
14 i f ( aux . g e t S t a r t ( ) . e q u a l s ( tm . g e t S t a r t ( ) ) && aux . ge tEnd ( ) .
e q u a l s ( tm . ge tEnd ( ) ) ) {
15 t h i s . remove ( i ) ;
16 e x i s t e = t rue ;
17 }
18 }
19 re turn e x i s t e ;
20 }
21 /∗ ∗
22 ∗ @return s i l a c o l e c c ó n e s t á v a c i a o no .
23 ∗ /
24 @Override
25 p u b l i c boolean i sEmpty ( ) {
26 re turn ( t h i s . s i z e ( ) <= 0) ;
27 }
28 }
Después de la obtención de la colección de elementos TimeLine, el controlador genera
una petición al controlador Rhizomer con el objetivo de obtener la información del
recurso a visualizar. Para ello, utiliza el método getResourceToProcess implementado
en la clase base.
Una vez obtenida la información relacionada, el controlador procesa el modelo de datos
recibido.
El procesamiento a realizar consiste en evaluar todos los recursos y comprobar cuales
de ellos contienen las características necesarias necesarias para ser representados en
una línea temporal. En este caso, se comprueba si existe una valor para una fecha de
inicio y otro valor para la fecha de fin.
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Para llevar acabo esta evaluación el controlador utiliza varias clases auxiliares.
En primer lugar, mediante el método getTimeLineResource implementado en la clase
TimeLineTools. El método retorna la instancia de un elemento TimeLine en el caso de
que cumpla la condición y en caso contrario retorna un valor null . A continuación se
detalla la implementación de la clase TimeLineTools.
1 p u b l i c c l a s s TimeLineTools ex tends S e r v i c e s E l e m e n t {
2 p u b l i c TimeLineTools ( ResourceBund le p r o p e r t i e s ) {
3 super ( ) ;
4 t h i s . s e t P r o p e r t i e s ( p r o p e r t i e s ) ;
5 }
6 /∗ ∗
7 ∗ Decide s i un e l e m e n t o se puede r e p r e s e n t a r m e d i a n t e Time Line en
f u n c i ó n de una l i s t a
8 ∗ de p r o p i e d a d e s d e l r e c u r s o .
9 ∗ <p>
10 ∗ Si e l e l e m e n t o no se puede r e p r e s e n t a r r e t o r n a NULL
11 ∗ @param i t e r a d o r i t e r a d o r de l i s t a de p r o p i e d a d e s de un r e c u r s o
d e t e r m i n a d o
12 ∗ @return un e l e m e n t o con l a s p r o p i e d a d e s a lmacenadas
13 ∗ /
14 p u b l i c TimeLine ge t T i m eL i ne R es ou r ce ( S t m t I t e r a t o r i t e r a d o r ) {
15 TimeLine t l = new TimeLine ( ) ;
16 boolean h a y d t S t a r t = f a l s e ;
17 boolean haydtEnd = f a l s e ;
18 S t r i n g t i t l e = "" ;
19 S t r i n g d t S t a r t = "" ;
20 S t r i n g dtEnd = "" ;
21 A r r a y L i s t < Ent ry > aux = new A r r a y L i s t < Ent ry > ( ) ;
22 whi le ( i t e r a d o r . hasNext ( ) ) {
23 S t a t e m e n t s = i t e r a d o r . n e x t S t a t e m e n t ( ) ;
24 T r i p l e t = s . a s T r i p l e ( ) ;
25 i f ( ! h a y d t S t a r t ) {
26 d t S t a r t = t h i s . g e t L e x i c a l F o r m R e s o u r c e ( t , t h i s . g e t P r o p e r t i e s
( ) . g e t S t r i n g ("uritstart" ) ) ;
27 i f ( ! d t S t a r t . e q u a l s ("" ) ) {
28 h a y d t S t a r t = t rue ;
29 }
30 }
31 i f ( ! haydtEnd ) {
32 dtEnd = t h i s . g e t L e x i c a l F o r m R e s o u r c e ( t , t h i s . g e t P r o p e r t i e s ( ) .
g e t S t r i n g ("uritend" ) ) ;
33 i f ( ! dtEnd . e q u a l s ("" ) ) {
34 haydtEnd = t rue ;
35 }
36 }
37 i f ( t . g e t O b j e c t ( ) . i s L i t e r a l ( ) ) {
38 aux . add ( new E n t r y ( t . g e t P r e d i c a t e ( ) . getLocalName ( ) , t .
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g e t O b j e c t ( ) . g e t L i t e r a l ( ) . g e t L e x i c a l F o r m ( ) ) ) ;
39 / / S i e s e l t i t u l o l o guardamos ya que l u e g o l o n e c e s i t a m o s .
40 i f ( t . g e t P r e d i c a t e ( ) . getLocalName ( ) . e q u a l s ("title" ) ) {





46 S i un e l e m e n t o t i e n e p r o p i e d a d d t s t a r t y d tend , e n t o n c e s se
puede r e p r e s e n t a r
47 ∗ /
48 i f ( h a y d t S t a r t | | haydtEnd ) {
49 / / Generamos un r e c u r s o TimeLine
50 t l . s e t S t a r t ( d t S t a r t ) ;
51 t l . s e t En d ( dtEnd ) ;
52 t l . s e t T i t u l o ( t i t l e ) ;
53 t l . s e t L i s t a ( aux ) ;
54 re turn t l ;
55 } e l s e {




El controlador analiza el valor de elemento retornado y en el caso de que sea un recurso
TimeLine se almacena en la array de elementos TimeLine. Igual que la vista anterior,
el controlador implementa la posibilidad tanto de añadir recursos como de eliminarlos.
Para decidir si un recurso se desea eliminar o añadir, el controlador interpreta que si el
elemento ya existe en la colección entonces, será borrado.
Una vez recorridos todos los recursos y almacenados en un listado, el controlador re-
dirige su salida hacia el fichero JSP de representación.
Código completo del controlador TimeLine.
1 p u b l i c c l a s s T i m e L i n e S e r v l e t ex tends RhizomerViewServ l e t {
2 @Override
3 /∗ ∗ ∗ A p a r t i r de una s o l i c i t u d de r e c u r s o s o b t i e n e una
c o l e c c i o n de e l e m e n t o s a r e p r e s e n t a r
4 ∗ en un Time Line
5 ∗ <p>
6 ∗ Los e l e m e n t o s s o l i c i t a d o s pueden s e r a ñ a d i d o s o b o r r a d o s .
7 ∗ <p>
8 ∗ Son b o r r a d o s cuando se s o l i c i t a una p e t i c i ó n a un e l e m e n t o ya
r e p r e s e n t a d o .
9 ∗ <p>
10 ∗ Son a ñ a d i d o s en caso c o n t r a r i o .
11 ∗ @param r e q u e s t p e t i c i ó n r e a l i z a d a
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12 ∗ @param r e q u e s t r e s p u e s t a s o l i c i t a d a
13 ∗ /
14 p r o t e c t e d void p r o c e s s R e q u e s t ( H t t p S e r v l e t R e q u e s t r e q u e s t ,
H t t p S e r v l e t R e s p o n s e r e s p o n s e ) {
15 r e s p o n s e . s e t C o n t e n t T y p e ("text/html;charset=UTF-8" ) ;
16 ColTimeLine ctm = g e t C o l l e c t i o n ( r e q u e s t ) ;
17 /∗
18 ∗ Obtenemos l a d e s c r i p c i ó n d e l r e c u r s o a busca r , en e s t e ca so
l o obtenemos d e l r e q u e s t .
19 ∗ Despues obtenemos t o d o s l o s r e c u r s o s r e t o r n a d o s de l a
p e t i c i ó n p a r a p r o c e s a r l o s .
20 ∗ /
21 S t r i n g r e s o u r c e = ( S t r i n g ) r e q u e s t . g e t P a r a m e t e r ("resource" ) ;
22 Model model = t h i s . g e t R e s o u r c e T o P r o c e s s ( r e s o u r c e , r e q u e s t ) ;
23 R e s I t e r a t o r r s i t e r a t o r = model . l i s t S u b j e c t s ( ) ;
24 whi le ( r s i t e r a t o r . hasNext ( ) ) {
25 Resource r = ( Resource ) r s i t e r a t o r . n e x t ( ) ;
26 TimeLineTools t l u t i l s = new TimeLineTools ( t h i s . g e t P r o p e r t i e s ( )
) ;
27 TimeLine t a u x = t l u t i l s . g e t T i m eL i ne R es o u r c e ( r . l i s t P r o p e r t i e s ( )
) ;
28 /∗
29 ∗ Si e l r e c u r s o a c t u a l s e puede r e p r e s e n t a r t a u x c o n t e n d r a
l a i n s t a n c i a d e l e l e m e n t o .
30 ∗ En caso c o n t r a r i o gaux s e r á NULL
31 ∗ /
32 i f ( t a u x != n u l l ) {
33 i f ( ! ctm . r e m o v e I f E l e m e n t E x i s t s ( t a u x ) ) {




38 i f ( ! ctm . isEmpty ( ) ) {
39 a d d C o l l e c t i o n ( ctm , r e q u e s t ) ;
40 s e n d R e d i r e c t ( t h i s . g e t P r o p e r t i e s ( ) . g e t S t r i n g ("urltimeline" ) ,




44 ∗ O b t i e n e l a c o l e c c i o n de e l e m e n t o s r e p r e s e n t a d o s a c t u a l m e n t e desde
l a s e s s i o n
45 ∗ @param r e q u e s t p e t i c i ó n r e a l i z a d a
46 ∗ @return c o l e c c i o n de e l e m e n t o s GoogleMaps a c t u a l m e n t e
r e p r e s e n t a d o s
47 ∗ /
48 p u b l i c ColTimeLine g e t C o l l e c t i o n ( H t t p S e r v l e t R e q u e s t r e q u e s t ) {
49 H t t p S e s s i o n s e s s i o n = r e q u e s t . g e t S e s s i o n ( ) ;
50 ColTimeLine ctm = n u l l ;
51 i f ( s e s s i o n . g e t A t t r i b u t e ("ArrayTimeLine" ) != n u l l ) {
52 ctm = ( ColTimeLine ) s e s s i o n . g e t A t t r i b u t e ("ArrayTimeLine" ) ;
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53 } e l s e {
54 ctm = new ColTimeLine ( ) ; }
55 re turn ctm ;
56 }
57 /∗ ∗
58 ∗ Añade una c o l e c c i o n de e l e m e n t o s TimeLine a l a p e t i c i ó n .
59 ∗ @param c t l c o l e c c i o n de e l e m e n t o s p a r a g u a r d a r
60 ∗ @param r e q u e s t p e t i c i o n r e a l i z a d a
61 ∗ /
62 p u b l i c vo id a d d C o l l e c t i o n ( ColTimeLine c t l , H t t p S e r v l e t R e q u e s t
r e q u e s t ) {




Smile TimeLine es una utilizad para generar líneas temporales basada en HTML y Ja-
vascript. Nos permite crear una gráfico del tiempo en el cual podemos agregar y mostrar
eventos ocurridos en un determinado momento. TimeLine ofrece un API abierta a cual-
quier desarrollador, para empezar únicamente debemos de insertar una referencia como
esta:
1 < s c r i p t s r c ="http://simile.mit.edu/timeline/api/timeline-api.js" t y p e ="text/
javascript"> </ s c r i p t >
La parte web se fundamenta en un fichero JSP, donde en primer lugar se define el ele-
mento ’div’ de HTML que va a contener la línea temporal y a continuación invocamos
una llamada al método principal javascript encargado de generar la vista.
1 < d i v i d ="timeline" s t y l e ="height: 400px; width: 700px; border: 1px solid #aaa"> </
div >
2 < s c r i p t >
3 onLoadTimeLine ( ) ;
4 </ s c r i p t >
En el método onLoadTimeLine podemos diferencia dos bloques. En primer lugar ne-
cesitamos obtener una lista de eventos temporales y posteriormente ubicarlos en una
línea temporal.
Para realizar el primer bloque instanciamos uno de los elementos que ofrece este sis-
tema, Timeline.DefaultEventSource(). Esta clase ofrece una serie de métodos para rea-
lizar la carga de datos. En un primer momento se realizaron pruebas con la carga de
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datos mediante un fichero XML y otra mediante la carga de JSON. Se ha decidido uti-
lizar el sistema basado en JSON ya que su implementación era más rápida y sencilla
que la carga mediante XML.
JSON es un formato para el intercambio de datos caracterizado por su ligereza y sim-
plicidad, además ofrece una alternativa al uso de XML en AJAX.
En nuestro caso, con el fin de diferencia el código JSP y el Javascript, creamos un
fichero JSP llamado generarJSON.jsp, donde se ubicará la sintaxis JSP utilizada.
El JSP construye una estructura JSON utilizando los recursos almacenados en la array
generada por la parte java. Posteriormente, utilizando el método loadJSON de la API
TimeLine, es cargado al elemento EventSource instanciado anteriormente.
1 <%@ page import = "net.rhizomik.rhizomer.services.timeline.ColTimeLine"%>
2 <%@ page import = "net.rhizomik.rhizomer.services.timeline.TimeLine" %>
3 <%@ page import = "java.util.ArrayList" %>
4 <%
5 ColTimeLine c t l = ( ColTimeLine ) s e s s i o n . g e t A t t r i b u t e ("ArrayTimeLine" ) ;
6 f o r ( i n t i =0 ; i < c t l . s i z e ( ) ; i ++) { %>
7 v a r e v e n t s = {
8 ’events’ : [
9 {
10 ’start’ : ’<%=ctl.get(i).getStart()%>’ ,
11 ’end’ : ’<%=ctl.get(i).getEnd()%>’ ,
12 ’title’ : ’<%=ctl.get(i).getTitulo()%> ’ ,




17 e v e n t S o u r c e . loadJSON ( e v e n t s , ’’ ) ;
18 <% } %>
Posteriormente, para ubicarlos en una línea temporal, instanciamos un elemento Time-
line.ClassicTheme.
El API TimeLine ofrece una gran cantidad de opciones de configuración de líneas tem-
porales, en nuestro caso hemos optado por una línea temporal clásica con tres bandas.
Las tres bandas muestran los mismos eventos pero en diferentes escalas. La primera
banda divide el tiempo por días, la segunda por meses y la tercera por años.
El último paso una vez configuro es asociarle el elemento HTML que hemos decidido
que actuará como contenedor.
El código completo de la visualización línea temporal se muestra a continuación.
1 < s c r i p t t y p e ="text/javascript">
2 v a r t l ;
3 f u n c t i o n onLoadTimeLine ( ) {
4 v a r e v e n t S o u r c e = new T i m e l i n e . D e f a u l t E v e n t S o u r c e ( ) ;
5 <%@ i n c l u d e f i l e ="generarJSON.jsp" %>
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6 v a r theme = T i m e l i n e . C lass i cTheme . c r e a t e ( ) ;
7 theme . e v e n t . l a b e l . w id th = 250 ;
8 theme . e v e n t . bu bb l e . wid th =320;
9 theme . e v e n t . bu bb l e . h e i g h t =220;
10 v a r b a n d I n f o s = [
11 T i m e l i n e . c r e a t e B a n d I n f o ( {
12 wid th : "20%" ,
13 i n t e r v a l U n i t : T i m e l i n e . DateTime .DAY,
14 i n t e r v a l P i x e l s : 100 ,
15 e v e n t S o u r c e : e v e n t S o u r c e ,
16 theme : theme
17 } ) ,
18 T i m e l i n e . c r e a t e B a n d I n f o ( {
19 wid th : "50%" ,
20 i n t e r v a l U n i t : T i m e l i n e . DateTime .MONTH,
21 i n t e r v a l P i x e l s : 100 ,
22 e v e n t S o u r c e : e v e n t S o u r c e ,
23 theme : theme
24 } ) ,
25 T i m e l i n e . c r e a t e B a n d I n f o ( {
26 wid th : "30%" ,
27 i n t e r v a l U n i t : T i m e l i n e . DateTime .YEAR,
28 i n t e r v a l P i x e l s : 200 ,
29 e v e n t S o u r c e : e v e n t S o u r c e ,
30 theme : theme
31 } )
32 ] ;
33 b a n d I n f o s [ 1 ] . syncWith = 0 ;
34 b a n d I n f o s [ 2 ] . syncWith = 0 ;
35 b a n d I n f o s [ 2 ] . h i g h l i g h t = t rue ;
36 t l = T i m e l i n e . c r e a t e ( document . ge tE lemen tById ("timeline" ) , b a n d I n f o s ) ;
37 }
38 </ s c r i p t >
4.5.3. Parte xslt
Para adaptar la vista TimeLine se realiza un proceso parecido al de la vista anterior
sustituyendo las peculiaridades de una por las de otra.
Nos posicionamos en el fichero xslt utilizado por Rhizomer para la transformación XSL
y añadimos los namespace utilizados por la vista TimeLine. En este caso son eventos
que utilizan en namespace “cal” que permite representar un calendario en RDF.
1 < x s l : s t y l e s h e e t v e r s i o n ="1.0"
2 . . .
3 xmlns : c a l ="http://www.w3.org/2002/12/cal/icaltzd#"
4 >
5 . . .
6 < / x s l : s t y l e s h e e t >
En el template rdfDescriptionActions insertamos una nueva etiqueta <xsl:when /> co-
mo la que se muestra en el siguiente código:
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1 < x s l : choose >
2 < !−− Embedded RDF D e s c r i p t i o n t h a t c o n t a i n s more t h a n l a b e l s −−>
3 < x s l : when t e s t ="*[(namespace-uri()=’http://www.w3.org/2002/12/cal/icaltzd#’)
and (local-name()=’dtend’)] and *[(namespace-uri()=’http://www.w3.org
/2002/12/cal/icaltzd#’) and (local-name()=’dtstart’)]">




5 t i t l e ="Time Line view for {$resource}"> | | TimeLine
6 < / a>
7 < / x s l : when>
8 < x s l : o t h e r w i s e >< / x s l : o t h e r w i s e >
9 < / x s l : choose >
La propiedad test de la etiqueta when evalúa si el recurso contiene propiedades del tipo
“cal” con nombre dtend ( fecha fin ) y con nombre dtstart ( fecha inicio). Si ambas con-
diciones son ciertas, incluye una etiqueta HTML del tipo enlace que permite mostrar
el recurso en una línea temporal.
Como la carga de la visualización es generada vía AJAX, utilizamos un método gené-
rico en JavaScript para su ejecución.
1 s e l f . m o s t r a r R e c u r s o = f u n c t i o n ( d e f a u l t Q u e r y , n o m b r e S e r v i c i o ) {
2 v a r lURL ;
3 v a r d i v C o n t e n t = "contenedor" ;
4 . . .
5 e l s e i f ( n o m b r e S e r v i c i o == "timeLine" ) {
6 lURL = "/servletTimeLine?resource="+ d e f a u l t Q u e r y ;
7 i f ( document . ge tE lemen tById ("timelinecontent" ) ) {
8 d i v C o n t e n t = "timelinecontent" ;
9 } e l s e {
10 d i v C o n t e n t = s e l f . c r e a t e T a b ("timelinecontent" ,"TimeLine" ) ;
11 }




De la misma manera que las otras vistas se evalúa el parámetro de entrada nombreSer-
vicio, en este caso contiene la cadena de texto “timeLine”, y se lanza vía AJAX una
llamada al servlet llamado servletTimeLine. El HTML y Javascript retornado es eva-
luado y mostrado por un contenedor del tipo pestaña que se ha creado anteriormente.
El resultado final se muestra en la figura 4.6.
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Figura 4.6: Front-End del sistema Time Line
4.6. Vista Transcripción y Reproducción de Audio.
4.6.1. Parte java
La figura 4.7 muestra las clases que componen el paquete utilizado para la generación
de la vista.
Figura 4.7: Listado de clases utilizadas en la vista Transcripción Audio
La estructura del módulo es la mismas que en las vistas anteriores.
La clase principal denominada AudioPlayerServlet contiene la lógica utilizada. En este
caso, el objetivo del módulo es generar una vista que, por un lado permita reproducir un
recurso de audio mediante un reproductor flash y por otro lado mostrar la transcripción
del audio que se reproduce. Esta transcripción además contiene metainformación que
permite navegar y obtener información de conceptos relacionados.
La clase servletAudioPlayer, igual que los anteriores servlets, extiende de la clase Rhi-
zomerViewServlet. Así pues, debe implementar el método abstracto processRequest.
Automáticamente el controlador obtiene los parámetros y constantes definidas en el
fichero properties asociado. De nuevo, la ruta del fichero se establece como parámetro
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de configuración a nivel del servlet en el fichero web.xml. A continuación se muestra
el trozo de código donde se describe el parámetro.
1 < s e r v l e t >
2 < s e r v l e t −name> A u d i o P l a y e r S e r v l e t < / s e r v l e t −name>
3 < s e r v l e t −c l a s s > n e t . r h i z o m i k . r h i z o m e r . s e r v i c e s . a u d i o p l a y e r . A u d i o P l a y e r S e r v l e t < /
s e r v l e t −c l a s s >
4 < i n i t −param >
5 <param−name> p a t h P r o p e r t i e s < / param−name>
6 <param−va lue > n e t . r h i z o m i k . r h i z o m e r . s e r v i c e s . a u d i o p l a y e r . a u d i o p l a y e r < / param−
va lue >
7 </ i n i t −param >
8 </ s e r v l e t >
El contenido del fichero properties.
1 u r l r e a u = a u d i o / a u d i o . j s p
2 u r i t r = h t t p : / / r h i z o m i k . n e t / s 5 t / s 5 t . owl# t r a n s c r i p t i o n R e s o u r c e
3 u r l a u d i o = h t t p : / / r h i z o m i k . n e t / s 5 t / s 5 t . owl# Audio
A diferencia del resto de sistemas de visualización implementados anteriormente, el
sistema reproductor de audio únicamente representa un sólo elemento, no maneja co-
lecciones de ellos.
La implementación de este controlador es ligeramente más sencilla que la del resto de
controladores. En primer lugar, a través del método getResourceToProcess se solicita
un modelo de datos con la información relacionada con el recurso a representar. Esta
información es procesada de manera que se analizan los recursos para comprobar si se
puede representar mediante la visualización reproductor de audio.
En este caso, un recurso se podrá representar siempre y cuando una de sus propiedades
sea un elemento transcripción. Para este proceso se ha implementado el método auxiliar
checkIfIsAudioElement en la clase AudioPlayerServlet que se muestra a continuación.
1 /∗∗
2 ∗ R e t o r n a un e l e m e n t o Audio s i e l r e c u r s o c o n t i e n e una t r a n s c r i p c i ó n y una r u t a
p a r a e l
3 ∗ f i c h e r o de a u d i o .
4 ∗ <p>
5 ∗ Si e l e l e m e n t o s o l i c i t a d o no se puede r e p r e s e n t a r e l método r e t o r n a NULL
6 ∗ @param r r e c u r s o p a r a a n a l i z a r
7 ∗ @return e l e m e n t o Audio P l a y e r con l a t r a n s c r i p c i ó n y l a r u t a de a u d i o i n f o r m a d a .
8 ∗ /
9 p r i v a t e A u d i o P l a y e r c h e c k I f I s A u d i o E l e m e n t ( Resource r ) {
10 A u d i o P l a y e r T o o l s a p t o o l s = new A u d i o P l a y e r T o o l s ( t h i s . g e t P r o p e r t i e s ( ) ) ;
11 S t m t I t e r a t o r i t e r a d o r = r . l i s t P r o p e r t i e s ( ) ;
12 A u d i o P l a y e r ap = new A u d i o P l a y e r ( ) ;
13 boolean h a y T r a n s c r i p t i o n = f a l s e ;
14 S t r i n g u r l T r a n s c r i p t i o n = "" ;
15 whi le ( i t e r a d o r . hasNext ( ) ) {
16 S t a t e m e n t s = i t e r a d o r . n e x t S t a t e m e n t ( ) ;
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17 T r i p l e t = s . a s T r i p l e ( ) ;
18 i f ( ! h a y T r a n s c r i p t i o n ) {
19 u r l T r a n s c r i p t i o n = a p t o o l s . g e t T r a n s c r i p t i o n R e s o u r c e ( t ) ;
20 i f ( ! u r l T r a n s c r i p t i o n . e q u a l s ("" ) ) {
21 ap . s e t U r l T r a n s c r i p c i o n ( u r l T r a n s c r i p t i o n ) ;
22 ap . s e t T r a n s c r i p t i o n ( g e t T r a n s c r i p t i o n ( u r l T r a n s c r i p t i o n ) ) ;
23 ap . s e t U r l A u d i o ( t . g e t S u b j e c t ( ) . t o S t r i n g ( ) ) ;




28 i f ( ! h a y T r a n s c r i p t i o n ) {
29 re turn n u l l ;
30 } e l s e {
31 re turn ap ;
32 }
33 }
El método checkIfIsAudioElement decide si el recurso pasado por parámetro se puede
representar mediante la vista implementada. Recorre todas las propiedades del recur-
so y ayudado de la clase auxiliar AudioPlayerTools comprueba si una de ellas es una
transcripción. Si cumple la condición entonces, obtiene el contenido de la transcrip-
ción y la ruta del audio asociado a la transcripción. Una vez que encuentra un recurso
representable, el resto de recursos relacionados son ignorados.
El método getTranscription es el responsable de obtener el contenido de la transcrip-
ción. Está implementado como método auxiliar de la clase AudioPlayerServlet e in-
ternamente hace uso del método readFromURL de la clase base. A continuación se
muestra la implementación del método getTranscription.
1 /∗∗
2 ∗ R e t o r n a una cadena de c a r a c t e r e s de l a u r l e s p e c i f i c a d a .
3 ∗ @param u r l r u t a d e l r e c u r s o a m o s t r a r
4 ∗ @return cadena de t e x t o con e l c o n t e n i d o s o l i c i t a d o .
5 ∗ /
6 p r i v a t e S t r i n g g e t T r a n s c r i p t i o n ( S t r i n g u r l ) {
7 S t r i n g t r a n s c r i p t i o n = "" ;
8 t r y {
9 URL u r l 1 = new URL( u r l ) ;
10 HttpURLConnect ion con1 = ( HttpURLConnect ion ) u r l 1 . openConnec t ion ( ) ;
11 con1 . s e tDoOutpu t ( t rue ) ;
12 con1 . s e t D o I n p u t ( t rue ) ;
13 con1 . s e t R e q u e s t M e t h o d ("GET" ) ;
14 con1 . s e t R e q u e s t P r o p e r t y ("Accept" , "application/rdf+xml;q=0.8,*/*;q=0.5" ) ;
15 t r a n s c r i p t i o n = readFromURL ( con1 ) ;
16 re turn new S t r i n g ( t r a n s c r i p t i o n . g e t B y t e s ( ) , "UTF-8" ) ;
17 } ca tch ( E x c e p t i o n ex ) {
18 Logger . g e t L o g g e r ( A u d i o P l a y e r S e r v l e t . c l a s s . getName ( ) ) . l o g ( Leve l . SEVERE ,
nul l , ex ) ;
19 re turn ex . t o S t r i n g ( ) ;
20 }
21 }
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El método checkIfIsAudioElement retorna un elemento del tipo AudioPlayer. Audio-
Player es implementada con el objetivo de modelizar la información de un elemento
representable mediante el sistema reproductor de audio.
1 p u b l i c c l a s s A u d i o P l a y e r {
2 p r i v a t e S t r i n g u r l A u d i o ;
3 p r i v a t e S t r i n g u r l T r a n s c r i p t i o n ;
4 p r i v a t e S t r i n g t r a n s c r i p t i o n ;
5
6 p u b l i c S t r i n g g e t U r l A u d i o ( ) {
7 re turn u r l A u d i o ;
8 }
9 p u b l i c vo id s e t U r l A u d i o ( S t r i n g u r l A u d i o ) {
10 t h i s . u r l A u d i o = u r l A u d i o ;
11 }
12 p u b l i c S t r i n g g e t U r l T r a n s c r i p t i o n ( ) {
13 re turn u r l T r a n s c r i p t i o n ;
14 }
15 p u b l i c vo id s e t U r l T r a n s c r i p t i o n ( S t r i n g u r l T r a n s c r i t i o n ) {
16 t h i s . u r l T r a n s c r i p t i o n = u r l T r a n s c r i p t i o n ;
17 }
18 p u b l i c S t r i n g g e t T r a n s c r i p t i o n ( ) {
19 re turn t r a n s c r i p t i o n ;
20 }
21 p u b l i c vo id s e t T r a n s c r i p t i o n ( S t r i n g t r a n s c r i p t i o n ) {
22 t h i s . t r a n s c r i p t i o n = t r a n s c r i p t i o n ;
23 }
24 }
Por último, el controlador evalúa si ha recibido un elemento del tipo AudioPlayer y en
caso afirmativo, lo almacena en la session y redirecciona el servlet hacia la parte web.
Código completo del método processRequest encargado de implementar la lógica del
controlador AudioPlayerServlet.
1 /∗∗
2 ∗ A p a r t i r de una s o l i c i t u d de r e c u r s o s o b t i e n e un e l e m e n t o Audio p a r a r e p r o d u c i r y
m o s t r a r
3 ∗ su t r a n s c r i p c i o n a s o c i a d a .
4 ∗ <p>
5 ∗ Si e x i s t e a l g u n r e c u r s o r e p r e s e n t a d o a n t e r i o r m e n t e y se g e n e r a una nueva
s o l i c i t u d ,
6 ∗ e l metodo r e p r e s e n t a r á e l ú l t i m o r e c u r s o s o l i c i t a d o .
7 ∗ @param r e q u e s t p e t i c i ó n r e a l i z a d a
8 ∗ @param r e q u e s t r e s p u e s t a s o l i c i t a d a
9 ∗ /
10
11 p r o t e c t e d void p r o c e s s R e q u e s t ( H t t p S e r v l e t R e q u e s t r e q u e s t , H t t p S e r v l e t R e s p o n s e
r e s p o n s e ) {
12 r e s p o n s e . s e t C o n t e n t T y p e ("text/html;charset=UTF-8" ) ;
13 /∗
14 ∗ Obtenemos l a d e s c r i p c i ó n d e l r e c u r s o a busca r , en e s t e ca so l o obtenemos
d e l r e q u e s t .
15 ∗ Despues obtenemos t o d o s l o s r e c u r s o s r e t o r n a d o s de l a p e t i c i ó n p a r a
p r o c e s a r l o s .
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16 ∗ /
17 S t r i n g r e s o u r c e = ( S t r i n g ) r e q u e s t . g e t P a r a m e t e r ("resource" ) ;
18 Model model = t h i s . g e t R e s o u r c e T o P r o c e s s ( r e s o u r c e , r e q u e s t ) ;
19 R e s I t e r a t o r r s i t e r a t o r = model . l i s t S u b j e c t s ( ) ;
20 A u d i o P l a y e r ap = n u l l ;
21 whi le ( r s i t e r a t o r . hasNext ( ) ) {
22 Resource r = ( Resource ) r s i t e r a t o r . n e x t ( ) ;
23 ap = c h e c k I f I s A u d i o E l e m e n t ( r ) ;
24 }
25 i f ( ap != n u l l ) {
26 H t t p S e s s i o n s e s s i o n = r e q u e s t . g e t S e s s i o n ( ) ;
27 s e s s i o n . s e t A t t r i b u t e ("AudioPlayer" , ap ) ;




Para sacar provecho de las transcripciones del audio y sus anotaciones semánticas, se
ha desarrollado un servicio web que proporciona una visualización especializada para
los recursos audiovisuales.
La vista está implementada mediante sintaxis HTML. La reproducción de audio se
implementa mediante un reproductor basado en la tecnología flash. El reproductor se
ha descargado libremente de internet. El objeto flash recibe como parámetro la ruta del
fichero de audio a reproducir y ofrece una interfaz amigable al usuario. Finalmente, se
utiliza un contenedor HTML para mostrar la transcripción.
A partir de la trascripción existe la posibilidad de hacer clic en cualquier palabra de
la trascripción que haya sido indexada, para así realizar consultas por palabra clave
en todo el contenido de la base de datos donde aparece dicha palabra clave o bien
utilizando bases de datos externas como DBPedia.
Código de la parte web.
1 <%@ page import = "net.rhizomik.rhizomer.services.audioplayer.AudioPlayer"%>
2 <% A u d i o P l a y e r ap = ( A u d i o P l a y e r ) s e s s i o n . g e t A t t r i b u t e ("AudioPlayer" ) ; %>
3 <div >
4 < br / >
5 < br / >
6 < o b j e c t d a t a ="<%=getServletContext().getContextPath()%>/audio/player.swf?
soundFile=<%=ap.getUrlAudio()%>" t y p e ="application/x-shockwave-flash"
PLUGINSPAGE="http://www.macromedia.com/go/getflashplayer" h e i g h t ="24"
wid th ="290">
7 <param v a l u e ="<%=getServletContext().getContextPath()%>/audio/player.swf?
soundFile=<%=ap.getUrlAudio()%>" name="movie" / >
8 <param v a l u e ="high" name="quality" / >
9 <param v a l u e ="true" name="menu" / >
10 <param v a l u e ="transparent" name="wmode" / >
11 </ o b j e c t >
12 < d i v i d ="texto_transcripcion">
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13 <%=ap . g e t T r a n s c r i p c i o n ( ) %>
14 </ div >
15 </ div >
4.6.3. Parte xslt
El último proceso necesario para habilitar la vista generada es incorporar la acción al
sistema utilizado por Rhizomer, así establecer opciones de visualización.
Como en el resto de casos insertamos el namespace utilizado. Particularmente para
este sistema de visualización utilizamos el namespace http://rhizomik.net/s5t/s5t.owl#.
Podemos apreciar que el namespace utilizado esta basado en un vocabulario propio de
Rhizomer que representa elementos audio.
1 < x s l : s t y l e s h e e t v e r s i o n ="1.0"
2 . . .
3 xmlns : s 5 t ="http://rhizomik.net/s5t/s5t.owl#"
4 >
5 . . .
6 < / x s l : s t y l e s h e e t >
Posteriormente añadimos una nueva etiqueta <xsl:when .. /> en el fichero xslt.
1 < x s l : choose >
2 < x s l : when t e s t ="(local-name()=’Audio’) and (namespace-uri()=’http://rhizomik.
net/s5t/s5t.owl#’)">




4 t i t l e ="Audio Player view for {$resource}"> | | Audio P l a y e r
5 < / a>
6 < / x s l : when>
7 < x s l : o t h e r w i s e >< / x s l : o t h e r w i s e >
8 < / x s l : choose >
Como mecanismo de enlace entre el sistema genérico basado en HTML y la vista
personalizada de recursos de audio se utiliza el método Javascript rhz.mostrarRecurso.
Utilizamos la cadena de texto “audioPlayer” para acceder e identificar el tipo de vista
utilizada. El método Javacript ejecuta el siguiente código:
1 e l s e i f ( n o m b r e S e r v i c i o == "audioPlayer" ) {
2 lURL = "/servletAudioPlayer?resource="+ d e f a u l t Q u e r y ;
3 i f ( document . ge tE lemen tById ("audiocontent" ) ) {
4 d i v C o n t e n t = "audiocontent" ;
5 } e l s e {
6 d i v C o n t e n t = s e l f . c r e a t e T a b ("audiocontent" ,"Audio Player" ) ;
7 }
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8 c o n n e c t i o n . g e t ( ba se + lURL , f u n c t i o n ( o u t ) { s e l f . v e r ( out , d i v C o n t e n t ) ; } ) ;
9 }
Finalmente la visualización se muestra en la figura 4.8.
Figura 4.8: Front-End del sistema transcripción de audio.
4.7. Licencia




Conclusiones y trabajo futuro
5.1. Conclusiones
En este trabajo se ha conseguido elaborar un sistema de generación de diferentes inter-
faces de visualización, permitiendo así mejorar una de las funcionalidades que ofrece
la plataforma de web semántica Rhizomer.
Este sistema principalmente pretende ofrecer una mejora visual a los usuarios finales,
ofreciendo la posibilidad de representar los datos solicitados de la manera más amiga-
ble posible.
Los recursos utilizados en este proyecto parten del ámbito periodístico, pero en todo
momento se ha intentando desarrollar un sistema de visualización genérico para cual-
quier tipo de recurso solicitado.
El desarrollo ha estado influenciado bajo una premisa clara, el desarrollo modular. En
este caso, el uso de un lenguaje como Java orientado a objetos a facilitado la tarea.
Cada una de las vistas implementadas se ha implementado en tres partes bien diferen-
ciadas con el objetivo de abstraer la posible complejidad que ya de por si ofrece una
plataforma de web semántica. De esta manera, conseguimos que un posible desarrolla-
dor o incluso diseñador con conocimientos de cualquier API utilizada pueda mejorar o
subsanar posibles fallos sin necesidad de ningún conocimiento de web semántica.
Además del desarrollo modular, se ha tenido presente el requisito de establecer un
sistema de visualización pensado para usuarios finales. En este sentido, y especialmente
en la parte de la vista, se han decidido en algunos momentos de la implementación,
soluciones basadas en AJAX ya que permite crear aplicaciones interactivas ricas para
el usuario.
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La integración con la plataforma Rhizomer ha condicionado las tecnologías utilizadas
en el desarrollo del sistema. Sin embargo, en líneas generales la integración ha sido un
éxito.
Durante la etapa de implementación e integración del sistema de visualización en Rhi-
zomer, se han detectado problemas de compatibilidad entre diferentes entornos de desa-
rrollo, tanto IDE’s como sistemas operativos utilizados, y en algunos caso no fáciles de
detectar a simple vista. Pero todos ellos se han ido superando.
En un punto del desarrollo cuando la vista mapa estaba finalizada se planteó la ne-
cesidad de implementar el soporte para una nueva ontología (georss) utilizada para
representar información geoposicionada. La adaptación fue rápida y sencilla. El plan-
teamiento y la estructura utilizada permitió adaptar cualquier vista a nuevas ontologías,
además de servir como punto de partida para otras muchas interfaces de visualización.
La inserción o modificación de formas de visualización no es excesivamente comple-
ja, obviamente se pueden mejorar muchos aspectos en desarrollo del sistema, pero es
posible adaptar casi cualquier servicio web que ofrezca un API basada en Java y/o
Javascript.
Desde el punto de vista personal, la realización del trabajo me ha permitido conocer
y trabajar con multitud de tecnologías punteras tanto en el ámbito de la investigación
como en el empresarial. La realización del proyecto me ha ayudado a sentar las bases
para el desarrollo de posteriores aplicaciones semánticas y la adaptación de proyectos
web actuales a lo que parece el futuro de la web.
Además, me ha permitido pensar en un enfoque diferente en el desarrollo de cualquier
aplicación web, conocer el porqué es necesaria la web semántica y las ventajas que
puede ofrecer en un futuro.
5.2. Conocimientos Adquiridos
Con la realización de este proyecto se han adquirido gran cantidad de conocimientos,
algunos de ellos actuales e innovadores. Por ejemplo:
Web Semántica.
Se han adquirido conocimientos básicos a nivel teórico y conceptual de una tecnología
novedosa e innovadora, utilizada principalmente fuera del ámbito empresarial. Ade-
más, no se ha adquirido conocimiento únicamente teóricos si no que se han podido
practicar bajo un entorno de web semántica real y funcional.
Java.
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El uso de este lenguaje de programación ha permitido adquirir una pequeña experiencia
tanto en las metodologías como en el desarrollo de aplicaciones en entorno web.
Tecnologías usadas en la web.
Se ha trabajado a un gran nivel muchas tecnologías punteras en el campo de las aplica-
ciones web. Como pueden ser JavaScript, HTML, AJAX, CSS.
RDF, RDFS, Ontologías.
Se ha adquirido un gran número de conceptos sobre estos modelos de datos, tanto a
nivel sintáctico como funcional.
5.3. Trabajo futuro.
Durante el desarrollo del trabajo siempre se ha tenido en cuenta que no pretendía ser
un desarrollo cerrado y definitivo, si no que en cualquier momento se puede modificar
el sistema, añadir vistas, etc..
Integración con Rhizomer
El proyecto se ha desarrollado para un caso de uso concreto ya que toda la información
estaba basada en un pequeño grafo RDF. Así pues, la primera tarea a realizar posi-
blemente es realizar pruebas de funcionamiento y testeo con Rhizomer, utilizando un
mayor grafo de información.
Modificación de las interfaces
Una de las ventajas de utilizar el API de Google Maps o de TimeLine es que están
en continuo desarrollo, por tanto muy posiblemente ofrecen nuevas características de
visualización u opciones de interactividad. Si en un futuro se desea actualizar bastaría
con modificar la parte web.
Nuevos módulos de visualización
Una de las cualidades de ofrece Rhizomer es permitir la gestión de metadatos de cual-
quier tipo de una forma genérica. Nuestro sistema, además de la visualización HTML,
permite ofrecer los datos en tres vistas diferentes. Posiblemente ninguna de ellas es
la más amigable para el usuario final en la mayoría de los casos, por tanto se abre la
posibilidad de añadir nuevos sistemas de visualización. Por ejemplo:
Sindice: Búsqueda de más metadatos sobre los recursos.
Gráfico: Interfaz que presenta un conjunto de recursos en un gráfico 2D con los
valores de dos de sus propiedades.
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Tuberías: Pasar los recursos RDF a través de una tubería semántica.
Acceso o copia de contenidos, teniendo en cuenta los términos de licencia de
derechos de autor basados en una ontología de derecho de Autor.
Mejoras en el sistema
Se puede trabajar en la mejora de numerosos puntos del sistema.
Mejorar la adaptación del sistema de vistas con Rhizomer. Hasta el momento es
requisito indispensable modificar el fichero XSLT para dar soporte a cualquier
interfaz que se haya programado. Se puede pensar en mejorar el sistema con la
finalidad de añadir una librería de clases java y ser capaz de “auto configurarse”.
Mejorar el algoritmo de centrado de la vista mapa. Actualmente se posiciona
en la longitud y latitud del primer recurso. La forma mas eficaz seria obtener
un algoritmo que en función de las distancias entre los puntos estableciera una
posición de centrado y un nivel de zoom óptimo.
Para mejorar la experiencia de los usuarios, si el navegador utilizado no soporta
el API de Google Maps, se podría añadir algún otro sistema similar de geoposi-
cionamiento que sirviera de alternativa.
Implementar un algoritmo de centrado para el TimeLine. De nuevo se posiciona
con los valores del primer recurso que en la mayoría de los casos no sera el valor
más apropiado para visualizar el resto de eventos temporales.
Aspectos de usabilidad y accesibilidad. Por ejemplo, adaptar las diferentes vistas
para navegadores que no soportan flash, que no tienen javascript o bien dar la
posibilidad de cambiar el tamaño de las letras de la transcripción adaptándola a
diferentes resoluciones o problemas de visibilidad.
Mejorar el sistema jerárquico de las clases. El desarrollo ha sido pensado para la
reutilización de código y estructuración de las clases, sin embargo puede tener
puntos donde es posible reutilizar código o mejorar la estructura de clases.
Apéndice A
API Google Maps
El API de Google Maps te permite insertar Google Maps en tus propias páginas web
con JavaScript. El API proporciona diversas utilidades para manipular mapas (como la
de la página web http://maps.google.com) y añadir contenido al mapa mediante diver-
sos servicios, permitiéndote crear sólidas aplicaciones de mapas en tu sitio web.
En este apéndice no se describe el API completo de GoogleMaps. Únicamente se mues-
tra una parte del API utilizada en el desarrollo del proyecto y algunos elementos intere-
santes.
Método GBrowserIsCompatible
GBrowser I sCompa t ib l e ( ) : r e t o r n a Boolean
Este método decide si el API de Google Maps puede utilizarse en el navegador en uso.




GMap2( c o n t a i n e r : Node , o p t s ? : GMapOptions ) : r e t o r n a None
Crea una instancia de la clase GMap2 para poder crear un mapa. Ésta es la clase central
del API. Todo lo demás es auxiliar.
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Crea un mapa nuevo dentro del contenedor HTML en cuestión, que generalmente suele
ser un elemento DIV. Si en el argumento opcional opts.mapTypes no se indica ningún
tipo de mapa, se utiliza el predeterminado, G_DEFAULT_MAP_TYPES. Si no se indi-
ca ningún tamaño en el argumento opcional opts.size, se utiliza el tamaño de container.
Si se especifica opts.size, el elemento contenedor del mapa cambiará de tamaño conse-
cuentemente. Consulta class GMapOptions. Nota: a Map necesita ser centrado antes de
usarlo. Se debe ejecutar GMap2.setCenter() inmediatamente para inicializar un mapa
creado con este constructor.
Métodos
d i s a b l e D r a g g i n g ( ) : r e t o r n a None
Desactiva la posibilidad de arrastrar el mapa.
enableInfoWindow ( ) / d i s a b l e In foW in dow ( ) : r e t o r n a None
Activa / Desactiva el uso de ventanas de información en el mapa.
Controles
a d d C o n t r o l ( c o n t r o l : GControl , p o s i t i o n ? : G C o n t r o l P o s i t i o n ) : r e t o r n a None
Añade el control al mapa. La posición en el mapa viene determinada por el argumento
opcional position. Si este argumento no está presente, se aplica la posición predeter-
minada del control, según determine el método GControl.getDefaultPosition(). No se
debe agregar más de una instancia del control al mapa.
r emoveCon t ro l ( c o n t r o l : GCont ro l ) : r e t o r n a None
Elimina el control del mapa. Si no se ha agregado nunca el control al mapa, no hace
nada.
Tipos de mapa
addMapType ( t y p e : GMapType ) : r e t o r n a None
Añade un tipo de mapa nuevo al mapa.
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setMapType ( t y p e : GMapType ) : r e t o r n a None
Selecciona el nuevo tipo de mapa en cuestión. El tipo ha de ser conocido para el mapa.
Consulta el constructor y el método addMapType().
Modificación del estado del mapa
s e t C e n t e r ( c e n t e r : GLatLng , zoom ? : Number , t y p e ? : GMapType ) : r e t o r n a None
Define la vista del mapa de acuerdo al centro especificado. También define opcional-
mente el nivel de acercamiento y el tipo de mapa. El tipo de mapa ha de ser conocido
para el mapa. Consulta el constructor y el método addMapType(). Este debe ser el
primer método que se llame después del constructor del mapa, para definir su estado
inicial. No se deben ejecutar operaciones en un objeto GMap2 recién creado hasta que
no se ejecute este método.
panTo ( c e n t e r : GLatLng ) : r e t o r n a None
Cambia el punto central del mapa al punto que se indique. Si este punto ya puede verse
en la vista del mapa en uso, cambie el centro con una animación progresiva.
setZoom ( l e v e l : Number ) : r e t o r n a None
Define el nivel de acercamiento para el nuevo valor que se proporcione.
s a v e P o s i t i o n ( ) : r e t o r n a None
Almacena la posición del mapa y el nivel de acercamiento en ese momento para volver
a llamarlo posteriormente con returnToSavedPosition().
r e t u r n T o S a v e d P o s i t i o n ( ) : r e t o r n a None
Restaura la vista de mapa guardada por savePosition().
Class GIcon
Un icono especifica qué imágenes se deben utilizar para mostrar un GMarker en el ma-
pa. Por motivos de compatibilidad con el navegador, especificar un icono es realmente
complicado. Ten en cuenta que, si prefieres no especificar ninguno propio, siempre
puedes utilizar el icono predeterminado de Google Maps G_DEFAULT_ICON.
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Constructor
GIcon ( copy ? : GIcon , image ? : S t r i n g )
Crea un objeto de icono nuevo. Si se indica otro icono en el argumento opcional copy,
se copiarán sus propiedades. Si no, se dejarán vacías. El argumento opcional image
define el valor de la propiedad image.
Constantes
G_DEFAULT_ICON
El icono predeterminado para los marcadores.
Propiedades
Propiedad Descripción
image La URL de la imagen en primer plano del icono.
iconSize El tamaño en píxeles de la imagen en primer plano del icono.
iconAnchor Las coordenadas en píxeles relativas a la esquina superior del icono
shadow La URL de la imagen de sombra del icono.
shadowSize El tamaño en píxeles de la imagen de sombra.
clase GPoint
Una clase GPoint representa un punto en el mapa según sus coordenadas en píxeles.
Ten en cuenta que en la versión 2 ya no representa un punto de la Tierra de acuerdo
a sus coordenadas geográficas. Las coordenadas geográficas se representan ahora con
GLatLng.
En el sistema de coordenadas de Google Maps, la coordenada x aumenta hacia la de-
recha y la coordenada y aumenta hacia abajo, aunque puedes utilizar las coordenadas
GPoint como prefieras.
Tener en cuenta que, mientras los dos parámetros de GPoint quedarán accesibles como
propiedades x y y, es mejor no modificarlos nunca y, en su lugar, conviene más crear
un objeto nuevo con parámetros diferentes.
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Constructor
GPoint ( x : Number , y : Number )
Crea un objeto GPoint.
Métodos
e q u a l s ( o t h e r : GPoint ) : r e t o r n a Boolean
Devuelve true si el otro punto tiene las mismas coordenadas.
e q u a l s ( o t h e r : GPoint )
Devuelve true si el otro punto tiene las mismas coordenadas.
Si se desea ampliar la información acerca de las posibilidades que ofrece Google Maps




Un TimeLine esta formado por una o más bandas que pueden ser arrastradas sin ningu-
na restricción temporal con el puntero del ratón tanto verticalmente como horizontal-
mente según la configuración. Las bandas pueden configurarse para estar sincronizadas
unas con otras, de tal manera que si desplazamos una también se desplazaran las otras.
Cada banda contiene sus propios elementos y configuración por ejemplo una banda
puede particionarse por días, meses, años, etc. También, podemos definir de una manera
independiente la apariencia de cada una.
Además, cada banda puede contener diferentes recursos temporales, todo ello ofrece
un sistema fluido y amigable para los usuarios.
En este apéndice no se describe todo el API TimeLine. Únicamente se muestra una






c r e a t e ( div , b a n d I n f o s , o r i e n t a t i o n )
Retorna un elemento TimeLine ubicado dentro del elemento especificado en el pará-
metro div, con la orientación especificada. Si no se especifica ninguna se asume una
orientación horizontal.
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El atributo badnInfos contiene una Array de elementos del tipo band.
c r e a t e B a n d I n f o ( params )
Retorna un objeto band cuyos campos almacenan los parámetros especificados por el
parámetro de entrada. Algunos de los campos de configuración pueden ser obtenidos
de manera predeterminada.
Parámetros disponibles
width. Obligatorio, espacio ocupado por la banda expresado como porcentaje
utilizado una string. Por ejemplo : “30%”
intervalUnit. Obligatorio, unidad de tiempo utilizada. Por ejemplo, Timeline.DateTime.WEEK.
intervalPixels. Obligatorio, Numero de puntos que serán mapeados en la banda.
Por ejemplo, 100.
eventSource. Opcional, contiene los eventos que van ha ser pintados en la banda.
Por ejemplo, new Timeline.DefaultEventSource(). Es null por defecto.
theme. Opcional, contiene la información visual utilizada por la banda. Por ejem-
plo, Timeline.ClassicTheme.create(). Por defecto, se utiliza Timeline.getDefaultTheme().
date. Opcional, String o fecha en el que la banda debe estar centrado inicialmen-
te.
timeZone. Opcional, especifica la zona horaria de la banda. El valor predetermi-
nado es 0, es decir, la hora GMT.
showEventText. Opcional, Especifica si existen títulos para los eventos que se
van a mostrar. El valor por defecto es true.
ge tD e fau l tTh eme ( )
Retorna un objeto con el aspecto visual definido por defecto.
loadXML ( u r l , f )
Carga un archivo XML leído desde la URL y, a continuación, llama a f para procesarla.
loadJSON ( j son , f )
Carga la estructura definida en el parámetro json.
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