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Step 4. Real-time Telemetry 
 
Finally, we want to utilize the server’s ability to subscribe to telemetry from Open MCT 
Web. To do this, first we want to expose some new methods for this from our server adapter: 
 
 
/*global define,WebSocket*/ 
 
define( 
    [], 
    fu​nction () { 
        "use strict"; 
 
        function ExampleTelemetryServerAdapter($q, wsUrl) { 
            var ws = new WebSocket(wsUrl), 
                histories = {}, 
                listeners = [], 
                dictionary = $q.defer(); 
 
            // Handle an incoming message from the server 
            ws.onmessage = function (event) { 
                var message = JSON.parse(event.data); 
 
                switch (message.type) { 
                case "dictionary": 
                    dictionary.resolve(message.value); 
                    break; 
                case "history": 
                    histories[message.id].resolve(message); 
                    delete histories[message.id]; 
                    break; 
                case "data": 
                    listeners.forEach(function (listener) { 
                        listener(message); 
                    }); 
                    break; 
                } 
            }; 
 
            // Request dictionary once connection is established 
            ws.onopen = function () { 
                ws.send("dictionary"); 
            }; 
 
            return { 
                dictionary: function () { 
                    return dictionary.promise; 
                }, 
                history: function (id) { 
                    histories[id] = histories[id] || $q.defer(); 
                    ws.send("history " + id); 
                    return histories[id].promise; 
                }, 
                subscribe: function (id) { 
                    ws.send("subscribe " + id); 
                }, 
                unsubscribe: function (id) { 
                    ws.send("unsubscribe " + id); 
                }, 
                listen: function (callback) { 
                    listeners.push(callback); 
                } 
            }; 
        } 
 
        return ExampleTelemetryServerAdapter; 
    } 
); 
tutorials/telemetry/src/ExampleTelemetryServerAdapter.js 
 
Here, we have added ​subscribe​ and ​unsubscribe​ methods which issue the 
corresponding requests to the server. Seperately, we introduce the ability to listen for ​data 
messages as they come in: These will contain the data associated with these subscriptions. 
 
We then need only to utilize these methods from our ​telemetryService​: 
 
/*global define*/ 
 
define( 
    ['./ExampleTelemetrySeries'], 
    function (ExampleTelemetrySeries) { 
        "use strict"; 
 
        var SOURCE = "example.source"; 
 
        function ExampleTelemetryProvider(adapter, $q) { 
  var subscribers = {}; 
 
            // Used to filter out requests for telemetry 
            // from some other source 
            function matchesSource(request) { 
                return (request.source === SOURCE); 
            } 
 
            // Listen for data, notify subscribers 
            adapter.listen(function (message) { 
                var packaged = {}; 
                packaged[SOURCE] = {}; 
                packaged[SOURCE][message.id] = 
                    new ExampleTelemetrySeries([message.value]); 
                (subscribers[message.id] || []).forEach(function (cb) { 
                    cb(packaged); 
                }); 
            }); 
 
            return { 
                requestTelemetry: function (requests) { 
                    var packaged = {}, 
                        relevantReqs = requests.filter(matchesSource); 
 
                    // Package historical telemetry that has been received 
                    function addToPackage(history) { 
                        packaged[SOURCE][history.id] = 
                            new ExampleTelemetrySeries(history.value); 
                    } 
 
                    // Retrieve telemetry for a specific measurement 
                    function handleRequest(request) { 
                        var key = request.key; 
                        return adapter.history(key).then(addToPackage); 
                    } 
 
                    packaged[SOURCE] = {}; 
                    return $q.all(relevantReqs.map(handleRequest)) 
                        .then(function () { return packaged; }); 
                }, 
                subscribe: function (callback, requests) { 
                    var keys = requests.filter(matchesSource) 
                        .map(function (req) { return req.key; }); 
 
                    function notCallback(cb) { 
                        return cb !== callback; 
                    } 
 
                    function unsubscribe(key) { 
                        subscribers[key] = 
                            (subscribers[key] || []).filter(notCallback); 
                        if (subscribers[key].length < 1) { 
                            adapter.unsubscribe(key); 
                        } 
                    } 
 
                    keys.forEach(function (key) { 
                        subscribers[key] = subscribers[key] || []; 
                        adapter.subscribe(key); 
                        subscribers[key].push(callback); 
                    }); 
 
                    return function () { 
                        keys.forEach(unsubscribe); 
                    }; 
                } 
            }; 
        } 
 
        return ExampleTelemetryProvider; 
    } 
); 
 
 
tutorials/telemetry/src/ExampleTelemetryProvider.js 
 
A quick summary of these changes: 
 
● First, we maintain current subscribers (callbacks) in an object containing key­value pairs, 
where keys are request ​key​ properties, and values are callback arrays. 
● We listen to new data coming in from the server adapter, and invoke any relevant 
callbacks when this happens. We package the data in the same manner that historical 
telemetry is packaged (even though in this case we are providing single­element series 
objects.) 
● Finally, in our ​subscribe​ method we add callbacks to the lists of active subscribers. 
This method is expected to return a function which terminates the subscription when 
called, so we do some work to remove subscribers in this situations. When our 
subscriber count for a given measurement drops to zero, we issue an unsubscribe 
request. (We don’t take any care to avoid issuing multiple subscribe requests to the 
server, because we happen to know that the server can handle this.) 
 
Running Open MCT Web again, we can still plot our historical telemetry ­ but now we 
also see that it updates in real­time as more data comes in from the server. 
