Abstract
Figure 1. Deciding Process
The inputs of this process, as depicted in Figure 1 , is the set of < R, G, D, U >. Request (R) from detecting process contains the reason for the change demand (e.g. violating a goal). Goal repository (G) includes goals derived from the desired self-* properties. For instance self-healing can be decomposed to min recovery time and cost. Domain repository (D) includes models and information about underlying adaptable software such as constraints for adaptation actions. Utility repository (U ) contains the preferences of system stakeholders for goals and actions, for instance in form of g 1 g 2 ... g n or as a utility function U (.). The output of the deciding process is an action or sequence of actions representing decisions which has to be performed by the acting process.
In a nutshell, given the inputs < R, G, D, U >, the problem is to make a decision which satisfies the goals in G to a sufficient degree (satisfice [3] ). The decision has to be also approximately optimal regarding the utility information in U and complies with constraints in D. While the problem in a large-scale complex system needs to be decomposed deciding and coordinating/orchestrating for multiple elements, this research focuses on one single element.
Related Works and Research Gaps
For the sake of brevity, this section covers only a few related works. The first one is Self-Adaptive Software for modelbased recovery [5] , which uses models of software goals, program structure and its environment. Another project is the Accord framework [4] which utilizes application context, definition of autonomic elements, dynamic composition rules/mechanisms, and an infrastructure for rule enforcement. The third project is Rainbow for architecturebased adaptation which proposes an adaptation language to capture managers' choices and their utility information [2] .
Observations from these systems can be summarized as follows: i) The goals are either implicitly expressed in rules, in Accord [4] and Rainbow [2] , or in their internal models, for Self-Adaptive [5] . ii) Accord and Rainbow use deterministic rule-based mechanisms for deciding. So, they cannot address deliberative decision making and deciding under uncertainty.
Proposed Approach
The research approach can be divided into two phases. The first phase aims at proposing an appropriate structure for KB to capture goals, domain and utility information. KB should also represent relationships in form of intra-relationships within each repository and inter-relationships among repositories. 
Domain repository
Goal Repository (G) can be modeled by a Soft-goal Interdependency Graph (SIG) [1] . In a hierarchical goal model, low-level goals can be linked to measurable attributes and actions in D. These goals can also be related to actions by links annotated by their impact levels.
Utility Repository (U ) aims at specifying preferences of actions or goals (e.g. in form of dominance [3] ). The information is affected by cost of actions due to both technical (e.g. technologies in adaptable software), and business issues (e.g. Service-Level Agreement -SLA).
The second phase is developing the KB and deciding process for a specific software regarding a given set of goals. The first step in this phase is collecting information from domain and stakeholders to build and populate the KB in a goal-driven manner. Then, the next step is to design and develop the deciding process based on the KB, and existing decision models. Two core parts of deciding process are decision model, and decision-making algorithm, as illustrated in Figure 1 . The decision model may be built directly based on the relationships in KB, or as a state-based/planningbased model. The decision-making algorithm is in charge of finding the approximately optimal decision, because it has to be performed on-line at run-time, sometimes without complete knowledge and based on qualitative information. One significant point in designing the deciding process is addressing both deliberative and reactive responses. The last step in the second phase is evaluating the deciding process by appropriate criteria and metrics.
Progress and Expected Contributions
The experimental model contains adaptive elements each one consisting of an adaptation engine and an adaptable element [6] . The first experiment utilizes action rules (eventaction rule) for self-optimizing. In the second experiment fuzzy rules have been used for action fusion in the deciding process. The third experiment adds using classical AI planning in the deciding process for self-healing. But the notable drawback for this method is lack of execution monitoring. The next experiment deals with coordinating two self-* properties in an autonomic system [7] . The coordination mechanism coordinate self-healing and -optimizing on the basis of action type, weak or strong. For the rest of this research an appropriate case study is required, which one option could be using open-source J2EE applications regarding J2EE rich technologies for adaptation.
The first potential contribution of this research will be designing a knowledge-base structure for adaptation engine. This knowledge-base relates goals, domain, and utility information, as a basis for the decision model. Decision making in self-adaptive/autonomic software for satisfying goals and optimizing utility functions have not been addressed in literature extensively or overlooked. The second contribution will be proposing the process of designing and developing decision model and decision-making algorithm. The process is mainly led by goals and existing decisiontheoretical solutions. One byproduct of this research would be the catalog of potential decision models suitable for different self-* properties.
Research Evaluation
To evaluate the proposed solution, we need to show how this research addresses the drawbacks of related works. Explicit goal representation, and reconciling reactive and deliberative decision-making are two notable instances for this purpose. Generally, evaluating a self-adaptive software is still an open research problem. But quality of any solution can be assessed by effectiveness and efficiency in terms of each single goal and conflicting cases due to nature of goals or resources. Evaluation has to measure robustness, sensitivity and cost/benefit of actions.
