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I. INTRODUCTION
With the development of medical equipment came the problem of visualizing not only 2D data, but also 3D data. Such images are the result of the reconstruction of data from CT scans, PET scans, and other modern diagnostic methods. The reconstructed images are stored as 3D arrays in the form of a voxel grid. One of the ways to demonstrate data of this kind is to visualize the isosurfaces representing some numeric characteristic of the image's voxels (such as Roentgen density). There are two approaches to visualizing isosurfaces. The first uses a triangular mesh that approximates the required isosurface; a disadvantage of this approach is that it requires the data to be preprocessed in order to construct this approximation. The second approach -isosurface volume rendering -detects this surface "on the fly" by tracing rays passing through the screen's pixels in the given volume. The objective of the work is to improve the quality of the visualization of the isosurface thus obtained.
Since the resolution of the original 3D data is rather low, there is no data on the fine details of various organs, bones, blood vessels, etc. However, this data can be added artificially, so as to make the surface being visualized resemble the real organ, bone, etc. more closely. Common techniques for detailed relief simulation are called bump mapping techniques and some of the underlying ideas can be adapted to a surface being constructed "on the fly". 
II. REFERENCE OVERVIEW
In medical visualization, bump mapping is used as follows: first, the isosurface is constructed; then the texture coordinates are calculated; and finally, the texture is applied during visualization. Such an approach requires preprocessing to calculate the geometry of the isosurface [1] . However, for the purposes of medical visualizations the approach most commonly used is isosurface volume rendering, as it can be used to visualize any isosurface without preprocessing [2] - [7] .
There are many methods for bump mapping that allow the relief to be modeled by simply changing the normal [8] as well as using more complicated methods that take into account the height of the isosurface and the displacement of the point being displayed relative to the observer [9] - [11] . Most of the bump mapping methods makes use of a normal map, where each point gets assigned to a normal in the tangent space. The tangent space is given by a coordinate system where the z axis is the normal vector N at the point of tangency, while the x and y axes are the vectors T and B, which point along the directions of increase for the texture coordinates u and v respectively and lie in the tangent plane. To calculate the lighting in the global coordinate system, the texture normal, norm, is normalized to the range [-1, 1] and is converted from the tangent space to the global space with the following formula: 
The vector n thus obtained is used for lighting calculations.
III. ALGORITHM DESCRIPTION
When isosurface volume rendering is done without preprocessing, there is no additional information on the surface in the voxel grid. The isosurface is visualized, for example, using bounding volume rendering, where the color and transparency of each pixel are determined by moving along the ray with some step length (Fig. 2) . In doing this, the voxel grid is placed in the cube with coordinates between 0 and 1, which corresponds to the 3D texture space. Step-by-step movement along the ray to determine where it intersects the isosurface In this case, for every point one can find not only its position in the global coordinate system, but also use the values in neighboring voxels to calculate the normal N as a gradient.
The algorithm for applying the bump mapping is as follows:
1. Using the 2D normal map, a cubic texture is constructed, where each face is the original 2D image.
An analogous texture is constructed for the
Diffuse lighting component. 
4. The vector tex thus obtained is used to pick the color and normal from their respective cubic textures. The next step is to calculate the vectors of the tangent space. A face of the cube is chosen depending on which component of tex is the greatest in absolute value. In turn, every face of the cube has its own texture space (Fig. 3) , which is what determines the basis vectors T and B of the tangent space. The algorithm to calculate tangent space is based on the isosurface voxel position in 3D texture space, named tex above. First, the local normal is extracted from the cube map as described below: Next is the software handling of cube map texturing process: the same cube map face should be determined as it occurs during texture sampling process. With the face given one can compute tangent and binormal vectors accordingly.
The cube map face to sample a texel from is being selected basing on the maximum absolute value of the input coordinates vector.
Once the basis for the tangent space is determined, the vector from the cubic normal map is converted to the global coordinate system. Since all the vectors are in the same space, a lighting intensity can be computed. The algorithm is not restricted to some specific lighting model, but for simplicity the Phong's model is used:
In this formula, Ambient is the amount of ambient shading, Diffuse is the amount of diffused light (this is determined by the texture), L is the vector from the point to the light source, R is the reflection of L about the normal, and shininess is the intensity of reflected light.
IV. RESULTS
An algorithm has been implemented for visualizing data using isosurface volume rendering. The computation of lighting has been implemented with a single diffuse color only, also with texturing and normal mapping based on the approach described above. Figs. 4-7 depict the results of the algorithm applied to data obtained from an MRI scan of a human brain. Fig. 4 shows the visualization without bump mapping. Fig. 5 shows the visualization obtained with bump mapping using the presented method. The textures used are shown in Fig. 6 . The visualization of the frontal lobe WM is shown in Fig.  7 . In this case, only the bump texture is used (the same bump texture as in the previous example).
The algorithm has been tested on PCs with configurations described in the Table I . According to the tests, the texturing and normal computations have almost no effect on the runtime of the whole application: an overhead is approximately 1% of the runtime of the isosurface volume rendering algorithm. V. CONCLUSION An algorithm has been presented for relief texturing based on the isosurface volume rendering approach applicable to medical data visualization. The algorithm can run on GPUs that support cubic textures and only increases the workload by 1%. The only extra operations required to perform on GPU are cubic texture sampling and a number of vector operations.
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