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ΠΕΡΙΛΗΨΗ 
 
Η παρούσα διπλωματική εργασία έχει ως στόχο την σύγκριση των δυο δημοφιλέστερων 
τεχνολογικών εργαλείων της JavaScript για τη δημιουργια δυναμικών εφαρμογών ιστού 
μιας σελίδας (single page application), του πλαισίου ανάπτυξης (framework) Angular 
και της βιβλιοθήκης (library) React. Μετά από μελέτη και σύγκριση των 
χαρακτηριστικών τους, δημιουργήθηκε η ανάγκη για τη κατασκευή μιας δυναμικής 
εφαρμογής ιστού εις διπλούν και στις δύο τεχνολογίες με σκοπο την μέτρηση των 
επιδοσεων της καθε εφαρμογης. Από τη στατιστική μελέτη που έγινε και τις μετρησεις 
που λαβαμε βλεπουμε οτι η εφαρμογή React είχε μικρότερο μέγεθος παραγόμενων 
αρχείων σε σχέση με την εφαρμογή Angular κατά 49% και η ταχύτητα φόρτωσης της 
εφαρμογής React με τη χρηση της κρυφής μνήμης (cache) του φυλλομετρητη ηταν 
κατα 26% καλυτερη και απενεργοποιώντας τη λειτουργία caching ήταν κατα 53% 
καλύτερη από την αντιστοιχη της Angular εφαρμογής. Με βάση τα παραπάνω 
αποτελέσματα συμπεραίνουμε οτι καταλληλότερο εργαλείο για την ανάπτυξη μιας 
δυναμικής και γρήγορης εφαρμογής ιστού είναι η βιβλιοθήκη React. 
  
Λέξεις κλειδιά: Σύγκριση, JavaScript, Angular, Πλαίσιο, ReactJS, Βιβλιοθήκη, 
Εφαρμογή Ιστού μιας Σελίδας, Επίδοση 
  
 iii 
 
ABSTRACT 
 
This diploma thesis aims to compare the two most popular JavaScript tools to create 
single-page applications, the Angular framework and the React library. After studying 
and comparing their features, it was necessary to create a dynamic SPA in duplicate 
using both technologies to measure the performance of each application. Based on our 
statistical study, we made and the measurements we saw that React had a smaller file 
size than Angular application by 49%, and the React load rate of the React application 
using the cache of the browser was 26% better and disabled caching was 53% better. 
Based on the above results, we conclude that the most appropriate tool for developing a 
dynamic and fast web application is the React library. 
 
Keywords: Comparison, JavaScript, Angular, Framework, ReactJS, Library, Single 
Page Application, Performance 
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1 ΕΙΣΑΓΩΓΗ 
 
Στη εποχή όπου κάθε επιχείρηση επιθυμεί μία παρουσία στον ιστοχώρο, οι απαιτήσεις 
ολοένα και αυξάνονται. Όλοι επιθυμούν μία δυναμική, ποιοτική, γρήγορη και 
οικονομική εφαρμογή ιστού. Η γλώσσα προγραμματισμού JavaScript (JS) έδωσε τη 
δυνατότητα για τη δημιουργία δυναμικών εφαρμογών ιστού. Οι συγχρονές εφαρμογές 
ιστού συχνά χρησιμοποιούν εργαλεία που κάνουν την ανάπτυξη ευκολότερη, 
οικονομικότερη και με καλύτερη ποιότητα. Η επιλογή του κατάλληλου εργαλείου είναι 
πολύ δύσκολη καθώς υπάρχουν πολλά ανταγωνιστικά εργαλεία. 
1.1 ΠΡΟΒΛΗΜΑ 
 
Αναζητωντας το καταλληλότερο εργαλειο για την ανάπτυξη μιας γρήγορης εφαρμογής 
ιστού θα μελετήσουμε και θα συγκρίνουμε τα δύο δημοφιλέστερα JS εργαλεία για τη 
δημιουργία δυναμικών εφαρμογών ιστού μιας σελίδας (single page application), του 
πλαισίου (framework) Angular και της βιβλιοθήκης (library) React ωστε να 
εντοπίσουμε αυτο με την καλύτερη επίδοση (performance). 
1.2 ΕΠΙΛΥΣΗ 
 
Για τη επιλυση του προβληματος, θα διεξαχθεί μια βιβλιογραφική μελέτη σχετικά με τα 
χαρακτηριστικά της γλώσσας προγραμματισμού JavaScript και των δύο 
δημοφιλέστερων εργαλείων της για τη δημιουργία εφαρμογών ιστου, της βιβλιοθήκης 
React και του πλαισίου Angular, όπως επίσης και μία σύγκριση των βασικότερων 
χαρακτηριστικών τους. Στη συνεχεια θα κατασκευασουμε μιας δυναμικής εφαρμογής 
ιστού μίας σελίδας εις διπλούν και στις δύο τεχνολογίες ωστε να μετρήσουμε και να 
συγκρίνουμε την απόδοση τους.   
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2 ΒΙΒΛΙΟΓΡΑΦΙΚΗ ΑΝΑΣΚΟΠΗΣΗ 
 
Στο κεφάλαιο αυτό περιλαμβάνεται τη μελέτη των δύο δημοφιλέστερων τεχνολογικών 
εργαλείων ανάπτυξη εφαρμογών ιστού της γλώσσας προγραμματισμού JavaScript, το 
πλαίσιο Angular και τη βιβλιοθληκη React.  
2.1 JAVASCRIPT 
 
2.1.1 ΕΙΣΑΓΩΓΗ 
 
Η JavaScript (JS) είναι μια υψηλού επιπέδου διερμηνευμένη (interpreted) γλώσσα 
προγραμματισμού. Αρχικά αποτέλεσε μέρος της υλοποίησης των φυλλομετρητών 
Ιστού. Δίνοντας τη δυνατότητα με τη χρήση σεναρίων (scripts) από την πλευρά του 
πελάτη (client-side) να μπορούν οι φυλλομετρητές ιστου να αλληλεπιδρούν με τον 
χρήστη, να ανταλλάσσουν δεδομένα ασύγχρονα με κάποιο απομακρυσμένο 
εξυπηρετητή (server) καθώς και να αλλάζουν δυναμικά το περιεχόμενο του HTML 
(Hypertext Markup Language) εγγράφου που εμφανίζεται σε αυτούς. 
Η JS είναι μια γλώσσα σεναρίων (scripted) που βασίζεται στα πρωτότυπα (prototype-
based), είναι δυναμική (dynamic) με ασθενείς τύπους και έχει συναρτήσεις ως 
αντικείμενα πρώτης τάξης (first-class functions). Η σύνταξή της είναι επηρεασμένη από 
τη γλώσσα προγραμματισμού C. Η JS αντιγράφει πολλά ονόματα και συμβάσεις 
ονοματοδοσίας από τη Java, αλλά γενικά οι δύο αυτές γλώσσες δε σχετίζονται και 
έχουν πολύ διαφορετική σημασιολογία. Οι βασικές αρχές σχεδιασμού της JS 
προέρχονται από τις γλώσσες προγραμματισμού Self και Scheme. Είναι γλώσσα 
βασισμένη σε διαφορετικά προγραμματιστικά παραδείγματα (multi-paradigm), 
υποστηρίζοντας τόσο το αντικειμενοστρεφές, το προστακτικό όσο και το συναρτησιακό 
στυλ προγραμματισμού. 
Η JS χρησιμοποιείται και σε εφαρμογές, εκτός ιστοσελίδων, όπως έγγραφα PDF, 
εξειδικευμένοι φυλλομετρητές (site-specific browsers) και μικρές εφαρμογές της 
επιφάνειας εργασίας (desktop widgets). Οι νεότερες εικονικές μηχανές και πλαίσια 
ανάπτυξης για JavaScript, όπως το Node.js, έχουν επίσης κάνει τη JS δημοφιλή για την 
ανάπτυξη εφαρμογών Ιστού στην πλευρά του διακομιστή (server-side). 
Το πρότυπο της γλώσσας κατά τον οργανισμό τυποποίησης ECMA ονομάζεται 
ECMAscript. 
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2.1.2 ΧΑΡΑΚΤΗΡΙΣΤΙΚΑ 
 
Οι λειτουργίες που παρουσιάζονται παρακάτω είναι κοινές σε όλες τις υλοποιήσεις του 
ECMAScript, εκτός και αν ορίζεται διαφορετικά. 
2.1.2.1 ΚΑΘΟΛΙΚΗ ΥΠΟΣΤΗΡΙΞΗ 
 
Όλα τα σύγχρονα προγράμματα περιήγησης διαδικτύου υποστηρίζουν JS με 
ενσωματωμένους διερμηνείς. 
2.1.2.2 ΠΡΟΣΤΑΚΤΙΚΟΣ ΚΑΙ ΔΟΜΗΜΕΝΟΣ ΠΡΟΓΡΑΜΜΑΤΙΣΜΟΣ 
 
Η JS υποστηρίζει μεγάλο μέρος της δομημένης σύνταξης της από τη γλώσσα C (π.χ. if 
statements, while loops, switch statements, do while loops κ.λπ.). Μια εξαίρεση είναι η 
εμβέλεια των μεταβλητων (scoping): Η JS είχε αρχικά μόνο εμβέλεια συναρτήσεων 
(function scoping) με var. Το ECMAScript 2015 πρόσθεσε τις λέξεις-κλειδιά let και 
const για την εμβέλεια σε ένθετο μπλοκ (block scoping), πράγμα που σημαίνει ότι η JS 
έχει τώρα εμβέλεια σε συναρτήσεις και σε ένθετα μπλοκ. Όπως η C, έτσι και η JS κάνει 
διάκριση μεταξύ εκφράσεων και δηλώσεων. 
2.1.2.3 ΔΥΝΑΜΙΚΗ 
 
2.1.2.3.1 ΔΥΝΑΜΙΚΟΙ ΤΥΠΟΙ 
 
Η JS έχει δυναμικούς τύπους όπως και οι περισσότερες άλλες γλώσσες σεναρίων. Ένας 
τύπος συνδέεται με μια τιμή παρά με μια έκφραση. Για παράδειγμα, μια μεταβλητή που 
αρχικά ήταν συνδεδεμένη με έναν αριθμό μπορεί να μεταφερθεί εκ νέου σε μια 
συμβολοσειρά. Η JS υποστηρίζει διάφορους τρόπους για να ελεγχθεί ο τύπος των 
αντικειμένων. 
2.1.2.3.2 Δυναμική αποτίμηση 
 
Η JS περιλαμβάνει μια συναρτηση eval που μπορεί να αποτιμήσει και να εκτελέσει 
δηλώσεις που παρέχονται ως συμβολοσειρές κατά την εκτέλεση. 
2.1.2.4 Αντικειμενοστρέφεια 
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Η JS είναι σχεδόν εξ ολοκλήρου βασισμένη σε αντικείμενα. Στη JS, ένα αντικείμενο 
είναι ένας προσεταιριστικος πίνακας, επαυξημενος με ένα πρωτότυπο πίνακα, κάθε 
κλειδί παρέχει το όνομα για μια ιδιότητα του αντικειμένου. Μια ιδιότητα μπορεί να 
προστεθεί, να ξαναδηλωθει ή να διαγραφεί κατά την εκτέλεση. Οι περισσότερες 
ιδιότητες ενός αντικειμένου (και κάθε ιδιότητα που ανήκει στην πρωτότυπη αλυσίδα 
κληρονομιάς ενός αντικειμένου) μπορούν να απαριθμηθούν χρησιμοποιώντας ένα for ... 
σε loop. Η JS διαθέτει μικρό αριθμό ενσωματωμένων αντικειμένων, 
συμπεριλαμβανομένων των συναρτήσεων και της ημερομηνίας. 
2.1.2.5 Πρωτότυπα 
 
Η JS χρησιμοποιεί πρωτότυπα εκεί όπου πολλές άλλες αντικειμενοστρεφείς γλώσσες 
χρησιμοποιούν κλάσεις για κληρονομικότητα. Είναι δυνατό με τη χρήση πρωτοτύπων 
στη JS να προσομοιωθούν πολλά από τα χαρακτηριστικά των βασισμένων σε κλάσεις 
γλωσσών. 
2.1.2.6 Συναρτήσεις ως κατασκευαστές αντικειμένων 
 
Οι συναρτήσεις λειτουργουν διπλά, πέρα απο τον τυπικό τους ρόλο, ως κατασκευαστές 
αντικειμένων. Όταν η κλήση μιας συνάρτησης γίνεται προσθέτοντας τη λέξη new τότε 
αυτη θα δημιουργήσει ένα στιγμιότυπο ενός πρωτοτύπου, κληρονομώντας ιδιότητες και 
μεθόδους από τον κατασκευαστή και το πρότυπο. Το ECMAScript 5 προσφέρει τη 
μέθοδο Object.create, επιτρέποντας τη δημιουργία ενός στιγμιότυπου χωρίς αυτόματη 
κληρονομήση από το πρωτότυπο του αντικειμένου. Η ιδιότητα του πρωτότυπου του 
κατασκευαστή καθορίζει το αντικείμενο που θα χρησιμοποιηθεί για το πρωτότυπο του 
νέου αντικειμένου. Νέες μέθοδοι μπορούν να προστεθούν τροποποιώντας το 
πρωτότυπο της συνάρτησης που χρησιμοποιείται ως κατασκευαστής. Οι 
ενσωματωμένοι κατασκευαστές της JS, όπως το Array ή το Object, έχουν επίσης 
πρωτότυπα που μπορούν να τροποποιηθούν. Ενώ είναι δυνατό να τροποποιηθεί το 
πρωτότυπο Object, θεωρείται γενικά κακή πρακτική επειδή τα περισσότερα αντικείμενα 
στη JS θα κληρονομήσουν μεθόδους και ιδιότητες από το πρωτότυπο Object και 
ενδέχεται να μην αναμένουν ότι έχει τροποποιηθεί το πρωτότυπο. 
2.1.2.7 Συναρτήσεις ως μέθοδοι 
 
Σε αντίθεση με πολλές αντικειμενοστρεφείς γλώσσες, δεν υπάρχει διάκριση μεταξύ 
ορισμού συνάρτησης και ορισμού μεθόδου. Αντίθετα, η διάκριση εμφανίζεται κατά τη 
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διάρκεια της κλήσης της συνάρτησης, όταν μια συνάρτηση καλείται ως μέθοδος ενός 
αντικειμένου, η δεσμευμένη λέξη this εσωτερικά της συνάρτησης αναφέρεται στο 
αντικείμενο στο οποίο κληθηκε. 
2.1.2.8 Συναρτησιακή 
 
Για την JS οι συναρτησεις ειναι πρώτης τάξης μέλη. Μια συνάρτηση θεωρείται ότι είναι 
ένα αντικείμενο. Ως εκ τούτου, μια συνάρτηση μπορεί να έχει ιδιότητες και μεθόδους, 
όπως .call() και .bind(). Μια ένθετη συνάρτηση είναι μια συνάρτηση ορισμένη μέσα σε 
μια άλλη συνάρτηση. Δημιουργείται κάθε φορά που καλείται η εξωτερική συνάρτηση. 
Η JS υποστηρίζει ανώνυμες συναρτήσεις. 
2.2 ΒΙΒΛΙΟΘΗΚΗ REACTJS 
 
2.2.1 ΕΙΣΑΓΩΓΗ 
 
Το React.js (React) είναι μία βιβλιοθήκη της JS για τη δημιουργία διεπαφών με το 
χρήστη (user interfaces). Συντηρείται απο το Facebook και από μία κοινότητα 
προγραμματιστών και εταιριών. Μπορεί να χρησιμοποιηθεί ως βάση για την ανάπτυξη 
εφαρμογών μίας σελίδας (single-page applications) ή εφαρμογών κινητής τηλεφωνίας 
(mobile applications). Σύνθετες εφαρμογές βασισμένες στη βιβλιοθήκη React απαιτούν 
τη χρήση επιπλέον βιβλιοθηκων για την διαχείριση καταστάσεων, τη δρομολόγηση και 
την αλληλεπίδραση με API. 
Το React δημιουργήθηκε από τον Jordan Walke, μηχανικό λογισμικού του Facebook. 
Ήταν επηρεασμένος απο το XHP, ένα στοιχείο HTML για την PHP. Χρησιμοποιήθηκε 
για πρώτη φορά στη ροή ενημερώσεων (newsfeed) του Facebook το 2011 και αργότερα 
στο Instagram το 2012. Έγινε κώδικας ανοιχτού λογισμικού (open-sourced) στο JSConf 
US το Mάιο του 2013. 
2.2.2 ΧΑΡΑΚΤΗΡΙΣΤΙΚΑ 
 
2.2.2.1 ΜΟΝΟΔΡΟΜΗ ΠΡΟΣΔΕΣΗ ΔΕΔΟΜΕΝΩΝ (ONE-WAY DATA BINDING) 
 
Οι ιδιότητες (properties - props) μεταβιβάζονται σε ένα στοιχείο από το γονικό 
στοιχείο. Τα στοιχεία (components) λαμβάνουν ιδιότητες ως ένα ενιαίο σύνολο 
αμετάβλητων τιμών (ένα αντικείμενο JS). 
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2.2.2.2 ΣΤΟΙΧΕΙΑ ΜΕ ΚΑΤΑΣΤΑΣΗ (STATEFUL COMPONENTS) 
Οι καταστάσεις διατηρούν τιμές σε όλο το στοιχείο και μπορούν να μεταβιβαστούν σε 
παιδικά στοιχεία μέσω ιδιοτήτων: 
 
Εικόνα 1 - Stateful components 
 
2.2.2.3 ΕΙΚΟΝΙΚΟ ΜΟΝΤΕΛΟ ΑΝΤΙΚΕΙΜΕΝΟΥ ΕΓΓΡΑΦΟΥ (VIRTUAL DOM)  
 
Ένα άλλο αξιοσημείωτο χαρακτηριστικό είναι η χρήση ενός εικονικού Μοντέλου 
Αντικειμένου Εγγράφου. Το React δημιουργεί μια δομή δεδομένων εντός της μνήμης 
(in-memory data structure cache), υπολογίζει τις προκύπτουσες διαφορές και στη 
συνέχεια ενημερώνει αποτελεσματικά το DOM που εμφανίζεται στο πρόγραμμα 
περιήγησης. Αυτό επιτρέπει στον προγραμματιστή να γράφει κώδικα σαν να αποδίδεται 
ολόκληρη η σελίδα σε κάθε αλλαγή, ενώ οι ρουτίνες της React αποδίδουν μόνο τα 
υποστοιχεία του DOM που πραγματικά αλλάζουν. 
2.2.2.4 ΜΕΘΟΔΟΙ ΚΥΚΛΟΥ ΖΩΗΣ (LIFECYCLE METHODS) 
 
Οι μέθοδοι κύκλου ζωής είναι αγκίστρα (hooks) που επιτρέπουν την εκτέλεση κώδικα 
σε καθορισμένα σημεία κατά τη διάρκεια της ζωής του στοιχείου. 
• shouldComponentUpdate: επιτρέπει στον προγραμματιστή να αποτρέψει την 
περιττή επανάδοση ενός στοιχείου επιστρέφοντας false εάν δεν απαιτείται. 
• componentDidMount: καλείται μόλις το στοιχείο «τοποθετηθεί» (το στοιχείο έχει 
δημιουργηθεί στη διεπαφή χρήστη, συχνά συνδέοντάς το με έναν κόμβο στο DOM). 
Αυτό χρησιμοποιείται συνήθως για να ενεργοποιήσει τη λειτουργία της φόρτωσης 
δεδομένων από μια απομακρυσμένη πηγή μέσω ενός API. 
• render: είναι η πιο σημαντική μέθοδος κύκλου ζωής και η μόνη που απαιτείται σε 
οποιοδήποτε στοιχείο. Καλείται συνήθως κάθε φορά που ενημερώνεται η 
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κατάσταση του στοιχείου, αντικατοπτρίζοντας τις αλλαγές στο περιβάλλον 
εργασίας χρήστη. 
2.2.2.5 JAVASCRIPT XML 
 
Το JavaScript XML (JSX) είναι μια επέκταση της JS. Είναι παρόμοια σε εμφάνιση με 
το HTML. Το JSX παρέχει έναν τρόπο δόμησης και απόδοσης των στοιχείων 
χρησιμοποιώντας σύνταξη που είναι οικεία σε πολλούς προγραμματιστές. Τα React 
στοιχεία συνήθως γράφονται με JSX, αν και δεν χρειάζεται (τα στοιχεία μπορούν 
επίσης να γραφτούν σε καθαρό JavaScript). Το JSX είναι παρόμοιο με μια άλλη 
σύνταξη που δημιουργήθηκε από το Facebook για την PHP, XHP. 
 
Εικόνα 2 - JavaScript XML Example 
 
2.2.2.6 ΕΝΣΩΜΑΤΩΜΕΝΑ ΣΤΟΙΧΕΙΑ 
 
Τα πολλαπλά στοιχεία στο ίδιο επίπεδο πρέπει να περιτυλιχτούν από ένα ενιαίο 
στοιχείο περιέκτη (container element), όπως το στοιχείο <div> που φαίνεται παραπάνω 
ή να επιστραφεί ως ένας πίνακας. 
2.2.2.7 ΕΚΦΡΑΣΕΙΣ JAVASCRIPT 
 
Οι εκφράσεις JS (αλλά όχι οι δηλώσεις) μπορούν να χρησιμοποιηθούν μέσα σε JSX με 
αγκύλες {}: 
<span> {10 + 1} </span> 
Όταν εμφανίζεται σε ένα πρόγραμμα περιήγησης το αποτέλεσμα θα είναι το παρακάτω. 
<span> 11 </span> 
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2.2.2.8 ΔΗΛΩΣΕΙΣ ΣΥΝΘΗΚΩΝ 
 
Οι εντολές if-else δεν μπορούν να χρησιμοποιηθούν μέσα στο JSX αλλά μπορούν να 
χρησιμοποιηθούν εναλλακτικές εκφράσεις. Το παρακάτω παράδειγμα θα αποδώσει  
{i === 1; 'true': 'false'} ως 'true' επειδή το i ισούται με το 1. 
 
Εικόνα 3 - Inline conditional expression 
 
Οι συναρτήσεις και το JSX μπορούν να χρησιμοποιηθούν σε συνθήκες: 
 
Εικόνα 4 - Inline Conditional Expression in JSX 
 
Όταν εμφανίζεται σε ένα πρόγραμμα περιήγησης το αποτέλεσμα θα είναι το παρακάτω. 
<div> 
  <div>Section 1</div> 
  <div>Section 2</div> 
  <div>Section 3</div> 
</div> 
 
2.3 ΠΛΑΙΣΙΟ ANGULAR 
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2.3.1 ΕΙΣΑΓΩΓΗ 
 
Το πλαίσιο ανάπτυξης Angular (η αρχική ονομασία ήταν AngularJS ή Angular.js) είναι 
ένα front-end πλαίσιο εφαρμογών ιστού, ανοικτού κώδικα (open source) βασισμένο στη 
JS. Υποστηρίζεται κυρίως από την Google και από μια κοινότητα προγραμματιστών και 
εταιρειών. Σχεδιάστηκε  για την αντιμετώπιση προκλήσεων κατά την ανάπτυξη 
εφαρμογών μιας σελίδας (single-page applications). Στόχος της είναι να απλοποιήσει 
τόσο την ανάπτυξη όσο και τη δοκιμή εφαρμογών, παρέχοντας ένα πλαίσιο για 
αρχιτεκτονικές προβολής-μοντέλου-ελεγκτή (Model-View-Controller, MVC) και 
μοντέλου-προβολής-προβολέα (Model-View-View-Model, MVVM), μαζί με στοιχεία 
που συνήθως  χρησιμοποιούνται σε εμπλουτισμένες εφαρμογές Διαδικτύου. Το πλαίσιο 
AngularJS λειτουργεί διαβάζοντας πρώτα τη σελίδα HTML, η οποία έχει 
ενσωματωμένα πρόσθετα προσαρμοσμένα χαρακτηριστικά tag. Το AngularJS 
ερμηνεύει αυτά τα χαρακτηριστικά ως οδηγίες για να δεσμεύσει τμήματα εισόδου ή 
εξόδου της σελίδας σε ένα μοντέλο που αντιπροσωπεύεται από τις τυπικές μεταβλητές 
JS. Οι τιμές αυτών των μεταβλητών JS μπορούν να οριστούν με μη αυτόματο τρόπο 
μέσα στον κώδικα ή να ανακτηθούν από στατικούς ή δυναμικούς πόρους JSON. 
Το AngularJS βασίζεται στην πεποίθηση ότι ο δηλωτικός προγραμματισμός πρέπει να 
χρησιμοποιείται για τη δημιουργία διεπαφών χρήστη και τη σύνδεση στοιχείων 
λογισμικού, ενώ ο επιτακτικός προγραμματισμός είναι πιο κατάλληλος για τον ορισμό 
της επιχειρησιακής λογικής μιας εφαρμογής. Το πλαίσιο προσαρμόζει και επεκτείνει 
την παραδοσιακή HTML για να παρουσιάσει το δυναμικό περιεχόμενο μέσω 
αμφίδρομης δέσμευσης δεδομένων που επιτρέπει τον αυτόματο συγχρονισμό μοντέλων 
και προβολών. Ως αποτέλεσμα, το AngularJS υπογραμμίζει τη σαφή χειραγώγηση του 
DOM με στόχο τη βελτίωση των δοκιμών και της απόδοσης. 
Οι στόχοι σχεδιασμού της AngularJS περιλαμβάνουν: 
• για την αποσύνδεση του χειρισμού του DOM από τη λογική εφαρμογής. Η 
δυσκολία αυτού επηρεάζεται δραματικά από τον τρόπο δομής του κώδικα. 
• για την αποσύνδεση της πλευράς πελάτη μιας εφαρμογής από την πλευρά του 
διακομιστή. Αυτό επιτρέπει την ανάπτυξη έργων για την πρόοδο παράλληλα, 
και επιτρέπει την επαναχρησιμοποίηση και των δύο πλευρών. 
• να δοθεί μία δομή για την κατασκευή μιας εφαρμογής: από το σχεδιασμό του 
UI, έπειτα τη γραφή της επιχειρησιακής λογικής, και τέλος τις δοκιμές. 
Το AngularJS εφαρμόζει την αρχιτεκτονική MVC για να διαχωρίσει τα στοιχεία 
παρουσίασης, δεδομένων και λογικής. Χρησιμοποιώντας την τεχνική του dependency 
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injection, το Angular φέρνει υπηρεσίες διακομιστή, όπως ελεγκτές (controllers) που 
εξαρτώνται από την προβολή, σε εφαρμογές ιστού από την πλευρά του πελάτη. Κατά 
συνέπεια, μεγάλο μέρος της επιβάρυνσης του διακομιστή μπορεί να μειωθεί. 
Τον Ιανουάριο του 2018, ανακοινώθηκε χρονοδιάγραμμα για τη σταδιακή κατάργηση 
του AngularJS. Η τρέχουσα σταθερή έκδοση του AngularJS, από τον Ιούνιο του 2018, 
είναι η 1.7.0. Οι Angular εκδόσεις 2+ ονομάζονται απλά Angular.  
2.3.2 ΔΙΑΦΟΡΕΣ ΜΕΤΑΞΥ ANGULAR ΚΑΙ ANGULARJS 
 
Η Angular είναι μια μη συμβατή επανεγγραφή του AngularJS. Πρόκειται για μια 
πλατφόρμα εφαρμογών ιστού ανοικτού κώδικα βασισμένη σε TypeScript.  Από το 
2014, η αρχική ομάδα AngularJS άρχισε να ασχολείται με τη πλατφόρμα Angular. 
• Στο Angular δεν υπάρχει η έννοια του "scope" ή  των ελεγκτών, όπως στο 
AngularJS, αλλά χρησιμοποιεί ως κύρια αρχιτεκτονική την ιεραρχία των 
στοιχείων. 
• Το Angular έχει διαφορετική σύνταξη των εκφράσεων (expressions), 
εστιάζοντας στην έκφραση "[]" για δέσμευση ιδιότητας (property binding) και 
στην έκφραση "()" για δέσμευση συμβάντων (event binding). 
• Modularity - πολλές βασικές λειτουργίες έχουν μετακινηθεί σε διακριτά 
δομοστοιχεία (modules). 
• Το Angular προτείνει τη χρήση της γλώσσας προγραμματισμού TypeScript της 
Microsoft, η οποία εισάγει τις ακόλουθες λειτουργίες: 
o Αντικειμενοστραφής προγραμματισμος βασισμένος σε κλάσεις 
o Στατικούς τύπους 
o Generics 
• Η TypeScript είναι ένα υπερσύνολο της ES6 και είναι συμβατό με το 
ECMAScript 5. Το Angular περιλαμβάνει επίσης τα ES6 χαρακτηριστικά: 
o Lambdas 
o Iterators 
o For/Of loops 
o Python-style generators 
o Reflection 
• Δυναμική φόρτωση 
• Ασύγχρονη διερμήνευση προτύπου (Asynchronous template compilation) 
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• Επαναληπτικές επανάκλησεις (callbacks)  που παρέχονται από την RxJS. Το 
RxJS περιορίζει την ορατότητα και την αποσφαλμάτωση της κατάστασης, αλλά 
αυτά μπορούν να λυθούν με πρόσθετα όπως το ngReact ή ngrx. 
• Υποστήριξη 
• Υποστήριξη Angular Universal, μια τεχνολογία που εκτελεί μία εφαρμογή 
Angular στο διακομιστή 
• Διαθέτει τη δική του σουίτα σύγχρονων στοιχείων UI που λειτουργούν σε όλο 
τον ιστό, σε εφαρμογές κινητού και επιφάνειας εργασίας, που ονομάζεται 
Angular Material. 
2.3.3 ΧΑΡΑΚΤΗΡΙΣΤΙΚΑ ΑΝΑ ΕΚΔΟΣΗ 
 
Έκδοση 2: Το Angular 2.0 ανακοινώθηκε στη διάσκεψη ng-Europe τον Οκτώβριο του 
2014. Οι δραστικές αλλαγές στην έκδοση 2.0 δημιούργησαν σημαντική διαμάχη μεταξύ 
των προγραμματιστών. Τον Απρίλιο του 2015, η ομάδα ανάπτυξης του Angular 
ανακοίνωσαν ότι το Angular 2 μετακινήθηκε από την έκδοση Alpha στην έκδοση 
Developer Preview. Το Angular 2 μεταφέρθηκε στη Beta τον Δεκέμβριο του 2015 και 
δημοσιεύθηκε τον Μάιο του 2016. Η τελική έκδοση κυκλοφόρησε τον Σεπτέμβριο του 
2016. 
Έκδοση 4: Το Δεκέμβριο του 2016 ανακοινώθηκε η Angular 4, παρακάμπτοντας την 
έκδοση 3. Αυτό έγινε για να αποφευχθεί η σύγχυση εξαιτίας της κακής ονοματοδοσίας 
της έκδοσης του πακέτου δρομολογητή (router) που είχε ήδη δημοσιευθεί ως έκδοση 
v3.3.0. Η τελική έκδοση κυκλοφόρησε τον Μαρτίο του 2017. 
Έκδοση 5: Το Angular 5 κυκλοφόρησε το Νοεμβρίου του 2017. Βασικές βελτιώσεις 
στο Angular 5 περιλαμβάνουν υποστήριξη για προοδευτικές εφαρμογές ιστού 
(progressive web apps, PWAs), βελτιστοποιητή κατασκευής (build optimizer) και 
βελτιώσεις σχετικές με το Material Design. 
Έκδοση 6: Το Angular 6 κυκλοφόρησε το Μάιο του 2018. Αυτή ήταν μια σημαντική 
έκδοση που επικεντρώθηκε περισσότερο στην συλλογή εργαλείων και στην ταχύτερη 
ανάπτυξη εφαρμογών με το Angular στο μέλλον, όπως: ng update, ng add, Angular 
Elements, Angular Material + CDK Components, Angular Material Starter 
Components, CLI Workspaces, Library Support, Tree Shakable Providers, Animations 
Performance Improvements, και RxJS 
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Έκδοση 7: Το Angular 7 κυκλοφόρησε τον Οκτώβριο του 2018. Οι ενημερώσεις 
σχετικά με την απόδοση της εφαρμογής, Angular Material & CDK, Virtual Scrolling, η 
βελτιωμένη Accessibility of Selects, υποστηρίζουν τώρα προβολή περιεχομένου 
χρησιμοποιώντας πρότυπα ιστού για προσαρμοσμένα στοιχεία και ενημερώσεις 
εξάρτησης σχετικά με το Typescript 3.1, RxJS 6.3, 10. 
Μελλοντικές εκδόσεις: Ένα από τα κορυφαία σημεία είναι η αναμενόμενη έκδοση Ivy, 
μίας συμβατής με τις υπάρχουσες εκδόσεις, νέας μηχανής σχεδίασης, βασισμένη στην 
αρχική αρχιτεκτονική του DOM. Το Ivy έχει σχεδιαστεί λαμβάνοντας υπόψη την 
τεχνική tree shaking, που σημαίνει ότι οι δέσμες εφαρμογών θα περιλαμβάνουν μόνο τα 
τμήματα του Angular πηγαίου κώδικα που πραγματικά χρησιμοποιείται από την 
εφαρμογή. 
2.4 ΣΥΓΚΡΙΣΗ REACT ΜΕ ANGULAR 
 
Στον προγραμματισμο, το Angular and React είναι από τα πιο δημοφιλή εργαλεία JS 
για τους front-end προγραμματιστές. Επιπλέον, αυτές οι δύο - μαζί με το Node.js - 
κατέστησαν τα κορυφαία τρία πλαίσια που χρησιμοποιούνται από όλους τους 
μηχανικούς λογισμικού σε όλες τις γλώσσες προγραμματισμού, σύμφωνα με την 
έρευνα StackOverflow Developer Survey του 2018. 
 
Εικόνα 5 - StackOverflow Developer Survey 2018 
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Και τα δύο αυτά front-end εργαλεία είναι σχεδόν εξίσου δημοφιλή, έχουν παρόμοιες 
αρχιτεκτονικές και βασίζονται στο JavaScript. 
Παρακάτω παρουσιάζεται μια συγκριση και αντιπαραβολή της React και το Angular.  
Το Angular είναι ένα front-end πλαίσιο που υποστηρίζεται από την Google και είναι 
συμβατό με τους περισσότερους κοινούς συντάκτες κώδικα (IDE). Είναι ένα μέρος της 
στοίβας MEAN, μια ελεύθερη εργαλειοθήκη ανοικτού κώδικα που βασίζεται στη JS για 
την ανάπτυξη δυναμικών ιστοσελίδων και εφαρμογών ιστού. Αποτελείται από τα 
ακόλουθα στοιχεία: MongoDB (βάση δεδομένων NoSQL), Express.js (πλαίσιο 
εφαρμογών ιστού), Angular ή Angular.js (πλαίσιο front-end) και Node.js (πλατφόρμα 
διακομιστή). 
Το Angular επιτρέπει στους προγραμματιστές να δημιουργούν δυναμικές εφαρμογές 
ιστού μιας σελίδας (SPAs). Όταν το Angular κυκλοφόρησε για πρώτη φορά, το κύριο 
όφελος ήταν η ικανότητά του να μετατρέπει τα έγγραφα που βασίζονται σε HTML σε 
δυναμικό περιεχόμενο. Η πιο πρόσφατη έκδοση του Angular είναι η Angular 7, αλλά το 
Google εξακολουθεί να υποστηρίζει την πρώτη έκδοση Angular 1x, τώρα γνωστή ως 
AngularJS.  
Το React είναι μια βιβλιοθήκη JS ανοικτού κώδικά για την κατασκευή δυναμικών 
διεπαφών χρήστη, που δημιουργήθηκε από το Facebook το 2011. Το React βασίζεται σε 
JS και JSX, μια επέκταση PHP που αναπτύχθηκε από το Facebook, που επιτρέπει τη 
δημιουργία επαναχρησιμοποιήσιμων HTML στοιχείων για την ανάπτυξη front-end. 
2.4.1 ΕΡΓΑΛΕΙΑ  
 
Εδώ θα δούμε τα κύρια εργαλεία που χρησιμοποιούνται συνήθως με το Angular και το 
React. Το React είναι μια βιβλιοθήκη και απαιτεί πολλαπλές ενσωματώσεις με 
πρόσθετα εργαλεία και επιπλέον βιβλιοθήκες.  
Με το Angular παρέχονται τα απαραίτητα εργαλεία για τη δημιουργία μιας εφαρμογής. 
• Το RxJS είναι μια βιβλιοθήκη για ασύγχρονο προγραμματισμό που μειώνει την 
κατανάλωση πόρων ρυθμίζοντας πολλαπλά κανάλια ανταλλαγής δεδομένων. Το 
κύριο πλεονέκτημα του RxJS είναι ότι επιτρέπει τον ταυτόχρονο χειρισμό των 
γεγονότων ανεξάρτητα.  
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• Το Angular CLI είναι μια διεπαφή γραμμής εντολών που βοηθά στη δημιουργία 
εφαρμογών, την προσθήκη αρχείων, τη δοκιμή, τον εντοπισμό σφαλμάτων και την 
ανάπτυξη. 
• Dependency injection: Το πλαίσιο αποσυνδέει τα εξαρτήματα από τις εξαρτήσεις 
για να τα εκτελούν παράλληλα και να μεταβάλλουν τις εξαρτήσεις χωρίς να 
ανασυνθέτουν τα στοιχεία. 
• Ivy renderer. Το Ivy είναι η νέα γενιά της μηχανής rendering του Angular που 
αυξάνει σημαντικά την απόδοση. 
• Το Angular Universal είναι μια τεχνολογία για την απόδοση από πλευράς 
διακομιστή, η οποία επιτρέπει την ταχεία απόδοση της πρώτης σελίδας της 
εφαρμογής ή την εμφάνιση εφαρμογών σε συσκευές που ενδέχεται να μην 
διαθέτουν πόρους για απόδοση από την πλευρά του προγράμματος περιήγησης, 
όπως οι κινητές συσκευές. 
• Code editors. Το Aptana, το WebStorm, το Sublime Text, ο Visual Studio Code 
είναι συνήθης συντάκτες κώδικα που χρησιμοποιούνται με το Angular. 
• Testing and debugging: Οι Jasmine, Karma, Protractor είναι τα εργαλεία για 
δοκιμές από άκρο σε άκρο και εντοπισμό σφαλμάτων σε ένα πρόγραμμα 
περιήγησης. 
 
Το React απαιτεί την ενσωμάτωση πολλών εργαλείων υποστήριξης. 
• Το Redux είναι ένας περιέκτης κατάστασης, το οποίο επιταχύνει το έργο του React 
σε μεγάλες εφαρμογές. Διαχειρίζεται στοιχεία σε εφαρμογές με πολλά δυναμικά 
στοιχεία και χρησιμοποιείται επίσης για απόδοση. Επιπλέον, το React συνεργάζεται 
με ένα ευρύτερο σύνολο εργαλείων Redux, το οποίο περιλαμβάνει το Reselect, μια 
βιβλιοθήκη επιλογέα για το Redux και το Redux DevTools Profiler Monitor. 
• Babel. Η Babel είναι ένας μετασχηματιστής που μετατρέπει το JSX σε JS για να 
γίνει κατανοητή από τους browsers. 
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• Webpack. Καθώς όλα τα στοιχεία είναι γραμμένα σε διαφορετικά αρχεία, υπάρχει 
ανάγκη να τους συνδέσετε για καλύτερη διαχείριση. Το Webpack θεωρείται 
τυποποιημένος κωδικοποιητής κώδικα. 
• React Router: Ο δρομολογητής είναι μια τυπική βιβλιοθήκη δρομολόγησης 
διευθύνσεων URL που χρησιμοποιείται συνήθως με το React. 
• Code editor: Οι πιο συνηθισμένοι συντάκτες κώδικα είναι ο Visual Studio Code, 
Atom και Sublime Text. 
• Testing and debugging. Σε αντίθεση με το Angular, στο React δεν μπορείτε να 
δοκιμάσετε ολόκληρη την εφαρμογή με ένα μόνο εργαλείο. Πρέπει να 
χρησιμοποιήσετε ξεχωριστά εργαλεία για διαφορετικούς τύπους δοκιμών. Το React 
είναι συμβατό με τα παρακάτω εργαλεία: 
o Enzyme και Unexpected react: για component testing, 
o Jest: για τον κώδικα JavaScript, 
o react-testing-library: για React DOM testing, 
o React-unit: για unit testing, 
o Skin-deep: για Render testing utils. 
 
Αυτό το σύνολο εργαλείων παρέχεται από το Reselect DevTools για σάρωση και 
απεικόνιση και το React Extension για τα Εργαλεία Chrome React Developer και τα 
Εργαλεία Developer React για το Firefox και React Sight που απεικονίζουν την 
κατασταση και τις ιδιότητες. 
2.4.2 ΑΡΧΙΤΕΚΤΟΝΙΚΗ ΒΑΣΙΣΜΕΝΗ ΣΕ ΣΤΟΙΧΕΙΑ (COMPONENT-BASED ARCHITECTURE) 
 
Και τα δύο πλαίσια έχουν αρχιτεκτονική βασισμένη σε στοιχεία. Αυτό σημαίνει ότι μια 
εφαρμογή αποτελείται από αρθρωτά, συνεκτικά και επαναχρησιμοποιήσιμα στοιχεία 
που συνδυάζονται για τη δημιουργία διεπαφών χρήστη. Η αρχιτεκτονική που βασίζεται 
σε στοιχεία θεωρείται πιο διατηρήσιμη από άλλες αρχιτεκτονικές που 
χρησιμοποιούνται στην ανάπτυξη εφαρμογών ιστού. Επιταχύνει την ανάπτυξη, 
δημιουργώντας μεμονωμένα στοιχεία που επιτρέπουν στους προγραμματιστές να 
προσαρμόζουν και να εξειδικεύουν εφαρμογές με ελάχιστο χρόνο στην αγορά (time to 
market). 
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2.4.3 ΚΩΔΙΚΑΣ 
 
To Angular χρησιμοποιεί τη γλώσσα TypeScript. H TypeScript είναι ένα υπερσύνολο 
της JS που ταιριάζει σε μεγαλύτερα έργα. Είναι πιο συμπαγής και επιτρέπει την 
επισήμανση λαθών κατά την πληκτρολόγηση. Άλλα πλεονεκτήματα της TypeScript 
περιλαμβάνουν καλύτερη πλοήγηση, αυτόματη συμπλήρωση και ταχύτερο refactoring 
κώδικα. Όντας πιο συμπαγής, κλιμακωτή και καθαρή, η TypeScript είναι ιδανική για 
μεγάλα έργα επιχειρηματικής κλίμακας. 
Το React χρησιμοποιεί τη JS ES6+  και το JSX script. Το JSX είναι μια επέκταση 
σύνταξης για τη JS που χρησιμοποιείται για την απλοποίηση της κωδικοποίησης UI, 
κάνοντας τον κώδικα JS να μοιάζει με HTML. Η χρήση του JSX απλοποιεί οπτικά τον 
κώδικα που επιτρέπει την ανίχνευση σφαλμάτων και την προστασία του κώδικα από 
κακόβουλη χρήση. Το JSX χρησιμοποιείται επίσης για τη σύνταξη του προγράμματος 
περιήγησης μέσω του Babel, ενός μεταγλωττιστή που μεταφράζει τον κώδικα στη 
μορφή που μπορεί να διαβάσει ένα πρόγραμμα περιήγησης στο διαδίκτυο. 
2.4.4 DOM 
 
Το Μοντέλο Αντικειμένων Εγγράφου (DOM) είναι μια διεπαφή προγραμματισμού για 
έγγραφα HTML, XHTML ή XML που οργανώνονται με τη μορφή δέντρου που 
επιτρέπει στα σενάρια (scripts) να αλληλεπιδρούν δυναμικά με το περιεχόμενο και τη 
δομή ενός εγγράφου ιστού και να τα ενημερώνει. 
Υπάρχουν δύο τύποι DOM: εικονικοί και πραγματικοί. Το πραγματικό DOM 
ενημερώνει ολόκληρη την δομή δέντρου ακόμα και αν οι αλλαγές γίνονται σε ένα 
στοιχείο, ενώ το εικονικό DOM είναι μια απεικόνιση αντιστοιχισμένη σε ένα 
πραγματικό DOM που παρακολουθεί τις αλλαγές και ενημερώνει μόνο συγκεκριμένα 
στοιχεία χωρίς να επηρεάζει τα υπόλοιπα τμήματα ολόκληρου του δέντρου. 
Το React χρησιμοποιεί εικονικό DOM, ενώ το Angular λειτουργεί σε πραγματικό DOM 
και χρησιμοποιεί την ανίχνευση αλλαγών για να εντοπίσει ποιο στοιχείο χρειάζεται 
ενημερώσεις. 
Ενώ το εικονικό DOM θεωρείται ότι είναι ταχύτερο από τους χειρισμούς του 
πραγματικού DOM, οι τρέχουσες εφαρμογές της ανίχνευσης μεταβολών στο Angular 
καθιστούν τις δύο προσεγγίσεις συγκρίσιμες όσον αφορά την απόδοση. 
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2.4.5 DATA BINDING 
 
Η σύνδεση δεδομένων είναι η διαδικασία συγχρονισμού δεδομένων μεταξύ του 
μοντέλου (επιχειρησιακή λογική) και της προβολής (UI). Υπάρχουν δύο βασικές 
εφαρμογές σύνδεσης δεδομένων: μονόδρομη και αμφίδρομη. Η διαφορά μεταξύ 
δεσμεύσεων δεδομένων μονής και διπλής κατεύθυνσης βρίσκεται στη διαδικασία των 
ενημερώσεων προβολής μοντέλου. 
 
Εικόνα 6 - Data binding 
Η αμφίδρομη σύνδεση δεδομένων στο Angular είναι παρόμοια με την αρχιτεκτονική 
MVC, όπου το μοντέλο και η προβολή συγχρονίζονται, έτσι ώστε η αλλαγή των 
δεδομένων να επηρεάζει την προβολή και η αλλαγή της προβολής να προκαλεί αλλαγές 
στα δεδομένα. 
Το React χρησιμοποιεί δέσμευση δεδομένων μονής κατεύθυνσης ή προς τα κάτω. Η 
ροή δεδομένων μονής κατεύθυνσης δεν επιτρέπει στα παιδικά στοιχεία να επηρεάζουν 
τα γονικά στοιχεία όταν ενημερώνονται, εξασφαλίζοντας ότι αλλάζουν μόνο τα 
εγκεκριμένα στοιχεία. Αυτός ο τύπος σύνδεσης δεδομένων καθιστά τον κώδικα πιο 
σταθερό, αλλά απαιτεί πρόσθετη εργασία για τον συγχρονισμό του μοντέλου και της 
προβολής. Επίσης, χρειάζεται περισσότερος χρόνος για διαμορφωθεί ο κώδικας έτσι 
ώστε να ενημερώνονται τα γονικά στοιχεία από αλλαγές που προκαλούνται από τα 
παιδικα στοιχεία. 
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Η δέσμευση δεδομένων μονής κατεύθυνσης στο React είναι γενικά πιο προβλέψιμη, 
καθιστώντας τον κώδικα πιο σταθερό και διευκολύνοντας τον εντοπισμό σφαλμάτων. 
Ωστόσο, η παραδοσιακή αμφίδρομη σύνδεση δεδομένων στο Angular είναι 
απλούστερη. 
2.5 ΑΝΤΙΣΤΟΙΧΕΣ ΜΕΛΕΤΕΣ 
 
Στην έρευνα του Eric Molin (2016) με τίτλο “Comparison of Single-Page Application 
Frameworks” συγκρίνοντας την επίδοση παλαιότερων εκδόσεων των δυο εργαλείων JS, 
React και Angular υποστηρίζει ότι το Angular 2 εχει το μεγαλύτερο μέγεθος αρχείου 
και ως εκ τουτου και το μεγαλυτερο αρχικό χρόνο φόρτωσης. Επιπλέον, το Angular 2 
είναι το ταχύτερο πλαίσιο για τη φόρτωση και την επεξεργασία 10-5000 αντικειμένων. 
Το React είναι ταχύτερο από το AngularJS κατά τη φόρτωση αντικειμένων, αλλά το πιο 
αργό για την επεξεργασία. Το AngularJS είναι συνολικά το πιο αργό πλαίσιο όταν 
πρόκειται για φόρτωση αντικειμένων.  
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Εικόνα 7 - Eric Molin (2016, page 28) 
  
 
O Carl Lawrence Marlano (2017) στην έρευνα του με τίτλο “Benchmarking JavaScript 
Frameworks” συγκρίνοντας την επίδοση παλαιότερων εκδόσεων των δυο εργαλείων JS, React 
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και Angular, υποστηρίζει οτι φορτώνοντας την εφαρμογή του στον φυλλομετρητή Google 
Chrome ανάμεσα στα JS πλαίσια React-JSX και AngularJS, το AngularJS ήταν σχεδόν τρεις 
φορές ταχύτερο από το React-JSX κατα την πρώτη φόρτωση της σελίδας.  
 
Εικόνα 8 -  Carl Lawrence Marlano (2017,  page 72) 
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3 ΜΕΘΟΔΟΛΟΓΙΑ 
 
Στα πλαίσια της σύγκρισης των δύο σύγχρονων εργαλείων κατασκευής δυναμικών 
εφαρμογών ιστου, βασισμένα στη γλώσσα JavaScript, React και Angular, 
δημιουργήθηκε η ανάγκη για την κατασκευή μιας δυναμικής εφαρμογής ιστού μίας 
σελίδας εις διπλούν και στις δύο τεχνολογίες. Με αυτό τον τρόπο θα μετρήσουμε την 
ταχυτητα φορτωσης της εφαρμογής.  
 
3.1 ΣΧΕΔΙΑΣΜΟΣ ΕΦΑΡΜΟΓΗΣ 
 
Στο παρακάτω διάγραμμα παρουσιάζεται η αρχιτεκτονική της εφαρμογής που θα 
δημιουργηθεί. Καθώς και τα δύο εργαλεία είναι βασισμένα σε στοιχεία, θα 
δημιουργηθουν τα στοιχεία που απεικονίζονται τα οποία είναι επαναχρησιμοποιήσιμα 
και συνδυάζονται για τη δημιουργία των διεπαφών του χρήστη. 
 
Εικόνα 9 - Αρχιτεκτονικό Μοντέλο Εφαρμογής 
 
3.2 ΣΤΑΤΙΣΤΙΚΗ ΜΕΛΕΤΗ 
 
Για τη στατιστική μελέτη θα λάβουμε μετρήσεις χρησιμοποιώντας το εργαλείο 
μέτρησης απόδοσης (DevTools) που διαθέτει ο φυλλομετρητης Chrome. 
Στα σύγχρονα εργαλεία της JavaScript όπως το πλαίσιο Angular και τη βιβλιοθήκη 
React, σχεδόν όλη η πληροφορία της εφαρμογής, ως εκτελέσιμος κώδικας, φορτώνεται 
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κατά την αρχική φόρτωση της εφαρμογής. Μέρος του εκτελέσιμου κώδικα της 
εφαρμογής αποτελείται απο τα αρχεία .js και .css, και έχει στατικό περιεχόμενο. Το 
περιεχόμενο των παραπάνω αρχείων δεν μεταβάλλεται κατα τις διαδοχικές φορτώσεις 
της εφαρμογής απο τον ίδιο ή διαφορετικούς χρήστες. Τα αρχεία αυτα μεταβάλλονται 
συνήθως μεταξύ διαφορετικών εκδόσεων της εφαρμογης. Η συνήθης πρακτική ειναι να 
διακρίνονται μεταξύ τους με την προσάρτηση μίας hash τιμής στο όνομα του κάθε 
αρχείου τη στιγμή της παραγωγής τους. Κατ'αυτό τον τρόπο τα αμετάβλητα στατικά 
αρχεία επωφελούνται απο την προσωρινή τους αποθήκευση (caching) είτε στην 
προσωρινή μνήμη του φυλλομετρητη, είτε στην προσωρινή μνήμη διακομιστη πηγης 
(source server), είτε οποιουδήποτε ενδιάμεσου αντιπροσώπου διακομιστή (proxy 
server, CDN, κτλ). Η χρήση των αρχείων που βρίσκονται στην cache εξαρτάται απο το 
χρονικό διάστημα που βρίσκονται εκεί, την ημερομηνία δημιουργίας τους, την 
ημερομηνία λήξης τους και τους παραμέτρους που περνά ο φυλλομετρητής στο header 
του http request προς τον διακομιστή. 
Η μεθοδολογία που θα ακολουθήσουμε είναι η εξής: 
Για να προσομοιώσουμε την εμπειρία της πρώτης επίσκεψης ενός χρήστη στον 
ιστότοπο που φιλοξενεί την εφαρμογή, θα απενεργοποιήσουμε την λειτουργία caching 
του φυλλομετρητή. Σε αυτή την περίπτωση κατα τη φόρτωση της αρχικής σελίδας 
index.html θα ζητηθούν απο τον διακομιστή όλοι οι αναγκαίοι πόροι για την λειτουργία 
της εφαρμογης. 
Θα φορτώσουμε την εφαρμογή δέκα φορές καθαρίζοντας ενδιάμεσα κάθε φορά την 
κρυφή μνήμη (cache) του φυλλομετρητή. Στην συνέχεια θα φορτώσουμε δέκα φορές 
την εφαρμογή χωρίς να καθαρίσουμε την cache του φυλλομετρητή για να δούμε τις 
διαφορές στη βελτιστοποίηση της διαχείρισης της cache από την εφαρμογή.   
Πριν λάβουμε τις μετρήσεις θα κάνουμε κάποιες δοκιμαστικές (warm-up rounds) για να 
ελαχιστοποιηθεί ο χρόνος αδράνειας του διακομιστή αλλά και για να δεσμευτεί αρκετή 
μνήμη RAM απο την εικονική μηχανή του φυλλομετρητή. 
Απο τις δέκα μετρήσεις θα υπολογίσουμε το μέσο όρο και την μέση απόλυτη 
διακύμανση των τιμών.  
 
3.3 ΕΡΓΑΛΕΙΑ ΑΝΑΠΤΥΞΗΣ 
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Παρακάτω παρουσιαζονται τα εργαλεία που χρησιμοποιήθηκαν για την ανάπτυξη και 
τη μέτρηση της επίδοσης των δυο εφαρμογών.  
1. Ο φυλλομετρητης που θα χρησιμοποιήσουμε για τις μετρήσεις είναι ο Google 
Chrome στην έκδοση 72.0.3626.81.  
2. Επικουρικά θα χρησιμοποιηθεί η επέκταση του φυλλομετρητη Performance-
Analyser στην εκδοση 1.6.1. 
3. Ο διακομιστής που θα χρησιμοποιηθεί για τις μετρήσεις είναι ο διακομιστης 
ανοικτου λογισμικου serve στην έκδοση 10.1.1 και βρίσκεται εγκατεστημένος 
τοπικα στον υπολογιστή μας. Ο διακομιστής ειναι γραμμένος σε JS και απαιτεί την 
υπαρξη Node.js περιβάλλοντος για να εγκατασταθεί και να εκτελεστεί. 
4. Το περιβάλλον Node.js που θα χρησιμοποιηθεί είναι στην έκδοση 10.3.0. Ειναι 
προαπαιτουμενο για την ανάπτυξη εφαρμογών με την χρήση των βοηθητικών 
εργαλέιων του Angular οπως το Angular CLI και της React οπως το react-scripts. 
5. Το πλαίσιο της Angular που θα χρησιμοποιηθεί είναι στη έκδοση 7.2.1 και περιέχει 
τα παρακάτω πακέτα λογισμικου 
Πίνακας 1 - Angular Packages 
Package   Version 
angular-devkit/architect 0.12.1 
angular-devkit/build-angular 0.12.1 
angular-devkit/build-optimizer 0.12.1 
angular-devkit/build-webpack  0.12.1 
angular-devkit/core  7.2.1 
angular-devkit/schematics  7.2.1 
angular/cli      7.2.1 
ngtools/webpack     7.2.1 
schematics/angular   7.2.1 
schematics/update     0.12.1 
rxjs                               6.3.3 
typescript                       3.2.2 
webpack                           4.23.1 
 
6. Η βιβλιοθήκη React που θα χρησιμοποιηθεί ειναι στην έκδοση 16.2.0. Επισης, 
θα χρησιμοποιηθoύν και οι παρακάτω βοηθητικές βιβλιοθήκες. 
Πίνακας 2 - React Libraries 
Library Version 
React-dom 16.2.0 
React-router-dom 4.2.2 
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react-scripts 1.1.5 
 
7. Ο υπολογιστής που χρησιμοποιήθηκε για της μετρήσεις έχει τα εξής 
χαρακτηριστικά. 
Λειτουργικό Συστημα Windows 10 Enterprise 64-bit 
Επεξεργαστης Intel Core i5-6300U 2cores/4threads 
RAM 8 GB 
Σκληρος δισκος Intel SSD 180 
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4 ΑΝΑΛΥΣΗ ΔΕΔΟΜΕΝΩΝ ΚΑΙ ΕΡΜΗΝΕΙΑ ΕΥΡΗΜΑΤΩΝ 
 
Σε αυτό το κεφάλαιο θα γίνει η παρουσίαση της εφαρμογής που δημιουργήθηκε εις 
διπλουν, μια με τη χρήση του πλαισίου Angular και μια με τη βιβλιοθήκη React. Στη 
συνέχεια, θα παρουσιαστούν τα αποτελέσματα της στατιστικής μελέτης που έγινε ώστε 
να μετρήσουμε την ταχυτητα φορτωσης της εφαρμογής.  
4.1 ΠΑΡΟΥΣΙΑΣΗ ΕΦΑΡΜΟΓΗΣ 
 
Η εφαρμογή περιέχει τέσσερις κύριες σελίδες στις οποιες ο χρήστης μπορεί να 
πλοηγηθεί μέσω της γραμμής πλοήγησης η οποία σχεδιάζεται κατά την πρώτη φόρτωση 
της εφαρμογής και εμφανίζεται πάντα στο πάνω μέρος της σελίδας. 
• Home 
• Shop 
• Favorites 
• Cart 
Καθώς και τα δύο εργαλεία είναι βασισμένα σε στοιχεία, δημιουργηθηκαν τα παρακάτω 
στοιχεία τα οποία είναι επαναχρησιμοποιήσιμα και συνδυάζονται για τη δημιουργία 
των διεπαφών του χρήστη. 
• Header - Στοιχειο που περιλαμβάνει τη γραμμή πλοήγησης 
• Products-grid - Στοιχειο που περιλαμβάνει το πλέγμα των προιοντων 
• Product-card - Στοιχειο που περιλαμβάνει την κάρτα του προιοντος 
• Card-Table - Στοιχειο που περιλαμβάνει τον πίνακα των προιοντων 
• Counter - Στοιχειο που περιλαμβάνει τον μετρητη 
• Sidebar - Στοιχειο που περιλαμβάνει την πλευρική γραμμή 
• Search - Στοιχειο που περιλαμβάνει την αναζήτηση 
• Sort - Στοιχειο που περιλαμβάνει την ταξινόμηση 
• Filter - Στοιχειο που περιλαμβάνει το φιλτραρισμα 
Παρακάτω αναφέρονται τα στοιχεία που περιέχει η κάθε σελίδα. 
Home Page: Η σελίδα που περιλαμβάνει ένα πλαίσιο εικόνας φόντου και το στοιχείο 
Products-grid. Το στοιχείο Products-grid είναι ένα πλέγμα προϊόντων το οποίο 
σχεδιάζεται με την επαναλαμβανόμενη χρήση του στοιχείου Product-card. H σελίδα 
Home είναι η προεπιλεγμένη σελίδα στην αρχική φόρτωση της εφαρμογής. 
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Εικόνα 10 - Angular Application - Home Page 
 
Shop Page: Η σελίδα περιλαμβάνει το στοιχείο Sidebar και το στοιχείο Products-grid. 
Το στοιχείο Sidebar περιλαμβάνει τα στοιχεία Sort, Search, Filter. 
Το στοιχείο Search φιλτράρει τα προϊόντα με βάση το όνομα. Πατώντας το κουμπί 
‘Search’ σχεδιάζεται ξανά το στοιχείο Products-Grid με φιλτραρισμένα τα προϊόντα. 
Το στοιχείο Filter φιλτράρει τα προϊόντα που έχουν σχεδιαστεί στην οθόνη με βάση το 
όνομα. 
Το στοιχείο Sort ταξινομεί τα προϊόντα είτε κατά αύξουσα είτε κατά φθίνουσα σειρά με 
βάση την τιμή των προϊόντων. 
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Εικόνα 11 - Angular Application - Shop Page 
 
Favorites Page: Η σελίδα περιλαμβάνει ένα τίτλο και το στοιχείο Products-grid. Τα 
προϊόντα είναι φιλτραρισμένα με βάση την επιλογή του χρήστη κατα την πλοήγηση του 
στην εφαρμογή. Η επιλογή για την εισαγωγή του προϊόντος στην λίστα των 
αγαπημένων γίνεται με το πατημα του κουμπιου με το σχήμα καρδιας στο κατω μερος 
της καρτας του καθε προιοντος. 
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Εικόνα 12 - Angular Application - Favorites Page 
 
Cart Page: Η σελίδα περιλαμβάνει ένα τίτλο και το στοιχείο Cart-table. Το στοιχείο 
Cart-table περιλαμβάνει το στοιχείο Counter. Η λίστα των προϊόντων που εμφανίζεται 
στη σελίδα προέρχονται από την επιλογή του χρήστη κατα την πλοήγηση του στην 
εφαρμογή. Η επιλογή για την εισαγωγή του προϊόντος στην λίστα αγορών γίνεται με το 
πατημα του κουμπιου με το σχήμα καλάθι στο κατω μερος της καρτας του καθε 
προιοντος. 
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Εικόνα 13 - Angular Application - Cart Page 
 
Τα δεδομένα της εφαρμογής περιέχονται σε ένα αρχείο στο οποίο διατηρείται μία λίστα 
αντικειμένων (Array of Objects) με ολα τα δεδομένα των προϊόντων.  
Παρακάτω παρουσιάζεται ένα δείγμα απο το μόντελο δεδομένων. 
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Εικόνα 14 - Data Model 
4.2 ΣΤΑΤΙΣΤΙΚΗ ΜΕΛΕΤΗ 
 
4.2.1 ΜΕΓΕΘΟΣ ΕΦΑΡΜΟΓΗΣ 
 
Για να συγκρίνουμε με τους ιδιους όρους τα μεγέθη των παραγόμενων αρχείων και να 
προσομοιώσουμε το αποτέλεσμα που θα είχαμε σε ενα περιβάλλον ‘παραγωγής’ 
(production environment) χρησιμοποιήσαμε τις αντίστοιχες παραμέτρους της React και 
του Angular, ώστε το αποτέλεσμα να είναι βελτιστοποιημένο με τις ρουτίνες που 
προσφέρει το καθένα. 
Το μέγεθος των παραγόμενων αρχείων της React είναι συνολικά και κατα προσέγγιση 
391 ΚΒ. Η React παράγει δυο αρχεία, ένα αρχείο JS και ένα αρχείο CSS. 
Το μέγεθος των παραγόμενων αρχείων της Angular είναι συνολικά και κατα 
προσέγγιση 580 ΚΒ. To Angular παράγει τέσσερα αρχεία, τρία αρχεία JS και ένα 
αρχείο CSS. 
Παρακάτω αναπαρίσταται γραφικά (Διάγραμμα 1) η διαφορά στο μέγεθος των 
παραγόμενων αρχείων των δύο υλοποιήσεων. Παρατηρούμε οτι το μέγεθος των 
παραγόμενων αρχείων του πλαισιου Angular είναι περίπου 48% μεγαλύτερο από τα 
αντίστοιχα παραγόμενα αρχεία της βιβλιοθήκης React. 
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Διάγραμμα 1 - Μέγεθος εφαρμογής  
Αυτό οφείλεται στο ότι το Angular ως πλαίσιο της JS για να υποστηρίζει τις επιπλέον 
δυνατότητες της, συμπεριλαμβάνει στα παραγόμενα της επιπλέον βιβλιοθήκες. Επίσης, 
επειδή το Angular επιτρέπει στον προγραμματιστή να χρησιμοποιήσει TypeScript, η 
οποία δεν είναι άμεσα εκτελέσιμη απο το περιβάλλον του φυλλομετρητή, απαιτείται να 
συμπεριληφθεί επιπλέον η βιβλιοθήκη pollyfills. 
4.2.2 ΑΠΟΔΟΣΗ ΕΦΑΡΜΟΓΗΣ 
 
Χρησιμοποιώντας τις δυο υλοποιήσεις της εφαρμογής πήραμε μετρήσεις με τη χρήση 
του εργαλείου μέτρησης απόδοσης (DevTools) που διαθέτει ο φυλλομετρητης Chrome. 
Οι τιμές που μετρήσαμε, όπως παρουσιάζονται παρακάτω, είναι: 
Ο συνολικός χρόνος φόρτωσης της εφαρμογής, αναφέρεται στο χρονικό διάστημα απο 
το πρώτο αίτημα μεταξύ του φυλλομετρητή και του διακομιστή έως το JS Onload Εvent 
που σηματοδοτεί την ολοκληρωση της φόρτωσης της σελίδας. 
Το DOMContentLoading Εvent, εκδηλώνεται όταν το αρχικό έγγραφο HTML έχει 
φορτωθεί και αναλυθεί πλήρως χωρίς να συμπεριλαμβάνεται η μορφοποίηση του 
εγγράφου και οι εικόνες. 
Το DOM Processing είναι ο χρόνος που απαιτείται για την φόρτωση, τη σχεδίαση της 
HTML σε ένα DOM, την εκτέλεση των συγχρονων σεναρίων και των σύγχρονων 
πόρων του εγγράφου (μορφοποίηση, εικόνες). 
580
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Η τιμή Time to first byte αναφέρεται στο χρόνο που απαιτείται απο τη στιγμή που θα 
σταλεί το πρώτο HTTP Request προς το διακομιστή έως το πρώτο byte της απάντησης, 
που περιλαμβάνεται την αρχική σελίδα της εφαρμογής index.html. Ο χρόνος αυτός 
είναι άμεσα εξαρτώμενος απο την επίδοση του δικτύου, ειδικότερα απο το ping time 
(RoundTripTime), απο το παράθυρο συμφόρησης του TCP, και απο το φόρτο του 
δικτύου. Επίσης, εξαρτάται άμεσα και απο τις επιδόσεις και τα χαρακτηριστικά του 
διακομιστή. 
Οι τιμές Average Call και Slowest Call αναφέρονται στο χρόνο ολοκλήρωσης μιας 
μεταφοράς οποιουδήποτε τύπου αρχείου μεταξύ του διακομιστή και του φυλλομετρητή. 
Ο χρόνος αυτός είναι άμεσα εξαρτώμενος απο την επίδοση του δικτύου, τις επιδόσεις 
του διακομιστή, καθώς και το μέγεθος του μεταφερόμενου αρχείου. 
4.2.2.1 FIRST LOAD – CACHE DISABLED 
 
Αρχικά μετρήσαμε την απόδοση της εφαρμογής κατά την πρώτη επίσκεψη ενός 
χρήστη. Οι τρεις πρώτες μετρήσεις είναι δοκιμαστικές (warm-up). Στη συνέχεια λάβαμε 
δέκα επιπλέον μετρήσεις καθαρίζοντας ενδιάμεσα κάθε φορά την κρυφή μνήμη (cache) 
του φυλλομετρητή και υπολογίσαμε το μέσο όρο (average) και την μέση απόλυτη 
διακύμανση των τιμών (Average Absolute Deviation). 
Στον πίνακα 3 παρουσιάζονται με τις μετρήσεις που λάβαμε απο την εφαρμογή που 
υλοποιήθηκε με το πλαίσιο Angular.  
Πίνακας 3 - Angular First Load - Cache Disabled 
  Total 
Time to 
first byte 
DOM 
Content 
Loading 
DOM 
Processing 
Slowest 
Call 
Average 
Call 
1st (warm-up) 2550 834 1037 1698 269 73 
2nd (warm-up) 1917 56 828 1831 160 47 
3rd (warm-up) 1872 36 1121 1801 197 59 
1st 1428 121 783 1274 152 49 
2nd  1671 128 905 1495 166 59 
3rd 1324 92 720 1197 166 58 
4th 1356 94 750 1211 268 64 
5th 1512 109 815 1372 217 56 
6th 1717 40 1154 1647 179 57 
7th 1493 89 832 1360 151 52 
8th 1491 89 782 1369 171 49 
9th 1434 75 780 1294 195 54 
10th 1582 77 817 1464 165 87 
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Average 1500,8 91,4 833,8 1368,3 183 58,5 
Average Absolute 
Deviation 95,76 17,4 78,28 101,1 26,2 6,9 
AAD/A % 6,38% 19,04% 9,39% 7,39% 14,32% 11,79% 
 
Απο τα αποτελέσματα που πήραμε παρατηρούμε ότι ο μέσος συνολικός χρόνος που 
χρειάστηκε η εφαρμογή για να φορτώσει πλήρως είναι 1500,8 ms. Η μέση απόλυτη 
απόκλιση είναι 95,76 δηλαδή 6,38% σε σχέση με το μέσο συνολικό χρόνο. Αυτό μας 
δείχνει ότι οι μετρήσεις που πήραμε έχουν χαμηλη διασπορα και είναι 
επαναλαμβανόμενες. Η μεγαλύτερη μέση απολυτη αποκλιση ως ποσοστό του μέσου 
χρόνου παρατηρείται στο χρόνο φόρτωσης του πρωτου byte. Αυτο οφείλεται στην 
καθυστέρηση του δικτύου που περιλαμβάνεται σε αυτο το χρόνο. 
Στο παρακάτω διάγραμμα (Διάγραμμα 2) αναπαριστάται η ροή των μετρήσεων ανά 
μονάδα μέτρησης. 
 
Διάγραμμα 2 - Angular First Load - Cache Disabled 
Στον πίνακα 4 παρουσιάζονται με τις μετρήσεις που λάβαμε απο την εφαρμογή που 
υλοποιήθηκε με τη βιβλιοθήκη React.  
Πίνακας 4 - React First Load - Cache Disabled 
  Total 
Time to 
first byte 
DOM 
Content 
Loading 
DOM 
Processing 
Slowest 
Call 
Average 
Call 
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1st (warm up) 1392 156 745 1215 225 68 
2nd (warm up) 985 44 472 917 238 65 
3rd (warm up) 947 30 449 893 268 60 
1st 1094 37 538 1033 269 60 
2nd  991 38 469 928 277 61 
3rd 1054 47 488 985 278 60 
4th 935 43 455 870 248 58 
5th 965 37 466 900 252 75 
6th 975 33 454 916 245 60 
7th 939 38 429 872 253 59 
8th 955 41 458 893 259 64 
9th 939 43 452 860 228 66 
10th 958 34 461 902 267 61 
Average 980,5 39,1 467 915,9 257,6 62,4 
Average Absolute 
Deviation 39,5 3,52 18,8 39,68 12,4 3,56 
AAD/A % 4,03% 9,00% 4,03% 4,33% 4,81% 5,71% 
 
Απο τα αποτελέσματα που πήραμε παρατηρούμε ότι ο μέσος συνολικός χρόνος που 
χρειάστηκε η εφαρμογή για να φορτώσει πλήρως είναι 980,5 ms. Η μέση απόλυτη 
απόκλιση είναι 39,5 δηλαδή 4,03% σε σχέση με το μέσο συνολικό χρόνο. Αυτό μας 
δείχνει ότι οι μετρήσεις που πήραμε έχουν χαμηλη διασπορα και είναι 
επαναλαμβανόμενες. Η μεγαλύτερη μέση απολυτη αποκλιση ως ποσοστό του μέσου 
χρόνου παρατηρείται στο χρόνο φόρτωσης του πρωτου byte. Αυτο οφείλεται στην 
καθυστέρηση του δικτύου που περιλαμβάνεται σε αυτο το χρόνο. 
Στο παρακάτω διάγραμμα (Διάγραμμα 3) αναπαριστάται η ροή των μετρήσεων ανά 
μονάδα μέτρησης. 
 35 
 
 
Διάγραμμα 3 - React First Load - Cache Disabled 
Λαμβάνοντας υπόψη τις παραπάνω μετρήσεις, για την απόδοση της εφαρμογής κατά 
την πρώτη επίσκεψη ενός χρήστη, παρατηρούμε ότι κατά μέσο όρο η εφαρμογή 
Angular χρειάστηκε 1500,8 ms για μία πλήρη φόρτωση ενώ η React 980,5 ms. Η 
σύγκριση φαινεται στο παρακάτω διαγραμμα (Διάγραμμα 4). 
 
Διάγραμμα 4 - First Load - Cache Disabled - Comparison 
4.2.2.2 FULL RELOAD – CACHE ENABLED 
 
Στην συνέχεια θα φορτώσουμε δέκα φορές την εφαρμογή χωρίς να καθαρίσουμε την 
κρυφή μνήμη (cache) του φυλλομετρητή για να δούμε τις διαφορές στη βελτιστοποίηση 
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της διαχείρισης της cache από την εφαρμογή. Προηγήθηκαν τρεις δοκιμαστικές 
μετρήσεις (warm-up).  
Στον πίνακα 5 παρουσιάζονται με τις μετρήσεις που λάβαμε απο την εφαρμογή που 
υλοποιήθηκε με το πλαίσιο Angular.  
Πίνακας 5 - Angular app full reload - Enable Cache 
 
Total 
Time to 
first byte 
DOM 
Content 
Loading 
DOM 
Processing 
Slowest 
Call 
Average 
Call 
1st (warm-up) 913 33 484 849 35 12 
2nd (warm-up) 661 12 441 621 9 1 
3rd (warm-up) 638 20 415 596 9 1 
1st 719 13 465 672 10 1 
2nd  684 11 440 650 7 1 
3rd 612 19 377 568 9 1 
4th 569 8 346 542 8 1 
5th 621 10 390 590 12 2 
6th 596 11 371 562 6 1 
7th 610 17 393 571 9 1 
8th 649 10 393 617 8 1 
9th 615 27 384 564 11 1 
10th 581 18 364 541 10 1 
Average 625,6 14,4 392,3 587,7 9 1,1 
Average Absolute 
Deviation 35,04 4,68 24,36 35,64 1,4 0,18 
AAD/A % 5,60% 32,50% 6,21% 6,06% 15,56% 16,36% 
 
Απο τα αποτελέσματα που πήραμε παρατηρούμε ότι ο μέσος συνολικός χρόνος που 
χρειάστηκε η εφαρμογή για να φορτώσει πλήρως είναι 625,6 ms. Η μέση απόλυτη 
απόκλιση είναι 35,04 δηλαδή 5,60% σε σχέση με το μέσο συνολικό χρόνο. Αυτό μας 
δείχνει ότι οι μετρήσεις που πήραμε έχουν χαμηλη διασπορα και είναι 
επαναλαμβανόμενες. Η μεγαλύτερη μέση απολυτη αποκλιση ως ποσοστό του μέσου 
χρόνου παρατηρείται στο χρόνο φόρτωσης του πρωτου byte. Αυτο οφείλεται στην 
καθυστέρηση του δικτύου που περιλαμβάνεται σε αυτο το χρόνο. 
Στο παρακάτω διάγραμμα (Διάγραμμα 5) αναπαριστάται η ροή των μετρήσεων ανά 
μονάδα μέτρησης. 
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Διάγραμμα 5 - Angular app full reload - Enable Cache 
Στον πίνακα 6 παρουσιάζονται με τις μετρήσεις που λάβαμε απο την εφαρμογή που 
υλοποιήθηκε με τη βιβλιοθήκη React.  
Πίνακας 6 - React app full reload - Enable Cache 
  
Total 
Time to 
first byte 
DOM 
Content 
Loading 
DOM 
Processing 
Slowest 
Call 
Average 
Call 
1st (warm-up) 587 8 339 561 201 23 
2nd (warm-up) 771 29 505 720 190 23 
3rd (warm-up) 556 19 317 514 176 22 
1st 551 14 297 519 200 24 
2nd  559 16 331 522 171 21 
3rd 495 7 277 471 177 21 
4th 485 8 263 460 183 22 
5th 463 9 252 437 162 19 
6th 481 6 275 459 167 20 
7th 495 9 264 466 188 22 
8th 483 5 270 459 176 21 
9th 468 7 259 444 167 20 
10th 482 5 270 460 175 21 
Average 496,2 8,6 275,8 469,7 176,6 21,1 
Average Absolute 
Deviation 23,52 2,72 15,52 20,58 8,32 0,94 
AAD/A % 4,74% 31,63% 5,63% 4,38% 4,71% 4,45% 
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Απο τα αποτελέσματα που πήραμε παρατηρούμε ότι ο μέσος συνολικός χρόνος που 
χρειάστηκε η εφαρμογή για να φορτώσει πλήρως είναι 496,2 ms. Η μέση απόλυτη 
απόκλιση είναι 23,52 δηλαδή 4,74% σε σχέση με το μέσο συνολικό χρόνο. Αυτό μας 
δείχνει ότι οι μετρήσεις που πήραμε έχουν χαμηλη διασπορα και είναι 
επαναλαμβανόμενες. Η μεγαλύτερη μέση απολυτη αποκλιση ως ποσοστό του μέσου 
χρόνου παρατηρείται στο χρόνο φόρτωσης του πρωτου byte. Αυτο οφείλεται στην 
καθυστέρηση του δικτύου που περιλαμβάνεται σε αυτο το χρόνο. 
Στο παρακάτω διάγραμμα (Διάγραμμα 6) αναπαριστάται η ροή των μετρήσεων ανά 
μονάδα μέτρησης. 
 
Διάγραμμα 6 - React app full reload - Enable Cache 
Λαμβάνοντας υπόψη τις παραπάνω μετρήσεις, για τη βελτιστοποίηση της διαχείρισης 
της cache από την εφαρμογή, παρατηρούμε ότι κατα μέσο όρο η εφαρμογή Angular 
χρειάστηκε 625,6 ms για μία πλήρη φόρτωση ενώ η React 496,2 ms. Η σύγκριση 
φαινεται στο παρακάτω διαγραμμα (Διάγραμμα 7). 
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Διάγραμμα 7 - Full Reload- Cache Enabled 
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5 ΣΥΜΠΕΡΑΣΜΑΤΑ ΚΑΙ ΠΡΟΤΑΣΕΙΣ 
 
5.1 ΣΥΜΠΕΡΑΣΜΑΤΑ 
 
Ολοκληρώνοντας την παρούσα διπλωματική εργασία και έχοντας μελετήσει διεξοδικά 
τα δυο συγχρονα εργαλεια της JavaScript, React και Angular, οδηγούμαστε στα 
παρακάτω συμπεράσματα. 
Όπως παρατηρούμε απο την μελέτη που έγινε πάνω στην εφαρμογή που δημιουργήθηκε 
και στις δύο τεχνολογίες, η εφαρμογή που υλοποιήθηκε με την βιβλιοθηκη React έχει 
μικρότερο μέγεθος σε σχέση με την εφαρμογή Angular κατα 48% (Διαγραμμα 1). Αυτό 
οφείλεται στο ότι η Angular παράγει τα διπλάσια αρχεία λόγω της TypeScript και των 
επιπλέον βιβλιοθηκων που χρησιμοποιεί. 
Όσον αφορα την επίδοση της εφαρμογής με βάση τις μετρήσεις που έγιναν και στις δύο 
περιπτώσεις που μελετηθηκαν, ειτε με την απενεργοποίηση της λειτουργίας caching του 
φυλλομετρητη ειτε καθαρίζοντας ενδιάμεσα απο κάθε φόρτωση της εφαρμογής την 
κρυφή μνήμη cache, παρατηρουμε οτι η εφαρμογή React χρειάζεται λιγότερο χρόνο για 
μία πλήρη φόρτωση σε σχεση με την εφαρμογή Angular (Διάγραμμα 4 και Διάγραμμα 
7). 
Αντίστοιχη έρευνα απο τον Eric Molin (2016) παρουσιαζοντας την επίδοση 
παλαιότερων εκδόσεων των δυο εργαλέιων JS, το Angular (version 2) να έχει 
μεγαλύτερο μεγεθος παραγομενων αρχείων σε σχεση με τα παραγόμενα αρχεία της 
React (version 0.14.8) και ως εκ τουτου μεγαλύτερο χρόνο φόρτωσης κατά την πρώτη 
επίσκεψη ενός χρήστη στον ιστότοπο που φιλοξενεί την εφαρμογή. Στην παρουσα 
έρευνα παρουσιάζονται οι τελευταιες εκδοσεις των εργαλείων JS, Angular (version 
7.2.1)  και React (version 16.2.0). Παρατηρούμε ότι τα ευρήματα της μελέτης του Eric 
Molin είναι συμβατά με τα ευρήματα της δικής μας μελέτης και μετά τις αναβαθμίσεις 
και στις δύο πλατφόρμες. 
Για την περίπτωση ανάπτυξης μια δυναμικης και γρήγορης εφαρμογής ιστού μιας 
σελίδας (single page application) το καλύτερο εργαλείο φαίνεται να είναι η βιβλιοθήκη 
React. 
5.2 ΠΕΡΙΟΡΙΣΜΟΙ 
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Αυτή η έρευνα περιορίζεται απο το μικρό αριθμο των εργαλείων JavaScript που 
επιλέχθηκαν. Η ποιότητα και η ποικιλία των ευρημάτων θα αυξηθούν σε μεγάλο βαθμό 
εάν υπάρξουν περισσότερα εργαλεία. 
5.3 ΠΡΟΤΑΣΕΙΣ 
 
Τα παρακάτω είναι προτάσεις που μπορούν να προστεθούν σε αυτή την έρευνα για να 
αποκτήσουν περαιτέρω γνώσεις για τη σύγκριση των εργαλείων JS και να ενθαρρύνουν 
άλλους προγραμματιστές και ερευνητές να διεξάγουν τις δικές τους έρευνες. 
Αυτές οι συστάσεις περιλαμβάνουν: 
• Εφαρμόζοντας την ίδια προσέγγιση που χρησιμοποιείται σε αυτή την έρευνα, να 
γίνει προσθήκη περισσότερων εργαλείων της JavaScript ώστε να ενημερώνει 
καλύτερα τους προγραμματιστές και τους ερευνητές της, για την επίδοση ενός 
ευρύτερου φάσματος εργαλείων JavaScript. 
• Μπορούν να γίνουν βελτιώσεις στη διαδικασία που ακολουθείται στην παρούσα 
έρευνα, εφαρμόζοντας περισσότερες τεχνικές συγκριτικής αξιολόγησης.  
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