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Este proyecto se ha basado en la creación de una aplicación diseñada para el 
sistema operativo para móviles Android, la cual consiste en la grabación de 
videos mediante la cámara del móvil, para luego proceder a su 
almacenamiento en un servidor externo. Cuando el usuario quiera ver los 
videos guardados, éstos serán mostrados en un mapa en forma de chincheta, 
situados en la posición GPS dónde se grabaron. 
Esta aplicación permite realizar el estudio de los elementos que la componen: 
creación y manipulación de mapas de GoogleMaps, grabación y reproducción 
de video, almacenamiento y gestión de una base de datos externa 
proporcionada por App Engine, una herramienta de Google, servidor Apache 
dónde se guardarán los videos grabados, control del GPS del móvil. 
En definitiva, se ha conseguido estudiar las principales  características que 
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This project is based on creating an application designed for the Android 
mobile operation system, which consists of the video recording by the camera 
phone, and then proceed to be stored it in an external server. When the user 
wants to watch the saved videos, they will be shown on a map pin-shaped, 
located in the GPS position where they were recorded. 
This application enables the study of its components: creation and 
manipulation of maps from GoogleMaps, video recording and playback, 
storage and management of an external database provided by App Engine, a 
tool from Google, an Apache server where the videos will be stored, mobile 
phone GPS control. 
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1.1 Oportunidades del proyecto 
 
El mercado de telefonía móvil está llegando a unos puntos jamás pensados. 
Hace veinte años nadie adivinaría que un teléfono como el que teníamos en 
casa, pudiera llegar a transformarse en lo que hoy en día tenemos. 
Se ha pasado de un aparato que solamente servía para llamar, mediante un 
par trenzado, a un dispositivo inalámbrico con un sinfín de posibilidades. 
En la actualidad estamos acostumbrados al continúo avance y mejora de estos 
dispositivos: agenda, calculadora, cámara de móvil, acceso a internet, 
reproducción de música, juegos, películas. 
Por ello, cada vez más empresas están interesándose en este sector, es el 
caso de Google, el cual ha decidido incidir en el mercado mediante la creación 
de un sistema específico para móviles llamado Android. 
Google no ha sido ni el único ni el primero en tomar esa iniciativa por lo que en 
la actualidad se encuentran varios sistemas de varias empresas compitiendo 
por alcanzar el máximo número de ventas. 
Google está entrando fuerte en el sector, aportando sus ya conocidos servicios 
como son los mapas de Google Maps o sus conocimientos sobre optimización 
de aplicaciones. 
Este proyecto se interesa en Google y su producto ya que Android está 
imponiéndose en el mercado y dejando huella. La idea del proyecto parte del 
estudio y creación de una aplicación para Android que permita conocer más a 













En este proyecto se pretende obtener un conocimiento más detallado sobre la 
plataforma Android. Para ello se ha propuesto la creación de una aplicación 
multimedia que agrupe varios de los elementos que pueden ser de utilidad e 
interesantes para los usuarios de Android. 
La primera fase consiste en la preparación de todas las herramientas y 
software necesario para la programación de una aplicación Android. En esta 
fase se desea obtener unos conocimientos base para poder iniciar a programar 
en el entorno Eclipse con los añadidos de Android. 
La segunda fase sirve para entrar en más detalle sobre las posibilidades que 
nos ofrecen las librerías propias de Android como la creación y manipulación 
de mapas o grabación y reproducción de video. 
En la tercera fase, una vez conseguida una visión más cercana sobre Android, 
se debe implementar la aplicación final. En esta fase el objetivo es obtener una 
aplicación que permita la utilización de los mapas de Google Maps, la cámara 
del móvil, las bases de datos de AppEngine y un servidor Apache. 
Finalmente, como última y cuarta fase, es necesaria una revisión final de la 
aplicación pensando en futuras ampliaciones y/o modificaciones que permitan 
mejorarla para su uso en la vida real. 
 
1.3 Estructura del documento 
 
Este documento está dividido en diez apartados. A continuación se resumen 
cada uno de ellos. 
En este primer capítulo se describen las bases y los objetivos que se han 
propuesto para realizar el proyecto. Consiste en una pequeña introducción que 
nos sitúa en contexto con el proyecto en sí. 
En el segundo capítulo se describe y estudia el sistema operativo Android. Para 
ello se muestran sus características, estructura y funcionalidades. Se detallan 
los componentes de una aplicación Android y su funcionamiento. 
En el tercer capítulo se muestran las partes de la aplicación final, así como las 
clases, librerías y componentes usados. Esta parte permite visualizar como ha 




El cuarto capítulo se centra en la descripción y análisis de los mapas de Google 
Maps, mostrando sus principales funcionalidades y características. 
El quinto capítulo se basa en la parte multimedia que puede aportar un sistema 
operativo para móviles como es Android. En ella se explican que posibilidades 
de audio, video e imagen ofrece este sistema y como utilizarlo. 
En el sexto capítulo se da a conocer el AppEngine, una plataforma que nos 
ofrece Google que permite el almacenamiento de aplicaciones en internet. 
En el séptimo capítulo se muestra el servidor Apache, se describen sus 
funcionalidades y características. 
En el octavo capítulo se concluyen los resultados obtenidos de la aplicación y 
el proyecto en sí, no menospreciando su impacto medioambiental y futuras 
ampliaciones. 
Finalmente, en los dos últimos capítulos (nueve y diez) se incluye la bibliografía 
utilizada y se añaden anexos que permiten detallar más algunos conceptos.
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2 DESCUBRIENDO ANDROID 
 
2.1 El concepto de Android 
 
El mercado actual de telefonía móvil está custodiado por diferentes compañías 
con sus respectivas plataformas, las más importantes en la actualidad son 
Windows Mobile1, Palm OS2, Symbian3, y el más nuevo Android. 
Android es un sistema operativo para dispositivos móviles. Está basado en 
Linux4 e inicialmente fue desarrollado por Android Inc., compañía que fue 
comprada después por Google, y en la actualidad lo desarrollan los miembros 
de la Open Handset Alliance5 (liderada por Google). Esta plataforma es de 
código abierto, lo que permite el desarrollo de aplicaciones por terceros bajo 
una licencia Apache, versión 26. Se gestiona mediante el lenguaje de 
programación Java y los dispositivos móviles se controlan por medio de 
bibliotecas creadas y/o adaptadas por Google. 
La presentación de la plataforma Android se realizó el 5 de noviembre de 2007 
junto con la fundación Open Handset Alliance, un consorcio de 48 compañías 
de hardware, software y telecomunicaciones comprometidas con la promoción 




                                                           
1
 Sistema operativo de Microsoft diseñado especialmente para móviles. 
2
 Palm OS es un sistema operativo hecho por la empresa PalmSource, Inc. Para ordenadores 
de mano (PDAs) fabricados por varios licenciatarios. 
3
 Sistema operativo que fue producto de la alianza de varias empresas de telefonía móvil entre 
las que se encuentran Nokia, Sony, Ericsson, PSION, Samsung, Siemens Arima, Motorola, 
entre otras. 
4
 Es un sistema operativo descendiente de UNIX. Unix es un sistema operativo robusto, 
estable, multiusuario, multitarea, multiplataforma y con gran capacidad para gestión de redes, 
Linux fue creado siguiendo estas características. 
5
 Asociación formada por muchísimas compañías relacionadas con el sector de las 
telecomunicaciones, entre ellas Vodafone, Alcatel, Dell, ASUSTeK, Huawei Technologies. 
6
 Licencia Apache, versión 2: una licencia libre permisiva que permite la integración con 




2.2 Características principales 
 
Una de sus principales características es que está pensado para optimizar 
recursos, un punto a tener en cuenta ya que al ser utilizado en terminales 
móviles es primordial no consumir demasiada batería.  
Para ejecutar las aplicaciones Java no se utiliza la Java Virtual Machine (JVM) 
ya que está bajo licencia de Sun Microsistems y tiene restricciones. La máquina 
virtual que utiliza Android es creación propia de Dan Bornstein y otros 
ingenieros de Google, su nombre es Dalvik y está pensada y diseñada para 
que utilice poca memoria y pueda ejecutar varias instancias simultáneamente. 
Más adelante se explica con más detalle la Dalvik Virtual Machine. 
Android incluye una base de datos propia llamada SQLite, que permite 
almacenar datos de forma local. Tratándose de una base de datos local, está 
limitada a información guardada en el propio móvil pero aporta una facilidad y 
sencillez a la hora de ser utilizada e integrada en las aplicaciones. En otro 
apartado se puede ver sus limitaciones y características. 
Otra de las características, es que al ser un sistema operativo orientado a 
móviles con múltiples aplicaciones multimedia, soporta diferentes formatos de 
audio, vídeo e imágenes como MPEG4, MP3, 3GP, JPG, GIF… 
 
 
Fig. 1 Logotipo oficial Android 
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2.3 Mercado actual 
 
Se puede decir que Android ha conseguido lo que se proponía, actualmente se 
está imponiendo en el mercado compitiendo con los hasta ahora actuales 
productos estrella de Symbian y Blackberry.  
El mejor teléfono con Symbian ha sido y continúa siéndolo el Nokia 5800 
Xpressmusic aunque también se está abriendo paso el Nokia X6. 
Las características del Nokia 5800 parten de una enorme pantalla táctil de 3,2”, 
una cámara de 3,2 megapíxeles, con autofocus y flash, navegador GPS, 
internet con conexión 3G y 16GB de memoria para los archivos. 
En cuanto al Nokia X6 se le mejora la cámara llegando a un total de 5 
megapíxeles. 
La mejor Blackberry del mundo es difícil de elegir, pues hay muchos modelos 
distintos y las opiniones varían según el usuario. 
Un modelo muy bueno es la Blackberry Curve 8900, la cual dispone de una 
cámara de 3,2 megapíxeles, compatibilidad Wi-Fi, navegador GPS, 
funcionalidades multimedia como son grabación de video y audio. 
Y finalmente, en Android los productos estrella son el Nexus One de Google y 
el Motorola Droid X. 
El Nexus One nos viene con una cámara de 5 megapíxeles, tamaño de pantalla 
de 3,7”, Bluetooth, Wi-Fi, USB, multimedia, memoria interna de 512 Mb y 4Gb 
en una microSD. 
Por otro lado, Motorola Droid X viene con una cámara de 8 megapíxeles con 
capacidad de grabar vídeo de alta definición, 512MB de RAM, 8GB de memoria 











2.4 Arquitectura interna 
 
Como cualquier sistema operativo, Android está formado por diferentes capas, 
partiendo del kernel de Linux, pasando por las librerías y el Runtime, el 
armazón de las aplicaciones y finalmente las aplicaciones. 
A continuación se explica detalladamente la función de cada una de ellas. 
 
 




Todas las aplicaciones creadas con la plataforma Android, incluirán como base 
un cliente de email (correo electrónico), calendario, programa de SMS, mapas, 
navegador, contactos, y algunos otros servicios mínimos. Todas ellas escritas 
en el lenguaje de programación Java.  
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2.4.2 Armazón de aplicaciones  
Todos los desarrolladores de aplicaciones Android, tienen acceso total al 
código fuente usado en las aplicaciones base. Esto ha sido diseñado de esta 
forma, para que no se generen cientos de componentes de aplicaciones 
distintas, que respondan a la misma acción, dando la posibilidad de que los 
programas sean modificados o reemplazados por cualquier usuario sin tener 
que empezar a programar sus aplicaciones desde el principio.  
 
2.4.3 Librerías 
Android incluye en su sistema un set de librerías C/C++, que son expuestas a 
todos los desarrolladores a través del framework de las aplicaciones Android, 
librería C del sistema, librerías de medios, librerías de gráficos, 3D, SQlite, etc.  
 
2.4.4 Runtime de Android 
Android incorpora un set de librerías que aportan la mayor parte de las 
funcionalidades disponibles en las librerías base del lenguaje de programación 
Java. La Máquina Virtual está basada en registros, y ejecuta clases compiladas 
por el compilador de Java que anteriormente han sido transformadas al formato 
.dex (Dalvik Executable) por la herramienta ''dx''. 
 
2.5 Dalvik vs Java Virtual Machine 
 
La máquina virtual Java se puede encontrar en casi cualquier ordenador de 
sobremesa y se basa en pila. Por otro lado, la máquina virtual Dalvik utiliza el 
registro base, ya que los procesadores para móviles están optimizados para la 
ejecución en registros, permitiendo que se aceleren los tiempos de ejecución. 
En general las máquinas basadas en pila deben utilizar instrucciones para 
cargar los datos en la pila y manipularlos y por tanto, requieren más 
instrucciones que una máquina de registros para aplicar el mismo código de 
alto nivel, pero las instrucciones de una máquina de registro deben codificar la 
fuente y el destino de los registros y por tanto tienden a ser instrucciones de 
mayor tamaño. 
Debemos tener en cuenta que la máquina virtual Dalvik se diseñó para ser 




poca memoria RAM y poco espacio SWAP7 todo ello, alimentado por una 
batería. La máquina virtual se ejecuta sobre un kernel de Linux 2.6. 
 
2.6 Anatomía de una aplicación 
 
En este apartado se definen y explican los 4 componentes o bloques básicos 
que puede contener una aplicación. No todas las aplicaciones requieren de los 
4 tipos, pero si una combinación entre algunos de ellos. 
Cada vez que queramos usar uno de estos componentes deberemos 
especificarlo en un archivo llamado AndroidManifest.xml, del cual se hablará 
más adelante. 
A continuación se definen y explican los 4 conceptos. 
 
2.6.1 Activity  
Un activity es el componente inicial de una aplicación, y por ello el más 
importante. Se podría definir como una simple pantalla de la aplicación. Cada 
actividad se define en una clase aparte y se identifica por extender de la clase 
Activity. Sus funciones son mostrar una interfaz con vistas (Views) y responde 
a eventos concretos. Para pasar de una activity a otra, se utiliza la clase Intent, 
en la que se debe indicar la activity  origen y la activity destino. 
 
2.6.2 Intent Receiver  
Los Intent Receiver se utilizan para códigos que se quieren ejecutar cuando 
sucede un evento externo, por ejemplo cuando llaman al teléfono o se ha 
localizado la posición GPS. A diferencia de los activities, estos no muestran 
una interfaz, en vez de eso muestran una notificación avisando al usuario que 
algo ha ocurrido. 
No es necesario definir los intents receivers en el AndroidManifest.xml, ya que 
pueden llamarse usando Context.registerReceiver(). 
 
                                                           
7
 SWAP: área del disco que temporalmente contiene datos de procesos. Cuando la demanda 
de memoria física es insuficiente, los datos pasan al área SWAP. 
Moving, una aplicación para Android 
10 
 
2.6.3 Service  
Service o servicio es un código que define una acción que se realizará en 
segundo plano, como puede ser localizar la posición GPS del usuario, mientras 
el usuario está consultando el tiempo que hará hoy. Por ello, se trata de un 
código no visible, suele utilizarse mientras se está en un activity. Se ejecuta 
usando Context.startService() y este terminará cuando finalice su función. 
 
2.6.4 Content Provider  
Cuando queremos almacenar datos en bases de datos, como por ejemplo con 
SQLite, no podemos compartir esos datos con otras aplicaciones. Mediante un 
Content Provider se consigue compartir esa información. Se trata de una clase 
que implementa métodos para dejar que otras aplicaciones puedan guardar y 
obtener esos datos mediante el gestor content provider. 
 
2.7 Ciclo de vida de una aplicación Android 
 
Una aplicación Android se ejecuta dentro de su propio proceso Linux. Este 
proceso se crea cuando parte del código de una aplicación necesita ser 
ejecutado y continuará en funcionamiento hasta que no sea requerido. 
Una característica importante, y poco usual, de Android es que el tiempo de 
vida de un proceso no es controlado directamente por la aplicación. En lugar de 
esto, es el sistema quien determina el tiempo de vida del proceso basado en el 
conocimiento que tiene el sistema de las partes de la aplicación que se están 
ejecutando, qué tan importante es la aplicación para el usuario y cuánta 
memoria disponible hay en un determinado momento. 
Para determinar que procesos deberían ser eliminados ante una condición de 
baja memoria, Android ordena los procesos en una estructura jerárquica y 
asignándole a cada proceso una determinada "importancia", de la cual se 
distinguen los siguientes tipos de procesos: 
 
2.7.1 Foreground process (proceso de primer plano) 
Se trata de un proceso que contiene una Activity con la cual el usuario está 
interactuando (su método “onResume ()” ha sido llamado) o un IntentReceiver 




siendo usados en el momento por lo que en caso de falta de memoria serían 
los últimos en eliminarse. 
 
2.7.2 Visible process (proceso visible) 
Es un proceso que contiene una Activity visible en pantalla pero no en primer 
plano (su método “onPause ()” ha sido llamado), ya  que puede darse el caso 
que la actividad principal no ocupe toda la pantalla y pueda verse esta Activity 
de fondo. Este proceso es casi igual de importante que los foreground, por lo 
que solo se eliminaría para mantener a los de primer plano corriendo. 
 
2.7.3 Service process (proceso de servicio) 
Es un proceso que aloja un Service que ha sido iniciado con el método 
startService (). Este tipo de procesos no suelen ser visibles para el usuario pero 
suelen ser importantes (tal como mantener una conexión con servidores, o 
reproducir música). 
 
2.7.4 Background process (proceso de fondo) 
Consiste en un proceso que contiene una Activity que no está visible para el 
usuario (su método "onStop ()" ha sido llamado). Normalmente la eliminación 
de estos procesos no supone un gran impacto para la actividad del usuario. 
Generalmente, hay muchos de estos procesos corriendo, por lo tanto el 
sistema mantiene una lista "LRU" para asegurar que el último proceso visto por 
el usuario sea el último en ser eliminado en caso que se requiere recolectar 
memoria. 
 
2.7.5 Empty process (proceso vacío) 
Es un proceso que no aloja ningún componente de la aplicación activo. La 
razón de existir de este proceso es tener una cache disponible de la aplicación 
para su próxima activación. Es común, que el sistema elimine este tipo de 
procesos con frecuencia para obtener memoria disponible. 
 
En el siguiente esquema se muestran los estados por los que pasa una 
actividad, dónde inicialmente se llama a la función onCreate() que es la que 
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llama al onStart(), función que permite ejecutar la actividad. Se puede apreciar 
las variantes que pueden suceder cuando una activity es pausada (onPause()) 
como ser eliminada si es necesario para el sistema. 
 









El AndroidManifest.xml es un fichero necesario para cualquier aplicación 
Android. Se encuentra en la carpeta raíz por defecto y describe valores 
globales de la aplicación. Incluye la descripción de las actividades y servicios, 
el tipo de información de cada actividad y que pueden soportar y como serán 
ejecutadas. También se definen los permisos, librerias y actividades que se 
usarán en la aplicación. 
A continuación se mencionan las opciones que se pueden definir en el 
manifest. 
Package: situación de los ficheros que se ejecutan. 
Uses-premission: permisos que se le otorgan a la aplicación que por defecto no 
tiene. Ej: Acceso a Internet.  
<uses-permission android:name="android.permission.INTERNET" /> 
 
Uses-library: librerías de Google que se van a usar en el programa. Ej: Mapas 
de Google. 
<uses-library android:name="com.google.android.maps" /> 
 
Activity: permite a una actividad iniciarse. Todas las activities deben estar 
específicadas en el AndroidManifest.xml. El siguiente código debe incluirse en 
la actividad inicial para que sea la primera en ejecutarse. 




En este capítulo se a tratado de explicar de forma general el funcionamiento de 
Android, sus características, su diseño y sus funcionalidades. Se ha intentado 
aprofundizar un poco en algunos detalles como por ejemplo el fichero 
AndroidManifest.xml porque se ha considerado un fichero importante de una 
aplicación.
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Una API (Application Programming Interface) consiste en un conjunto de 
librerías de clases que permiten ser usadas de forma fácil y rápida. De esta 
manera se pueden utilizar y manejar muchos elementos en las aplicaciones 
que ya han sido programados sin tener que empezar desde cero. 
En este capítulo se van a tratar 2 de las APIs más importantes y usadas en las 
aplicaciones para Android. Las APIs en cuestión son las de mapas y las de 
vídeo.  
 
3.2 API DE MAPAS 
 
La API de Mapas de Google Maps es un complemento de Google que permite 
insertar y usar los mapas de Google en las aplicaciones. Se trata de un servicio 
gratuito dónde únicamente se debe estar registrado para poderlo usar en las 
aplicaciones. Al registrarse se obtiene una clave que se requerirá en la parte 
del código de la aplicación.  
Unas de las características más importantes que nos ofrece este add-on es 
poder controlar los mapas y manejarlos a gusto del usuario. Por ejemplo se 
puede cambiar el zoom para alejar o acercar un punto en concreto, indicar 
unas coordenadas específicas, elegir el tipo de vista a mostrar (satélite o 
calles). 
 
Fig. 4 Vision de España desde GoogleMaps 
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3.2.1 API de Google Maps 
API de Google Maps es una herramienta que no viene incluida en la librería 
estándar de Android, por lo que no todos los dispositivos móviles serán 
capaces de mostrar mapas de Google. Tampoco se encuentra en el SDK de 
Android.  
Para poder utilizar este add-on es necesario: 
- Instalar el Add-on de APIs de Google Maps. 
- Crear un proyecto que contenga las librerías de mapas. 
- Añadir el permiso del uso de la librería de mapas en el 
AndroidManifest.xml. 
- Conseguir una Map Api Key, para poder mostrar mapas en tu aplicación. 
- Firmar la aplicación correctamente, utilizando el certificado 
correspondiente a la Api Key obtenida. 
 
3.2.2 API Key 
Para poder usar Google Maps, es necesario registrarse en la web aceptando 
los términos del servicio y proveer un MD5 fingerprint (huella MD5) del 
certificado que se usará para firmar la aplicación. 
Para cada certificado fingerprint registrado, el servicio nos dará una API Key 
(una cadena alfanumérica única). Esa clave se deberá insertar en el código de 
la aplicación para que cada vez que se utilicen los mapas el servidor de Google 
pueda ver que está registrado con el servicio. Para ver cómo se consigue la 
clave y dónde se coloca, ver “ANEXO III: Pasos para la utilización de los mapas 
de GoogleMaps”. 
En el caso de que no se disponga de una clave o ésta no sea válida, la 
aplicación seguiría funcionando, simplemente no se mostrarían los mapas. 
Hay dos tipos de API Key, una es la que sirve para desarrollar la aplicación de 
prueba, en la que se puede utilizar el certificado creado por el SDK; mientras 
que si se desea publicar la aplicación, se utiliza el certificado con el que se 
firma dicha aplicación. 




Fig. 5 Vista de los mapas en una aplicación Android 
 
3.2.3 Objetos de mapas 
Para poder programar y utilizar todas las opciones que nos ofrece esta API se 
debe conocer que objetos y clases son los que manejan los mapas. A 
continuación se listan algunas de las clases o funciones más importantes para 
el manejo de los mapas. 
 
GeoPoint 
La clase GeoPoint viene predefinida con el paquete de mapas, esta clase 
almacena una posición en un mapa. Esta posición se representa mediante dos 
números de tipo double: latitud y longitud. Para pasar de estos dos números a 
GeoPoint solamente hace falta convertir los números a micro grados elevando 
cada número a la sexta potencia. 
GeoPoint(int latitudeE6, int longitudeE6)  
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MapActivity y MapController 
MapActivity es la clase que maneja las funciones básicas de una Activity que 
muestra un mapa mientras que MapController permite gestionar la panorámica 
y el zoom del mapa. 
 
MapView, MyLocationOverlay y Overlay 
MapView es la vista que muestra el mapa, MyLocationOverlay permite dibujar 
la posición actual del usuario y Overlay permite insertar objetos para que 
aparezcan en el mapa. 
 
3.2.4 Caso práctico 
En este proyecto se ha utilizado la API de mapas para poder mostrar los vídeos 
almacenados mediante chinchetas. Es una forma muy visual de localizar los 
vídeos según la posición en la que han sido guardados. 
La dificultad más grande a radicado en el permiso necesario para la 
visualización, el manejo de los mapas permitiendo insertar objetos encima de 
ellos y poder interactuar con estos objetos. 
 
3.3 API  DE MULTIMEDIA 
 
En este apartado se pretende ofrecer una idea general sobre las posibilidades 
de imágenes, video y audio que ofrece el sistema operativo Android. 
Partiendo de que en la actualidad una gran mayoría de móviles tienen cámara, 
no se debe desperdiciar esta característica para crear aplicaciones que 
requieran su uso. 
Por ello, Android permite codificar/descodificar una gran variedad de tipos de 
media, por lo que fácilmente se puede integrar audio, video e imágenes en las 
aplicaciones. La plataforma permite reproducir o grabar audio y video, por lo 
que ofrece un amplio abanico de posibilidades. 
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3.3.1 Formatos y códecs 
En multimédia existen infinidad de formatos y códec diferentes dependiendo del 
uso que se le quiera dar y los equipos que lo utilicen. En Android se aceptan 
unos formatos y códecs determinados. Los tipos compatibles con Android son 
los siguientes:  
En el caso del audio nos encontramos con los siguientes formatos: 3GPP 
(.3gp) con códec AMR-NB, MPEG-4 (.mp4), MP3 (.mp3), Ogg (.ogg), WAVE 
(.wav). 
Mientras que para video serían los siguientes: 3GPP (.3gp) con códec H.263 y 
MPEG-4  AVC (.mp4) con códec H.264. 
Y para las imágenes: JPEG (.jpeg), GIF (.gif), PNG (.png) y BMP (.bmp). 
 
3.3.2 Reproducción de audio y vídeo 
Para la reproducción de audio y/o vídeo se utiliza la clase MediaPlayer. 
Esta clase permite indicar la ruta donde se encuentra el fichero a reproducir, ya 
sea una ruta local del móvil como un enlace a un servidor externo 
(setDataSource()). 
Un ejemplo sencillo sería el siguiente: 








Una acción importante que se debe incluir en el código es la de release(). Esta 
llamada permite que cuando un objeto MediaPlayer ya no se utilice, los 
recursos utilizados puedan ser liberados de inmediato para evitar ocupar 
memoria innecesaria. 
 
El siguiente diagrama muestra el ciclo de vida y los estados de un objeto 
MediaPlayer.  
Los óvalos representan los estados del objeto MediaPlayer. Las flechas 
representan la transición de estados. Hay dos tipos de flechas; las que son una 
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simple flecha que simbolizan llamadas de métodos síncronos, mientras que 




Fig. 6 Diagrama de la clase MediaPlayer 
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3.3.3 Grabación de audio y vídeo 
La clase principal para la grabación de vídeo se llama MediaRecorder y sirve 
tanto para grabar audio como video. Las propiedades que se pueden definir a 
partir de esta clase, serían el códec del audio (setAudioEncoder()), el códec del 
video (setVideoEncoder()), la fuente del audio y del video (micrófono y cámara) 
(setAudioSource()/SetVideoSource()), el formato de salida del fichero grabado 
(setOutputFormat()) y el nombre y ruta donde se guardará el fichero 
(setOutputFile()). 
Este sería un ejemplo de código: 




























Fig. 7 Diagrama de la clase MediaRecorder 
 
 
3.3.4 Caso práctico 
Esta API de video se ha utilizado para poder gestionar la cámara del móvil de 
una forma simple y rápida.  
Las dificultades más grandes se han encontrado en la falta de información y 
ayuda con esta API, ya que la web oficial de Android para programadores 
ofrecía un ejemplo que no funcionaba, por lo que se ha tenido que investigar y 
buscar en muchas webs cuál era el posible fallo. 
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Otra dificultad ha sido la de no poder probar el código en el emulador ya que 
este no puede simular una cámara y por ello ha costado más programar las 
funciones. 
 
Como se ha visto en este capitulo, las APIs permiten facilitar el trabajo a los 
programadores, ofreciendo funciones que realizan el trabajo de forma 
automática. Se ha explicado de forma detallada que aportan las APIs tanto de 
mapas como de vídeo, sus características y como deben ser usadas. 
Servidor y base de datos 
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En este capítulo se explican los servidores que se han utilizado en este 
proyecto para el funcionamiento de la aplicación Moving. Se explicará que es el 
App Engine, que características aporta y como está creado.  
Por otra parte también se explicará un poco por encima el servidor Apache, el 
cual también ha tenido su papel en el desarrollo de la aplicación. 
 
4.2 APP ENGINE 
 
4.2.1 Definición 
Para poder definir que es App Engine  se necesita partir del concepto Cloud 
Computing (computación en la nube), ya que se trata de una plataforma que 
permite acceder a los recursos de Google creando aplicaciones que funcionan 
en la nube. 
 
Fig. 8 Logotipo oficial de App Engine 
 
4.2.2 Cloud Computing 
Es difícil definir un concepto como este, ya que se trata de algo no visible y 
poco exacto. Podríamos decir que Cloud Computing es todo aquello que ofrece 
servicios de computación en internet. Cloud (nube) sería una metáfora muy 
usada que representa internet, mientras que Computing es el uso de las 
tecnologías de los ordenadores. 
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Se podría definir como una agrupación de recursos compartidos que son 
asignados de forma dinámica a los usuarios, a medida que lo requieren y que 
son fácilmente accesibles y configurables. A continuación se usa un ejemplo 
para entender mejor el concepto. 
Si se quiere ejecutar miles y miles de códigos, se podría encargar un solo 
equipo muy potente o dividir el trabajo entre varios equipos de menos 
capacidad. Al repartir las tareas entre varios, se termina antes y permite una 
mejor eficiencia.  
 
Fig. 9 Esquema conexión Cloud Computing 
 
En Cloud Computing, todos estos equipos se encuentran conectados a internet 
por lo cual cualquier recurso tipo aplicación, bases de datos, computación, se 
coordinan de forma descentralizada permitiendo utilizar diferentes arquitecturas 
y sistemas sin perjudicar ni complicar el funcionamiento global. 
Mediante un sistema descentralizado como este, se consigue una gran 
escalabilidad, simplemente añadiendo más equipos en la red, y una alta 
protección contra fallos y errores ya que si un equipo cae siempre habrá otros 
para suplirlo. 
 




A continuación se mostraran las diferentes capas o pilares que sustentan la 
arquitectura de Cloud Computing. En la siguiente imagen se puede apreciar 
que esta arquitectura está formada por 5 capas.  
La representación de la arquitectura mediante una pirámide sirve para dar 
mayor importancia a las capas inferiores ya que poseen un mayor número de 
elementos. 
 




Como  indica su nombre, esta capa es la que contiene la base de la nube, el 
conjunto de equipos necesarios para soportar los procesos que deberán 
ejecutarse en las capas superiores. 
En esta parte se sitúan los DataCenters que tiene Google repartidos por todo el 
continente. 




Fig. 11 DataCenters de Google 
 
Estos ordenadores a gran escala están divididos según qué acciones realicen, 
ya sea almacenamiento de datos, procesado de información, búsqueda de 
información, correo electrónico… 
Todos ellos se pueden reemplazar fácilmente y si se quiere ampliar el sistema 
solamente se debe añadir más ordenadores o crear un nuevo DataCenter. 
 
Virtualización 
Conceptualmente la virtualización se define como el procedimiento de abstraer 
unos recursos físicos de computación para presentar un nuevo recurso 
“virtualizado” que no es más que una representación parcial y acotada de los 
recursos reales subyacentes. Esta herramienta se encarga de arbitrar y 
gestionar la relación entre los demandantes de estos recursos y la capa física 
que real que lo proporciona. 
En esta capa se encuentra el sistema operativo que utilizan los equipos de la 
capa hardware. Google ha escogido el sistema operativo Linux con un añadido, 
un sistema de ficheros propio: Google File System (GFS). 
Las ventajas que aporta este sistema vienen determinadas por las siguientes 
características: 
- Sistema de ficheros distribuidos en el que participan miles de 
ordenadores. 
- Se partió de que los fallos en el hardware no son la excepción, si no la 
norma. 
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- Se manejan ficheros de tamaños muy grandes: de varios Gigas a 
Terabytes. 
- Cuando se escriben datos en disco, no se borran los anteriores, se 
añaden los nuevos. 
- Los ficheros se leen de manera secuencial. 
 
IaaS (Infraestructure as a Service) 
En esta capa se identifica la función de cada ordenador según la tarea que le 
corresponda, así pues se encuentran gestores de bases de datos, gestores de 
búsquedas…  
Al igual que Google tiene un sistema propio de ficheros, también dispone de 
uno para almacenamiento de datos, este sistema se le conoce con el nombre 
de Bigtable. 
Su característica más llamativa es que los datos llegan a tamaños de 
Petabytes. Se trata de un sistema distribuido, dónde los datos están 
estructurados y las relaciones entre los elementos son desnormalizadas. 
En Bigtable, al igual que en GFS, no se borra nada ni tampoco se actualizan 




Fig. 12 Esquema funcionamiento App Engine 
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PaaS (Plataform as a Service) 
En este nivel está la capa que da acceso a la plataforma que tiene debajo, pero 
sin poder acceder a los detalles. No se podrán ver las capas inferiores, pero si 
hacer uso de ellas. El almacenamiento infinito, recursos ilimitados, 
disponibilidad asegurada… son los distintos beneficios que ofrece la nube. En 
esta capa podremos utilizarlos. 
PaaS actúa como una especie de API, las aplicaciones estarán programadas 
para funcionar bajo una base determinada, por lo que habrá algunas 
limitaciones. 
Al usar App Engine, las aplicaciones se ejecutaran en los ordenadores de los 
datacenters de Google, los ficheros se almacenarán usando GFS y los datos se 
guardaran en Bigtable. 
 
SaaS (Software as a Service) 
SaaS proporciona a los clientes el acceso al software a través de la red 
(generalmente Internet), librándoles del mantenimiento de las aplicaciones, de 
operaciones técnicas y de soporte. 
App Engine ofrece su software para que se manejen las aplicaciones de una 
forma simple y sencilla y sin preocupaciones. 
 
4.2.4 Servicios que ofrece App Engine 
Como se ha explicado, App Engine ofrece servicios de bases de datos y 
espacio para aplicaciones, pero hay mucho más. A continuación se nombran 
algunos de los servicios disponibles: 
- Almacén de datos (el datastore), donde se puede almacenar toda la 
información que las aplicaciones necesiten para funcionar. 
- Despliegues, con lo se podrá poner a las aplicaciones en 
funcionamiento. 
- Cuentas de Google, que facilitará la autenticación de usuarios. 
- Extracción de URL, que permite acceder a recursos de internet. 
- Correo, ya que las aplicaciones podrán enviar correos electrónicos. 
- Manipulación de imágenes, para poder rotarlas, recortarlas, ajustar su 
tamaño, etc. 
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- Memcache, que permite un acceso muy rápido a datos que no se 
encuentren en el almacén de datos. 
- Programación de tareas, servicios que se vayan a ejecutar a intervalos 
regulares. 
 
4.2.5 Caso práctico 
En el caso de este proyecto, se ha creado una aplicación servidor que crea un 
fichero XML y lo guarda en una base de datos. Esta aplicación se ha 
almacenado en el servidor App Engine. Para ver que contiene esta aplicación 
ver “ANEXO V: Imágenes aplicaciones Moving y AppEngine”. 
 
Para subir la aplicación al App Engine es necesario instalar un addon en el 
Eclipse que permite identificarse con Google y este automaticamente compila 
el código especial para el App Engine. A continuación se muestra la ventana de 
logueo para subir la aplicación al App Engine. 
 
 
Fig. 13 Ventana de logueo del App Engine 
 
En la siguiente imagen se puede apreciar como se gestionan las aplicaciones 
que se tienen subidas. Su manejo es a través de la siguiente página web: 




Fig. 14 Vista de la página web que maneja las aplicaciones del App Engine 
 
 
4.3  APACHE HTTP SERVER 
 
4.3.1 Definición 
Apache HTTP Server consiste en un servidor web de distribución libre y de 
código abierto, siendo el más popular del mundo desde 1996. Fue la primera 
alternativa viable para el servidor web Netscape Communications, actualmente 
Sun Java System Web Server. 
Apache es mantenido y desarrollado por una comunidad abierta de 
desarrolladores bajo la Apache Software Fundation. La aplicación permite 
ejecutarse en múltiples sistemas operativos tanto Windows, Mac OS X y Linux. 
 
Fig. 15 Logo oficial de Apache HTTP Server 
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4.3.2 Características principales 
Entre sus características más importantes se ecuentran las siguientes: 
- Multiplataforma. 
- Tecnología gratuita de código fuente abierto. 
- Soporte para los lenguajes Java, Jsp, Perl, Python, Tcl y PHP. 
- Servidor altamente configurable de diseño modular8. Es muy sencillo 
ampliar las capacidades del servidor web Apache. 
- Módulos de autenticación: mod_access, mod_auth y mod_digest. 
- Soporte para SSL y TLS. 
- Permite la configuración de mensajes de errores personalizados y 




El uso principal de esta tecnología se basa en el alojamiento de páginas web 
y/o contenido en un equipo externo accesible mediante internet. Actualmente 
se está utilizando mucho junto a MySQL y MyPHP, lo que les otorga una gran 
utilidad. 
Apache es usado para muchas otras tareas donde el contenido necesita ser 
puesto a disposición en una forma segura y confiable. Un ejemplo es al 
momento de compartir archivos desde un ordenador personal hacia Internet. 
Un usuario que tiene Apache instalado en su escritorio puede colocar archivos 
en la raíz de documentos de Apache, desde donde pueden ser compartidos. 
Los programadores de aplicaciones web a veces utilizan una versión local de 
Apache con el fin de previsualizar y probar código mientras éste es 
desarrollado. 
Microsoft Internet Information Services (IIS) es el principal competidor de 
Apache, así como Sun Java System Web Server de Sun Microsystems y un 
anfitrión de otras aplicaciones como Zeus Web Server. Algunos de los más 
grandes sitios web del mundo están ejecutándose sobre Apache. La capa 
frontal (front end) del motor de búsqueda Google está basado en una versión 
                                                           
8
 Diseño modular: consiste en muchas porciones de código que hacen referencia a diferentes 
aspectos o funcionalidades del servidor Web. 
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modificada de Apache, denominada Google Web Server (GWS). Muchos 
proyectos de Wikimedia también se ejecutan sobre servidores web Apache. 
 
4.3.4 Caso práctico 
En este proyecto se ha requerido el uso del Apache para el almacenamiento de 
los vídeos que se vayan grabando. El método de funcionamiento es a través de 
URLs. 
En el servidor Apache, ejecutado en un ordenador con acceso a internet, se ha 
insertado un fichero que da las ordenes de guardar el vídeo. 
A continuación se muestra el código que contiene el fichero. Se trata de un 
fichero de tipo php. 
 
<?php $target_path = basename($_FILES['uploadedfile']['name']); 
if(move_uploaded_file($_FILES['uploadedfile']['tmp_name'], 
$target_path)) { 
    echo "Archivo ". $target_path . "subido correctamente"; 
} else{ 





Como se ha visto en este capítulo, el servidor App Engine permite almacenar 
aplicaciones de los usuarios y poder disponer de ellas en cualquier momento 
sin tener que preocuparse por el mantenimiento. 
Por otro lado, el servidor Apache ha sido utilizado para almacenar vídeos en un 




5 MOVING, LA APLICACIÓN 
5.1 Interés 
 
En la actualidad las redes sociales de internet se están volviendo un factor 
importante en la sociedad. Miles y miles de internautas se suman a la nueva 
forma de relacionarse con sus amistades y conocidos, en estas redes sociales 
comparten opiniones, fotos, videos, amistades, juegos. 
Partiendo de la idea de estar en contacto con la sociedad las 24 horas, que 
mejor que llevar a cabo una aplicación que permita ser usada en los móviles 
que siempre llevamos encima. Móviles que anteriormente solo eran usados 
para llamar pero que ahora son pequeños dispositivos que permiten estar 
conectado con el resto del mundo mediante internet y con las más avanzadas 
tecnologías en cámaras, música e aplicaciones. 
Al igual que en todos los campos, Internet está evolucionando cada vez más 
hacia las imágenes en movimiento, concretamente los vídeos. Un ejemplo de 
ello es el éxito que están teniendo empresas como Youtube, Seriesyonkies, 
cadenas de televisión que permiten la visualización de sus programas y series 
a través de la red.. 
Este proyecto a nacido a causa de la nueva incorporación de Android en el 
mercado lo que significa un futuro aumento de usuarios de este sistema. Como 
se está utilizando mucho el tema de grabar el momento, se ha creado una 
aplicación que permite poder enseñar a los demás que estás viendo en un 
lugar determinado, que ha sucedido en x sitio y todos los detalles que no 















En este apartado se prentende explicar la estructura de la aplicación, así como 
las partes que la componen y los elementos necesarios para su 
funcionamiento. 
 
5.2.1 Esquema general 
El esquema de la aplicación es el siguiente: 
 
Fig. 16 Esquema representación estructura Moving 
 
En primer lugar, se encuentra el módulo del terminal del usuario, en este caso 
el móvil Android. Este módulo es la interfaz gráfica de la aplicación. El terminal 
del usuario contiene el GPS y la visualización de los mapas de Google. Se 
requiere una conexión inalámbrica a internet para su correcto funcionamiento. 
Por otra parte, para el almacenamiento de los videos que se graben será 
necesario acceder a un servidor externo que tenga instalado el Apache HTTP 
Server. Este servidor estará instalado en un ordenador accesible mediante 




necesario llamar mediante una URL al video en cuestión, y el servidor ejecutará 
las ordenes correspondientes. 
A la hora de guardar los datos de los videos grabados se pretende utilizar una 
aplicación servidor localizada en el App Engine que crea un fichero XML y lo 
almacena en una base de datos. En este fichero XML se guarda el autor del 
video (id), el nombre del video, la posición GPS (latitud y longitud) en la que se 
grabó el video y la ruta donde se encuentra el video en el servidor Apache. 
  
 
Fig. 17 Fichero XML creado por la aplicación del servidor App Engine 
 
La comunicación entre la aplicación del móvil y la aplicación servidor del App 
Engine se realiza mediante un parseador XML que permite extraer los datos y 
relacionarlos con su correspondiente video. 
Como se puede ver, es absolutamente necesario el acceso a internet para 
realizar cualquier acción dentro de la aplicación. 
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5.2.2 Bloques y clases de la aplicación 
La aplicación Moving está creada a partir de tres bloques que son gestión de 
mapas,  gestión del video y gestión de datos. A continuación se muestra un 




Fig. 18 Esquema de clases 
 
Bloque de Mapas 
 





En este esquema se puede ver como el bloque de los mapas contiene una 
clase que permite visualizar los mapas de tipo MapActivity, una clase que 
permite insertar objetos en los mapas de tipo MapView y una clase que permite 
dibujar encima de los mapas de tipo Overlay. Las demás clases realizan 
acciones para el manejo de los mapas. 
 
Bloque de Video 
 
Fig. 20 Bloque de Video 
 
En este bloque solo nos encontramos tres clases que no estan conectadas 
entre sí ya que cada una de ellas es llamada desde otros bloques. Como sus 
nombres indican permiten grabar un video, subirlo al servidor Apache y 
reproducirlo. 
 
Bloque de BBDD 
 
Fig. 21 Bloque Bases de Datos 




En este bloque se encuentran las clases que gestionan los datos de los videos. 
La clase Content es la que define que contenido se quiere almacenar (nombre, 
ruta donde se encuentra el video, coordenadas en las que se grabó, autor). En 
la clase Formulario se pide el ingreso de los datos de la clase Content. En la 
clase CrearVideo se almacena toda esta información en el App Engine. 
MostarDatosVideo hace lo que indica su nombre, esta clase es llamada desde 
el bloque de mapas. Y XMLHandler es la clase que coge el fichero XML creado 
en el servidor extrae los datos de los videos para pasarselos al bloque de 
mapas. 
 
5.3 Casos de usos 
 
En este apartado se pretende mostrar que opciones nos ofrece la aplicación. 
Partiendo de un menú inicial podemos acceder a los siguientes casos de uso. 
 
 





5.3.1 Caso 1: Grabar vídeo 
Una de las opciones que nos ofrece la aplicación es la de grabar vídeo. Para 
ello el móvil debe disponer de una cámara y mediante la API de vídeo es 
posible controlar este dispositivo. 
La imagen siguiente es una captura en el momento en que la aplicación pasa al 
estado grabar vídeo. Como se puede ver, esta opción permite iniciar la 
grabación al pulsar “StartRecording” y finalizarla mediante el “StopRecording”. 
 
 
Fig. 23 Móvil preparado para grabar 
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Fig. 24 Diagrama de flechas de Grabar vídeo 
 
En este diagrama se muestran las acciones que se deben realizar para grabar 
un video. El primer paso consiste en ejecutar la cámara del móvil para que esta 
comience a grabar. Una vez finalizado se procede a introducir el nombre del 
video y el autor (Fig. 24). Durante este proceso se consulta el GPS para ver en 





Fig. 25 Formulario nuevo vídeo con control de campos vacíos. 
 
Una vez introducidos los datos estos deben ser almacenados por lo que se 
llama al servidor App Engine para que los guarde. A la vez también se llama al 
servidor Apache para que guarde el video. 
 
5.3.2 Caso 2: Consultar videos 
En este caso, lo que se quiere es ver que vídeos hay almacenados en el 
servidor Apache por lo que se usará la API de mapas para poder mostrarlos. 




Fig. 26 Mapa  mostrando los videos. 
 
En este caso se pretende poder ver que videos que se encuentran en el 
servidor Apache. Para ello se accede a los mapas dónde se muestran 
chinchetas en los puntos donde se han grabado videos. Al cargar el mapa, este 
aparece centrado en la posición actual en la que se encuentra el usuario, por 
ello se accede al GPS el cual envía la posición. Las posiciones de los videos y 
los nombres estan en la base de datos de App Engine por lo que se llama al 
servidor y se le pide esa información. Una vez conseguida se muestra el mapa. 
 





Fig. 27 Diagrama de flechas de Consultar videos 
 
 
5.3.3 Caso 3: Reproducir video 
 
En este caso se trata de reproducir un video que esté en el servidor Apache. 
Para ello se deberá partir del caso 2 en el que se muestran los videos 
disponibles en el mapa mediante chinchetas. Al hacer clic en una chincheta nos 
muestra el nombre del vídeo en un globo.  
Si queremos reproducir el vídeo será necesario hacer clic sobre ese globo y se 
abrirá una ventana nueva con la información del vídeo y un botón de 
reproducir. Para ver la información del vídeo se ha llamado al servidor App 
Engine, mientras que si se pulsa el botón reproducir se llama al Apache. 
 




Fig. 28 Detalle de un vídeo 
 
A continuación se muestra el diagrama de flechas del caso reproducir vídeo. Se 
puede ver como es necesario el acceso a ambos servidores para obtener los 
datos y el vídeo. 
 
 







6.1 Objetivos alcanzados 
Los objetivos iniciales se han podido realizar con éxito. Se ha conseguido 
estudiar la plataforma Android mediante la creación de una aplicación práctica 
que permite el uso de diferentes interficies como son los mapas o los vídeos. 
Uno de los principales objetivos era el de poder entender como funcionaba una 
aplicación, sus procesos, actividades, intentos. Por ello se ha realizado un 
estúdio teórico inicial sobre el comportamiento de cada uno de ellos. 
Otro objetivo alcanzado ha sido la utilización del servidor App Engine para la 
creación de una aplicación servidor que permite almacenar datos en un fichero 
de tipo XML.  
 
Finalmente se ha  utilizado el servidor Apache para el almacenamiento de los 




6.2 Impacto medioambiental 
Tratándose de un proyecto de programación, el impacto medioambiental es 
bastante reducido, por lo que únicamente se debe tener en cuenta el gasto 
eléctrico que se ha usado, intentando tener apagado el ordenador mientras no 
se utiliza. 
 
6.3 Posibles mejoras y ampliaciones 
A causa de la limitación del tiempo para la realización del proyecto, hay 
diversas mejoras o ampliaciones que podrían realizarse en la aplicación. 
Una de ellas sería añadir una base de datos para los usuarios, en la cual 
deberían estar registrados para poder acceder a la aplicación. Según el usuario 
logueado, solo podría ver ciertos videos de ciertos usuarios que le hubieran 
permitido el acceso a sus vídeos. Esta ampliación permitiría acercar más la 
aplicación a una red social dónde únicamente pueden ver el contenido de tu 
perfil las personas que tu elijas. 
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Una posible mejora sería que al ver los vídeos existentes en el mapa, 
únicamente aparecieran aquellos que se encuentran relativamente cerca de 
donde se encuentre el usuario. Con ello se ahorraría tiempo de carga de la 
aplicación, ya que si se llegaran a almacenar miles de vídeos, sería muy 
ineficiente cargarlos todos. 
También se podría añadir un buscador de vídeos filtrando por autor, por 
nombre de vídeo, por fecha de creación y por posición en el mapa. 
Uno de los puntos a tener en cuenta sería crear una aplicación que tardara muy 
poco tiempo en pasar de una acción a otra, con una interfaz muy manejable y 
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8.1 ANEXO I: Instalación del software para la programación en 
Android. 
 
Los pasos iniciales para poder empezar a programar con Android son la 
descarga e instalación del software necesario para la programación y 
emulación de Android. A continuación se explica detalladamente que 
programas se deben instalar  y cómo deben ser instalados. 
 
Java 
Lo primero que se debe hacer es bajar la última versión de Java Sun 
MicroSystems de la siguiente dirección web: http://www.java.com/es/download/. 
Se puede elegir que sistema operativo se va a usar. En este proyecto se utiliza 




El siguiente paso a seguir es la descarga del programa Eclipse, el cual 
permitirá programar en Java. Hay otros programas como NetBeans que 
también servirían, pero eso ya es a gusto del programador. 
Se debe descargar la versión Eclipse IDE for Java EE Developers (190 MB). 







                                                           
9
 Todos los programas que se vayan instalando lo harán en C. 




A continuación toca instalar el SDK de Android de la siguiente página web: 
http://developer.android.com/sdk/index.html. Otra vez permite elegir el sistema 
operativo, en este proyecto el de Windows. Se baja el archivo comprimido, se 
descomprime y se creará una carpeta llamada android-sdk-windows. Se abre la 
carpeta y se ejecuta el archivo SDK Setup.exe. 
Al ejecutarlo nos aparecerá una ventana con un menú a la izquierda. En él hay 
que seleccionar la pestaña Available Packages y aparecerán todas las 
versiones de Android, se seleccionan todas y se pulsa el botón Install Selected. 
En este momento se abrirá una nueva ventana que irá indicando el proceso de 




Fig. 30 Paquetes disponibles para instalar 
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 Si al intentar instalar los componentes sale el error “Failed to fetch URL https://dl-
ssl.google.com/android/repository/repository.xml, reason: HTTPS SSL error.”, se soluciona 






Fig. 31 Paquetes instalados 
 
Una vez hecho esto, acceder al Panel de Control  Sistema  Opciones 
Avanzadas  Variables de Entorno  modificar PATH 
Y añadir después de lo que se encuentre ya escrito: “;C:\android-sdk-
windows\tools\” 




A continuación abrir una consola de comandos: Inicio  Ejecutar  cmd y 
escribir lo siguiente: mksdcard 512M c:\SD512.img 
Con ello se crea una tarjeta SD virtual llamada SD512 que simulará la del 
teléfono móvil. 
Ahora se puede descargar el archivo que contiene el skin11 del Nexus One, que 
será el móvil que simularemos. Se debe buscar el skin que se quiera poner al 
emulador por internet. 
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 Skin: apariencia física. 
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Una vez bajado se descomprime en la carpeta donde se situan los skins del 
emulador: “C:\android-sdk-windows\platforms\android-7\skins”. 
 
El siguiente paso es crear un Dispositivo Virtual de Android (Android Virtual 
Device = avd). Para ello abrir la consola de comandos, escribir “android” y 
pulsar enter. Se abrirá el programa usado en el paso anterior y se debe 
acceder a la pestaña “Virtual Devices”. Pulsar el botón “New” y crear un nuevo 
dispositivo virtual. 
 
Fig. 32 Creación de un nuevo emulador 
 
Una vez introducidos los datos pulsar “Create ADV” y ya se habrá creado. 
Para poder ejecutarlo crear un acceso directo desde el escritorio: Botón 
derecho en el escritorio  Crear acceso directo  Ruta: emulator 








Para terminar, solo queda instalar el plugin de Android para Eclipse. 
Abrir Eclipse y pulsar la pestaña Help  Install New Software: 
 
 
Fig. 33 Opción para añadir plugins 
 
 
Pulsar Add y aparecerá la siguiente ventana: 
 




Fig. 34 Ventana para añadir enlace a descarga de un plugin 
 
Introducir la dirección: “https://dl-ssl.google.com/android/eclipse”. Y pulsar OK. 
 
Entonces en la lista saldrá la opción Android, se debe seleccionar y presionar 
Next o Finish. Se abrirá una nueva ventana y se instalará el plugin. 









8.2 ANEXO II: Creación de un nuevo proyecto 
 
Para la creación de un nuevo proyecto con Android se debe seguir los 
siguientes pasos: 
Se va a File  New  Project  y seleccionar “Android Project” dentro de la 
carpeta Android. 
A continuación se deben introducir los siguientes campos: Project name 
(HelloWorld), Target (Android 2.1), Application name (HelloWorld), Package 
name (com.HelloWorld), Create Activity (HelloWorld) y Min SDK Version (7). 
Una vez introducido pulsar Finish. 
 
Fig. 35 Pantalla de datos sobre una nueva aplicación 
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Puede ser que aparezca un error de aplicación, en este caso hace falta copiar 
el archivo R.java a la carpeta src y eliminar la carpeta gen y ya se soluciona. 
A continuación se muestra el resultado al ejecutar el programa Hola Mundo: 
 
 












8.3 ANEXO III: Pasos para la utilización de los mapas de 
GoogleMaps 
 
Para usar los mapas de google en las aplicaciones se debe obtener una clave 
que se requiere insertar en el archivo main.xml. A continuación se muestra el 
archivo main.xml. 
<?xml version="1.0" encoding="utf-8"?> 
<com.google.android.maps.MapView 
    xmlns:android="http://schemas.android.com/apk/res/android" 
    android:id="@+id/mapview" 
    android:layout_width="fill_parent" 
    android:layout_height="fill_parent" 
    android:clickable="true" 




Para conseguir la clave de Google debemos crear una huella digital de 
certificado llamada MD5. Para conseguir la MD5 se debe ejecutar la consola de 
comandos de Windows e introducir los siguientes datos12: 
keytool -list -alias androiddebugkey -keystore 
C:\debug.keystore -storepass android -keypass android 
 
A continuación introducimos: 
 
El texto anterior crea la huella digial. Se pide el nombre, el apellido, la unidad 
de organizacion, la organizacion, la ciudad, el pais, el código del pais y un 
password. 
                                                           
12
 Es necesario colocar la raiz en la carpeta bin de Java. 
keytool -keygen -alias android –keystore C:\debug.keystore  




Fig. 37 Preguntas para la creación del MD5 
 
 
Para ver la huella digital MD5 hay que escribir: 
 
keytool -list -alias android –keystore C:\debug.keystore 
 
Una vez conseguido el MD5 se debe introducir en el siguiente enlace: 
http://code.google.com/intl/es-ES/android/maps-api-signup.html. 
Este enlace es el que Google nos proporciona para poder conseguir la clave 







Fig. 38 Página de Google donde nos muestra la clave de mapas 
 
Una vez conseguida la clave, ésta debe ser introducida en el main.xml: 
 
<?xml version="1.0" encoding="utf-8"?> 
<com.google.android.maps.MapView 
    xmlns:android="http://schemas.android.com/apk/res/android" 
    android:id="@+id/mapview" 
    android:layout_width="fill_parent" 
    android:layout_height="fill_parent" 
    android:clickable="true" 
    android:apiKey="0a_dYqL7ZrEq5Va6ZmUjbMlMu170fUX8zMsowTQ" 
/> 
 
Es importante no olvidarse de espeficar en Eclipse que generador de clave se 
utiliza en la pestaña Windows  Preferences  Android  Build y comprobar 
que es el debug.keystore que se ha utilizado antes para crear la clave. 
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8.4 ANEXO IV: Crear aplicación con GoogleMaps 
 
A continuación se explica por paso como crear una aplicación que utilice los 
mapas de GoogleMaps. 
 
1. Modificar el archivo AndroidManifest.xml. Añadir las 2 lineas remarcadas 
que serviran para poder acceder a la librería de google maps y dar 




Fig. 39 Permisos y librerías en AndroidManifest.xml 
 
 







Fig. 40 Archivo main.xml con la librería MapView 
 
3. Ir al archivo principal nombre_aplicacion.java y modificar la extensión de 
la clase de Activity a MapActivity para poder usar mapas. Se deberá 
pulsar control + shift + o para que añada automaticamente la librería de 
MapActivity y también se debe añadir la función isRouteDisplayed() ya 
que es obligatoria para MapActivity. (Add unimplemented methods). 
 
 
Fig. 41 Vista de la activity de mapas 
 
Con estos 3 pasos ya se consiguen ver los mapas. 
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Si queremos añadir un boton de acercar/alejar, hace falta introducir el siguiente 
código: 
MapView mapView = (MapView) findViewById(R.id.mapView); 
LinearLayout zoomLayout = LinearLayout)findViewById(R.id.zoom);  
View zoomView = mapView.getZoomControls();  
zoomLayout.addView(zoomView, new LinearLayout.LayoutParams( 
                LayoutParams.WRAP_CONTENT,  
                LayoutParams.WRAP_CONTENT));  
                mapView.displayZoomControls(true); 
 
También se debe añadir la siguiente línea en el archivo R.java: 
 
 











Fig. 43 Clases de Moving 
 
A continuación se muestran las estructuras de las aplicaciones Moving y la 
aplicación servidor PruebaEngine subida al App Engine: 




Fig. 44 Aplicación Moving y PruebaEngine 
