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Resumen 
 
 
La anemometría Láser Doppler o LDA, es una técnica utilizada para la 
investigación de procesos dinámicos en fluidos (gases y líquidos). Esta técnica 
proporciona información sobre la velocidad de un fluido. 
 
Este proyecto se basa en realizar un simulador LDA (Laser Doppler 
Anemometry) que modele un sistema real basado en la estimación de una 
componente de velocidad del fluido a medir. Este sistema está basado en la 
detección de los cambios en la frecuencia de la luz dispersada mediante el 
efecto Doppler producida por las partículas del fluido, iluminadas por una 
fuente de luz coherente.  
 
En caso que la partícula tenga un diámetro más pequeño que la longitud de 
onda, se puede estimar la velocidad mediante el modelo de franjas. 
 
Para llevar a cabo la realización de este simulador LDA, se hará uso del 
software Matlab y se presentará mediante la interfaz gráfica de usuario (GUI) 
que lleva integrada, para generar un entorno gráfico, sencillo y visual. 
Previamente, se realiza un estudio teórico y luego, se implementa el código 
necesario para la creación del simulador.  
 
Este simulador ha de ser capaz de estimar una componente de velocidad del 
fluido a medir con y sin ruido (SNR), realizar el análisis espectral para 
determinar la frecuencia Doppler, estudiar las diferentes trayectorias de las 
partículas dentro del volumen de medida y analizar los resultados de dichas 
simulaciones.  
 
Tras el análisis de los diferentes casos, se hace una comparación de las 
medidas obtenidas con el simulador respecto a los datos teóricos. En este 
documento se presentaran los resultados obtenidos en las simulaciones 
realizadas y la configuración del escenario, así como los parámetros utilizados. 
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Overview 
 
 
Laser Doppler Anemometry or LDA, is a technique very useful for fluid dynamic 
investigations (gases and liquids) that gives information about flow velocity. 
 
This project is based on an LDA simulator that models a real system based on 
the estimation of one velocity component of the fluid. This system is based on 
the detection of changes in the frequency of scattered light, Doppler effect, by 
the particles of the fluid illuminated by a coherent light source. 
 
In case that the particles have a smaller diameter than the wavelength, the 
velocity can be estimated by the interference fringe method. 
 
In order to carry out this simulator, the Matlab software will be used and through 
its graphical user interface (GUI) will show a graphical, simple and visual 
environment. Previously, a theoretical study is carried out and, subsequently, 
the code necessary for the creation of the simulator is implemented.  
 
This simulator must be able to estimate one velocity component of the 
measured fluid with or without noise (SNR), consider a certain threshold to 
detect the signal, do the spectral analysis to find the Doppler frequency, study 
the different trajectories of the particles within the measurement volume and 
analyze the results of such simulations. 
 
After the analysis of the different proposed cases, we make a comparison 
between the results of simulations with the theoretical data. This document will 
show the results obtained from the simulations performed and the configuration 
of the scenario, as well as the parameters used. 
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INTRODUCCIÓN 
 
Hoy en día, en muchos experimentos físicos es necesario medir las velocidades 
de un fluido, así como otras propiedades físicas de blancos de manera no 
intrusiva, como la posición, tamaño o temperatura. Un método muy útil para la 
detección de la velocidad de un blanco en el entorno de la ingeniería de la 
mecánica de fluidos, sea un líquido o un gas en movimiento (blancos sólidos), 
es la técnica conocida como LDA (Laser Doppler Anemometry). [1] 
 
Esta técnica se ha convertido en un área de mucho interés y que ha dado lugar 
al desarrollo de diferentes tecnologías. El sistema LDA para la medida de la 
velocidad de líquidos y gases permite múltiples aplicaciones en diferentes 
entornos de la industria, especialmente es interesante para aplicaciones médicas 
y biofísicas donde es de gran interés para medir el flujo de sangre en áreas 
localizadas.  
 
El equipo de investigación d’Enginyeria electromagnética i Fotònica (EEF) del 
Departamento de Teoria del Senyal i Comunicacions de la Universitat Politècnica 
de Catalunya (UPC) han desarrollado diferentes sistemas de medida, en el área 
de la teledetección con fuentes láser, para diferentes campos de aplicación. 
 
En este proyecto se tiene como objetivo principal realizar un simulador de un 
sistema LDA en régimen laminar, el cual permita determinar una componente de 
velocidad del fluido, en un entorno gráfico visual mediante la herramienta de 
software Matlab, generando múltiples partículas, de tamaño pequeño, en el 
volumen de medida con diferentes trayectorias y SNR’s. Además, se tendrá en 
cuenta que el error en la velocidad sea el menor posible. 
 
Considerando que las partículas tengan un tamaño pequeño respecto la longitud 
de onda, podemos estimar la velocidad mediante el método de franjas utilizando 
la técnica Diferencial Doppler. [1] 
 
Este documento está organizado en cuatro capítulos, una sección enfocada más 
a la parte teórica y otra sección más dedicada a la parte experimental 
(simulaciones). 
 
En el primer capítulo, se introduce los conceptos básicos de un sistema LDA, por 
un lado se explican las distintas técnicas Láser Doppler y por otro, la 
configuración y método utilizado para este trabajo. 
 
En el segundo capítulo, se explica la creación del simulador LDA mediante la 
explicación detallada de pequeñas partes del código implementado en Matlab 
que se ha utilizado para cada función.  
 
En el tercer capítulo, se muestra detalladamente los resultados obtenidos en las 
simulaciones para los diferentes casos que se han propuesto en este proyecto. 
Además de mostrar las diferentes medidas que se han llevado a cabo basados 
en los resultados generados. 
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Por último, en el cuarto capítulo, se encuentran las conclusiones del proyecto y 
líneas futuras a seguir para una optimización del simulador y propuestas para 
acercar más la simulación a la realidad. 
 
En los anexos se incluyen explicaciones más detalladas, como los códigos 
completos que se han utilizado durante este trabajo, una guía de usuario para 
informar paso a paso del funcionamiento de este simulador creado, así como el 
esquema completo del simulador LDA y otros datos extraídos en las 
simulaciones.
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CAPÍTULO 1. CONCEPTOS BÁSICOS DEL SISTEMA 
LDA 
 
La Anemometría Láser Doppler o sistema LDA (Laser Doppler Anemometry) es 
una técnica capaz de detectar la velocidad de blancos sólidos y fluidos sin 
interferir en la dinámica de éstos. 
 
 
1.1. Técnicas LDA 
 
Los sistemas ópticos de anemometría láser Doppler se basan en el efecto 
Doppler. El principio básico del efecto Doppler se invoca dos veces tal y como 
se puede observar en la figura 1.1, uno cuando la onda incidente del sistema 
transmisor (haz láser), caracterizado por una longitud de onda λ𝑇𝑋 y una 
frecuencia 𝑓𝑇𝑋, impacta sobre un blanco o partícula en movimiento a una 
velocidad 𝑉𝑝, y otro cuando la onda está dispersada, proveniente de la partícula 
impactada y ésta es recibida por el receptor con frecuencia 𝑓𝑅𝑋. 
 
 
 
𝑓𝑅𝑋 =  𝑓𝑇𝑋  
1 −
𝑒𝑇𝑋 · 𝑉𝑝
𝑐
1 −
𝑒𝑅𝑋 ·  𝑉𝑝
𝑐
 
 
( 1.1) 
 
 
Se puede ver que la ecuación 1.1 está en función de los vectores unitarios, 𝑒𝑇𝑋 
es el vector unitario en la dirección del haz láser y 𝑒𝑅𝑋, es el vector unitario 
apuntando desde la partícula hacia el receptor. Por otro lado, tenemos la variable 
𝑐, que es la velocidad de la luz en el medio de propagación. 
 
 
 
 
Fig. 1.1 Principio básico del efecto Doppler [1] 
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A partir de la ecuación 1.1 y considerando que la velocidad de propagación es 
mucho mayor que el módulo de la velocidad de la partícula (c >> |𝑉𝑝|), donde  
𝑐 =  𝑓𝑇𝑋λ𝑇𝑋 , entonces la ecuación quedaría de la siguiente manera: 
 
 
 
𝑓𝑅𝑋 ≈  𝑓𝑇𝑋 +  
𝑉𝑝 · (𝑒𝑅𝑋 −  𝑒𝑇𝑋)
𝜆𝑇𝑋
 
( 1.2) 
 
 
La frecuencia Doppler 𝑓𝐷, que es la variación de la frecuencia recibida respecto 
la frecuencia de la onda emitida, es directamente proporcional a la velocidad de 
la partícula y por lo tanto del fluido. Se expresa de la siguiente forma: 
 
 
 
𝑓𝐷 =  
𝑉𝑝 · (𝑒𝑅𝑋 −  𝑒𝑇𝑋)
𝜆𝑇𝑋
 
( 1.3) 
 
 
Utilizar esta técnica directamente no es óptimo ya que detectar una variación 
muy pequeña de una frecuencia muy alta proveniente de la luz incidente es 
complicado. Existen diferentes configuraciones ópticas que aplican este principio 
básico. Las tres más utilizadas en un sistema LDA son: la de haz de referencia, 
Diferencial Doppler y la simétrica.  
 
 
1.1.1. Haz de referencia 
 
Este sistema fue demostrado por Yeh y Cummins en el año 1964, así como otras 
configuraciones que se basan en el uso de una onda incidente. 
 
 
 
 
Fig. 1.2 Configuración haz de referencia 
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Se puede observar en la figura 1.2 que al fotodetector (receptor) le llega dos 
señales, una que proviene de la señal dispersada por la partícula y por otro lado, 
el haz de referencia, el cual tiene menor intensidad que el haz incidente 
dispersado. 
 
 
 
𝑓𝑅𝑋1 =  𝑓𝑇𝑋 + 
𝑉𝑝 · (𝑒𝑅𝑋 −  𝑒𝑇𝑋)
𝜆𝑇𝑋
 
( 1.4) 
 
 
 𝑓𝑅𝑋2 =  𝑓𝑇𝑋 ( 1.5) 
 
 
Debido al comportamiento no lineal del receptor, se generará la suma y la 
diferencia de ambas señales a la salida del fotodetector. Por lo tanto, si solo 
consideramos la diferencia obtendremos la siguiente señal Doppler: 
 
 
 
𝑓𝐷 =  𝑓𝑅𝑋 =  𝑓𝑅𝑋2 − 𝑓𝑅𝑋1 =  
𝑉𝑝 · (𝑒𝑇𝑋 − 𝑒𝑅𝑋)
𝜆𝑇𝑋
 
( 1.6) 
 
 
Este tipo de sistemas no son comúnmente utilizados, principalmente porque la 
frecuencia Doppler, tal y como se puede observar en la ecuación 1.6, depende 
de la posición del receptor. Esto implica que una apertura pequeña en el receptor 
requerida para limitar el volumen de medida conduce a un nivel de intensidad 
sumamente reducida de la luz detectada. 
 
 
1.1.2. Simétrica 
 
La configuración simétrica es otra de las técnicas que solo utiliza un haz 
transmisor.  
 
Su función principal es la siguiente, a partir de una onda incidente se genera en 
el receptor dos señales dispersadas al impactar sobre la partícula, cada una en 
una dirección distinta tal y como se puede observar en la figura 1.3. 
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Fig. 1.3 Configuración Simétrica 
 
 
Al mezclarse ambas ondas en el fotodetector, obtenemos la siguiente frecuencia 
Doppler. 
 
 
 
𝑓𝑅𝑋1 =  𝑓𝑇𝑋 +  
𝑉𝑝 · (𝑒𝑅𝑋1 −  𝑒𝑇𝑋)
𝜆𝑇𝑋
 
( 1.7) 
 
 
 
𝑓𝑅𝑋2 =  𝑓𝑇𝑋 +  
𝑉𝑝 · (𝑒𝑅𝑋2 −  𝑒𝑇𝑋)
𝜆𝑇𝑋
 
( 1.8) 
 
 
 
𝑓𝐷 = 𝑓𝑅𝑋 = 𝑓𝑅𝑋2 − 𝑓𝑅𝑋1 =  
𝑉𝑝 · (𝑒𝑅𝑋2 −  𝑒𝑅𝑋1)
𝜆𝑇𝑋
 
( 1.9) 
 
 
Se puede ver que la expresión está en función de la dirección de los haces 
recibidos. En este aspecto es similar a la del haz de referencia, ya que se 
requiere una apertura receptora pequeña. 
 
 
1.1.3. Diferencial Doppler 
 
La configuración óptica más ampliamente utilizada se basa en dos ondas 
incidentes. 
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Fig. 1.4 Configuración Diferencial Doppler 
 
 
En la figura 1.4 se muestra el esquema básico de la llamada configuración doble 
haz o Diferencial Doppler. Aquí el haz incidente se divide en dos haces, ambos 
repartidos con la misma potencia. En cuanto al fotodetector, vemos que está 
situado de manera que la línea de visión no coincida con ninguno de los haces 
del láser. La intersección de los dos haces incidentes provenientes de la misma 
fuente de luz genera una zona de interferencia, o también denominado volumen 
de medida o de dispersión. Estas ondas dispersadas son detectadas por el 
fotodetector, el cual entrega una frecuencia igual a la diferencia del 
desplazamiento Doppler. A partir de la expresión general del efecto Doppler, 
ecuación 1.2, calculamos la frecuencia Doppler a la salida del receptor. 
 
 
 
𝑓𝑅𝑋1 =  𝑓𝑇𝑋 +  
𝑉𝑝 · (𝑒𝑅𝑋 − 𝑒𝑇𝑋1)
𝜆𝑇𝑋
 
( 1.10) 
 
 
 
𝑓𝑅𝑋2 =  𝑓𝑇𝑋 +  
𝑉𝑝 · (𝑒𝑅𝑋 − 𝑒𝑇𝑋2)
𝜆𝑇𝑋
 
( 1.11) 
 
 
 
𝑓𝐷 = 𝑓𝑅𝑋 = 𝑓𝑅𝑋2 − 𝑓𝑅𝑋1 =  
𝑉𝑝 · (𝑒𝑇𝑋1 −  𝑒𝑇𝑋2)
𝜆𝑇𝑋
 
( 1.12) 
 
 
Se puede observar que en este caso la frecuencia Doppler es independiente de 
la posición del receptor. Esto implica generación de señales con poco ancho de 
banda y por lo tanto mejor resolución en la frecuencia, lo cual lleva a un error 
menor en la medida de la velocidad de la partícula. Esto presenta otras ventajas 
como una buena relación señal-ruido (SNR).  
 
Si el ángulo de intersección de los dos haces se denomina 𝜃, entonces la 
frecuencia entregada al fotodetector viene dada por:  
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𝑓𝐷 =  
2𝑠𝑒𝑛
𝜃
2
𝜆𝑇𝑋
|𝑉𝑝|𝑐𝑜𝑠𝛼 =  
2𝑠𝑒𝑛
𝜃
2
𝜆𝑇𝑋
𝑉𝑝⊥ 
 
( 1.13) 
 
 
La dirección del fluido 𝛼 se ha medido con respecto a la perpendicular de la 
bisectriz del haz, tal y como se puede observar en la figura 1.5. Por lo tanto, la 
frecuencia Doppler es linealmente proporcional a la componente de velocidad en 
la dirección X, denominado como 𝑉𝑝⊥ en la ecuación 1.13. 
 
 
 
 
Fig. 1.5 Relación de los vectores relevantes para la determinación de la 
frecuencia Doppler [1] 
 
 
En este trabajo utilizaremos esta configuración óptica ya que ofrece mejores 
prestaciones respecto las otras técnicas vistas. 
 
 
1.2. Sistema LDA Diferencial 
 
1.2.1. Método de franjas 
 
Un método que utiliza la técnica Diferencial Doppler es el modelo de franjas de 
interferencia, el cual solo es válido para partículas de tamaño pequeño con el fin 
de estimar la componente de velocidad del fluido a medir. Debe cumplir la 
siguiente condición, que el diámetro de la partícula sea mucho más pequeño que 
la separación entre franjas 𝑑𝑝 << 𝑆𝑓 al pasar por el patrón de interferencia.  
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Fig. 1.6 Franjas en el volumen de medida causado por la interferencia de los 
haces 
 
 
Al intersectar dos haces producidos por el mismo láser se forma el volumen de 
medida, o también denominado, zona de interferencia. Cuando se superponen 
estos dos haces incidentes aparecen bandas claras y bandas oscuras conocidas 
como franjas de interferencia. Estas franjas alternadas son paralelas a la 
bisectriz de los haces incidentes. 
 
Debido al carácter gaussiano de los haces, la zona de dispersión adoptará una 
forma elipsoidal con dimensiones 𝐷𝑥, 𝐷𝑦 y 𝐷𝑧, una separación entre franjas 𝑆𝑓 y 
un número de franjas 𝑁𝑓, tal cual lo podemos observar en las siguientes 
ecuaciones: 
 
 
 𝐷𝑥 =  2
𝑟𝑤
𝑐𝑜𝑠
𝜃
2
 ( 1.14) 
 
 
 𝐷𝑦 = 2 · 𝑟𝑤 ( 1.15) 
 
 
 𝐷𝑧 =  2
𝑟𝑤
𝑠𝑒𝑛
𝜃
2
 ( 1.16) 
 
 
Se puede observar que las dimensiones del volumen de dispersión depende del 
radio del haz láser 𝑟𝑤. 
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Fig. 1.7 Dimensiones del volumen de dispersión [2] 
 
 
Las dimensiones definidas en el volumen de medida han sido establecidas 
mediante una condición, el cual la amplitud óptica de los haces incidentes cae 
1/𝑒2 respecto a su valor máximo.  
 
La separación entre franjas viene dado por la siguiente expresión: 
 
 
 
𝑆𝑓 =  
𝜆𝑇𝑋
2𝑠𝑒𝑛
𝜃
2
 
( 1.17) 
 
 
Donde 𝜆𝑇𝑋 es la longitud de onda del làser y 𝜃 es el ángulo de cruce entre los 
dos haces. 
 
A partir de la ecuación 1.17 y ecuación 1.14 obtenemos el número de franjas: 
 
 
 
𝑁𝑓 =  
𝐷𝑥
𝑆𝑓
 
( 1.18) 
 
 
Sabiendo que la componente de velocidad es perpendicular a las franjas de 
interferencia y que es directamente proporcional a la frecuencia Doppler, 
entonces la componente de velocidad quedaría de la siguiente manera:  
 
 
 𝑉𝑝 =  𝑆𝑓 ·  𝑓𝐷  ( 1.19) 
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En este proyecto se trabajará con partículas pequeñas respecto a la longitud de 
onda, por lo tanto nos basaremos en este modelo para la estimación de una 
componente de velocidad del fluido a medir. 
 
Para el caso de partículas de tamaño grande, es decir que no cumpla la 
condición comentada anteriormente, 𝑑𝑝 << 𝑆𝑓, este modelo no es válido. 
 
 
1.2.2. Señal Burst 
 
Partiendo de la figura 1.6, cuando dos haces incidentes intersectan en un punto 
forman una región de interferencia, el cual adopta un perfil gaussiano, tal y como 
se observa en la figura 1.8 (izquierda), conocida como señal Pedestal. 
 
En el momento que la partícula cruza esta zona de interferencia, visualizado en 
la figura 1.6, se forma la señal Doppler, siempre cumpliendo que la componente 
de velocidad es perpendicular a la bisectriz de los haces incidentes y por lo tanto 
perpendicular a las franjas. 
 
A esta señal, generada por la partícula dispersada (señal Doppler), se le añade 
la componente gaussiana generada por los dos haces incidentes. Entonces, a 
medida que la partícula va avanzando por el volumen de medida va generando 
una señal eléctrica, señal Burst, obtenida a partir de las dos componentes 
descritas. 
 
 
 
 
Fig. 1.8 Señal Burst y sus respectivas componentes, Pedestal y Doppler [4] 
 
 
Debido a la simetría que presenta la técnica Diferencial Doppler, las funciones 
de dispersión para cada haz pueden ser consideradas iguales. Esta señal 
entregada por el fotodetector, señal Burst, contiene dos componentes de 
frecuencias distintas: 
 
- Una componente de baja frecuencia con forma gaussiana, la cual se 
denomina señal pedestal. 
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 𝐼𝑃𝐸𝐷𝐸𝑆𝑇𝐴𝐿
=  𝑐𝜀 (𝐸0
𝑆
𝑘𝑏𝑟𝑝𝑟
)
2
𝑒𝑥𝑝 (−2
(𝑥0𝑝𝑐𝑜𝑠𝜃/2)
2
+ 𝑦0𝑝
2 + (𝑧0𝑝𝑠𝑖𝑛𝜃/2)
2
𝑟𝑤2
) 
·  𝑐𝑜𝑠ℎ (
4
𝑟𝑤2
𝑥0𝑝𝑧0𝑝𝑠𝑖𝑛
𝜃
2
𝑐𝑜𝑠
𝜃
2
) 
 
 
( 1.20) 
 
 
- Una componente de alta frecuencia, denominada señal Doppler, es la 
encargada de dar información sobre la frecuencia Doppler, por lo tanto es 
la que nos interesa. 
 
 
 𝐼𝐷𝑂𝑃𝑃𝐿𝐸𝑅
=  𝑐𝜀 (𝐸0
𝑆
𝑘𝑏𝑟𝑝𝑟
)
2
𝑒𝑥𝑝 (−2
(𝑥0𝑝𝑐𝑜𝑠𝜃/2)
2
+ 𝑦0𝑝
2 + (𝑧0𝑝𝑠𝑖𝑛𝜃/2)
2
𝑟𝑤2
) 
·  𝑐𝑜𝑠(2𝜋𝑓𝑑𝑡) 
 
 
( 1.21) 
 
 
Mediante las ecuaciones 1.20 y 1.21 obtenemos la señal Burst de la siguiente 
manera: 
 
 
 𝐼𝐵𝑈𝑅𝑆𝑇 =  𝐼𝑃𝐸𝐷𝐸𝑆𝑇𝐴𝐿 +  𝐼𝐷𝑂𝑃𝑃𝐿𝐸𝑅 ( 1.22) 
 
 
Donde se puede observar que las ecuaciones que definen las señales dependen 
del ángulo que forman los haces 𝜃, del radio del haz 𝑟𝑤, de la frecuencia Doppler 
𝑓𝑑, y de las dimensiones del volumen de medida generado al intersectar los dos 
haces incidentes, 𝑥𝑜𝑝, 𝑦𝑜𝑝, 𝑧𝑜𝑝.  
 
En cuanto a la variable 𝑐𝜀 (𝐸0
𝑆
𝑘𝑏𝑟𝑝𝑟
)
2
 es constante y prácticamente el valor de 
esta variable constante coincide con la amplitud máxima de la señal 
correspondiente. 
 
Por último, cabe recalcar que el tiempo que dura la señal, el cual se le denomina 
tiempo de tránsito (𝑡𝑇), se calcula en función del volumen de dispersión en el eje 
X (𝐷𝑥) y en función de la velocidad de la partícula (𝑉𝑝), tal y como se puede 
observar en la siguiente ecuación: 
 
 
 
𝑡𝑇 =  
𝐷𝑥
𝑉𝑝
 
( 1.23) 
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1.2.3. Estimación Espectral 
 
Una vez obtenida la señal Burst en el dominio temporal, el siguiente paso es 
extraer el valor de la frecuencia Doppler (𝑓𝑑), para ello se ha de analizar la señal 
Doppler (componente de alta frecuencia) ya que es la que contiene información 
sobre la frecuencia que estamos buscando para estimar la componente de 
velocidad.  
 
En este caso se ha hecho el análisis espectral mediante el algoritmo FFT (Fast 
Fourier Transform). Este algoritmo tiene algunas limitaciones en la señal y en el 
espectro resultante, uno de ellos es que la señal, la cual se tomarán muestras y 
que luego se transformará, debe consistir de un número de muestras igual a una 
potencia de dos.  
 
Para saber el número de muestras que tendrá la señal Burst a la salida del 
fotodetector se utiliza la siguiente expresión: 
 
 
 𝑁𝑚 =  𝑓𝑠  𝑡𝑇 (1.24) 
 
 
Donde el número de muestras (𝑁𝑚) viene definido por las siguientes variables, 
la frecuencia de muestreo (𝑓𝑠) y el tiempo de tránsito (𝑡𝑇), éste último se halla a 
partir de la ecuación 1.23.  
 
En cuanto a la frecuencia de muestreo cabe resaltar que este dato debe cumplir 
con el criterio de Nyquist, es decir que debe ser de al menos dos veces mayor a 
la frecuencia Doppler para que no haya error a la hora de volver a recuperar la 
señal.  
 
La frecuencia Doppler obtenida será directamente proporcional a la componente 
perpendicular de la partícula. 
 
Generalmente, cuando hacemos la FFT obtenemos una resolución espectral 
satisfactoria, pero hay veces que quizás queremos incrementar la resolución del 
espectro para poder definir con precisión el valor de la frecuencia Doppler, para 
ello se le aplica Zero-Padding.  
 
La función del Zero-Padding es rellenar con ceros una señal muestreada en 
tiempo antes de realizar la FFT, por lo tanto se produce una interpolación de las 
muestras en frecuencia. Con esto conseguimos mejor definición de la señal en 
el dominio frecuencial, es decir, un pico más fino y pronunciado, por lo tanto, un 
ancho de banda más estrecho.  
 
Cabe recalcar que al aplicar Zero-Padding no se añade nueva información, en 
cambio al aumentar el número de muestras reales implica nueva información 
añadida. 
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1.2.4. Régimen Laminar 
 
En régimen laminar, las partículas siguen trayectorias paralelas, es decir que se 
mueven de manera ordenada y uniforme formando capas o láminas, por lo tanto 
el fluido se mantiene estable, no hay turbulencias en este caso. Por otro lado, 
cabe resaltar que en un flujo laminar, el fluido se mueve de manera que las 
partículas no se mezclen entre sí. 
 
 
 
 
Fig. 1.9 Fluido en régimen Laminar [3] 
 
 
Tal y como se puede observar en la figura 1.9 las partículas en régimen laminar 
forman una especie de parábola, donde la velocidad máxima se encuentra en el 
centro del fluido y en cambio a los extremos, la velocidad es igual a 0. 
 
Un flujo puede ser laminar o turbulento, en el caso de un flujo turbulento, las 
partículas toman trayectorias desordenadas y es por eso que se desvía hacia 
otra dirección de la que seguiría. Cuando se produce una alteración en el flujo y 
éste aumenta, entonces el flujo pasa a ser turbulento, ya que es inestable. Por 
el contrario, si disminuye esta alteración el flujo se mantiene laminar. 
 
En este trabajo se considera que el simulador solo funcione en régimen laminar. 
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CAPÍTULO 2. IMPLEMENTACIÓN DE CÓDIGO DEL 
SIMULADOR 
 
Este trabajo tiene como objetivo principal realizar un simulador que modelará un 
sistema real con el fin de determinar una componente de velocidad de una 
partícula. En el capítulo anterior hemos podido observar las diferentes técnicas 
LDA, en este caso, la configuración óptica que utilizaremos será la configuración 
Diferencial Doppler debido a las prestaciones que presenta, como por ejemplo, 
una buena respuesta al ruido (SNR). 
 
Esta simulación se llevará a cabo mediante el software Matlab, concretamente 
con el uso de su interfaz gráfica de usuario (GUI) que viene predefinida. Se ha 
decidido trabajar con Matlab como lenguaje de programación porque dispone de 
funciones de procesado de señal, además de un entorno de desarrollo propio. 
 
En este capítulo se hace una descripción exhaustiva del código realizado en 
Matlab presentando los diferentes casos del simulador. 
 
 
2.1. Introducción a la Interfaz Gráfica de Usuario 
 
Las interfaces gráficas de usuario (GUI – Graphical User Interface) permiten un 
control de manera sencilla de las aplicaciones de software. Por lo general, la GUI 
contiene diferentes elementos gráficos tales como botones, campos de texto, 
menús, etc. 
 
Matlab permite realizar GUIs de forma interactiva y sencilla usando GUIDE 
(Entorno de Desarrollo de GUI). GUIDE genera de manera automática el código 
de inicialización de Matlab para construir la interfaz, el cual se puede modificar 
para programar el comportamiento de la aplicación.  
 
Al utilizar GUIDE se obtendrá dos archivos con diferentes extensiones: 
 
 Un archivo .fig  Presenta de manera visual los distintos componentes 
que forman la interfaz. 
 
 Un archivo .m  Presenta el código hecho por el usuario, el cual contiene 
las funciones y los parámetros. 
 
Primeramente, en la ventana de comandos de Matlab se ha de teclear guide para 
ejecutarlo. Aparecerá una ventana para crear nuestra GUI y darle nombre, en 
este caso se le ha llamado LDA. Por lo tanto, tendremos dos archivos como se 
ha mencionado antes, LDA.fig y LDA.m, ambos archivos son necesarios para 
poder ejecutar el programa. 
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Una vez creada la interfaz, a medida que se vaya añadiendo las componentes, 
en cada una de ellas se ha de presentar el código necesario para llevar a cabo 
el funcionamiento del simulador. 
 
A continuación se explicaran los diferentes casos que se ha tenido en cuenta 
para diseñar el simulador LDA. 
 
 
2.2. Generación de Señales 
 
Para comenzar a diseñar el simulador LDA, el primer objetivo es generar la señal 
que se obtiene a la salida del fotodetector cuando una partícula pasa por la zona 
de interferencia.  
 
Los parámetros que se han utilizado para la generación de señales parten del 
escenario mostrado en las figuras 1.4, 1.6 y 1.7. 
 
Primero se define los parámetros de entrada: 
 
grados = get(handles.edit1,'String'); %ángulo formado por los haces 
vp = get(handles.edit2,'String'); %velocidad partícula 
fs_u = get(handles.edit15,'String'); %frecuencia muestreo 
z_val = get(handles.edit3,'String'); %posición partícula en eje Z 
rw = get(handles.edit16,'String'); %radio del haz 
lambda = get(handles.edit17,'String'); %longitud de onda láser 
 
Mediante estos parámetros podemos calcular algunos datos como la frecuencia 
Doppler con el uso de la ecuación matemática 1.10 y por otro lado, las 
dimensiones del volumen de dispersión utilizando las ecuaciones 1.14 y 1.16 del 
capítulo anterior. 
 
ang = (grados*pi)/180;    
fd = (2*sin(ang/2)*vp)/lambda; %frecuencia doppler 
 
x = rw/(cos(ang/2));  
x_total = 2*x; %Volumen dispersión en el eje X. Posteriormente, 
denominado como Xo_u 
 
z = rw/(sin(ang/2));  
z_total = 2*z; %Volumen dispersión en el eje Z 
 
Yo = 0; %Volumen dispersión en el eje Y 
 
En cuanto al volumen de medida en el eje Y se puede observar que se ha fijado 
a 0 ya que estamos haciendo un estudio de un sistema LDA en régimen laminar, 
por lo tanto, la partícula pasará por un determinado valor de Z tomando valores 
a lo largo de su trayectoria en el eje X, es decir, que trabajamos en el plano XZ. 
 
Una vez obtenidos los parámetros necesarios pasamos a generar las señales en 
el dominio temporal. Para ello, se ha de tener en cuenta las expresiones 
matemáticas de las señales descritas en el capítulo anterior, ecuación 1.20 
(señal Pedestal), ecuación 1.21 (señal Doppler) y ecuación 1.22 (señal Burst). 
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Iac_u = exp((-2*((Xo_u.*cos(ang/2)).^2 + Yo.^2 + 
+(Zo.*sin(ang/2)).^2))/rw^2); 
 
cos_doppler_u = cos(2*pi*fd*t_u); 
 
%señal Pedestal 
Idc_u = Iac_u.* cosh((4/rw^2)*Xo_u.*Zo.*sin(ang/2)*cos(ang/2));  
  
Iac2_u = Iac_u.*cos_doppler_u; %señal Doppler 
  
Itotal_u = Idc_u + Iac2_u; %Señal Burst 
 
Tal y como se ha comentado anteriormente, la variable 𝑐𝜀 (𝐸0
𝑆
𝑘𝑏𝑟𝑝𝑟
)
2
, definida en 
las expresiones teóricas, es constante por lo que a la hora de generar las señales 
en Matlab se ha considerado que esta constante valga 1. Respecto a la variable 
𝑡_𝑢 se ha obtenido mediante la ecuación teórica 1.23, el cual indica el tiempo que 
dura la señal en el dominio temporal. 
 
 Idc_u: Representa la señal de baja frecuencia, señal pedestal. 
 
 Iac2_u: Corresponde a la señal de alta frecuencia, señal Doppler. Esta 
señal es la que necesitamos para realizar la FFT ya que es la que contiene 
información sobre la frecuencia Doppler. 
 
 Itotal_u: Esta última corresponde a la señal burst, el cual es la suma de 
las dos señales anteriores. 
 
 
2.3. FFT 
 
Una vez se han generado las señales, el siguiente paso es realizar el espectro 
de la señal Doppler. A continuación se mostrará el código para realizar la FFT: 
 
%FFT 
X_res = abs(fft(Iac2_uu, N1)); 
X1_res = X_res(1:N1/2); %mitad espectro 
F_res = fs_u*(0:(N1/2)-1)/N1; 
 
En la primera línea de código se realiza el espectro de la señal Doppler (𝐼𝑎𝑐2_𝑢𝑢) 
donde la variable 𝑁1 hace referencia al número de muestras introducido por el 
usuario, el cual ha de ser potencia de 2, es decir, 2𝑚, siendo 𝑚 un número 
natural. En la segunda línea se coge la primera mitad del espectro obtenido y en 
la última línea, 𝑓𝑠_𝑢 que es la frecuencia de muestreo introducida por el usuario, 
es útil para obtener la FFT en unidades de frecuencia (Hz). 
 
Cuando escogemos un número de muestras para hacer la FFT a veces no 
obtenemos la precisión del pico del espectro, la solución es aumentar el número 
de muestras o hacer Zero-Padding para obtener mayor resolución espectral. La 
función de Zero-Padding se realiza antes de hacer la FFT de la siguiente manera. 
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%PADDING 
zp1 = n_res*(padding2-1); %número de ceros en función del factor 
N1 = n_res + zp1; 
  
En la primera línea de código la variable 𝑝𝑎𝑑𝑑𝑖𝑛𝑔2 es el factor de Zero-Padding, 
este factor puede ser 2, 4, 8, 16 (potencia de 2), útil para calcular la cantidad de 
ceros (𝑧𝑝1) que hay que añadir a la señal teniendo en cuenta el factor. Por 
ejemplo, en caso de elegir factor 4 querrá decir que el número de ceros a añadir 
será tres veces mayor al número de muestras introducido por el usuario (𝑛_𝑟𝑒𝑠). 
 
Luego esta cantidad de ceros se suma al número de muestras que el usuario 
introduzca y finalmente se obtendrá un número de puntos/muestras totales (𝑁1), 
también en potencia de 2, esta última variable se utiliza para realizar el análisis 
espectral.  
 
Hasta el momento, cuando hacíamos la FFT estábamos aplicando una ventana 
rectangular del mismo tamaño de la señal con la que íbamos a hacer el espectro 
ya que si no especificamos, este tipo de ventana es el que nos sale por defecto. 
 
Pero en algunos casos resulta más conveniente utilizar otro tipo de ventana 
según lo que se busque en el resultado de la frecuencia espectral. Hay diferentes 
tipos de funciones de ventana, cada función de ventana tiene sus propias 
características y aptitud para diferentes aplicaciones.  
 
En este proyecto se han elegido unas cuantas funciones de ventana tal y como 
se podrá ver a continuación. 
 
popSelect = get(handles.popupmenu7,'Value');                        
if (popSelect == 1)   
    Iac2_uu = Iac2_uu.*rectwin(length(Iac2_uu))';  
elseif (popSelect == 2)   
    Iac2_uu = Iac2_uu.*triang(length(Iac2_uu))';  
elseif (popSelect == 3)   
    Iac2_uu = Iac2_uu.*bartlett(length(Iac2_uu))';  
elseif (popSelect == 4)   
    Iac2_uu = Iac2_uu.*hanning(length(Iac2_uu))';  
elseif (popSelect == 5)   
    Iac2_uu = Iac2_uu.*hamming(length(Iac2_uu))';  
elseif (popSelect == 6)   
    Iac2_uu = Iac2_uu.*blackman(length(Iac2_uu))';  
else   
    Iac2_uu = Iac2_uu.*kaiser(length(Iac2_uu))'; 
end 
 
La función de ventana se aplica antes de hacer la FFT. Cuando hacemos el 
espectro de una señal normalmente obtenemos un lóbulo principal y luego varios 
lóbulos laterales o secundarios en caso de añadir Zero-Padding o ruido. El lóbulo 
principal está centrado a la frecuencia que se trabaja y los lóbulos laterales se 
aproximan a cero. A continuación se explica la función que tienen los diferentes 
tipos de ventana: 
 
 rectwin  forma rectangular con amplitud uniforme. 
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 triang  forma triangular, la primera y última muestra se aproxima a cero 
pero no llega a ser 0 en amplitud. 
 
 bartlett  forma triangular, a diferencia del anterior es que la primera y 
última muestra si es igual a 0. 
 
 hanning  forma sinusoidal, pico amplio lo cual hay ensanchamiento en 
el lóbulo principal y lóbulos laterales bajos llegando a 0. 
 
 hamming  similar a la ventana hanning con la diferencia que los lóbulos 
laterales no llegan a 0 y por lo tanto hay una ligera discontinuidad en la 
señal. 
 
 blackman  similar a las ventanas hamming y hanning. El espectro 
resultante tiene un pico amplio pero buena compresión del lóbulo lateral. 
 
 kaiser  en este tipo de ventana los lóbulos laterales cercanos tienden a 
ser más altos y los lóbulos laterales lejanos tienden a ser más bajos. En 
cuanto al lóbulo principal es igual que la blackman. 
 
En general, la ventana hanning es la más conveniente en la mayoría de casos 
ya que tiene buena resolución de frecuencia y menor amplitud en los laterales, 
llegando a 0, lo cual no hay discontinuidad. 
 
 
2.4. Detección de Señal 
 
Una de las opciones para el análisis de la señal obtenida a la salida del receptor 
es detectar dicha señal mediante un nivel de umbral y luego hacer el análisis 
espectral de la señal detectada. En esta función se ha tenido en cuenta la señal 
Doppler a la hora de aplicar el valor introducido por el usuario de umbral. 
 
El código necesario para la función de detección de señal es el que podemos 
observar a continuación: 
 
%UMBRAL 
i=1; %muestra 
 
%recorrido 
while i>=1 && i<=length(Iac2_u)  
    if Iac2_u(i) >= th || Iac2_u(i) <= -th 
        Iac2_uu = Iac2_u(i:length(Iac2_u)); 
 
        if n_res <= length(Iac2_uu)           
            Iac2_uu = Iac2_uu(1:n_res); 
            break; 
        else 
            Iac2_uu = 1; %no hay suficiente muestras 
            break; 
        end 
    else                           
        if i < length(Iac2_u) 
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            i=i+1; 
        else 
            Iac2_uu = 1; %ninguna muestra supera umbral 
            break; 
        end 
    end 
end  
 
Para detectar la señal, como se puede ver en el código de arriba, se crea un 
bucle el cual va recorriendo cada muestra de la señal Doppler (𝐼𝑎𝑐2_𝑢). Primero 
de todo, vamos verificando muestra por muestra que supere dicho umbral 
introducido por el usuario, tal y como se puede ver en la primera condición 𝑖𝑓. 
 
Una vez que el simulador detecte que la muestra supera el umbral, tanto sea el 
valor en positivo o en negativo ya que es lo mismo, coge la señal a partir de dicha 
muestra. Como el usuario también habrá introducido el número de muestras 
(𝑛_𝑟𝑒𝑠) que quiere que el simulador coja entonces se coge ese número de 
muestras a partir de la primera muestra que supera el umbral, es por eso que 
vemos que en la segunda condición 𝑖𝑓 se comprueba que haya suficiente 
muestras para coger señal.  
 
La detección de señal es bastante útil especialmente cuando a la señal se le 
añade ruido, ya que a los extremos de la señal se pierde prácticamente 
información respecto la señal original a diferencia de la parte central que no está 
muy perjudicada por el ruido, es ahí cuando el nivel de umbral ayuda a 
seleccionar sólo cierta parte de la señal que queremos analizar. 
 
 
2.5. SNR 
 
Otra de las opciones que se ha implementado en este simulador es la de añadir 
ruido a la señal y ver cómo afecta a la hora de hacer la FFT. 
 
La SNR es un parámetro importante para cuantificar la calidad de un sistema 
LDA, también llamada relación señal a ruido, perteneciente a la señal que se 
obtiene a la salida del fotodetector. 
 
Este parámetro se define como la relación de potencia de la señal entre la 
potencia de ruido expresado en dB. Cuando el valor de la SNR es mayor a 0 dB 
indica que hay más señal que ruido, esto quiere decir que cuanto mayor SNR 
haya, menor ruido estaremos añadiendo a la señal y por lo tanto se distorsionará 
menos. 
 
 
 
𝑆𝑁𝑅 =  
𝑃𝑠𝑒ñ𝑎𝑙
𝑃𝑟𝑢𝑖𝑑𝑜
 
( 2.1) 
 
 
Sabiendo la expresión teórica de la SNR podemos calcular la señal distorsionada 
que obtendremos a la salida del receptor. 
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El ruido básicamente es una señal no deseada que en muchos casos provoca 
pérdida o distorsión en la información. En este caso para añadir ruido se ha 
utilizado el término AWGN (Additive White Gaussian Noise), el cual presenta un 
valor constante en todas las frecuencias, por eso se le denomina White y 
Gaussian debido a que la distribución utilizada sigue una función de probabilidad 
gaussiana. Al ser el espectro del ruido continuo en todas las frecuencias, el ruido 
va a afectar a toda la señal. 
 
Mediante la siguiente expresión que facilita la herramienta de Matlab podemos 
añadir ruido blanco gaussiano a la señal basándonos en la ecuación 2.1. 
 
%SNR 
Itotal_u = awgn(Itotal_u_or,snr_val,'measured');  
Idc_u = awgn(Idc_u_or,snr_val,'measured'); 
Iac2_u = awgn(Iac2_u_or,snr_val,'measured'); 
 
En la primera línea de código de arriba se puede observar que la variable 
𝐼𝑡𝑜𝑡𝑎𝑙_𝑢 es la señal burst más el ruido agregado a la salida del fotodetector. Esta 
expresión añade ruido blanco gaussiano a la señal 𝐼𝑡𝑜𝑡𝑎𝑙_𝑢_𝑜𝑟, el cual es la señal 
original que se obtiene a la salida del receptor.  
 
Por otro lado, la variable 𝑠𝑛𝑟_𝑣𝑎𝑙 corresponde al valor de la SNR en dB que el 
usuario introduzca. Luego se puede observar que se define ′𝑚𝑒𝑎𝑠𝑢𝑟𝑒𝑑′, este 
parámetro indica la potencia calculada en la señal para el caso cuando la 
partícula pasa por el centro del volumen de medida.  
 
En la segunda y tercera línea de código se hace el mismo procedimiento pero 
para las señales Pedestal y Doppler respectivamente. Este procedimiento se 
aplica antes de hacer la FFT. 
 
 
2.6. Tipos de Simulación  
 
La principal función de esta simulación es representar la señal generada por una 
partícula cuando atraviesa la zona de interferencia, posteriormente hacer su 
espectro para hallar la frecuencia Doppler y así obtener la velocidad estimada de 
la componente. 
 
Para llevar a cabo dicho objetivo se ha tenido en cuenta varios casos de 
simulación. 
 
 
2.6.1. Según la posición de la partícula 
 
La partícula puede pasar por diferentes posiciones en el eje Z, tal y como se 
puede apreciar en la siguiente figura. 
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Fig. 2.1 Partícula pasando por distintas posiciones en el eje Z [4] 
 
 
Según por donde atraviese la partícula la forma de la señal va variando en 
amplitud. En esta simulación se han creado tres opciones a la hora de visualizar 
las partículas en el eje Z, a continuación se explicará cada una de ellas. 
 
1) Z random 
 
En primer lugar, tenemos la opción donde la posición de la partícula en el eje Z 
será random. Esto indica que cada partícula pasará por una Z distinta de manera 
aleatoria respetando los límites del volumen de medida. 
 
% OPCION 1 
if checkbox8 == 1 && checkbox9 == 0 && checkbox10 == 0  
    Zo = -z+(z -(-z))*rand; 
 
Para esta opción simplemente se utiliza la función rand para que coja un valor 
aleatorio entre 0 y 1, el cual luego hará la operación correspondiente teniendo 
en cuenta los límites en el eje Z. Este cálculo luego será guardado en la variable 
𝑍𝑜 que se utilizará para generar la señal. 
 
2) Z determinado por el usuario 
 
En segundo lugar, la siguiente opción permite al usuario dar un valor a la posición 
en el eje Z para cada partícula, el código implementado es el siguiente. 
 
% OPCION 2 
elseif checkbox8 == 0 && checkbox9 == 1 && checkbox10 == 0 
 
    data = str2double(get(handles.uitable1, 'data')); % tabla 
    column = data(:, 1); % obtener columna 1, valores Z 
    Zo = column(1); % primer valor columna 1 
     
    Len = length(data(:,1)); %tamaño tabla     
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    %recorrer tabla 
    for fila = 1:Len 
        if isnan(data(fila,1))             
            errordlg('Rellenar el campo Z con valores 
numericos','Mensaje'); 
            return; 
        end 
 
        if data(fila,1) > z || data(fila,1) < -z 
            errordlg('Introduzca un valor de Z perteneciente al 
intervalo','Mensaje'); 
            return; 
        end     
    end    
 
Se puede observar mediante el código de arriba que se ha creado una tabla, el 
cual se encarga de leer la columna donde se introduce la posición de cada 
partícula, se guarda el valor en la variable 𝑍𝑜. El simulador recorre todas las filas 
de dicha columna y así verifica que el valor introducido en cada caso pertenezca 
a los límites fijados de Z. El número de partículas en este caso es finito ya que 
el usuario decide cuantas partículas se simulan. 
 
3) Z fija 
 
En el último caso, la posición de la partícula (Z) será fija, el usuario tendrá que 
introducir un valor de Z y éste será el mismo para todas las partículas simuladas. 
 
% OPCION 3 
elseif checkbox8 == 0 && checkbox9 == 0 && checkbox10 == 1 
        Zo = str2double(z_val); 
         
        if Zo > z || Zo < -z 
            errordlg('Introduzca un valor de Z perteneciente al 
intervalo','Mensaje'); 
            return; 
        end  
end 
 
Mediante la variable 𝑍𝑜 se guarda el valor de Z introducido por el usuario, 
perteneciente al intervalo dado como dato. Este es el caso más simple donde 
todas las partículas pasan por el mismo sitio dentro del volumen de medida. 
 
 
2.6.2. Según el tiempo entre partículas 
 
En esta simulación tenemos dos casos sumamente importantes, el primero 
cuando dentro del volumen de medida solo pasa una partícula a la vez y por otro 
lado, cuando dentro del volumen de dispersión pasan varias partículas. 
 
Esto conlleva en el caso de varias partículas que se tenga en cuenta el tiempo 
de separación que hay entre las partículas, siguiendo una distribución que se 
explicará detalladamente más adelante, y también el tiempo de procesado en la 
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simulación. Estos dos puntos son muy importantes a la hora de simular más de 
una partícula.  
 
En el caso de una partícula no se tiene en cuenta la separación en tiempo que 
hay entre partículas, ya que dicha partícula durará un tiempo determinado 
basado en los límites del volumen de medida en el eje correspondiente y por 
tanto se esperará a que la partícula acabe de recorrer esa trayectoria para que 
luego pueda entrar la siguiente partícula. En cuanto al tiempo de procesado 
tampoco es muy útil en este caso.  
 
El tiempo de procesado es un término que hace referencia al tiempo estimado 
en que el usuario quiere que la simulación empiece a detectar la señal. El tiempo 
de tránsito de una partícula es bastante corto respecto al tiempo de tránsito que 
se genera al sumar todas las señales de las diferentes partículas dentro del 
volumen de dispersión. Entonces, hacer saltos en el eje del tiempo durante la 
simulación para el caso de una partícula no es demasiado coherente, es por eso 
que se decide no aplicarlo. 
 
A continuación se presenta el código implementado en Matlab para definir las 
diferentes opciones a la hora de elegir la separación entre partículas en el caso 
de haber más de una partícula en el volumen de medida. 
 
1) Tiempo Constante 
 
En la primera opción, la separación entre partículas es constante, es decir que 
el valor de tiempo que introduzca el usuario no variará a lo largo de la simulación. 
 
% CONSTANTE 
t_aux_u = 0:1/fs_u:t_trans; %intervalo de tiempo 
 
El código que podemos apreciar arriba es lo único para poder definir un tiempo 
entre partículas constante. Mediante la variable 𝑡_𝑎𝑢𝑥_𝑢 se guardará en un vector 
la separación entre partículas, donde 𝑡_𝑡𝑟𝑎𝑛𝑠 es el valor entre partículas, en 
segundos, introducido por el usuario.  
 
Por tanto, en esta ocasión la separación que habrá entre las señales siempre 
será la misma ya que la variable 𝑡_𝑡𝑟𝑎𝑛𝑠 se mantendrá. 
 
2) Tiempo Aleatorio – Distribución Poisson 
 
La segunda opción consta de tener una separación entre partículas siguiendo 
una distribución de Poisson, el cual viene definida por la variable lambda (𝜆), este 
parámetro también se le denomina como la media.  
 
Se utiliza la distribución de Poisson en el caso que se quiera describir el número 
de veces que un evento ocurre en un espacio finito de observación.  
 
Entonces, para generar tiempos aleatorios en esta simulación siguiendo un 
proceso de Poisson nos hemos de basar en la siguiente expresión teórica: 
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𝑡𝑝𝑜𝑖𝑠𝑠𝑜𝑛 =  
−ln (𝑈)
𝜆
 
( 2.2) 
 
 
Mediante esta fórmula podremos obtener el valor de tiempo de la siguiente 
partícula, donde 𝑈 es el valor aleatorio entre 0 y 1 y 1/𝜆 es el tiempo entre 
partículas estimado que pueda haber, es decir básicamente el tiempo promedio. 
 
Aquí podemos ver la implementación del código en Matlab: 
 
% Variables 
t_poisson = -log(rand)*t_trans;  
 
% POISSON 
t_poisson = t_poisson - log(rand)*t_trans; 
t_aux_u = 0:1/fs_u:t_poisson; %intervalo de tiempo 
 
Como podemos observar en la primera línea del código, se ha definido la 
expresión de Poisson, en Matlab el logaritmo neperiano se define como 𝑙𝑜𝑔. 
Entonces se aplica el logaritmo al valor aleatorio denominado 𝑟𝑎𝑛𝑑. A esto lo 
multiplicamos por la variable 𝑡_𝑡𝑟𝑎𝑛𝑠, el cual es el tiempo medio que habrá entre 
partículas elegido por el usuario.  
 
En cuanto a la segunda línea de código su función es calcular el siguiente  tiempo 
aleatorio de la señal y sumarlo al tiempo de la señal actual para obtener el valor 
de tiempo total aleatorio donde exactamente ha de empezar la siguiente 
partícula. En la última línea, a través de la variable 𝑡_𝑎𝑢𝑥_𝑢 se guarda en un 
vector el intervalo de tiempo entre partículas. 
 
Esto es básicamente como un proceso de Poisson se ve cuando se trazan a lo 
largo de una línea de tiempo. 
 
 
 
 
Fig. 2.2 Proceso de Poisson 
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3) Tiempo Aleatorio – Distribución Uniforme 
 
La última opción que se presenta se basa en una separación entre partículas 
aleatoria, es decir, el tiempo que hay entre señales es random siempre y cuando 
pertenezcan al intervalo seleccionado por el usuario. 
 
Este tiempo aleatorio entre partículas sigue una distribución uniforme, es por eso 
que se utiliza la expresión rand.  
 
% RANDOM    
t_rand = t_trans*rand; %valor aleatorio 
t_aux_u = 0:1/fs_u:t_rand; %intervalo de tiempo 
 
En la primera línea de código utilizamos el término rand, el cual genera números 
pseudoaleatorios distribuidos uniformemente en un intervalo abierto (0,1), es 
decir, no incluye los puntos finales, 0 y 1. 
 
Este valor aleatorio se multiplicará por el valor de separación máximo entre 
partículas que introduzca el usuario y así obtener los distintos valores de tiempo 
guardados en la variable 𝑡_𝑟𝑎𝑛𝑑. 
 
Seguidamente, a través del parámetro 𝑡_𝑎𝑢𝑥_𝑢 se guarda el intervalo de tiempo 
aleatorio obtenido. 
 
 
2.6.3. Según el tiempo de procesado 
 
Como se ha explicado anteriormente, el tiempo de procesado solo se utilizará en 
el caso de que haya varias partículas dentro del volumen de medida. 
 
Básicamente, su función es evaluar la señal cada cierto tiempo y por lo tanto solo 
ciertas partes de la señal Doppler, no cada instante del eje temporal. En caso de 
que el usuario introduzca que el valor del tiempo de procesado sea 0 entonces 
no se le aplicará cambios a la señal y por tanto se evaluará toda la señal Doppler. 
 
A continuación se presenta la implementación del código en Matlab. 
 
% PARAMETROS DEFINIDOS 
L_proc = 0:1/fs_u:Tproc;  
LL_proc = length(L_proc); %tamaño intervalo tiempo procesado 
 
count = 0; %conteo   
v = []; %matriz ffts 
v1 = []; %matriz signals 
v2 = []; %matriz time 
v3 = []; %vector positions 
salto = 1; 
 
Primero se definen los parámetros, como el tiempo de procesado (𝑇𝑝𝑟𝑜𝑐) 
introducido por el usuario y mediante la variable 𝐿_𝑝𝑟𝑜𝑐 obtenemos el intervalo 
de tiempo de procesado. 
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Además, se ha de definir los vectores necesarios para almacenar los valores que 
posteriormente nos harán falta. En este caso, se necesitará guardar los valores 
obtenidos a la hora de hacer la FFT, las señales detectadas dado un número de 
muestras, así mismo como el eje de tiempo en que éstas ocurren y 
principalmente en la posición o muestra en que la señal es detectada. Todo esto 
para después realizar la representación de la señal correctamente. 
 
%recorre toda la señal doppler         
for i = 1:length(Iac2_k_u)     
                    
    if Iac2_k_u(i) > th || Iac2_k_u(i) < -th %supera umbral             
        count = count + 1; 
 
        if i ~= salto && count > 1  
            continue 
        end 
  
        sig = Iac2_k_u(i:length(Iac2_k_u)); %señal seleccionada                 
        v3 = [v3;i]; %vector posiciones                                           
        v = [v;X11]; %vector ffts         
        v1 = [v1;sig]; %vector señales   
        time = t_k(i)-t_k(end):1/fs_u:t_k(i); %eje tiempo seleccionado 
        v2 = [v2;time]; %vector tiempo        
 
        salto = ((i+n_res)-1)+LL_proc; %tiempo procesado 
  
    else %no supera umbral 
        count = count + 1;  
 
        if (i == salto)  
 
            sig = nan(1,n_res); 
            v = [v;X11];  
            v1 = [v1;sig];  
            v3 = [v3;i];  
            time = t_k(i)-t_k(end):1/fs_u:t_k(i);  
            v2 = [v2;time];  
 
          salto = i+LL_proc;  
        end               
    end                    
end 
 
En el código que podemos ver arriba se basa en estudiar ciertas partes de la 
señal Doppler total obtenida a partir de la suma de señales de las diferentes 
partículas, considerando un tiempo de procesado diferente a 0. 
 
En caso de superar el nivel de umbral al recorrer la señal se puede observar que 
en la segunda condición 𝑖𝑓 se considera que si la muestra es diferente a la 
variable 𝑠𝑎𝑙𝑡𝑜, el cuál sería el valor del tiempo de procesado, y a la vez el conteo 
es superior a 1 entonces que no se tenga en cuenta esa muestra y pase a la 
siguiente. Si por el contrario, no se cumple la condición anterior, el simulador 
entonces seleccionará la señal a partir de la posición en la que se encuentra. 
Después, se guardará los parámetros comentados anteriormente en sus 
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respectivos vectores. En la línea trece se declara otra vez la variable 𝑠𝑎𝑙𝑡𝑜 con 
el objetivo de obtener el valor del siguiente tiempo de procesado. 
 
Por otro lado, en caso de no superar cierto umbral el programa lo que hará 
básicamente es encontrar el siguiente valor de la variable 𝑠𝑎𝑙𝑡𝑜 y almacenará los 
datos para luego representarlos. 
 
 
2.7. Guardar datos 
 
A parte de las opciones básicas del simulador, se ha implementado la opción 
guardar, cuyo objetivo es almacenar los resultados obtenidos en las 
simulaciones para luego realizar unas medidas basadas en los resultados 
guardados. 
 
A continuación se muestra la parte del código necesario para la función guardar. 
 
%GUARDAR 
A = getappdata(0,'z'); 
B = getappdata(0,'vp'); 
ab = [A; B]; 
  
C1 = getappdata(0,'lambda'); 
C2 = getappdata(0,'grados'); 
C3 = getappdata(0,'v_teorica'); 
C4 = getappdata(0,'rw'); 
C5 = getappdata(0,'fs'); 
C6 = getappdata(0,'muestras'); 
  
[FileName, PathName] = uiputfile('.txt','GUARDAR FICHERO'); 
Name = fullfile(PathName,FileName); 
if PathName==0, return; end 
  
fid = fopen(Name,'w'); 
fprintf(fid,'lambda = %6.2e m \nángulo = %6.2f grados \nvp_teórica = 
%6.3f m/s \nrw = %6.2e m \nfs = %6.2e Hz \nN_muestras = %6.0f 
\n\n',C1,C2,C3,C4,C5,C6); %datos de entrada 
fprintf(fid,'\n%10.2e    %6.2f',ab); %resultados 
fclose(fid); 
 
En las dos primeras líneas de código se obtiene los valores resultantes durante 
la simulación. Por un lado las posiciones de las distintas partículas (Z) y por otro, 
los valores de la componente de velocidad en cada caso. Estos resultados se 
van almacenando en una matriz mediante la variable 𝑎𝑏. 
 
En el siguiente párrafo de código, la función guardar pide al simulador los datos 
de entrada introducidos por el usuario para almacenarlo en un fichero. 
 
En el tercer párrafo, se crea el código necesario para que aparezca al usuario 
una ventana en el cual tendrá que elegir donde se quiere guardar dicho fichero 
y darle un nombre. 
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Finalmente, el último párrafo sirve para que el simulador abra el fichero creado y 
proyecte todos los resultados obtenidos así como los datos de entrada también. 
Una vez hecho este paso, se cierra el fichero y por tanto se guardan los 
resultados para posteriormente ser utilizados a la hora de hacer estudios. 
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CAPÍTULO 3. RESULTADOS Y MEDIDAS 
 
El modelo de simulación que se ha construido estudia los diferentes casos de la 
señal a la salida del fotodetector a partir de un escenario dado, tal y como se 
muestra en la figura 3.1, con el fin de poder estimar una componente de 
velocidad del fluido a medir y hacer una comparación entre la velocidad de la 
partícula simulada respecto la teórica. 
 
 
 
 
Fig. 3.1 Escenario Simulador LDA 
 
 
La dinámica de las simulaciones es partir de un escenario donde solo pasa una 
partícula dentro del volumen de medida y luego ir añadiendo partículas, de tal 
manera que tendremos varias partículas dentro del volumen de dispersión. En 
ambos casos se irá introduciendo ruido (SNR), coger cierto número de muestras, 
añadir Zero-Padding, diferentes trayectorias y ver cómo influyen estos 
parámetros a la señal en recepción. 
 
En esta configuración se ha utilizado un láser HeNe (632.8 nm) con radio de haz 
de 60um, se ha considerado una ángulo entre haces de 6º y una velocidad de 
partícula de 10m/s. 
 
 
3.1. Una partícula dentro del volumen de medida 
 
Primero, consideramos el caso sencillo, donde no se aplica nada a la señal 
obtenida en recepción. Solamente se evaluará la trayectoria que siga la partícula 
en el dominio temporal, tal y como se puede ver en la siguiente figura. 
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Fig. 3.2 Trayectoria de una partícula en el volumen de medida 
 
 
En la figura 3.2 podemos observar que en caso de que la partícula pase por el 
centro de la zona de interferencia, la señal es perfecta y por lo tanto alcanza a 
su máximo de amplitud. Por el contrario, a medida que la posición de la partícula 
tienda a los límites entonces la amplitud de dicha señal disminuirá, es por eso 
que se visualiza una señal más débil al alejarse del centro. 
 
Fuera del volumen de medida la intensidad de la señal es nula o prácticamente 
despreciable y como el volumen de dispersión tiene una forma elipsoide, 
entonces para el caso en que la partícula pasa por los límites, solo habrá 
intensidad luminosa (denominado franjas) en la parte central y luego decae 
totalmente hacia 0 ya que ese trozo de señal no forma parte del volumen de 
medida.  
 
Para el caso en que la partícula pasa por el centro también se puede ver que la 
señal (intensidad luminosa) va decayendo hacia 0 en los extremos a medida que 
va saliendo del límite del volumen de dispersión. 
 
En cuanto a la forma que adopta la señal pedestal se debe a la focalización de 
los haces. Esto quiere decir que la intensidad de luz se modula debido a la 
interferencia entre los haces del láser. 
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Partícula con diferentes trayectorias con y sin ruido 
 
En este caso se ha ido variando la posición de la partícula para diferentes 
números de muestras (𝑁𝑚) con y sin ruido. Se puede ver en la figura 3.3 (sin 
ruido) que la gráfica es constante a pesar de variar la trayectoria de la partícula 
en el eje Z. 
 
Esto sucede porque la FFT considera el número de puntos de la señal Doppler 
y al variar la posición de Z, la señal Doppler solo varía en amplitud en el dominio 
temporal, es por eso que el pico máximo en la FFT se mantiene igual pero va 
cambiando su amplitud. 
 
 
 
 
Fig. 3.3 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler con 32, 64 y 128 muestras variando la posición de la partícula en 
el eje Z sin ruido 
 
 
Se puede observar que con 128 muestras obtenemos menos error en la medida 
ya que estamos cogiendo mayor resolución en la señal, en cuanto al eje Z el 
error es constante, tanto pase por el centro como por los límites del volumen de 
medida porque en este caso no afecta el ruido, por lo tanto no hay interferencias. 
 
A continuación se podrá observar el mismo caso de ir variando la posición de la 
partícula pero con ruido añadido (SNR). 
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Fig. 3.4 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler variando la SNR para Z = 0mm, Z = 0.5mm y Z = 1mm 
 
 
En la figura 3.4 (con ruido) se observa que a medida que la partícula se aleja del 
centro del volumen de dispersión está más afectada por el ruido, esto se debe a 
que en los límites del eje Z, la señal obtenida en recepción tiene poca energía y 
la amplitud de las franjas son menores que en el centro, entonces el ruido 
distorsiona más aún.  
 
Una SNR alta garantiza mejor estimación en la componente de velocidad, por el 
contrario no estaríamos estimando correctamente a causa del ruido añadido. El 
margen de error (línea vertical) correspondiente a cada punto de la gráfica es 
mayor en la zonas donde la señal está más distorsionada, donde prácticamente 
ya hay más ruido que señal. 
 
 
Partícula variando Zero-Padding y número de muestras sin ruido 
 
Para realizar el espectro de la señal obtenida a la salida del fotodetector se ha 
cogido el máximo número de muestras permitidas, en este caso 128, para tener 
una buena resolución espectral. 
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Fig. 3.5 Espectro de una partícula – 128 muestras sin Zero-Padding (izquierda) 
y con Zero-Padding (derecha) 
 
 
Como se puede observar en la figura 3.5, la gráfica de la izquierda el cual no 
aplica Zero-Padding, el espectro no está muy bien definido a pesar de haber 
cogido el máximo número de muestras.  
 
En cambio, en la gráfica de la derecha donde se ha aplicado un factor de Zero-
Padding de 16, el pico de la señal está mucho más pronunciado y más estrecho 
respecto al espectro sin Zero-Padding, por lo tanto ha habido una mejoría. Se 
puede decir que obtenemos una estimación más precisa en la frecuencia Doppler 
utilizando Zero-Padding. 
 
Este comportamiento se puede ver reflejado en la gráfica 3.6, donde se observa 
el error en la medida de la componente de velocidad variando el Zero-Padding 
para diferentes números de muestras sin aplicar ruido. 
 
Vemos que al tener menos muestras el error es mayor, por el contrario al 
aumentar Zero-Padding obtenemos mejores resultados. En caso de considerar 
el mayor número de muestras (128) y un factor de Zero-Padding alto (ZP = 16) 
tal y como se puede apreciar en la gráfica 3.6, el error es prácticamente nulo y 
por lo tanto se asemeja bastante a la componente de velocidad teórica. 
 
 
Resultados y Medidas  35 
 
 
 
 
Fig. 3.6 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler con 16, 32, 64 y 128 muestras y factor de Zero-Padding ZP = 1, 
ZP = 4 y ZP = 16 sin ruido 
 
 
Siempre será mejor coger más muestras reales que añadir Zero-Padding ya que 
nos proporcionará mejores resultados y por lo tanto mejor estimación en la 
componente de velocidad tendremos, aunque eso implique más información y 
por lo tanto mayor requerimiento del sistema. En este caso al considerar la mayor 
resolución espectral posible (128 muestras) nos da el resultado esperado por lo 
tanto la señal se ha generado correctamente con el mínimo error posible en la 
medida. 
 
 
Una partícula variando el factor de Zero-Padding con ruido 
 
 
 
 
Fig. 3.7 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler variando la SNR para ZP = 1, ZP = 4 y ZP = 16, por el centro 
(izquierda) y por los límites (derecha) 
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En la figura 3.7 podemos observar el mismo comportamiento que antes, es decir 
mayor factor de Zero-Padding provoca menor error en la medida, pero al estar 
añadiendo ruido en la señal, éste va a afectar mucho más a las partículas que 
pasen por los extremos del volumen de medida ya que tendrán menor intensidad 
respecto a las partículas que pasan por el centro.  
 
Considerando la gráfica de la izquierda el error no supera el 5% en el peor caso, 
en cambio en la gráfica derecha el error es bastante variable, llegando a ser del 
30% aproximadamente debido a que la señal es demasiado débil en los límites 
para una SNR = 0dB. 
 
 
Una partícula variando el número de muestras con ruido 
 
 
 
 
Fig. 3.8 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler variando la SNR para 64 y 128 muestras, por el centro 
(izquierda) y por los límites (derecha) 
 
 
En la figura 3.8 se ha variado igual, la SNR, pero respecto el número de 
muestras, se observa que con mayor número de muestras para hacer la FFT se 
obtiene mejor estimación en la componente de velocidad a diferencia de si 
cogemos menos muestras, en cuanto al ruido seguirá afectando más en los 
límites del volumen de medida. 
 
 
Detección de señal a partir de Umbral 
 
En este caso se ha considerado que se detecte la señal a partir de un umbral de 
0.3 V respecto la amplitud máxima de la señal Doppler. 
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Fig. 3.9 Detección de señal (Nivel Umbral) – 128 muestras sin Zero-Padding 
(2ª gráfica) y con Zero-Padding (3ª gráfica) 
 
 
Podemos ver que el valor de la frecuencia Doppler aplicando Zero-Padding y sin 
aplicar nos da igual que en el caso visto en la figura 3.5, pero la diferencia es 
que la forma del espectro cambia.  
 
Se puede notar un cambio muy significativo en los laterales del espectro ya que 
estos tienden, prácticamente, a 0. En cambio, en el caso anterior los laterales 
del espectro no llegaban a 0 en ningún caso. Esto se debe a que como no hemos 
empezado a detectar la señal en el instante 0 sino que más adelante, esto 
provoca que cojamos mayor intensidad de señal y por lo tanto tendremos un 
espectro mejor definido.  
 
También se ha podido ver que debido a que los laterales tienden a 0, el ancho 
de banda del espectro es mucho más estrecho sin la necesidad de haber 
aplicado Zero-Padding, lo cual es una ventaja el uso del nivel de umbral.  
 
Principalmente, cuando añadamos ruido a la señal veremos mejores resultados 
considerando la opción umbral tal y como se puede observar a continuación. 
 
 
 
 
Fig. 3.10 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler para distintos valores de SNR con Umbral = 0V y Umbral = 0.3V 
considerando 64 muestras 
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En la gráfica 3.10, línea azul, se observa la señal detectada a partir de un umbral 
de 0.3V, en el cual se muestra menor error en general ya que el simulador 
empieza a detectar la señal más tarde, es decir que coge la señal de la parte 
central donde afecta menos el ruido. En cambio, cuando no se aplica umbral se 
empieza a detectar la señal en el instante 0, es decir en el extremo de la señal 
donde el ruido afecta bastante ya que la energía allí es bastante débil. 
 
A la hora de añadir ruido hemos comentado que afecta más en los extremos de 
la señal que en la parte central, esto se debe a que el ruido añadido es constante 
a lo largo de la señal. Por lo tanto, la misma cantidad de ruido considerada en el 
centro de la señal se añade en los extremos y como en los límites de la señal 
hay menor intensidad pues el ruido distorsiona más aún en esta zona que en la 
parte central. 
 
  
Partícula variando el ángulo entre haces con y sin ruido 
 
Se ha estudiado el caso de ver el comportamiento del ángulo que forman los 
haces, como influyen a la hora de variar la SNR. A continuación se verá el caso 
cuando no se aplica ruido y después con ruido para distintas posiciones de Z. 
 
 
 
 
Fig. 3.11 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler variando el ángulo entre haces sin ruido 
 
 
Para este caso específico, se debe ir cambiando el ángulo entre haces, 4º, 6º, 
10º y 15º. Para cada uno de ellos hay que tener en cuenta la frecuencia de 
muestreo mínima requerida ya que al variar este ángulo se debe tener presente 
lo siguiente, cuanto mayor sea el ángulo formado por los dos haces, menor será 
la separación entre franjas, lo cual conlleva a tener más franjas dentro del 
volumen de medida ya que están más juntas.  
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Por el contrario, si tenemos un ángulo pequeño entre haces, la separación entre 
franjas será mucho más grande, lo cual lleva a tener menos franjas dentro del 
volumen de dispersión. Aunque la separación entre franjas no es el único 
parámetro que varía sino que también la dimensión en el eje Z, si el ángulo es 
mayor, la dimensión será menor ya que se cumple según la ecuación teórica 
1.16 donde este parámetro es inversamente proporcional al ángulo. 
 
Es por todo esto que obtenemos menos error con un ángulo mayor tal y como 
se ve en la figura 3.11, ya que está mucho mejor definida la zona de interferencia. 
 
Posteriormente veremos cómo afecta el ruido en la variación del ángulo, donde 
se observará que el error será mayor cuando el ángulo entre haces es menor, 
esto se debe al poco número de muestras que estamos cogiendo, es decir, como 
se ha dicho antes, con un ángulo pequeño la separación entre franjas es grande, 
esto lleva a tener entonces pocas muestras dentro de la zona de dispersión y por 
lo tanto a la hora de hacer la FFT estaremos cogiendo pocas muestras a 
diferencia que si tuviéramos un ángulo mayor donde nos permite trabajar con un 
mayor número de muestras y por tanto mayor resolución en la estimación de la 
componente de velocidad. Es esta la principal razón por la que vemos que con 
un ángulo de 15º la zona de interferencia está mejor definida. 
 
 
 
 
Fig. 3.12 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler variando el ángulo entre haces para distintas SNR’s, cuando la 
partícula pasa por el centro (izquierda) o por los extremos (derecha) del 
volumen de medida 
 
 
En la figura 3.12 se puede observar que el comportamiento es el esperado ya 
que el ruido afecta más con un ángulo pequeño y hay mayor error cuando la 
partícula pasa por los límites de la zona de interferencia. 
 
 
Enventanado 
 
Una vez visto los diferentes casos para una partícula considerando distintas 
SNR’s, se ha podido notar que el ancho de banda es más ancho debido al ruido, 
lo cual es un inconveniente que se puede solucionar haciendo uso de las 
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diferentes funciones de ventana para poder suavizar los laterales y definir mejor 
el lóbulo principal, por consecuente obtendremos una mejor estimación en la 
medida. 
 
 
 
 
Fig. 3.13 Espectro de una partícula con ruido, ventana rectangular (izquierda) y 
ventana hanning (derecha) 
 
 
A continuación veremos el error en la medida de la componente de velocidad 
para distintos factores de Zero-Padding, en el cual podemos observar a través 
de la figura 3.14 que mediante el uso de una ventana hanning tenemos mejores 
prestaciones ya que el error prácticamente disminuye considerablemente 
respecto a la ventana utilizada que viene por defecto (ventana rectangular) 
durante la simulación. 
 
 
 
 
Fig. 3.14 Error Relativo (%) de la medida de la componente de velocidad para 
diferentes factores de Zero-Padding utilizando la ventana rectangular y hanning 
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3.2. Más de una partícula dentro del volumen de medida 
 
A continuación veremos el caso de varias partículas dentro del volumen de 
dispersión. 
 
 
 
 
Fig. 3.15 Varias partículas dentro del volumen de medida 
 
 
La primera gráfica de la figura 3.15 utiliza una separación entre partículas 
constante, es decir fija durante toda la simulación, la segunda gráfica sigue una 
distribución de Poisson basándose en un tiempo estimado promedio y en la 
tercera gráfica, la separación entre partículas es aleatoria siguiendo una 
distribución uniforme, es decir que va variando de manera random en base a un 
intervalo dado. 
 
La señal suma se descompone en señales individuales que pertenecen a cada 
partícula, cada una de ellas trabaja a la misma frecuencia durante la simulación 
ya que teóricamente van a la misma velocidad y están desfasadas entre ellas en 
tiempo. 
 
 
Detección de señal de 2 partículas sin ruido 
 
Para esta simulación consideramos 2 partículas que pasan en distintas 
posiciones del eje Z con una velocidad de 3m/s cada una, con una separación 
entre ellas de 40us. 
 
El primer caso es detectar dicha señal, obtenida a la salida del fotodetector 
producida por las 2 partículas, cada 256 muestras con y sin Zero-Padding. 
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Fig. 3.16 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler detectando cada 256 muestras para ZP = 1 y ZP = 16 
 
 
En la figura 3.16 se puede observar que en caso de detectar la señal cada 256 
muestras sin aplicar Zero-Padding, el error obtenido en la medida es siempre el 
mismo, en cambio si aplicamos un factor de 16, vemos que la estimación es 
óptima pero en algún punto se desvía, esto se debe a que en ese instante de 
tiempo ambas partículas están juntas y por lo tanto la obtención de la frecuencia 
Doppler no es tan precisa.  
 
Esto es razonable ya que las partículas están separadas 40us por eso alrededor 
de 50us obtenemos mayor error en la medida de la componente de velocidad 
debido al solapamiento de ambas señales. 
 
En este caso se ha cogido la máxima resolución espectral, ya que si se hubiera 
tenido en cuenta menos muestras para detectar la señal entonces hubiésemos 
tenido mayor error en la estimación. 
 
 
Detección de señal de 2 partículas con ruido 
 
En las figuras 3.17 y 3.18 podemos ver el error de la componente de velocidad 
teniendo en cuenta distintas SNR’s, obviamente como se ha explicado 
anteriormente se obtendrá mayor error con una SNR baja ya que la introducción 
de ruido provoca la pérdida de información en la señal.  
 
Podemos notar que al inicio de la señal es donde afecta más el ruido debido a 
que en esta zona la energía de la señal es baja con respecto a la parte central. 
Después, tenemos peor estimación en la medida en el instante en que ambas 
partículas están solapadas. Esto es coherente ya que hay más interferencia al 
haber más de 1 partícula en ese instante. 
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Fig. 3.17 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler detectando cada 256 muestras para distintas SNR’s sin aplicar 
Zero-Padding 
 
 
 
 
Fig. 3.18 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler detectando cada 256 muestras para distintas SNR’s con factor 
de Zero-Padding de 16 
 
 
Tal y como se puede observar en la gráfica 3.18 el comportamiento es el mismo 
que en la gráfica 3.17 pero menos error en la medida ya que tenemos mejor 
resolución espectral porque estamos cogiendo más densidad de puntos al hacer 
la FFT. 
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Varias partículas dentro del volumen de medida  
 
 
 
 
Fig. 3.19 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler con factor Zero-Padding 16 variando el número de partículas 
dentro del volumen de medida con (SNR=10dB) y sin ruido 
 
 
Cuando se introduce mayor número de partículas dentro del volumen de 
dispersión, se obtendrá mayor error en la componente de velocidad ya que éstas 
estarán solapadas y por lo tanto tendremos mayor interferencia en la región, 
menor precisión en la frecuencia Doppler. El valor estimado empeora aún más 
cuando se introduce ruido. 
 
 
2 partículas variando el tiempo de separación sin ruido 
 
Para visualizar el comportamiento al variar el tiempo entre partículas, se ha 
tenido en cuenta 2 partículas dentro del volumen de dispersión sin considerar la 
SNR.  
 
Se puede observar en la gráfica 3.20 que el error en la medida es siempre el 
mismo independientemente de la separación que pueda haber entre las 
partículas, esto es razonable ya que siempre estamos considerando el mismo 
número de partículas dentro de la zona de interferencia. En cambio, si se añade 
ruido a este caso, entonces si obtendremos cambios significativos. 
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Fig. 3.20 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler variando el tiempo que hay entre 2 partículas dentro del volumen 
de medida con factor Zero-Padding 16 
 
 
Varias partículas variando el tiempo de separación con ruido 
 
En las siguientes figuras se ha ido variando la SNR y a su vez el tiempo entre 
partículas cada vez incrementando el número de partículas, donde se observa 
que a medida que las partículas están más separadas mejor estimación en la 
medida obtenemos y por el contrario, cuanto más juntas estén mayor error 
porque habrá más ruido, más interferencias en la región analizada. 
 
 
 
 
Fig. 3.21 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler variando el tiempo que hay entre 2 partículas dentro del volumen 
de medida con factor Zero-Padding 16 para varias SNR’s 
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Fig. 3.22 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler variando el tiempo que hay entre 4 partículas dentro del volumen 
de medida con factor Zero-Padding 16 para varias SNR’s 
 
 
 
 
Fig. 3.23 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler variando el tiempo que hay entre 9 partículas dentro del volumen 
de medida con factor Zero-Padding 16 para varias SNR’s 
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Fig. 3.24 Error Relativo (%) de la medida de la componente de velocidad de la 
señal Doppler variando el tiempo que hay entre 12 partículas dentro del 
volumen de medida con factor Zero-Padding 16 para varias SNR’s 
 
 
Al considerar más partículas dentro del volumen de medida se ha podido 
observar que tenemos mayor error en la medida sobre todo cuando las partículas 
están muy juntas. 
 
Esto confirma que cuanto mayor número de partículas introduzcamos dentro de 
la zona de interferencia peor se estimará la componente de velocidad. 
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CAPÍTULO 4. CONCLUSIONES Y LÍNEAS FUTURAS 
 
Este TFG se ha centrado en la realización de un simulador LDA que modele un 
sistema real basado en la detección de la componente de velocidad de la señal 
Doppler y hacer un estudio de los resultados obtenidos en las simulaciones. 
 
En primer lugar, se ha conseguido completar una primera versión del simulador 
LDA, capaz de realizar un análisis espectral de la señal Doppler generada por 
una o varias partículas y así estimar la componente de velocidad del fluido a 
medir. Todo ello se ha llevado a cabo mediante la implementación de un código 
en Matlab para la creación de la interfaz gráfica de usuario. 
 
En segundo lugar, se ha implementado distintas funciones en el simulador para 
ver el comportamiento de la componente de velocidad. En particular, se ha hecho 
bastantes estudios añadiendo ruido en todos los casos posibles y además se ha 
trabajado con distintas opciones de optimización para posteriormente obtener 
una mejor estimación en la medida del fluido. 
 
Por otro lado, se ha llegado a la conclusión de que se obtiene mejores resultados 
trabajar con una sola partícula dentro del volumen de medida ya que cuantas 
más partículas tengamos en la región de interferencia, obtendremos mayor error 
en la medida y además si éstas están muy juntas el error entonces incrementa 
aún más. 
 
A medida que se realizaba el proyecto se implementaban funcionalidades 
nuevas que en un sistema real tendríamos, para estudiar más a fondo el 
comportamiento de la señal Doppler generada por la partícula. En definitiva, se 
ha cumplido con el objetivo principal de este trabajo considerando partículas de 
tamaño pequeño y diferentes trayectorias dentro del volumen de medida. 
 
Finalmente, cabe señalar la importancia del continuo desarrollo de este proyecto, 
ya que existen diferentes vías para su continuidad: 
 
- Considerar en estudios posteriores que el tamaño de la partícula sea 
grande y por lo tanto que técnica se llevaría a cabo para simular este tipo 
de partículas. 
 
- Hacer un estudio de un sistema LDA en régimen turbulento, es decir que 
las partículas se muevan siguiendo trayectorias desordenadas. Esto 
implicaría tener en cuenta la trayectoria en el eje Y ya que no sería 0 como 
se ha hecho hasta ahora. 
 
- El simulador sea capaz de medir simultáneamente las tres componentes 
de velocidad (3D-LDA), lo que posibilita obtener una caracterización 
completa de cualquier turbulencia que pueda aparecer en el fluido. 
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ANEXO 1. GUIA DE USUARIO 
 
En esta guía de usuario se explicará paso a paso el funcionamiento del simulador 
LDA creado. 
 
 
 
 
Fig. A1.1 Vista del Simulador LDA 
 
 
Primero, se ha de introducir los parámetros de entrada y mediante éstos 
obtendremos los datos teóricos correspondientes. 
 
 
 
 
Fig. A1.2 Parámetros de entrada (izquierda) y datos teóricos (derecha) 
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1) Ángulo que forman los dos haces producidos por el láser transmisor, valor 
expresado en centígrados. 
 
2) Velocidad de la partícula en m/s. Se ha limitado el valor de la velocidad a 
10 m/s como máximo. 
 
3) Radio del haz expresado en um.  
 
4) Longitud de onda del láser utilizado expresado en nm. 
 
El siguiente paso es elegir por donde pasará dicha partícula, escogiendo una de 
las tres opciones que se ve a continuación y considerando el intervalo de Z que 
se obtiene en el apartado datos teóricos. Las unidades de la posición de la 
partícula están en mm. 
 
 
 
Fig. A1.3 Opciones de la posición de la partícula en el eje Z 
 
 
5) Si se marca esta primera casilla, se ha de introducir la posición de cada 
partícula, uno por uno, comprendido en el intervalo dado.  
 
6) Si se marca la segunda casilla, se ha de introducir el valor de la posición 
de la partícula en el eje Z comprendido en el intervalo dado, el cual será 
fijo durante toda la simulación. 
 
7) Si se marca la última casilla, la posición de la partícula será aleatoria en 
el volumen de medida durante toda la simulación.  
 
8) Botones para agregar o eliminar partículas en caso de elegir la primera 
casilla. 
 
Seguidamente introducimos los datos necesarios para realizar la FFT como se 
puede ver abajo. 
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Fig. A1.4 Parámetros para la estimación espectral 
 
9) Frecuencia de muestreo expresado en MHz. El valor introducido debe ser 
como mínimo 4 veces la frecuencia Doppler teórica, tal y como se ha 
podido ver en el apartado de datos teóricos. 
 
10) Número de muestras (2𝑚) que se quiera tener en cuenta para hacer la 
FFT. 
 
11) Factor de Zero-Padding para conseguir mayor resolución en espectro. 
Factor 1 no aplica Zero-Padding a la señal. 
 
12) Funciones de ventana. Según la ventana elegida se obtiene distintos 
resultados en el espectro. Ventana rectangular no aplica cambios en el 
dominio frecuencial. 
 
En caso de simular solo una partícula, con estos pasos es suficiente para 
empezar la simulación. Se le puede añadir múltiples opciones como podemos 
ver a continuación. 
 
 
 
 
Fig. A1.5 Opciones de simulación 
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13) Barra de tiempo de visualización. Útil para acelerar o disminuir la 
velocidad de visualización de la señal durante la simulación. 
 
14) La opción de Umbral sirve para la detección de señal a partir de un cierto 
nivel de umbral, valor expresado en Voltios basándose en la amplitud de 
la señal Doppler. 
 
15) La opción SNR permite añadir ruido a la señal en recepción, expresado 
en dB. Cuanto menor sea la SNR, mayor ruido habrá en la señal. 
 
En caso de querer simular varias partículas dentro del volumen de medida hemos 
de activar la casilla con numeración 16 e introducir los siguientes datos. 
 
 
 
 
Fig. A1.6 Parámetros para el caso de varias partículas 
 
 
17) Separación entre partículas, este valor debe ser inferior al tiempo de 
tránsito teórico en caso de simular partículas dentro de la zona de 
interferencia. Se expresa en us. 
 
18) Opciones que permite elegir al usuario con qué frecuencia saldrán las 
partículas en tiempo. 
 
19) Tiempo de procesado expresado en us. Cada cuanto tiempo se desea 
evaluar la señal. 
 
20) Número de partículas que se quiera simular.  
 
Una vez introducidos los parámetros necesarios para simular una o varias 
partículas, damos al botón START para comenzar la simulación. 
 
En la primera gráfica se visualiza la señal en tiempo, en la segunda se visualiza 
el espectro de la señal analizada y en la tercera gráfica se visualiza las 
componentes de velocidades simuladas. 
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Fig. A1.7 Opciones de gráficas 
 
 
21) Activar/Desactivar el grid (cuadrículas) en las gráficas. 
 
22) Fijar los ejes de las gráficas durante la simulación. 
 
23) Activar/Desactivar el umbral de referencia. 
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ANEXO 2. MEDICIONES ESPECTRALES 
 
A continuación se muestra la evolución del espectro con y sin ruido (SNR). 
 
 
 
 
Fig. A2.1 Espectro de la señal Doppler con 16 muestras y factor Zero-Padding 
ZP = 1 (izquierda), ZP = 4 (central), ZP = 16 (derecha) 
 
 
 
 
Fig. A2.2 Espectro de la señal Doppler con 64 muestras y factor Zero-Padding 
ZP = 1 (izquierda), ZP = 4 (central), ZP = 16 (derecha) 
 
 
 
 
Fig. A2.3 Espectro de la señal Doppler con 128 muestras y factor Zero-Padding 
ZP = 1 (izquierda), ZP = 4 (central), ZP = 16 (derecha) 
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Fig. A2.4 Espectro de la señal Doppler con SNR = 30 dB (izquierda), SNR = 10 
dB (central) y SNR = 0 dB (derecha) para el caso de 64 muestras y factor de 
Zero-Padding ZP = 16 
 
 
 
 
Fig. A2.5 Espectro de la señal Doppler con SNR = 30 dB (izquierda), SNR = 10 
dB (central) y SNR = 0 dB (derecha) para el caso de 128 muestras y factor de 
Zero-Padding ZP = 16 
 
 
 
 
Fig. A2.6 Espectro de la señal Doppler con SNR = 30 dB (izquierda), SNR = 10 
dB (central) y SNR = 0 dB (derecha) para el caso de 128 muestras y factor de 
Zero-Padding ZP = 32 
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ANEXO 3. CÓDIGO COMPLETO DEL SIMULADOR LDA 
 
%parámetros de entrada 
grados = get(handles.edit1,'String');  
vp = get(handles.edit2,'String');  
fs_u = get(handles.edit15,'String');  
z_val = get(handles.edit3,'String');  
rw = get(handles.edit16,'String');  
lambda = get(handles.edit17,'String');  
 
ang = (grados*pi)/180;    
fd = (2*sin(ang/2)*vp)/lambda;  
     
%Z aleatoria 
if checkbox8 == 1 && checkbox9 == 0 && checkbox10 == 0  
    Zo = -z+(z -(-z))*rand; 
%Z determinado por el usuario 
elseif checkbox8 == 0 && checkbox9 == 1 && checkbox10 == 0  
    data = str2double(get(handles.uitable1, 'data'))*1e-3; 
    column = data(:, 1);  
    Zo = column(1);    
    Len = length(data(:,1));  
    for fila = 1:Len 
        if isnan(data(fila,1))             
            errordlg('Rellenar el campo Z con valores numericos','Mensaje'); 
            return; 
        end 
        if data(fila,1) > z || data(fila,1) < -z 
            errordlg('Introduzca un valor de Z perteneciente al intervalo','Mensaje'); 
            return; 
        end     
    end   
%Z fija        
elseif checkbox8 == 0 && checkbox9 == 0 && checkbox10 == 1  
    if isempty(z_val) 
        errordlg('Rellenar el campo Z','Mensaje'); 
        return;  
    elseif isempty(str2num(z_val)) 
        errordlg('El valor de Z debe ser numerico','Mensaje'); 
        return; 
    else 
        Zo = str2double(z_val)*1e-3;         
        if Zo > z || Zo < -z 
            errordlg('Introduzca un valor de Z perteneciente al intervalo','Mensaje'); 
            return; 
        end  
    end        
end 
 
%dimensiones del volumen de medida X,Y,Z 
Yo = 0;  
z = rw/(sin(ang/2));  
x = rw/(cos(ang/2));  
%extender eje tiempo 
x_ext = 2*x;  
x_total_ext = 2*x_ext; 
 
%número muestras FFT 
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n_samp = str2double(get(handles.popupmenu4,'String'));  
n_res = n_samp(get(handles.popupmenu4,'Value')); 
 
%parámetros señal temporal 
Td_u = x_total_ext/vp;  
t_u = 0:1/fs_u:Td_u-(1/fs_u);  
step_u=(x_total_ext/(length(t_u)-1)); 
Xo_u = -x_ext:step_u:x_ext; 
 
%generación señales 
Iac_u = exp((-2*((Xo_u.*cos(ang/2)).^2 + Yo.^2 + (Zo.*sin(ang/2)).^2))/rw^2); 
Idc_u = Iac_u.* cosh((4/rw^2)*Xo_u.*Zo.*sin(ang/2)*cos(ang/2)); %señal Pedestal  
cos_doppler_u = cos(2*pi*fd*t_u); 
Iac2_u = Iac_u.*cos_doppler_u; %señal Doppler 
Itotal_u = Idc_u + Iac2_u; %Señal Burst 
 
%Zero-Padding 
padding = str2double(get(handles.popupmenu3,'String'));  
padding2 = padding(get(handles.popupmenu3,'Value'));  
 
%muestras+padding 
zp1 = n_res*(padding2-1); 
N1 = n_res + zp1 
 
%elección de ventana 
win1 = get(handles.popupmenu7,'String');  
win2 = win1(get(handles.popupmenu7,'Value')); 
 
if checkbox13 == 1 %UMBRAL 
    th = get(handles.edit6,'String');   
    if isempty(th) 
        errordlg('Rellenar el campo Umbral','Mensaje'); 
        return; 
    end 
    if isempty(str2num(th)) 
        errordlg('El valor del Umbral debe ser numérico','Mensaje'); 
        return; 
    else 
        th = str2double(th); 
    end 
    if th <= 0  
        errordlg('Introduzca un valor de Umbral superior a 0','Mensaje'); 
        return; 
    end  
end 
 
if checkbox14 == 1 %SNR 
    snr_val = get(handles.edit8,'String'); 
    if isempty(snr_val) 
        errordlg('Rellenar el campo SNR','Mensaje'); 
        return; 
    end 
    if isempty(str2num(snr_val)) 
        errordlg('El valor de SNR debe ser numérico','Mensaje'); 
        return; 
    else 
        snr_val = str2double(snr_val); 
    end 
end 
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%%% 1 PARTÍCULA 
if checkbox5 == 0     
    if strcmp(get(handles.pushbutton1,'String'),'START') 
        n = 1;   
        fila = 1; 
        Iac2_u_or = Iac2_u; 
        Itotal_u_or = Itotal_u; 
        Idc_u_or = Idc_u; 
 
        %detección de señal  
        while get(hObject,'Value') 
        if checkbox13 == 1   
            if checkbox14 == 1  
                Itotal_u = awgn(Itotal_u_or,snr_val, 'measured');  
                Idc_u = awgn(Idc_u_or,snr_val, 'measured');  
                Iac2_u = awgn(Iac2_u_or,snr_val, 'measured'); 
  
                i=1; %umbral y SNR activos 
                while i>=1 && i<=length(Iac2_u) 
                    if Iac2_u(i) >= th || Iac2_u(i) <= -th  
                        Iac2_uu = Iac2_u(i:length(Iac2_u)); 
 
                        if n_res <= length(Iac2_uu)           
                            Iac2_uu = Iac2_uu(1:n_res); 
   break; 
                        else 
                            Iac2_uu = 1; 
                            caption2 = sprintf('NO HAY SUFICIENTE MUESTRAS');                                              
                            break; 
                        end 
                    else                           
                        if i < length(Iac2_u) 
                            i=i+1; 
                        else 
                            Iac2_uu = 1; 
                            caption11 = sprintf('NO HAY SEÑAL POR ENCIMA DE ESE UMBRAL'); 
                            break; 
                        end 
                    end 
                end    
                      
            else %solo umbral activo 
                i=1; 
                while i>=1 && i<=length(Iac2_u) 
                    if Iac2_u(i) >= th || Iac2_u(i) <= -th 
                        Iac2_uu = Iac2_u(i:length(Iac2_u)); 
 
                        if n_res <= length(Iac2_uu)           
                            Iac2_uu = Iac2_uu(1:n_res); 
                            break; 
                        else 
                            Iac2_uu = 1; 
                            caption2 = sprintf('NO HAY SUFICIENTE MUESTRAS'); 
                            break; 
                        end   
                    else                           
                        if i < length(Iac2_u) 
                            i=i+1; 
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                        else 
                            Iac2_uu = 1; 
                            caption11 = sprintf('NO HAY SEÑAL POR ENCIMA DE ESE UMBRAL'); 
                            break; 
                        end 
                    end 
                end                         
            end 
 
        else % solo SNR activo 
            if checkbox14 == 1 
 
                Itotal_u = awgn(Itotal_u_or, snr_val, 'measured'); 
                Idc_u = awgn(Idc_u_or, snr_val, 'measured'); 
                Iac2_u = awgn(Iac2_u_or, snr_val, 'measured'); 
                Iac2_uu = Iac2_u; 
 
                if n_res <= length(Iac2_uu)           
                    Iac2_uu = Iac2_uu(1:n_res); 
                else 
                    Iac2_uu = 1; 
                    caption2 = sprintf('NO HAY SUFICIENTE MUESTRAS'); 
                end  
 
            else % ni umbral ni SNR activo 
                Iac2_uu = Iac2_u; 
  
                if n_res <= length(Iac2_uu)           
                    Iac2_uu = Iac2_uu(1:n_res); 
                else 
                    Iac2_uu = 1; 
                    caption2 = sprintf('NO HAY SUFICIENTE MUESTRAS'); 
                end 
             end 
        end 
                  
        %tipos de ventana            
        popSelect = get(handles.popupmenu7,'Value');    
        if (popSelect == 1)   
            Iac2_uu = Iac2_uu.*rectwin(length(Iac2_uu))'; 
        elseif (popSelect == 2)   
            Iac2_uu = Iac2_uu.*triang(length(Iac2_uu))'; 
        elseif (popSelect == 3)   
            Iac2_uu = Iac2_uu.*bartlett(length(Iac2_uu))'; 
        elseif (popSelect == 4)   
            Iac2_uu = Iac2_uu.*hanning(length(Iac2_uu))'; 
        elseif (popSelect == 5)   
            Iac2_uu = Iac2_uu.*hamming(length(Iac2_uu))'; 
        elseif (popSelect == 6)   
            Iac2_uu = Iac2_uu.*blackman(length(Iac2_uu))'; 
        else   
            Iac2_uu = Iac2_uu.*kaiser(length(Iac2_uu))'; 
        End 
 
        %FFT 
        X_res = abs(fft(Iac2_uu, N1));   
        X1_res = X_res(1:N1/2); 
        F_res = fs_u*(0:(N1/2)-1)/N1; 
 
        [amp_fff, samp_fff] = max(X1_res); %detección del max pico en espectro  
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        Max_Hz = F_res(samp_fff);  
 
            if  n_res <= length(Iac2_uu) || n_res <= length(Iac2_uu) && max(Iac2_u) > th 
                    plot(handles.axes2, F_res, X1_res);  
                    frec_dop = Max_Hz/1e6; 
                    fd1 = sprintf('Fd = %6.3f MHz', frec_dop); %frecuencia doppler estimada 
   
                    plot(velocidad,'-bo','Parent',handles.axes4); %componente velocidad 
                    vp_val = (Max_Hz*lambda)/(2*sin(ang/2)); 
                    n = n+1;   
            else 
                n = n+1;   
            end 
            fila = fila+1;  
 
            %posiciones en eje Z 
            if get(hObject,'Value')  
                if checkbox8 == 1 && checkbox9 == 0 && checkbox10 == 0  
                    z = rw/(sin(ang/2));  
                    Zo = -z+(z -(-z))*rand; 
                elseif checkbox8 == 0 && checkbox9 == 1 && checkbox10 == 0  
                    data = str2double(get(handles.uitable1, 'data'))*1e-3; 
                    column = data(:, 1);  
                    Zo = column(fila); 
                elseif checkbox8 == 0 && checkbox9 == 0 && checkbox10 == 1  
                    Zo = str2double(z_val)*1e-3; 
                end 
            end                 
        end 
    end 
 
%%% VARIAS PARTÍCULAS 
check5_on = get(handles.uipanel5,'selectedobject'); 
        switch check5_on 
 
case handles.radiobutton5 %CONSTANTE 
                Iac22 = length(Iac2_u); 
                Iac22 = zeros(1,Iac22);  
 
                if checkbox13 == 1  
                    if checkbox14 == 1  
                        Iac2_u = awgn(Iac2_u,snr_val, 'measured');  
                     end 
                else 
                    if checkbox14 == 1  
                        th = 0; 
                        Iac2_u = awgn(Iac2_u,snr_val, 'measured');                                
                    else 
                        th = 0; 
                    end 
                end     
 
                fila = 1; 
                for p = 1:numPart  
                    Iac2_u = Iac2_u + Iac22;  
                    Iac2_k_u = Iac2_u; 
 
                    t_aux_u = 0:1/fs_u:t_trans;  
                    t1_u = [t_u max(t_u) + t_aux_u];  
ANEXO 3 – Código completo del simulador LDA  63 
 
 
             
                    if checkbox8 == 1 && checkbox9 == 0 && checkbox10 == 0  
                        z = rw/(sin(ang/2));  
                        Zo = -z+(z -(-z))*rand; 
                    elseif checkbox8 == 0 && checkbox9 == 1 && checkbox10 == 0  
                        data = str2double(get(handles.uitable1, 'data'))*1e-3; 
                        column = data(:, 1);  
                        Zo = column(fila);                   
                    elseif checkbox8 == 0 && checkbox9 == 0 && checkbox10 == 1  
                        Zo = str2double(z_val)*1e-3; 
                    end 
 
                    Lextra_u = length(t1_u)-length(t_u); 
                    t_u = t1_u; 
 
                    Iac2_u = [Iac2_u zeros(1,Lextra_u)];  
                    LLL2 = length(Iac2_u) - length(Iac2_u_rand); 
                    Iac22 = [zeros(1,LLL2) Iac2_u_rand];  
                end 
 
            case handles.radiobutton6 %DISTRIBUCION POISSON 
                Iac22 = length(Iac2_u); 
                Iac22 = zeros(1,Iac22);  
 
                if checkbox13 == 1  % umbral                     
                    if checkbox14 == 1 % SNR                               
                        Iac2 = awgn(Iac2,snr_val, 'measured');  
                        Iac2_u = awgn(Iac2_u,snr_val, 'measured'); 
                     end 
                else 
                    if checkbox14 == 1 % SNR                                 
                        th = 0; 
                        Iac2 = awgn(Iac2,snr_val, 'measured'); 
                        Iac2_u = awgn(Iac2_u,snr_val, 'measured');                                
                    else 
                        th = 0; 
                    end 
                end 
 
                t_inicial_u = t_u;  
                t_poisson = -log(rand)*t_trans;  
 
 % suma doppler                   
                fila = 1; 
                for p = 1:numPart   
                    Iac2_u = Iac2_u + Iac22;  
                    Iac2_k_u = Iac2_u;  
 
                    t_poisson = t_poisson - log(rand)*t_trans; 
 
                    t_aux_u = 0:1/fs_u:t_poisson;  
                    t1_u = [t_inicial_u max(t_inicial_u) + t_aux_u]; 
 
                    if checkbox8 == 1 && checkbox9 == 0 && checkbox10 == 0    
                        z = rw/(sin(ang/2));  
                        Zo = -z+(z -(-z))*rand; 
                    elseif checkbox8 == 0 && checkbox9 == 1 && checkbox10 == 0    
                        data = str2double(get(handles.uitable1, 'data'))*1e-3; 
                        column = data(:, 1);  
                        Zo = column(fila); 
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                    elseif checkbox8 == 0 && checkbox9 == 0 && checkbox10 == 1    
                        Zo = str2double(z_val)*1e-3; 
 
                    Lextra_u = length(t1_u)-length(t_u);  
                    t_u = t1_u;  
 
                    Iac2_u = [Iac2_u zeros(1,Lextra_u)];  
                    LLL2 = length(Iac2_u) - length(Iac2_u_rand); 
                    Iac22 = [zeros(1,LLL2) Iac2_u_rand];  
                end 
 
            case handles.radiobutton7 %ALEATORIO CON DISTRIBUCION UNIFORME 
                Iac22 = length(Iac2_u); 
                Iac22 = zeros(1,Iac22); 
 
                if checkbox13 == 1   
                    if checkbox14 == 1  
                        Iac2 = awgn(Iac2,snr_val, 'measured');  
                        Iac2_u = awgn(Iac2_u,snr_val, 'measured'); 
                     end 
                else 
                    if checkbox14 == 1  
                        th = 0; 
                        Iac2 = awgn(Iac2,snr_val, 'measured'); 
                        Iac2_u = awgn(Iac2_u,snr_val, 'measured');                                
                    else 
                        th = 0; 
                    end 
                end 
 
                fila = 1; 
                for p = 1:numPart  
                    Iac2_u = Iac2_u + Iac22; 
                    Iac2_k_u = Iac2_u; 
 
                    t_rand = t_trans*rand;  
 
                    t_aux_u = 0:1/fs_u:t_rand;  
                    t1_u = [t_u max(t_u) + t_aux_u]; 
 
                    if checkbox8 == 1 && checkbox9 == 0 && checkbox10 == 0    
                        z = rw/(sin(ang/2));  
                        Zo = -z+(z -(-z))*rand; 
                    elseif checkbox8 == 0 && checkbox9 == 1 && checkbox10 == 0    
                        data = str2double(get(handles.uitable1, 'data'))*1e-3; 
                        column = data(:, 1);  
                        Zo = column(fila); 
                    elseif checkbox8 == 0 && checkbox9 == 0 && checkbox10 == 1    
                        Zo = str2double(z_val)*1e-3; 
 
                    Lextra_u = length(t1_u)-length(t_u);  
                    t_u = t1_u; 
 
                    Iac2_u = [Iac2_u zeros(1,Lextra_u)];  
                    LLL2 = length(Iac2_u) - length(Iac2_u_rand); 
                    Iac22 = [zeros(1,LLL2) Iac2_u_rand];  
                end 
        end 
 
%Tiempo procesado igual a 0                 
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    if Tproc == 0  
                count = 0;   
                v = []; %matriz fft’s 
                v1 = []; %vector posiciones fft’s 
                salto = 1; %siguiente 
 
                for ii = 1:length(Iac2_k_u)  
                    if Iac2_k_u(ii) > th || Iac2_k_u(ii) < -th  %verificación si se supera umbral                         
                        count = count + 1; 
 
                        if ii ~= salto && count > 1  
                            continue 
                        end 
 
                        d = Iac2_k_u(ii:length(Iac2_k_u));  
                        v1 = [v1;ii]; 
 
                        if n_res <= length(d)           
                            d = d(1:n_res);                                         
                        else 
                            d = 1; %no hay suficiente muestras 
                        end 
 
                        popSelect = get(handles.popupmenu7,'Value');           
                        if (popSelect == 1)   
                            d = d.*rectwin(length(d))'; 
                        elseif (popSelect == 2)   
                            d = d.*triang(length(d))'; 
                        elseif (popSelect == 3)   
                            d = d.*bartlett(length(d))'; 
                        elseif (popSelect == 4)   
                            d = d.*hanning(length(d))'; 
                        elseif (popSelect == 5)   
                            d = d.*hamming(length(d))'; 
                        elseif (popSelect == 6)   
                            d = d.*blackman(length(d))'; 
                        else   
                            d = d.*kaiser(length(d))'; 
                        end 
 
                        X1 = abs(fft(d,N1));    
                        X11 = X1(1:N1/2); 
 
                        v = [v;X11]; %guardar espectros                             
                        salto = ii+n_res;   
 
                    else  
                        count = count + 1;                                 
                        if (ii == salto)  
                            d = 0; %no supera umbral 
 
                            X1 = abs(fft(d,N1)); 
                            X11 = X1(1:N1/2); 
                            v = [v;X11]; 
                            v1 = [v1;ii]; 
                        end   
 
                        if ii < length(Iac2_k_u)  %si la próxima posición supera umbral 
                            if (ii >= salto) && ((Iac2_k_u(ii+1) > th) || (Iac2_k_u(ii+1) < -th)) 
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                                salto = ii+1; 
                            end 
                        end 
                    end 
                end 
 
%Tiempo procesado diferente de 0                 
    else 
                L_proc = 0:1/fs_u:Tproc; %vector muestras en función del valor tiempo procesado 
                LL_proc = length(L_proc);  
 
                count = 0;   
                v = []; %matriz ffts 
                v1 = []; %matriz señales 
                v2 = []; %matriz tiempo 
                v3 = []; %vector posiciones 
                salto = 1; 
 
                for i = 1:length(Iac2_k_u)   
                    if Iac2_k_u(i) > th || Iac2_k_u(i) < -th    
                        count = count + 1; 
 
                        if i ~= salto && count > 1  
                            continue 
                        end 
  
                        sig = Iac2_k_u(i:length(Iac2_k_u)); %trozo señal en tiempo                   
                        d = Iac2_k_u(i:length(Iac2_k_u)); %señal fft   
                        v3 = [v3;i];  
                         
                        if n_res <= length(d)  %verificación si hay suficiente muestras         
                            sig = sig(1:n_res);        
                            d = d(1:n_res); %seleccionar trozo de señal 
                        else 
                            L = n_res-length(sig); 
                            sig = [sig(1:end) nan(1,L)]; 
                            d = 1; %no hay suficiente muestras 
                        end 
                         
                        popSelect = get(handles.popupmenu7,'Value');    
                        if (popSelect == 1)   
                            d = d.*rectwin(length(d))'; 
                        elseif (popSelect == 2)   
                            d = d.*triang(length(d))'; 
                        elseif (popSelect == 3)   
                            d = d.*bartlett(length(d))'; 
                        elseif (popSelect == 4)   
                            d = d.*hanning(length(d))'; 
                        elseif (popSelect == 5)   
                            d = d.*hamming(length(d))'; 
                        elseif (popSelect == 6)   
                            d = d.*blackman(length(d))'; 
                        else   
                            d = d.*kaiser(length(d))'; 
                        end 
  
                        X1 = abs(fft(d,N1));   
                        X11 = X1(1:N1/2); 
                        F1 = fs_u*(0:N1/2-1)/N1; 
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                        v = [v;X11];   
                        v1 = [v1;sig];  
                        salto = ((i+n_res)-1)+LL_proc;  %próxima muestra a evaluar 
   
                        time = t_k(i)-t_k(end):1/fs_u:t_k(i);   
 
                        v2 = [v2;time];  
  
                    else 
                        count = count + 1;  
                        if (i == salto)                              
                            sig = nan(1,n_res); 
                            d = 0; %no supera umbral 
  
                            X1 = abs(fft(d,N1)); 
                            X11 = X1(1:N1/2); 
  
  %guardar en vectores correspondientes 
                            v = [v;X11]; 
                            v1 = [v1;sig]; 
                            v3 = [v3;i]; 
                             
                            salto = i+LL_proc; 
                             
                            time = t_k(i)-t_k(end):1/fs_u:t_k(i); 
                            v2 = [v2;time];  
                        end               
                    end                    
                end 
 
 
%%% Visualización Gráficas 
 
   n = 1; %velocidad 
                m = 1; %fft 
                 
                %INICIALIZAR 
                h_yy = plot(handles.axes6, tt, yy); %plot señal tiempo 
                h_1 = plot(handles.axes2,F1,X11); %plot señal fft 
 
                while get(hObject,'Value')   
                    for ii = 1:length(Iac2_k) 
                    if ii == sampVis %instante de tiempo detectado 
 
                            if ~any(v(m,:)) %vector 0 
                                    caption1 = sprintf('NO HAY SEÑAL POR ENCIMA DE ESE UMBRAL'); 
                                    F1 = fs_u*(0:16/2-1)/16; 
                                    X11 = nan(1,length(F1)); 
                                    set(h_1,'XData',F1,'YData',X11); 
                                    drawnow() 
                                    m = m+1; 
                            elseif all(v(m,:) == 1) %vector 1 
                                    caption2 = sprintf('NO HAY SUFICIENTE MUESTRAS'); 
                                    F1 = fs_u*(0:16/2-1)/16; 
                                    X11 = nan(1,length(F1)); 
                                    set(h_1,'XData',F1,'YData',X11); 
                                    drawnow() 
                                    m = m+1; 
                            else 
                                        X11 = v(m,:);  
68 Simulador de un sistema LDA mediante el método de franjas 
 
                                        F1 = fs_u*(0:N1/2-1)/N1; 
                                        [amp_fff, samp_fff] = max(X11);  
                                        Max_Hz = F1(samp_fff); 
 
  set(h_1,'XData',F1,'YData',X11);                                  
                                        drawnow() 
                                        frec_dop = Max_Hz/1e6;  
           
                                        plot(velocidad,'-bo','Parent',handles.axes4);   
                                        vp_val = (Max_Hz*lambda)/(2*sin(ang/2)); 
                                        n = n+1; 
                            end 
                    end 
 
       %representar señal doppler 
                    if get(hObject,'Value')  
                        tn = max(tt)+(1/fs):fs:max(tt)+1; 
                        set(handles.axes6,'XLim',[min(tt) max(tt)+(1/fs)]); 
  
                        Itotaln = Iac2_k(ii);  
 
                       %actualizar 
                        set(h_yy,'XData',tt,'YData',yy);  
                        drawnow()                                
                    end 
                    end 
                end 
                end 
 
