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La evaluación de los requisitos no funcionales (RNF) de un producto de software es clave 
para lograr software de alta calidad. Los requisitos no funcionales definen como un sistema 
se debe desempeñar y son los que capturan las propiedades que requiere un sistema, 
tales como el tiempo y la confiabilidad. Los RNFs reciben menos atención que los 
requisitos funcionales durante el ciclo de vida de desarrollo de software, aunque estos 
pueden conllevar al fracaso de un sistema. La mayoría de los modelos analizados se 
enfocan en uno o dos RNFs, son complejos para entender e implementar y se enfocan 
principalmente en modelar y capturar los requisitos no funcionales en lugar de evaluar. 
Con el objetivo de abordar este problema, en esta Tesis de Maestría se propone un modelo 
para evaluar la calidad de los requisitos no funcionales de un producto de software, los 
cuales se basan en el estándar ISO/IEC 25023. El modelo propuesto se puede 
implementar para evaluar cualquier requisito no funcional. La aplicabilidad de este modelo 
se representa utilizando SEMAT (Software Engineering Method and Theory), un estándar 
que se emplea para representar métodos y prácticas de la ingeniería de software. También 
se utilizan esquemas pre-conceptuales para mostrar la funcionalidad de este modelo. Los 
esquemas pre-conceptuales se desarrollaron con el objetivo de representar un dominio 
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Evaluation of Non-functional requirements (NFRs) of a software product is a key to achieve 
high quality software. Non-functional requirements define how a system should perform 
and capture required properties of a system, such as timing, and reliability. NFRs receive 
less attention during the software development life cycle than functional requirements, even 
though NFRs can lead to the failure of a system. Most of the analyzed models are only 
focused on a couple of non-functional requirements and they are complex to be understood 
and implemented. Also such models are mainly focused on modeling and capturing instead 
of evaluating. In order to address this problem, in this M.Sc. Thesis we propose a model 
for evaluating the software quality of the non-functional requirements of a software product. 
RNFs are based on the ISO/IEC 25023 standard. The proposed model can be implemented 
for evaluating any NFR. We represent the applicability of our model by using the SEMAT 
(Software Engineering Method and Theory) standard for representing software engineering 




functionality of our model. Pre-conceptual schemas are developed to represent a specific 
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The role of Non-functional requirements (NFRs) is crucial during the software development 
lifecycle (SDLC). NFRs capture required properties of a system, such as timing, security, 
and reliability (Saadatmand et al., 2012). NFRs define how the system should perform with 
respect to some properties/characteristics and Functional requirements (FR) define what 
the system should do. Usually, NFRs receive less attention during the software system 
acquisition than functional requirements, since plan-based software development methods 
like RUP (Rational Unified Process) and CDM (Custom Development Method) have been 
developed just for FRs excluding NFRs (Zhu et al., 2012). 
 
NFRs are gaining more importance in the software development lifecycle due to their 
contribution to software quality (Saadatmand et al., 2012). Many software projects fail due 
to the lack of evaluation of the NFRs and the wrong elicitation of user requirements (Zhu et 
al., 2012). Non-functional requirements are considered in isolation, but indeed they are 
interconnected and they can affect each other, so they should be prioritized and evaluated 
(Saadatmand et al., 2012). NFRs should receive more attention when software 
development teams elicit, model, analyze, design, build, and test software applications (Zhu 
et al., 2012). Also, the effective and efficient management of user requirements is one of 
the most crucial issues during the acquisition of the software system (Zhu et al., 2012). 
Even though NFRs evaluation is expensive, software projects should include it, since it can 
guarantee software product quality when they are well identified, prioritized, and tested. 
The cost of evaluating non-functional requirements can be reduced by evaluating them 
during the very early stages of the software development life cycle (Suganya & 
Neduncheliyan, 2010; Ghezzy & Molzam, 2013). Some researchers have addressed some 
of the aforementioned problems. Most of them are only focused on a couple of non-
functional requirements and some others are focused on modeling and capturing instead 




implemented and understood. Commonly, NFRs are difficult to elicit and address in 
projects. Consequently, they are deliberately ignored.  
 
SEMAT is a standard proposed for addressing some of the major problems of the software 
engineering nowadays (OMG, 2014). SEMAT focuses on two main objectives: 1) finding a 
kernel of widely-agreed elements, and 2) defining a solid theoretical basis for software 
engineering (OMG, 2014). Alphas are some of the elements proposed in the standard and 
they can be implemented for assessing the health and progress of a software engineering 
(OMG, 2014). The standard also provides a common ground for defining software 
development practices (OMG, 2014). The proposed model in this M.Sc. Thesis consists of 
two practices: quality assessment of non-functional requirements and quality measurement 
of non-functional requirements. These two practices can be implemented by any other 
development process like RUP represented in SEMAT to potentiate it. 
 
Pre-conceptual schemas are referred as tool for representing a specific domain anyone can 
use and understand (Zapata et al., 2011). Pre-conceptual schemas are very easy to 
understand, since they include some symbols helping to specify the domain to be modeled. 
They also include consistency rules in order to guarantee a consistent modeling. NFRs in 
the pre-conceptual schemas are based on the ISO/IEC 25023 standard, which was 
developed for quantitatively measuring the system and software product quality. This 
standard include eight characteristics to be evaluated based on measures: functional 
suitability, performance efficiency, compatibility, usability, reliability, security, 
maintainability, portability; each characteristic has associated a sub-characteristic and 
some measures (ISO/IEC, 2016).  
 
In this M.Sc. Thesis, we propose a comprehensive model for evaluating software product 
quality represented on non-functional requirements. We represent the applicability of the 
model by using the SEMAT Essence Kernel. We also implement pre-conceptual schemas 
for representing the functional part of the model based on the ISO/IEC 25023 standard for 
providing basic concepts. The model can be implemented for evaluating any non-functional 
requirement of a software product and it gives the result for decision-makers to identify 





This M.Sc. Thesis is organized as follows. In Chapter 1, we include the theoretical 
framework, which contains a specification of the non-functional requirements, the ISO/IEC 
25023 standard, the Software Engineering Method and Theory and the pre-conceptual 
schemas. In Chapter 2, we review the state of the art. In Chapter 3, we define the problem 
and the objectives of this M.Sc. Thesis. In Chapter 4, we propose the evaluation model for 
non-functional requirements of a software product. In Chapter 5, we validate the proposed 




1. Theoretical framework 
1.1 Non-functional requirements  
Software requirements are classified into two main categories: Non-functional requirements 
(NFRs) and functional requirements. “Functional requirements capture the intended 
behavior of the system in terms of services, tasks, or functions the system is required to 
perform, while nonfunctional requirements capture required properties of the system, such 
as timing, performance, and security” (Hassine, 2015). Evaluation of non-functional 
requirements of a software product is a key to achieve high quality software. Modeling and 
validation of software NFRs is highly recommended, since they can help detect design 
errors during requirements elicitation (Hassine, 2015). Costs of evaluating NFRs of a 
software product can be unnecessarily high. However, the costs can be dramatically 
reduced if the evaluation of NFRs is included since the very early stages of the software 
development life cycle (Hassine, 2015). 
Universal NFR standards and categorizations are still underdeveloped (Zhu et al., 2012). 
Some approaches have been defined to evaluate and classify NFRs e.g., the ISO/IEC 9126 
standard, which is focused on software product quality. Such standard includes 
characteristics—functionality, reliability, usability, efficiency, maintainability, and 
portability— and sub-characteristics of software products to be evaluated based on metrics. 
Another approach is the ISO/IEC 25000 standard, which was developed for Systems and 
Software Quality Requirements and evaluation (SQuaRe). SQuaRe includes more 
characteristics than ISO/IEC 9126—i.e., functional suitability, performance efficiency, 
compatibility, usability, reliability, security, maintainability, and portability—and sub-
characteristics of the software system to be evaluated by using measures (ISO/IEC, 2016). 
ISO/IEC 25000 standard replaces ISO/IEC 9126 standard. Boehm presents some models 
for classifying NFRs, which are useful for developers to “quickly acquire the domain 
knowledge and easily customize software requirements” (Zhu et al., 2012). McCall quality 
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model also includes NFR classifications. This model includes some factors: correctness, 
reliability, efficiency, integrity, usability, maintainability, testability, flexibility, portability, 
reusability, and interoperability.  McCall relate metrics to the characteristics for evaluation 
purposes. Software product system utility depends on both functional and non-functional 
characteristics (Chung et al., 2009). 
1.2 ISO/IEC 25023 standard  
ISO/IEC 25000 (SQuaRe) was developed for addressing software quality requirements 
specification and evaluation. This standard comprises five divisions. Figure 1-1 shows the 
ISO/IEC 25000 divisions. All divisions are intended to support the software development 
process (ISO/IEC, 2016). This M.Sc. Thesis is mainly focused on the Quality Measurement 
Division 2502n. 
Figure 1-1: ISO/IEC 25000 divisions (ISO/IEC, 2016). 
 
 
This international standard addresses the quality measurement of a software system 
(ISO/IEC, 2016). This standard replaces the ISO/IEC TR 9126-2 and the ISO/IEC TR 9126-
3 and includes the following characteristics: functional suitability, performance efficiency, 
compatibility, usability, reliability, security, maintainability, portability. Each characteristic 
has associated some sub-characteristics and quality measures. Quality measures are 
implemented for quantitatively evaluating the software system (ISO/IEC, 2016). The 
measures can be internal or external. Internal measures can be applied to non-executable 
Chapter 1 7 
 
 
software such as requirements specification and design (ISO/IEC, 2016). External 
measures can be implemented when executing the software product during testing stages 
(ISO/IEC, 2016). Table 1-1 shows the structure of the functional coverage quality 
measure, which is associated to functional completeness sub-characteristic and functional 
suitability characteristic.  
Table 1-1: Quality measure structure (ISO/IEC, 2016).  




What proportion of the 
specified functions has 
been implemented? 
X = 1 - A/B 
A = Number of functions missing 
B = Number of functions specified 
 
Every measure has the next information: 
 ID: identification code of the quality measure 
 Name: quality measure name. 
 Description: the information provided by the quality measure. 
 Measurement function: mathematical formula. 
 
ISO/IEC 25023 standard omits values of the quality measures, since such values depend 
on the software system to be developed. The main uses of this standard are: quality 
requirements specification and evaluation activities, quality management, supply, 
acquisition, and maintenance of the software system (ISO/IEC, 2016). We present some 
definitions of ISO/IEC 25023 standard for a better understanding of our model as follows: 
 Measure: variable to which a value is assigned as the result of measurement 
(ISO/IEC, 2016). 
 Measurement: set of operations aiming to determine a value of a measure (ISO/IEC, 
2016). 
 Measurement function: algorithm/calculation performed to combine two or more 
quality measure elements (ISO/IEC, 2016). 
 Quality measure: derived measure defined as a measurement function of two or 
more values of quality measure elements (ISO/IEC, 2016). 
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 Quality measure element (QME): measure defined in terms of a property and the 
measurement method for quantifying it, including optionally the transformation by a 
mathematical function (ISO/IEC, 2016). 
 Quality model: defined set of characteristics, and of relationships between them, 
which provides a framework for specifying quality requirements and evaluating 
quality (ISO/IEC, 2016). 
 Quality characteristic: category of quality attributes related to the software product 
or the system quality (ISO/IEC, 2016).  
All these definitions were taken from ISO/IEC 25023 international standard. 
1.3. SEMAT 
SEMAT (Software Engineering Method and Theory) Essence Kernel is a standard intended 
to provide a common ground for defining software development practices (OMG, 2014). 
The kernel is a “light- weight set of definitions that captures the essence of the effective, 
scalable software engineering in a practice independent way” (OMG, 2014). Figure 1-2 
shows the kernel architecture, where methods are composed of practices, practices are 
described by using kernel elements, and practices and kernel are defined in terms of the 
language. The Essence language is a domain-specific language implemented to define 
methods, practices and the kernel (OMG, 2014). The language also supports practice 
composition and method enactment. Kernel can be implemented for comparing methods 
and making better decisions about their practices (OMG, 2014). 
Figure 1-2: Method architecture (OMG, 2014). 
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1.3.1 Areas of concern 
SEMAT Essence Kernel includes three areas of concern: customer, solution, and endeavor. 
Each area has a distinctive color, customer is green, solution is yellow, and endeavor is 
blue as shown in Figure 1-3.  
Figure 1-3: Areas of concern (OMG, 2014). 
 
Colors are implemented to facilitate the understanding and tracking of the elements of the 
SEMAT Kernel. Customer area is referred to the use and exploitation of the software 
system to be produced, solution area is referred to the specification and development of 
the software system, and endeavor area is referred to the team and the way they approach 
their work (OMG, 2014). Figure 1-3 shows the three areas of concern of the SEMAT Kernel. 
1.3.2 Alphas of the SEMAT Kernel 
SEMAT Kernel includes essential elements to work with called alphas. The Alpha (abstract 
level progress health attribute) represents the health and progress of a software 
engineering endeavor. SEMAT defines seven main alphas: opportunity, stakeholder, 
requirements, software system, team, work, and way of working. Each alpha belongs to an 
area of concern. Figure 1-4 shows the SEMAT Kernel alphas in each area of concern. 
Alphas have associated a set of pre-defined states and each state has associated a pre-
1
0 
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defined checklist. The alphas represent “critical indicators of the things that are most 
important to monitor and progress” during the software development process (OMG, 2014). 
Figure 1-4: The Kernel alphas (OMG, 2014). 
 
SEMAT includes other elements like practices, work products, activity spaces, activities, 
competencies, and patterns. Figure 1-5 shows the elements of the SEMAT Kernel and 
some associations. Figure 1-5 shows the dynamic semantic of the kernel language, e.g. 
activity space organizes activity.  
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Figure 1-5: Conceptual view of the language (OMG, 2014). 
 
1.3.3 SEMAT Essence kernel elements 
1.3.3.1 Alpha  
Alphas (Abstract-Level Progress Health Attribute) are the things we work with. Alphas are 
used to assess the health and progress of a software endeavor (See Figures 1-6 and 1-7, 
OMG, 2014). 
Figure 1-6: Alpha symbol (OMG, 2014). 
 








A pattern is a generic “mechanism for naming complex concepts that are made up of 
several Essence elements” (See Figures 1-8 and 1-9, OMG, 2014). 
Figure 1-8: Pattern symbol (OMG, 2014). 
 
Figure 1-9: Tester <role> (OMG, 2014). 
 
1.3.3. Activity 
An activity defines one or more kinds of work product and one more kinds of task, and 
“gives guidance on how to use these in the context of using some practice” (See Figure 1-
10, OMG, 2014). 
 
Figure 1-10: Activity symbol (OMG, 2014). 
 
 
1.3.3.4 Work product 
A work product represent the concrete things to work with (See Figure 1.-11, OMG, 
2014). 
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A practice is a description of how to handle a specific aspect of a software engineering 
endeavor (See Figures 1-12 and 1-13, OMG, 2014). 
 Figure 1-12: Practice symbol (OMG, 2014). 
 
Figure 1-13: Documentation and training practice (OMG, 2014). 
 
1.3.3.6 Pattern association 
A pattern association is “visualized by one or more solid lines originating from a circle that 
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Figure 1-14: Pattern association symbol (OMG, 2014). 
 
Figure 1-15: Programmer pattern with pattern association “works on” that in turn 
associates two work products: source code and build (OMG, 2014). 
 
1.3.3.7 Bound 
A bound connect different elements of SEMAT: alpha-alpha, work product-alpha, practice- 
alpha, activity-work product (See Figures 1-16 and 1-17, OMG, 2014).  
 
Figure 1-16: Bound (OMG, 2014) 
 
Figure 1-17: Alpha-work product connection (OMG, 2014) 
 
Chapter 1 15 
 
 
1.4 Pre-conceptual schemas 
Pre-conceptual schemas are representations of specific domains (Zapata, 2011). Pre-
conceptual schemas were developed in order to represent any problem or situation. They 
have a simple structure anyone can understand and implement (Zapata, 2011). Figure 1-
18 shows the syntactic elements of the pre-conceptual schemas, which are concept, 
structural relationship, dynamic relationship, implication, conditional, reference, and 
connection. UML (Unified Modeling Language) conceptual schemas—e.g., class diagram, 
state machine diagram, and communication diagram—can be automatically generated from 
pre-conceptual schemas. This is one of the main advantages of using pre-conceptual 
schemas. Such schemas can also be used to capture syntactic and semantic features from 
text specifications (Zapata and Arango, 2005). 
Figure 1-18: Basic syntax of pre-conceptual schemas (Zapata, 2007). 
 
1.4.1 Syntactic elements of the pre-conceptual schema 
1.4.1.1 Concept 
Concepts represent people (tester, analyst), things (milk), and properties (address); they 
can also be noun phrases—e.g., adjective-noun type, like "quality-attribute" (Zapata et al., 
2006). Figure 1-7 shows the representation of a concept. 
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1.4.1.2 Structural relationship 
Structural relationships have concept-verb-concept structure. This syntactic element 
recognizes only the verbs "is" and "has." Structural relationships express class hierarchy, 
properties, and part-whole relationships (See Figure 1-20, Zapata et al., 2006). 
 
Figure 1-20: Example of structural relationship (The Authors). 
 
 
1.4.1.3 Dynamic relationship 
Dynamic Relationships express actions people can perform (See Figure 1-21. Zapata et 
al., 2006). 
 
Figure 1-21: Example of dynamic relationship (The Authors). 
 
1.4.1.4 Implication 
Implications express “cause and effect relationships between dynamic relationships or 
between conditional and dynamic relationships” (See Figure 1-22, Zapata et al., 2006). 
 




Conditional: expressions include expressions of concepts and operators serving as 
preconditions to a dynamic relationship (See Figure 1-23, Zapata et al., 2006). 
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Figure 1-23: Conditional (The Authors). 
 
1.4.1.6 Connections 
Connections: are arrows connecting the concepts with either dynamic or structural 
relationships (See Figure 1-24, Zapata et al., 2006). 
 




References: are “numbered circles that allow to link physically distant elements in the 
diagram” (See Figure 1-25, Zapata et al., 2006) 
 




Notes are dotted rectangles that allows to indicate the possible values of a concept 
(Zapata et al., 2006). 






2. State of the art 
In this chapter, we include the state of the art of evaluation models for NFRs. The identified 
problems related to the models in terms of NFRs are presented as follows: 
2.1 Evaluation models for a couple non-functional 
requirements 
Most of the analyzed models are focused on evaluating some non-functional requirements. 
Even though NRFs are gaining more importance for software quality nowadays, No models 
are implemented for evaluating all the possible NFRs identified in a software system.  
2.1.1 Evaluation of Non-Functional Requirements in a Request for 
Proposal (RFP) 
Yasuiro and Monden (2012) propose a single evaluation model of non-functional 
requirements (NFRs). The model is focused on maintenance and operation issues (Yasuiro 
& Monden, 2012). The model includes NFR categories, NFR metrics, description level 
grading, and NFR weights. The authors are focused on the NFR metrics, and they evaluate 
whether NRFs are well written or not. The model exhibits some drawbacks, since it is 
focused on two NFRs—operation and maintenance—performed after the software 
application is released. Figure 2-1 shows the steps for building this model. Although this 
model includes metrics and weights to evaluate the NFR of a request for proposal, it lacks 
a clear specification of how to implement the model. In addition, it lacks a formula related 
to each metric so it cannot be possible to know which parameters are necessary for 
applying the formula. 
 
Figure 2-1: Steps to build the evaluation model of non-functional requirements in a 
request for proposal (Yasuiro & Monden, 2012). 






Evaluating non-functional requirements is crucial for software product quality, since we 
need to consider both costs and risks of the software development process. Some NFRs 
are difficult to directly relate to the cost after the software is released, and they can still lead 
to the failure of a system.  
 
2.1.2 Towards a software component assembly evaluation 
Yahlali and Chouarfia (2014) propose a method for improving the flexibility, re-usability and 
maintainability of applications, and helping “to develop complex and distributed applications 
deployed on a wide range of platforms, by plugging commercial off-the-shelf components, 
rather than building them from scratch” (Yahlali & Chouarfia, 2014). They focus on selecting 
the appropriate software components from a set of candidate components (Yahlali & 
Chouarfia, 2014). They consider, both functional and non-functional requirements in the 
selection process (Yahlali & Chouarfia, 2014). The method is used for evaluating software 
product quality by selecting the appropriate components, and the functional and non-
functional requirements. The evaluation process includes three steps: quality characteristic 
classification, weight calculation and evaluation. The main purpose of this paper is quality 
evaluation. They propose a quality model structure, as shown in Figure 2-2. The authors 
say this structure is needed for satisfying the quality by adding the necessary quality 
attributes to the product description. The model is only focused on evaluating NFRs related 
2
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to software components. This model is based on ISO/IEC 9126 standard therefore they 
evaluate six NRFs: functionality, reliability, usability, maintenance, efficiency, and 
portability. 
 
Figure 2-2: Quality model structure (Yahlali & Chouarfia, 2014). 
 
2.1.3 A Novel User-based Web Services Evaluation and 
Selection Model 
Wang and Wang (2013) propose a model for evaluating and selecting web services based 
on users. They classify Non Functional Properties (NFPs) according to mathematical 
properties (Wang & Wang, 2013). Users gives a satisfaction interval for each NFP value, 
which is obtained by using mathematical tools (Wang & Wang, 2013). The authors mainly 
focus on generic properties of web services. The authors use TOPSIS multi-attribute 
decision making method to select the most ideal service satisfying user’s requirements 
(Wang & Wang, 2013). Figure 2-3 shows the running process of the evaluation model they 
propose. The model is intended to be only used on web services and it only includes six 
NFRs: price, performance, reliability, availability, security, and reputation. 
Figure 2-3: Running process of the evaluation and selection model (Wang & Wang, 
2013). 




2.2 Complex evaluation models for non-functional 
requirements 
2.2.1 A non-functional requirements tradeoff model in trustworthy 
software 
Zhu et al. (2012) propose a model for evaluating NFRs and making tradeoff decisions 
among the alternatives. This model comprises qualitative and quantitative methods based 
on ‘‘fuzzy linguistic variables’’ for randomly generating a defuzzification process, and a 
relation mathematic matrix (Zhu et al., 2012). The model includes many complex steps, 
since it uses more than seven fuzzy sets for a single fuzzy linguistic variable, a non-
convenient situation. Finally, the model is difficult to understand and implement. Although 
the authors specify their model can be implemented for evaluating NFRs and making 
tradeoff decisions, this evaluation model is based on NFRs for determining complex 
relationships among them and prioritizing them. Figure 2-4 shows the 7-step process 
implemented to build the model. We can infer from Figure 2-4 that evaluation of NFRs is 
not based on the software application. 
 
Figure 2-4: Model process (Zhu et al, 2012). 
2
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2.2.2 The Fuzzy Integration Method for the Evaluation of 
NFMRHM 
Luo and Peng (2011) propose a model based on a quality model, related to an iterative, 
incremental parallel development process. The non-functional meta-requirements 
hierarchical model (NFMRHM), is used to make a top-down decomposition of requirements 
(Luo & Peng, 2011). They first identify the requirements and then decompose them into 
sub-requirements, for example: sub-NFR1 = {sub-NFR1.1, subNFR1.2, ..., sub-NFR1.m}. 
The authors enrich the model with a fuzzy integral evaluation of the non-functional 
requirements. The specification of such enrichment is so brief, which lead to model 
misunderstanding, specifically for evaluating non-functional requirements. The authors 
propose three equations to evaluate the NFRs but such equations are not based on the 
software application, so knowledge about what properties of the software application are 
being evaluated is unreachable. Figure 2-5 shows the model proposed by the authors. 




Figure 2-5: Non-functional meta-requirements hierarchical model (Luo & Peng, 2011 
 
 
2.3 Models for capturing and modeling NFRs 
As we mention before, approaches for capturing and modeling NFRs are more common 
than approaches for evaluating. 
2.3.1 Control case approach to record and model non-functional 
requirements. 
Zou & Pavlovski (2007) propose a complement to use cases in order to support the capture 
and modeling of NFRs based on control cases. The model is focused on critical 
requirements and facilitates the management of NFRs throughout the SDLC. Control case 
modeling starts with identifying the possible operating conditions. “Control case represents 
a set of quality statements that the system must meet in order to manage the risk exposed 
to system stakeholders such as owners and users” (Zuo & Pavlovski, 2007). Figure 2-6 
shows the structure of a control case and Figure 2-7 shows an example of a control case. 




Evaluation model for non-functional requirements of a software product 
 
 
Figure 2-6: Control case structure (Zuo & Pavlovski, 2007). 
 
Figure 2-7: Example of a control case (Zuo & Pavlovski, 2007). 
 
 
The software we write today touches millions of people and affect more people and 
businesses now than ever before (Myers, 2012). The evolution of software has imposed 
more demanding NFRs in software industry making more important the capture, modeling, 
and evaluation of NFRs of a software system. Any reliable and efficient software process 
must integrate the non-functional requirements (Ameller et al., 2010). 
 
2.3.2 Dealing with non-functional requirements in Model-Driven 
Development 
Ameller et al., (2010) propose a model for effectively integrate NFRs into the Model-Driven 
Development (MDD) production process. This proposal consists of two kinds of models 
between the PIM (the model representing the architecture) and the code (the model 
representing the technological solution). The authors remark the fact that NFRs should be 
considered from the very beginning of the development process. 
 
Table 2-1 presents a summary of the analyzed models for NFRs. In conclusion the analyzed 
model focus on particular non- functional requirements and a specific domain. 
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Table 2-1: Approaches for dealing with NFRs according to our state of the art review 
(The Authors). 
 
Ref. Type of NFRs addressed Domain 
Evaluation NFRs  
(Yasuiro & Monden, 
2012) 
Operational and maintenance Request for proposal 




efficiency, and portability. 
Component assembly 
(Wang & Wang, 2013) Price, performance, reliability, 
availability, security, and 
reputation. 
Web services 
(Zhu et al., 2012) Trustworthy NFRs Trustworthy software 
(Luo & Peng, 2011) Not specified Not specified 
Modeling and Capturing NFRs 
(Zuo & Pavlovski, 
2007) 
Operational  Software architecture 







3. Problem statement 
3.1. Problem limitations 
Requirements elicitation is a crucial phase of the software development life cycle. Whether 
the process model to be used is waterfall—either iterative or incremental—eliciting 
requirements is crucial for stablishing the capability of the system (Zou & Pavlovski, 2008). 
The failure of a project is commonly attributed to the ineffective capture of functional 
requirements, but the importance of non-functional requirements and its relatedness to 
project failure is gaining more attention and is becoming more apparent (Zou & Pavlovski, 
2008). NFRs are often overlooked during the design phase, but such situation is changing 
due to the functional and non-functional features are required by software applications.  
Lack of an adequate NFR management leads to increasing the cost of quality (Borg et al., 
2006). Software evaluation represents between 40% and 50% of the total cost of the 
software product development (Suganya & Neduncheliyan, 2010). Evaluating software 
product quality at early stages of the SDLC can help to reduce the evaluation costs. “The 
ability to model and analyze non-functional requirements supports the early detection of 
design errors” (Hassine, 2015).  
Some approaches are focused on the aforementioned problems, but the problems remain. 
Designing a 100% effective model for evaluating NFR can be a hard task because the list 
of the NFRs is incomplete and no standard just for NFRs can be used as a reference point 
for developing such model. Thus, most of the approaches are focused on a couple of non-
functional requirements and they uncover all the NFRs of a specific software product. 
Scientific community effort has been insufficient for addressing such problems.  
Software is present in almost every device we use, and we rely on those devices to perform 
many tasks (Myers, 2012). Evaluation of non-functional requirements is important for 
providing a high quality software application. The analyzed models have some limitations 
for addressing the aforementioned problems. We identified some criteria to compare the 
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models with respect to their limitations. In Table 3-1 we compare the analyzed models by 
using such criteria.  
Table 3-1: Criteria for comparing the analyzed approaches (The Authors). 









(Saito et al, 
2012) 





Valid for a 
limited set of 
NFR 
X X X X X 









X     X X 
Valid for any 
NFR 





    X X X 
 
As shown in Table 3-1 one of the most common limitations of the models is the coverage 
of the NFRs they addressed. Wang and Wang (2013) are just focused on six non-functional 
requirements: price, performance, reliability, availability, security, and reputation. Saito et 
al (2012) focused on operational and maintenance NFRs. Consequently we need to 
develop a model for evaluating any NFR of a software product based on a standard—i.e., 
the ISO/IEC 25023, the most accepted standard nowadays. Another limitation is the lack of 
specification about the implementation of the developed model, leading to usage difficulties. 
Our required model should include a detailed specification for understanding and 
implementing the model. Some examples representing the implementation are required for 
easing the comprehension of the model application.  
  




3.2.1 General objective 
Developing a model for evaluating non-functional requirements of a software 
system by using the SEMAT Essence Kernel.  
 
3.2.2 Specific objectives     
 Selecting the needed elements of the SEMAT Essence Kernel for representing 
evaluation models in software engineering. 
 Developing an evaluation model using the SEMAT Essence Kernel. 









4. Evaluation model for non-functional 
requirements of a software product 
In this M.Sc. Thesis, we propose an evaluation model for non-functional requirements of a 
software product. Such comprehensive model is based on pre-conceptual schemas for 
functionality purposes. The model is also based on the SEMAT kernel for representing the 
model elements and it is suitable for any ISO/IEC 25023 measures. The model is useful for 
evaluating any non-functional requirement in order to get a high quality software system.  
4.1 The SEMAT kernel as a graphical language for 
representing the proposed model 
The SEMAT initiative was developed for refounding the software engineering. It includes 
widely agreed elements like alphas, competencies, and activity spaces for supporting the 
development of a software endeavor (Zapata & Jacobson, 2014). Our model comprises 
practices, work products, activities, alphas, and roles as shown in Figure 4-1. We define 
two practices: quality assessment of non-functional requirements and quality measurement 
of non-functional requirements. They are intended to be best practices to implement when 
evaluating the NFRs of a software product. The practice quality assessment of NFRs 
describes how to evaluate the NFRs. The practice quality measurement of NFRs describes 
how to measure the NFRs. These two practices can be implemented in any other 
development model represented in SEMAT in order to potentiate it. The main condition for 
applying such practices are: small teams with tester(s) and test designer(s). Both practices 
are related to the software system alpha. This alpha is referred to “a system made up of 
software, hardware, and data that provides its primary value by the execution of the 
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software" (OMG, 2014). “The primary product of any software engineering endeavor, a 
software system can be part of a larger software, hardware or business solution” (OMG, 
2014). Software system alpha is part of the area of concern solution of the SEMAT kernel.  
Figure 4-1: Evaluation model for non-functional requirements of a software product 
(The Authors). 
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We also define three work products: measurement, assessment, and measurement 
function as shown in Table 4-1. “Work Products represent the concrete things to work with, 
providing evidence for the states an Alpha is in” (OMG, 2014). 




Measurement Specification of the values 
obtained by evaluating the NFRs 
Specifying whether an expected result 
has been reached, based on the 
verification of a system non-functional 
requirement 
Assessment Specification of the values of the 
quality measure elements of the 
software product 
Providing a way to identify the right 
quality measure elements of the 




Specification of a set of test 
inputs and functions 
Providing a way to capture test inputs  
 
Each work product has associated some activities as shown in Figure 4-1: calculate 
measurement, identify software system values, and identify the function. The roles will carry 
out the development of the work products are: test designer and tester. We consider these 
two roles as responsible for the core activities of the evaluation effort of NFRs. 
4.2 Pre-conceptual schemas for representing the 
functionality of the evaluation model 
We also use pre-conceptual schemas for representing the functionality of our model. The 
implementation of pre-conceptual schemas helps to guarantee a comprehensive model, 
since they are conceived as tools for representing a domain problem anyone can use and 
understand (Zapata et al., 2011). The model is associated to the ISO/IEC 25023 standard, 
a more reliable standard for software industry nowadays. The model proposed in this M.Sc. 
Thesis is intended to be used from the beginning of the software development life cycle in 
order to guarantee a high quality software product. The model is open to any non-functional 
requirement since it has a general structure for NFRs including software, measure, 
measurement, assessment, characteristic, and measurement function. Concepts and 
structural relationships are based on ISO/IEC 25023 standard.  
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The design of our pre-conceptual schema has the following steps: we first identified eight 








 Quality measure element 
 
Then, we analyzed each concept to identify possible relationships among them, e.g., 
characteristichassub-characteristic as shown in Figure 4-2. 
Figure 4-2: Structural relationship (The Authors). 
 
 
Then we identified other complementary concepts to finish the model like name, value, and 
element. Finally, we built this part of the evaluation model for non-functional requirements. 
Each concept of the pre-conceptual schema is required to address the main problem 
identified in the analyzed evaluation models, which is most of the models focus on a couple 
of non-functional requirements. This structure of the pre-conceptual schema and the 
SEMAT representation help to guarantee an international evaluation model for NFRs that 
anyone can understand and use. Implementing ISO/IEC 25023 international standard— 
measurement of system and software product quality—as a basis for identifying the main 
concepts for the pre-conceptual schema guarantee widely-agreed international concepts 
for evaluating software systems. In Figure 4-3, we propose the functionality of our model 
represented by using a pre-conceptual schema. 
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Figure 4-3: Pre-conceptual schemas for representing the functionality of the proposed 




We also used these pre-conceptual schemas for indicating what information should be 
specified in a work product. We specify parts of the pre-conceptual schemas into each work 
product of the model as shown in Figures 4-4, 4-5, and 4-6. The primary information we 
need to specify to be included in each work product is depicted in such Figures. In Figure 
4-4, we include a piece of the pre-conceptual schema related to the measurement work 
product, which comprises six concepts and three structural relationships. We consider this 
piece of the pre-conceptual schema as the most relevant for this work product, since it 
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includes information about the measure, the type of software being evaluating and the result 
of the measurement. 
 
Figure 4-4: Measurement work product (The Authors). 
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In Figure 4-5 we specify a piece of the pre-conceptual schema related to the assessment 
work product. This work product includes information about the quality measure elements 
necessary for the assessment of the software and the type of software being evaluated. 
Figure 4-5: Assessment work product (The Authors). 
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In Figure 4-6 we specify a piece of the pre-conceptual schema related to the measurement 
function work product, which contains information about the measurement function and 
element; it also includes the characteristic and sub-characteristic identified to be evaluated 
and the measure for evaluating the software product. 
Figure 4-6: Measurement function work product (The Authors). 
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4.3 ISO/IEC 25023 standard associated to pre-conceptual 
schemas 
We select some measures of the ISO/IEC 25023 international standard for representing 
the functionality of our model. In Figure 4-7 we propose an executable pre-conceptual 
schema for representing the operational consistency measure. Executable pre-conceptual 
schemas are suitable for instancing the main concepts of a pre-conceptual schema in order 
to validate their meaning (Zapata et al., 2011). 
Figure 4-7: Executable pre-conceptual schema representing operational consistency 
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Such a representation include all necessary elements and properties of a software system 
for evaluating a software product in terms of NFRs. From Figure 4-7, the executable pre-
conceptual schema allows for instantiating concepts as many times as necessary. This 
model can be implemented for evaluating more than one measure at a time as shown in 
Table 4-2. ID measure acts as a foreign key to indicate which quality measure elements 
are associated to that measure as shown in Table 4-3. 
Table 4-2: Measure instantiated (The Authors). 
MEASURE 






WHAT PROPORTION OF 








HOW CORRECTLY IS THE 
ENCRYPTION/DECRYPTION OF 
DATA ITEMS IMPLEMENTED AS 
STATED IN THE REQUIREMENT 
SPECIFICATION? 
 
Table 4-3: Measure as a foreign key (The Authors). 
MEASUREMENT_FUNCTION 
ORDER ELEMENT TYPE MEASURE.ID 
1 1 CONSTANT SCo-1-G 
2 "-" OPERATOR SCo-1-G 
3 1 QUALITY MEASURE ELEMENT SCo-1-G 
4 / OPERATOR SCo-1-G 
5 2 QUALITY MEASURE ELEMENT SCo-1-G 
6 3 QUALITY MEASURE ELEMENT SCo-2-G 
7 / OPERATOR SCo-2-G 
8 4 QUALITY MEASURE ELEMENT SCo-2-G 
 
The proposed model can be implemented for any type of software application, in Figure 4-
8, we propose this option. 
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Figure 4-8: Software has name (The Authors). 
 
NAME concept indicates the type of software being evaluating, e.g., in Figure 4-7 we show 
a representation for the usability of a payroll software system. The model allows for 
implementing any basic measurement function, since it includes a complete specification 
for applying them. In Table 4-4, we propose an example of a function for evaluating 
operational consistency by using a table: an executable pre-conceptual schema for 
instantiating concepts. TYPE concept indicates what type of element the function has; we 
defined five possible values. In Figure 4-9 we show the possible values of TYPE concept.  
Table 4-4: Measurement function table (The Authors). 
MEASUREMENT_FUNCTION 
ORDER ELEMENT TYPE 
1 1 CONSTANT 
2 "-" OPERATOR 
3 1 QUALITY MEASURE ELEMENT 
4 / OPERATOR 
5 2 QUALITY MEASURE ELEMENT 
 
Note: When reading this table ELEMENT=1 and TYPE=QME (Quality Measure Element), 
element acts as a foreign key of the QMEs of the pre-conceptual schema (See Table 4-5 
concept ID). 
Figure 4-9: Possible values of TYPE (The Authors). 
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PROPERTY STATE DESCRIPTION 









We can understand the pre-conceptual-schema-based representation as the internal part 
of the model and SEMAT representation as the external part of the model. SEMAT 
representation includes the elements we always work with when developing software 
applications like practices and work products. Software development methods are 
compositions of practices. SEMAT Essence kernel allows for combining practices with other 
methods in order to potentiate them and obtain better results. We propose two practices 
wet can implement in any other development method for software engineering. Pre-
conceptual schemas can be understood as structured requirements models closer to the 
domain problem. They have a simple structure for easing their comprehension. This 






5. Case study 
5.1 Evaluation model for NFRs of a payroll software. 
The proposed model was applied to a payroll software (a fictitious software application 
defined for showing the applicability of the proposed model). The selection of the type of 
evaluated software was subjective as well as the implemented measures. ISO/IEC 25023 
standard specify some measures to be implemented for any type of software application. 
We select three measures for evaluating the payroll software, which are fault correction, 
access controllability, and data encryption correctness as shown in Table 5-1.  
Table 5-1: Implemented measures (The Authors). 
MEASURES 
Name Characteristic Sub-characteristic 
Access controllability Security Confidentiality 
Data encryption correctness Security Confidentiality 
Fault correction Reliability Maturity 
 
We also define some subjective values for evaluating the payroll software as shown in 
Table 5-2. QME.ID=1 refers to the number of reliability-related faults corrected in 
design/coding/testing phase and QME.ID = 2 refers to the number of reliability-related faults 
detected in design/coding/testing phase as shown in Figure 5-1. Finally, Measure = 
(QME.ID=1)/ (QME.ID = 2). 
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Table 5-2: Values of the QMEs (The Authors). 
ASSESSMENT 
NAME QUALITY_MEASURE_ELEMENT.ID VALUE 
PAYROLL 1 20 
PAYROLL 2 30 
 
In Figure 5-1 we instantiate the executable pre-conceptual schema for a payroll software 
application. It includes all necessary data for evaluating the reliability NFR of the payroll 
software application. 
Figure 5-1: Evaluation of a payroll software using one measure (The Authors). 
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After implementing the model and entering the data the following results are obtained (See 
Table 5.3).  
Table 5-3: Results of the payroll evaluation (The Authors). 
MEASUREMENT 
MEASURE.NAME SOFTWARE.NAME VALUE 
FAULT_CORRECTION PAYROLL 0,67 
 
According to the ISO/IEC 25023 standard results varies from 0 to infinite. Usually, the larger 
is better. In conclusion, the evaluated software has a big portion of detected reliability-
related faults still uncorrected, which leads to an unreliable software. Reliability refers to” 
the degree to which a system, product or component performs specified functions under 
specified conditions for a specified period of time” (ISO/IEC, 2016). 
In Figure 5-2 we instantiate the executable pre-conceptual schema implementing two 
measures for evaluating the same payroll software application at the same time. We aim to 
exemplify how complete the pre-conceptual schemas are for being part of an evaluation 
model for NFRs. They allow to enter as many data as we need. 
In Table 5-4 we include the subjective values we defined for evaluating the security of the 
payroll software application. In Figure 5-2 we exhibit the complete representation for 
implementing two measures: Access controllability = 1 - (QME.ID=1)/ (QME.ID = 2) and 
data encryption correctness = (QME.ID=3)/ (QME.ID = 4). 
Table 5-4: QMEs values for evaluating security (The Authors). 
ASSESSMENT 
NAME QUALITY_MEASURE_ELEMENT.ID VALUE 
PAYROLL 1 50 
PAYROLL 2 20 
PAYROLL 3 40 
PAYROLL 4 30 
 
  
Chapter 5 45 
 
 
Figure 5-2 shows the executable pre-conceptual schema for a payroll software. It includes 
all necessary data for evaluating the security NFR of the payroll software. 
Figure 5-2: Evaluation of a payroll software using two measures (The Authors). 
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The results obtained from the evaluation are presented in Table 5-5. 
Table 5-5: Results of the second evaluation of the payroll software application (The 
Authors). 
MEASUREMENT 
MEASURE.NAME SOFTWARE.NAME VALUE 
ACCESS CONTROLLABILITY PAYROLL 0,6 
DATA ENCRYPTION 
CORRECTNESS PAYROLL 1,33 
 
According to ISO/IEC 25023 standard results varies from 0 to infinite. Usually, the closer to 
0 is the better. In conclusion, the evaluated software has a big portion of confidential data 
items protected from unauthorized accesses while the implemented encryption/decryption 
of data items as stated in the requirements specification can be better. Security refers to 
“the degree to which a product or system protects information and data so that persons or 
other products or systems have the degree of data access appropriate to their types and 
levels of authorization” (ISO/IEC, 2016). In terms of security the payroll software application 
still need some improvement.  
5.2.Analysis of the models represented by using pre-
conceptual schemas. 
Each of the analyzed evaluation models was represented by using pre-conceptual schemas 
in order to identify the main concepts and structures of their evaluation models for NFRs. 
In conclusion, all the analyzed models have a similar structure but they use different 
terminology for referring to the same thing, e.g, the terms non-functional requirement and 
non-functional property. In Figure 5-3, we propose a pre-conceptual schema of the model 
proposed by Wang & Wang (2013). As we mention in Chapter 3, the authors focus on six 
non-functional requirements or properties, which makes the model so limited.  
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In Figure 5-4, we develop a pre-conceptual schema of the evaluation of NFMRHM (Non-
Functional Meta Requirement Hierarchical Model) (Luo & Peng, 2011). The authors 
implement the term root node, which refers to the characteristic of a software product as 
specified in ISO/IEC 25023 standard. The model lacks of a specification about the NFRs 
they addressed. 
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In Figure 5-5, we propose the representation of the Evaluation of Non-functional 
requirements in a request for proposal (Saito et al., 2012). This model includes terms like 
metric for referring a measure and equation for referring a measurement function. This 
model is also so limited since it only focused on two types of NRFs: operational and 
maintenance.  
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In Figure 5-6, we propose the representation of the evaluation model for trustworthy 
software (Zhu et al., 2012). This model focus on a couple of NFRs for trustworthy software. 
What they call criteria is the same as characteristic in our model. 
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In Figure 5-7, we develop the representation of the evaluation model for software 
components (Yahlali & Chouarfia, 2014). This model is based on the ISO/IEC 9126 
standard. This standard has a defined terminology but the authors use different terminology 
to refer to the same thing, e.g., the authors use Factor instead of characteristic, criteria 
instead of sub-characteristic, and attribute instead of NFR. 
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Figure 5-7: A pre-conceptual schema about the model of software component 
assembly evaluation (The Authors). 
 
As a summary, the analyzed models have similarities with our proposal but they are limited 
for the intended purpose of evaluating NFRs. The analyzed models include different 
terminology to refer to the same concepts we include in our model. Finally, we state our 
evaluation model for NRFs of a software product includes all the analyzed models by being 
a more complete model, which: 
 Use the terminology of the international standard it is based on. 
 Can be implement for evaluating any NFR. 
 Can be merged with development methods in order to potentiate them. 
 Can help to guarantee a high quality software product. 
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In Figure 5-8, we analyze how our model includes the Wang and Wang (2013) model. 
Concepts in red are unified from Wang and Wang (2013) and they suffice to prove the 
compatibility of both models. 






6. Conclusions and future work 
6.1 Conclusions 
In this M.Sc. Thesis we, presented a model for evaluating the non-functional requirements 
of a software product. We implemented SEMAT (Software Engineering Method and Theory) 
for representing the model and pre-conceptual schemas for showing the functionality of the 
model. The pre-conceptual schema is based on the ISO/IEC 25023 standard, which 
contains quality measures for evaluating system and software product quality in terms of 
characteristics and sub-characteristics.  
Concerning to the state of the art: 
 We analyzed how evaluation methods for NFRs only deal with a couple of NFRs. 
 We run a systematic state of the art review to learn insights of the evaluation models 
dealing with NFRs. 
 We analyzed how evaluation methods for NFRs only can be applied to a specific 
software application. 
Concerning to the improvement of the identified problems in this state of the art review:  
 We built an evaluation model for NRFs of a software product, which can be applied 
for evaluating any NFR belonging of any type of software. 
 We discussed the advantages of using SEMAT and pre-conceptual schemas for 
designing the proposed model. 
 We stressed the importance of evaluating non-functional requirements from the very 
begging of the software development.  
 We identified our proposed model contains all the analyzed models of the state of 
the art review. 
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After analyzing the existing evaluation models for non-functional requirements, we 
concluded our model contains all those evaluations models. We first represented all the 
models by using pre-conceptual schemas. Then, we identified similarities between our 
proposal and each one of the analyzed models and we discovered the analyzed models 
have a similar and simple structure. They include different terms for referring to the same 
things. Our model includes most of the terms implemented by the analyzed models but 
using similar terminology based on ISO/IEC 25023 standard, e.g., characteristic (term 
implemented in our model) and root node (term implemented by Luo & Peng, 2011). These 
two terms/concepts refer to the same thing in the models, a characteristic of a software 
product. Finally, we represented our model including one of the analyzed models. 
 
6.2 Future work 
 
First line of future work is related to the development of a pre-conceptual schema including 
any type of function in order to make our model more complete. Very complex functions for 
evaluating NFRs, which use summations (∑) and products (π). A new structure for defining 
the measurement function need to be developed in order to evaluate NFRs, which should 
include more concepts, structural relationships, and basic elements.  
Second line of future work is related to the combination of the proposed two practices with 
some development methods of software engineering. SEMAT Essence kernel includes a 
broad specification about merging and composing practices for software development 
methods. The first step for merging practices is representing the development methods by 
using the SEMAT kernel elements. Such representation help to obtain an overall view of 
the method in order to know which elements—practices, work product, activities, tasks, and 
roles—are included in the method. Merging and composing practices help to potentiate 
methods and obtain better results. Developing an evaluation model for NFRs by using the 
SEMAT kernel is an advantage, since it already includes the needed categories for merging 
and composing practices into development methods. SEMAT is a standard and it includes 
widely agreed elements like alphas and work products for addressing some of the major 
problems of software engineering nowadays. Using pre-conceptual schemas for developing 
an evaluation model for NFRs help to guarantee a comprehensive model that anyone can 
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implement. Pre-conceptual schemas can be understood as structured requirements models 
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