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11 Johdanto
Tietokonepelit ovat aivan erityinen ohjelmistotyyppi, jolla on omat vaatimuksen-
sa, rakenteensa ja luonteenpiirteensa¨. Peliohjelmisto lopputuotteena on viihdetta¨,
mutta ohjelmiston tuottamisprosessi yhdista¨a¨ poikkitieteellisesti useita eri tieteita¨,
kuten tietojenka¨sittelya¨, matematiikkaa, fysiikkaa ja taiteita. Peliohjelmistot ovat
pohjimmiltaan jotakin ilmio¨ta¨ kuvaavia simulaatioita. Niilla¨ on yleensa¨ tiukat re-
aaliaikavaatimukset. Ne koostuvat lukuisista alija¨rjestelmista¨, joiden suunnittelu ja
toteutus vaatii erityistaitoja [Rab05, s. 166]. Kaiken lisa¨ksi niiden pita¨isi olla haus-
koja.
Nykypa¨iva¨n tietokonepelit ovat kasvaneet alkuaikojensa yhden miehen projekteista
satojen tuhansien koodirivien ohjelmistoiksi, joiden parissa tyo¨skentelee monikym-
menhenkinen joukko tarinaa ja pelimekaniikkaa tyo¨sta¨via¨ pelisuunnittelijoita, 3D-
malleista, 3D-ympa¨risto¨ista¨, animaatioista ja a¨a¨nimaailmasta vastaavia artisteja se-
ka¨ peliohjelmasta ja tyo¨kaluista vastaavia ohjelmoijia [Sep07]. Peliprojekti saattaa
kesta¨a¨ vuosia riippuen valmiina saatavien ohjelmistojen ja tyo¨kalujen ma¨a¨ra¨sta¨ ja
tasosta seka¨ henkilo¨sto¨n kokemustasosta. Jotta iso ohjelmisto olisi hallittavissa ole-
va kokonaisuus, ohjelmiston arkkitehtuurille asetettavat vaatimukset ovat korkeal-
la. Ohjelmiston tulee olla ylla¨pidetta¨va¨, muunneltava ja joustava ja samaan aikaan
suoriutua tehokkaasti ohjelmistolta vaadituista tehta¨vista¨.
Tutkielma ka¨sittelee peliohjelmointia ohjelmistoteknisesta¨ na¨ko¨kulmasta: minka¨lai-
sia toimintoja ja rakenteita peliohjelmistot sisa¨lta¨va¨t ja minka¨laisilla arkkitehtuu-
riratkaisuilla voidaan saavuttaa hallittavia kokonaisuuksia. Tutkielma on kirjalli-
suuskatsaus pelialan kirjallisuuteen ja sisa¨lta¨a¨ konstruktiivisen osan kirjallisuudessa
esitettyjen ratkaisujen kokeiluun. Tutkimusongelma rajataan peliohjelmistojen ylei-
seen arkkitehtuuriin seka¨ yhteen keskeiseen osa-alueeseen: kolmiulotteisen visuali-
soinnin menetelmiin. Visualisointiin tutustutaan alustavalla menetelmien esittelylla¨
seka¨ tutustumalla avoimen la¨hdekoodin Ogre-grafiikkakomponenttiin.
Tutkielman luvut rakentuvat seuraavasti: luvussa 2 syvennyta¨a¨n pelisovelluksen toi-
mintoihin ja osiin seka¨ esiteta¨a¨n suunnitteluratkaisu pelin yleiseksi arkkitehtuu-
riksi. Luvussa 3 tehda¨a¨n alustus pelien kolmiulotteisessa visualisoinnissa ka¨ytet-
tyihin tekniikoihin. Luvussa 4 esitella¨a¨n avoimeen la¨hdekoodiin perustuva Ogre-
grafiikkakomponentti. Luku 5 toimii aiheet kokoavana lukuna, jossa suunnitellaan
prototyyppiarkkitehtuuri yksinkertaiseen peliin. Luvussa 6 esiteta¨a¨n yhteenveto suo-
siteltavista peliohjelmistojen arkkitehtuuriratkaisuista.
22 Pelisovelluksen toiminnot, osat ja arkkitehtuuri
Seuraavissa aliluvuissa esiteta¨a¨n pelialan kirjallisuuteen perustuva alustus peliso-
vellusten suunnitteluun: mita¨ toimintoja pelisovellukset sisa¨lta¨va¨t ja minka¨laisista
osista ne koostuvat. Luvussa 2.3 esiteta¨a¨n arkkitehtuurin suunnitteluratkaisu, joka
yhdista¨a¨ osaja¨rjestelma¨t.
2.1 Katsaus pelityyppeihin
Pelit voidaan luokitella erilaisiin tyylilajeihin tai genreihin pelin sisa¨llo¨n perusteella.
Yksinpelina¨ pelattava toimintapeli asettaa merkitta¨va¨sti erilaisia vaatimuksia arkki-
tehtuurille kuin esimerkiksi massiivinen verkkoroolipeli. Pelia¨ ei voi yleensa¨ sijoittaa
johonkin yksitta¨iseen luokkaan kovinkaan yksiselitteisesti, koska peli voi lainata omi-
naisuuksia useista genreista¨. Ta¨llaista pelityyppia¨ kutsutaan hybridiksi. Seuraavaksi
esiteta¨a¨n esimerkkeja¨ peligenreista¨ ja niiden ominaispiirteista¨.
Toimintapelit
Toimintapelit (action) ovat laaja genre, johon voi luokitella kaikki pelit, jotka sisa¨l-
ta¨va¨t nopeatempoista taistelua ja liikkumista. Useat peligenret sisa¨lta¨va¨t toiminta-
aspekteja ja ovat siten hybrideja¨ toimintapeleista¨. Toimintapelien alaluokkaa, jossa
pelaaja na¨kee maailman pelihahmon na¨ko¨kulmasta, kutsutaan ensimma¨isen persoo-
nan ammuskeluksi (first person shooter, FPS). Genren kuuluisin edustaja on id-
yhtio¨n DOOM, joka oli vuonna 1993 aikansa hitti. DOOM yhdisti na¨ytta¨va¨a¨ gra-
fiikkaa, yksinkertaista ongelmanratkontaa, luovaa tasosuunnittelua ja taidetta seka¨
moninpelin la¨hiverkossa ja modeemin va¨lityksella¨. DOOMma¨a¨ritti toimivan konsep-
tin, jota on kopioitu vuosien saatossa useaan otteeseen. Useat nykyiset pelimoottorit
(ks. luku 2.2), kuten Epic Games -yhtio¨n Unreal Engine, Valve Source Engine ja id:n
Quake ovat erikoistuneet DOOM-konseptin jalostamiseen huippuunsa.
Toimintaseikkailu
Toimintaseikkailu (action-adventure) on toimintapelien ja seikkailupelien hybridi,
joka muistuttaa enemma¨n toiminnallista tutkimusmatkailua kuin esimerkiksi FPS-
pelit. Juonella, esineiden kera¨ilylla¨ ja ongelmanratkaisulla on pa¨a¨rooli pelissa¨ nopean
toiminnan sijasta.
3Simulaatiopelit
Simulaatiopelit yritta¨va¨t mallintaa jotakin reaaliela¨ma¨n tai fiktiivisen maailman il-
mio¨ta¨ mahdollisimman autenttisesti. Genre on hyvin laaja ja pita¨a¨ sisa¨lla¨a¨n mm. len-
tosimulaattorit (MS Flight Simulator), kaupungin ja maailmanrakennuspelit (SimCi-
ty, Civilization), organisaationhallintapelit (Rollercoaster Tycoon, Football Mana-
ger) ja ihmissuhdepelit (Sims). Kilpa-ajopelit ovat simulaatiopelien alaluokka, jossa
mallinnuksen kohteena on kilpa-auton fysiikka.
Strategiapelit
Strategiapeleissa¨ keskeista¨ on huolellinen suunnittelu pelissa¨ pa¨rja¨a¨miseksi. Gen-
reen kuuluvat pelit ovat joko vuoropohjaisia tai reaaliaikaisia (real-time strategy,
RTS). Pelityypille keskeista¨ on vahva tekoa¨ly, jonka voittamiseksi vaaditaan a¨lyka¨s-
ta¨ suunnittelua ja resurssien hallintaa. RTS-peleissa¨ tyypillisesti kera¨ta¨a¨n resursseja,
rakennetaan tukikohtia, kehiteta¨a¨n teknologiaa ja hallitaan yksikko¨ja¨ hiirella¨ klik-
kailemalla. Westwood-yhtio¨n Dune II -pelia¨ (1992) pideta¨a¨n genren ensimma¨isena¨
edustajana. Hieman myo¨hemmin ilmestynyt Command & Conquer (1995) jalosti
ideaa tehden C&C-sarjasta eritta¨in suositun.
Roolipelit
Roolipeleissa¨ (role-playing games, RPG) keskeista¨ on pelihahmon valinta pelin alus-
sa ja sen kehitta¨minen pelin aikana. Pelihahmoilla on hahmokohtaiset taitojoukot,
joiden kehitta¨minen eri suuntiin luo pelaajalle erilaisia vaihtoehtoja pelihahmon ke-
hitta¨miseen ja sita¨ kautta pelissa¨ pa¨rja¨a¨miseen. Roolipeleissa¨ keskeinen elementti on
kokemuspisteiden kera¨a¨minen, milla¨ taitoja voi kehitta¨a¨ paremmiksi tai oppia uusia
taitoja pelaajan valinnan mukaan. Tietokoneella pelattavien roolipelien juuret juon-
tavat miniatyyreilla pelattavaan Dungeons & Dragons-peliin (1974). Suosittuja toi-
minnallisia roolipeleja¨ ovat esimerkiksi fantasiateemaiset Diablo-pelit (Diablo: 1996,
Diablo II: 2000) seka¨ uudempi The Elder Scrolls IV: Oblivion (2006). Viime vuosina
suosituksi noussut roolipelien alakategoria on massiiviset verkkoroolipelit (massively
multiplayer online role-playing game, MMORPG), joihin voi osallistua yhta¨aikaises-
ti tuhansia pelaajia. Ta¨ma¨n peligenren edustaja on esimerkiksi World of Warcraft
(WoW) (2004).
4Massiiviset verkkopelit
Massiiviset verkkopelit (massively multiplayer online game, MMOG) sisa¨lta¨va¨t pysy-
va¨n pelimaailman, jossa seikkailee samanaikaisesti jopa tuhansia pelaajia Internetin
va¨lityksella¨. Pysyvyys ta¨ssa¨ tarkoittaa sita¨, etta¨ pelia¨ ei “nollata” pelikertojen va¨-
lilla¨ ollenkaan. Pelitapahtumat eteneva¨t jatkuvasti pelimaailmassa riippumatta sii-
ta¨, onko siella¨ pelaajia vai ei. Peleissa¨ ei ole tyypillisesti yksinpeliosuutta ollenkaan,
koska pelin idea koostuu suuren pelaajama¨a¨ra¨n1 yhteistoiminnasta. MMOG-peleissa¨
sosiaaliset piirteet korostuvat pelaajien koordinoidessa esimerkiksi kymmenien pe-
laajien yhteistoimintana tapahtuvia hyo¨kka¨yksia¨ vihollisen leiriin. Taustatarina ei
ma¨a¨rittele va¨ltta¨ma¨tta¨ pelin kulkua, vaan sen ma¨a¨ritteleva¨t pelaajien vuorovaiku-
tus pelimaailman kanssa. Ta¨ma¨n vuoksi MMOG-peleissa¨ ei ole va¨ltta¨ma¨tta¨ erityis-
ta¨ “lopputilaa” ollenkaan. Pelit saattavat kesta¨a¨ kuukausia, ennen kuin esimerkiksi
jokin pelissa¨ taisteleva armeija julistetaan voittajaksi. Ta¨sta¨ voikin pa¨a¨tella¨, etta¨
MMOG-peleilla¨ on pidempi elinajanodote verrattuna peliin, jolla on staattinen ja
a¨a¨rellisen mittainen tarina.
Aidosti dynaamisen tarinan luonnissa on pelialalla ollut aina vaikeuksia. MMOG-
pelityyppi na¨ytta¨a¨ olevan era¨s tapa, jolla dynaamisuus saadaan peliin ka¨ytta¨ma¨lla¨
hyva¨ksi suurta pelaajama¨a¨ra¨a¨. Ta¨llo¨in pelin ia¨n ma¨a¨rittelee ena¨a¨ pelimaailman mo-
nipuolisuus eli, kuinka kauan pelaajilla sa¨ilyy mielenkiinto pelimaailmassa seikkai-
lemiseen.
Massiivisten verkkopelien pelimaailman ja pelaajarekisterin ylla¨pito aiheuttaa kus-
tannuksia, joten MMOG-tyypin peleihin liittyy yleensa¨ kuukausimaksu. MMOG-
pelien arkkitehtuuri on merkitta¨va¨sti monimutkaisempi kuin tavanomaisten verk-
kopelien tai yksinpelien, koska pelimaailma on pysyva¨ ja palvelimien tulee pystya¨
hallitsemaan tuhansien samanaikaisten pelaajien kuorma.
Verkkoarkkitehtuurimalleja on ka¨yta¨nno¨ssa¨ kaksi: keskitetty ja hajautettu. Keski-
tettyyn palvelinklusteriin perustuva malli on na¨ista¨ yksinkertaisempi, ja sen etuja
hajautettuun malliin verrattuna ovat helpompi pelimaailman yhtena¨isyyden, tieto-
turvan, pelikellon ja laskutuksen hallinta seka¨ yksinkertaisempi toteutus [CKSW02].
P2P-malliin perustuva hajautus pyrkii va¨henta¨ma¨a¨n tai poistamaan keskuspalveli-
mien tarvetta, jolloin niiden ylla¨pitokustannukset ovat pienempia¨. Hajautukseen pe-
rustuva malli saattaa olla pelaajien suhteen skaalautuvampi kuin keskitetty malli,
mutta tietoturva ja yhtena¨isyyden hallinta ovat vaikeammin toteutettavissa.
1Suositun WoW-pelin tilaajama¨a¨ra¨ ylitti 8,5 miljoonan maaliskuussa 2007 [Bli07].
52.2 Pelimoottorit ja pelien komponentit
Ohjelmistotuotannossa uudelleenka¨yto¨lla¨ on merkitta¨va¨ rooli korkealaatuisten ohjel-
mistojen nopeassa kehityksessa¨. Uudelleenka¨ytto¨ voi olla metodi-, luokka- tai kom-
ponenttitasolla tapahtuvaa tai jopa arkkitehtuuritasolla tapahtuvaa uudelleenka¨yt-
to¨a¨. Mita¨ korkeammalla tasolla uudelleenka¨ytto¨ tapahtuu, sita¨ suuremmat hyo¨dyt
siita¨ saadaan, koska sita¨ vaativampia osia ohjelmistosta saadaan valmiina. Arkki-
tehtuuritason ratkaisuja voidaan uudelleenka¨ytta¨a¨ suunnittelemalla tuoterunkoark-
kitehtuuri, joka antaa jollekin tuotekategorialle yhteisen ohjelmistoarkkitehtuurin
[BCK03, luku 14]. Tuoterungot ovat ta¨ma¨n arkkitehtuurin ilmentymia¨ eli ohjelmis-
toja, jotka toteuttavat tuoterunkoarkkitehtuurin.
Pelit voidaan na¨hda¨ tietyn tyyppisina¨ ohjelmistoina, joilla on huomattava ma¨a¨ra¨ yh-
teisia¨ toimintoja ja laatuvaatimuksia. Peliohjelmistot voidaankin ka¨sitta¨a¨ erinomai-
sena sovelluskohteena tuoterunkoarkkitehtuureille. Peliohjelmistojen tuoterunkoja
kutsutaan pelimoottoreiksi (game engine). Ta¨ssa¨ luvussa esitella¨a¨n pelimoottorien
tyypillisimma¨t palvelut.
Tuoterunkoarkkitehtuurien suunnittelussa keskeinen laatuattribuutti on muunnelta-
vuus. Pelimoottorien tulee olla mahdollisimman muunneltavia erilaisille pelityypeil-
le, mika¨ tekee niiden suunnittelusta haastavaa. Muunneltavuus toteutetaan moder-
neissa pelimoottoreissa yleensa¨ jonkin skriptikielen avulla. Ta¨llo¨in pelimoottorin voi
ka¨sitta¨a¨ virtuaalikoneena, joka suorittaa skriptikielella¨ toteutettuja ohjelmia. Skrip-
tikieli voi olla pelimoottorikohtainen, kuten Unreal Engine -pelimoottorissa ka¨ytetty
UnrealScript [Epi07], tai se voi olla jokin yleinen kieli, kuten CryEngine-pelimootto-
rissa ka¨ytetty Lua. Pelimoottori tarjoaa skriptikielella¨ toteutetuille ohjelmille pal-
velurajapintoja, kuten peliagenttien tekoa¨lyrutiineissa tarvittavia reitinetsinta¨funk-
tioita. Skriptauksen lisa¨ksi pelimoottori voi tarjota myo¨s laajennusmahdollisuuden
matalamman tason kielella¨, kuten C++.
Kuvassa 2–1 on esitetty Gears of War -pelin kerrosarkkitehtuurin osat [Swe06]. Pe-
likohtainen koodi ka¨ytta¨a¨ pelimoottoria, joka ka¨ytta¨a¨ useita komponentteja, kuten
DirectX- ja OpenAL-komponentteja. Pelikohtainen koodi on C++:aa ja pelimootto-
rin UnrealScript-kielella¨ tehtyja¨ skripteja¨. Ohjelmiston lisa¨ksi pelidata (game assets)
pita¨a¨ luoda. Ta¨ha¨n kuuluu pelimaailman ja pelihahmojen mallintaminen, hahmoani-
maatioiden luominen joko nauhoittamalla (motion capture) tai ka¨sin mallinnusoh-
jelmalla tekema¨lla¨ (rigging), tekstuurien luominen seka¨ musiikin ja a¨a¨niympa¨risto¨n
luominen.
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Kuva 2–1: Gears of War -pelin kerrosarkkitehtuuri [Swe06].
Valmiin pelimoottorin ka¨ytta¨minen tai ka¨ytta¨ma¨tta¨ ja¨tta¨minen on merkitta¨va¨ valin-
ta pelikehitysyritykselle. Valmiin pelimoottorin ka¨ytta¨minen tarkoittaa, etta¨ taloon
lisensoitava tai ostettava ohjelmisto ja sen arkkitehtuuri on useimmiten hyva¨ksi ja
toimivaksi todettu ja va¨henta¨a¨ siten teknisten epa¨onnistumisten riskia¨. Pelimootto-
ri nopeuttaa ohjelmistokehitysta¨, koska suuri osa toiminnallisuudesta tulee valmii-
na sen mukana. Projektin hallinta on helpompaa, koska pelimoottorin ominaisuudet
tunnetaan. Pelimoottori helpottaa uuden projektin aloittamista, silla¨ sen toiminta ja
tyo¨kalut voivat olla tuttuja edellisista¨ projekteista. Pelimoottori standardoi tuottei-
ta, silla¨ yhteiset asiat toimivat samalla tavalla eri tuotteissa. Se tehostaa toimintaa,
silla¨ arkkitehtuurisuunnittelu on jo tehty, eika¨ siihen tarvitse suunnata resursseja.
Pelimoottori voi olla myo¨s rajoittava tekija¨. Kuten yleisestikin tuoterunkoarkkiteh-
tuurien tapauksessa, jos tuoterungon arkkitehtuuri ei salli riitta¨va¨sti joustoa variaa-
tiopisteissa¨a¨n tai tietynlaista variaatiota ollenkaan, lopputuotteessa joudutaan tyy-
tyma¨a¨n epa¨toivottuihin kompromisseihin tai ominaisuuksien ja¨tta¨miseen kokonaan
pois tuotteesta. Pelimoottori voi olla myo¨s merkitta¨va¨ investointi2 pelin kehitta¨ja¨lle.
Satojen tuhansien eurojen sijoittaminen ohjelmistoon onnistuu yleensa¨ vain yrityk-
sille, joilla on pelijulkaisuyrityksen taloudellinen tuki apunaan. Itsena¨isten pelitalo-
jen, joiden rahoitus on niiden omalla vastuulla, on kehitetta¨va¨ yleensa¨ pelimoottori
itse tai etsitta¨va¨ taloudellisempi vaihtoehto. Oman pelimoottorin kehitta¨minen on
ja¨rkeva¨a¨ myo¨s, jos mika¨a¨n saatavilla oleva pelimoottori ei tarjoa tarvittavia toimin-
toja johonkin eksoottisempaan pelityyppiin. Ta¨llo¨in kehitykseen voi ka¨ytta¨a¨ valmiita
kaupallisia tai avoimen la¨hdekoodin lisenssilla¨ saatavia komponentteja.
2Unreal Engine 2 -lisenssin hinta on $350000. Kolmosversion hinta ei ole julkinen.
7Pelimoottorin tarjoamia tyypillisimpia¨ palveluita ovat 3D-visualisointi, ka¨ytto¨liitty-
ma¨t, fysiikkalaskenta, resurssien hallinta, a¨a¨net, tekoa¨lyn apurutiinit (kuten polun-
etsinta¨), pelilogiikan skriptaus, verkkokomponentti ja pelimaailman rakentamiseen
ka¨ytetta¨va¨t tyo¨kalut. Seuraavissa aliluvuissa esitella¨a¨n lyhyesti joitakin pelimootto-
rin palveluita. 3D-visualisointia ka¨sitella¨a¨n erikseen luvuissa 3 seka¨ 4.
2.2.1 Fysiikkalaskenta ja to¨rma¨ystarkistus
Peliobjektien fysikaalinen mallinnus ela¨vo¨itta¨a¨ pelimaailmaa ja lisa¨a¨ uusia mahdol-
lisuuksia pelimekaniikan parantamiseksi. Fysikaalista mallinnusta ka¨ytta¨ma¨lla¨ peli-
mekaniikkaan voi tuoda esimerkiksi objektien pinoamiseen, painoon ja kellumiseen
perustuvia elementteja¨. Vaatteiden ja veden liiketta¨ voidaan simuloida fysiikkamal-
linnuksella. Realistisesti ka¨ytta¨ytyva¨n ajoneuvomallinnuksen tekeminen ei edes on-
nistu ilman fysiikkamallinnusta. Pelimoottorit ka¨ytta¨va¨t fysiikkamallinnusta myo¨s
hahmoanimaation ela¨vo¨itta¨miseksi. Ra¨synukketekniikassa (ragdoll) pelihahmon ruu-
miinja¨senet mallinnetaan fysikaalisesti, jolloin hahmon kuolinanimaatioita ei tarvit-
se nauhoittaa etuka¨teen. Hahmon ja¨seniin voidaan kohdistaa impulssi, mika¨ antaa
realistisen na¨ko¨isen visuaalisen vasteen esimerkiksi luodin osumaan.
Valmiita fysiikkakirjastoja ovat esimerkiksi kaupalliset Ageia PhysX ja Havok Phy-
sics seka¨ avoimen la¨hdekoodin Open Dynamics Engine (ODE) ja Bullet. PhysX-
kirjastoa ka¨yteta¨a¨n luvussa 5 kuvattavassa pelin prototyypissa¨.
Fysiikkakirjastot sisa¨lta¨va¨t tyypillisesti to¨rma¨ystarkistusominaisuuden (collision de-
tection), mutta mika¨li peli ei tarvitse ta¨ysimittaista fysiikkalaskentaa, to¨rma¨ystarkis-
tuskomponentiksi voi valita esimerkiksi avoimen la¨hdekoodin OPCODE-kirjaston.
Pelkka¨ to¨rma¨ystieto ei yleensa¨ riita¨, vaan halutaan lisa¨ksi toteuttaa to¨rma¨ysvaste
(collision response), mika¨ tarkoittaa reagoimista to¨rma¨ystietoon jollakin pelispesi-
filla¨ tavalla. Pelihahmojen liikutteluun voidaan ka¨ytta¨a¨ rekursiivista liukuvan tason
algoritmia [Fau03], joka to¨rma¨ystarkistuksen kanssa ka¨ytettyna¨ esta¨a¨ pelihahmojen
ja objektien liikkumisen seinien ja muiden objektien la¨pi.
2.2.2 Resurssien hallinta
Pelimaailma koostuu osista, joita kutsutaan peliobjekteiksi. Objektilla ei tarkoiteta
ta¨ssa¨ olio-ohjelmointikielten oliota, vaan esinetta¨ tai asiaa. Peliobjekti voi olla pelin
tilaan tai logiikkaan liittyva¨ asia tai se voi kuvata konkreettisia audiovisuaaliseen esi-
tykseen liittyvia¨ asioita, kuten pelihahmoja ja pelimaailman esineita¨ ja ympa¨risto¨a¨.
8Peliobjekteilla on yleensa¨ jokin sijainti pelimaailmassa.
Liipaisimet (trigger) ovat pelilogiikan ohjaukseen perinteisesti ka¨ytettyja¨ peliobjek-
teja. Liipaisimiin liittyy geometrinen alue, jonka ylitta¨minen laukaisee liipaisimen.
Liipaisimen laukaisu voi esimerkiksi la¨hetta¨a¨ tapahtuman, jonka ka¨sittely ajaa jon-
kin pelilogiikkarutiiniin. Liipaisimiin liiteta¨a¨n joskus myo¨s audiovisuaalinen esitys,
kuten poimittavaa esinetta¨ kuvaava 3D-malli tai johonkin tapahtumaan liittyva¨ a¨a¨-
niefekti.
Peliobjektit ka¨ytta¨va¨t resursseja (assets), kuten audiovisuaaliseen esitykseen tarvit-
tavia kolmiulotteisia malleja, tekstuureja ja a¨a¨nidataa. Pelilogiikkaan liittyva¨t re-
surssit koostuvat usein skripteista¨ (ks. luku 2.2.3). Resurssit tallennetaan kovalevyl-
le tai optiselle medialle, kuten DVD-levylle. Pelimoottorin tehta¨va¨na¨ on toteuttaa
resurssien hallinta mahdollisimman tehokkaasti, jotta ruudunpa¨ivitysnopeus pysyisi
tasaisena eika¨ pelaajan tarvitsisi ka¨rsia¨ pitkista¨ latausajoista.
Jos pelimaailma on hyvin laaja, kaikkia pelimaailman objekteja ja niiden resursseja
ei kannata pita¨a¨ jatkuvasti muistissa muistikapasiteetin sa¨a¨sta¨miseksi. Esimerkiksi
maastogeometria vie paljon muistia, minka¨ vuoksi muistissa kannattaa pita¨a¨ vain se
alue, milla¨ pelihahmo liikkuu. Pelimoottori voi toteuttaa ennakoivan va¨limuistin ja
ladata objektit ja niiden resurssit taustalla muistiin siten, etta¨ ne ovat va¨litto¨ma¨sti
ka¨ytetta¨vissa¨, kun niita¨ tarvitaan.
Pelimaailman tila voidaan myo¨s vastaavasti haluta tallentaa levylle, kun pelihahmo
on esimerkiksi liikuttanut jotakin esinetta¨ ja poistuu alueelta. Resurssien ka¨sittely
voidaan tehda¨ taustasa¨ikeessa¨ tai pelin pa¨a¨silmukassa (pa¨a¨silmukka: luku 2.3). Jos
resurssit ladataan pa¨a¨silmukassa, lataus voidaan jakaa useaan pieneen tehta¨va¨a¨n,
joiden suoritus jaetaan useampaan kehykseen (frame). Ta¨lla¨ tavoin ruudunpa¨ivi-
tys pysyy miellytta¨va¨n tasaisena eika¨ ka¨rsi a¨killisista¨ pysa¨hdyksista¨. Peliresurssien
taustalataustekniikkaa kutsutaan virtauttamiseksi (streaming).
Pelin resurssit voivat koostua useasta gigatavusta 3D-malleja, animaatioita, teks-
tuureja, a¨a¨nitiedostoja, skripteja¨, pelitasoja (level) ja videoita. Latausajan va¨hen-
ta¨miseksi ka¨yteta¨a¨n ta¨llo¨in erityista¨ sa¨ilio¨tiedostoa, joka sisa¨lta¨a¨ useita resursseja
mahdollisesti pakattuna. Ta¨lla¨ va¨henneta¨a¨n kovalevyn ja erityisesti optisen median
(CD, DVD) ka¨ytto¨o¨n liittyva¨a¨ hakuaikaa (seek). Tallennusmedialle saadaan myo¨s
mahdutettua na¨in hiukan enemma¨n dataa tiedostoja¨rjestelma¨n lohkojen ta¨ytto¨ta-
vasta johtuen. Hakupa¨a¨n liikuttamistarvetta voidaan va¨henta¨a¨ ja¨rjesta¨ma¨lla¨ resurs-
sit sa¨ilio¨tiedostossa niin, etta¨ yhteen pelitasoon liittyva¨t tiedostot ovat fyysisesti pe-
ra¨kka¨in. Ta¨llo¨in tarvitaan vain yksi lukuoperaatio pelitasoon liittyville resursseille
9ja mahdollisesti toinen lukuoperaatio kaikille pelitasojen jakamille yhteisille resurs-
seille. Resurssien tehokas ja¨rjestys voidaan selvitta¨a¨ myo¨s profiloimalla pelia¨ ajon
aikana ja ja¨rjesta¨ma¨lla¨ usein ka¨ytetyt resurssit la¨hekka¨in.
2.2.3 Pelilogiikan skriptaus
Pelityypista¨ riippuen halutaan usein antaa vaikutelma monipuolisesta tarinasta ja
realistisesti ka¨ytta¨ytyvista¨ pelihahmoista. Jokaiseen pelimaailman hahmoon ja paik-
kaan voi liittya¨ oma yksilo¨llinen pelilogiikkansa. Jotta laajojen pelimaailmojen ja lu-
kuisten pelihahmojen luominen olisi mahdollisimman tehokasta, pelikehitystiimissa¨
on erikseen tasosuunnittelijoita pelimaailman logiikan mallintamiseen pelisuunnitte-
lijoiden luoman tarinan ja sa¨a¨nto¨jen mukaisesti. Tasosuunnittelijat tarvitsevat tyo¨-
ho¨nsa¨ tyo¨kaluja, milla¨ pelimaailman logiikan mallinnus on ka¨teva¨a¨. Tyo¨kalujen ja
menetelmien tuottaminen on kehitystiimin ohjelmoijien tehta¨va¨. Ne voidaan saada
myo¨s valmiin pelimoottorin mukana.
C++ soveltuu matalan tason ohjelmointikielena¨ huonosti pelilogiikan ohjelmointiin.
Pelimaailman ka¨ytta¨ytymisen mallintaminen vaatii paljon hienosa¨a¨to¨a¨ ja kokeilua,
jotta pelista¨ tulee toimiva ja hauska. Pelilogiikkakoodin ka¨a¨nta¨miseen ja linkityk-
seen ei saa kulua kovin paljon aikaa, jotta toimintojen kokeilu olisi sujuvaa. C++ on
ja¨rjestelma¨tason kieli, joka soveltuu hyvin laitteistola¨heiseen ja tehokkuutta vaati-
vaan ohjelmointiin. Pelilogiikka ei ole kuitenkaan laitteistoriippuvaista, eika¨ kuluta
va¨ltta¨ma¨tta¨ kovin paljon laskentaresursseja.
Na¨ma¨ seikat puoltavat pelilogiikan ohjelmoimista erillisella¨ skriptikielella¨, jonka tulk-
ki voidaan integroida C++:lla toteutettuun ohjelmaan. Ratkaisu mahdollistaa pe-
lilogiikan ohjelmoinnin ja kokeilun jopa ilman pelin uudelleenka¨ynnistysta¨, jolloin
pienten yksityiskohtien hienosa¨a¨to¨ nopeutuu. Skriptikielen tulee toteuttaa helppo
syntaksi, automaattinen muistinhallinta esimerkiksi roskien keruun avulla ja olla
silti riitta¨va¨n tehokas pelilogiikan suoritukseen. Skriptikielen virtuaalikoneen ei tule
ka¨ytta¨a¨ kovin paljon muistia, mika¨ on erityisen ta¨rkea¨a¨ konsolipeleissa¨.
Kehittyneimma¨t (kaupalliset) pelimoottorit toteuttavat pelilogiikan ohjelmoinnin
usein jonkinlaisella skriptikielella¨. Skriptaus toimii pelimoottorin tuoterunkoarkki-
tehtuurin variaatiopisteena¨, johon pelimoottoria erikoistavat sovellukset kytkeyty-
va¨t. Erikoistamiseen vaaditaan usein myo¨s ohjelmointia perinteisilla¨ ohjelmointikie-
lilla¨, jos skriptien ka¨ytto¨o¨n tarvitaan palveluita tai ominaisuuksia, mita¨ pelimoottori
ei valmiiksi tarjoa. Ta¨llainen voi olla esimerkiksi eksoottisempi tekoa¨lymenetelma¨,
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jonka pelin kehitta¨ja¨ toteuttaa itse. Skriptikielen ka¨ytto¨ nopeuttaa kehitysta¨, kun
tasosuunnittelijan ei tarvitse va¨litta¨a¨ matalan tason yksityiskohdista, kuten muistin-
hallinnasta. Skriptikieli voi myo¨s sisa¨lta¨a¨ peliohjelmointia suoraan tehostavia omi-
naisuuksia, kuten tilakoneen ka¨sitteen ja rinnakkaisohjelmointia helpottavia raken-
teita. Skriptikielella¨ ohjelmoidaan yleensa¨ tarinan kulku ja “tekoa¨ly” eli tietokoneen
ohjaamien hahmojen eli bottien ka¨ytta¨ytyminen ja dialogi.
Tekoa¨ly peleissa¨
Tekoa¨ly peleissa¨ on vahvasti peligenreen sidottua ja pelikohtaista. Pelimoottorit kes-
kittyva¨t tyypillisesti yksitta¨isen genren yleisesti ka¨ytettyihin tekoa¨lytekniikoihin, ku-
ten bottien navigointiin ja niiden tilakoneisiin perustuvan logiikan toteuttamiseen.
Strategiapeleissa¨ vaaditaan tyypillisesti hyvin erilaisia tekoa¨lytekniikoita kuin FPS-
peleissa¨. Strategiapelien tekoa¨ly voi esimerkiksi pa¨a¨tella¨ sopivia hyo¨kka¨yssuuntia
maaston ja havaittujen vihollisyksiko¨iden perusteella. FPS-pelien tekoa¨ly voi kes-
kittya¨ esimerkiksi bottien tiimipohjaiseen liikkumiseen rakennuksissa. Esimerkiksi
SWAT 4 -pelissa¨ rakennuksiin hyo¨kka¨a¨va¨t poliisit osaavat ryhmitta¨ytya¨ ovelle, heit-
ta¨a¨ tilanteeseen sopivan kranaatin huoneeseen, odottaa ra¨ja¨hdysta¨ ja sen ja¨lkeen
hyo¨ka¨ta¨ huoneeseen eliminoiden pida¨tysta¨ vastustavat pahikset.
Tekoa¨lyn tavoitteena on tarjota pelaajalle riitta¨va¨sti haastetta ja olla ennen kaikkea
hauska. Tekoa¨ly ei saa olla liian haastava, eika¨ saa ka¨ytta¨a¨ epa¨reiluja keinoja. Teko-
a¨ly on epa¨reilu esimerkiksi, jos hiiviskelypelissa¨ tukikohtaa vartioivat botit lo¨yta¨va¨t
piiloutuneen pelaajan, vaikka pelaajan ohjaama pelihahmo ei ole liikkunut minka¨a¨n
botin kuulo- tai na¨ko¨eta¨isyydella¨ eika¨ mika¨a¨n boteista ei ole voinut mitenka¨a¨n havai-
ta pelaajaa. Bottien aistit eiva¨t saa olla epa¨inhimillisen tarkat ja boteilla tulee olla
heikkouksia. Epa¨reiluutta on myo¨s aseella varustetun botin yli-inhimillinen reaktio-
aika tai osumatarkkuus. Reaaliaikastrategiapelissa¨ epa¨reiluutta voi olla esimerkiksi
heikon kohdan havaitseminen pelaajan puolustuksessa ilman, etta¨ mika¨a¨n tekoa¨lyn
ohjaama hahmo on edes ka¨ynyt alueella tiedustelemassa.
Hauskuutta lisa¨a¨ myo¨s tekoa¨lyn toimista tiedottaminen: vaikka tekoa¨ly olisi kuinka
kehittynyt, sen pita¨a¨ myo¨s na¨kya¨ pelaajalle. Jos tukikohtaa vartioiva botti havaitsee
pelaajan ja botti osaa kutsua apua, botin pita¨a¨ myo¨s na¨ytta¨a¨ juoksevan suurielei-
sesti ha¨lytysnapille. Jos tukijoukot saapuvat ilman na¨kyva¨a¨ kutsua, pelimaailman
uskottavuus ka¨rsii.
Uskottavuutta kutsutaan joskus myo¨s termilla¨ immersio: sanotaan, etta¨ immersio
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sa¨rkyy, jos pelimaailma ka¨ytta¨ytyy jotenkin epa¨loogisesti. Immersiolla tarkoitetaan
pelien yhteydessa¨ pelaajan tietoisuuden ha¨ma¨rtymista¨ ja pelaajan sulautumista peli-
maailmaan. Pelaajasta riippuen immersion voi sa¨rkea¨ pelihahmojen epa¨-a¨lyka¨s ka¨yt-
ta¨ytyminen tai pelimaailman audiovisuaalinen epa¨ta¨ydellisyys. Na¨ma¨ liittyva¨t kui-
tenkin toisiinsa: mita¨ aidomman audiovisuaalisen kokemuksen pelaaja saa, sita¨ ai-
dompaa pelihahmojen ka¨ytta¨ytymista¨ myo¨s oletetaan.
Tilakoneet
Tilakone on yleisesti ka¨ytetty bottien pelilogiikan toteutustekniikka. Tilakone ma¨a¨-
rittelee tiloja ja tilasiirtyma¨ehtoja, jotka muodostavat botin ka¨ytta¨ytymissa¨a¨nno¨t eri
tilanteissa. Vartiointia suorittavan botin tiloja voivat olla esimerkiksi patrol (ka¨ve-
lee ennalta ma¨a¨riteltya¨ reittia¨ ympa¨ri), attack (seuraa ja ampuu tunkeilijat) ja flee
(pakenee). Tilasiirtyma¨n patrol⇒ attack voi laukaista esimerkiksi tilakoneen saama
tapahtuma toisen botin havaitsemisesta. Hyo¨kka¨ys voi edelleen muuttua pakenemi-
seksi, jos botti joutuu alakynteen ja saa riitta¨va¨sti osumia toiselta botilta. Tilakoneet
ovat niiden yksinkertaisuuteen na¨hden tehokas keino toteutettaessa na¨enna¨isen a¨ly-
ka¨sta¨ ka¨ytta¨ytymista¨. Pelin tarinan eteneminen voi myo¨s perustua kokonaan pelin
skriptikielella¨ ohjelmoituihin tilakoneisiin.
Tilakoneisiin perustuvan tekoa¨lyn ka¨ytto¨kelpoisuus rajoittuu kuitenkin tilanteisiin,
joissa ennalta ma¨a¨ritellyt sa¨a¨nno¨t riitta¨va¨t. Pelihahmojen ka¨ytta¨ytymisen mallin-
tamisessa pa¨a¨to¨ksien sa¨a¨nto¨pohjainen ma¨a¨ritta¨minen johtaa usein lyhytna¨ko¨isiin ja
ja¨rjetto¨ma¨lta¨ na¨ytta¨viin pa¨a¨to¨ksiin [Dic06b, s. 215]. A¨lykka¨a¨n tuntuista ka¨ytta¨y-
tymista¨ mallinnettaessa jokaiseen tilanteeseen varautuminen johtaa sa¨a¨nto¨jen luku-
ma¨a¨ra¨n kombinatoriseen ra¨ja¨hdykseen. Kaikkiin mahdollisiin tilanteisiin varautu-
minen on siis ka¨yta¨nno¨ssa¨ mahdotonta ja pelaaja saattaa joutua tilanteeseen, jossa
pelimaailman immersio sa¨rkyy.
Peleihin soveltuvia tekoa¨lymenetelmia¨ tutkitaan parhaillaan runsaasti ja sa¨a¨nto¨poh-
jaisia menetelmia¨ tehokkaampia menetelmia¨ on myo¨s kehitetty. Aihe on eritta¨in laa-
ja, minka¨ vuoksi tekoa¨lyn ka¨sittely ta¨ssa¨ tutkielmassa rajoittuu tilakoneisiin ja nii-
den ohjelmoimiseen skriptikielella¨.
UnrealScript-kieli
Skriptikieli voi toteuttaa pelilogiikan ohjelmoimiseen tarkoitettuja korkeamman ta-
son ka¨sitteita¨, kuten UnrealScript-kielen toteuttamat tilakoneet, tilojen serialisoin-
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nin, latentit funktiot (kielen oma termi) ja kommunikoinnin verkon va¨lityksella¨. Seu-
raavissa luvun esimerkeissa¨ ka¨yteta¨a¨n Unreal Engine -pelimoottoria, koska siita¨ on
saatavilla runsaasti julkista dokumentaatiota [Epi07].
UnrealScript on sovellussuuntautunut kieli Unreal Engine -pelimoottorin ohjaami-
seen. Pelimoottori toimii siis kuin virtuaalikone, joka suorittaa UnrealScript-kielella¨
tehtyja¨ ohjelmia. Virtuaalikone koostuu komponenteista, kuten palvelin, asiakas,
grafiikkakomponentti ja useista apukomponenteista. Palvelin kontrolloi pelilogiik-
kaa ja pelaajien interaktiota pelihahmojen kanssa. Yksinpelissa¨ palvelin- ja asiakas-
komponentteja ajetaan samalla koneella. Moninpelissa¨ palvelinta ajetaan jollakin
pelaajien koneista tai ta¨ha¨n tarkoitetulla palvelinkoneella. Pelaajat yhdistyva¨t pal-
velimeen asiakkaina.
Jokainen pelihahmo (actor-luokka) on joko ihmispelaajan tai skriptin ohjaama. Kun
hahmo on skriptin ohjaama, skripti ma¨a¨rittelee ta¨ysin hahmon liikkumisen ja inter-
aktion muiden hahmojen kanssa. Skriptien suoritus perustuu ajan jakamiseen osiin
(tick) ja skriptien suorittamiseen aikaviipale kerrallaan. Aikaviipaleen kesto on tyy-
pillisesti 10-100 millisekuntia eli pelilogiikan pa¨ivitysrutiini ajetaan 10-100 kertaa
sekunnissa. Aikaviipaleen kesto ma¨a¨ra¨ytyy prosessorin laskentaresurssien mukaan.
UnrealScript tukee tilakoneiden ohjelmointia erikoistuneilla rakenteilla, mika¨ tekee
tilakoneiden ohjelmoimisesta syntaktisesti selkea¨a¨. Kielitason tuki tiloille poistaa
tarpeen isoille switch/case-lauseille, mika¨ on era¨s tapa tilakoneiden ohjelmoimi-
seen. Listauksessa 2–1 on esimerkki yksinkertaisen tila-automaatin ohjelmoimisesta
UnrealScript-kielella¨.
Tiloja merkita¨a¨n avainsanalla state ja ne voivat sisa¨lta¨a¨ tilakohtaisia funktioita ja
koodia. Avainsana auto merkitsee automaatin alkutilaa. Listauksessa 2–2 on oh-
jelman tuloste, kun ohjelmaa on ajettu jonkin aikaa ja sitten kutsutaan Idle-tilan
Touch-funktiota.
GotoState-funktio tekee tilasiirtyma¨n Idle-tilasta Attacking-tilaan. Ta¨ma¨ ei ta-
pahdu va¨litto¨ma¨sti vaan vasta, kun tila-automaatille skeduloidaan jossakin vaihees-
sa suoritusaikaa. Idle-tilan sleep-funktio on kieleen sisa¨a¨nrakennettu latentti funk-
tio. Normaalit (ei-latentit) funktiot ajetaan va¨litto¨ma¨sti saman aikaviipaleen sisa¨lla¨.
Latenteilla funktioilla toteutetaan aikaan sidottua pelilogiikkaa, jonka suorituksen
halutaan kesta¨va¨n useampia aikaviipaleita. Ta¨lla¨ voidaan toteuttaa tilasiirtymia¨,
jotka tapahtuvat tietyn ajan pa¨a¨sta¨ tai kun jokin animaatio on pa¨a¨ttynyt.
Muita latentteja funktioita ovat esimerkiksi FinishAnim ja MoveTo. FinishAnim
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1 // This is the automatic state to execute .
2 auto state Idle
3 {
4 // When touched by another actor ...
5 function Touch( actor Other )
6 {
7 log ( "I was touched , so I’m going to Attacking " );
8 GotoState ( ’Attacking ’ );
9 log ( "I have gone to the Attacking state " );
10 }
11 Begin:
12 log ( "I am idle ..." );
13 sleep( 10 );
14 goto ’Begin ’;
15 }
16
17 // Attacking state .
18 state Attacking
19 {
20 Begin:
21 log ( "I am executing the attacking state code" );
22 //...
23 }
Listaus 2–1: Esimerkki tilakoneen ohjelmoinnista UnrealScript-kielella¨ [Epi07].
1 I am idle ...
2 I am idle ...
3 I am idle ...
4 I was touched , so I’m going to Attacking
5 I have gone to the Attacking state
6 I am executing the attacking state code
Listaus 2–2: Ohjelman 2–1 tuloste.
keskeytta¨a¨ tilakoodin suorituksen, kunnes ka¨ynnissa¨ oleva animaatio loppuu. Ta¨lla¨
voidaan tehda¨ animaatioon sidottua logiikkaa, jota tarvitaan esimerkiksi hahmo-
jen dialogissa. MoveTo keskeytta¨a¨ tilakoodin suorituksen, kunnes botti on siirtynyt
annettuun pisteeseen.
Yleiset skriptikielet
Era¨s peliohjelmistojen ka¨ytto¨o¨n soveltuvien skriptikielten vertailu [Dic06b, s. 323]
analysoi joitakin suosittuja yleiska¨ytto¨isia¨, pelimoottorista riippumattomia skripti-
kielia¨: Python, Lua, GameMonkey ja AngelScript. Na¨ista¨ Python ei ole alun perin
suunniteltu sulautettavaksi, mutta muut ovat. Python ja Lua ovat useiden kau-
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pallisten pelien ka¨ytta¨mia¨, kun taas GameMonkey ja AngelScript ovat uudempia.
Pythonia kuvattiin monipuolisimmaksi, mutta samalla muistin ka¨yto¨n ja nopeu-
den suhteen epa¨edullisimmaksi. Kaikille paitsi uudelle AngelScriptille on saatavilla
editointi-, virheenja¨ljitys-, lokitus- ja profilointityo¨kaluja. Automaattinen muistin-
hallinta roskien keruun avulla on mahdollista kaikissa kielissa¨.
Lua [Ier03, IdFC03] on era¨s suosituimmista skriptikielista¨, jota on ka¨ytetty esimer-
kiksi World of Warcraft, SimCity 4 ja Crysis -peleissa¨. Ka¨ytto¨tavat eiva¨t ole rajoit-
tuneet pelka¨sta¨a¨n pelilogiikkaan, vaan skriptikielella¨ voidaan toteuttaa esimerkiksi
ka¨ytto¨liittymien konfigurointi. Luan ka¨yto¨sta¨ annetaan esimerkki luvussa 5.3.
Rinnakkaisohjelmointi skriptikielissa¨
Peliohjelmoinnin kannalta kiinnostavaa on skriptikielen tuki sa¨ikeiden simuloinnille
eli na¨enna¨isesti rinnakkaiselle suoritukselle. Tekoa¨lyn ohjaamien pelihahmojen halu-
taan toimivan itsena¨isen oloisesti aivan kuin niilla¨ olisi oma kontrolli. Ne liikkuvat,
puhuvat toisille pelihahmoille, tekeva¨t tehta¨via¨a¨n ja reagoivat asynkronisesti pelaa-
jan ja muiden pelihahmojen toimiin. Ohjelmoijan na¨ko¨kulmasta jokaiselle tekoa¨lyn
ohjaamalle pelihahmolle voitaisiin siis antaa oma sa¨ie, jossa se suorittaa toiminto-
jaan. Ta¨ma¨ ei ole kuitenkaan ka¨yta¨nno¨ssa¨ ja¨rkeva¨a¨, koska sa¨ikeiden hallinnointi,
kuten suorittavan sa¨ikeen vaihto, on hyvin raskas toimenpide. Sa¨ikeita¨ tarvittaisiin
niin monia, etta¨ niiden hallinnointi ja yhteisten resurssien synkronointi olisi suurin
laskentaresurssien kuluttaja ja niiden ka¨ytto¨ pysa¨ytta¨isi ka¨yta¨nno¨ssa¨ koko sovelluk-
sen suorituksen.
Ratkaisu on simuloida sa¨ikeiden toimintaa. Ta¨ma¨ onnistuu era¨a¨lla¨ moniajon mallil-
la, jota kutsutaan yhteistyo¨moniajoksi ja kuuluu ei-keskeytta¨va¨n moniajon luokkaan.
Tekniikkaa ka¨ytettiin varhaisissa ka¨ytto¨ja¨rjestelmissa¨ toteuttamaan usean ohjelman
rinnakkainen suoritus ennen kuin keskeytta¨va¨ moniajo sa¨ikeita¨ ka¨ytta¨ma¨lla¨ yleistyi
(esimerkiksi Windows 95:ssa¨). Yhteistyo¨moniajo perustuu ohjelmien vapaaehtoiseen
suoritinajan jakamiseen toisille ohjelmille. Sen huono puoli on yksitta¨isen huonos-
ti ka¨ytta¨ytyva¨n ohjelman mahdollisuus ka¨ytta¨a¨ prosessorin kaikki laskentaresurssit
ja esta¨a¨ muiden ohjelmien suoritus. Sa¨ikeisiin perustuva moniajomalli ka¨ytta¨a¨ sen
sijaan ka¨ytto¨ja¨rjestelma¨n vuorottajaa, joka antaa sa¨ikeille suoritinaikaa ja vaihtaa
niiden suoritusta automaattisesti.
Yhteistyo¨moniajon era¨s toteutustekniikka on vuorottaisrutiinit [Con63]. Perinteisten
ohjelmointikielten toteuttamat aliohjelmat ovat vuorottaisrutiinien erikoistapaus.
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Joka kerta kun aliohjelmaa kutsutaan, suoritus alkaa aliohjelman alusta. Vuorot-
taisrutiinia kutsuttaessa na¨in tehda¨a¨n vain ensimma¨isella¨ kutsukerralla: sen suori-
tus voidaan sen sijaan keskeytta¨a¨ ma¨a¨ritellyista¨ kohdista erityisella¨ funktiokutsulla
(yield). Keskeytettya¨ vuorottaisrutiinia uudelleen kutsuttaessa sen suoritus jatkuu
siita¨, mista¨ se viimeksi palasi. Koska vuorottaisrutiineilla toteutettu moniajo ei pe-
rustu keskeytta¨va¨a¨n vuorottamiseen, niiden ka¨yto¨lla¨ voidaan va¨ltta¨a¨ sa¨ikeiden oh-
jelmoinnista tutut synkronointiongelmat la¨hes kokonaan.
C/C++ ei tarjoa kielitasolla tukea vuorottaisrutiinien ohjelmointiin. Joidenkin ka¨yt-
to¨ja¨rjestelmien toteuttamat kuidut voivat kuitenkin toimia perustana niiden toteu-
tukselle (esimerkiksi Win32 Fiber API [Mic07]). Kuidut ovat sa¨ikeita¨ kevea¨mpi yh-
teistyo¨moniajoon perustuva tekniikka. Toisin kuin sa¨ikeet, kuidut toimivat ta¨ysin
ka¨ytta¨ja¨tasolla eika¨ ka¨ytto¨ja¨rjestelma¨n palveluita tarvita.
Vuorottaisrutiinit eiva¨t ole ainoa tapa toteuttaa yhteistyo¨moniajo. C++-kielessa¨ yk-
sinkertainen ratkaisu on esimerkiksi ma¨a¨ritella¨ tehta¨va¨skeduleria edustava luokka,
jolle annetaan suoritettavia tehta¨via¨ olioina [McS04, s. 171–179]. Tehta¨va¨t ma¨a¨ri-
tella¨a¨n komento-suunnittelumallin [GHJV95, s. 233] tyylisina¨ suoritettavina olioi-
na. Kun tehta¨va¨t valmistuvat, ne poistetaan tehta¨va¨skedulerin aktiivisten tehta¨-
vien listasta ja tuhotaan. Tehta¨va¨t voidaan ketjuttaa toisiinsa siten, etta¨ tehta¨va¨n
valmistuessa siihen liitetty tehta¨va¨ astuu vuoroon. Tehta¨va¨ketju voi ta¨llo¨in kuvata
esimerkiksi tekoa¨lyhahmon toimenpiteita¨.
Useissa skriptikielissa¨ on valmiiksi tuki vuorottaisrutiineille, joten yhteistyo¨monia-
jon ka¨ytto¨ on niissa¨ yksinkertaisempaa kuin C++-kielessa¨. UnrealScript toteuttaa
yhteistyo¨moniajon omien latenttien funktioidensa avulla, jotka perustuvat ilmeises-
ti jonkinlaiseen vuorottaisrutiinien toteutukseen. Vastaava toiminnallisuus on myo¨s
mahdollista joissakin yleisissa¨ skriptikielissa¨, tosin ei va¨ltta¨ma¨tta¨ kaikissa yhta¨ ka¨-
teva¨sti. Python ja Lua toteuttavat ta¨ma¨n erityisten luokkien avulla (Python: Gene-
rators [Dic06b, s. 371], Lua: Coroutines [Dic06b, s. 357]). GameMonkey toteuttaa
ominaisuuden kielitasolla (cooperative thread). Ominaisuus oli kielen suunnittelun
era¨s tavoite, joten kieli tukee ta¨ta¨ paremmin kuin muut vertailun kielet.
Kuten edella¨ na¨htiin, korkean tason skriptikielta¨ ka¨ytta¨ma¨lla¨ pelilogiikkakoodin oh-
jelmointi yksinkertaistuu. Pelimaailman mallintaminen helpottuu, kun kieli toteut-
taa erityisia¨ peliohjelmointia tukevia rakenteita. Ta¨sta¨ seuraa, etta¨ sisa¨llo¨ntuotanto
voidaan antaa va¨hemma¨n teknisten kehitta¨jien (esimerkiksi tasosuunnittelijoiden)
vastuulle ja kehitystiimin ohjelmoijat voivat keskittya¨ erikoisalaansa eli ohjelmoin-
tiin. Pelin lisa¨osien tekeminen on myo¨s nopeampaa, kun pelikohtainen koodi on
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eristetty suurimmaksi osaksi skripteihin ja lisa¨osaan tarvittava tyo¨ liittyy la¨hinna¨
uusien skriptien ohjelmointiin. Teknisesti valveutuneet pelifanit voivat myo¨s luoda
omia “modejaan” eli versioita pelista¨ ilman pelin la¨hdekoodin muokkausta. Modien
tekomahdollisuus on ollut ta¨rkea¨na¨ tekija¨na¨ pidenta¨ma¨ssa¨ joidenkin pelien elinika¨a¨
(esimerkiksi Bohemia Interactive -studion Operation Flashpoint).
2.2.4 Tekoa¨lyn apurutiinit: polunetsinta¨
Jotta pelilogiikkaskriptit voisivat toimia korkean abstraktiotason pelilogiikkaa oh-
jaavina ohjelmina, ne tarvitsevat joukon apurutiineja piilottamaan laskennallisesti
vaativia tai alustariippuvaisia toimintoja. Ta¨llainen toiminto on esimerkiksi polun-
etsinta¨.
Polunetsinta¨ on keskeinen bottien ka¨ytta¨ytymisen ohjelmoinnissa ka¨ytetty menetel-
ma¨. Pelimoottorit tarjoavatkin siihen usein valmiita ratkaisuja, jotka toteuttavat po-
lunetsinta¨algoritmin (kuten A*), ohjelmointirajapinnan botin liikuttamiseen polkua
pitkin ja tyo¨kalut pelimaailmassa liikkumiseen ka¨ytetta¨vien alueiden kuvaamiseen.
Navigointiin ka¨ytetyt tietorakenteet perustuvat soluihin (cell, tile), verkkoihin (navi-
gation graph) tai monikulmioista koostuviin malleihin (navigation mesh) [Buc04, s.
333]. Tekniikasta riippuen polunetsinta¨algoritmin ka¨ytta¨ma¨n tietorakenteen sisa¨lto¨
voidaan tuottaa ta¨ysin automaattisesti pelimaailman kolmiulotteisesta kuvauksesta
tai se voi vaatia ka¨sityo¨ta¨ pelieditorissa. Unreal Engine 2 -pelimoottorin editorissa
tasosuunnittelija ma¨a¨rittelee navigointiverkon solmut ka¨sin. Solmut sijoitetaan pe-
limaailman eri osiin siten, etta¨ kaikilta liikkumiseen tarkoitetuilta alueilta on suora
linja ainakin yhteen solmuun ja solmusta on vastaavasti na¨ko¨yhteys ainakin yhteen
toiseen solmuun. Esimerkiksi rakennuksen jokaisessa huoneessa tulee olla va¨hinta¨a¨n
yksi solmu, jotta botti pa¨a¨see huoneeseen.
Botin liikkuma-alue ei rajoitu pelka¨sta¨a¨n navigointiverkon solmuihin ja niiden va¨-
lille. Verkkoa ka¨yteta¨a¨n ainoastaan kuljettaessa “pidempia¨” matkoja, joiden pa¨a¨te-
pisteeseen ei ole suoraa na¨ko¨yhteytta¨. Jos botin la¨hto¨pisteesta¨ on suora na¨ko¨yhteys
reitin pa¨a¨tepisteeseen, botti liikkuu suoraviivaisesti eika¨ reittia¨ tarvitse laskea.
Botin saadessa polun se liikkuu ensin la¨hto¨pisteesta¨a¨n suoraa linjaa pitkin polun
ensimma¨isen solmun kohdalle. Ta¨ma¨ on mahdollista, koska solmuun oli na¨ko¨yhteys
ja tiella¨ ei ole esteita¨. Ta¨ma¨n ja¨lkeen botti liikkuu solmuja pitkin, kunnes se saapuu
viimeiseen solmuun. Ta¨ma¨n ja¨lkeen se liikkuu pa¨a¨tepisteeseen, johon se pystyy ja¨l-
leen liikkumaan suoraviivaisesti. Mika¨li tielle tulee esteita¨, kuten muita botteja ja
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sen eteneminen epa¨onnistuu, bottia ohjaavan pelilogiikan tulee laskea uusi reitti tai
hallita tilanne jotenkin muuten.
2.2.5 Tyo¨kalut
Pelimaailman rakentamiseen tarvitaan perinteisten kolmiulotteisten mallinnusohjel-
mien lisa¨ksi erikoistuneita tyo¨kaluja, jotka tuottavat dataa pelimoottorin tuntemassa
muodossa. Kaupalliset pelimoottorit sisa¨lta¨va¨t usein pelieditoriksi kutsutun tyo¨ka-
lun, jolla pelimaailman kolmiulotteiset ympa¨risto¨t mallinnetaan. Ympa¨risto¨t tallen-
netaan na¨kyvyyskarsintaa (ks. luku 3.2) ja to¨rma¨ystarkistusta tukevaan formaattiin.
Unreal Engine 2 -pelimoottorin Unreal Level Editor -tyo¨kalussa (UnrealEd, ks. kuva
2–2) ympa¨risto¨jen mallinnus perustuu CSG-tekniikkaan (constructive solid geomet-
ry) [Wat00, s. 46–50]. CSG on mallinnustekniikka, jossa mallin geometria mallin-
netaan boolean-operaatioilla, kuten yhdiste, leikkaus ja erotus. Pelieditori toteuttaa
operaatiot “siveltimilla¨” (brush), jotka lisa¨a¨va¨t tai poistavat siveltimen muotoisen
kappaleen ma¨a¨ritellyssa¨ kohdassa. Kappaleet voivat olla primitiiveja¨, kuten pallo,
laatikko ja kartio tai monimutkaisempia kappaleita, kuten kierreportaat.
CSG sopii karkeaan mallinnukseen, kuten sisa¨tilojen tekemiseen. CSG on ko¨mpelo¨
tekniikka yksityiskohtaisempaan mallinnukseen, joten esimerkiksi huonekalut teh-
da¨a¨n erillisella¨ mallinnusohjelmalla, kuten 3D Studio Maxilla. UnrealEd-ohjelmassa
CSG-tekniikalla luodaan kolmiulotteinen matemaattinen malli, joka tallennetaan
BSP-tietorakenteeseen. Historiallisesti BSP-tekniikkaa on ka¨ytetty na¨kyvyyskarsin-
taan, mutta grafiikkalaitteiston kehittyessa¨ sen ka¨ytto¨ on va¨hentynyt (ks. sivu 28)
ja sita¨ ka¨yteta¨a¨n la¨hinna¨ ena¨a¨ to¨rma¨ystarkistuksen tehostamiseen.
Editorissa ma¨a¨ritella¨a¨n myo¨s mallien pintakuviointiin ka¨ytetyt materiaalit. Peleis-
sa¨ perinteisesti ka¨ytetyt staattiset valaistuskartat voidaan tyypillisesti laskea myo¨s
editorissa. Valaistuskartat voidaan ta¨llo¨in tuottaa esimerkiksi vaikuttavan realistisel-
la radiositeettimenetelma¨lla¨. Menetelma¨n raskaus ei haittaa, koska lopputuloksena
syntyva¨t valaistuskartat tallennetaan mallien ka¨ytta¨miin tekstuureihin. Pintakuvio
ja valaistuskartta yhdisteta¨a¨n sovelluksen ajon aikana grafiikkalaitteiston multiteks-
turoinnilla.
Staattisten valaistuskarttojen ka¨ytto¨ on kuitenkin va¨hentyma¨ssa¨, koska laitteiston
kehittyessa¨ ta¨ysin dynaamisten globaalien valaistusmallien ka¨ytto¨ alkaa olla mah-
dollista. Staattisten valaistuskarttojen ongelmana on niiden staattisuus: esimerkiksi
huonekalua siirretta¨essa¨ sen varjo ja¨a¨ lattiaan kiinni. Dynaaminen valaistus sallii
18
Kuva 2–2: Ruudunkaappaus Unreal Level Editor -ohjelmasta.
kappaleiden ja valonla¨hteiden liikuttelun siten, etta¨ varjot siirtyva¨t kappaleiden mu-
kana.
Peliobjektien ja pelilogiikkaa ohjaavien liipaisimien asettelu voidaan tehda¨ peliedi-
torissa, jolloin tasosuunnittelija voi kokeilla erilaisia vaihtoehtoja ja na¨hda¨ niiden
toiminnan pelissa¨ va¨litto¨ma¨sti. CryEngine 2 -pelimoottorissa tuotteistus on mennyt
niin pitka¨lle, etta¨ myo¨s pelilogiikkaskripteja¨ voidaan ohjelmoida suoraan editorissa.
Editorissa voidaan myo¨s ma¨a¨ritta¨a¨ kappaleiden to¨rma¨ystarkistuksessa ka¨ytetta¨va¨t
primitiivimuodot seka¨ kappaleiden fysiikkaparametrit, kuten massa, kitka ja kim-
moisuus. Kuten edellisessa¨ luvussa mainittiin, editorilla tuotetaan myo¨s polunetsin-
ta¨algoritmien tarvitsemat kuvaukset pelimaailmassa liikkumiseen sallituista alueis-
ta.
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2.3 MVC-malliin perustuva suunnitteluratkaisu
Kuten edellisissa¨ luvuissa na¨htiin, pelisovellus koostuu lukuisista toistensa palve-
luita ka¨ytta¨vista¨ alija¨rjestelmista¨. Pelin arkkitehtuurin tehta¨va¨ on organisoida ali-
ja¨rjestelma¨t hallittavaksi kokonaisuudeksi. Ta¨ssa¨ luvussa esitella¨a¨n lyhyesti Mike
McShaffryn kirjassaan [McS04, luku 2] kuvaama ehdotus pelin arkkitehtuuriksi. Ark-
kitehtuurissa ei ka¨yteta¨ valmista pelimoottoria, mutta sita¨ voitaisiin periaatteessa
ka¨ytta¨a¨ sellaisen toteuttamiseen. Arkkitehtuuria ka¨yteta¨a¨n myo¨hemmin luvussa 5
kuvattavassa pelin prototyypissa¨.
Arkkitehtuuri perustuu McShaffryn kokemuksiin kehitta¨ja¨na¨ kaupallisista peleista¨,
kuten myo¨hemmissa¨ Ultima-sarjan peleissa¨ (1990-luku) seka¨ Thief: Deadly Shadows
-pelissa¨ (2004). Arkkitehtuuri alkaa sika¨li olla jo vanhentunut, etta¨ se ei ota kan-
taa moniprosessorilaitteiston hyo¨dynta¨miseen. Rinnakkaisohjelmointi tulee olemaan
seuraava suuri askel tietotekniikan kehityksessa¨ [SL05] ja tulee vaikuttamaan myo¨s
arkkitehtuuritasolla pelien kehitykseen. Kirjassa kuvattu arkkitehtuuri on era¨s har-
voista pelialan kirjallisuudessa yksityiskohtaisesti kuvatuista arkkitehtuuritason rat-
kaisuista.
Sovelluksen alija¨rjestelma¨t voidaan jakaa kolmeen eri kerrokseen: sovellus-, logiikka-
ja na¨kyma¨kerrokseen (kuva 2–3). Sovelluskerros abstrahoi laitteiston ja ka¨ytto¨ja¨r-
jestelma¨n palveluita seka¨ alustaa alija¨rjestelma¨t ja suorittaa pa¨a¨silmukkaa. Logiik-
kakerros hallitsee pelimaailman tilaa. Na¨kyma¨kerrokseen liittyy useampia na¨kymia¨:
ihmispelaajan, tekoa¨lypelaajan seka¨ verkkopelaajan na¨kyma¨t. Ihmispelaajan na¨ky-
ma¨t esitta¨va¨t pelimaailman tilan pelaajalle grafiikkana ja a¨a¨nina¨. Na¨kyma¨t kom-
munikoivat viestinva¨litysja¨rjestelma¨n avulla logiikkakerroksen kanssa. Toisin kuin
alkupera¨isla¨hteessa¨, kuvassa 2–3 ihmispelaajan na¨kyma¨ on jaettu erillisiin grafiikka-
ja a¨a¨nina¨kymiin, koska niiden esitystapa on oikeastaan ta¨ysin erilainen.
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Kuva 2–3: Pelin alija¨rjestelma¨t.
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Sovelluskerros (kuva 2–4) tarjoaa ka¨ytto¨ja¨rjestelma¨n palveluja sovelluksen muille
kerroksille niiden tarvitsemalla abstraktiotasolla. Palvelut yksinkertaistavat syo¨tto¨-
laitteiden, sa¨ikeiden, verkon ja muistin ka¨ytto¨a¨ seka¨ erista¨va¨t alustasta riippuvat toi-
minnot muulta sovellukselta. Ta¨llo¨in sovelluksen kehitta¨minen useammalle alustal-
le helpottuu, kun muutokset kohdistuvat ainoastaan sovelluskerrokseen. McShaffryn
termivalinta sovelluskerros on hieman harhaanjohtava ta¨ssa¨ mielessa¨: paremmin ta¨ta¨
toiminnallisuutta voisi ehka¨ kuvata termi tukikerros. Tiedostoresurssien lukuun tar-
jotaan palvelu, joka piilottaa sa¨ilio¨tiedostojen lukemiseen ja ennakoivan va¨limuistin
hallintaan liittyva¨n monimutkaisuuden ka¨ytta¨jilta¨a¨n (ks. luku 2.2.2). Sovelluskerros
vastaa peliohjelman alustuksesta ja sammutuksesta seka¨ ajaa pelin pa¨a¨silmukkaa.
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Kuva 2–4: Pelin sovelluskerros.
Pa¨a¨silmukan jokaisella iteraatiolla tehda¨a¨n logiikkakerroksen sisa¨lta¨ma¨n pelilogiikan
simulaatioaskel seka¨ pa¨iviteta¨a¨n kerrokseen liitetyt na¨kyma¨t, joiden ma¨a¨ra¨ voi vaih-
della pelin tilan suhteen. Simulaatioaskeleen suoritus sisa¨lta¨a¨ kerrokselle syo¨tteena¨
la¨hetettyjen viestien ka¨sittelyn, sen sisa¨isen tilan muuttamisen ja tuloksena synty-
vien viestien la¨hetta¨misen na¨kymille. Ta¨ma¨n ja¨lkeen pa¨iviteta¨a¨n logiikkakerrokseen
liitetyt na¨kyma¨t, jolloin ne ka¨sitteleva¨t saamansa viestit, muuttavat sisa¨ista¨ tilaansa
ja esitta¨va¨t sen na¨kyma¨kohtaisella tavalla.
Arkkitehtuuri noudattaa dokumentti–na¨kyma¨ -arkkitehtuurimallia (document–view)
[BMR+96, s. 140]. Dokumentti–na¨kyma¨ -malli on MVC-arkkitehtuurimallin (model–
view–controller) [BMR+96, s. 125] variantti, jossa dokumentti vastaa MVC:n mallia
ja na¨kyma¨ vastaa MVC:n yhdistettya¨ na¨kyma¨- ja ohjainosaa. Logiikkakerros (kuva
2–5) on dokumentti–na¨kyma¨ -mallin dokumentti ja na¨kyma¨kerros (kuvat 2–6 ja 2–
7) sisa¨lta¨a¨ na¨kymia¨ logiikkakerroksen simuloimaan pelimaailmaan. Na¨kymien rooli
on siis erista¨a¨ pelimaailman tietosisa¨lto¨ sen esitystavoista.
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Kuva 2–5: Pelin logiikkakerros.
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Ihmispelaajan na¨kyma¨ tulkitsee syo¨tto¨laitteen syo¨tteen ja muuntaa sen pelin ko-
mennoksi. Na¨kyma¨ la¨hetta¨a¨ komennon logiikkakerrokselle tapahtumana (event) so-
velluskerroksen toteuttaman yleisen viestinva¨litysrajapinnan kautta. Logiikkakerros
reagoi viesteihin ja viestista¨ riippuen muuttaa mahdollisesti tilaansa. Tilan muutos
voi aiheuttaa uuden tapahtuman, joka va¨liteta¨a¨n kaikille kiinnostuneille na¨kymille.
Na¨kyma¨t esitta¨va¨t tilan omalla tavallaan: esitta¨ma¨lla¨ grafiikkaa ja a¨a¨nta¨, ajamalla
tekoa¨lyrutiineja tai la¨hetta¨ma¨lla¨ sanomia verkkoon.
Tekoa¨lypelaajan logiikka toimii omassa na¨kyma¨ssa¨a¨n. Kuvassa 2–7 na¨kyva¨ stimulus
interpreter tarkoittaa osaja¨rjestelma¨a¨, joka muuntaa logiikkakerroksen la¨hetta¨ma¨t
viestit pa¨a¨to¨ksentekoja¨rjestelma¨n ymma¨rta¨ma¨a¨n muotoon. Tekoa¨lypelaaja ja ihmis-
pelaaja kommunikoivat logiikkakerroksen kanssa ta¨sma¨lleen samoilla viesteilla¨.
	

 	

	








  	 
Kuva 2–6: Pelin na¨kyma¨kerros ihmispelaajalle.
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Kuva 2–7: Pelin na¨kyma¨kerros tekoa¨lylle.
Logiikkakerros ajaa pelin simulaatiota. Simulaatioon kuuluu peliobjektien liikkeen
laskeminen ja pelilogiikan simulointi. Peliobjektien liikkuessa niiden uudet sijainnit
ja asennot kommunikoidaan na¨kymille viesteilla¨. Peliobjektien liikkeen simulointi on
logiikkakerroksessa sijaitsevan erityisen fysiikkakirjastokomponentin tai jonkin muun
liikkumista laskevan komponentin vastuulla. Esimerkiksi fysiikkakomponentin tode-
tessa, etta¨ kaksi objektia ovat to¨rma¨nneet, se la¨hetta¨a¨ to¨rma¨ystiedon viestinva¨litys-
ja¨rjestelma¨a¨n. Ihmispelaajan na¨kyma¨ tunnistaa viestin ja tieta¨a¨, etta¨ to¨rma¨ysviestin
tullessa pita¨a¨ soittaa a¨a¨niefekti. Verkkona¨kyma¨ la¨hetta¨a¨ viestin toisella tietokoneel-
la olevalle verkkona¨kyma¨lle, joka la¨hetta¨a¨ viestin edelleen paikallisen koneen viesti-
palveluun. Lopulta toisellakin koneella oleva ihmispelaajana¨kyma¨ ka¨sittelee viestin
ja antaa sen a¨a¨nija¨rjestelma¨n ka¨sitelta¨va¨ksi. Verkkona¨kyma¨n vastuulla on muuntaa
viestit verkossa va¨litysta¨ varten sopiviksi (marshalling) ja ka¨ytta¨a¨ sovelluskerroksen
verkkopalveluja viestien la¨hetta¨miseen ja vastaanottamiseen.
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Pelilogiikan simulointi voi kattaa esimerkiksi liipaisimien (trigger) evaluoinnin ja nii-
hin liitetyt pelitilan vaihdokset, jotka voivat aiheuttaa viestien la¨hetta¨mista¨. Esimer-
kiksi pelaajan liikkuessa poimittavaa esinetta¨ kuvaavan liipaisimen laukaisualueen
pa¨a¨lle liipaisimen evaluointi aiheuttaa pelaajan peliobjekteja sisa¨lta¨va¨n inventaarion
pa¨ivittymisen seka¨ liipaisimen laukeamisesta kertovan viestin la¨hetta¨misen. Kun pe-
laajan na¨kyma¨ ka¨sittelee viestin, se tieta¨a¨ poistaa esinetta¨ kuvaavan 3D-mallin pe-
limaailmasta ja vapauttaa malliin liittyva¨n muistin.
Na¨kymiin ja logiikkakerrokseen liittyva¨ osaja¨rjestelma¨ prosessimanageri skeduloi
kerroksien toimintaan liittyvia¨ tehta¨via¨. Tehta¨va¨t suoritetaan perustuen sivulla 15
mainittuun yhteistyo¨moniajoon. Tehta¨va¨t voidaan linkitta¨a¨ toisiinsa siten, etta¨ edel-
lisen tehta¨va¨n pa¨a¨ttyessa¨ aletaan suorittaa seuraavaa tehta¨va¨a¨. Tehta¨villa¨ voidaan
suorittaa aikaan sidottua toimintaa, kuten ka¨ytto¨liittyma¨n animaatiota. Tehta¨va¨ voi
olla yksinkertaisimmillaan tietyn ajan kesta¨va¨ tauko, joka voidaan sijoittaa tehta¨-
vien va¨lille. Tehta¨villa¨ voidaan suorittaa myo¨s tekoa¨lylogiikkaa, kuten tekoa¨lyhah-
mon suorittamia toimenpiteita¨, jotka on ketjutettu toisiinsa.
McShaffry esitti kirjassaan C++-toteutuksen prosessimanagerille. Luvussa 5.3 na¨y-
teta¨a¨n, kuinka vastaava toiminnallisuus toteutetaan Lua-skriptikielella¨.
23
3 3D-visualisointi peleissa¨
Kolmiulotteiseen visualisointiin liittyy suuri joukko erilaisia tekniikoita, kuten objek-
tien organisointiin, na¨kyvyyskarsintaan, hahmoanimaatioon ja erilaisten visuaalis-
ten efektien tuottamiseen liittyvia¨ tekniikoita. Ta¨ssa¨ luvussa esitella¨a¨n pelimoottorin
visualisointikomponentin (grafiikkamoottorin) vastuualueet ja keskeisimma¨t teknii-
kat. Grafiikkamoottorin toimintaa tarkastellaan la¨hemmin luvussa 4, jossa esitella¨a¨n
avoimen la¨hdekoodin Ogre-grafiikkakomponentti.
Grafiikkakomponenttia suunniteltaessa ja toteutettaessa keskeisena¨ tavoitteena on
laitteiston ominaisuuksien ja rajoitteiden huomioon ottaminen, koska nykyaikaisten
pelien grafiikka nojaa vahvasti laitteiston ominaisuuksiin. Seuraavassa aliluvussa esi-
tella¨a¨n lyhyesti grafiikkalaitteiston ominaisuuksia ja ohjelmointirajapintojen suhde
laitteistoon.
3.1 Grafiikkalaitteisto ja ohjelmointirajapinnat
Kuluttajille suunnatun laitteiston kehittyminen on muovannut voimakkaasti peli-
teollisuutta sen alkuajoista la¨htien. Prosessorien ja erityisesti grafiikkasirujen kehitys
on vaikuttanut siihen, milta¨ nykypa¨iva¨n tietokone- ja konsolipelit na¨ytta¨va¨t. Vas-
tavuoroisesti peliteollisuus on ollut myo¨s suurena vaikuttimena laitteiston kehityk-
seen, kuluttajien rahoittaessa laitteistovalmistajien kehitysyksiko¨ita¨. Ta¨ssa¨ luvussa
ka¨sitella¨a¨n PC-laitearkkitehtuurin grafiikkalaitteistoja. Pelikonsolien tai mobiililait-
teiden ominaisuuksia ei ka¨sitella¨.
Kolmiulotteiset grafiikkasovellukset olivat ennen 1990-lukua pitka¨lti ammattilais-
ohjelmistoja, kuten tietokoneavusteisia suunnitteluohjelmistoja (computer aided de-
sign, CAD). Silicon Graphicsin IRIS GL (Integrated Raster Imaging System Graphics
Library) oli varhaisia grafiikkasovelluksille suunnattuja sovellusrajapintoja (applica-
tion program interface, API), jotka helpottivat sovellusohjelmoijan tyo¨ta¨ tarjoamal-
la valmiita funktioita 2D- ja 3D-sovellusten ohjelmoijille. Rajapintaa ka¨ytta¨en oh-
jelmoijien ei tarvinnut ohjelmoida laitteistoa suoraan, mika¨ helpotti heida¨n tyo¨-
ta¨a¨n huomattavasti. Kilpaileva rajapinta oli ISO-standardoitu PHIGS (Program-
mer’s Hierarchical Interactive Graphics System), joka oli vastaaviin tarkoituksiin
suunnattu API. Vastatakseen kilpailijoiden haasteisiin, Silicon Graphics julkaisi vuon-
na 1992 oman rajapintansa avoimeksi ohjelmistoksi nimella¨ OpenGL [Mar06, luku
1.6].
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Microsoft julkisti vuonna 1995 oman DirectX-rajapintansa, joka sisa¨lsi kolmiulottei-
seen grafiikkaan suunnatun Direct3D-rajapinnan lisa¨ksi muitakin rajapintoja, ku-
ten rajapinnat kaksiulotteiseen grafiikkaan, peliohjaimien ka¨sittelyyn ja a¨a¨nien oh-
jelmointiin. Direct3D ja OpenGL ovat sa¨ilyneet ta¨ha¨n pa¨iva¨a¨n asti ka¨yta¨nno¨ssa¨
ainoina vaihtoehtoina pelien kolmiulotteisen grafiikan ohjelmointiin.
Ennen kuin laitteistopohjainen tuki kolmiulotteiseen kuvanmuodostukseen (rende-
ring) yleistyi 1990-luvun loppupuolella, kaikki kuvanmuodostuksessa tarvittavat tek-
niikat oli toteutettava ohjelmistopohjaisesti ja ne suoritettiin laitteiston keskuspro-
sessorilla. 3dfx-yhtio¨n Voodoo1-siru (1997) oli ensimma¨isia¨ kuluttajille suunnattuja
laitteistopohjaiseen kolmiulotteisen kuvanmuodostuksen tehostamiseen suunniteltu-
ja ratkaisuja. Sirun merkitta¨vimpia¨ ominaisuuksia oli monikulmioiden piirta¨minen
laitteistotasolla seka¨ piilopintojen poiston (hidden surface removal) toteuttaminen
laitteistolla. Piilopintojen poistossa ka¨ytettiin Z-puskurialgoritmia [Cat74], mika¨ on
suoraviivainen ja tehokas toteuttaa laitteistolla. Z-puskurointi on viela¨ ka¨yto¨ssa¨ ta¨-
ma¨nkin pa¨iva¨n na¨yto¨nohjaimissa, vaikkakin parannetulla resoluutiolla isompien kor-
tilla olevien muistien ansiosta. Voodoo1 toteutti myo¨s kuvapinnoitukseen eli tekstu-
rointiin3 liittyvia¨ toimintoja ja siirsi siten kuormitusta CPU:lta na¨yto¨nohjaimelle.
Nvidia-yhtio¨n GeForce 256-na¨yto¨nohjainkortti (1999) oli seuraava merkitta¨va¨ kehi-
tysaskel kuvanmuodostuksen tehostamisessa. Kortilla oleva prosessori pystyi suorit-
tamaan Direct3D 7.0-version ma¨a¨rittelema¨a¨ laitteistopohjaista geometria- ja valais-
tuslaskentaa (hardware transform and lighting, T&L) siirta¨en kuormitusta CPU:lta
na¨yto¨nohjaimen prosessorille (graphics processing unit, GPU). CPU:lle vapautui las-
kentakapasiteettia, jota voitiin hyo¨dynta¨a¨ nyt muihin tarkoituksiin.
Na¨yto¨nohjainprosessorien ohjelmoitavuus oli seuraava merkitta¨va¨ edistysaskel na¨y-
to¨nohjaimien kehityshistoriassa. Direct3D 8.0 ja OpenGL 1.5 lisa¨siva¨t ohjelmoita-
vuuden verteksi- ja pikselivarjostinohjelmien muodossa. Nvidia-yhtio¨n GeForce 3
(2001) oli ensimma¨isia¨ na¨yto¨nohjaimia, joiden arkkitehtuuri mahdollisti ohjelmoi-
tavuuden (programmable pipeline). Varjostinohjelmilla pystyttiin lisa¨a¨ma¨a¨n jousta-
vuutta na¨yto¨nohjainten aiemmin kiintea¨a¨n tietovuoarkkitehtuuriin (fixed function
pipeline), jolloin voitiin toteuttaa na¨yto¨nohjaimen prosessorilla toimintoja, jotka ai-
emmin voitiin toteuttaa vain keskusprosessorilla. Na¨yto¨nohjainten voimakkaan rin-
nakkaisprosessoinnin ansiosta voitiin toteuttaa efekteja¨, jotka olisivat olleet liian
raskaita CPU:n suoritettavaksi.
3Bittikarttakuvien ka¨yto¨n pintojen pinnoitukseen esitteli va¨ito¨skirjassaan [Cat74] Edwin Cat-
mull: sama henkilo¨, joka kehitti Z-puskuroinnin.
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Aluksi na¨yto¨nohjaimia voitiin ohjelmoida vain laitteistokohtaisella matalan tason
assemblerilla. Myo¨hemmin molempiin grafiikkarajapintoihin lisa¨ttiin tuki korkeam-
man tason kielille, joilla ohjelmointi on helpompaa. Nykya¨a¨n ka¨yto¨ssa¨ olevat kor-
keamman tason kielet ovat DirectX API:n HLSL (High Level Shading Language),
OpenGL API:n GLSL (OpenGL Shading Language) [Ros05] ja Nvidian rajapinta-
riippumaton Cg (C for Graphics) [MGAK03]. HLSL ja Cg muistuttavat toisiaan,
koska Microsoft ja Nvidia kehittiva¨t kielet yhteistyo¨ssa¨. Vaikka Cg on Nvidian eli
laitteistovalmistajan kehitta¨ma¨ kieli, sita¨ voidaan ka¨ytta¨a¨ myo¨s muiden valmistajien
korttien ohjelmoimiseen.
Verteksivarjostinohjelmilla (vertex shader) voidaan korvata kuvanmuodostus-
prosessissa ka¨ytetyn geometrialaskennan vaihe, missa¨ lasketaan kolmiulottei-
sen mallin kulmapisteen koordinaatit affiinin muunnoksen avulla (ks. myo¨s
s. 32). Verteksivarjostinohjelman syo¨tteena¨ on kulmapiste eli verteksi ja sii-
hen liitetty tieto. Mallit koostuvat kulmapisteista¨ seka¨ kolmioista4 kulma-
pisteiden va¨lilla¨. Affiinissa transformaatiossa vektori muunnetaan vektoriava-
ruudesta toiseen kertomalla vektori matriisilla, joka ma¨a¨rittelee muunnoksen.
Muunnoksen avulla vektorin ma¨a¨rittelema¨a¨ kulmapistetta¨ voi siirta¨a¨ (transla-
te), pyo¨ritta¨a¨ (rotate) tai skaalata (scale).
Verteksivarjostinohjelman tyypillinen sovellus on hahmoanimaatio (skeletal
animation), jossa esimerkiksi ihmishahmon mallin kulmapisteille lasketaan si-
jainnit hahmon luurangon asennon mukaan. Luurangon luut ma¨a¨ritteleva¨t
transformaation, joka koskee tiettya¨ joukkoa hahmon kulmapisteita¨. Vertek-
siohjelmalla lasketaan kulmapisteiden sijainnit jokaiselle animaatiokehyksen
(animation frame) ma¨a¨rittelema¨lle asennolle. Varjostinohjelmia ka¨ytta¨ma¨lla¨
animaatiolaskennan kuorma voidaan siirta¨a¨ CPU:lta tehokkaalle GPU:lle va-
pauttaen arvokasta laskentakapasiteettia muihin tarkoituksiin.
Pikselivarjostinohjelmat (Direct3D: pixel shader, OpenGL: fragment shader) kor-
vaavat kuvanmuodostusprosessin vaiheen, jossa kuvapisteelle ma¨a¨riteta¨a¨n va¨-
ri. Pisteen x/y-koordinaattia ei voi muuttaa, eika¨ naapuripisteiden arvoja voi
lukea. Ta¨sta¨ johtuen GPU voi rinnakkaistaa voimakkaasti pikselivarjostinoh-
jelmien suorituksen. Va¨rin laskennassa voidaan ka¨ytta¨a¨ tekstuureja ja vertek-
sivarjostinohjelman va¨litta¨ma¨a¨ tietoa, jota voivat olla esimerkiksi valovektori
ja pinnan normaali. Tekstuurina ei ole pakko va¨litta¨a¨ kuvakarttatietoa, vaan
4OpenGL:ssa¨ voidaan ma¨a¨ritella¨ myo¨s yleisempia¨ monikulmioita, mutta ne muunnetaan kol-
mioiksi ennen piirta¨mista¨.
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tekstuurielementteihin eli tekseleihin voidaan tallentaa mita¨ tahansa liukulu-
kutietoa, kuten normaalikarttatekniikassa ka¨ytettyja¨ pintavektoreita. Tekstuu-
riin voidaan tallentaa myo¨s etuka¨teen laskettuja arvoja jollekin laskennallisesti
raskaalle funktiolle, jolloin tekstuuria voidaan ka¨ytta¨a¨ hakutaulukkona.
Usein ka¨ytetty sovellus on pintakuviointi normaalikarttatekniikalla (normal
mapping) [Kil00], joka on kuhmukarttatekniikan (bump mapping) [Bli78] va-
riantti. Normaalikarttatekniikalla geometrisesti yksinkertainen ja laskennalli-
sesti va¨hemma¨n vaativa malli saadaan na¨ytta¨ma¨a¨n yksityiskohtaiselta ka¨yt-
ta¨ma¨lla¨ mallille valmistettua normaalikarttaa valaistuksen laskennassa. Nor-
maalikartta tehda¨a¨n tyypillisesti mallinnusohjelmalla geometrialtaan yksityis-
kohtaisesta mallista, jota ka¨yteta¨a¨n vain normaalikartan tekemiseen. Normaa-
likartassa tekselin 24-bittiseen arvoon tallennetaan yksityiskohtaisesta mallis-
ta saatava pinnan normaali. Normaalia ka¨yteta¨a¨n pikselivarjostinohjelmassa
valaistusyhta¨lo¨ssa¨, joka laskee pinnalle va¨rin. Tuloksena syntyva¨ pintakuvio
na¨ytta¨a¨ yksityiskohtaiselta, vaikka ka¨ytetty malli onkin ollut yksinkertainen.
Efektin puutteet huomaa mallin siluetista, joka na¨ytta¨a¨ yksinkertaiselta, koska
malliin ei ole oikeasti lisa¨tty kulmapisteita¨ yksityiskohtien lisa¨a¨miseksi. Nor-
maalikarttatekniikkaa on paranneltu seka¨ siluettien etta¨ syvyysvaikutelman
osalta muissa tekniikoissa, kuten parallaksikartta- (parallax mapping) [Kan01]
ja kohokuvakarttatekniikoissa (relief mapping) [OBM00]. Pikselivarjostinoh-
jelmilla voidaan luoda myo¨s monia muita efekteja¨, kuten va¨reileva¨a¨ vetta¨ ja
ilman taittumista kuuman esineen ylla¨.
Geometriavarjostinohjelmat (geometry shader) ovat uusin lisa¨ys ohjelmoitavien
grafiikkaprosessorien arkkitehtuureihin. Verteksivarjostinohjelmien rajoitteena
on, etta¨ ne saavat syo¨tteekseen yhden verteksin ja antavat tuloksena yhden
verteksin. Geometriavarjostinohjelmat eiva¨t ka¨rsi ta¨sta¨ rajoitteesta. Ohjelma
saa syo¨tteekseen primitiivin, joka voi olla joko piste, viiva tai kolmio. Ohjelma
voi lukea primitiivin kulmapisteiden attribuutteja ja ka¨ytta¨a¨ niita¨ luodakseen
uusia primitiiveja¨. Geometriavarjostinohjelmien sovellus voi olla esimerkiksi
geometrian pilkkominen (tessellation) LOD-tekniikoissa (level of detail), jois-
sa kolmiulotteisten mallien resoluutiota sa¨a¨deta¨a¨n esimerkiksi katselueta¨isyy-
den mukaan. Geometriavarjostimet ovat mukana DirectX 10:ssa¨, joka toimite-
taan Windows Vistan mukana. Muissa ka¨ytto¨ja¨rjestelmissa¨ geometriavarjosti-
mia voi ohjelmoida OpenGL:n kautta. OpenGL:n yhteydessa¨ ne saa ta¨lla¨ het-
kella¨ ka¨ytto¨o¨n EXT_geometry_shader4-laajennoksella, ja ne tullaan lisa¨a¨ma¨a¨n
kirjaston ydintoiminnallisuuteen jossakin tulevassa versiossa.
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Varjostinohjelmien tuoman joustavuuden lisa¨ksi niiden ka¨ytto¨ voi aiheuttaa lisa¨-
tyo¨ta¨. Koska varjostinohjelma korvaa kokonaan tietyn vaiheen grafiikkarajapinnan
kuvanmuodostusprosessissa, GPU:n kiintea¨ toiminnallisuus on kokonaan pois ka¨y-
to¨sta¨ kyseisessa¨ vaiheessa [Ros05, s. 39]. Esimerkiksi jos pelimaailmassa ka¨yteta¨a¨n
sumua ja jollekin pinnalle halutaan ka¨ytta¨a¨ normaalikarttatekniikkaa, tekniikan to-
teuttava varjostinohjelma ei voi luottaa kiintea¨a¨n toiminnallisuuteen sumun tuotta-
misessa [Ros05, s. 104]. Varjostinohjelman pita¨a¨ huomioida ta¨ma¨ laskemalla sumuun
liittyva¨t parametrit samalla tavalla kuin kiintea¨kin toiminnallisuus sen tekee.
Grafiikkaprosessorien kehitys yha¨ monipuolisempaan suuntaan on mahdollistanut
niiden hyo¨dynta¨misen muissakin kuin grafiikkaan liittyvissa¨ sovelluksissa. Yleis-
ka¨ytto¨inen laskenta grafiikkaprosessorilla (General-Purpose Computing on Graphics
Processing Units, GPGPU) on viimeaikainen trendi, joka ka¨ytta¨a¨ grafiikkaprosesso-
rin tarjoamaa laskentavoimaa ongelmiin, joiden ratkaisualgoritmit perustuvat suu-
reen ma¨a¨ra¨a¨n liukulukulaskuoperaatioita [LHK+04].
3.2 Na¨kyvyyskarsinta
Na¨kyvyyskarsinta (visibility culling) on kolmiulotteisen kuvan visualisoinnissa ku-
vanmuodostusta (rendering) edelta¨va¨ vaihe, jossa pyrita¨a¨n tunnistamaan ja erottele-
maan lopulliseen kuvaan kuuluvat ja kuulumattomat objektit toisistaan. Grafiikka-
laitteiston ka¨yto¨n optimoimiseksi ainoastaan kuvaan vaikuttavat objektit halutaan
la¨hetta¨a¨ kuvanmuodostusvaiheen ka¨sitelta¨viksi.
Laitteisto ja karsintamenetelma¨t
Ka¨ytetta¨va¨lla¨ grafiikkalaitteistolla ja sen ominaisuuksilla on hyvin suuri merkitys
eri karsintamenetelmien kykyyn tehostaa kuvanmuodostusta. Nykyaikaisen PC-gra-
fiikkalaitteiston ka¨yto¨ssa¨ on huomioitava, etta¨ CPU:n ka¨yto¨ssa¨ oleva keskusmuisti
ja GPU:n ka¨yto¨ssa¨ oleva muisti ovat ta¨ysin erillisia¨ ja niiden va¨linen tiedonsiirto
on suhteellisen hidasta. Datan siirta¨minen keskusmuistista GPU:n muistiin on usein
toistuvana kuvanmuodostusta hidastava prosessi. Toiseen suuntaan datan siirto on
viela¨ hitaampaa. PC-laitearkkitehtuurin AGP-va¨yla¨n korvaava uudempi PCI-E lu-
paa tosin na¨ihin ja erityisesti GPU⇒ CPU -suuntaan hiukan parannusta. Konsolien
laitearkkitehtuurit eroavat usein PC:sta¨ huomattavasti, minka¨ vuoksi PC:lla¨ tehok-
kaat menetelma¨t voivat toimia huonosti joillakin konsoleilla seka¨ pa¨invastoin.
Moderni PC-grafiikkalaitteisto toimii tehokkaimmin, kun piirretta¨va¨ geometria si-
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jaitsee kokonaan GPU:n muistissa ja sita¨ ei muuteta (geometria on staattista). Jos
geometriaa joudutaan jatkuvasti siirta¨ma¨a¨n keskusmuistista GPU:n muistiin (geo-
metria on dynaamista), datan siirtoon ka¨ytetta¨va¨ va¨yla¨ toimii pullonkaulana. Lait-
teisto on lisa¨ksi nykya¨a¨n niin nopeaa, etta¨ on usein tehokkaampaa tehda¨ vain karkeaa
karsintaa ja piirta¨a¨ hiukan liikaa kuin suorittaa yksityiskohtaista karsintaa yksitta¨is-
ten monikulmioiden tarkkuudella. Ylima¨a¨ra¨isten pintojen piirto ei vaikuta kuvaan,
koska piilopintojen poistoon tarkoitettu Z-puskurointi poistaa viime ka¨dessa¨ kuvaan
kuulumattomat muiden monikulmioiden alle ja¨a¨va¨t monikulmiot.
Laitteiston muuttumisella on ollut vaikutusta ka¨ytetta¨viin karsintamenetelmiin. Eri-
tyisesti Quake-pelien ka¨ytta¨ma¨n leafy-BSP -menetelma¨n [SC03, s. 401–404] sanotaan
olevan epa¨edullinen modernin grafiikkalaitteiston ominaisuudet huomioon ottaen
[Jun06, s. 97]. Ta¨ma¨ perusteltiin silla¨, etta¨ menetelma¨ssa¨ geometria organisoidaan
muutaman suuren lohkon (batch) sijasta useaan pieneen lohkoon, joiden prosessointi
on tehotonta nykyaikaisella PC-laitteistolla.
Na¨kyma¨pyramidikarsinta
Yksinkertaisin tapa karsia lopulliseen kuvaan kuulumattomia objekteja on laskea,
ovatko ne katselijan “na¨ko¨kenta¨ssa¨” eli kameran katselualueen ma¨a¨ritta¨ma¨n pyrami-
din muotoisen kappaleen sisa¨lla¨. Tekniikkaa kutsutaan na¨kyma¨pyramidikarsinnak-
si (view-frustum culling) [AMH02, s. 363]. Tekniikka on helppo toteuttaa ainoana
karsintatekniikkana hieman yksinkertaisempiin peleihin, joiden pelimaailmat eiva¨t
koostu kovin suuresta ma¨a¨ra¨sta¨ geometriadataa. Na¨kyma¨pyramidikarsinta on Un-
real Engine -pelimoottorissa ainoa ta¨ysin automaattinen menetelma¨, eli ainoa me-
netelma¨, joka ei vaadi tasosuunnittelijan ka¨sityo¨ta¨ [Epi07].
Peliobjektien geometria koostuu usein sadoista tai tuhansista monikulmioista, min-
ka¨ vuoksi niiden sisa¨ltyvyystestauksia na¨kyma¨pyramidiin tehostetaan ka¨ytta¨ma¨lla¨
piirtoon tarkoitetun geometrian sijasta yksinkertaisempia approksimaatioita. Yksin-
kertaisin ta¨llainen approksimaatio on (maailmakoordinaatiston) akseleiden suuntai-
nen laatikko (axis aligned bounding box, AABB). Approksimoidunkaan geometrian
sisa¨ltyvyystestaus ei ole ta¨ysin ilmainen laskennallinen operaatio [AMH02, s. 612],
minka¨ vuoksi jokaisen pelimaailman yksitta¨isen kappaleen testaaminen ei ole ja¨r-
keva¨a¨ (O(n)-aikavaativuus). Na¨kyma¨pyramidikarsinta voidaan toteuttaa tehokkaas-
ti tallentamalla rajauskappaleet johonkin hierarkkiseen tietorakenteeseen. Ta¨llainen
tietorakenne on esimerkiksi 8-puu (octree) [AMH02, s. 353], jolla pa¨a¨sta¨a¨n logarit-
miseen aikavaativuuteen.
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Peittokarsinta
Na¨kyma¨pyramidikarsinta on kuitenkin riitta¨ma¨to¨n tilanteessa, jossa pelimaailma si-
sa¨lta¨a¨ paljon peitossa olevia objekteja. Nykyaikaiset pelit sisa¨lta¨va¨t laajoja kolmiu-
lotteisia ympa¨risto¨ja¨, kuten rakennuksia, luolastoja ja ulkotiloja. Pelimaailmasta
suurin osa on jatkuvasti peitossa (occluded), paitsi kaikkein yksinkertaisimmissa pe-
leissa¨. Peittokarsinnassa (occlusion culling) peitossa olevat objektit karsitaan pois
jatkoka¨sittelysta¨. Na¨kyma¨pyramidikarsinta voidaan tehda¨ peittokarsinnan tuotta-
maan objektijoukkoon ta¨ydenta¨va¨na¨ menetelma¨na¨.
Nykyaikaisen grafiikkalaitteiston luonne otetaan huomioon konservatiivisessa peit-
tokarsinnassa, joka tuottaa potentiaalisesti na¨kyva¨n joukon (potentially visible set,
PVS) [AMH02, s. 358]. PVS sisa¨lta¨a¨ kaikki na¨kyva¨t objektit ja lisa¨ksi joukon pei-
tossa olevia objekteja. Peitossa olevien objektien ma¨a¨ra¨n toivotaan tietenkin olevan
mahdollisimman pieni, koska ne eiva¨t vaikuta lopulliseen kuvaan. Konservatiivisen
peittokarsinnan idea onkin selvitta¨a¨, mitka¨ objektit eiva¨t varmasti ole na¨kyvissa¨ ja
karsia na¨ma¨ pois jatkoka¨sittelysta¨.
PVS:n muodostamisessa suosittuja tapoja ovat erilaiset pelimaailman hierarkkiseen
osittamiseen perustuvat menetelma¨t, kuten portaalit ja solut (portals and cells) se-
ka¨ na¨iden variaatiot [PT02, CO03]. Unreal Engine -pelimoottorissa ka¨yteta¨a¨n kahta
portaalivarianttia: vyo¨hykkeet ja portaalit (zones and portals) ja antiportaalit (anti-
portals) [Epi07]. Kummankin ka¨ytto¨ vaatii ka¨sityo¨ta¨ sisa¨llo¨ntuotantovaiheessa, jossa
tasosuunnittelijan tehta¨va¨na¨ on asettaa portaalit ja antiportaalit tasoeditorissa.
Vyo¨hykkeet ja portaalit
Vyo¨hykkeet ja portaalit -tekniikassa pelimaailma jaetaan portaalien avulla erillisiin
alueisiin. Kuvassa 3–1 kaksi portaalia (paksu katkoviiva) jakaa pelimaailman kol-
meen vyo¨hykkeeseen. Kamera na¨kee na¨ista¨ vain vyo¨hykkeet 1 ja 2.
Tekniikka soveltuu erityisesti sisa¨tiloihin, joissa vyo¨hykkeet vastaavat huoneita ja
portaalit vastaavat ovia, ikkunoita ja muita toisiin huoneisiin johtavia aukkoja. Vyo¨-
hykkeet jakavat pelimaailman kokonaisena piirretta¨viin osiin. Ta¨ma¨ tarkoittaa sita¨,
etta¨ vaikka jokin vyo¨hyke on edes osittain na¨kyvissa¨, se piirreta¨a¨n kokonaan. Ta¨ma¨
ei koske vyo¨hykkeeseen liitettyja¨ peliobjekteja, jotka piirreta¨a¨n ainoastaan, mika¨li
ne sisa¨ltyva¨t na¨kyma¨pyramidiin. Kuva piirreta¨a¨n ka¨ytta¨en vain niita¨ vyo¨hykkeita¨,
jotka ovat pelaajan na¨ko¨kenta¨ssa¨. Ta¨ma¨ on kuvanmuodostusvaiheen kannalta hyvin
tehokasta, silla¨ pelaaja na¨kee tyypillisesti vain muutamia vyo¨hykkeita¨.
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Kuva 3–1: Portaalit jakavat pelimaailman vyo¨hykkeisiin. Katkoviivalla esitetty na¨kyma¨-
pyramidi kapenee jokaisella rekursioaskeleella vastaamaan portaalin projektiota ruudulla.
Portaali ma¨a¨rittelee vyo¨hykkeiden va¨lilla¨ olevan “aukon”, jonka la¨pi voi na¨hda¨ toi-
selle vyo¨hykkeelle. Era¨s portaalimenetelma¨n variantti [LG95] toimii seuraavasti: en-
sin piirreta¨a¨n na¨kyma¨pyramidikarsintaa ka¨ytta¨en kameran sisa¨lta¨va¨ vyo¨hyke ja sen
peliobjektit. Ta¨ma¨n ja¨lkeen algoritmia jatketaan rekursiivisesti jokaiseen na¨kyma¨-
pyramidin sisa¨lta¨ma¨a¨n portaaliin ja siihen liitettyyn vyo¨hykkeeseen. Ta¨ssa¨ vaiheessa
jokaisesta portaalista tehda¨a¨n kaksiulotteinen projektio ja projektiolle ma¨a¨ritella¨a¨n
kuvaruudun akselien mukainen rajauslaatikko. Rajauslaatikkoa ka¨yteta¨a¨n ta¨ma¨n
vyo¨hykkeen kanssa ka¨ytetta¨va¨n na¨kyma¨pyramidin ma¨a¨ritta¨miseen. Na¨ko¨kentta¨ ka-
penee siis joka kerta, kun rekursio etenee uuteen portaaliin. Rekursio pa¨a¨ttyy, kun
na¨kyma¨pyramidiin ei ena¨a¨ sisa¨lly enempa¨a¨ portaaleja.
Vyo¨hykkeet ja portaalit ma¨a¨ritella¨a¨n tyypillisesti pelieditorissa CSG-tekniikan (con-
structive solid geometry, CSG) avulla (ks. sivu 17). UnrealEd-pelieditorissa pelimaa-
ilma jaetaan vyo¨hykkeisiin lisa¨a¨ma¨lla¨ portaaliprimitiiveja¨ ta¨ha¨n tehdylla¨ siveltimel-
la¨. Editori laskee portaalin lisa¨a¨misen tuloksena syntyva¨t vyo¨hykkeet automaatti-
sesti. Vyo¨hykeinformaatiota voi hyo¨dynta¨a¨ myo¨s objekteihin vaikuttavien valojen
ja varjojen laskennassa seka¨ liitta¨ma¨lla¨ niihin pelilogiikkaan liittyva¨a¨ tietoa, kuten
akustiikkaan, gravitaatioon ja kitkaan liittyvia¨ tietoja.
Antiportaalit
Antiportaalitekniikassa ma¨a¨ritella¨a¨n peitta¨via¨ kappaleita eli antiportaaleja, joiden
takana olevat objektit karsitaan. Kuvassa 3–2 antiportaali (paksu katkoviiva) ap-
proksimoi kukkulaa, jonka takana on kaksi peliobjektia. Toista peliobjektia ei kui-
tenkaan piirreta¨ (esitetty katkoviivalla), koska antiportaali peitta¨a¨ objektia approk-
simoivan laatikon (bounding box, BB). Toinen objekti piirreta¨a¨n, koska objektin BB
sisa¨ltyy na¨kyma¨pyramidiin. Ta¨ssa¨ tapauksessa objekti ei kuitenkaan na¨y kuvassa
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pa¨a¨llekka¨ispiirron vuoksi, koska seka¨ antiportaali etta¨ BB ovat vain approksimaa-
tioita eiva¨tka¨ vastaa monikulmiotasolla objektien rajoja.
Kuva 3–2: Antiportaali approksimoi maaston muotoa.
Antiportaalitekniikka soveltuu erityisesti ulkotilojen peittokarsintaan, joskin silla¨ voi
tehostaa myo¨s sisa¨tilojen piirtoa. Antiportaalit sijoitetaan suurien peitta¨vien objek-
tien, kuten kukkuloiden ja rakennuksien sisa¨a¨n. Toisin kuin portaalit, antiportaalit
eiva¨t yhdista¨ kahta erillista¨ vyo¨hyketta¨. Ne ma¨a¨ritta¨va¨t vain geometrisen primitii-
vin, jota ka¨yteta¨a¨n approksimoimaan piirretta¨va¨a¨ na¨kyva¨a¨ kappaletta. Esimerkiksi
vaikka kukkula ei olekaan laatikon muotoinen, laatikkoa voidaan ka¨ytta¨a¨ kukkulaa
approksimoivana antiportaalina.
Lopullisen kuvan muodostamisessa tehda¨a¨n grafiikkarajapinnan (OpenGL, Direct3D)
automaattisesti suorittama piilopintojen poisto (hidden surface removal), joka hyl-
ka¨a¨ PVS:n sisa¨lta¨ma¨t ylima¨a¨ra¨iset peitossa olevat objektit. Piilopintojen poisto ta-
pahtuu grafiikkarajapinnan sisa¨isena¨ prosessina, jossa ka¨yteta¨a¨n esimerkiksi luvussa
3.1 mainittua laitteistotason Z-puskurointia. Pelisovelluksen grafiikkakomponentin
ei tarvitse ta¨ta¨ siis tehda¨.
Tyypillisesti PVS-evaluointitekniikoita ka¨yteta¨a¨n kuvanmuodostuksen nopeuttami-
seen, mutta niita¨ voi ka¨ytta¨a¨ myo¨s tekoa¨lyrutiinien tehostamiseen. Esimerkiksi te-
koa¨lyn ohjaamien bottien eli peliagenttien navigoinnissa ja pa¨a¨to¨ksenteossa voidaan
tarvita na¨kyvyystietoa muihin botteihin.
Na¨kyma¨karsintaan on saatavilla ainakin yksi erikoistunut kirjasto. Suomalainen
Umbra-yritys on kehitta¨nyt dPVS-komponentin [MA04, AMM07], jota on ka¨ytetty
useissa kaupallisissa peleissa¨, kuten FlatOut 2 ja EverQuest II. dPVS toteuttaa por-
taalitekniikoiden lisa¨ksi lukuisia muita tekniikoita, kuten hierarkkiset peittokartat
[Zha97]. Kirjastosta on parhaillaan kehitteilla¨ versio, joka hyo¨dynta¨a¨ CPU:n lisa¨ksi
GPU:n peittokyselyominaisuutta.
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3.3 Objektien organisointi na¨kyma¨puun avulla
Monen kaupallisen pelimoottorin ytimessa¨ toimii tietorakenne, jota kutsutaan na¨ky-
ma¨puuksi (scene graph) [McS04, s. 490]. Na¨kyma¨puu sisa¨lta¨a¨ pelimaailman objektit
ja ma¨a¨ritta¨a¨ niiden spatiaalisen hierarkian eli peliobjektien paikan ja asennon suh-
teessa toisiin peliobjekteihin. Na¨kyma¨puu toimii grafiikkakomponentin rajapintana
sita¨ ka¨ytta¨va¨lle sovellukselle, joka alustaa rakenteeseen pelimaailman objektit. Na¨-
kyma¨puu ei ole pelka¨sta¨a¨n grafiikkamoottoriin liittyva¨ ka¨site, vaan myo¨s fysiikka- ja
a¨a¨nikomponentit sisa¨lta¨va¨t omiin tarkoituksiinsa suunnitellun na¨kyma¨puun. Fysiik-
kakomponentti tallentaa na¨kyma¨puussaan objektien to¨rma¨yspinnat (collision hull)
ja objektien fysikaaliset ominaisuudet, kuten massan, kitkan ja liikema¨a¨ra¨n. Kol-
miulotteista a¨a¨nta¨ toistavan a¨a¨nikomponentin na¨kyma¨puu sisa¨lta¨a¨ a¨a¨nila¨hteiden si-
jainteja ja a¨a¨nta¨ peitta¨via¨ rakenteita, kuten seinia¨.
Na¨kyma¨puun rakenne
Na¨kyma¨puun tarkka rakenne riippuu ta¨ysin toteutuksesta. Karkeasti ottaen na¨ky-
ma¨puu koostuu solmuista, joilla voi olla useita lapsisolmuja. Puun lehdissa¨ tallenne-
taan peliobjekteihin liittyva¨ tieto, kuten materiaalitieto, geometriatieto ja peliobjek-
tin tunniste. Puun sisa¨solmut tallentavat 4x4-kokoisen transformaatiomatriisin, joka
sisa¨lta¨a¨ tiedon objektin asennosta ja paikasta suhteessa solmun isa¨solmuun. Trans-
formaatiomatriisin sijasta voidaan myo¨s ka¨ytta¨a¨ kvaternioita (quaternion), joiden
avulla jotkin operaatiot ovat laskennallisesti yksinkertaisempia [Sho85].
Piirta¨mista¨ varten peliobjektien sijainnit pita¨a¨ esitta¨a¨ samassa koordinaatistossa.
Koordinaatistoa kutsutaan maailman avaruudeksi (world space). Solmun paikka ja
asento pelimaailman origon suhteen lasketaan kertomalla solmun transformaatio-
matriisi kaikilla solmun isa¨solmujen transformaatiomatriiseilla. Tuloksena syntyva¨l-
la¨ matriisilla kerrotaan solmussa viitatun kolmiulotteisen mallin kulmapisteet eli
muunnetaan kulmapisteet mallin vektoriavaruudesta maailman vektoriavaruuteen.
Operaatiota kutsutaan affiiniksi muunnokseksi [AMH02, s. 27], ja se siirta¨a¨ kol-
miulotteisen mallin na¨kyma¨puussa tallennetun transformaatiohierarkian osoittamal-
le paikalleen. Ta¨lla¨ tavoin saadaan aikaan hierarkkisia rakenteita, kuten ka¨si ja sor-
met tai vene ja siina¨ istuvat ihmiset. Ihmisia¨ kuvaavat solmut voidaan liitta¨a¨ venetta¨
kuvaavaan solmuun, jolloin venesolmua liikutettaessa myo¨s ihmiset liikkuvat.
Tarkasti ilmaistuna na¨kyma¨puu ei ole puu, vaan suunnattu syklito¨n verkko (directed
acyclic graph, DAG) [AMH02, s. 356]. Puu-tietorakenteessa solmuilla on vain yksi
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vanhempi, mutta na¨kyma¨puussa na¨in ei haluta aina olevan: na¨kyma¨puun lehtisol-
muihin saattaa olla useampia viittauksia puun sisa¨solmuista. Ta¨lla¨ va¨lteta¨a¨n tiedon
kopioimista, kun lehtisolmujen dataa voidaan ka¨ytta¨a¨ useammassa paikassa. Peliob-
jektista voi tehda¨ pelimaailmaan useampia kopioita viittaamalla samaan lehtisol-
muun useammasta sisa¨solmusta. Kopiot esiteta¨a¨n ta¨llo¨in sisa¨solmujen kuvaamissa
paikoissa ja asennoissa.
Na¨kyma¨puun ka¨ytto¨
Pelin pa¨a¨silmukan jokaisella iteraatiolla ajettava grafiikkakomponentin piirtoprosessi
sisa¨lta¨a¨ komponentin sisa¨isen na¨kyma¨puun la¨pika¨ynnin ja puun sisa¨llo¨n jatkoka¨sit-
telyn. Jatkoka¨sittely sisa¨lta¨a¨ na¨kyvyyskarsinnan (ks. luku 3.2) seka¨ ja¨ljelle ja¨a¨neiden
objektien piirtoja¨rjestyksen ma¨a¨ritta¨misen. Karsintamenetelmiin tarvitaan tyypilli-
sesti na¨kyma¨puun lisa¨ksi menetelma¨kohtaisia tietorakenteita.
Yksinkertainen versio na¨kyma¨pyramidikarsinnasta (ks. s. 28) voidaan tehda¨ suo-
raan na¨kyma¨puun avulla, jos puun solmut sisa¨lta¨va¨t tiedon solmun ja sen alipuun
geometrisista rajoista. Rajat voidaan tallentaa esimerkiksi akseleiden suuntaisena
laatikkona (axis-aligned bounding box, AABB). Ta¨ma¨ ei ole kuitenkaan kovin teho-
kas ratkaisu, koska na¨kyma¨puun tallentamat hierarkiat ovat tyypillisesti matalia.
Suuri osa peliobjekteista on liitetty ka¨yta¨nno¨ssa¨ suoraan na¨kyma¨puun juureen, jol-
loin syntyvien sisa¨ltyvyystestauksien lukuma¨a¨ra¨ on likimain sama kuin peliobjektien
lukuma¨a¨ra¨ (O(n)-aikavaativuus). Tehokkaammat karsintamenetelma¨t ka¨ytta¨va¨t eri-
tyisia¨ tilaa jakavia tietorakenteita (space subdivision data structure), kuten sivulla
28 na¨ytettiin.
Geometrisia rajoja voidaan ka¨ytta¨a¨ myo¨s erilaisiin geometrisia primitiiveja¨ ka¨ytta¨-
viin kyselyihin. Sa¨de-primitiivia¨ ka¨ytta¨va¨lla¨ kyselylla¨ (ray query) voidaan toteuttaa
esimerkiksi hiiren kursorin koordinaattien mukaan tehta¨va¨ peliobjektien poiminta
(picking). Monikulmiotason tarkkuutta vaativat kyselyt toteutetaan kuitenkin usein
erillisella¨ fysiikkamoottorin to¨rma¨ystarkistuksella, koska na¨kyma¨puu tallentaa vain
geometriaa approksimoivia laatikoita.
Karsintavaiheesta selviytyneet piirretta¨va¨ksi tarkoitetut objektit voidaan lajitella
niiden ka¨ytta¨mien materiaalien mukaan, jotta grafiikkalaitteiston tilan vaihdokset
minimoitaisiin. Tilan vaihtaminen tarkoittaa esimerkiksi ka¨ytetta¨vien tekstuurien la-
taamista na¨yto¨nohjaimen muistiin, mita¨ ei tehokkuussyista¨ haluta tehda¨ liian usein.
Objektit voidaan haluta lajitella myo¨s katselupaikan suhteen la¨himma¨sta¨ kauem-
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paan piirtoprosessin optimoimiseksi. Esimerkiksi taivastekstuurin sisa¨lta¨ma¨ taus-
ta halutaan piirta¨a¨ viimeiseksi, koska parhaassa tapauksessa muut objektit peitta¨-
va¨t sen kokonaan eika¨ sita¨ tarvitse piirta¨a¨ ollenkaan. Ta¨ma¨ optimointikeino nojaa
na¨yto¨nohjainten ominaisuuteen ja¨tta¨a¨ piste piirta¨ma¨tta¨, mika¨li sen syvyysarvo Z-
puskurissa on suurempi kuin siella¨ oleva aikaisempi arvo. Na¨kyma¨puun avulla voi-
daan toteuttaa myo¨s osittain la¨pina¨kyvien pintojen piirta¨misessa¨ tarvittava maala-
rin algoritmi [AMH02, s. 352]: pinnat piirreta¨a¨n ilman Z-puskurointia kauimmasta
la¨himpa¨a¨n, jolloin la¨pina¨kyvyysefekti piirtyy oikein.
Puun la¨pika¨ynnin tuloksena grafiikkakomponentin sisa¨inen piirtojono (render queue)
sisa¨lta¨a¨ oikeassa ja¨rjestyksessa¨ na¨kyma¨puun objektien alijoukon, joka annetaan alem-
man tason grafiikkarajapinnan piirretta¨va¨ksi. Na¨kyma¨puuta ja sen toteutusta ka¨si-
tella¨a¨n tarkemmin luvussa 4.1, jossa tutustutaan Ogre-grafiikkakomponentin na¨ky-
ma¨nhallintaan.
3.4 Kuvanmuodostus
Erilaisten na¨kyvyyskarsintamenetelmien ja objektien piirtoja¨rjestyksen ma¨a¨ritta¨mi-
sen ja¨lkeen piirtokomponentin tehta¨va¨na¨ on ka¨ytta¨a¨ alemman tason grafiikkara-
japintaa lopullisen kuvan muodostukseen. Kuten luvussa 3.1 esitettiin, laitteiston
tehostuminen ja erityisesti na¨yto¨nohjainten ohjelmoitavuuden kehittyminen on vai-
kuttanut vahvasti kuvanmuodostusvaiheessa ka¨ytetta¨viin tekniikoihin.
Nykyaikaisissa pelimoottoreissa, kuten esimerkiksi Crytek-yhtio¨n CryEngine 2 -peli-
moottorissa [Cry07] ka¨ytetta¨via¨ tekniikoita ovat dynaamiset pehmea¨t varjot, volu-
metrinen sumu, ympa¨risto¨peittovalaistus (ambient occlusion), normaalikartat, pa-
rallaksikartat, pinnanalainen sironta (subsurface scattering), silma¨n ka¨ytta¨ytymisen
mallintaminen ja HDR-valaistus (high dynamic range) seka¨ valonsa¨teet ja vedenalai-
set kaustiikkakuviot. Varjostinohjelmat ovat merkitta¨va¨ssa¨ osassa luotaessa erilaisia
pintaefekteja¨, kuten ma¨rkia¨, mutaisia, ja¨isia¨, metallisia ja lasisia pintoja. Liikesu-
mennus (motion blur) ja tera¨vyysalue (depth of field) ovat ja¨lkiprosessointiefekteja¨,
jotka simuloivat silma¨n toimintaa.
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4 Ogre-grafiikkakone
Ogre eli Object-oriented Graphics Engine on avoimeen la¨hdekoodiin perustuva gra-
fiikkakomponentti5. Komponentin pa¨a¨asiallisena kehitta¨ja¨na¨ ja projektin veta¨ja¨na¨
toimii Steve Streeting, joka aloitti projektin vuonna 2001. Streetingin motiivina
komponentin kehitykselle oli luoda silloisia tarjolla olevia vaihtoehtoja geneerisempi
ratkaisu, joka perustuu laajennettavuuteen ja tarpeen mukaan vaihdettaviin kom-
ponentteihin. Projekti on kera¨nnyt ympa¨rilleen laajan kehitta¨ja¨yhteiso¨n, joka on
tuottanut lukuisia liita¨nna¨iskomponentteja ja tyo¨kaluja komponentin ka¨ytto¨o¨n.
Ogren suunnittelutavoitteena on ollut abstraktiotason nostaminen niin, etta¨ grafiik-
kasovelluksen kehitta¨ja¨n ei tarvitse huolehtia matalan tason yksityiskohdista, kuten
grafiikkarajapinnan ka¨ytta¨misesta¨. Kehitta¨ja¨n tyo¨panos siirtyy na¨in sisa¨llo¨ntuotan-
toon ja kehitta¨ja¨ voi keskittya¨ enemma¨n sovelluskohtaisten ongelmien ratkaisuun.
Komponentti on suunniteltu erityisesti reaaliaikaiseen grafiikkaan, minka¨ vuoksi se
vaatii laitteistotason tuen. Minivaatimus laitteistolle on NVidia Geforce2 tai ATI
Radeon 7500 -tason na¨yto¨nohjain, mutta todelliset vaatimukset asettaa viime ka¨-
dessa¨ asiakassovelluksen ka¨ytta¨mien materiaalien varjostinohjelmat.
Ogren palveluita ovat esimerkiksi virtuaalimaailman organisointi na¨kyma¨puun avul-
la (ks. luku 3.3), erilaiset na¨kyvyyskarsintamenetelma¨t, grafiikkaolioiden resurssien-
hallinta, skripteilla¨ ma¨a¨ritelta¨va¨t materiaalit, partikkeli- ja “billboard”-tekniikat,
hahmoanimaatiotekniikat, ja¨lkiprosessointitekniikat (esimerkiksi HDR), 2D-ka¨ytto¨-
liittyma¨t, dynaamisten varjojen laskentamenetelma¨t ja na¨kyma¨kyselyt. Useat omi-
naisuudet ovat sa¨a¨detta¨vissa¨ skripteilla¨ ilman ohjelmointia. Komponentti on kehi-
tetty C++-kielella¨ ja toimii Windows, Linux ja Mac OS X -ka¨ytto¨ja¨rjestelmissa¨
ka¨ytta¨en Direct3D- ja OpenGL-grafiikkarajapintoja.
4.1 Na¨kyma¨nhallinta
Reaaliaikaiseen kolmiulotteiseen grafiikkaan liittyy suuri joukko erilaisia tekniikoita,
joilla on omat vahvuutensa ja heikkoutensa. Koska Ogre pyrkii olemaan yleiska¨ytto¨i-
nen grafiikkakomponentti, suunnitteluperiaatteena on ollut pyrkia¨ tarjoamaan mah-
dollisimman geneeriset va¨lineet suurelle joukolle erilaisia tekniikoita.
Erilaisten vaihtoehtojen mahdollistamiseksi komponentin na¨kyma¨nhallinta on toteu-
tettu liita¨nna¨isina¨ (plugin), jotka sovelluksen kehitta¨ja¨ voi valita ja liitta¨a¨ sovelluk-
5http://www.ogre3d.org
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seensa tarpeidensa mukaan. Na¨kyma¨nhallintakomponenteilla on yhteinen rajapinta,
joka on ma¨a¨ritelty abstraktina SceneManager-luokkana. Ta¨ssa¨ on pyritty siihen, et-
ta¨ Ogre-komponenttia ka¨ytta¨va¨t sovellukset voivat ohjata komponenttia korkealla
tasolla ilman, etta¨ niiden tarvitsee ottaa kantaa na¨kyma¨nhallinnan toteutuksessa
ka¨ytettyihin tekniikoihin ja tietorakenteisiin.
SceneManager-toteutuksien vastuulla on toteuttaa rajapinta liikuteltavien kappa-
leiden seka¨ laajan, tyypillisesti staattisen “maailmageometrian” tehokkaaseen ka¨-
sittelyyn ja organisointiin. Geometriadatan organisointi on toteutuksien vastuulla,
jolloin ne voivat ka¨ytta¨a¨ erikoistuneita tietorakenteita ja menetelmia¨, kuten luvus-
sa 3.2 mainitut 8-puu ja portaalit. Ogre-komponentin kehitta¨ja¨t ylla¨pita¨va¨t vain
suppeaa joukkoa erilaisia na¨kyma¨nhallintakomponentteja, mutta koska komponent-
ti perustuu avoimeen la¨hdekoodiin, erilaisia Ogre-yhteiso¨n kehitta¨mia¨ na¨kyma¨nhal-
lintakomponentteja on runsaasti tarjolla.
Na¨kyma¨nhallintakomponenttien rajapinta perustuu luvussa 3.3 esiteltyyn na¨kyma¨-
puuhun. Kuvassa 4–1 on esitetty na¨kyma¨puun hallintaan osallistuvia keskeisimpia¨
luokkia.
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Kuva 4–1: Na¨kyma¨nhallintaan osallistuvia luokkia.
Node Hierarkkisen na¨kyma¨puun solmu, johon voi liitta¨a¨ toisia solmuja lapsisol-
muiksi. Solmuihin liittyy transformaatio, joka vaikuttaa solmuun ja kaikkiin
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sen lapsisolmuihin. Lapsisolmuilla on oma transformaatio, joka yhdisteta¨a¨n nii-
den vanhempien transformaatioihin. Transformaatio on esitetty solmun asen-
non tallentavana kvaterniona ja sijainnin ja skaalauksen tallentavina vektorei-
na.
SceneNode Erikoistaa Node-luokkaa lisa¨a¨ma¨lla¨ sille kyvyn sisa¨lto¨olioiden
(MovableObject) liitta¨miseen. Solmuolioon liittyy sen spatiaaliset rajat ku-
vaava AxisAlignedBox-olio, joka ma¨a¨ritta¨a¨ solmun ja sen alipuun rajauslaati-
kon. Rajauslaatikkoa ka¨yteta¨a¨n na¨kyvyyskarsintaan ja na¨kyma¨kyselyihin. Si-
sa¨lto¨olioiden olemassaolo ei riipu solmuolioista: sisa¨lto¨olio esiintyy virtuaali-
maailmassa ainoastaan, jos se on liitetty johonkin solmuun. Poikkeuksena ta¨-
ha¨n ovat valot ja kamerat: ne sisa¨ltyva¨t virtuaalimaailmaan joka tapauksessa.
Ne voidaan kuitenkin liitta¨a¨ johonkin solmuun, jos niiden halutaan liikkuvan
solmun mukana.
MovableObject Abstrakti kantaluokka kaikille na¨kyma¨puuhun liitetta¨ville sisa¨l-
to¨olioille. Konkreettisia sisa¨lto¨luokkia ovat esimerkiksi Entity (kuvassa 4–1),
Light, Camera, ParticleSystem ja BillboardSet. MovableObject sisa¨lta¨a¨
osoittimen UserDefinedObject-rajapinnan toteuttamaan olioon: ta¨ta¨ voidaan
ka¨ytta¨a¨ tarvittaessa liitta¨ma¨a¨n pelin omia olioita na¨kyma¨puun sisa¨lto¨olioihin.
Ominaisuudesta on hyo¨tya¨ esimerkiksi poimittaessa peliobjekteja Ogren sa¨-
teenheittomenetelma¨lla¨, jolla sa¨teeseen osuneet sisa¨lto¨oliot voidaan selvitta¨a¨.
Sisa¨lto¨olioon liitetty peliobjekti saadaan ta¨llo¨in suoraan osoittimesta.
Poiketen muista vastaavista grafiikkakomponenteista Ogre-komponentin na¨-
kyma¨puun hierarkkinen rakenne on eristetty na¨kyma¨puulle sisa¨llo¨n tuovista
luokista [Jun06, s. 38]. Luokkien SceneNode ja MovableObject va¨lilla¨ on si-
sa¨ltyvyyssuhde eika¨ periytymissuhdetta, minka¨ ansiosta perinta¨ketjut ovat ly-
hyempia¨ ja na¨kyma¨nhallintaan liittyva¨t muutokset eiva¨t riko sisa¨lto¨luokkia.
Muutokset ovat ta¨lla¨ tasolla kuitenkin mahdollisia, joten ratkaisu on na¨hty
onnistuneena keinona joustavuuden lisa¨a¨miseksi.
Entity 3D-malliin (mesh) perustuva liikuteltava kappale, joka koostuu luokan
SubEntity ma¨a¨ritta¨mista¨ osista. Kappale on jaettu osiin, jotta voitaisiin esit-
ta¨a¨ komposiittikappaleita, jotka koostuvat useasta materiaalista. Luokan olio
ma¨a¨rittelee kappaleen ilmentyma¨n na¨kyma¨puun tallentamassa virtuaalimaail-
massa. Useat ilmentyma¨t voivat ka¨ytta¨a¨ samaa Mesh-oliota muistin ka¨yto¨n op-
timoimiseksi. Ta¨llo¨in ne ka¨ytta¨va¨t samaa geometriadataa, mutta voivat ma¨a¨-
ritella¨ ilmentyma¨kohtaiset materiaalit. Luokka esitta¨a¨ ainoastaan liikutelta-
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vaa kappaletta – staattiset laajat kappaleet (maasto, rakennukset) esiteta¨a¨n
SceneManager-toteutuksissa tapauskohtaisesti, kuten organisoimalla geomet-
riadata 8-puuhun tai portaalirakenteeseen.
SubEntity Ma¨a¨ritta¨a¨ kappaleen osan, joka ka¨ytta¨a¨ yhta¨ materiaalia. Luokan olioil-
la on 1:1-suhde luokan SubMesh olioiden kanssa.
Mesh 3D-malli, joka koostuu luokan SubMesh ma¨a¨ritta¨mista¨ osista. Luokka kuvaa
Entity-luokan tavoin komposiittikappaletta, mutta ei esita¨ ilmentyma¨a¨ vaan
ilmentymien jakamaa geometriadataa.
SubMesh Sisa¨lta¨a¨ kappaleen osan geometrian eli kulmapisteet ja indeksidatan. In-
deksidata ma¨a¨ritta¨a¨, miten kulmapisteista¨ muodostetaan kolmioita. Luokka
sisa¨lta¨a¨ myo¨s muuta malliin liittyva¨a¨ dataa, kuten luurankoanimaatioon ja
mallin resoluution muokkaukseen liittyva¨a¨ LOD-tietoa.
Renderable Abstrakti kantaluokka kaikille olioille, joilla on graafinen esitys. Oliot
lisa¨ta¨a¨n kuvanmuodostusvaiheessa priorisoituihin jonoihin ryhmiteltyna¨ ka¨y-
tetyn materiaalin mukaan, jolloin samaa materiaalia ka¨ytta¨va¨t oliot piirreta¨a¨n
pera¨kka¨in laitteiston ka¨yto¨n optimoimiseksi. Keskeisin ta¨llainen olio on edella¨
mainittu SubEntity-luokan olio – muita luokkia ovat esimerkiksi BillboardSet
(2D-tekniikka esimerkiksi savun piirta¨miseen 3D-ympa¨risto¨issa¨) ja
OverlayElement (2D-ka¨ytto¨liittyma¨t). Vaikka kuvassa 4–1 esiintyva¨ luokka
Node kuvaa na¨kyma¨puun rakennetta ja silla¨ ei ole siten varsinaista ulkoasua,
se perii Renderable-luokan, jotta solmun sijainti voitaisiin ilmaista graafisesti
esimerkiksi virheenja¨ljityksen apuna.
Material Ma¨a¨ritta¨a¨ kappaleen ulkoasuun liittyva¨t asetukset. Materiaali voidaan
luoda ohjelmallisesti tai tekstimuotoisten materiaaliskriptien avulla. Skriptien
rakenne muistuttaa Direct3D 9 -rajapinnan efektitiedostoja (.fx) [Lun06, s.
199]. Materiaali ma¨a¨ritella¨a¨n yhtena¨ tai useampana vaihtoehtoisena tekniik-
kana. Vaihtoehdoista voidaan koostaa peligrafiikan eri laatuasetukset (high,
medium, low), ja ne tarjoavat mekanismin ma¨a¨ritella¨ vaihtoehtoisia materiaa-
leja eri tasoisille laitteistoille. Ogre osaa vaihtaa vaihtoehtoiseen materiaaliin
automaattisesti, mika¨li laitteisto ei tue jotakin materiaalia ja varamateriaaleja
on ma¨a¨ritelty. Tekniikat koostuvat yhdesta¨ tai useammasta pyyhka¨isysta¨, jot-
ka ma¨a¨ritta¨va¨t piirtopyyhka¨isyn aikana ka¨ytetyt asetukset, kuten tekstuurit
ja varjostinohjelmat. Varjostinohjelmia voi ohjelmoida kaikilla grafiikkaraja-
pintojen tukemilla kielilla¨.
39
4.2 Kuvanmuodostus
Kuten na¨kyma¨nhallintakomponenttienkin tapauksessa, matalan tason grafiikkara-
japinnat (OpenGL ja Direct3D) otetaan Ogressa ka¨ytto¨o¨n liita¨nna¨iskomponenttien
avulla. Kuvassa 4–2 on esitetty kuvanmuodostusprosessiin osallistuvia luokkia. Ma-
talan tason grafiikkarajapinta on piilotettu abstraktin RenderSystem-luokan avulla,
jolloin Ogre-komponenttia ka¨ytta¨va¨n sovelluksen tai edes komponentin ydintoimin-
nallisuuden muodostavien luokkien ei tarvitse tuntea ka¨ytetyn grafiikkarajapinnan
yksityiskohtia. RenderSystem-oliota ei yleensa¨ ka¨yteta¨ suoraan, vaan piirtokomen-
tojen antaminen on valitun SceneManager-toteutuksen vastuulla. Ogrea ka¨ytta¨va¨n
sovelluksen tehta¨va¨na¨ on ainoastaan ka¨ytta¨a¨ na¨kyma¨nhallintakomponentin rajapin-
taa ja antaa Ogren huolehtia laitteiston ka¨yto¨n yksityiskohdista.
_render(RenderOperation)
«impl»
«impl»
SceneManager
_updateAllRenderTargets()
Camera
   *
_renderScene(...)
_renderScene(...)
«application» Root
«impl»
«impl»
renderOneFrame()
* {z-ordered}
update()
*
update()
RenderTextureRenderWindow
Viewport RenderSystemRenderTarget
Kuva 4–2: Kuvanmuodostukseen osallistuvia luokkia.
Ratkaisu mahdollistaa Ogren ydinluokkien riippumattomuuden grafiikkarajapinnas-
ta, jolloin ka¨ytetta¨va¨ rajapinta voidaan valita esimerkiksi pelisovelluksen asetuksis-
ta. Ominaisuudesta voi olla konkreettista hyo¨tya¨ esimerkiksi, jos pelikoneen na¨y-
to¨nohjaimen ajurit toimivat puutteellisesti jollakin rajapinnoista tai rajapintatukea
ei ole (esimerkiksi DirectX 10 & Windows XP). Ta¨llo¨in ongelma voidaan kierta¨a¨
ka¨ytetta¨va¨a¨ rajapintaa vaihtamalla.
Root-olio toimii fasadi -suunnittelumallin (julkisivu) [GHJV95, s. 185] mukaisena
ka¨ytto¨liittyma¨na¨ Ogre-komponentin hallintaan. Mika¨li komponenttia ka¨ytta¨va¨ so-
vellus hallitsee piirtosilmukkaansa itse, kuva piirreta¨a¨n silmukassa Root-olion
renderOneFrame-metodilla. Toinen tapa on antaa Ogren hallita piirtosilmukkaa,
mutta peleissa¨ asia tehda¨a¨n ka¨yta¨nno¨ssa¨ pelin omasta pa¨a¨silmukasta paremman
kontrollin vuoksi.
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Kuvanmuodostusvaiheessa RenderSystem-olio pa¨ivitta¨a¨ kaikki siihen liitetyt
RenderTarget-oliot, jotka sisa¨lta¨va¨t kuvanmuodostuksen tuloksen. Tulos voidaan
piirta¨a¨ laitteiston kuvapuskuriin (RenderWindow-luokka) tai erilliselle muistialueelle
jatkoka¨sittelya¨ varten (RenderTexture-luokka). Era¨s jatkoka¨sittelytapa on piirta¨a¨
maisema ylo¨salaisin tekstuuriin sopivasta na¨ko¨kulmasta ja projisoida tekstuuri vaa-
kasuoralle tasolle: tuloksena on peiliheijastus, kuten ta¨ysin tyynessa¨ vedessa¨. Proji-
soinnissa voidaan ka¨ytta¨a¨ pikselivarjostinohjelmia va¨reilyefektin tuottamiseksi.
SceneManager-rajapinnan kautta luotava Camera-olio muodostaa na¨kyma¨n na¨ky-
ma¨nhallintakomponentin ylla¨pita¨ma¨a¨n na¨kyma¨puuhun. Jokaiseen kameraan liittyy
yksi Viewport-olio, joka ma¨a¨ritta¨a¨, mihin kohtaan RenderTarget-olion kuva-aluetta
kameran na¨kema¨ kuva piirreta¨a¨n. Kameran na¨kyma¨ voidaan piirta¨a¨ koko kuvaruu-
dun alueelle tai pieneen osaan siita¨. Viewport-oliot voivat kattaa pa¨a¨llekka¨isia¨ aluei-
ta, jolloin saadaan aikaan sisa¨kka¨isia¨ kuva-alueita. Ominaisuutta voidaan ka¨ytta¨a¨
esimerkiksi peilien toteutukseen autopelin ka¨ytto¨liittyma¨ssa¨.
4.3 Analyysi
Ogrea on ka¨ytetty joissakin kaupallisissa pienen budjetin peliprojekteissa (Pacific
Storm, Ankh – Heart Of Osiris, MOTORM4X), useissa harrastelijavoimin toteute-
tuissa peleissa¨, tieteellisessa¨ visualisoinnissa seka¨ simulaattoreissa. Ogre ei kilpaile
ominaisuuksissa kalliiden pelimoottorien kanssa, mutta on kehittynyt varteenotetta-
vaksi vaihtoehdoksi pienen budjetin peliprojekteihin. Avoimen la¨hdekoodin kompo-
nenttina Ogre toimii hyva¨na¨ tutkimuskohteena ja kokeilualustana.
Ogren la¨hdekoodi koostuu noin 300000 rivista¨ C++-koodia, kun kommentit ja tyh-
ja¨t rivit ja¨teta¨a¨n laskematta6. Havainnon tekee erikoiseksi se, etta¨ sivulla 6 esitetyn
kaavion mukaan Unreal Engine 3 -pelimoottorissa on jopa va¨hemma¨n koodia kuin
Ogre-komponentissa, vaikka Ogre on vain grafiikkakomponentti eika¨ ta¨ydellinen pe-
limoottori.
Syy, miksi Ogrea ei ole jo na¨hty ison budjetin “AAA”-peleissa¨, lienee Ogren avoi-
muus ja sen ristiriita suljettujen konsolialustojen kanssa. Konsolivalmistajat vaati-
vat salassapitosopimuksen (NDA) kaikilta peleja¨ konsoleille kehitta¨vilta¨ tahoilta ja
koodin avoimuus on luonnollisesti ristiriidassa ta¨ma¨n kanssa. Sulkemalla konsolit
pois pelin alustana suljetaan samalla pois suuri kuluttajajoukko, mika¨ on ta¨ma¨n
hetkisilla¨ markkinoilla riskialtis pa¨a¨to¨s. Konsolituen puute ei johdu siis teknisista¨
6http://www.ohloh.net
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syista¨: epa¨virallinen Xbox-versio on jo olemassa. Mika¨a¨n ei toisaalta esta¨ kehitta¨-
ja¨a¨ tekema¨sta¨ Ogresta omaa konsoliversiota itse, mika¨ tarkoittaa ka¨yta¨nno¨ssa¨ uutta
RenderSystem-liita¨nna¨ista¨.
Toinen syy on helppoka¨ytto¨isyys: pelin kehitta¨miseen vaaditaan paljon muutakin
kuin grafiikkakomponentti. Koska Ogren suunnittelutavoitteena on ollut geneeri-
syys, kehitystyo¨ ei ole voinut keskittya¨ esimerkiksi tietyn tyyppisen pelimaailman,
kuten portaaleilla organisoidun pelimaailman esitta¨miseen. Ta¨ma¨n vuoksi tyo¨kalu-
tuki ei voi koskaan olla niin ta¨ydellista¨ kuin esimerkiksi Unreal-pelimoottorien ta-
pauksessa. Sisa¨llo¨ntuotanto on merkitta¨va¨ vaihe pelin kehityksessa¨ ja vaatii kunnol-
lisia tyo¨kaluja, joiden kehitta¨miseen kuluu aikaa ja rahaa. Jos Ogrea ka¨ytetta¨isiin
kaupallisessa peliprojektissa, suuri osa tyo¨kaluista jouduttaisiin kokoamaan itse.
Viela¨ yksi syy voi olla markkinoinnin puute: pelaajat ostavat mieluummin tuotteen,
joka ka¨ytta¨a¨ tunnettua pelimoottoria. Mielikuva, mika¨ ilmaisesta tuotteesta tulee,
ei ole kovin myyva¨.
Seuraavassa luvussa esiteta¨a¨n konkreettinen peliesimerkki ja na¨yteta¨a¨n, kuinka Ogre
soveltuu ka¨ytetta¨va¨ksi MVC-mallin mukaisena na¨kyma¨na¨.
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5 Peliesimerkin toteutus
Tutkielman luonne ta¨ha¨n asti on ollut peliohjelmistoihin liittyvien ka¨sitteiden ja me-
netelmien esittelya¨. Ta¨ssa¨ luvussa aiheet kootaan yhteen suunnittelemalla ja toteut-
tamalla prototyyppi kehysma¨isesta¨ peliohjelmistosta. Tavoitteena on kera¨ta¨ ka¨yta¨n-
no¨n kokemuksia esitellyista¨ aiheista seka¨ esitta¨a¨ ehdotus pelimoottorin perusarkki-
tehtuuriksi. Prototyypin dokumentointi toimii myo¨s kehikkona joidenkin toteutus-
tekniikoiden (kuten skriptaus) ka¨sittelyyn.
Toteutettavaksi peliksi valittiin petankki. Pelin viimeistelyyn ei kiinnitetty kovin
suurta huomiota, koska tavoitteena ei ollut itse pelin rakentaminen, vaan arkkiteh-
tuurin ja tiettyjen toteutusmenetelmien kokeilu. La¨hto¨kohtana ka¨ytetta¨va¨lle ark-
kitehtuurille toimi luvussa 2.3 esitetty kuvaus. Grafiikan piirtoon ka¨yteta¨a¨n lu-
vussa 4 esiteltya¨ Ogre-komponenttia. Fysiikkalaskentaan ka¨yteta¨a¨n Ageia PhysX
-komponenttia, joka esitella¨a¨n lyhyesti ta¨ssa¨ luvussa. Petankin pelilogiikka toteutet-
tiin Lua-kielella¨ ohjelmoidulla tilakoneella. Kuvassa 5–1 on ruudunkaappaus toteu-
tetun pelin era¨a¨sta¨ pelitilanteesta.
Kuva 5–1: Ruudunkaappaus pelista¨.
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5.1 Arkkitehtuuri ja keskeisimma¨t suunnitteluratkaisut
Prototyypin rakentamisen tavoitteena oli yritta¨a¨ ma¨a¨ritella¨ peliohjelmistoille jonkin-
lainen yleisrakenne seka¨ luoda minimaalinen toteutus, jolla rakenteen toimivuutta
kokeillaan. Ratkaisun uudelleenka¨ytto¨arvon maksimoimiseksi prototyypin arkkiteh-
tuuri oli luontevaa ma¨a¨ritella¨ kehyksena¨, joka ma¨a¨ra¨a¨ sovelluksen rakenteen seka¨
toteuttaa lisa¨ksi joitakin usein tarvittuja toimintoja.
Ohjelmisto toteutettiin muunneltavana kehyksena¨ (white-box framework) seka¨ sita¨
erikoistavana sovelluksena, petankki-pelina¨. Muunneltava kehys tuntui luontevim-
malta kehystyypilta¨ prototyyppiin, koska se toteuttaa juuri tarvitut ominaisuudet:
se ma¨a¨ra¨a¨ sovelluksen yleisen arkkitehtuurin ja toteuttaa lisa¨ksi konkreettisia palve-
luita. Muunneltava kehys tarjoaa erikoistavalle sovellukselle kantaluokkia, joita pe-
riytta¨ma¨lla¨ luodaan konkreettisia ohjelmistoja. Kantaluokat toimivat siis kehyksen
variaatiopisteina¨ ja kehyksen pa¨a¨asiallinen erikoistamismekanismi on periytyminen.
Toinen mahdollinen kehyslaji pelimoottorille voisi olla koottava kehys (black-box fra-
mework), mutta sen ottaminen prototyypin la¨hto¨kohdaksi olisi ollut epa¨realistista.
Koottavan kehyksen erikoistamismekanismi periytymisen sijasta on kehysluokkien
ilmentymien luonti ja niiden parametrointi. Kehitta¨ja¨n na¨ko¨kulmasta sen ka¨ytto¨
on helpompaa kuin muunneltavan kehyksen ka¨ytto¨, koska erikoistamismekanismi on
rajoitetumpi ja kehitta¨ja¨n ei tarvitse tuntea kehyksen sisa¨ista¨ rakennetta. Kootta-
va kehys voisi olla muunneltavan kehyksen evoluution pa¨a¨tepiste, kun sovellusalue
opitaan tuntemaan riitta¨va¨n hyvin ja periytta¨mista¨ ei tarvitse ena¨a¨ ka¨ytta¨a¨ muun-
teluun. Muunneltavan kehyksen heikkous on periytymisesta¨ aiheutuva monimutkai-
suus ja toteutusyksityiskohtien paljastuminen, mutta sen tarjoama joustavuus on
kuitenkin ta¨rkea¨a¨ prototyypin kaltaisissa sovelluksissa, jotka laaditaan tutkimus-
mielessa¨.
Kuvassa 5–2 on esitetty ohjelmiston keskeisimma¨t luokat ja niiden suhteet toisiinsa.
Ylempi pakkaus on pelimoottorikehys, jonka luokat GameState ja OgreView toimi-
vat erikoistettavina kantaluokkina (luokat esitella¨a¨n myo¨hemmin). Alempi pakkaus
on kehysta¨ erikoistava pelisovellus, joka perii kehyksen kantaluokat ja toteuttaa pe-
likohtaisen toiminnallisuuden. Sovellus toteuttaa myo¨s tehdasluokan StateFactory,
joka luo sovelluksen ka¨ynnistyessa¨ ilmentyma¨t sovelluskohtaisista aliluokista. Ta¨ma¨n
ja¨lkeen kontrolli pysyy kehystekniikoille ominaisesti kehyksella¨, ei sovelluksella7.
Kehys ma¨a¨ra¨a¨ sovellukselle arkkitehtuurin, joka mukailee tutkielmassa aiemmin esi-
7Hollywood-periaate: “don’t call us, we’ll call you”.
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Application
PlayerView
OgreView
Luabind
binds game classes
«uses»
«creates»
PhysX
Ogre
Lua VM
game scripts
«Main loop»
while (running) {
    get time
    update current state
}
«updates»
IPhysicsWorld
«updates»
PhysXWorld
IGameView
Game Engine
      *
*
«updates»
  «updates»
StateFactory
«main.cpp» GameObject
«uses»      «uses»
«creates»
«uses»
«uses»
«creates»
Petanque Game
«run»
«creates»
PlayState
GameState
Kuva 5–2: Sovelluksen osat ja ta¨rkeimma¨t luokat.
teltya¨ MVC-arkkitehtuurimallia. Kehyksen toiminnallisuuteen kuuluu sovelluksen
mallintaminen tilakoneena (ks. luku 5.1.2), pelin pa¨a¨silmukan toteuttaminen, vies-
tinva¨litysmekanismin tarjoaminen (ks. luku 5.1.3), peliobjektien toteuttaminen kom-
ponenttiperustaisesti (ks. luku 5.1.4) seka¨ fysiikka- ja grafiikkakomponenttien in-
tegroiminen. A¨a¨nikomponentti ja¨tettiin prototyypista¨ pois. Pelaajan syo¨tteita¨ kuun-
nellaan kehyksen tarjoamalla luokalla, joka ka¨ytta¨a¨ avoimen la¨hdekoodin OIS-kirjas-
toa (ei na¨y kuvassa). Kuvassa 5–2 na¨kyy myo¨s Lua-virtuaalikone, mutta se on so-
velluskohtainen komponentti, eika¨ liity kehyksen toiminnallisuuteen.
5.1.1 MVC-arkkitehtuuri
Prototyypin sovelluskehys toteuttaa luvussa 2.3 esitellyn kolmiosaisen arkkitehtuu-
rin sovellus-, logiikka- ja na¨kyma¨kerrokset: Application on sovelluskerroksen palve-
luita tarjoava luokka, GameState toimii logiikkakerroksen abstraktina kantaluokkana
ja OgreView toimii graafisen na¨kyma¨n abstraktina kantaluokkana. A¨a¨nia¨ ei ole pro-
totyypissa¨ toteutettu, mutta ne voitaisiin toteuttaa vastaavasti omana na¨kyma¨na¨a¨n.
Kehyksessa¨ ei ole piilotettu ka¨ytetta¨va¨a¨ grafiikkakomponenttia pelisovellukselta,
koska se na¨htiin niin keskeiseksi palveluksi, etta¨ siihen tulee pa¨a¨sta¨ suoraan ka¨-
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siksi. Ta¨ma¨n vuoksi erikoistavassa sovelluksessa graafisen na¨kyma¨n toteuttava luok-
ka perii suoraan kehyksen OgreView-luokan ja silla¨ on siten pa¨a¨sy suoraan Ogre-
komponenttiin (esimerkiksi sa¨teenja¨ljityspalveluun).
Kehys ma¨a¨ra¨a¨, etta¨ sita¨ ka¨ytta¨va¨ sovellus jakautuu MVC-arkkitehtuurimallin mu-
kaisesti malleihin (abstrakti kantaluokka GameState) ja na¨kymiin (IGameView-raja-
pinta). Na¨kyma¨t liiteta¨a¨n malliin, joka pa¨ivitta¨a¨ siihen liitetyt na¨kyma¨t IGameView-
rajapinnan VOnUpdate-metodilla8. Na¨kyma¨n rooli on MVC-arkkitehtuurimallin pe-
riaatteiden mukaisesti erista¨a¨ data (pelin tila ja peliobjektit) sen esitystavasta. Aina
kun malli pa¨iviteta¨a¨n sovelluksen pa¨a¨silmukassa, malli pa¨ivitta¨a¨ myo¨s na¨kyma¨nsa¨.
Kehys ei ma¨a¨rittele graafisen na¨kyma¨n lisa¨ksi, mihin erikoistava sovellus na¨kymia¨
ka¨ytta¨a¨. Na¨kymilla¨ voitaisiin mahdollisesti toteuttaa grafiikka- ja a¨a¨nina¨kymien li-
sa¨ksi myo¨s luvussa 2.3 mainitut verkkopelaajan ja tekoa¨lypelaajan na¨kyma¨t. Proto-
tyypissa¨ tekoa¨lypelaajan logiikka ei ole toteutettu na¨kyma¨na¨, vaan se on ohjelmoitu
PlayState-olion ajamina Lua-kielisina¨ skripteina¨ (ks. luku 5.3).
Kehys ei ma¨a¨rittele na¨kymien sisa¨lto¨a¨ ohjaavien ohjaimien rakennetta, vaan na¨ma¨
ovat erikoistavan sovelluksen vastuulla. Prototyypissa¨ PlayerView-luokka ka¨ytta¨a¨
GameController-luokkaa (ks. kuva 5–3), joka toteuttaa na¨ppa¨imisto¨lta¨ ja hiirelta¨
tulevien syo¨tteiden kuuntelun. Ohjain toteuttaa grafiikkakomponentin kameran oh-
jauksen seka¨ peliobjektien poimimisen ja heitta¨misen.
Kamera pideta¨a¨n aina maaston yla¨puolella laskemalla oikea korkeuskoordinaatti gra-
fiikkakomponentin sa¨teenja¨ljitysominaisuudella. Ta¨ma¨ olisi voitu periaatteessa teh-
da¨ myo¨s fysiikkakomponentilla, koska sa¨teenja¨ljitys kuuluu myo¨s sen ominaisuuksiin.
Ta¨llo¨in kommunikaatio fysiikkakomponentin kanssa olisi tehty viestinva¨litysja¨rjestel-
ma¨lla¨. Koska grafiikkakomponentti sijaitsee samassa kerroksessa sita¨ ka¨ytta¨va¨n oh-
jaimen kanssa, ohjaimelle sallitaan suora pa¨a¨sy grafiikkakomponentin rajapintaan.
Koska prototyypissa¨ pelaaja ei ohjaa pelihahmoa vaan grafiikkakomponentin kame-
raa, pelaajan sijaintia ei ylla¨pideta¨ logiikkakerroksessa. Jos pelissa¨ pelaajan sijainnil-
la olisi jotain merkitysta¨ ja sen katsottaisiin olevan osa pelin tilaa, pelaajalle annet-
taisiin oma logiikkakerroksen ylla¨pita¨ma¨ peliobjekti, jonka liikkumista sa¨a¨detta¨isiin
tapahtumilla.
Peliobjektien poiminnassa ka¨yteta¨a¨n myo¨s sa¨teenja¨ljitysta¨. Peliobjektien heitto teh-
da¨a¨n la¨hetta¨ma¨lla¨ ta¨ha¨n liittyva¨ tapahtuma ApplyLinearVelocity (ks. kuva 5–3)
pelin viestinva¨litysja¨rjestelma¨a¨n. Tapahtumaoliossa va¨liteta¨a¨n fysiikkakomponentil-
le sa¨teenja¨ljityksella¨ poimitun peliobjektin tunniste seka¨ nopeusvektori.
8Nimea¨miska¨yta¨nto¨: luokkien virtuaaliset ja¨senfunktiot ovat V-alkuisia.
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«execute»
Ogre::RaySceneQuery
«keyPressed» «execute»
«deliver»
Game::Console
Engine::ApplyLinearVelocity
Engine::GameObjectCreated::Handler
Engine::GameObjectMoved::Handler
Game::GameController
Game::GravityGun
«createRayQuery»
«move»
«creates»
Ogre::FrameListener
+ frameStarted(FrameEvent)
+ frameEnded(FrameEvent)
WindowEventUtilities::messagePump();
if (!m_pRoot->renderOneFrame()) {
    ShutdownEvent evt;
    evt.deliver();
}
if (!m_pWindow->isActive()) {
    Sleep(100);
}
«handle events»
«render»
Game::PlayerView
+ VCreateScene()
+ VChooseSceneManager()
+ VCreateFrameListener()
Ogre::Root
Ogre::Camera
Ogre::SceneManager
Ogre::RenderWindow
Engine::OgreView
+ VInit()
+ VOnUpdate(float time)
+ VHandleEvent(GameObjectCreated)
+ VHandleEvent(GameObjectMoved)
+ getSceneManager(): SceneManager&
# VOnRender()
# VChooseSceneManager()
# VCreateCamera()
# VCreateFrameListener()
# VCreateScene()
# VCreateViewports()
# VSetupResources()
# VCreateResourceListener()
# VLoadResources()
Engine::IGameView
+ abstract VInit()
+ abstract VOnUpdate(float time)
Kuva 5–3: Graafiseen na¨kyma¨a¨n osallistuvat luokat.
5.1.2 Sovellus tilakoneena
Pelisovellukset noudattavat yleisesti aina samaa kaavaa: ensin na¨yteta¨a¨n mahdolli-
sesti joitakin logoja tai aloitusvideo ja sitten siirryta¨a¨n pelin pa¨a¨valikkoon. Pa¨a¨vali-
kosta voidaan siirtya¨ alivalikoihin, kuten valitsemaan verkkopelissa¨ ka¨ytettya¨ palve-
linta. Lopulta ka¨ynnisteta¨a¨n pa¨a¨asiallinen pelitila, jossa pelaaminen tapahtuu. So-
vellus koostuu siis ika¨a¨n kuin useasta tilasta. Jokaista tilaa suoritetaan silmukassa,
koska ne esitta¨va¨t aina jonkinlaista animaatiota ja voivat saada syo¨tteita¨ pelaajalta.
Sovellus voidaankin mallintaa luontevasti tila-suunnittelumallin [GHJV95, s. 305]
avulla toteutettuna tilakoneena, jonka tiloja ovat esimerkiksi intro (na¨ytta¨a¨ logot
ja aloitusvideon), menu (toteuttaa valikot) seka¨ play (toteuttaa pelitilan). Ta¨rkea¨
huomio on, etta¨ tilat voivat olla hierarkkisia. Alivalikoista pita¨a¨ pystya¨ palaamaan
hierarkiassa ylemma¨lle tasolle. Ta¨ma¨ on mahdollista, mika¨li tilat tallennetaan esi-
merkiksi pinoon. Ta¨llo¨in pinon pa¨a¨llimma¨isin tila on aktiivinen tila, jota suoritetaan.
Muut tilat ovat passiivisia.
Kehyksessa¨ Application-luokka toteuttaa pelin pa¨a¨silmukan, jossa suoritetaan pi-
non pa¨a¨llimma¨isinta¨ tilaa. Tilojen kantaluokkana toimii GameState ja niita¨ suori-
tetaan luokan VOnUpdate-metodilla. Metodilla Application::pushState voi lisa¨ta¨
tiloja pinoon, jolloin aiemman aktiivisen tilan VPause-metodia kutsutaan ja tilal-
le annetaan siten mahdollisuus esimerkiksi vapauttaa resursseja. Tiloja voi poistaa
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pinosta Application::popState-metodilla, jolloin uuden aktiivisen tilan VResume-
metodia kutsutaan. Pinon pa¨a¨llimma¨isin tila voidaan myo¨s korvata toisella tilalla
Application::changeState-metodilla, jolloin aktiivinen tila tuhotaan ja uusi tila
lisa¨ta¨a¨n pinoon. Kun uusi tila alkaa suorituksen, sen VEnter-metodia kutsutaan.
VExit-metodia ei ole olemassa, koska tilaluokan purkaja toimii luontevana sijoitus-
paikkana resurssien vapautuksen tekeva¨lle koodille.
Tilat ovat itsessa¨a¨n vain keskena¨a¨n vaihdettavia olioita, joiden pa¨ivitysmetodia kut-
sutaan pelin pa¨a¨silmukassa. Tilojen varsinainen sisa¨lto¨ luodaan peliobjekteilla
(GameObject-luokka), joille tilaoliot toimivat sa¨ilio¨ina¨. Peliobjektit ovat tilakohtai-
sia, ja ne luodaan ja tuhotaan tilojen mukana. Alitilaan siirrytta¨essa¨ peliobjekteja
ei kuitenkaan tuhota, koska tilaolioitakaan ei tuhota niiden pysyessa¨ pinossa.
Pelin valikkotilassa voidaan ka¨ytta¨a¨ siis samoja peliobjektiluokkia kuin pelitilassa-
kin. Ratkaisulla voitaisiin toteuttaa esimerkiksi valikkotila, missa¨ varsinaisen valikon
taustalla na¨yteta¨a¨n kolmiulotteista grafiikkaa ja fysiikkakomponentilla laskettavaa
animaatiota. Valikkotila voi olla siis ika¨a¨n kuin oma minipelinsa¨, joka voi sisa¨lta¨a¨
samoja elementteja¨ kuin varsinainen pelitilakin. Jopa valikko voisi olla oma peliob-
jektinsa, jolla on omat komponenttinsa ulkoasulle, a¨a¨nille ja logiikalle (peliobjektien
komponenttirakennetta ka¨sitella¨a¨n tarkemmin luvussa 5.1.4). Prototyyppi toteuttaa
ainoastaan yhden tilan (PlayState-luokka), johon sovellus ka¨ynnistyy.
5.1.3 Viestinva¨litys
Luvussa 2.3 esitettiin, etta¨ na¨kyma¨t kommunikoivat logiikkakerroksen kanssa vies-
tinva¨litysja¨rjestelma¨n avulla. Motivaationa ratkaisulle oli modulaarisuuden lisa¨a¨n-
tyminen ja rajapintariippuvuuksien va¨hentyminen. Prototyypissa¨ keskeinen ka¨ytto¨-
tapaus on esimerkiksi fysiikkakomponentilta saatavien peliobjektien sijaintitietojen
pa¨ivitta¨minen muille osaja¨rjestelmille (esimerkiksi grafiikkakomponentille) ilman, et-
ta¨ fysiikkakomponentin tulee tuntea niiden rajapintaa. Viestinva¨litysja¨rjestelma¨n
ansiosta ja¨rjestelma¨n laajentaminen ja muokkaus helpottuu, kun alija¨rjestelmien
va¨linen kommunikaatio tapahtuu organisoidusti yhden kanavan kautta.
Tapahtumien puskurointi
Toteutusvaiheessa ilmeni, etta¨ joidenkin tapahtumia vastaanottavien komponenttien
tulee pystya¨ itse valitsemaan ajankohta, jolloin tapahtumat ka¨sitella¨a¨n. Viestinva¨-
litysja¨rjestelma¨n tulee siis pystya¨ puskuroimaan la¨hetettyja¨ viesteja¨ ja purkamaan
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puskuri vastaanottajan valitsemana ajankohtana. Vaatimuksen asetti fysiikkakom-
ponentti, jonka laskenta tapahtuu sisa¨isesti omassa sa¨ikeessa¨a¨n (ks. luku 5.2.1).
Sa¨ikeistyksen vuoksi fysiikkakomponentin rajapinta asettaa rajoituksia komponen-
tille annettavien syo¨tteiden ajankohdalle. Syo¨tteiden antaminen on kielletty simu-
laation laskennan aikana, minka¨ vuoksi ne joudutaan ajoittamaan simulaatioaskel-
ten va¨lille. Jos sa¨ikeistyksesta¨ halutaan tehokkuusmielessa¨ hyo¨tya¨, simulaatioaske-
leen suorituksen tulee tapahtua rinnakkain sovelluksen muun suorituksen kanssa.
Muu suoritus tarkoittaa myo¨s tapahtumien la¨hetta¨mista¨ fysiikkakomponentille, jo-
ten puskurointi ainakin jossain vaiheessa oli va¨ltta¨ma¨to¨nta¨. Puskurointi olisi voitu
toteuttaa prototyypissa¨ myo¨s fysiikkakomponenttia ohjaavan luokan sisa¨isesti, mut-
ta suoraan viestinva¨litykseen integroitu puskurointi oli yleisempi ratkaisu. Ta¨llo¨in
ratkaisua voidaan hyo¨dynta¨a¨ myo¨s tutkielman prototyyppia¨ laajemmissa ja¨rjestel-
missa¨, joiden tarpeet ovat prototyypin tarpeita laajemmat.
Puskuroinnista havaittiin myo¨s muita hyo¨tyja¨. Na¨ma¨ ka¨sitella¨a¨n ratkaisun analyy-
siosassa luvussa 6.2, koska ne eiva¨t liittyneet suoranaisesti prototyypin tarpeisiin.
Ka¨ytto¨tapauksia
Sovelluksen fysiikka-, grafiikka- ja logiikka-alija¨rjestelmien va¨linen kommunikaatio
perustuu tapahtumiin. Kuten edella¨ mainittiin, fysiikkakomponentti saa syo¨tteen-
sa¨ tapahtumilla. Syo¨tteita¨ la¨hetta¨a¨ pelisovelluksen graafisen na¨kyma¨n ohjain, kun
peliobjekteja siirreta¨a¨n tai heiteta¨a¨n. Fysiikkakomponentin laskemat peliobjektien
sijainnit kommunikoidaan muille alija¨rjestelmille tapahtumilla. Sovelluksessa ainoa
ta¨ta¨ tapahtumaa kuunteleva osapuoli on graafinen alija¨rjestelma¨, joka pa¨ivitta¨a¨ pe-
liobjektien grafiikkaoliot tapahtuman tiedoilla. Tapahtumaa voisivat kuunnella myo¨s
verkko- ja a¨a¨nikomponentit, jos ne haluttaisiin toteuttaa.
Jos peliin haluttaisiin rakentaa tuki peliobjektien to¨rma¨ysa¨a¨nille, fysiikkakompo-
nenttia tarvitsee laajentaa ainoastaan la¨hetta¨ma¨a¨n uusia tapahtumia to¨rma¨yksista¨.
Vastaavasti a¨a¨nikomponentin tulee rekistero¨itya¨ kuuntelemaan to¨rma¨ystapahtumia.
Fysiikkakomponentin ei tarvitse tuntea a¨a¨nikomponentin rajapintaa, joten kompo-
nentteja voi kehitta¨a¨ toisistaan riippumatta.
Fysiikkakomponentti la¨hetta¨a¨ tapahtumia myo¨s kappaleiden pysa¨htymisesta¨ tai liik-
keelle la¨hdo¨sta¨. Tapahtumaa kuuntelee pelin logiikkakerros (PlayState-luokka), jo-
ka pa¨ivitta¨a¨ tiedon kappaleen aktiivisuudesta peliobjektin logiikasta vastaavalle kom-
ponenttiluokalle. Luokka on pelilogiikkaa ohjaavien skriptien ka¨yto¨ssa¨: ne ka¨ytta¨va¨t
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tietoa peliobjektin liikkumisesta pelin tila-automaatin ohjaamiseen. Peliobjektikom-
ponentteja ka¨sitella¨a¨n tarkemmin luvussa 5.1.4.
Toteutus
Prototyyppiin valittu ratkaisu perustuu tyypitetty viesti -suunnittelumalliin (typed
message) [Vli97], joka on kuuntelija-suunnittelumallin [GHJV95, s. 293] era¨s muun-
nelma. Alkupera¨isla¨hteessa¨ esitettiin C++-metaohjelmointiin perustuva ratkaisu,
jolla tapahtumien ma¨a¨rittely, la¨hetta¨minen ja vastaanottaminen onnistuu ka¨teva¨sti.
Ratkaisuun oli mahdollista lisa¨ta¨ edella¨ mainittu puskurointi.
Ratkaisussa ei ka¨yteta¨ erillista¨ viestinva¨litysja¨rjestelma¨a¨ edustavaa “manager”-luok-
kaa, vaan tarvittavat mekanismit sisa¨ltyva¨t suoraan tapahtumien abstraktiin kanta-
luokkaan ja sen sisa¨luokkana ma¨a¨riteltyyn abstraktiin ka¨sittelija¨luokkaan. Kuvassa
5–4 on esitetty ratkaisuun osallistuvat luokat.
MyReceiver
+ handleEvent(MyEvent)
BufferedEvent<T>
+ deliver()
- static getHandlers(): Handlers
- static registerHandler(Handler)
- static unregisterHandler(Handler)
- static deliver(BufferedEvent<T>)
   T
MyEventMySender «create & deliver»
BufferedEvent<T>::Handler
+ abstract handleEvent(T)
# handleBufferedEvents()
- enqueue(EventPtr)
*
Kuva 5–4: Puskuroitu versio viestinva¨lityksesta¨.
Puskuroidut tapahtumat ma¨a¨riteta¨a¨n BufferedEvent-luokan aliluokkina. Tapah-
tumien la¨hetys tehda¨a¨n luomalla ilmentyma¨ tapahtumaluokasta ja kutsumalla sen
metodia deliver.
Koska tapahtumaa ei puskuroinnin vuoksi ka¨sitella¨ va¨litto¨ma¨sti, ilmentyma¨ jou-
dutaan luomaan new-operaattorilla kekoon ((new MyEvent())->deliver()). Jos
tapahtuma luotaisiin paikallisena muuttujana pinoon, se tuhottaisiin liian aikai-
sin muuttujan poistuessa na¨kyvyysalueelta. Koska tapahtumaoliota ei tuhota au-
tomaattisesti, sen tuhoaminen tehda¨a¨n tapahtumaluokan sisa¨isesti ka¨ytta¨en apuna
viitelaskurin sisa¨lta¨via¨ osoittimia9.
Koska kyseessa¨ on keskeinen toiminnallisuus, jota ka¨ytta¨va¨t myo¨s kehysta¨ erikois-
tavat sovellukset, new-operaattorin ka¨yto¨n valvontaa ei voi ja¨tta¨a¨ pelka¨sta¨a¨n doku-
9http://www.boost.org/libs/smart_ptr/shared_ptr.htm
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mentaation tehta¨va¨ksi. Operaattorin ka¨ytto¨a¨ ei voi ilmeisesti pakottaa suoraan ta-
pahtumien kantaluokkaan, vaan rajoitus jouduttiin toteuttamaan hieman hankalas-
ti kaikkiin konkreettisiin tapahtumaluokkiin. Ta¨ma¨ tapahtuu ma¨a¨rittelema¨lla¨ niille
yksityinen purkaja, jolloin ka¨a¨nta¨ja¨ esta¨a¨ niiden esittelemisen paikallisena muuttu-
jana.
Konkreettiset tapahtumanka¨sittelija¨t periva¨t tapahtumaluokan sisa¨luokkana ma¨a¨ri-
tellyn abstraktin ka¨sittelija¨luokan. Kun konkreettisesta ka¨sittelija¨luokasta luodaan
ilmentyma¨, luokan kantaluokkana toimivan ka¨sittelija¨luokan rakentaja rekistero¨i ka¨-
sittelija¨n tapahtumaluokassa ylla¨pidettyyn staattiseen ka¨sittelija¨listaan. Tapahtu-
maluokasta on siis suora linkki sen ka¨sittelijo¨ihin. Ka¨sittelija¨ poistetaan vastaavalla
mekanismilla ka¨sittelija¨listasta, kun ka¨sittelija¨ tuhotaan. Tutkielman liite 1 sisa¨lta¨a¨
luokan la¨hdekoodin, josta ratkaisun tarkempia yksityiskohtia voi tarkastella.
Ka¨sittelijo¨iden kantaluokka ma¨a¨rittelee abstraktin metodin handleEvent, jonka kon-
kreettiset ka¨sittelija¨t toteuttavat. Puskuroidut viestit ka¨sitella¨a¨n la¨hetysja¨rjestykses-
sa¨ ka¨sittelymetodissa, kun aliluokka kutsuu kantaluokan handleBufferedEvents-
metodia. Mekanismin toimintaa ka¨sitella¨a¨n laajemmin luvussa 6.2 sivulla 69.
5.1.4 Peliobjektien komponenttirakenne
Peliobjektien mallinnus on keskeinen ongelma peliohjelmiston suunnittelussa: miten
pelimaailman sisa¨lto¨na¨ toimivat pelihahmot, esineet, ajoneuvot, maasto ja raken-
nukset ja na¨iden funktionaalisuus tulisi mallintaa? Perinteisesti ka¨ytetty ratkaisu
on toteuttaa peliobjektit syva¨na¨ perinta¨hierarkiana, jonka juuressa toimii kaikille
peliobjektityypeille yhteisen toiminnallisuuden toteuttava luokka. Luokka tarjoaa
kaikille peliobjektityypeille esimerkiksi tunnisteen ja sijainnin. Luokkaa erikoiste-
taan periytymisella¨ kaikille peliobjektikategorioille ja edelleen yksitta¨isiksi peliob-
jektityypeiksi.
Perinta¨ketjun ongelmana on kuitenkin sen staattisuus ja joustamattomuus: jos jo-
honkin kantaluokkaan tehda¨a¨n muutoksia, ne heijastuvat laajalle alueelle rikkoen
toiminnallisuutta. Jos muutoksilta haluttaisiin va¨lttya¨, luokkarakenne tulisi suunni-
tella kerralla kuntoon. Ta¨ma¨ on tuskin kuitenkaan laajoissa peliprojekteissa mah-
dollista, koska pelimaailman sisa¨lto¨na¨ toimivien peliobjektien hauskan ja toimivan
rakenteen selvitta¨minen vaatii paljon kokeiluja.
Prototyypin peliobjektien rakenne perustuu Game Programming Gems 6 -kirjassa
esitettyyn suunnitteluratkaisuun [Dic06b, luku 4.6]. Ratkaisun pa¨a¨idea on mallintaa
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peliobjektit luokkana, johon liiteta¨a¨n joukko komponentteja. Peliobjektiluokka ei
ole tarkoitettu erikoistettavaksi perinna¨lla¨, vaan liitta¨ma¨lla¨ siihen peliobjektikom-
ponentteja tarpeen mukaan. Peliobjektin toimintaa ja rakennetta voi siis muoka-
ta jopa sovelluksen ollessa ka¨ynnissa¨, koska muokkaukseen ei tarvita la¨hdekoodin
muuttamista. Ta¨ma¨n lisa¨ksi peliobjektin rakenne voidaan kuvata esimerkiksi XML-
tiedostossa yksitta¨isten tietokenttien lisa¨ksi. Ratkaisua analysoidaan myo¨hemmin
yleisemma¨lla¨ tasolla luvussa 6.3.
Toteutus
Kuvassa 5–5 on esitetty prototyypin peliobjektien komponenttiperustainen raken-
ne ja ja¨rjestelma¨n interaktio komponenttien kanssa. Peliobjektia kuvaava luokka
GameObject toimii sa¨ilio¨na¨ komponenteille. Luokan oliolla on tunniste (merkkijo-
no), sijainti (vektori) ja asento (kvaternio). Luokka sisa¨lta¨a¨ assosiatiivisen std::map-
tietorakenteen, johon peliobjektiin liitetyt komponentit tallennetaan ka¨ytta¨en nii-
den ryhma¨tunnistetta (merkkijono) avaimena. Peliobjektiin voi liitta¨a¨ siis eninta¨a¨n
yhden komponentin kustakin komponenttiryhma¨sta¨, mutta muuten komponenttien
lukuma¨a¨ra¨a¨ ei ole rajoitettu.
Luokka GOComponent on komponenttien kantaluokka. Luokka ma¨a¨rittelee metodin
getOwner, joka palauttaa viitteen komponentin omistavaan peliobjektiin. Ta¨ta¨ voi-
daan ka¨ytta¨a¨, jos jostakin komponentista halutaan pa¨a¨sta¨ ka¨siksi johonkin toiseen
komponenttiin. Prototyypissa¨ esimerkiksi pelilogiikkakomponentti Game::Ball an-
taa grafiikkakomponentille OgreEntityGOC tiedon, onko peliobjekti pelaajan poi-
mittavissa. GOComponent ma¨a¨rittelee myo¨s rajapintametodit (pure virtual) ryhma¨-
tunnisteen ja komponenttitunnisteen kysymiseen. Komponentit jaotellaan ryhmiin,
joita pelimoottorikehys ma¨a¨rittelee vain kaksi: GOCVisual ja GOCPhysics. Peliso-
vellus voi ma¨a¨ritella¨ na¨iden lisa¨ksi omia komponenttejaan. Ensin mainitun ryhma¨n
komponentit osaavat lisa¨ta¨ itsensa¨ pelin grafiikkamoottorin (Ogre) tietorakenteisiin
ja ja¨lkimma¨isen ryhma¨n komponentit vastaavasti fysiikkamoottoriin (PhysX).
Lisa¨a¨minen tapahtuu ka¨ytta¨en takaisinkutsua (ks. listaus 5–1): peliobjektia lisa¨t-
ta¨essa¨ alija¨rjestelma¨t tarkistavat ensin, onko peliobjektilla kyseiseen alija¨rjestelma¨a¨n
liittyva¨a¨ komponenttia. Jos komponentti lo¨ytyy, alija¨rjestelma¨t ka¨ytta¨va¨t kompo-
nentin rajapintaa peliobjektin lisa¨a¨miseen. Komponentti osaa siis lisa¨ta¨ itsensa¨ ky-
seiseen alija¨rjestelma¨a¨n ja tieta¨a¨, millaisena se siina¨ esiintyy. Jos peliobjekti tuho-
taan, se tuhoaa samalla siihen liitetyt komponentit, jolloin niiden purkajat poistavat
komponentteihin liittyva¨t resurssit Ogre- ja PhysX-kirjastojen tietorakenteista.
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«update»
«uses»
«uses»
«modifies scene graph»
Game::PlayerView
«addToVisualWorld(this)»
«update position/orientation»
Ogre
OgreView
«addToPhysicsWorld(this)»
*
«container»
«send event»
Engine
Application
«add game objects»
GameState
Base class for all game states
(intro, menu, play, ...)
«creates»Game::PlayState
«update position/orientation»
«uses»
«update»
«add game objects»
«send event»
*
«update»
*
«deliver»
*
«deliver»
   *
                        «deliver»
   *
                        «deliver»
Handler
KinematicMoveEvent
ApplyLinearVelocity
«send event»
«carries pointer to»
GameObjectCreated
Handler
GameObjectMoved
Handler Handler
IPhysicsWorldIGameView
«addBall»
«uses»Lua VM
«modifies query flags»
Game::Ball
+ getPosition: Vector
+ setPosition(Vector)
+ throwBall(velocity: Vector)
+ getTeam: string
+ setMoving(bool)
+ isMoving: bool
+ setDragged(bool)
+ isDragged: bool
+ setPickable(bool)
«user data»
«creates»
PhysX
            owner
      *
SceneNode
Entity
NxActor
PhysXWorld
PhysXGOCHeightFieldPhysXGOCSphereOgreEntityGOC
GOComponent
Represents a family of (un)pluggable functionality:
visuals, physics, sounds and game logic. Notice 
the "has-a" relationship (not "is-a", which is static).
GameObject
Container for components
Has position & orientation
PhysXGOC
Subclasses know how to
create Ageia PhysX objects
OgreGOC
Subclasses know how to
create Ogre objects
GOCVisual
Represents the game
object in visual world
GOCPhysics
Represents the game 
object in physical world
Game scripts
Kuva 5–5: Peliobjektien komponenttirakenne.
Toisin kuin alkupera¨isartikkelissa [Dic06b, luku 4.6], komponentit eiva¨t sisa¨lla¨
update- tai render-metodeja. Na¨ma¨ eiva¨t ole tarpeen, koska grafiikan ja fysiikan
laskentaan ka¨yteta¨a¨n omia kirjastojaan, joita suoritetaan ka¨ytta¨en niiden omia ra-
japintoja. GOCVisual- ja GOCPhysics-komponenttien rooli on toimia siis vain RAII-
idiomiin [Mey05, s. 63] perustuvina peliobjektin alija¨rjestelma¨kohtaisia resursseja
hallitsevina luokkina. Jos prototyyppiin olisi toteutettu a¨a¨nialija¨rjestelma¨, peliob-
jektiin liittyvien a¨a¨niresurssien hallinta tehta¨isiin myo¨s omassa komponentissaan.
Luokka Game::Ball on pelisovelluskohtainen komponentti, joka toimii osana Lua-
skripteille tarjottavaa rajapintaa. Komponentti liittyy peliobjektin pelilogiikkaan: se
tarjoaa rajapinnat esimerkiksi pallon heitta¨miseen ja sen sijainnin kysymiseen, joita
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1 void OgreView :: VHandleEvent(const GameObjectCreated& evt ) {
2 // visual world uses similar approach with physics world , only GOC differs
3 const GOCPtr p = evt. getGameObject(). getGOC (GOCVisual :: FAMILYID );
4 if (p) { // game object has a visual representation
5 if (p-> VGetComponentId() == OgreGOC ::COMPONENTID ) {
6 // the visual representation uses Ogre
7 OgreGOC * goc = static_cast <OgreGOC *>(p.get ());
8 // using a callback : GOC ’s know themselves how they should be added
9 goc ->VAddToVisualWorld(this);
10 }
11 }
12 }
Listaus 5–1: Peliobjektin lisa¨a¨minen Ogre-komponenttiin.
tarvitaan pelilogiikkaa ohjaavissa skripteissa¨.
Kuvassa 5–6 on esitetty skriptin ohjaama tapahtuma petankkipallon lisa¨a¨miseen
pelimaailmaan. Skripti kutsuu PlayState-luokan metodia addBall, jolle va¨liteta¨a¨n
parametrina skriptin luoma peliobjektikomponentti. Metodissa luodaan ensin ilmen-
tyma¨ GameObject-luokasta, johon liiteta¨a¨n sitten tarvittavat komponentit.
 : PlayState
go : GameObject
 : IPhysicsWorld
event : GameObjectCreated
2: <<create>>
3: setGOC(new PhysXGOCSphere(...))
Lua script
4: setGOC(new OgreEntityGOC(...))
1: addBall(ball)
5: setGOC(ball)
6: GameState::addGameObject(go)
7: VAddGameObject(go)
8: <<create>>
10: 
9: deliver()
Kuva 5–6: Peliobjektin luonti.
Peliobjektiin liiteta¨a¨n komponentti PhysXGOCSphere, joka kuvaa peliobjektin fyysis-
ta¨ ilmentyma¨a¨ ja komponentti OgreEntityGOC, joka kuvaa vastaavasti peliobjektin
visuaalista ulkomuotoa. Peliobjektiin liiteta¨a¨n myo¨s skriptin luoma pelilogiikkakom-
ponentti. Prototyypissa¨ peliobjekteihin liittyva¨t komponentit on ma¨a¨ritelty suoraan
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koodissa. Niita¨ ei siis lueta tiedostosta, kuten oikeissa peliohjelmistoissa tehta¨isiin.
Kun kaikki tarvittavat komponentit on liitetty, peliobjekti lisa¨ta¨a¨n pelimaailmaan
metodilla GameState::addGameObject. Metodi va¨litta¨a¨ peliobjektin fysiikkakompo-
nentille ja la¨hetta¨a¨ sitten tapahtuman peliobjektin luonnista. Prototyypissa¨ tapah-
tumaa kuuntelee ainoastaan graafisesta esityksesta¨ vastaava OgreView-luokka, joka
lisa¨a¨ peliobjektin listauksessa 5–1 na¨ytetylla¨ takaisinkutsulla Ogre-grafiikkakompo-
nentin na¨kyma¨puuhun. Peliobjekteja ei va¨liteta¨ na¨kymille suoraan, jotta peliob-
jekteja luova koodi (MVC-malli) olisi riippumaton niita¨ ka¨ytta¨vista¨ osista (MVC-
na¨kyma¨t). Ja¨rjestelma¨a¨ voitaisiin nyt laajentaa esimerkiksi verkkona¨kyma¨lla¨, joka
kuuntelee peliobjektien luontitapahtumia. Viestinva¨litysja¨rjestelma¨n tuoman epa¨-
suoruuden ansiosta peliobjekteja luovaan koodiin ei tarvitse tehda¨ muutoksia.
5.1.5 Sovelluksen elinkaari
Kuvassa 5–7 on esitetty sovelluksen elinkaari sekvenssikaaviona. Ohjelma alkaa ke-
hyskirjaston sisa¨lta¨ma¨sta¨ WinMain-funktiosta. Kohdat 1–6: kehysta¨ erikoistavan so-
velluksen toteuttamaa tehdasluokkaa ka¨ytta¨en luodaan sovelluksen alkutila ja siihen
liitetyt na¨kyma¨t. Prototyypissa¨ on vain yksi tila: PlayState-luokka.
Kohdat 7–8: kehyksen sovelluskerrosta edustava Application-olio luodaan ja kehys
ka¨ynnisteta¨a¨n antamalla olion run-metodille parametrina tehdasluokalla luotu sovel-
luksen alkutila. Kohdat 10–18: alkutila alustetaan ajamalla sen VEnter-metodi. Tila
tarvitsee fysiikkakomponentin palveluita, joten tila alustaa sen kutsumalla metodia
GameState::initPhysics. Ta¨ma¨n ja¨lkeen tila alustaa kaikki siihen liitetyt na¨ky-
ma¨t, joita on prototyypissa¨ vain yksi: graafinen na¨kyma¨. Na¨kyma¨n VInit-metodissa
alustetaan Ogre-grafiikkakomponentti. Tila alustaa viela¨ Lua-virtuaalikoneen ja re-
kistero¨i siina¨ ajettaville skripteille niiden tarvitsemat rajapinnat (ks. luku 5.3.2).
Sovelluksen pa¨a¨silmukassa (kohdat 19–24) pa¨iviteta¨a¨n aktiivista tilaa sen VOnUpdate-
metodilla ja annetaan parametrina viime pa¨ivityksesta¨ kulunut aika. Tila ajaa en-
sin kantaluokkansa pa¨ivitysmetodin, jossa ajetaan ensin fysiikkakomponentin si-
mulaatioaskel ja pa¨iviteta¨a¨n sitten kaikki na¨kyma¨t. Ta¨ma¨n ja¨lkeen luokassa ka¨-
sitella¨a¨n kaikki sille la¨hetetyt viestit ja suoritetaan Lua-virtuaalikoneessa ajetta-
van pelilogiikkaskriptin update-funktio (ks. luku 5.3.1). Pa¨a¨silmukan suoritus pa¨a¨t-
tyy Application-olion saadessa ShutdownEvent-tapahtuman. Tapahtuman la¨hetta¨a¨
OgreView-olio, kun graafinen ikkuna suljetaan. Sovelluksen tilapino puretaan ja tilat
tuhotaan. Application::run-metodi palaa ja WinMain-funktion suoritus pa¨a¨ttyy.
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loop
[repeat until exit]
<<handle events>>
<<update lua script>>
Game specific 
classes
Initializes 
Ogre
 : main
 : StateFactory
 : Application
initState : PlayState
 : PlayerView
3: <<create>>
4: <<create>>
1: <<create>>
2: createInitialState
5: VAddView(graphics)
 : PhysXWorld
27: <<destroy>>
6: initState
7: <<create>>
8: run(initState)
25: <<destroy>>
9: _init()
28: game exits
10: changeState(initState)
11: VEnter()
19: _mainloop()
20: VOnUpdate(elapsedTime)
12: GameState::initPhysics()
14: GameState::VEnter()
17: _initLua()
15: VInit()
21: GameState::VOnUpdate(elapsedTime)
13: <<create>>
18: 
22: VOnUpdate(elapsedTime)
23: VOnUpdate(elapsedTime)
26: <<destroy>>
24: 
16: OgreView::VInit()
Kuva 5–7: Sovelluksen elinkaari.
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5.2 Fysiikkakomponentin liitta¨minen
Prototyyppipelin pelimekaniikka perustuu perinteiseen ja¨ykkien kappaleiden dyna-
miikkaan, joka on kaikkien saatavilla olevien fysiikkakomponenttien perusominai-
suus. Peli ei siis sina¨nsa¨ aseta erityisvaatimuksia valittavalle fysiikkakomponentille.
Peliva¨lineet esiteta¨a¨n palloina ja maasto mallinnetaan korkeuskarttana. Vaatimuk-
sena on siis, etta¨ fysiikkakomponentti tukee to¨rma¨ystarkistuksia na¨iden muotojen
va¨lilla¨.
Fysiikkakomponentiksi valittiin Ageia PhysX, joka on era¨s monipuolisimmista kau-
pallisista suljetun la¨hdekoodin fysiikkakomponenteista. Komponentin lisenssi on hil-
jattain muuttunut PC-alustalla ilmaiseksi, minka¨ vuoksi se voitiin valita prototyypin
komponentiksi. Valintaa tuki mukana toimitettu laaja dokumentaatio esimerkkioh-
jelmineen, mika¨ teki integraation melko suoraviivaiseksi.
Eniten tyo¨ta¨ teetti komponentin parametrien sa¨a¨ta¨minen niin, etta¨ kappaleiden liike
na¨ytta¨a¨ luonnolliselta. Era¨s ylla¨tta¨va¨ puute komponentissa oli vierinta¨kitkan puute.
Ominaisuuden olisi voinut toteuttaa ilmeisesti laskemalla tarvittavat vastavoimat it-
se ja kohdistamalla voimat kappaleisiin jokaisella simulaatioaskeleella. Ongelma kier-
rettiin prototyypissa¨ ka¨ytta¨ma¨lla¨ suurta pyo¨rimisvaimennusta (angular damping),
joka sai aikaan vierinta¨kitkaa muistuttavan ilmio¨n. Vaimennus ei kuitenkaan vas-
taa ta¨ysin reaaliela¨ma¨n vierinta¨kitkaa, minka¨ vuoksi pallomaiset kappaleet eiva¨t
pysa¨hdy aivan luonnollisella tavalla. Toinen ongelma oli kappaleita heitetta¨essa¨ nii-
den satunnainen kimpoaminen va¨a¨ra¨a¨n suuntaan. Ta¨ma¨n tarkka syy ei selvinnyt,
mutta ilmeisesti ongelma liittyy liukulukujen laskentatarkkuuteen, koska kappaleita
suurentamalla ilmio¨ ha¨visi.
Prototyypin rakentaminen selvensi paljon fysiikkakomponentin integroimiseen liit-
tyvia¨ ongelmia. Komponentin ka¨ytto¨o¨n liittyy suuri joukko erilaisia parametreja
ja ominaisuuksia, joiden tunteminen on ta¨rkea¨a¨. Aivan mita¨ tahansa ei voi antaa
komponentin simuloitavaksi ja odottaa, etta¨ komponentti tuottaa reaaliela¨ma¨a¨ ku-
vaavan vasteen. PhysX ei esimerkiksi tue kolmioista koostuvien kappaleiden va¨lista¨
to¨rma¨ystarkistusta, vaan ta¨llo¨in ainakin toinen kappaleista pita¨a¨ approksimoida yk-
sinkertaisemmilla primitiiveilla¨, kuten pallo, laatikko, kapseli ja konveksi. Yksinker-
taisempien primitiivien ka¨ytto¨ tosin on ja¨rkeva¨a¨ myo¨s tehokkuussyista¨. Eri ka¨ytto¨-
kohteet vaativat eri menetelmia¨: esimerkiksi nopeasti liikkuvien kappaleiden (kuten
luotien) mallinnukseen tulee ka¨ytta¨a¨ tarkempaa ja raskaampaa CCD-menetelma¨a¨
(continuous collision detection).
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PhysX tukee ja¨ykkien kappaleiden mallinnuksen lisa¨ksi pehmeiden kappaleiden dy-
namiikkaa (kasvillisuus, joustavat pinnat) seka¨ nesteen ja kankaan ka¨ytta¨ytymisen
mallinnusta. Erityista¨ huomiota on kiinnitetty ajoneuvojen mallinnukseen. Kompo-
nentilla voidaan myo¨s toteuttaa liipaisimet seka¨ tekoa¨lyrutiinien tarvitsema sa¨teen-
ja¨ljitys. Komponentin erikoisuus on sen mahdollisuus hyo¨dynta¨a¨ laskennan tehosta-
miseen erityista¨ PC:n pci-va¨yla¨a¨n liitetta¨va¨a¨ fysiikkaprosessoria (physics processing
unit, PPU), mika¨li sellainen on liitetty.10
5.2.1 PhysX API
Listauksessa 5–2 on esitetty komponentin alustukseen liittyva¨t toimenpiteet. Alustus
tapahtuu riveilla¨ 2–3: NxCreatePhysicsSDK-funktiolle va¨litetyt parametrit liittyva¨t
komponentin dll-version tarkistukseen seka¨ virheiden hallintaan.
1 NxSDKCreateError errorCode = NXCE_NO_ERROR;
2 m_pPhysicsSDK = NxCreatePhysicsSDK(
3 NX_PHYSICS_SDK_VERSION , 0, &m_MyOutputStream , NxPhysicsSDKDesc(), &errorCode );
4 if (! m_pPhysicsSDK) { /* handle error ... */ }
5
6 m_pPhysicsSDK -> getFoundationSDK(). getRemoteDebugger()-> connect ("localhost ", 5425);
7
8 NxSceneDesc sceneDesc ;
9 sceneDesc .gravity .set (0, -9.81f, 0);
10 sceneDesc .userContactReport = & m_ContactReport;
11 sceneDesc .userNotify = &m_MyCallback;
12 sceneDesc .flags |= NX_SF_ENABLE_ACTIVETRANSFORMS ;
13
14 m_pScene = m_pPhysicsSDK ->createScene (sceneDesc );
15 if (! m_pScene ) { /* handle error ... */ }
Listaus 5–2: PhysX-komponentin alustus.
Komponenttiin liittyy graafinen tyo¨kalu Remote Debugger, jolla voi tarkastella fy-
siikkakomponentin hallinnoimia kappaleita kolmiulotteisesta na¨kyma¨sta¨. Tyo¨kalulla
voi tarkastella myo¨s kappaleiden parametreja seka¨ erilaisia tilastotietoja. Rivilla¨ 6
luodaan kommunikaatiokanava tyo¨kaluun, mika¨li se on ka¨ynnistetty.
Rivilla¨ 8 luotava NxSceneDesc-olio sisa¨lta¨a¨ parametrit rivilla¨ 14 luotavalle NxScene-
oliolle, joka sisa¨lta¨a¨ simuloitavat kappaleet ja niiden va¨lilla¨ vaikuttavat rajoitteet ja
voimat. Rivilla¨ 9 ma¨a¨riteta¨a¨n esimerkiksi ka¨ytetta¨va¨ gravitaatio.
Komponentti ka¨ytta¨a¨ takaisinkutsufunktioita erilaisten tapahtumien va¨litykseen.
Tapahtumia ovat esimerkiksi virhetilanteet, kappaleiden to¨rma¨a¨minen, unitilaan siir-
tyminen, hera¨tta¨minen ja liipaisimen laukeaminen. Unitila tarkoittaa kappaleen pois-
10Ageian kilpailija Havok sen sijaan pyrkii hyo¨dynta¨ma¨a¨n GPU:ta.
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tamista simulaatiosta, mika¨li se on ollut liikkumatta jonkin aikaa. Ta¨ma¨ on yksi mo-
nista komponentin laskentakuormaa va¨henta¨vista¨ optimointikeinoista, mutta proto-
tyyppipeli ka¨ytta¨a¨ sita¨ myo¨s pelilogiikkaa ajavana tapahtumana (pallojen pysa¨h-
tyminen aiheuttaa tilasiirtyma¨n pelin tila-automaatissa, ks. listaus 5–5 sivulla 61).
Riveilla¨ 10 ja 11 annetaan parametrina takaisinkutsufunktioita sisa¨lta¨via¨ luokkia.
Rivilla¨ 12 ma¨a¨riteta¨a¨n parametri, joka liittyy kappaleiden liikkeiden kyselyyn. Jos
parametri on asetettu, fysiikkakomponentti pita¨a¨ kirjaa viimeisimma¨ssa¨ simulaatio-
askeleessa liikkuneista kappaleista. Prototyyppi la¨hetta¨a¨ GameObjectMoved-tapah-
tuman jokaisesta kappaleen sijaintiin tulleesta muutoksesta. Kappaletta vastaava pe-
liobjekti saadaan kappaletta kuvaavan NxActor-luokan userData-kenta¨sta¨ (void*),
joka toimii linkkina¨ fysiikkakomponentin ja pelisovelluksen olioiden va¨lilla¨.
Listauksessa 5–3 on esitetty simulaatioaskeleen suoritukseen liittyva¨t toimenpiteet.
Simulaatio tehda¨a¨n omassa sa¨ikeessa¨a¨n, jotta laitteiston mahdollisesti tarjoamaa
rinnakkaisprosessointia voitaisiin hyo¨dynta¨a¨. Sa¨ie toimii komponentin sisa¨isesti, ei-
ka¨ sita¨ luoda itse. Komponentin ohjelmointirajapinta toimii asynkronisesti: rivilla¨
1 odotetaan, kunnes edellisen simulaatioaskeleen tulokset ovat saatavilla. Ta¨ma¨n
ja¨lkeen komponentille annetaan seuraavaa simulaatioaskelta varten syo¨tteita¨, ku-
ten kohdistetaan voimia kappaleisiin tai luodaan tai poistetaan kappaleita. Rivilla¨ 5
ja 6 ka¨ynnisteta¨a¨n seuraava simulaatioaskel: simulate- ja flushStream-komennot
palaavat va¨litto¨ma¨sti. Ta¨ma¨n ja¨lkeen sovellus voi tehda¨ fysiikkalaskentaan liitty-
ma¨tto¨mia¨ toimenpiteita¨, kuten grafiikan piirta¨misen, jolloin fysiikkalaskenta etenee
rinnakkain sovelluksen muiden sa¨ikeiden kanssa.
1 while (! m_pScene -> fetchResults(NX_RIGID_BODY_FINISHED , false ));
2
3 // give input here
4
5 m_pScene ->simulate (elapsedTime );
6 m_pScene ->flushStream ();
Listaus 5–3: Simulaatioaskeleen suoritus.
Listauksessa 5–4 on esimerkki kappaleen luonnista. Kappaleet ovat joko dynaamisia
tai staattisia: esimerkiksi maaston halutaan olevan staattinen, koska sen on tarkoitus
pysya¨ paikallaan. Dynaamisten kappaleiden liikkeisiin voi vaikuttaa kohdistamalla
niihin voimia joko suoraan metodikutsulla tai epa¨suorasti to¨rma¨ytta¨ma¨lla¨ niita¨ toi-
siinsa. Dynamiikkaparametrit ma¨a¨ritella¨a¨n luokassa NxBodyDesc. Esimerkissa¨ para-
metrit on ja¨tetty vakioarvoikseen. Jos dynamiikkaparametreja ei ma¨a¨ritella¨, kappale
on staattinen.
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1 NxBodyDesc bodyDesc ;
2
3 NxSphereShapeDesc shapeDesc ;
4 shapeDesc .radius = 1.0 f;
5 shapeDesc .materialIndex = 0;
6
7 NxActorDesc actorDesc ;
8 actorDesc .shapes .pushBack (&shapeDesc );
9 actorDesc .body = &bodyDesc ;
10 actorDesc .density = 1000.0 f; // kg / m3
11
12 NxScene * scene = /* retrieve scene */
13 NxActor * actor = scene ->createActor (actorDesc );
Listaus 5–4: Kappaleen luonti.
Kappaleet koostuvat joukosta muotoja. Muotoja voi olla liitetty samaan kappalee-
seen useita: esimerkiksi po¨yta¨ ja sen jalat voitaisiin kuvata viidella¨ laatikolla. Muodot
kuvataan luokilla, kuten palloa kuvaava NxSphereShapeDesc. Muita muotoja ovat
taso, laatikko, kapseli, konveksi, kolmioverkko, korkeuskartta ja (ajoneuvon) rengas.
Muodolle annetaan myo¨s materiaali, joka ma¨a¨rittelee ka¨ytetyn kitkan ja kimmoi-
suuden. Na¨ma¨ liittyva¨t oikeastaan aina kahden kappaleen kombinaatioihin, mutta
ne ma¨a¨ritella¨a¨n kappalekohtaisesti, jotta kaikkia kombinaatioita ei tarvitsisi ma¨a¨ri-
tella¨. Simulaatiossa ka¨ytetta¨va¨t arvot lasketaan oletusarvoisesti keskiarvoistamalla
to¨rma¨a¨va¨n kappaleparin kertoimet.
Muodot liiteta¨a¨n kappaleen parametrit ma¨a¨ritteleva¨a¨n NxActorDesc-olioon ennen
kappaleen luontia NxScene::createActor-komennolla. Muotojen lisa¨ksi kappaleel-
le voi ma¨a¨ritella¨ tiheyden, sijainnin ja joukon muita simulaatiossa ka¨ytettyja¨ para-
metreja. Kappaleen massa lasketaan automaattisesti ka¨ytetyista¨ muodoista, jos ti-
heys on ma¨a¨ritelty. Massa voidaan ma¨a¨ritella¨ myo¨s suoraan. Kun kappale on luotu,
siihen voi kohdistaa voimia ja sen asentoa ja sijaintia voi muokata NxActor-luokan
metodeilla.
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5.3 Pelilogiikka ja skriptaus
Wikipedia: “Petankki on Ranskasta la¨hto¨isin oleva urheilulaji, jota pelataan metalli-
kuulilla. Kuulia yriteta¨a¨n heitta¨a¨ mahdollisimman la¨helle aiemmin maahan heitettya¨
puupalloa.”
Petankin pelilogiikka toteutettiin kuvan 5–8 mukaisena tilakoneena, joka ohjelmoi-
tiin Lua-kielella¨. Kaikkia petankin erikoissa¨a¨nto¨ja¨ ei toteutettu tilakoneeseen, koska
ideana oli toteuttaa ainoastaan keskeisin pelimekaniikka Lua-skriptauksen kokei-
lemiseksi. Lua-virtuaalikone integroitiin sovellukseen (ks. luku 5.3.2) ja Luabind-
kirjastoa ka¨ytettiin sitomaan sovelluksen luokkia Lua-skriptien ka¨ytto¨o¨n.
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Kuva 5–8: Petankki-pelin UML-tilakaavio.
5.3.1 Tilakoneen toteutus Lua-kielella¨
Tilakone toteutettiin yksinkertaisesti funktioina, mitka¨ kuvaavat kutakin tilaa. Lis-
tauksessa 5–5 on esitetty toteutetun tilakoneen kaksi ensimma¨ista¨ tilaa (toteutus
ei vastaa ta¨ysin kuvaa 5–8). Tilassa state_startgame arvotaan pelin aloittaja ja
tehda¨a¨n tilasiirtyma¨ tilaan state_newround.
Tilasiirtyma¨ tehda¨a¨n “aitona ha¨nta¨kutsuna” (proper tail call) [Ier03, luku 6.3]. Piir-
re on lainattu funktionaalisista ohjelmointikielista¨ (kuten Lisp), missa¨ sita¨ kutsu-
taan ha¨nta¨rekursioksi (tail recursion). Ha¨nta¨kutsu on funktiokutsu, joka tehda¨a¨n
return-komennon parametrina. Koska suoritus ei palaa ena¨a¨ kutsuvaan funktioon,
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sen tietoja ei tarvitse sa¨ilytta¨a¨ pinossa. Lua-kielen kehitta¨ja¨t kutsuvat kielen ha¨nta¨-
kutsua “aidoksi”, koska kielen toteutus ottaa asian huomioon. Pinon koko ei kasva
ha¨nta¨kutsussa, minka¨ ansiosta monista algoritmeista voidaan ka¨ytta¨a¨ niiden rekur-
siivisia versioita tehokkaasti. Ilman pinon uusioka¨ytto¨a¨ jokainen tilasiirtyma¨ lisa¨isi
uuden tason pinoon ja ohjelman suoritus kaatuisi jossain vaiheessa pinon ylivuotoon.
1 function state_startgame()
2 say_wait ("Tossing the coin... ", 1)
3 if math.random () < 0.5 then
4 return state_newround(aiteam :getName ())
5 else
6 return state_newround(humanteam :getName ())
7 end
8 end
9
10 function state_newround(winner_name )
11 say_wait (winner_name .. " wins the toss!", 1)
12 gatherBalls ()
13 aiteam :newround ()
14 humanteam :newround ()
15 resetTargetSystem ()
16 addBallsToTeams()
17 drawcircle (target :getPosition ())
18 ballsOnField = Stack:new ()
19
20 log ("Waiting for balls to settle down..")
21 while countMovers () > 0 do coroutine .yield () end
22
23 if winner_name == aiteam :getName () then
24 return state_ai_throwtarget ()
25 else
26 return state_human_throwtarget ()
27 end
28 end
Listaus 5–5: Tilakoneen kaksi ensimma¨ista¨ tilaa.
Ratkaisu ei ole tietenka¨a¨n ainoa tapa toteuttaa tilakoneita Lua-kielella¨. Toinen funk-
tioihin perustuva tapa on pita¨a¨ suoritettavaa tilafunktiota jossakin muuttujassa, jo-
ta suoritetaan kuten funktio-osoittimia C/C++-kielessa¨. Ta¨ma¨ on mahdollista, kos-
ka funktiot ovat Luassa ensimma¨isen luokan arvoja. Funktioita voi siis tallentaa
muuttujiin, niita¨ voi va¨litta¨a¨ parametrina toisille funktioille ja niita¨ voi palauttaa
funktioista. Tilasiirtyma¨ tehda¨a¨n ta¨llo¨in pa¨ivitta¨ma¨lla¨ muuttujaan toinen funktio.
Kokonaan toisenlainen ratkaisu olisi ka¨ytta¨a¨ Luan taulu-metamekanismia tilojen
mallintamiseen.
Tilakonetta ajetaan vuorottaisrutiinissa [Ier03, luku 9], jotta vuorossa olevan tilan
suoritus voidaan va¨liaikaisesti keskeytta¨a¨. Listauksessa 5–5 rivilla¨ 21 esimerkiksi odo-
tetaan, kunnes kenta¨lla¨ olevat pallot pysa¨htyva¨t. Funktio coroutine.yield siirta¨a¨
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vuorottaisrutiinin tilaan suspended ja update-funktiossa (listaus 5–6) suorituksen
aloittanut funktiokutsu coroutine.resume palaa. Vastaavaa tapaa ka¨yteta¨a¨n myo¨s
ohjattaessa pelin dialogia riveilla¨ 2 ja 11: say_wait-funktio tulostaa tekstin pelaa-
jan na¨hta¨ville ja pysa¨ytta¨a¨ tilan suorituksen tietyksi ajaksi (ja¨lkimma¨inen paramet-
ri on aika sekunteina). Vuorottaisrutiinit toimivat eritta¨in ka¨teva¨na¨ mekanismina
pelilogiikassa yleisesti tarvittavien viiveiden toteuttamiseen. Niita¨ ka¨yteta¨a¨n sovel-
luksessa kuin sa¨ikeita¨, joskin ne soveltuvat myo¨s monipuolisten kontrollirakenteiden
toteuttamiseen [Dic06b, luku 4.3].
Listauksessa 5–6 on esitetty Lua-virtuaalikoneessa ajettava update-funktio, jota kut-
sutaan sovelluksen PlayState-luokan VOnUpdate-metodista tietyin va¨liajoin. Pa¨ivi-
tyksen tiheys on skriptin sa¨a¨detta¨vissa¨. Koska petankki on suhteellisen hidastem-
poinen peli, skriptia¨ ajetaan vain kerran sekunnissa.
1 local co = coroutine .create ( state_startgame)
2
3 function update ()
4 if coroutine .status (co) ~= "dead" then
5 local ok , errmsg = coroutine .resume (co)
6 if not ok then
7 error (errmsg )
8 end
9 end
10 end
Listaus 5–6: Skriptin pa¨ivitysfunktio.
Rivilla¨ 1 luodaan vuorottaisrutiini coroutine-taulun funktiolla create, jolle anne-
taan parametrina suoritettava funktio (tilakoneen alkutila). Paikallisen muuttujan
co arvo on tyyppia¨ thread. Lua on dynaamisesti tyypitetty kieli, minka¨ vuoksi
muuttujille ei ma¨a¨ritella¨ tyyppia¨ (tyyppi kulkee arvon mukana). Vuorottaisrutiinin
tila on aina joko suspended, running tai dead. Rivilla¨ 4 tarkistetaan vuorottaisrutii-
nin tila, koska tilakoneen pa¨a¨stya¨ lopputilaansa rekursio pa¨a¨ttyy ja vuorottaisrutiini
palaa. Ta¨ma¨n ja¨lkeen vuorottaisrutiini on tilassa dead ja sita¨ ei voi ena¨a¨ suorittaa.
5.3.2 Lua-virtuaalikoneen sulauttaminen sovellukseen
Lua on suunniteltu alusta pita¨en sulautettavaksi skriptikieleksi, minka¨ vuoksi kie-
len suunnittelutavoitteena on ollut helppo sulautettavuus isa¨nta¨sovellukseen. Toi-
nen suunnittelutavoite on ollut toisaalta tarjota mekanismeja eika¨ pakottaa yhteen
ainoaan tapaan ka¨ytta¨a¨ kielta¨. Suunnittelutavoitteet na¨kyva¨t seka¨ kielen ominai-
suuksissa (taulun ka¨ytto¨ universaalina metamekanismina) etta¨ Lua-virtuaalikoneen
rajapinnan suunnittelussa. Ta¨ma¨ na¨kyy useina vaihtoehtoisina tapoina toteuttaa
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isa¨nta¨ohjelman rakenteiden (funktiot, luokat) sidonta virtuaalikoneessa ajettavan
Lua-koodin ka¨ytto¨o¨n. Parasta tapaa ei ole, koska kieli yritta¨a¨ tarjota joustavia me-
kanismeja eri tarpeisiin [Dic06b, luku 4.2].
Virtuaalikoneen ja isa¨nta¨ohjelman va¨linen kommunikaatio on toteutettu abstraktin
pinon avulla. Kommunikaatio on kaksisuuntaista: jokainen virtuaalikoneesta tehty
isa¨nta¨ohjelman funktion kutsu va¨litta¨a¨ funktion parametrit pinossa. Kutsuttu funk-
tio palauttaa mahdollisen paluuarvon lisa¨a¨ma¨lla¨ sen samaan pinoon. Pinon ka¨ytto¨
kommunikaatiokanavana perustuu suunnittelutavoitteeseen mahdollistaa yhteistoi-
minta mahdollisimman monen eri isa¨nta¨kielen kanssa. Virtuaalikoneen C-kielinen
rajapinta tarjoaa funktioita pinon ka¨ytto¨o¨n. Pinoa voi ka¨ytta¨a¨ isa¨nta¨sovelluksesta
suoraan, mutta va¨ha¨nka¨a¨n laajemmassa sovelluksessa ongelmaksi muodostuu kom-
munikaatioon tarvittavan koodin monisanaisuus. Virtuaalikoneen ja isa¨nta¨ohjelman
va¨lille kannattaakin rakentaa jonkinlainen abstraktiokerros, jonka tehta¨va¨na¨ on pii-
lottaa pinon ka¨ytto¨o¨n liittyva¨t rutiinitoimenpiteet isa¨nta¨ohjelmalta.
Prototyypissa¨ ei la¨hdetty toteuttamaan abstraktiokerrosta itse. Sen sijaan abstrak-
tiokerroksen tehta¨via¨ hoitamaan valittiin avoimeen la¨hdekoodiin perustuva Luabind-
kirjasto11. Muidenkin kirjastojen ka¨ytto¨mahdollisuuksia tutkittiin, mutta nopean ar-
vion perusteella Luabind vaikutti saatavilla olevista kirjastoista monipuolisimmalta
ja parhaiten dokumentoidulta. Kattava dokumentaatio onkin tarpeen, koska kirjas-
to perustuu C++-kielen metaohjelmointiin ja mahdollisten virhetilanteiden selvitte-
lyssa¨ ka¨a¨nta¨ja¨n tulostamat viestit voivat olla hyvinkin vaikeaselkoisia. Useat muut
kirjastot (kuten toLua++) perustuvat erilliseen esiprosessointivaiheeseen, jossa ot-
saketiedostosta siistitysta¨ rajapintakuvauksesta generoidaan pinoa ka¨ytta¨va¨a¨ C++-
koodia. Luabind-kirjastoa ka¨ytetta¨essa¨ koodi generoidaan ka¨a¨nno¨ksessa¨ template-
mekanismeilla eika¨ ka¨sin tehta¨va¨a¨ esiprosessointia tarvita.
Luabind-kirjaston ominaisuuksiin kuuluu seka¨ C++-kielisten funktioiden etta¨ luok-
kien sitominen Lua-kielella¨ tehtyjen ohjelmien ka¨ytto¨o¨n. Template-mekanismin ka¨y-
to¨n etuna on rajapintakuvauksen yksinkertaisuus: rajapintametodien tarkkoja para-
metreja ei tarvitse ma¨a¨ritella¨, koska ka¨a¨nta¨ja¨ tekee sen automaattisesti. Vaikka Lua-
kielessa¨ ei ole luokan ka¨sitetta¨, kirjasto mahdollistaa myo¨s luokkien ma¨a¨rittelemisen
Lua-kielisessa¨ ohjelmassa. Ta¨ma¨ on mahdollista, koska olio-ohjelmoinnissa ka¨ytetta¨-
va¨t luokat voidaan toteuttaa Luan taulu-metamekanismilla. Luokat voivat peria¨ toi-
sia Lua-ohjelmassa ma¨a¨riteltyja¨ luokkia tai isa¨nta¨ohjelman C++-kielella¨ toteutettu-
ja luokkia. Luokat voivat myo¨s korvata virtuaalisia metodeja C++-kantaluokistaan.
11http://luabind.sourceforge.net
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Lua API ja Luabind-kirjaston ka¨ytto¨
Lua-virtuaalikoneen tilaa edustaa virtuaalikoneen rajapinnassa lua_State-tyyppinen
tietorakenne [IdFC03, luku 3]. Kaikki rajapinnan funktiot ottavat ensimma¨iseksi pa-
rametrikseen osoittimen ta¨ha¨n tietorakenteeseen. Listauksessa 5–7 on esitetty RAII-
idiomiin perustuva luokka, joka hallitsee virtuaalikoneen tilaa. Prototyypissa¨ luokka
toimii PlayState-luokan ja¨senmuuttujana, jolloin Lua-virtuaalikone alustetaan ja
tuhotaan tilaolion mukana.
1 class LuaState {
2 public :
3 LuaState () : m_pL(lua_open ()) {}
4 ~LuaState () { lua_close (m_pL); }
5 operator lua_State *() { return m_pL; }
6 private :
7 lua_State * m_pL;
8 };
Listaus 5–7: Lua-virtuaalikoneen tilaa hallitseva RAII-luokka.
Listauksessa 5–8 riveilla¨ 2–6 alustetaan virtuaalikoneen ka¨ytto¨o¨n sovelluksen tarvit-
semia Lua-kirjastoja. Sovellus voi siis itse tarvittaessa ja¨tta¨a¨ tarpeettomia kirjastoja
pois muistista. Rivilla¨ 8 alustetaan luabind-kirjasto. Rivilla¨ 9 rekistero¨ida¨a¨n pelin
luokkia Lua-skriptien ka¨ytto¨o¨n. Rivilla¨ 11 ladataan skriptitiedosto “game.lua”muis-
tiin ja suoritetaan se (alustetaan muuttujat).
1 void PlayState :: initLua_ () {
2 luaopen_base(m_LuaState );
3 luaopen_string(m_LuaState );
4 luaopen_table(m_LuaState );
5 luaopen_math(m_LuaState );
6 luaopen_io (m_LuaState );
7
8 luabind :: open(m_LuaState );
9 registerGameWithLua(m_LuaState );
10
11 if (luaL_loadfile(m_LuaState , "game.lua ") || lua_pcall (m_LuaState , 0, 0, 0)) {
12 const char* ch = lua_tostring(m_LuaState , -1);
13 throw std :: runtime_error(std :: string (ch));
14 }
15
16 luabind :: object script = luabind :: globals (m_LuaState );
17 assert (script );
18 script ["init"]( this);
19 }
Listaus 5–8: Skriptin alustus.
Prototyypissa¨ skriptit sijaitsevat pelin bina¨a¨rihakemistossa selva¨kielisina¨ ohjelmina.
Skriptit voitaisiin myo¨s ka¨a¨nta¨a¨ tavukoodiksi, mika¨li lataus halutaan tehda¨ hiukan
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nopeammin tai jos la¨hdekoodia ei haluta levitta¨a¨ ka¨a¨nnetyn ohjelman mukana. Ja¨-
tetta¨essa¨ skriptit selva¨kielisiksi mahdollistetaan pelin muokkaus myo¨s levitta¨misen
ja¨lkeen. Na¨in voidaan tehda¨, jos “modien” tekeminen halutaan mahdollistaa.
Riveilla¨ 16–18 ajetaan skriptin init-funktio ja va¨liteta¨a¨n parametrina osoitin this
skriptien tarvitsemaan tilaolioon. Osoitinta tarvitaan, jotta skriptista¨ voitaisiin kut-
sua tilaolion metodeja.
Listauksessa 5–9 on esimerkki luabind-kirjastolle annettavasta rajapintakuvaukses-
ta. Esimerkissa¨ ma¨a¨ritella¨a¨n skripteille na¨kyva¨t PlayState-luokan metodit. Kon-
struktoria ei ole ma¨a¨ritelty, koska skriptien ei tarvitse luoda ilmentyma¨a¨ luokasta.
Metodin addBall-ma¨a¨rittely poikkeaa muista: adopt(_2)-parametri ma¨a¨rittelee, et-
ta¨ metodin ensimma¨isessa¨ parametrissa va¨litetta¨va¨n olion omistajuus luovutetaan
isa¨nta¨ohjelmalle (_1 on this ja _2 on ensimma¨inen parametri). Ma¨a¨rittely tarvi-
taan, jotta virtuaalikoneen roskienkera¨a¨ja¨ ei poistaisi parametrina va¨litetta¨va¨a¨ olio-
ta muistista. Metodissa addBall va¨liteta¨a¨n skriptin luoma peliobjektikomponentti
isa¨nta¨ohjelmalle, joka hallitsee olion elinkaarta metodikutsun ja¨lkeen.
1 void registerGameWithLua(lua_State * pL) {
2 using namespace luabind ;
3 module (pL) [
4 class_ <PlayState >("PlayState ")
5 .def ("addBall ", &PlayState ::addBall , adopt (_2))
6 .def ("say ", &PlayState ::say )
7 .def ("log ", &PlayState ::log )
8 .def ("setThinkFrequency", &PlayState :: setThinkFrequency)
9 ];
10 // ...
11 }
Listaus 5–9: Esimerkki luabind-kirjastolle ma¨a¨ritelta¨va¨sta¨ rajapintakuvauksesta.
Skripteille rekistero¨ida¨a¨n PlayState-luokan lisa¨ksi useita muita luokkia, kuten Ball
(addBall-metodissa va¨litetta¨va¨ olio, ks. kuva 5–5 sivulla 52), PhysicsProperties
(addBall-metodissa va¨litetta¨va¨t fysiikkaparametrit) seka¨ skriptien tarvitsemia vek-
torilaskentaan tarvittavia luokkia.
Konsoli komentotulkkina
Prototyyppiin ei rakennettu petankkiin erikoistunutta ka¨ytto¨liittyma¨a¨ sovelluksen
prototyyppima¨isen luonteen vuoksi. Sen sijaan ka¨ytto¨liittyma¨n tehta¨via¨ hoitaa pelin
sisa¨inen konsoli: graafinen piilotettavissa oleva tekstialue kolmiulotteisen grafiikan
pa¨a¨lla¨. Konsolin rooli on useissa peleissa¨ toimia kehityksen apuva¨lineena¨ ja ka¨ytto¨-
liittyma¨na¨ pelaajalta piilotettuihin toimintoihin. Prototyypissa¨ konsoliin tulostetaan
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pelaajalle va¨litetta¨va¨ informaatio: pelin kulku ja ohjeita pelaajalle.
Prototyypissa¨ kokeiltiin, miten pelin konsoli saataisiin toimimaan ka¨ytto¨liittyma¨-
na¨ virtuaalikoneelle siten, etta¨ konsoliin kirjoitettu Lua-koodi suoritetaan virtuaali-
koneessa. Koska peliin oli rakennettu viestinva¨litysja¨rjestelma¨, konsolikomentojen
va¨litta¨minen oli luontevaa toteuttaa tapahtumilla. Listauksessa 5–10 on esitetty
konsolin la¨hetta¨mien viestien tapahtumaka¨sittelija¨. Riveilla¨ 7 ja 8 suoritetaan ta-
pahtumaoliosta saatu merkkijono Lua-tulkilla. Mika¨li merkkijonon suoritus johtaa
virheeseen, virheviesti va¨liteta¨a¨n takaisin konsolille omassa tapahtumassaan.
1 void PlayState :: VHandleEvent(const ConsoleEvent& evt)
2 {
3 const std :: string & msg = evt .getText ();
4 if (msg .length () > 4 && msg .substr (0, 4) == "lua ") {
5 std :: string s = msg .substr (4, msg .length ());
6 const char* cmd = s.c_str ();
7 if ( luaL_loadbuffer(m_LuaState , cmd , strlen (cmd ), cmd )
8 || lua_pcall (m_LuaState , 0, 0, 0))
9 {
10 const char* err = lua_tostring(m_LuaState , -1);
11 lua_pop (m_LuaState , 1);
12 (new ConsolePrintEvent(std :: string (err )))-> deliver ();
13 }
14 }
15 }
Listaus 5–10: Konsolikomentojen suorittaminen virtuaalikoneessa.
Ratkaisu on yksinkertainen, mutta se toteuttaa geneerisen komentotulkin. Sovelluk-
sen toimintaan voidaan vaikuttaa suoraan konsolista: muuttujien arvoja voi sa¨a¨ta¨a¨,
funktioita voi kutsua ja yleensa¨ ottaen mita¨ tahansa Lua-koodia voi suorittaa. Ko-
mentotulkista voisi kuvitella olevan hyo¨tya¨ sa¨a¨detta¨essa¨ tekoa¨lyn parametreja tai
apuna virheenja¨ljitykseen.
5.4 Analyysi
Luvussa esitettiin MVC-arkkitehtuurimalliin perustuva ehdotus pelisovelluksen ra-
kenteeksi. Vaikka arkkitehtuuri oli hyvin suppea, se joutui ottamaan kantaa useisiin
pelisovellusten ongelmiin, kuten peliobjektien rakenteeseen ja valmiiden grafiikka-
ja fysiikkakomponenttien liitta¨miseen. Sovelluksen koko oli noin 4700 rivia¨ C++-
koodia ja 500 rivia¨ Lua-koodia. Suunnitteluun ja toteutukseen ka¨ytettiin noin viisi
viikkoa.
Ohjelmisto toteutettiin kehyksena¨ ja sita¨ erikoistavana sovelluksena, joka osoitti etta¨
kehysta¨ voi ka¨ytta¨a¨ ainakin prototyypin kaltaisiin yksinkertaisiin peleihin. Kehys-
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tekniikalla pyrittiin lisa¨a¨ma¨a¨n ratkaisun uudelleenka¨ytto¨arvoa. Kehyksen toiminnal-
lisuudesta puuttuu kuitenkin laajempia toteutuksia ajatellen useita piirteita¨, joita
on lueteltu seuraavassa.
Kehys ei tarjoa valmiita va¨lineita¨ pelimaailman lataamiseen tiedostosta. Kompo-
nenttiperustainen peliobjektien mallinnus antaa ta¨ha¨n kuitenkin perusmekanismin.
Prototyypissa¨ pelimaailma alustettiin suoraan koodissa – ja¨rkeva¨mpa¨a¨ olisi ma¨a¨ri-
tella¨ pelimaailman kuvaus esimerkiksi XML-tiedostoissa, jonka lukemiseen ja tulkit-
semiseen tarjottaisiin valmiit va¨lineet. Tiedostoissa voitaisiin ma¨a¨ritella¨ esimerkiksi
peliobjektityypit ja niihin liitetta¨va¨t komponentit (grafiikka, a¨a¨net, fysiikka, tekoa¨-
ly) ja na¨iden parametrit (3D-mallit, tekstuurit, animaatiot, a¨a¨nitiedostot, fysiikka-
parametrit, to¨rma¨ysprimitiivit). Pelimaailman kuvaus voitaisiin ma¨a¨ritella¨ omassa
tiedostossaan, joka sisa¨lta¨a¨ peliobjektityyppien ilmentyma¨t ja niiden sijainnit.
Kehyksesta¨ puuttuu verkon ja a¨a¨nien ohjelmointia helpottavat mekanismit koko-
naan. Arkkitehtuurissa on kuitenkin ma¨a¨ritelty na¨iden liitta¨miseen sopiva paikka:
na¨kyma¨t. Kehykseen on liitetty fysiikkakomponentti, mutta kaikkia sen ka¨ytto¨o¨n
liittyvia¨ parametreja ei voi ta¨lla¨ hetkella¨ ma¨a¨ritta¨a¨ erikoistavasta sovelluksesta. To-
teutettuja to¨rma¨ysprimitiiveja¨ ovat pallo, laatikko ja korkeuskartta. Kehys voisi li-
sa¨ksi tarjota va¨lineet muihinkin komponentin ominaisuuksiin, kuten liipaisimien ja
ajoneuvojen lisa¨a¨miseen pelimaailmaan. Kehys voisi tarjota myo¨s mekanismit po-
lunetsinna¨lle ja polunetsinta¨algoritmien tarvitsemien tietorakenteiden alustamiseen
tiedostosta.
Ja¨rjestelma¨n jakaminen erillisiin kerroksiin auttoi hallitsemaan monimutkaisuutta,
jota monen eri osaja¨rjestelma¨n yhdista¨minen tuottaa. Arkkitehtuurin eri kerrosten
va¨linen kommunikaatio toteutettiin viestinva¨litysja¨rjestelma¨lla¨. Ta¨lla¨ na¨htiin posi-
tiivinen vaikutus osaja¨rjestelmien va¨listen riippuvuuksien hallintaan. Viestinva¨lityk-
seen ka¨ytetty mekanismi on prototyypissa¨ rajoittunut viestien va¨litykseen kaikille
viestityyppia¨ kuunteleville osapuolille. Luvussa 6.2 esiteta¨a¨n, miten ratkaisua voisi
muuttaa oliolta oliolle -kommunikaatiomekanismin toteuttamiseksi ja mita¨ ka¨ytto¨-
tapoja ta¨lla¨ mekanismilla voisi olla.
Prototyypin toteuttaminen oli ka¨yta¨nno¨llinen keino sovellusalueen vaatimusten ja
perusmekanismien selvitta¨miseen. Valitut ratkaisut osoittautuivat toimiviksi: jat-
kotutkimuskohteena voisikin olla laajemman pelisovelluksen toteutus, joka asettaa
kehyksen toiminnallisuudelle lisa¨vaatimuksia.
Seuraavassa luvussa analysoidaan prototyypin perusteella olennaisimmat arkkiteh-
tuuriratkaisut yleisemma¨lla¨ tasolla.
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6 Analyysi arkkitehtuuriratkaisuista
Luvussa tehda¨a¨n yleisanalyysi luvun 5 olennaisimmista arkkitehtuuriratkaisuista.
Kuvattavia ratkaisuja voidaan suositella havaittujen ominaisuuksiensa vuoksi pe-
liohjelmistojen arkkitehtuurissa ka¨ytetta¨viksi osiksi.
6.1 Yleisarkkitehtuuri
Luvussa 2.3 esitettiin MVC-arkkitehtuurimalliin perustuva suunnitteluratkaisu pe-
liohjelmiston yleisarkkitehtuuriksi. Ratkaisua ka¨ytettiin luvussa 5 kuvatussa ka¨y-
ta¨nno¨n peliesimerkissa¨. Arkkitehtuuri koostui logiikkakerroksesta, siihen liitetyista¨
na¨kymista¨ seka¨ sovelluksen elinkaarta hallitsevasta sovelluskerroksesta. Logiikkaker-
ros sisa¨lsi pelimaailman tietosisa¨llo¨n ja na¨kyma¨t esittiva¨t sen omilla tavoillaan.
Arkkitehtuurissa on tarkoituksella eriytetty syo¨tto¨laitteen syo¨tteen tulkitseminen
ja siihen reagoiminen eri kerroksiin. Ta¨ma¨ mahdollistaa logiikkakerroksen riippu-
mattomuuden viestin la¨hteesta¨: viesti voi tulla ihmispelaajalta, tekoa¨lyrutiinilta tai
verkosta. Viesti voi tulla jopa tiedostosta, johon on tallennettu aikaisemman pelin
aikana va¨litetyt viestit. Ta¨lla¨ voidaan toteuttaa joissakin peleissa¨ ka¨ytetty pelita-
pahtumien nauhoitus. Logiikkakerros ei myo¨ska¨a¨n ole tietoinen siita¨, mitka¨ na¨kyma¨t
lopulta ka¨sitteleva¨t sen la¨hetta¨ma¨t viestit. Na¨kyma¨t rekistero¨ityva¨t kuuntelemaan
haluamiaan viesteja¨, eika¨ logiikkakerros riipu na¨kymien rajapinnoista. Ratkaisu on
modulaarinen ja noudattaa yleista¨ olio-ohjelmoinnin periaatetta, joka kehottaa voi-
makkaaseen koheesioon ja heikkoon kytkenta¨a¨n.
Ratkaisussa ka¨ytetty viestinva¨litys mahdollistaa monen toisistaan riippuvan alija¨r-
jestelma¨n organisoidun yhteistoiminnan ilman suoraa kytkenta¨a¨ ja eksplisiittisia¨ riip-
puvuuksia. Ratkaisun huonona puolena on yleinen epa¨suoruuden lisa¨a¨misen vaikutus
suorituskykyyn: viestien muodostamisesta ja tulkinnasta muodostuu rasitetta. Rat-
kaisun hyo¨dyt voidaan katsoa kuitenkin haittoja suuremmiksi, kun vaihtoehtona on
monoliittinen ja¨rjestelma¨, jossa lukuisat alija¨rjestelma¨t riippuvat suoraan toistensa
rajapinnoista. Monoliittisen ja¨rjestelma¨n ylla¨pito on vaikeaa, koska julkisen rajapin-
nan muuttaminen voi rikkoa useita sita¨ ka¨ytta¨via¨ osia eri puolilla ja¨rjestelma¨a¨. Ra-
japinnan muuttaminen voi lisa¨ksi aiheuttaa pahimmillaan koko ja¨rjestelma¨n uudel-
leenka¨a¨nta¨misen. Isoissa C++-projekteissa koko ohjelman ka¨a¨nta¨minen voi kesta¨a¨
minuuteista tuntiin, mika¨ on pitka¨ aika pienia¨ muutoksia tekeva¨lle kehitta¨ja¨lle.
Viestinva¨litykseen perustuva arkkitehtuuri lisa¨a¨ ohjelmiston hallittavuuden lisa¨ksi
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sen joustavuutta: ja¨rjestelma¨a¨n voidaan lisa¨ta¨ esimerkiksi uusia osia, jotka ka¨sitte-
leva¨t ja¨rjestelma¨ssa¨ la¨hetettyja¨ tapahtumia uusilla tavoilla. Tapahtumia la¨hetta¨via¨
osia ei ta¨llo¨in tarvitse muokata mitenka¨a¨n, mika¨li tapahtumaoliossa va¨litetty data
pysyy muuttumattomana. Ja¨rjestelma¨n inkrementaalinen kehitys on siten helpom-
paa, kun uusien osien integroiminen ei aiheuta muutoksia valmiiseen ohjelmistoon.
Ja¨rjestelma¨n muokkaus on myo¨s helpompaa, koska alija¨rjestelmien tehta¨va¨t voidaan
jakaa uudelleen muokkaamalla vain kyseisia¨ alija¨rjestelmia¨. Tapahtumia la¨hetta¨viin
tai muihin alija¨rjestelmiin ei tarvitse puuttua.
Pelimaailman tietosisa¨llo¨n ja sen esitystapojen erista¨minen toisistaan antaa myo¨s
ratkaisumallin moninpelia¨ tukevan sovelluksen toteutukseen: verkkopalvelimella ajet-
tava palvelinsovellus voi perustua ta¨sma¨lleen samaan arkkitehtuuriin ja samoihin oh-
jelmistokomponentteihin kuin pelaajienkin koneilla ajettavat asiakassovellukset. Pal-
velinsovelluksen ero asiakassovelluksiin on ainoastaan audiovisuaalisten na¨kymien
puuttuminen.
Palvelimen tehta¨va¨na¨ on simuloida pelimaailmaa logiikkakerroksessaan. Asiakkaat
na¨kyva¨t logiikkakerrokselle verkkona¨kymina¨, jotka antavat syo¨tteita¨ viestinva¨litys-
ja¨rjestelma¨n avulla. Asiakassovelluksien logiikkakerrokset replikoidaan palvelimelta
tulevien syo¨tteiden avulla. Asiakassovellusten audiovisuaaliset na¨kyma¨t kommuni-
koivat logiikkakerroksensa kanssa aivan kuten yksinpelissa¨kin. Logiikkakerros ei vain
asiakkailla tee pa¨a¨to¨ksia¨ itse, vaan se toimii ainoastaan palvelimen sisa¨lto¨a¨ replikoi-
vana edustajana.
6.2 Puskuroitu tyypitetty viesti
Tutkielman prototyypin kuvauksen yhteydessa¨ esitettiin tyypitetty viesti -suunnit-
telumalliin [Vli97] perustuva viestinva¨litysja¨rjestelma¨n toteutus. Ratkaisu esiteta¨a¨n
seuraavaksi laajemmin ja yleisemma¨lla¨ tasolla kuin aiemmin prototyypin kuvauksen
yhteydessa¨.
Suunnittelumalli soveltuu tilanteisiin, joihin kaikki seuraavat kuvaukset pa¨teva¨t (lai-
naus alkupera¨isla¨hteesta¨):
 Ma¨a¨ra¨ttyjen luokkien oliot saattavat olla kiinnostuneita vastaanottamaan in-
formaatiota toisilta olioilta.
 Informaation rakenne ja monimutkaisuus on mielivaltaista ja voi muuttua oh-
jelmiston kehittyessa¨.
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 Informaation va¨lityksen tulee olla staattisesti tyyppiturvallista.
Tutkielman prototyypin tarpeisiin kehitetty muunnelma lisa¨a¨ edelliseen listaan viela¨
puskuroinnin: la¨hetetyt viestit tulee tallentaa puskuriin, jotta ne voidaan va¨litta¨a¨
vastaanottajalle viestin la¨hetyksesta¨ erillisena¨ ajanhetkena¨.
Motivaatio
Vaikka ratkaisun ka¨ytto¨kohteet ulottuvat peliohjelmistojen ulkopuolelle, ta¨ssa¨ esi-
tetta¨va¨t esimerkit liittyva¨t peliohjelmistojen toimintaan.
Alkupera¨isla¨hteessa¨ esitetyn suunnittelumallin esimerkkitoteutus on toimiva ratkai-
su toisistaan riippuvien alija¨rjestelmien va¨listen riippuvuuksien heikenta¨miseen. Rat-
kaisun avulla tapahtumien va¨litys voidaan tehda¨ ilman, etta¨ tapahtumia vastaanot-
tavan koodin tarvitsee tuntea tapahtumia la¨hetta¨via¨ osapuolia. Suunnittelumalli
eroaa ta¨ssa¨ kuuntelija-suunnittelumallista [GHJV95, s. 293], jossa tapahtumien vas-
taanottajat rekistero¨ityva¨t eksplisiittisesti tuntemiinsa kohteisiin. Ratkaisussa rekis-
tero¨idyta¨a¨n sen sijaan kuuntelemaan niita¨ tapahtumatyyppeja¨, joista vastaanottaja
on kiinnostunut.
Tapahtumien la¨hetta¨ja¨n ei tarvitse vastaavasti tuntea tapahtumia vastaanottavia
osapuolia. La¨hetta¨ja¨t ja vastaanottajat on eristetty toisistaan suunnittelumallin to-
teuttaman mekanismin avulla, mika¨ parantaa ja¨rjestelma¨n muunneltavuutta ja no-
peuttaa sita¨ kautta kehitystyo¨ta¨. Ratkaisusta puuttui kuitenkin puskurointi, joka
havaittiin prototyypin toteutuksen yhteydessa¨ ta¨rkea¨ksi peliohjelmistojen viestinva¨-
litysja¨rjestelma¨n ominaisuudeksi.
Ratkaisuun toteutettiin puskurointi alun perin prototyypin ka¨ytta¨ma¨n fysiikkakom-
ponentin ohjelmointirajapinnan rajoitteiden vuoksi. Koska fysiikkakomponentin las-
kenta tapahtui omassa sa¨ikeessa¨a¨n, komponentin rajapinta asetti rajoituksia kom-
ponentille annettavien syo¨tteiden ajankohdalle. Prototyypissa¨ viestinva¨litysja¨rjes-
telma¨n tarjoamaa puskurointia ka¨ytettiin komponentille annettavien syo¨tteiden an-
tamiseen komponentin sallimina ajanhetkina¨.
Puskuroinnille on kuitenkin muitakin ka¨ytto¨kohteita: puskuroinnin tuoma epa¨tah-
tisuus esta¨a¨ nimitta¨in ikuiseen silmukkaan joutumisen tilanteessa, jossa kaksi olio-
ta keskustelee keskena¨a¨n viestinva¨litysja¨rjestelma¨n avulla. Ta¨ma¨n ymma¨rta¨miseksi
tulee selostaa hiukan peliohjelmistojen suoritusmallia: ohjelmiston ytimessa¨ toimii
pa¨a¨silmukka, jonka tehta¨va¨na¨ on suorittaa alija¨rjestelmia¨ askeltaen. Pa¨a¨silmukan
sisa¨lto¨ koostuu yleista¨en pelin tilan pa¨ivityksesta¨ ja tilan esitta¨misesta¨ esimerkiksi
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visuaalisesti. Tilan pa¨ivityksessa¨ viestinva¨litysja¨rjestelma¨n rooli on osaja¨rjestelmien
kommunikaation toteuttaminen. Kun tila pa¨iviteta¨a¨n, viesteja¨ kuuntelevat oliot ka¨-
sitteleva¨t viestipuskurinsa ja la¨hetta¨va¨t uusia viesteja¨ toisille olioille.
Jos viestinva¨litysja¨rjestelma¨ ei toteuttaisi puskurointia ja viestinva¨litys olisi va¨lito¨n-
ta¨, kahden olion va¨linen keskustelu pysa¨ytta¨isi pa¨a¨silmukan etenemisen kokonaan.
Kun viestit ka¨sitella¨a¨n puskuroinnin ansiosta ainoastaan kerran pa¨a¨silmukan aikana,
viestinva¨litys etenee askeltaen ja¨rjestelma¨n muun toiminnan ohella.
Ikuisen silmukan vaara on viela¨ ta¨llo¨inkin olemassa tilanteessa, jossa viestin la¨het-
ta¨ja¨ ja vastaanottaja on sama olio: jos viestia¨ ka¨sitteleva¨ olio la¨hetta¨a¨ aina uuden
viestin itselleen, viestinva¨litys joutuu myo¨s ta¨llo¨in ikuiseen silmukkaan. Yksi ratkai-
sutapa on kaksoispuskurointi, jossa la¨hetetta¨va¨t viestit tallennetaan eri puskuriin
kuin ka¨sitelta¨va¨t viestit. Ta¨llo¨in la¨hetetta¨va¨t viestit eiva¨t pa¨a¨dy ka¨sitelta¨viksi sa-
malla pa¨ivitysaskeleella, vaan vasta seuraavan kerran, kun viestit ka¨sitella¨a¨n. Ta¨ma¨
tarkoittaa ka¨yta¨nno¨ssa¨ pa¨a¨silmukan seuraavaa iteraatiokierrosta, jos kaikki viestin-
ka¨sittelija¨t suoritetaan kerran jokaisella iteraatiolla.
Yleisesti tiivista¨en: puskurointi toteuttaa tuottaja–kuluttaja -mallin, jossa la¨hetta¨-
ja¨ ja vastaanottaja toimivat epa¨tahtisesti. Puskurointi mahdollistaa askeleittain ta-
pahtuvan kommunikaation ilman lukkiutumisen vaaraa. Siita¨ on hyo¨tya¨ myo¨s tilan-
teissa, joissa viestinka¨sittelyhetken tulee olla vastaanottajan ma¨a¨ritelta¨vissa¨, kuten
useampaa sa¨ietta¨ ka¨ytta¨vissa¨ sovelluksissa. Jos viestin vastaanottaja ja la¨hetta¨ja¨
voivat toimia eri sa¨ikeissa¨, viestipuskuri ja ka¨sittelija¨lista tulee suojata poissulke-
mismekanismilla (mutex).
Rakenne
Kuvassa 6–1 on esitetty ratkaisuun osallistuvat luokat. Ratkaisu perustuu C++-
kielen metaohjelmointiin ja on puskurointia lukuunottamatta la¨hes sama kuin al-
kupera¨isla¨hteen esimerkkitoteutus. Metaohjelmointia ka¨yteta¨a¨n ratkaisussa generoi-
maan tapahtumanka¨sittelijo¨iden abstraktit kantaluokat automaattisesti tapahtuma-
tyypin mukaan.
MySender Viestin la¨hetta¨ja¨, joka muodostaa viestin ja la¨hetta¨a¨ sen tapahtumao-
lion mekanismeilla. Viestista¨ luodaan ilmentyma¨ new-operaattorilla. Ilmenty-
ma¨a¨ ei voi luoda automaattisena oliona, koska muuten viesti tuhoutuisi ennen
sen ka¨sittelya¨. Viestimekanismin toteutuksen tulee huomioida ta¨ma¨ ka¨ytta¨-
ma¨lla¨ esimerkiksi viitelaskurin sisa¨lta¨via¨ osoittimia tapahtumaolioiden elin-
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MyReceiver
+ handleEvent(MyEvent)
BufferedEvent<T>
+ deliver()
- static getHandlers(): Handlers
- static registerHandler(Handler)
- static unregisterHandler(Handler)
- static deliver(BufferedEvent<T>)
   T
MyEventMySender «create & deliver»
BufferedEvent<T>::Handler
+ abstract handleEvent(T)
# handleBufferedEvents()
- enqueue(EventPtr)
*
Kuva 6–1: Puskuroitu tyypitetty viesti.
kaaren hallintaan.
MyReceiver Viestin vastaanottaja, joka perii tapahtumaluokan sisa¨luokkana ma¨a¨-
ritellyn abstraktin ka¨sittelija¨luokan. Toteuttaa viestinka¨sittelymetodin
handleEvent. Metodia kutsutaan, kun vastaanottaja kutsuu abstraktin ka¨-
sittelija¨luokan konkreettista metodia handleBufferedEvents (ns. kehysme-
todi [GHJV95, s. 325]). Sama vastaanottaja voi kuunnella useampaa tapah-
tumatyyppia¨, minka¨ vuoksi ratkaisu on ta¨ssa¨ muodossaan mahdollinen vain
moninperinta¨a¨ tukevissa kielissa¨.
MyEvent Konkreettinen tapahtumaluokka, joka perii abstraktin tapahtumaluokan
BufferedEvent<T>. Sisa¨lta¨a¨ vastaanottajalle va¨litetta¨va¨n informaation. Pe-
rinna¨ssa¨ annetaan kantaluokan kaavainparametriksi konkreettinen tapahtuma-
luokka (CRTP-idiomi [Cop95]).
BufferedEvent<T> Tapahtumien abstrakti kantaluokka, joka toteuttaa viestin-
va¨litykseen tarvittavat mekanismit ja sisa¨lta¨a¨ ka¨sittelija¨listan. Luokka toteut-
taa mekanismit tapahtuman va¨litykseen kaikille tapahtumatyyppia¨ kuuntele-
ville ka¨sittelijo¨ille. Lisa¨ksi voidaan tarjota mekanismi oliolta oliolle -kommuni-
kaatioon, jossa vastaanottajana toimii ainoastaan yksi tapahtumatyypille re-
kistero¨ityneista¨ ka¨sittelijo¨ista¨.
BufferedEvent<T>::Handler Abstrakti kantaluokka viestien vastaanottajille. Si-
sa¨lta¨a¨ viestipuskurin tapahtumille, jotka on la¨hetetty kyseiselle vastaanottajal-
le. Rekistero¨i itsensa¨ tapahtumien kantaluokalle luokan rakentajassa. Poistaa
itsensa¨ ka¨sittelija¨listasta vastaavasti luokan purkajassa.
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Ka¨ytto¨tapauksia peliohjelmistoissa
Tutkielman prototyypin toteutuksessa ratkaisua ka¨ytettiin ja¨rjestelma¨n fysiikka-,
grafiikka- ja logiikka-alija¨rjestelmien va¨liseen kommunikaatioon. Ka¨ytetta¨va¨ viestin-
va¨litystapa oli tapahtumien levitys kaikille kyseista¨ tapahtumatyyppia¨ kuunteleville
osapuolille (broadcast). Fysiikkakomponentin la¨hetta¨mia¨ peliobjektien sijaintitieto-
ja voitiin ka¨ytta¨a¨ ta¨llo¨in ja¨rjestelma¨n eri puolilla ilman, etta¨ fysiikkakomponentin
tarvitsi tieta¨a¨ tapahtumia kuuntelevia osapuolia. Na¨ma¨ taas eiva¨t toisaalta tienneet,
etta¨ tapahtuma tuli fysiikkakomponentilta. Ta¨ma¨n ansioista joidenkin peliobjektien
sijaintitiedot olisi voitu pa¨ivitta¨a¨ esimerkiksi verkosta ilman, etta¨ kuuntelevan osa-
puolen tarvitsi rekistero¨itya¨ erikseen verkkokomponentille.
Tyypitetty viesti -suunnittelumalli on mahdollista toteuttaa myo¨s siten, etta¨ vastaa-
nottajana toimii vain yksi olio. Viestin vastaanottajan ma¨a¨rittely voisi tapahtua ta¨l-
lo¨in antamalla esimerkiksi vastaanottajan osoite kahvana tapahtumaolion deliver-
metodikutsun parametrina. Viestin la¨hetta¨ja¨n tulee ta¨llo¨in tuntea vastaanottajan
kahva. Kahva voidaan kysya¨ ka¨sittelija¨lta¨ esimerkiksi sen getHandle-metodilla. Kah-
van generointi on viestinva¨litysmekanismin vastuulla ja voi perustua esimerkiksi ka¨-
sittelija¨n osoittimen tallentamisen kahvaolioon. Ka¨sittelija¨n tuhoutuessa kahvassa
oleva osoitin ka¨yda¨a¨n nollaamassa. Ta¨llo¨in tuhotulle vastaanottajalle la¨hetetta¨va¨t
viestit ja¨teta¨a¨n vain ka¨sittelema¨tta¨. Viestin la¨hetta¨ja¨n ei tarvitse erikseen tarkistaa,
onko vastaanottajaa olemassa.
Kahvan toiminta muistuttaa ta¨llo¨in Java-kielen heikkoja viitteita¨12. Na¨ma¨ mahdol-
listavat olioon viittaamisen, mutta eiva¨t esta¨ roskien kera¨a¨ja¨a¨ poistamasta oliota
muistista, kun olioon ei ena¨a¨ viitata tavallisilla vahvoilla viitteilla¨. Kahva on siten
siis kuin heikko viite: kahvan hallinnasta ei seuraa omistussuhdetta, mutta se mah-
dollistaa olioon viittaamisen, mika¨li se on viela¨ olemassa.
Ta¨llaista oliolta oliolle -kommunikaatiotapaa voisi ka¨ytta¨a¨ esimerkiksi peliobjektien
va¨liseen kommunikaatioon [Rab05, s. 293]:
Pelaaja kulkee rakennuksessa, jossa on ovia, hisseja¨ ja muita vuorovaikutukseen
kykenevia¨ peliobjekteja. Pelin ka¨ytto¨liittyma¨n ta¨hta¨inristikolla osoitetaan ka¨ytet-
ta¨va¨a¨ peliobjektia, joka poimitaan sa¨teenja¨ljityksella¨ tietyin va¨liajoin (esimerkiksi
grafiikka- tai fysiikkakomponentilla). Pelin sa¨teenja¨ljityspalvelu palauttaa vain osoi-
tetun peliobjektin kahvan, mutta ei itse peliobjektia. Peliobjekteille voi la¨hetta¨a¨
tapahtumia (esimerkiksi UseEvent) kahvan perusteella. Peliobjektit ma¨a¨ritteleva¨t
12java.lang.ref.WeakReference
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itse, miten kyseiseen tapahtumatyyppiin reagoivat vai reagoivatko ollenkaan. Ta¨s-
ta¨ seuraa se etu, etta¨ peliobjektien poiminnan ja tapahtumia la¨hetta¨va¨n koodin ei
tarvitse tieta¨a¨ pelimaailman toiminnasta mita¨a¨n. Sama mekanismi toimii seka¨ ovien
avaukseen, hissien kutsumiseen ja television pa¨a¨lle kytkemiseen.
Edella¨ mainittiin, etta¨ sa¨teenja¨ljityspalvelu voisi palauttaa peliobjekteista vain nii-
den kahvan. Ta¨sta¨ on se etu, etta¨ peliobjekteja ka¨ytta¨va¨n koodin ei tarvitse tarkis-
taa, onko peliobjekti ka¨ytto¨hetkella¨ oikeasti olemassa. Sa¨teenja¨ljitysrutiini voidaan
ajaa esimerkiksi vain joitakin kertoja sekunnissa. Jos peliobjekti on ehtinyt tuhou-
tua, ennen kuin sille la¨hetetty tapahtuma on ehtinyt perille, tapahtumaa ei vain ka¨-
sitella¨. Jos sa¨teenja¨ljityspalvelu palauttaisi suoran osoittimen peliobjektiin, viimeksi
poimitun peliobjektin osoitin saattaisi joskus osoittaa vapautetulle tai mahdollisesti
jo toisen olion ka¨yto¨ssa¨ olevalle muistialueelle.
Oliolta oliolle -kommunikaatio voisi olla erinomainen tapa myo¨s pelihahmojen tekoa¨-
lyn toteutukseen: pelihahmot voisivat keskustella keskena¨a¨n esimerkiksi na¨ko¨havain-
noista. Vartijabotin havaitessa pelaajan botti la¨hetta¨a¨ tapahtuman kaikille la¨histo¨lla¨
oleville vartijaboteille. Samalla na¨yteta¨a¨n esimerkiksi animaatio, jossa vartijabotti
huutaa apua tai painaa ha¨lytysnappia. Bottien tekoa¨lylogiikan ei tarvitse erikseen
tarkistaa, onko viestin vastaanottajaa ena¨a¨ olemassa, koska viestinva¨litysmekanismi
tekee sen automaattisesti.
Jotta viestinva¨litysmekanismi voisi toimia tekoa¨lyn vuorovaikutusmekanismina, se
voidaan paljastaa pelin skriptikielen ka¨ytto¨o¨n. Ta¨llo¨in botteja ohjaavat skriptit voi-
daan toteuttaa esimerkiksi tilakoneina, jotka antavat syo¨tteita¨ toisten bottien tila-
koneille tapahtumien avulla.
Analyysi
Vaihtoehtoinen tapa toteuttaa tapahtumien ka¨sittely olisi ma¨a¨ritella¨ luokka, joka
toimii kuin postin lajittelukeskus: tapahtumille (kirjeille) on ma¨a¨ritetty jokin tyyp-
pi (osoite), jonka perusteella ka¨sittelija¨ (vastaanottaja) valitaan. Valinta tehda¨a¨n
esimerkiksi isossa switch/case -rakenteessa viestityypin perusteella.
Ongelmaksi muodostuu viestityypin valinta. Yksinkertainen ratkaisu olisi ma¨a¨ritel-
la¨ otsaketiedosto, joka sisa¨lta¨a¨ kaikki sovelluksen ka¨ytta¨ma¨t viestityypit luettelossa
(C++-kielen enum). Jokainen viesteja¨ la¨hetta¨va¨ ka¨a¨nno¨syksikko¨ joutuu ta¨llo¨in viit-
taamaan ta¨ha¨n otsaketiedostoon. Mike McShaffry paljastaa kirjassaan, etta¨ Thief:
Deadly Shadows -pelissa¨ ka¨ytettiin ta¨ta¨ tapaa [McS04, s. 343]. Ongelmaksi muodos-
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tui yli tunnin kesta¨va¨t uudelleenka¨a¨nno¨kset, kun pelin viestityyppeja¨ muokattiin.
Viestityypit sisa¨lta¨nyt otsaketiedosto sisa¨ltyi niin suureen osaan ja¨rjestelma¨n ka¨a¨n-
no¨syksiko¨ita¨, etta¨ otsaketiedoston muokkauksen seurauksena la¨hes koko ja¨rjestelma¨
jouduttiin ka¨a¨nta¨ma¨a¨n uudelleen.
Joustavampi ratkaisu olisi valita viestityypiksi merkkijono, jolloin koko ja¨rjestelma¨a¨n
ulottuvaa otsaketiedostoa ei tarvita. Ta¨llo¨in ongelmaksi muodostuu kuitenkin merk-
kijonojen vertailun hitaus. Koska pa¨a¨silmukan yhden iteraation aikana va¨litetta¨via¨
viesteja¨ voi olla tuhansia, viestinva¨litysja¨rjestelma¨ saattaa muodostua sovelluksen
pullonkaulaksi. Ta¨ma¨ voi saattaa koko menetelma¨n ka¨yto¨n kyseenalaiseksi ja roh-
kaista ka¨ytta¨ma¨a¨n suoria rajapintakutsuja. McShaffry esitta¨a¨ ratkaisuksi merkkijo-
nojen hajautusta [McS04, s. 344], mutta ratkaisu on melko monimutkainen.
Edella¨ esitetty tyypitetty viesti -menetelma¨a¨n pohjautuva ratkaisu ei perustu viesti-
tyyppien vertailuun sovelluksen ajon aikana. Ratkaisussa viestityyppeihin liittyva¨t
ka¨sittelija¨t on ma¨a¨ritetty staattisesti koodissa ja na¨iden va¨linen linkki muodostetaan
ka¨sittelija¨olioiden rakentajissa. Tapahtumaluokasta on suora linkki tapahtuman ka¨-
sittelija¨a¨n. Ratkaisu ei siis ka¨rsi viestityyppien vertailun hitaudesta tai vertailun no-
peuttamismenetelmien tuomasta monimutkaisuudesta. Ratkaisuun oli mahdollista
lisa¨ta¨ myo¨s puskurointi, josta oli oma versio ka¨yto¨ssa¨ myo¨s McShaffryn ratkaisussa.
Ratkaisu perustuu new-operaattorin ka¨ytto¨o¨n, jonka vakiototeutus ka¨ytta¨a¨ ka¨ytto¨-
ja¨rjestelma¨n yleista¨ muistinvarausrutiinia (malloc). Ratkaisun jatkotutkimuskohde
voisi olla new-operaattorin ka¨yto¨n vaikutuksen selvitta¨minen suorituskykyyn ja voi-
siko muistialtaiden ka¨yto¨lla¨ [Dic06a, s. 165] tehostaa ratkaisun skaalautuvuutta.
Ratkaisu ei ole va¨ltta¨ma¨tta¨ kovin triviaali, koska tapahtumaoliot ovat vaihtelevan
kokoisia, mika¨ monimutkaistaa muistialtaiden ka¨ytto¨a¨ [Rab05, s. 294].
6.3 Peliobjektien mallinnus
Peliobjektit ovat pelimaailman rakennusyksiko¨ita¨. Esimerkiksi tasohyppelypelissa¨
peliobjektit olisivat kera¨tta¨via¨ esineita¨ ja pelihahmoja, jotka voisivat toimia tasoa
kuvaavan luokan (esimerkiksi Level) datana. Tutkielman prototyypissa¨ peliobjek-
teja olivat maasto ja petankkipallot. Peliobjektit sisa¨lta¨va¨t dataa seka¨ operaatioita,
joita ka¨yteta¨a¨n peliobjektin simulointiin pelimaailmassa. Ne tuovat sisa¨llo¨n pelimaa-
ilmaan, minka¨ vuoksi niiden tulee olla joustavia kuvaamaan mahdollisimman hyvin
kaikkea, mita¨ pelisuunnittelijat peliin ideoivat. Esimerkki: millainen luokkarakenne
tarvitaan, jos halutaan mallintaa hevosella ratsastava ritari, jolla on miekka ka¨des-
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sa¨? Ratkaisun tulee joustaa myo¨s muuttuvien vaatimusten edessa¨. Pelisuunnittelija
saa mullistavan idean, joka pita¨a¨ va¨ltta¨ma¨tta¨ saada peliin: miekka osaa puhua ja
hevonen osaa lenta¨a¨. Ideoiden toteuttaminen ei saa olla kovin raskas prosessi, koska
toimivien ja hauskojen ratkaisujen toteutus voi vaatia paljon kokeiluja.
Kuvissa 6–2, 6–3 ja 6–4 on kolme eri tapaa peliobjektien mallinnukseen. Ensimma¨i-
nen ka¨ytta¨a¨ syva¨a¨ perinta¨hierarkiaa, toinen moninperinna¨lla¨ yhdistetta¨via¨ kompo-
nentteja ja kolmas koosteella yhdistetta¨via¨ komponentteja. Perinta¨hierarkiaan pe-
rustuvaa tapaa kutsutaan peliobjektien mallinnusta ka¨sittelevissa¨ teksteissa¨ “tradi-
tionaaliseksi” ja silla¨ katsotaan olevan useita huonoja piirteita¨ [Bil02, Wil02, Wes07].
GameObject
Moveable
MedKit
Gun
Missile
Vehicle RigidHuman
GrenadeRockAlienPlayerPedestrianJetPackTankCar
Kuva 6–2: (Tapa 1) Peliobjektien syva¨ perinta¨hierarkia.
Object Type 2Object Type 1
Component A Component DComponent CComponent B
Kuva 6–3: (Tapa 2) Peliobjektien periytta¨minen komponenteista.
Component CComponent B
Object Type 2Object Type 1
Component A Component D
Kuva 6–4: (Tapa 3) Peliobjektien koostaminen komponenteista.
77
Tapa 1: peliobjektien mallinnus perinta¨hierarkiana
Periytta¨minen on vahva tyo¨kalu: se ma¨a¨rittelee staattisen suhteen ja vahvan kyt-
ko¨ksen kantaluokan ja aliluokan va¨lille. Perinta¨ketjuun perustuva luokkarakenne voi
na¨ytta¨a¨ aluksi siistilta¨. Siihen on sisa¨llytetty kaikki projektin alussa suunnitellut
ominaisuudet ja rakenne voi vaikuttaa aluksi toimivan. Projektin edetessa¨ havai-
taan kuitenkin, etta¨ peliin onkin saatava uudenlainen peliobjekti, joka vaatii muu-
toksia johonkin yleisesti ka¨ytettyyn kantaluokkaan. Muutos saattaa olla suhteellisen
helposti tehta¨vissa¨, jos muutoksen yhteydessa¨ rikkoutuvia aliluokkia on vain pieni
ma¨a¨ra¨. Ongelmia aiheutuu sita¨ enemma¨n, mita¨ syvempi hierarkia on, mita¨ enem-
ma¨n luokkia siihen osallistuu ja mita¨ la¨hempa¨na¨ perinta¨ketjun alkupa¨a¨ta¨ muutos
tehda¨a¨n. Jos muutos tehda¨a¨n jonkin kantaluokan toteutustiedoston sijasta sen otsa-
ketiedostoon, muutos aiheuttaa lisa¨ksi sen kaikkien aliluokkien uudelleenka¨a¨nta¨mi-
sen. C++-kielessa¨ uudelleenka¨a¨nno¨kselta¨ ei ta¨ssa¨ tapauksessa voi suojautua, koska
aliluokat joutuvat aina sisa¨llytta¨ma¨a¨n kantaluokkansa otsaketiedoston omaan otsa-
ketiedostoonsa. Jos toistuvat uudelleenka¨a¨nno¨kset ulottuvat jatkuvasti hyvin laajal-
le, ne voivat vaikuttaa koko kehitystiimin tyo¨panokseen heikenta¨va¨sti.
Kun ta¨llaisia muutoksia on tehty useita, projektin alussa loogiselta na¨ytta¨nyt luok-
karakenne ei ena¨a¨ va¨ltta¨ma¨tta¨ olekaan kovin looginen. Luokat voivat sisa¨lta¨a¨ tarpee-
tonta koodia, joka on peritty huonosti ma¨a¨ritellyista¨ kantaluokista. Koodia tarvitaan
vain osassa luokista ja muissa luokissa se on vain siksi, etta¨ se tulee perinna¨n muka-
na. Ongelmia voi tulla siis sopivan paikan lo¨yta¨misessa¨ toiminnallisuudelle. Toimi-
van luokkarakenteen ylla¨pita¨miseen kuluu paljon resursseja ja uudelleenmuotoilun
(refactoring) tarve on jatkuvaa. Ta¨ma¨n vuoksi syva¨a¨n perinta¨ketjuun perustuvaa
tapaa on verrattu [Wes07] “Punkero” -antisuunnittelumallin (Blob) [Bro98, s. 73]
ilmentyma¨ksi. Punkerolla tarkoitetaan isoa ja monimutkaista luokkaa tai ta¨ssa¨ ta-
pauksessa syva¨a¨ periytymisketjua, johon tehdyt muutokset ovat vaikeita ja voivat
ulottua joka puolelle ja¨rjestelma¨a¨.
Tapa 2: moninperinna¨lla¨ yhdistetta¨va¨t komponentit
Toinen tapa mallintaa peliobjektit on ka¨ytta¨a¨ moninperinta¨a¨ [Gol04, s. 274–281]:
toiminnallisuus jaetaan komponentteihin, joita yhdistella¨a¨n konkreettisissa peliob-
jekteissa. Kuvassa 6–3 toiminnallisuus on jaettu nelja¨a¨n komponenttiin. Peliobjekti-
tyyppi 1 ka¨ytta¨a¨ na¨ista¨ kolmea ja peliobjektityyppi 2 kahta komponenttia. Toimin-
nallisuus on saatu keskitettya¨ ka¨teva¨sti komponentteihin, mutta perinna¨n ka¨ytta¨mi-
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sesta¨ johtuen suhteet ovat edelleen staattisia ja ominaisuuksia ei voi vaihtaa muuten
kuin koskemalla la¨hdekoodiin. Ratkaisu perustuu myo¨s moninperinta¨a¨n, mika¨ voi
lisa¨ta¨ ratkaisuun tarpeetonta monimutkaisuutta [Mey05, kohta 40].
Tapa 3: koosteella yhdistetta¨va¨t komponentit
Kolmas ja selkea¨sti joustavin tapa on jakaa peliobjektien toiminnallisuus kompo-
nentteihin kuten edella¨, mutta komponentit yhdisteta¨a¨n peliobjekteissa perinna¨n si-
jasta koosteella eli sisa¨ltyvyyssuhteella. Koosteen etuna on suhteiden dynaamisuus:
jos peliobjekti koostetaan komponenteista, luokkarakenteen ei tarvitse olla suunni-
teltu etuka¨teen toimimaan kaikissa mahdollisissa tilanteissa, joita projektin alussa
ei osattu edes kuvitella. Muutokset ovat helpompia ja niita¨ voidaan tehda¨ jopa so-
velluksen ajon aikana irrottamalla jokin komponentti peliobjektista ja korvaamalla
se mahdollisesti jollakin toisella komponentilla. Periytta¨minen taas on staattista, ja
luokkien va¨lisia¨ suhteita ei voi muuttaa muuten kuin suunnittelemalla luokkarakenne
uudelleen. Koosteen ka¨ytta¨minen perinna¨n sijasta on yksinkertainen esimerkki ket-
tera¨n ohjelmistoprosessin filosofiasta: suunnittelu ja toteutus kulkevat rinnakkain,
muutokset vaatimuksissa ovat va¨ista¨ma¨tto¨mia¨ ja niihin pita¨a¨ vain varautua [Mar03,
s. 6–7].
Viimeisimma¨n tavan suurin etu on kuitenkin se, etta¨ yksitta¨isten tietokenttien li-
sa¨ksi peliobjektien rakenne voidaan kuvata jossakin tietokannassa. Peliobjektien ra-
kenteen voidaan katsoa siis olevan myo¨s dataa, ja se voidaan tallentaa esimerkiksi
XML-tiedostoon. Listauksessa 6–1 on esimerkki tiedostosta [Dic06b, s. 403].
Hyvin pienissa¨ peliprojekteissa (kuten tutkielman prototyypissa¨) peliobjektityyppe-
ja¨ on niin va¨ha¨n, etta¨ niiden rakenteella ei ole kovin suurta merkitysta¨. Ne voidaan
toteuttaa suoraan toiminnallisten vaatimusten mukaan miettima¨tta¨ sen tarkemmin
laadullisia vaatimuksia, kuten joustavuutta ja uudelleenka¨ytetta¨vyytta¨. Oikeissa,
laajoissa peleissa¨ vaatimukset ovat aivan toista luokkaa: Dungeon Siege -roolipelissa¨
(2002) erilaisia peliobjektityyppeja¨ oli yli 7300, joista monet olivat automaattisesti
generoituja. Peliobjekteja oli pelimaailmassa yli 100000 [Bil02]. Peli ka¨ytti kompo-
nentteihin perustuvia peliobjekteja. Jos jokaista peliobjektia olisi vastannut oma
C++-kielella¨ toteutettu luokkansa, niiden ylla¨pito olisi ollut mahdoton tehta¨va¨.
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1 <?xml version ="1.0 "?>
2 <game_object_template name="Ped_Female ">
3 <components >
4 <goc component ="gocVisualHuman">
5 <model name="Ped_Female "/>
6 <scale value="1.1 "/>
7 </goc >
8 <goc component ="gocHealth ">
9 <hitpoints
10 head="7",
11 torso="50",
12 leftArm ="20",
13 rightArm ="20",
14 leftLeg ="30",
15 rightLeg ="30"/>
16 </goc >
17 <goc component ="gocAIPedestrian"/>
18 </components >
19 </game_object_template >
Listaus 6–1: Esimerkki peliobjektin kuvaustiedostosta [Dic06b, s. 403].
Peliobjektit semanttisena na¨kyma¨puuna
Prototyypin toteutuksesta havaittiin, etta¨ komponentteihin perustuva peliobjektien
mallinnus mahdollistaa osaja¨rjestelma¨kohtaisten toimintojen intuitiivisen kapseloin-
nin itsena¨isiin komponentteihinsa. Aina kun peliobjektille tarvittiin lisa¨ta¨ uusi toi-
minnallisuus, tarvittiin lisa¨ta¨ ainoastaan uusi komponentti, johon toiminnallisuus
toteutettiin.
Kuvassa 6–5 on esitetty, kuinka peliobjektikomponentit toimivat prototyypin gra-
fiikka- ja fysiikkakomponentit yhdista¨va¨na¨ tekija¨na¨. Peliobjektit toimivat ika¨a¨n kuin
semanttisena na¨kyma¨puuna, josta on linkit grafiikka- ja fysiikkakomponenttien ylla¨-
pita¨miin erikoistuneisiin na¨kyma¨puihin. Na¨kyma¨puiden vaatimukset ovat hyvin eri-
laiset: grafiikkakomponentin na¨kyma¨puu sisa¨lta¨a¨ tiedot peliobjektien visuaalisesta
esityksesta¨ ja on suunniteltu tehokkaaseen na¨kyma¨karsintaan ja kuvanmuodostuk-
seen. Fysiikkakomponentin na¨kyma¨puu sisa¨lta¨a¨ peliobjektien fysikaaliset ominaisuu-
det ja toteuttaa to¨rma¨ystarkistuksen tehokkaaseen laskentaan soveltuvia tietoraken-
teita.
Peliobjektit tallentava tietorakenne (“semanttinen na¨kyma¨puu”) ei ollut prototyy-
pissa¨ hierarkkinen, kuten grafiikkakomponentin na¨kyma¨puu, vaan peliobjektit tal-
lennettiin assosiatiiviseen std::map-tietorakenteeseen ka¨ytta¨en avaimena peliobjek-
tien tunnisteita. Tunnisteiden lisa¨ksi pelityypista¨ riippuen voitaisiin haluta myo¨s
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Kuva 6–5: Peliobjektikomponentit osaja¨rjestelmien integraatiossa.
pystya¨ hakemaan nopeasti tietyn tyyppisia¨ peliobjekteja, kuten pelitasoon liittyvia¨
ajoneuvoja, rakennuksia ja pelihahmoja. Ta¨llo¨in peliobjektit tallentava tietorakenne
voitaisiin toteuttaa jonkinlaisena puurakenteena, jonka solmut jakavat peliobjektit
niiden tyypin mukaisiin kategorioihin.
McShaffry mainitsee kirjassaan [McS04, s. 30], etta¨ Thief: Deadly Shadows -pelissa¨
peliobjektit tallennettiin yksinkertaisesti listaan. Jos peliobjektin tarvitsi tieta¨a¨ toi-
sesta peliobjektista, kuten hissin nappi ja ovi, ne linkitettiin toisiinsa pelin editoris-
sa.
Koska peliobjektikomponentit antavat suoraviivaisen keinon integroida tapauskoh-
taisesti ra¨a¨ta¨lo¨ityja¨ na¨kyma¨puita, ratkaisuun on mahdollista liitta¨a¨ esimerkiksi spa-
tiaalinen (sijaintiin liittyva¨) na¨kyma¨puu. Ta¨ma¨n erikoisalana voisi olla esimerkiksi
erikoistuneiden tietorakenteiden toteuttaminen peliobjektien paikkatietokyselyihin.
Na¨ma¨ voisivat olla hyo¨dyllisia¨ tekoa¨lyn toteutuksessa tai verkkoliikenteen ohjaami-
seen massiivisissa verkkopeleissa¨. Ja¨lkimma¨isessa¨ keskeinen toiminnallisuus on esi-
merkiksi optimoida pelaajille kohdistuvaa verkkoliikennetta¨ siten, etta¨ ainoastaan
pelaajan la¨hella¨ olevien pelihahmojen sijaintitiedot pa¨iviteta¨a¨n palvelimelta.
Na¨kyma¨puut muistuttavat siis jossain ma¨a¨rin relaatiotietokantojen ka¨ytta¨mia¨ in-
dekseja¨: niiden tarkoitus on toteuttaa tehokkaat tietorakenteet erilaisten kyselyjen
tehokkaaseen suoritukseen. Peleissa¨ kyselyt ovat usein spatiaalisia, kuten grafiikka-
komponentin toteuttamat na¨kyvyyskarsinta- ja kappaleiden poimintakyselyt. Kyse-
lyt voivat olla myo¨s semanttisia ja liittya¨ peliobjektien tyyppiin tai ominaisuuksiin.
Peliobjektien mallinnus on keskeinen ongelma peliohjelmiston kehityksessa¨. Staat-
tiseen periytymisketjuun perustuva mallinnusratkaisu on joustamaton, eika¨ sovel-
lu peleihin, joissa peliobjektityyppeja¨ on suuri ma¨a¨ra¨. Peliobjektin mallintaminen
joukkona komponentteja on joustavampi ratkaisu, koska se mahdollistaa peliobjekti-
tyyppien luomisen ja muokkauksen ilman la¨hdekoodin muokkausta. Peliobjektityy-
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pit voidaan ma¨a¨ritella¨ esimerkiksi pelikohtaisilla sisa¨llo¨ntuotantotyo¨kaluilla valitse-
malla valmiiksi ohjelmoidusta komponenttipaletista erilaisia yhdistelmia¨.
Sisa¨llo¨ntuotantotyo¨kalu voi toteuttaa graafisen ka¨ytto¨liittyma¨n, jolla peliobjekteja
asetellaan pelimaailmaan. Peliobjekteille voidaan ma¨a¨ritta¨a¨ ominaisuuksia, jotka on
toteutettu komponentteina. Ominaisuudet voidaan valita esimerkiksi pudotusvali-
kosta. Jos peliobjektin halutaan esimerkiksi reagoivan to¨rma¨yksiin, sille annetaan
fysiikkakomponentti. Jos peliobjektiin liittyy jokin tekoa¨lyrutiini, se voidaan liitta¨a¨
peliobjektiin skriptikomponenttina. Jos siihen voidaan tarttua, siihen liiteta¨a¨n kysei-
sen toiminnallisuuden kapseloiva komponentti. Sisa¨llo¨ntuotantotyo¨kalu voi tallentaa
komponenttien datan esimerkiksi XML-tiedostoon tai vaikkapa relaatiotietokantaan,
josta komponentit alustetaan pelin ajon aikana. Peliobjektin ominaisuuksien ka¨yt-
ta¨minen tapahtuu aina kysyma¨lla¨ peliobjektilta ominaisuuskohtainen komponentti
ja ka¨ytta¨ma¨lla¨ sen rajapintaa.
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7 Yhteenveto
Pelit ovat monimutkaisia kokonaisuuksia. Peliohjelmistot koostuvat useasta keske-
na¨a¨n yhteistyo¨ssa¨ olevasta osaja¨rjestelma¨sta¨, joiden suunnittelu, toteutus ja yhteen
sovittaminen on haastavaa. Tutkielmassa kuvattiin yleisimpien osaja¨rjestelmien pe-
rusperiaatteet seka¨ esitettiin MVC-arkkitehtuurimalliin perustuva ratkaisu pelioh-
jelmiston yleiseksi arkkitehtuuriksi.
Pelin pita¨a¨ viihdytta¨a¨ ja loistaa ainakin jollakin osa-alueella ollakseen edes jonkinlai-
nen kaupallinen menestys. Peli-idean tulee olla tarkkaan mietitty jo ennen ohjelmis-
ton suunnittelun tai toteutuksen aloittamista. Toisaalta ohjelmiston tulee olla tar-
peeksi joustava muuttamaan muotoaan projektin ollessa jo ka¨ynnissa¨. Tutkielmassa
esitettiin peliobjektien komponenttiperustainen suunnitteluratkaisu, jonka ta¨rkein
ominaisuus on joustavuus. Suunnitteluratkaisu va¨henta¨a¨ ohjelmiston monimutkai-
suutta ja kohdistaa peliobjektityyppeihin tehta¨va¨t muutokset pieneen osaan la¨hde-
koodia, jolloin muutosten ja kokeilujen tekeminen helpottuu. Suunnitteluratkaisu
antaa myo¨s perusmekanismin sisa¨llo¨ntuotantotyo¨kalujen toiminnalle. Erilaisten pe-
liobjektityyppien luominen ja prototyypitys voidaan ta¨llo¨in tehda¨ ilman la¨hdekoo-
ditason muokkauksia, jolloin mahdollistetaan eri osa-alueisiin erikoistuneen henki-
lo¨sto¨n tehokas tyo¨skentely.
Tyo¨skentelya¨ tehostavana piirteena¨ na¨htiin myo¨s jonkinlaisen skriptikielen ka¨ytto¨.
Paljon kokeilua vaativat osat ohjelmoidaan skriptikielella¨, jolloin kehitta¨ja¨n ei tar-
vitse ka¨rsia¨ esimerkiksi C++-kielen hitaasta ka¨a¨nno¨svaiheesta tai huolehtia mata-
lan tason yksityiskohdista, kuten muistinhallinnasta. Skriptikieli voi sisa¨lta¨a¨ myo¨s
pelilogiikan ohjelmointia helpottavia rakenteita, kuten Lua-kielen vuorottaisrutiinit.
Tutkielmassa tutustuttiin joihinkin pelien ka¨ytta¨miin reaaliaikaisen kolmiulotteisen
grafiikan menetelmiin seka¨ avoimen la¨hdekoodin Ogre-grafiikkakomponenttiin. Kom-
ponentin ka¨yto¨sta¨ annettiin esimerkki toteuttamalla pienimuotoinen peliohjelmisto.
Peliesimerkki havainnollisti myo¨s Lua-virtuaalikoneen seka¨ fysiikkakomponentin in-
tegroimista peliohjelmistoon.
Peliohjelmiston hallittavuuden parantamiseksi peliohjelmistojen arkkitehtuurit pe-
rustuvat pelialan kirjallisuuden perusteella usein jonkinlaiseen viestinva¨litysmekanis-
miin. Tutkielman peliesimerkin toteutuksen tuloksena esitettiin uudenlainen toteu-
tusmekanismi, joka perustuu tyypitetty viesti -suunnittelumalliin. Mekanismi toteut-
taa prosessin sisa¨isen viestinva¨litysja¨rjestelma¨n, jossa viestiolioita voidaan va¨litta¨a¨
joko va¨litto¨ma¨sti tai puskuroidusti yhdelle tai useammalle vastaanottajaoliolle.
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1Liite 1. BufferedEvent.h
Liitteessa¨ on tutkielman prototyypin viestinva¨litysja¨rjestelma¨ssa¨ ka¨ytetty puskuroi-
tujen tapahtumien kantaluokka.
1 #ifndef BUFFEREDEVENT_H
2 #define BUFFEREDEVENT_H
3
4 #include "IEvent .h"
5 #include <boost/shared_ptr .hpp >
6 #include <vector >
7
8 namespace Engine {
9
10 template <typename T> class BufferedEvent: public IEvent {
11 public :
12 typedef boost :: shared_ptr <BufferedEvent <T> > EventPtr ;
13 typedef std ::vector <EventPtr > EventBuffer ;
14
15 BufferedEvent() {}
16 virtual ~ BufferedEvent() = 0 {} // pure virtual : subclassing forced
17
18 class Handler {
19 friend class BufferedEvent <T>; // to access private enqueue_
20
21 public :
22 Handler () { BufferedEvent <T>:: registerHandler(this); }
23 virtual ~Handler () { BufferedEvent <T>:: unregisterHandler(this); }
24
25 /** Handler classes process events here. */
26 virtual void handleEvent (const T& t) = 0;
27
28 protected :
29 /** Commences processing buffered events in FIFO order . Called
30 explicitly by handler object . Implements double buffering to
31 prevent eternal loops in case event handling generates new
32 events for the same receiver .
33 */
34 void handleBufferedEvents () {
35 EventBuffer buffer ; // current msgs
36 buffer .swap(m_Buffer ); // no copying required
37 for (size_t i = 0; i < buffer .size (); ++i) {
38 T* tp = static_cast <T*>( buffer [i].get ());
39 handleEvent (*tp);
40 }
41 }
42
43 private :
44 void enqueue_ (EventPtr p) {
45 m_Buffer .push_back (p);
46 }
47
48 private :
49 EventBuffer m_Buffer ;
250 };
51
52 /** Queue the event for later delivery . The event MUST BE NEW ’ED ON THE HEAP!
53 No external reference counting is necessary , it’s done internally .
54 */
55 virtual void deliver () { T::deliver (this); }
56
57 private :
58 typedef std ::vector <Handler *> Handlers ;
59
60 static Handlers & getRegistry () {
61 static Handlers registry ;
62 return registry ;
63 }
64
65 static void registerHandler(Handler * aHandler ) {
66 getRegistry (). push_back (aHandler );
67 }
68
69 static void unregisterHandler(Handler * aHandler ) {
70 assert (! getRegistry (). empty ());
71 Handlers :: iterator it;
72 Handlers & registry = getRegistry ();
73 for (it = registry .begin (); it != registry .end (); ++it) {
74 if (*it == aHandler ) {
75 registry .erase(it);
76 break ;
77 }
78 }
79 }
80
81 static void deliver (BufferedEvent <T>* t) {
82 // wrapping to a shared_ptr ensures safe event destruction when all
83 // handlers are done with the event
84 EventPtr p(t);
85 Handlers :: const_iterator it;
86 Handlers & registry = getRegistry ();
87 for (it = registry .begin (); it != registry .end (); ++it) {
88 (*it)->enqueue_ (p);
89 }
90 }
91 };
92
93 } // namespace
94
95 #endif // #ifndef BUFFEREDEVENT_H
