Abstract
Introduction and Background
Many companies face a problem in determining how to best adopt and deploy emerging capabilities for E-Commerce and E-Business services. This study employs a resource-based view of the organizational system involved in developing an open source EC/EB software products or application systems. This chapter examines the GNUenterprise.org (hereafter GNUe) project as a case study. The analysis and results of the case study focus attention to characterizing an array of social and technical resource the developers must mobilize and bring together in order in the course of sustaining their Free EC/EB software development effort. Free EC/EB results from applying free software development concepts, techniques, and tools [Williams 2002 ] to supplant those for open source software supporting EC and EB [cf. Carbone and Stoddard 2001] .
This study does not focus on the software functionality, operation, or development status of the GNUe Free EC/EB software, since these matters are the focus of the GNUe effort, and such details can be found on that project's Web site. Similarly, it does not discuss what EC/EB application packages are being developed or their operational status, though the categories of software packages can be seen in Exhibit 1, presented later. Instead, the resource-based view [Acedo, et al. 2006 , Barney 2001 that is the analytical lens employed in this chapter helps draw attention to a broader array of resources and institutionalized practices (i.e., resource-based capabilities) [Oliver 1997 ] that may better characterize the socio-technical investments that provide a more complete picture of the non-monetized costs associated with the development of free/open source software (FOSS), as well as possible competitive advantages and disadvantages [Hoopes, et al. 2003 ]. Such a characterization might then eventually inform other studies that seek to identify and explain the "total costs of operations" involved in developing, deploying and sustaining FOSS, or the commercial services that support them.
Case Study: The development of Free EC/EB software in GNUe
GNUe is an international virtual organization for software development Scozzi 2002, Noll and Scacchi 1999] based in the U.S. and Europe that is developing an Enterprise Resource Planning (ERP) system and related EC/EB packages using only Free software. One of their overarching goals is to put freedom back into "free enterprise", as seen in the overview of GNUe shown in Exhibit 1, which is taken from the project's Web site. This organization is centered about the GNUenterprise.org Web site/portal that enables remote access and collaboration. Developing the GNUe software occurs through the portal that serves as a global information sharing workplace and collaborative software development environment. Its paid participants are sponsored by one or more of a dozen or so companies spread across the U.S. and Europe. These companies provide salaried personnel, computing resources, and infrastructure that support this organization. However, many project participants support their participation through other means. In addition, there are also dozens of unpaid volunteers who make occasional contributions to the development, review, deployment, and ongoing support of this organization, and its software products and services. Finally, there are untold numbers of "free riders" [Olson 1971 ] who simply download, browse, use, evaluate, deploy, or modify the GNUe software with little/no effort to contribute back to the GNUe community.
GNUe is a community-oriented project, as are most sustained FOSS development efforts [Scacchi 2002a , Sharman et al., 2002 , West and O'Mahony 2005 . The project started in earnest in 2000 as the result of the merger of two smaller projects both seeking to develop a free software solution for EC/EB applications. More information on the history of the GNUe project can be found on their Web site.
The target audience for the GNUe software application packages is envisioned primarily as small to mid-size enterprises (SMEs) that are underserved by the industry leaders in ERP software.
These SMEs may be underserved due to the high cost or high prices that can be commanded for 3 commercial ERP system installations. Many of these target SMEs might also be in smaller or developing countries that lack a major IT industry presence. [Feller and Fitzgerald 2002] . But many GNUe participants also accept its recognition as an open source software project, since most OSS and all free software projects employ the GPL to insure the FOSS nature of their development activities and products.
Exhibit1. Overview of the GNUe and its
GNUe itself is not in business as a commercial enterprise that seeks to build products and/or offer services. It is not a dot-com business, but is a "dot-org" community venture. The "business model" of GNUe is more of a pre-competitive alliance (or a "cooperative") of software developers and companies that want to both cooperate and participate in the development and evolution of free ERP and EC/EB software modules. As such, it has no direct competitors in the traditional business sense of market share, sales and distribution channels, and revenue streams.
GNUe does not represent a direct competitive threat to ERP vendors like SAP, Oracle, or JD
Edwards. This will be true until these companies seek to offer low-cost, entry-level ERP or EC/EB service applications for SME customers. However, it does compete for attention, participation, independent consulting engagements, and mindshare from potential FOSS and other production resources that give rise to software, online communications, and technical peer reviews, are externalized or decentralized across a virtual organization [Bergquist and Ljundberg 2001, Crowston and Scozzi 2002] . This decentralization of costs reduces the apparent direct cost and administrative overhead (indirect cost) of OSSD by externalization and global distribution, while sustaining something of a centralized decision-making authority. Thus, individual, corporate, and collective self-interest are motivated, sustained and renewed in a manner accountable to the culture and community that is GNUe [cf. Monge, et al., 1998 ].
As such, these conditions make this study unique in comparison to previous case studies of EC or EB initiatives, which generally assume the presence of a centralized administrative authority Subsequently, what follows is a description of key resources being employed throughout GNUe to develop and support the evolution of the GNUe software modules.
Analyzing the GNUe Case
This section presents an interpretive analysis of the case study, as is appropriate for the kinds of data and descriptions that have been presented and in related studies [cf. Scacchi 2001 , 2002a , Skok and Legge 2002 .
A reasonable question to ask at this point is whether GNUe is an efficient and effective enterprise, and whether its participants realize gains that outweigh their individual investments.
As a FOSS development alliance and virtual enterprise, GNUe is not designed to make money or be profitable in the conventional business sense. It is, however, conceived to be able to develop and deploy complex ERP and EC/EB software modules. Companies that provide paid software developers to work on the GNUe software expect to make money from consulting, custom systems integration and deployment, and ongoing system support. These services generally accompany the installation and deployment of this kind of software. They may also just seek to acquire, use, and deploy open ERP or EC/EB applications for their own internal EB operations.
Similarly, they may value the opportunity to collaborate with other firms or other highly competent ERP and EC/EB software developers [Crowston and Scozzi 2002 , Jensen and Scacchi 2006 , Monge, et al., 1998 ]. Other unpaid contributors and volunteers make also share in these same kinds of values or potential outcomes.
Can an enterprise make money from creating a complex ERP and EC/EB software suite that from the start is distributed as free, open source software? Don't ERP and EC/EB software products whose proprietary closed source alternatives from SAP and others cost upwards of a million dollars or more [Curran and Ladd 2000, Keller and Tuefel 1998 ]? Yes, closed source ERP and EC/EB systems do entail a substantial acquisition, implementation, deployment, and support costs. But the purchase price of most ERP software packages and EC/EB service application may only represent 5-10% of the total cost of a sustained deployment in a customer enterprise. Subsequently, most of the financial cost of an ERP or EC/EB application deployment is in providing the installation, customization, and maintenance support services. As FOSS in widespread use is subject to continuous improvement, then the opportunity to provide ongoing support services to businesses or government agencies that rely on them will continue and grow.
Thus, a FOSS project like GNUe can still serve to generate opportunities for support service providers, without the need to generate revenues from sales of their ERP and EC/EB software.
Commercial vendors like IBM, RedHat, JBoss (recently acquired by RedHat), and many others offer many kinds of OSS support services to realize their revenue generation goals, so
GNUenterprise's developers have the potential to earn a living or make additional money from their FOSS development efforts.
What kinds of challenges can make the transition from EC/EB to Free EC/EB problematic or motivating, and how might these problems be mitigated via OSSD? Two broad categories of challenges to Free EC/EB are apparent: those involving economic conditions such as those already noted, and those denoting structural or resource-based capabilities [Acedo, et al. 2006 , Barney 2001 , Hoopes, et al. 2003 , and Oliver 1997 . Here the focus is on the later, and thus start with a description of the research methods employed in this study.
Research Methods
This study of GNUe arises from a longitudinal field study spanning 2002 [Noll and Scacchi 1999] . A diverse set of work practices and sociotechnical interaction processes emerged from the codings and their comparative analysis. These include how participants in different roles express their beliefs, norms, and values, as well as how they are enacted in shaping what free software development entails [Elliott and Scacchi 2003 ]. These in turn guide technical decision-making regarding which tools to employ during development activities, as well as how globally distributed participants act through cooperation and conflict to collectively to form (and re-form) GNUe as a virtual organization [Elliott and Scacchi 2005] . Finally, these practices also serve as a basis for articulating an occupational community of free software developers within the free software movement Scacchi 2003, 2006] . The study presented here extends and complements those just cited through a reframing of the observed practices through data coding and institutionalized patterns that characterize the socio-technical resources and resource-based capabilities that support free software development work in GNUe. Finally, the analysis employs a variety of representational notations, relational schemes and flow diagrams ] to help articulate the results that are described next.
Resources and Capabilities for Developing Free EC/EB Software in GNUe
What kinds of resources or business capabilities are needed to help make Free EC/EB efforts more likely to succeed? How do these resources differ from those recommended in traditional software engineering projects? Based on what was observed in the GNUe case study, the following (unordered) set of socio-technical resources and capabilities enable the development of (a) free ERP and EC/EB software packages, as well as (b) the community that is sustaining its evolution, deployment and refinement, though other kinds of socio-technical processes also play a key role in mobilizing these resources into capabilities supporting work practices, and these are described elsewhere [Elliott and Scacchi, 2003 , 2006 , Scacchi 2005 .
Personal software development tools and networking support
In GNUe, free software developers provide their own personal computer resources (often in their homes) in order to access or participate in the project. They similarly provide their own access to the Internet, and some even host personal Web sites or information repositories. Furthermore, these free software developers bring their own choice of tools (e.g., source code compliers, diagram editors) and development methods to the GNUe community, thought this seems to be common to many FOSS projects. There are few shared computing resources beyond the project's Web site, though its operation is supported in part by a company that provides a small number of programmers to work on the GNUe software. Nonetheless, the sustained commitment of personal resources helps subsidize the emergence and evolution of the GNUe community, its shared (public) information artifacts, and resulting free software. It also helps create recognizable shares of the free software commons [cf. Benkler 2006 , Lessig 2005 that are linked (via hardware, software, and Web) to the community's information infrastructure.
Beliefs supporting FOSS Development
Why do free software developers contribute their skill, time, and effort to the development of free software and related information resources? Though there are probably many diverse answers to such a question, it seems that one such answer must account for the belief in the freedom to access, study, modify, redistribute and share the evolving results from a FOSS development project. Without such belief, it seems unlikely that there could be "free" and "open source" software development projects [DiBona, Ockman and Stone, 1999 , Pavlicek 2000 , Williams 2002 ]. However, one important consideration that follows is what the consequences from such belief are, and how these consequences are put into action.
In looking across the case study data, in addition to examination of the online GNUe information resources from which they were taken [cf. Elliott and Scacchi 2003 , 2006 Elsewhere, GNUe developers also expressed in choices for when to release work products (choice of satisfaction of work quality over schedule), determining what to review and when (modulated by community ownership responsibility), and expressing what can be said to whom with or without reservation (modulated by trust and accountability mechanisms). Shared belief and practice in these freedoms of expression and choice are part of the virtual organizational culture that characterizes a community project like GNUe Scacchi 2003, 2005] .
Subsequently, putting these beliefs and cultural resources into action continues to build and reproduce socio-technical interactions networks that enabled sustained FOSS project community and the free software movement Scacchi 2006, Scacchi 2005] .
Competently skilled and self-organizing software developers 
FOSS developers organize their work as a virtual organizational form that seems to differ from
what is common to in-house, centrally managed software development projects, which are commonly assumed in traditional software engineering textbooks [Sommerville 2004 ]. Within in-house development projects, software application developers and end-users often are juxtaposed in opposition to one another. Danziger [1979] referred to this concentration of software development skills, and the collective ability of an in-house development organization to control or mitigate the terms and conditions of system development as a "skill bureaucracy".
Such software development skill bureaucracy (though still prevalent today) would seem to be mostly concerned with rule-following and rationalized decision-making, perhaps as guided by a "software development methodology" and its corresponding "interactive development environment" for software engineering.
In the decentralized virtual organization of a FOSS development community like GNUe, a "skill meritocracy" [cf. Fielding 1999] 
Discretionary time and effort of developers
Are FOSS developers working for "free," or for advancing their career and professional development? Most of the core GNUe software developers have "day jobs" as software developers or consultants in companies, but few of these jobs specifically focus on the development of FOSS. So developing free software in the GNUe project is supported only in part for some of its core developers. Elsewhere, the survey results of Hars and Ou [2002] and others [Lerner and Tirole 2000, Hann, et al. 2002] suggest there are many personal and professional career oriented reasons for why participants will contribute their own personal (unpaid) time and effort to the sometimes difficult and demanding tasks of software development. What we have
found in GNUe appears consistent with the cited observations. These include not only selfdetermination, peer recognition, community identification, and self-promotion, but also belief in on what they want, when they want, though the core developers do routinely connect to the project's chat room as a way to show up for work and to be visible to others.. However, they remain somewhat accountable to the inquiries, reviews, and messages of others in the community, particularly with regard to software modules or functions for which they have declared their responsibility to maintain or manage as a core developer.
In the practice of peer recognition, a GNUe developer becomes recognized as an increasingly valued community contributor as a growing number of their contributions make their way into the core software modules [Benkler 2006, Bergquist and Ljundberg 2001] . In addition, nearly two-thirds of FOSS developers work on 1-10 additional software projects [Hars and Ou 2002, Madey, et al, 2005] , which also reflects a growing social network of alliances across multiple software development projects [cf. Monge, et al. 1998 , Scacchi 2005 . The project contributors who span multiple free or non-free software project communities (identified as "linchpin developers" by Madey, et al., 2005) serve as "social gateways" that increase the GNUe community's mass [Marwell and Oliver 1993] , as well as affording opportunities for inter-project software composition, bricolage, and interoperation [Jensen and Scacchi 2005] Interlinked information on the project's Web site, project development artifacts, and persistent online chat messages help point to who the experts and core contributors are within the projects socio-technical interaction network [Scacchi 2005 ].
In self-promotion, GNUe project participants communicate and share their experiences, perhaps from other application domains or work situations, about how to accomplish some task, or how to develop and advance through one's career. Being able to move from the project periphery towards the center or core of the development effort requires not only the time and effort of a contributor, but also the ability to communicate, learn from, and convince others as to the value or significance of the contributions [cf. Scacchi 2006, Lave and Wegner 1991] . This is necessary when a participant's contribution is being questioned in open project communications, not incorporated (or "committed") within a new build version, or rejected by vote of those already recognized as core developers [cf. Fielding 1999] .
The last source of discretionary time and effort observed in GNUe is found in the freedoms and beliefs in FOSSD that are shared, reiterated and put into observable interactions. If a community participant fails to sustain or reiterate the freedoms and beliefs codified in the GPL, then it is likely the person's technical choice in the project may be called into question Scacchi 2003, 2005] , or the person will leave the project and community. But understanding how these freedoms and beliefs are put into action points to another class of resources (sentimental resources) that must be mobilized and brought to bear in order to both develop FOSS systems and the global communities that surround and empower them. Social values that reinforce and sustain the project community, and technical norms regarding which software development tools and techniques to use (e.g., avoid the use of "non-free" software), are among the sentimental resources that are employed when participants seek to influence the choices that others in the project seek to uphold.
Trust and social accountability mechanisms
Developing complex software modules for ERP and EC/EB applications requires trust and accountability among GNUe project participants. Though trust and accountability in a FOSS project may be invisible resources, ongoing software and community development work occur only when these intangible resources and mechanisms for social control are present [cf. Gallivan
2001, Hertzum 2002].
The intangible resources of trust and accountability in GNUe arise in many forms. They include assuming ownership or responsibility of a community software module, voting on the approval of individual action or contribution to community software [Fielding 1999 ], shared peer reviewing [DiBona, Ockman and Stone 1999, Benkler 2006] , and by contributing gifts [Bergquist and Ljundberg 2001] that are reusable and modifiable public goods [Olsen 1971 , Samuelson 1954 , Lessig 2005 . They also exist through the community's recognition of a core developer's status, reputation, and geek fame [Pavlicek 2000 ]. Without these attributions, GNUe developers may lack the credibility they need to bring conflicts over how best to proceed to some accommodating resolution. Finally, as the GNUe project has been sustained (though with turnover) for over five years in terms of the number of contributing developers, end-users, and external sponsors, then GNUe's socio-technical mass (i.e., web of interacting resources) has become sufficient to insure that individual developer trust and accountability to the project community are sustained and evolving [Marwell and Oliver 1993] .
Thus, the GNUe participants rely on mechanisms and conditions they have created for gentle but sufficient social control that helps constrain the overall complexity of the project. These constraints act in lieu of an explicit administrative authority or project management regime that would schedule, budget, staff, and control the project's development trajectory with varying degrees of administrative authority and technical competence, as would be found in a traditional software engineering project [cf. Sommerville 2004] .
Free open source software development informalisms
Software informalisms [Scacchi 2002a ] are the information resources and artifacts that participants use to describe, proscribe, or prescribe what's happening in a FOSSD project. They are informal narrative resources (or online document genres [cf. Kwansik and Crowston 2005]) that are comparatively easy to use, and immediately familiar to those who want to join the community project. However, the contents they embody require extensive review and comprehension by a developer before core contributions can be made. The most common informalisms used in GNUe include (i) community communications and messages within project Email, (ii) threaded message discussion forums or group blogs, (iii) news postings, (iv) community digests, and (v) instant messaging or Internet relay chat. 
Discussion and Conclusions
Many questions about free software development remain unanswered or unexamined by this study. For example, it is unclear whether there must be a critical mass of salaried software developers whose job includes development or support of GNUe software, and if so, how many software developers this entails. Over the four years in the study of GNUe, the number and composition of core software developers has changed, in part in response to their changing interests and work situations. The project has not grown to the point where commercialization of 
