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1. Seznamte se s HW a SW architekturou IDS sondy Traffic Scanner implementovanou
na platformeˇ COMBO6X.
2. Analyzujte mozˇnosti HW akcelerace sta´vaj´ıc´ıch open-source IDS na´stroj˚u.
3. Navrhneˇte a vytvorˇte programove´ vybaven´ı umozˇnˇuj´ıc´ı konfiguraci sondy, sbeˇr dat a
jejich analy´zu v rea´lne´m cˇase. Pro u´cˇely zpeˇtne´ analy´zy podezrˇele´ho s´ıt’ove´ho provozu
navrhneˇte syste´m ukla´da´n´ı teˇchto dat a jejich zprˇ´ıstupneˇn´ı k off-line zpracova´n´ı.
4. Analyzujte mozˇnosti integrace a spolupra´ce IDS sondy Traffic Scanner s ostatn´ımi
zarˇ´ızen´ımi pro sledova´n´ı s´ıt’ove´ho provozu. Navrhneˇte koncepci detekce narusˇen´ı pocˇ´ıtacˇove´
s´ıteˇ pomoc´ı IDS sondy Traffic Scanner.
5. Oveˇrˇte funkcionalitu navrzˇene´ho rˇesˇen´ı. Proved’te kontroln´ı meˇrˇen´ı a srovnejte mozˇnosti
cˇisteˇ SW IDS s hardwaroveˇ akcelerovany´m IDS pomoc´ı COMBO6X karty.
Licencˇna´ zmluva
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Abstrakt
Sta´le rastu´ce rozsˇ´ırenie a priepustnost’ pocˇitacˇovy´ch siet´ı prina´sˇa mnoho bezpecˇnostny´ch
hrozieb. Jedny´m z prostriedkov zabezpecˇenia su´ syste´my detekcie narusˇenia (IDS). Nı´zka
priepustnost’ softwe´rovy´ch IDS vyu´st’uje vo vy´voj hardwe´rovy´ch akcelera´torov. Konkre´tnym
je sonda Traffic Scanner projektu Liberouter vyuzˇ´ıvaju´ca technolo´giu FPGA. Jadro akce-
lera´cie spocˇ´ıva vo vyhl’ada´van´ı jednoduchy´ch ret’azcov v obsahu paketu. Komplexny´ popis
ret’azcov zarucˇuju´ regula´rne vy´razy. Ta´to pra´ca obohacuje sondu Traffic Scanner o mozˇnost’
pokrocˇile´ho vyhl’ada´vania ret’azcov pomocou Perl Compatible Regular Expressions (PCRE)
implementovany´m transforma´torom. Dˇalej prina´sˇa na´vrh a implementa´ciu programove´ho
vybavenia umozˇnˇuju´ceho vyuzˇit’ funkcionalitu akcelera´toru uzˇ´ıvatel’om. Poda´va koncepciu
detekcie narusˇenia siet’e s vyuzˇ´ıt´ım sondy Traffic Scanner a mozˇnosti spolupra´ce s iny´mi
bezpecˇnostny´mi zariadeniami.
Kl´ıcˇova´ slova
siet’ova´ bezpecˇnost’, PCRE, regula´rne vy´razy, konecˇne´ automaty, syntakticky´ analyza´tor,
IDS, Snort, FPGA, qt4
Abstract
Continuous spreading and growing bandwidth of computer networks brings many security
threats. Intrusion Detection System (IDS) is a mean to provide network security. Software
IDS aplications gain only low throughput and that is why hardware accelerators are under
heavy development. Probe Traffic Scanner is a hardware accelerator developed in Liberouter
project with use of FPGA technology. Main core of acceleration is searching packet pay-
load for simple suspicious strings. Regular expressions provide complex way of describing
strings. This bachelor thesis adds feature of searching according to Perl Compatible Regu-
lar Expressions (PCRE) to Traffic Scanner Probe by implemented transformer. In addition
design and implementation of control software allowing users to use functions provided by
the Probe have been created. Conception of intrusion detection in network utilizing Traffic
Scanner is outlined so as possibilities of cooperation with other security devices.
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Dnesˇna´ doba je charakteristicka´ masovy´m vyuzˇ´ıvan´ım vy´pocˇtovej techniky a pocˇ´ıtacˇovy´ch
siet´ı. Zˇijeme v ”informacˇnej spolocˇnosti“ a osobny´ pocˇ´ıtacˇ sa sta´va nutnost
’ou a pra´ca
s n´ım kazˇdodennou rutinou pre sta´le va¨cˇsˇiu skupinu obyvatel’stva. Stu´pa zˇivotna´ u´rovenˇ a
ku´pyschopnost’ obyvatel’stva i organiza´ci´ı. Dnesˇne´ PC maju´ dostatocˇny´ vy´kon pre potreby
bezˇne´ho uzˇ´ıvatel’a, aj pokial’ sa nejedna´ o technologicku´ sˇpicˇku. Internetove´ pripojenie je
dnes sˇiroko dostupne´ verejnosti najma¨ vd’aka rozmachu technolo´gie ADSL a postupne si
l’udia nanˇ zvykaju´ ako na sˇtandardnu´ sluzˇbu akou je napr´ıklad telefonicke´ spojenie. Vo
firemnom prostred´ı je siet’ove´ pripojenie nevyhnutne´.
Tento stav, kde na´m vy´pocˇtova´ technika ul’ahcˇuje zˇivot, si vsˇak vybera´ svoju danˇ. L’udia
maju´ mnozˇstvo negat´ıvnych vlastnost´ı. Radi z´ıskavaju´ statky, ktore´ im nepatria. V dnesˇnej
dobe su´ to najma¨ informa´cie, ktore´ moˆzˇu mat’ vel’ku´ cenu.
Ta´to l’udska´ podstata sa bohato prejavuje aj vo svete vy´pocˇtovej techniky. Vı´rove´
hrozby, tro´jske kone, DoS u´toky, phishing su´ na kazˇdodennom poriadku a spoˆsobuju´ nemale´
hospoda´rske sˇkody alebo naopak, niektory´m organiza´cia´m stu´paju´ce pr´ıjmy. Odohra´va sa
tu nekoncˇiaci boj medzi u´tocˇn´ıkmi a obrancami. Pocˇet a sofistikovanost’ u´tokov neusta´le
stu´pa.
Za´kladny´m prostriedkom na zabezpecˇenie siet’ovej prema´vky su´ firewally. Pokrocˇilejˇsie
mozˇnosti v tejto oblasti poskytuju´ syste´my detekcie narusˇenia IDS. Zva¨cˇsˇa su´ implemento-
vane´ ako softwe´r bezˇiaci na obecnom procesore. Najzna´mejˇs´ım a najrozsˇ´ırenejˇs´ım je zrejme
IDS Snort. Tieto syste´my obsahuju´ va¨cˇsˇinou komplexne´ riesˇenie detekcie narusˇenia a su´
flexibilne´.
Najna´rocˇnejˇsou u´lohou IDS je prehl’ada´vanie vel’ke´ho mnozˇstva da´t pre vy´skyt ne-
bezpecˇny´ch ret’azcov. Pocˇty ret’azcov sa ra´taju´ na tis´ıce. Najva¨cˇsˇou nevy´hodou softwe´rovy´ch
riesˇen´ı IDS je ich n´ızka priepustnost’. Tento nedostatok je spoˆsobeny´ uzˇ´ıvan´ım obecne´ho
procesoru, ktory´ nie je optimalizovany´ pre riesˇenie sˇpecificky´ch opera´ci´ı preva´dzany´ch IDS
aplika´ciami. Priepustnost’ sa pohybuje v ra´doch stoviek Mb.
So sta´le zvysˇuju´cou sa priepustnost’ou a pr´ıchodom 1Gb a 10Gb siet´ı softwe´rove´ IDS ne-
dostacˇuju´. Su´ vyv´ıjane´ snahy o presun vy´konovo najna´rocˇnejˇs´ıch opera´ci´ı do sˇpecializovane´ho
hardwe´ru. Existuju´ce komercˇne´ riesˇenia, realizovane´ v sˇpecializovanom hardwe´ry, su´ vsˇak
vel’mi financˇne na´kladne´.
Perspekt´ıvu v tejto oblasti ukazuje technolo´gia FPGA (Field-Programmable Gate Array).
Realiza´cia potrebny´ch opera´ci´ı hardwe´rovej akcelera´cie s vyuzˇit´ım tejto technolo´gie je pred-
metom intenz´ıvnych vy´skumov prina´sˇaju´cich dobre´ vy´sledky.
Konkre´tnym pr´ıkladom vyv´ıjane´ho hardwe´rove´ho akcelera´toru IDS Snort je zariadenie
Traffic Scanner projektu Liberouter. Prvotne´ verzie zariadenia, ktore´ho hlavnou u´lohou je
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vyhl’ada´vanie jednoduchy´ch ret’azcov v obsahu paketov, prina´sˇaju´ vel’mi dobre´ vy´sledky.
Vyhl’ada´vanie je zalozˇene´ na pouzˇit´ı konecˇny´ch automatov (KA). Pre komplexne´ pokrytie
hardwe´rovej akcelera´cie je potrebne´ riesˇit’ ota´zky pokrocˇile´ho vyhl’ada´vania ret’azcov re-
gula´rnymi vy´razmi. V pr´ıpade akcelerovane´ho IDS Snort su´ to PCRE (Perl Compatible
Regular Expressions). Toto rozsˇ´ırenie je mozˇne´ vd’aka pouzˇitiu KA. Dˇalˇsou potrebou akce-
lera´toru je funkcˇne´ programove´ vybavenie spr´ıstupnˇuju´ce ovla´danie uzˇ´ıvatel’om. Efekt´ıvnu
a jednoduchu´ pra´cu poskytuje graficke´ uzˇ´ıvatel’ske´ prostredie (GUI).
Pra´ca je cˇlenena´ do sˇiestich kapitol. Nasleduju´ca kapitola cˇitatel’a uva´dza do problema-
tiky siet’ovej bezpecˇnosti, poskytuje prehl’ad techn´ık siet’ovy´ch u´tokov a pomerne obsiahly
popis prostriedkov pre zabezpecˇenie. Pozornost’ je venovana´ najma¨ prostriedkom IDS a ich
rozlicˇny´m druhom. Podrobne pop´ısany´ je aj hardwe´rovy´ akcelera´tor Traffic Scanner a teo´ria
konecˇny´ch automatov. Tretia kapitola vysvetl’uje proces vytva´rania akcelera´tora Traffic
Scanner, najma¨ transforma´ciu PCRE do ko´du VHDL. Sˇtvrta´ kapitola popisuje softwe´rovu´
vrstvu sondy a vytvorene´ programove´ vybavenie. Predposledna´ kapitola zhodnocuje sondu
z pohl’adu funkcˇne´ho prvku v siet’ovej infrasˇtruktu´re, poda´va uzˇ´ıvatel’sku´ koncepciu a v´ıziu
spolupra´ce s iny´mi bezpecˇnostny´mi zariadeniami. Na za´ver je cela´ pra´ca zhrnuta´ a zhod-





Pokusy o narusˇenie bezpecˇnosti syste´mov nazy´vame u´tokmi. Va¨cˇsˇinou je ich ciel’om priniest’
u´tocˇn´ıkovi profit, alebo posˇkodit’ niekoho ine´ho, cˇi uzˇ konkre´tnu obet’ alebo anonymnu´
osobu. Aj toto posˇkodenie moˆzˇe priniest’ v konecˇnom doˆsledku u´tocˇn´ıkovi zisk.
Pre prevedenie u´tokov sa vyuzˇ´ıva dobre zna´mych zauzˇ´ıvany´ch techn´ık, ale neusta´la in-
vencia u´tocˇn´ıkov prina´sˇa techniky nove´, sofistikovanejˇsie, vyuzˇ´ıvaju´ce chyby novo-pouzˇ´ıvany´ch
technolo´gi´ı.
2.1.1 Oblasti u´tokov
Kazˇdy´ u´tok sa zameriava na zneuzˇitie v urcˇitej oblasti napa´dane´ho syste´mu podl’a techniky,
ktoru´ u´tok vyuzˇ´ıva. Aj ked’ vy´sledok roˆznych u´tokov je rovnaky´, moˆzˇu pre dosiahnutie
svojho ciel’a vyuzˇ´ıvat’ rozdielnu oblast’. Hlavny´mi oblast’ami zamerania u´tokov su´:
Doˆvera – u´tocˇn´ık z´ıska ”vza´jomnu´ doˆveru“ u urcˇitej sluzˇby, programu. Vy´sledkom je
z´ıskany´ pr´ıstup bez hesla. Take´to zneuzˇitie je t’azˇko odhalitel’ne´.
Integrita – u´tocˇn´ık pozmen´ı doˆlezˇite´ konfiguracˇne´ su´bory, alebo spustitel’ne´ programy a
ty´m si vytvor´ı ”zadne´ vra´tka“ do syste´mu.
Dostupnost’ – dostupnost’ obete je obmedzena´ a sluzˇby nie su´ plne vyuzˇ´ıvane´.
Kontrola – u´tok s ciel’om prevziat’ u´plnu´ kontrolu nad syste´mom s administra´torsky´mi
pra´vami.
2.1.2 Typy u´tokov
V tejto sekcii si pop´ıˇseme najcˇastejˇsie pouzˇ´ıvane´ typy u´tokov a ich princ´ıpy. Znalosti v tejto
oblasti su´ nevyhnutne´ pre uvedomenie si riz´ık, proti ktory´m sa treba bra´nit’ a s ktory´mi
treba ra´tat’ pri na´vrhu a pouzˇit´ı bezpecˇnostny´ch syste´mov.
Medzi najzna´mejˇsie a najcˇastejˇsie pouzˇ´ıvane´ u´toky patria:
Skenovanie portov – by´va zva¨cˇsˇa predvojom pre skutocˇne´ u´toky. Ma´ za u´lohu zistit’,
ktore´ porty su´ na vyhliadnutej obeti otvorene´, ake´ sluzˇby na nich bezˇia, konfigura´ciu
firewallu a d’alˇsie podrobnosti ty´kaju´ce sa obeti. Techniky skenovania portov zva¨cˇsˇa
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vyuzˇ´ıvaju´ chybove´ stavy protokolu TCP a na´sledne´ zasielanie ozna´men´ı o nich pro-
tokolom ICMP.
Programy ako nmap su´ schopne´ odhadnu´t’ i pouzˇ´ıvany´ operacˇny´ syste´m na za´klade
jeho fingerprintu (su´bor jedinecˇny´ch znakov). Ta´to technika je zalozˇena´ na fakte,
zˇe operacˇne´ syste´my sa l´ıˇsia v detailoch implementa´cie sˇtandardny´ch protokolov,
napr´ıklad vo vel’kosti pocˇiatocˇne´ho TCP okna, sekvencˇne´ho cˇ´ısla ACK, TCP flagoch
alebo fragmenta´cii. Sˇtandardne´ spra´vy o verzia´ch bezˇiacich sluzˇieb (ftpd, pop3...)
z ”uv´ıtac´ıch spra´v“ nie su´ doˆveryhodne´, pretozˇe moˆzˇu byt
’ cˇasto zmanipulovane´ kvoˆli
ochrane. Tieto informa´cie su´ pre u´tocˇn´ıka vel’mi cenne´, pretozˇe akona´hle pozna´ syste´m
a jeho verziu, na ktoru´ chce u´tocˇit’, moˆzˇe vyuzˇit’ uzˇ zna´me exploity.
DoS – Denial of Service – su´ u´toky zamerane´ na odstavenie bezˇiacej sluzˇby. DDoS je distri-
buovana´ forma DoS, kedy sa na u´toku podiel’a viac, va¨cˇsˇinou infikovany´ch u´tocˇn´ıkov.
Podl’a techniky, ktoru´ DoS u´toky pouzˇ´ıvaju´ rozliˇsujeme:
ICMP flooding – host odpoveda´ na ICMP echo request paketom ICMP echo reply.
Obet’ ”zaplav´ıme“ vel
’ky´m mnozˇstvom ty´chto paketov a odpovedanie na ne ju
stoj´ı zdroje. Adresa u´tocˇn´ıka je zva¨cˇsˇa zmenena´, takzˇe odpovede dosta´va vzˇdy
niekto iny´.
SYN flooding – vyuzˇ´ıva neukoncˇenie trojfa´zove´ho TCP handshake (ustanovenie
spojenia), fronta neustanoveny´ch spojen´ı tak neusta´le narasta´ a zat’azˇuje obet’.
Land – obeti su´ posielane´ pakety obsahuju´ce rovnaku´ zdrojovu´ a ciel’ovu´ IP adresu.
Komunika´cia sa zacykl´ı.
Teardrop – vyuzˇ´ıva prekry´vanie fragmentov pokial’ je datagram va¨cˇsˇ´ı ako MTU
(Maximum Transmission Unit). Moˆzˇe spoˆsobit’ pretecˇenie vyrovna´vacej pama¨te.
Pouzˇ´ıvaju´ sa i d’alˇsie druhy u´tokov ako UDP flooding, Ping of Death alebo Smurf.
Exploity – ty´mto na´zvom sa oznacˇuju´ dobre zna´me chyby v konkre´tnych sluzˇba´ch a
aplika´cia´ch. Va¨cˇsˇinou su´ zdokumentovane´ priamo vy´robcom. Vyznacˇuju´ sa pouzˇit´ım
sˇpecificke´ho ret’azca.
Malware – vsˇeobecne oznacˇuje sˇkodlivy´ software. Do tejto katego´rie patria v´ıry, tro´jske
kone, cˇervy, sypware a adware. Pre infiltra´ciu do syste´mu obete vyuzˇ´ıvaju´ doˆvercˇivost’
uzˇ´ıvatel’a, zvycˇajne by´vaju´ zamaskovane´ a poˆsobia nesˇkodne. Va¨cˇsˇinou sa vyskytuju´
na internetovy´ch stra´nkach s pochybny´m obsahom. Iny´ malware, ako napr´ıklad cˇervy,
sa akt´ıvne snazˇ´ı zneuzˇit’ zna´my exploit prostredn´ıctvom siete, u´tocˇ´ı na vsˇetky do-
stupne´ pocˇ´ıtacˇe a sˇ´ıri sa lav´ınovite. Dopady malware su´ vel’mi roˆzne cˇo sa ty´ka
ich za´vazˇnosti - od zobrazovania nevyzˇiadanej reklamy po stratu alebo zneuzˇitie
vy´znamny´ch da´t. Poskytovanie zabezpecˇenia v tejto oblasti je uzˇ dlhsˇ´ı cˇas sˇiroko rozvi-
nute´ a vyuzˇ´ıva hl’adanie vzoriek da´t charakteristicky´ch pre dany´ malware v su´borovom
syste´me.
Spoofing a phishing – vsˇeobecne vyuzˇ´ıvaju´ zmenu identity. Phishing spoˆsobuje presme-
rovanie uzˇ´ıvatel’a na dokonalu´ napodobeninu vy´znamnej internetovej stra´nky (pri-
vlastnˇuje si jej identitu) s ciel’om zneuzˇitia jeho osobny´ch u´dajov. Zvycˇajne sa jedna´
o bankove´ insˇtitu´cie. U´tok by´va inicializovany´ podvodny´m forma´lnym emailom naba´da-
ju´cim k na´vsˇteve zamaskovanej stra´nky.
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2.2 Prostriedky zabezpecˇenia
Pre odvra´tenie hrozieb u´tokov a celkove´ zabezpecˇenie syste´mov sa v su´cˇasnosti pouzˇ´ıvaju´
roˆzne typy zariaden´ı pricˇom kazˇdy´ druh je niecˇim sˇpecificky´, urcˇeny´ pre isty´ u´cˇel. Dˇalˇsie
rozdiely su´ najma¨ v komplexnosti riesˇenia bezpecˇnostnej ota´zky. Vyskytuju´ sa v softwe´rovej
i hardwe´rovej realiza´cii.
2.2.1 Firewall
Za´kladny´m bezpecˇnostny´m prostriedkom je firewall s pocˇiatkami v roku 1988. Kontroluje
siet’ovu´ prema´vku medzi zo´nami s roˆznym stupnˇom doˆvery (Internet – LAN). Je za´kladnou
su´cˇast’ou priamo podporovanou operacˇny´m syste´mom. Firewall kona´ podl’a predom defino-
vany´ch pravidiel, ktore´ rozhoduju´ na za´klade analy´zy hlavicˇky IP datagramov – zdrojovej
a ciel’ovej adresy, cˇ´ısiel portov a pouzˇite´ho protokolu. Pracuje teda na siet’ovej vrstve.
Sˇtandardnou vlastnost’ou firewallov je stavove´ filtrovanie, ked’ firewall udrzˇuje za´znamy
o stave vsˇetky´ch rela´ci´ı a filtrovacie pravidla´ sa pouzˇ´ıvaju´ na za´klade stavu konkre´tnej
rela´cie.
Dˇalˇsou genera´ciou firewallov su´ tzv. ”firewally aplikacˇnej vrstvy“. Take´to zariadenie
rozumie aplikacˇny´m protokolom a vie detegovat’ ich zneuzˇitie. Ta´to technolo´gia sa oznacˇuje
aj ako ”deep packet inspection“.
Firewally su´ cˇasto vyuzˇ´ıvane´ aj sofistikovanejˇs´ımy bezpecˇnostny´mi zariadeniami ako
IPS, pre podniknutie protiopatren´ı vocˇi zistene´mu u´toku.
2.2.2 Honey pot
Su´ to programy, ktore´ simuluju´ bezˇiace siet’ove´ sluzˇby. Slu´zˇia ako na´vnada pre u´tocˇn´ıka,
ktory´ chce zneuzˇit’ zranitel’ne´ sluzˇby. Siet’ova´ prema´vka je sledovana´, procesy syste´mu su´
logovane´ a poskytuju´ informa´cie o u´tocˇn´ıkovej aktivite a dierach v syste´me. Dˇalˇsie vyuzˇitie
je ako ochrana doˆlezˇity´ch serverov, kedy je u´tocˇn´ık z portu obete presmerovany´ do pasce
honey potu. Po detekcii u´toku nasleduju´ adekva´tne protiopatrenia.
Ked’zˇe sluzˇby bezˇiace na takomto syste´me nie su´ skutocˇne vyuzˇ´ıvane´ uzˇ´ıvatel’mi, kazˇde´
spojenie je podozrive´. Honey pot je cˇasto zranitel’ny´ rovnako ako skutocˇne´ obete, a tak
sa moˆzˇe stat’, zˇe u´tocˇn´ık prevezme nad syste´mom kontrolu a zneuzˇije ho. Preto je doˆlezˇite´
zaobcha´dzanie so syste´movy´m logom, najlepsˇie jeho skladovanie mimo samotne´ho syste´mu.
Sa´m syste´m mus´ı byt’ spra´vne nastaveny´ a pozorne sledovany´, cˇi unˇho nedosˇlo k zneuzˇitiu.
2.2.3 Padded Cell Systems
Su´ syste´my u´cˇelom zhodne´ a technolo´giou vel’mi podobne´ honey potom. Va¨cˇsˇinou spolupra-
cuju´ so zariadeniami IDS, tie okamzˇite detekovany´ u´toku ozna´mia a u´tocˇn´ık je presmerovany´
do pasce. Za´sadny´ rozdiel je vsˇak vtom, zˇe sluzˇby ako aj cele´ syste´move´ prostredie je si-
mulovane´. Preto u´tocˇn´ık nemoˆzˇe spoˆsobit’ zˇiadnu skutocˇnu´ sˇkodu. Prostredie by malo byt’
simulovane´ cˇo najvernejˇsie, aby u´tocˇn´ık syste´m neodhalil.
2.2.4 IDS
Intrusion Detection System (syste´m detekcie narusˇen´ı) z´ıskava informa´cie o sledovanom
syste´me. Jeho u´cˇelom je sledovat’ bezpecˇnostne´ prieniky, pokusy o ne, zistit’ syste´move´
zranitel’nosti, ktore´ by k prienikom mohli viest’. V su´vislosti s ty´mito syste´mami sa vyskytuju´
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pojmy ”false negative“, znacˇ´ı situa´ciu ked
’ IDS nezachyt´ı u´tok alebo pokus onˇ, a ”false
positive“, znacˇ´ı situa´ciu pokial’ IDS oznacˇ´ı za u´tok nesˇkodnu´ akciu.
IDS syste´mov existuje znacˇne´ mnozˇstvo. V tejto sekcii su´ blizˇsˇie vysvetlene´ vsˇeobecne´
pojmy a charakteristiky a taktiezˇ rozdelenie ty´chto syste´mov podl’a za´kladny´ch princ´ıpov.
Taktiezˇ su´ tu vysvetlene´ odliˇsnosti a sˇpecifika´ jednotlivy´ch typov, ich vy´hody a tiezˇ ne-
dostatky. Tejto katego´rii prostriedkov zabezpecˇenia bude venovana´ najva¨cˇsˇia pozornost’
s ohl’adom na zameranie tejto bakala´rskej pra´ce.
IDS zariadenia pre svoju pra´cu vyuzˇ´ıvaju´ tieto za´kladne´ zdroje informa´ci´ı:
• knowledge base – su´bor zna´mych u´tokov, ich signatu´r (CVE) [11].
• konfigura´cia syste´mu – poda´va informa´cie o stave syste´mu.
• audit – informa´cie poskytovane´ syste´mom o vnu´tornej pra´ci a spra´van´ı syste´mu. V
UNIXovom prostred´ı ide o syslog a ”accountig“ – sledovanie uzˇ´ıvatel
’ov, vyuzˇ´ıvania
zdrojov syste´mu. V prostred´ı Windows sa jedna´ o Event log.
Efekt´ıvnost’ IDS urcˇujeme nasleduju´cimi krite´riami:
Presnost’ – parameter sa odv´ıja od spra´vnej detekcie u´tokov, a spra´vneho oznacˇenia, zˇe
o u´tok sa nejedna´. Nepresnost’ znacˇ´ı, zˇe IDS oznacˇ´ı legit´ımnu akciu ako u´tocˇnu´ alebo
podozrivu´ (false positive).
Vy´kon – znacˇ´ı ry´chlost’ spracova´vania informa´ci´ı. Pokial’ IDS nie je dostatocˇne vy´konny´,
klasifika´cia a teda aj na´sledna´ ochrana v skutocˇnom cˇase nie je mozˇna´.
U´plnost’ – je vlastnost’ IDS detegovat’ vsˇetky u´toky. Nekompletnost’ znacˇ´ı, zˇe IDS neobjav´ı
skutocˇny´ u´tok (false negative). Tento parameter je t’azˇke´ vyhodnotit’, pretozˇe nie
vsˇetky u´toky su´ zna´me a odhalitel’ne´ pomocou ba´zy znalost´ı.
Bezporuchovost’ – aj samotne´ IDS su´ tercˇom u´tokov, najcˇastejˇsie su´ DoS u´toky. Bezpo-
ruchovost’ uda´va mieru syste´mu odolnosti proti ty´mto u´tokom. Pokial’ IDS bezˇ´ı nad
sˇtandardny´m operacˇny´m syste´mom, je minima´lne takisto zranitel’ny´ ako samotny´
operacˇny´ syste´m.
Dochv´ıl’nost’ – urcˇuje ry´chlost’ reakcie a rozsˇ´ırenie informa´cie o u´toku s ciel’om o nˇom
informovat’ a/alebo podniknu´t’ protiopatrenia. Je to vy´znamny´ parameter, pretozˇe
pri pomalej ry´chlosti reakcie moˆzˇe u´tocˇn´ık s vysˇsˇou pravdepodobnost’ou podvrhnu´t’
auditne´ informa´cie – zamaskovat’ u´tok.
Knowledge vs. behavior based IDS
Podl’a za´kladne´ho rozdelenia zalozˇene´ho na detekcˇnej meto´de rozliˇsujeme dva komple-
menta´rne smery IDS zariaden´ı - zalozˇene´ na spra´van´ı (behavior based) a zalozˇene´ na ba´ze
znalost´ı o u´tokoch (knowledge based).
Knowledge based IDS: Syste´my tohoto druhu su´ zalozˇene´ na dlhodobo akumulovanej
ba´ze znalost´ı o u´tokoch a syste´movy´ch zranitel’nostiach. IDS vyuzˇ´ıva tieto informa´cie
pre detegovanie ty´chto u´tokov a zneuzˇitie zranitel’nost´ı. Je tu uplatneny´ rovnaky´
princ´ıp ako v antiv´ırovy´ch programoch – v da´tach su´ vyhl’ada´vane´ vzorky sˇpecificke´
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pre urcˇite´ v´ıry. Zariadenie vyhl’ada´va vzorky da´t sˇpecificke´ pre u´toky z ba´zy zna-
lost´ı. Akcia, ktora´ nie je povazˇovana´ za u´tok, je povazˇovana´ za nesˇkodnu´. Presnost’
tejto meto´dy je vysoka´, ale u´plnost’ za´vis´ı na aktua´lnosti ba´zy znalost´ı, ktora´ sa mus´ı
pravidelne aktualizovat’.
Vy´hodou je teoreticky n´ızka miera falosˇny´ch poplachov (false positive) a kontextua´lna
analy´za u´toku je pre administra´tora jednoducha´, preto moˆzˇe efekt´ıvne zasiahnut’.
Hlavny´m nedostatkom je udrzˇovanie aktua´lnosti ba´zy znalost´ı. Podl’a uzˇ spomenu-
tej paralely s antiv´ırovy´mi programami sa moˆzˇu vyskytnu´t’ u´toky na tieto syste´my
s ciel’om nedovolit’ IDS aktualiza´ciu ba´zy znalost´ı a znemozˇnit’ tak detekciu u´toku.
U´toky su´ u´zko zviazane´ s operacˇny´m syste´mom, aplika´ciami a ich verziami a teda
aj IDS syste´m je u´zko spa¨ty´ s ty´mto prostred´ım a mus´ı cˇelit’ ota´zkam generaliza´cie.
Dˇalˇs´ım za´vazˇny´m nedostatkom je detekcia u´tokov pricha´dzaju´cich zvnu´tra – napr.
zneuzˇitie privile´gi´ı. Taky´to u´tok je t’azˇko odhalitel’ny´ pretozˇe nevyuzˇ´ıva zˇiadnu zna´mu
zranitel’nost’.
Behavior based IDS: Hlavnou mysˇlienkou ty´chto syste´mov je odhalenie u´toku pozoro-
van´ım odchy´lky od bezˇne´ho ocˇaka´vane´ho spra´vania. Aktivita syste´mu sa porovna´va
s referencˇny´m modelom, ktory´ mus´ı byt’ v pocˇiatku vytvoreny´. Zva¨cˇsˇa by´va zalozˇeny´
na sˇtatistika´ch – priemerny´ch hodnota´ch doˆlezˇity´ch ukazatel’ov a ich odchy´lok (pocˇet
otvoren´ı vy´znamny´ch su´borov, pocˇet spusten´ı pr´ıkazu, vyuzˇitie zdrojov). Po vytvo-
ren´ı modelu (databa´ze) syste´m sleduje aktivitu syste´mu, porovna´va vy´sledky s refe-
rencˇny´m modelom a model sa vyv´ıja. Pokial’ deteguje odchy´lky, vyskytla sa anoma´lia.
Vsˇetko cˇo sa vymyka´ vopred naucˇene´mu chovaniu je povazˇovane´ za odchy´lku, a teda
generuje poplach.
Najva¨cˇsˇou vy´hodou je detekcia esˇte nezna´mych u´tokov, pretozˇe s najva¨cˇsˇou pravde-
podobnost’ou budu´ vykazovat’ odchy´lku od norma´lneho spra´vania. Preto je u´plnost’
vysoka´. Naopak rastie nepresnost’ – norma´lne pouzˇ´ıvanie moˆzˇe byt’ cˇasto povazˇovane´
za u´tok. Vy´hodou je aj detekcia u´tokov zvnu´tra, ktore´ su´ syste´mami zalozˇeny´mi na
ba´ze znalost´ı len vel’mi obtiazˇne odhalitel’ne´ – zneuzˇitie privile´gi´ı.
Najva¨cˇsˇie riziko sa vyskytuje pri vytva´ran´ı referencˇnej databa´zy. Pri tomto u´kone
syste´m mus´ı byt’ ”cˇisty´“, nie napadnuty´, pretozˇe inak sa toto chovanie bude povazˇovat
’
za norma´lne a nebude vykazovane´ ako anoma´lia. Tento princ´ıp je znacˇne vy´pocˇtovo
na´rocˇny´. Podobny´ princ´ıp vyuzˇ´ıvaju´ aj neuro´nove´ siete, taktiezˇ nesu´ rovnake´ vy´hody
a rizika´.
Niektore´ expertne´ syste´my kombinuju´ oba vysˇsˇie uvedene´ pr´ıstupy. Obsahuju´ mnozˇinu
pravidiel, ktore´ popisuju´ u´toky (v tvare AK podmienka POTOM doˆsledok). Auditne´ in-
forma´cie su´ prelozˇene´ na fakty, ktore´ nesu´ se´manticky´ vy´znam. Odvodzovacie jadro syste´mu
vytva´ra u´sudky podl’a ty´chto faktov a pravidiel. Popritom vytva´raju´ sˇtatistiky bezˇne´ho
spra´vania, sleduju´ odchy´lky, model sa vyv´ıja.
Vy´konnost’ expertny´ch syste´mov je n´ızka, pretozˇe sledovanie auditu, transforma´cia a
odvodzovanie su´ vy´pocˇtovo na´rocˇne´. Preto sa komercˇne nepresadzuju´.
Host vs. network based IDS
Podl’a umiestnenia zdrojov informa´cii pre IDS zariadenie rozliˇsujeme host based (IDS pra-
cuju´ce a zamerane´ na hostitel’sky´ syste´m) a network based (umiestnene´ v pocˇ´ıtacˇovej sieti,
spracu´vaju´ce siet’ovu´ prema´vku).
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Host based IDS: Su´ vy´vojovo starsˇie, ich vy´znam bol va¨cˇsˇ´ı pri centralizovanom modele
vy´pocˇtovej techniky. V pocˇiatkoch boli urcˇene´ do prostredia mainframe pocˇ´ıtacˇov.
Vplyv zvonku bol minima´lny a tak zameranie bolo na loka´lne u´toky. Analy´zou au-
ditny´ch informa´ci´ı pozoruju´ podozrive´ spra´vanie. Ako zdroj informa´ci´ı moˆzˇu vyuzˇ´ıvat’
aj aplikacˇne´ logy, ktore´ nezat’azˇuju´ syste´m nepodstatny´mi informa´ciami, ale obsahuju´
vsˇetko podstatne´ o bezˇiacej sluzˇbe.
Hlavny´mi vy´hodami su´ silna´ identifika´cia uzˇ´ıvatel’a, podrobne´ prehl’ady o vsˇetky´ch
u´konoch, vypnutie syste´mu pri zlyhan´ı auditne´ho syste´mu.
Naopak ako nevy´hodami sa uka´zalo vel’ke´ mnozˇstvo auditny´ch informa´ci´ı, u ktory´ch
len ma´lo ma´ bezpecˇnostny´ vy´znam. Spracovanie take´hoto mnozˇstva informa´ci´ı sa
odra´zˇa aj na zvy´sˇenej spotrebe zdrojov. Proti ty´mto syste´mom su´ pouzˇ´ıvane´ DoS
u´toky zamerane´ na pret’azˇenie auditne´ho syste´mu a odstavenie sluzˇby.
Network based IDS (NIDS): Prechodom do distribuovane´ho vy´pocˇtove´ho prostredia
kde kazˇdy´ uzˇ´ıvatel’ ma´ osobny´ pocˇ´ıtacˇ pripojeny´ k sieti, vznikla potreba komunika´cie
loka´lnych IDS. Komunika´cia bola zalozˇena´ na vy´mene auditny´ch informa´ci´ı alebo na
oznamovan´ı detegovany´ch narusˇen´ı.
S pr´ıchodom Internetu zacˇalo docha´dzat’ k u´tokom na samotnu´ siet’. Tieto u´toky zo
svojej podstaty nemoˆzˇu byt’ odhalene´ host based IDS zariadeniami. Preto vznikli IDS
zalozˇene´ na sledovan´ı siet’ovej prema´vky a hl’adan´ı podozrivy´ch ret’azcov v obsahu
paketov. Ich vy´hodou je pokrytie vel’ke´ho pocˇtu stan´ıc pri nasaden´ı na strategickom
mieste v sieti.
Najefekt´ıvnejˇs´ım a vel’mi popula´rnym pr´ıstupom je prehl’ada´vanie obsahu paketov.
Pr´ıstup k doˆlezˇity´m serverom sa odohra´va takmer vy´lucˇne cez siet’, preto kontrolovanie
paketov esˇte pred pr´ıchodom na server je efekt´ıvnou cestou monitorovania. Zo svojej
podstaty su´ schopne´ odhalit’ aj u´toky na siet’ovej vrstve – napr´ıklad DoS u´toky, ktory´m
by host based IDS nezabra´nili.
Podobne ako u firewallov aj tu sa pouzˇ´ıva stavovy´ pr´ıstup. IDS sa chova´ ako aplikacˇna´
bra´na, analyzuje protokol na aplikacˇnej vrstve. Analy´za je doˆkladnejˇsia, ale spo-
trebu´va viac zdrojov. Pr´ıkladom moˆzˇe byt’ syste´m Bro [18].
Medzi hlavne´ nedostatky patr´ı obtiazˇna identifika´cia u´tocˇn´ıka. Tu´to nedokonalost’
vsˇak moˆzˇeme zmiernit’ vhodny´m nasaden´ım syste´mu honey pot. Sˇifrovanie znemozˇnˇuje
analy´zu obsahu paketov. Aj IDS zariadenia su´ cˇasto na´chylne´ na DoS u´toky a moˆzˇu
byt’ odstavene´.
Tento typ IDS sa komercˇne pouzˇ´ıva, najzna´mejˇs´ım je zrejme Snort, o ktorom si po-
vieme podrobnejˇsie neskoˆr.
Existuju´ aj riesˇenia zalozˇene´ na oboch princ´ıpoch – vza´jomnej komunika´cii siet’ove´ho
sledovacˇa a analyza´tora auditny´ch informa´ci´ı hostitel’a. Pr´ıkladom moˆzˇe byt’ syste´m Prelude
[19]. Je mozˇne´ zˇe sa v budu´cnosti tento pr´ıstup presad´ı kvoˆli jeho komplexnosti.
Dˇalˇsie pr´ıstupy
Dˇalˇsie pr´ıstupy su´ zalozˇene´ na presku´man´ı celkove´ho stavu syste´mu – kontrole integrity
doˆlezˇity´ch su´borov (syste´move´, konfiguracˇne´, bina´rne su´bory). Na pocˇiatku nasadenia sa
vytvor´ı databa´za zdrave´ho syste´mu (fingerprint) a vypocˇ´ıta sa kontrolny´ su´cˇet (zvycˇajne
MD5) vybrany´ch su´borov. Podvrhnutie alebo pozmenenie su´boru spoˆsob´ı detekciu chybne´ho
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kontrolne´ho su´cˇtu. Overenie integrity sa vykona´ na pozˇiadanie (Tripwire) [17], alebo sa
overuje v rea´lnom cˇase.
Projekt LIDS [16] vyuzˇ´ıva pr´ıstup zalozˇeny´ na root kite, teda pozmeneny´ch syste´movy´ch
volaniach. Tieto maju´ za u´lohu ochra´nit’ doˆlezˇite´ su´bory v su´borovom syste´me. Navysˇe
komplexne skry´va a chra´ni pred ukoncˇen´ım urcˇite´ procesy (ani administra´tor ich nemoˆzˇe
ukoncˇit’), zamerane´ na monitorovanie u´tokov a teda ich odhalenie u´tocˇn´ıkom nie je mozˇne´
(napr. u´prava pr´ıkazu ps -ax, priecˇinku /proc). Zakazuje odoberat’/prida´vat’ syste´move´ mo-
duly, pokial’ uzˇ jadro presˇlo bootovac´ım procesom – tento postup sa oznacˇuje ako ”kernel
sealing“ (zapecˇatenie jadra).
Signatu´ry
Za´kladnou u´lohou NIDS je analy´za signatu´r. Signatu´ry obsahuju´ charakteristiky zna´mych
u´tokov. U´toky sa vyznacˇuju´ nezvycˇajny´mi kombina´ciami flagov v TCP hlavicˇke, urcˇity´mi
hodnotami pol´ı hlavicˇky, sˇpecificky´mi ret’azcami v obsahu paketu, vyuzˇ´ıvan´ım len urcˇity´ch
portov. Ked’zˇe si u´toky moˆzˇu byt’ vel’mi podobne´, l´ıˇsiace sa len v niektory´ch polozˇka´ch,
nasta´va tu snaha generaliza´cie, aby signatu´ra pokryla vsˇetky pr´ıbuzne´ u´toky.
Reakcie
Pokial’ doˆjde k u´toku, alebo pokusu onˇ, za´kladnou u´lohou IDS je reakcia nanˇ, inak by bol
cely´ syste´m bezcenny´. Rozliˇsujeme akt´ıvne a pas´ıvne reakcie.
Akt´ıvne reakcie zahrnˇuju´ niekol’ko spoˆsobov:
• Okamzˇite´ kroky proti u´tocˇn´ıkovi – ta´to mozˇnost’ zahrnˇuje zaka´zanie pr´ıstupu
u´tocˇn´ıkovi, u´pravu pozmeneny´ch konfiguracˇny´ch su´borov, presmerovanie u´tocˇn´ıka do
pasce honey potu. U´tocˇn´ıci vsˇak vo va¨cˇsˇine pr´ıpadov neu´tocˇia na obet’ priamo, ale
vyuzˇ´ıvaju´ ”tretiu stranu“, ovla´dnuty´ pocˇ´ıtacˇ, ktory´ stoj´ı medzi u´tocˇn´ıkom a novou
obet’ou. Preto aj z pra´vneho hl’adiska niektory´ch sˇta´tov moˆzˇe byt’ zaka´zane´ podnikat’
kroky proti zdanlive´mu u´tocˇn´ıkovi, ktory´ je vsˇak skryty´ za nevinny´m z tretej strany.
• Z´ıskavanie podrobnejˇs´ıch informa´ci´ı o u´tocˇn´ıkovi – pokial’ IDS rozpoznalo,
zˇe urcˇity´ uzˇ´ıvatel’ neopra´vnene zva¨cˇsˇil svoje pra´va a jeho identita je zna´ma, je jed-
noduche´ detailne sledovat’ a logovat’ jeho aktivitu. Ta´to mozˇnost’ zahr´nˇa sledovanie
miesta a cˇasu pr´ıstupu na syste´m, d´lzˇku sedenia, spustene´ pr´ıkazy, otvorene´ su´bory –
vytva´ra sa profil u´tocˇn´ıka. Vy´hodou podrobnej analy´zy u´tocˇn´ıka je mozˇnost’ opravit’
potenciona´lne trhliny v syste´me.
• Interakcia IDS a firewallu – je efekt´ıvnym okamzˇity´m riesˇen´ım. IDS nariadi fi-
rewallu zaka´zanie podozrivy´ch IP adries. IDS moˆzˇe zrusˇit’ pra´ve prebiehaju´cu podo-
zrivu´ TCP rela´ciu zaslan´ım RST flagu. Tento pr´ıznak slu´zˇi sˇtandardne pre ozna´menie
chyby v TCP rela´cii, ale moˆzˇe byt’ vyuzˇity´ aj ty´mto spoˆsobom.
Pas´ıvnymi reakciami rozumieme logovanie upozornen´ı, ktore´ musia byt’ na´sledne analy-





Je vol’ne sˇ´ıritel’ny´ open source IDS softwe´r. Patr´ı do katego´ri´ı NIDS a knowledge based.
Jeho vy´hodami su´ vel’ka´ rozsˇ´ırenost’, silna´ podpora komunity a dostatok nadva¨zuju´cich
podporny´ch na´strojov (napr. oinkmaster, snortalog, SGUIL). Tieto vlastnosti z neho robia
sˇtandard v oblasti IDS.
Vyuzˇ´ıva za´suvne´ moduly tzv. preprocesory, ktore´ spracu´vaju´ prijaty´ siet’ovy´ tok pred sa-
motnou analy´zou. Jedny´m z najvy´znamnejˇs´ıch je modul riesˇiaci fragmenta´ciu. Fragmenta´cia
je cˇasto vyuzˇ´ıvana´ u´tocˇn´ıkmi pre rozlozˇenie signatu´r do viacery´ch paketov pre vyhnutie sa
odhaleniu.
Vy´stup syste´mu je spracovany´ vy´stupny´mi pluginmi, ktore´ riesˇia forma´t vy´stupny´ch
da´t a na´sledne precha´dza logovac´ım (logging facility) a poplachovy´m (alerting facility)
zariaden´ım.
Snort pracuje na za´klade konfiguracˇne´ho su´boru a mnozˇiny sˇpecifikovany´ch pravidiel –
hl’adany´ch signatu´r (ruleset), ktore´ si podrobne pop´ıˇseme.
Konfiguracˇny´ su´bor definuje premenne´ pouzˇ´ıvane´ v pravidla´ch – typicky´mi pr´ıkladmi
je vymedzenie rozsahov IP adries priva´tnej a externej siete.
var HOME NET 10.1.1.0/24 – sˇpecifika´cia hodnoty premennej HOME NET
Pravidla´ sa nacha´dzaju´ v separa´tnych su´boroch sˇpecifikovany´ch konfiguracˇny´m su´borom.
Kazˇdy´ riadok odpoveda´ jedne´mu pravidlu. Pravidlo sa sklada´ z dvoch za´kladny´ch cˇast´ı. Ich
vy´znam si pop´ıˇseme na pr´ıklade konkre´tneho (skra´tene´ho) pravidla z kolekcie The Bleeding
Edge of Snort [20].
Hlavicˇka
alert tcp $HOME NET any -> 213.219.122.11/32 80
Nesie informa´cie o akcii, ktora´ bude vykonana´ (alert), pouzˇity´ protokol, zdrojove´ a
ciel’ove´ rozsahy IP adries (tu je pouzˇita´ hodnota premennej $HOME NET z konfiguracˇne´ho
su´boru), rozsahy portov a smer toku informa´cie.
IP adresy moˆzˇu byt’ sˇpecifikovane´ vy´cˇtom alebo pouzˇit´ım adresy a masky. Porty moˆzˇu
byt’ sˇpecifikovane´ rozsahmi 1000:1020 (1000 azˇ 1020), 1000: (1000 a viac), :1000 (menej
ako 1001). Pouzˇ´ıva sa negacˇny´ opera´tor ”!“ znacˇiaci doplnok ku mnozˇine vsˇetky´ch hodnoˆt
vol’by, ktora´ sa oznacˇuje symbolom ”any“.
Telo
(msg: ’ATTACK RESPONSE Zone-H.org defacement notification’; flow: established,
to server; content:’notify ’; nocase; classtype: trojan-activity; sid: 2001616;
pcre:’/notify (defacer|domain|hackmode|reason)=/i’; rev:6; )
Obsahuje vy´cˇet volieb pravidla vo forma´te: vol’ba: hodnota;. Najdoˆlezˇitejˇsie vol’by su´
content – hl’adany´ su´visly´ ret’azec, pcre – perl compatible regula´rny vy´raz (podrobnejˇsie
neskoˆr) popisuju´ci vzorku hl’adany´ch da´t, msg – varovna´ spra´va pouzˇita´ pri logovan´ı. Po-
drobny´ popis volieb je obsiahnuty´ v snort manua´le [12].
Na tomto konkre´tnom pr´ıpade vidiet’ pr´ınos pouzˇitia regula´rnych vy´razov v zmensˇen´ı
nepresnosti syste´mu. Medzi vol’bami content a pcre je vzt’ah sˇpecializa´cie, cˇizˇe pravdepo-
dobnost’ false positive poplachov je nizˇsˇia pri pouzˇit´ı regula´rneho vy´razu.
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2.3 Vyhl’ada´vanie ret’azcov
Vyhl’ada´vanie ret’azcov je vy´pocˇtovo najna´rocˇnejˇsou u´lohou v IDS syste´me a vy´razne ovplyv-
nˇuje celkovu´ efektivitu. Tejto oblasti sa venuje vel’ka´ pozornost’ vy´skumu a bolo vyvinute´
vel’ke´ mnozˇstvo algoritmov a optimaliza´ci´ı s roˆznymi pr´ıstupmi. Avsˇak ani vd’aka ty´mto
snaha´m softwe´rove´ riesˇenia zalozˇene´ na vyuzˇit´ı obecne´ho procesoru nie su´ sta´le dostatocˇne´
pre doteraz stu´paju´ce da´tove´ toky. Vy´znamny´m pr´ınosom pre toto riesˇenie je vyuzˇ´ıvanie
obecny´ch procesorov so sta´le sa zvysˇuju´cim pocˇtom jadier na jednom cˇipe. Tento su´cˇasny´
hlavny´ trend vo vy´voji obecny´ch procesorov prina´sˇa urcˇite´ mozˇnosti paraleliza´cie. V oblasti
na´rastu vy´konu obecne´ho procesoru sa vsˇak v najblizˇsˇej budu´cnosti neocˇaka´vaju´ prevratne´
zmeny.
Radika´lne riesˇenie tohoto proble´mu sa naskyta´ presunut´ım realiza´cie tejto najna´rocˇnejˇsej
u´lohy do hardwe´ru, najma¨ vd’aka vel’ky´m mozˇnostiam paraleliza´cie. Vy´sledne´ riesˇenie moˆzˇe
existovat’ ako aplikacˇne sˇpecificky´ integrovany´ obvod. Technolo´gia FPGA tu nacha´dza svoje
uplatnenie najma¨ v oblasti vy´skumu a prina´sˇa vy´znamne´ u´spechy. Jej vy´hodou je flexibilita.
Prostriedkom pre pokrocˇile´ vyhl’ada´vanie ret’azcov su´ regula´rne vy´razy (RV).
PCRE
Perl Compatible Regular Expressions [4] je knizˇnica implementuju´ca vyhl’ada´vanie vzoriek
regula´rnymi vy´razmi pouzˇ´ıvaju´ca rovnaku´ syntax a se´mantiku ako jazyk Perl. Vyjadrovacie
schopnosti ty´chto vy´razov su´ znacˇne silnejˇsie ako sˇtandardne´ POSIX regula´rne vy´razy. Preto
sa ta´to knizˇnica ujala v moderny´ch programovac´ıch jazykoch napr. Perl, C#, PHP.
2.4 Architektu´ra sondy Traffic Scanner
Sonda Traffic Scanner [5] vyv´ıjana´ v ra´mci projektu Liberouter [6] slu´zˇi ako hardwe´rovy´
akcelera´tor IDS programu Snort. Funguje na princ´ıpe vyhl’ada´vania jednoduchy´ch
ret’azcov urcˇeny´ch snort pravidlami, avsˇak nedisponuje podporou vyhl’ada´vania regula´rnych
vy´razov.
Architektu´ra sondy zobrazena´ na obra´zku 2.1 pozosta´va z niekol’ky´ch vrstiev, ktore´ budu´
pop´ısane´ podrobnejˇsie:
Obra´zok 2.1: Vrstvy architektu´ry sondy Traffic Scanner
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Softwe´rova´ vrstva: Ta´to vrstva zabezpecˇuje prepojenie nizˇsˇ´ıch vrstiev s operacˇny´m syste´-
mom, konfiguracˇne´ a programove´ vybavenie pre pra´cu so sondou. Softwe´rova´ vrstva
je podrobne pop´ısana´ v samostatnej sekcii 4.1.
Fyzicka´ vrstva: Sonda Traffic Scanner je postavena´ na hardwe´rovej platforme COMBO6X
– PCI-X karte vyuzˇ´ıvaju´cej technolo´giu FPGA (Field Programmable Gate Array). Je
osadena´ programovatel’ny´m hradlovy´m pol’om Xilinx Virtex-II Pro XC2VP50. Plat-
forma je univerza´lna, v ra´mci projektu Liberouter zamerana´ na prostredie pocˇ´ıtacˇovy´ch
siet´ı. Spojenie so siet’ou zabezpecˇuje pr´ıdavna´ karta so siet’ovy´m rozhran´ım a pr´ıdavny´m
hradlovy´m pol’om. Traffic Scanner nesie pr´ıdavnu´ kartu COMBO-4SFPRO dispo-
nuju´cu sˇtyrmi opticky´mi gigabitovy´mi rozhraniami.
Firmwe´r: Ta´to vrstva zabezpecˇuje samotnu´ funkcionalitu celej sondy. Obsahuje vy´konne´
jadro syste´mu spracu´vaju´ce siet’ovu´ prema´vku. Kazˇdy´ paket je preverovany´ oproti
mnozˇine signatu´r z´ıskany´ch transforma´ciou sˇpecifikovany´ch snort pravidiel. Proces
transforma´cie nie je trivia´lny a bude pop´ısany´ podrobnejˇsie neskoˆr.
Syste´m sa sklada´ z mensˇ´ıch komponent, ktore´ su´ implementovane´ v jazykoch VHDL
a Handel-C.
Obra´zok 2.2: Firmwe´r sondy Traffic Scanner
Cesta paketu syste´mom
Paket je prijaty´ siet’ovy´m rozhran´ım a po overen´ı kontrolne´ho su´cˇtu CRC a vel’kosti paketu
je uskladneny´ vo vstupnej vyrovna´vacej pama¨ti (IBUF). Na´sledne je jeho hlavicˇka rozparso-
vana´ jednotkou HFE (Header Field Extractor - genericky´ 16 bitovy´ RISC procesor), doˆlezˇite´
informa´cie ako IP adresy, porty a TCP pr´ıznaky (flagy) su´ ulozˇene´ do sˇtruktu´ry unifikovanej
hlavicˇky. Tu koncˇ´ı vstupna´ vetva syste´mu, ktora´ sa nacha´dza v sˇtyroch insˇtancia´ch (jedna
pre kazˇde´ rozhranie). Na´sledne sa cesta paketu rozdel´ı na unifikovanu´ hlavicˇku a samotny´
obsah (payload) a zarad´ı sa do pr´ıslusˇny´ch front (UH FIFO – Unified Header FIFO, P FIFO
– Packet Payload FIFO).
Samotne´ vy´konne´ jadro syste´mu je obsiahnute´ v klasifikacˇnej jednotke (CLASSIFI-
CATION UNIT) a komponente vyhl’ada´vaju´cej ret’azce v obsahu paketu (PTRN MATCH
UNIT – pattern match unit). Klasifikacˇna´ jednotka na za´klade informa´ci´ı z unifikovanej
hlavicˇky (zdrojove´,ciel’ove´ IP adresy a porty, smer toku) rozhoduje o aplika´cii len urcˇity´ch
pravidiel a teda prispieva k sˇetreniu cenne´ho vy´pocˇtove´ho vy´konu.
Pokial’ je paket jadrom syste´mu oznacˇeny´ ako splnˇuju´ci sˇpecifikovane´ pravidla´ je predany´
do vy´stupnej vyrovna´vacej pama¨te (SWOBUF) a na´sledne transportovany´ do operacˇne´ho
syste´mu ovla´dacˇom cez zbernicu PCI-X.
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Princ´ıp vyhl’ada´vania ret’azcov v jednotke PTRN MATCH
Architektu´ra komponenty PTRN MATCH je zalozˇena´ na nedeterministicky´ch konecˇny´ch
automatoch. Popri dobry´ch vy´sledkoch je jej podstatnou vlastnost’ou mozˇnost’ rozsˇ´ırenia
o vyhl’ada´vanie regula´rnych vy´razov (RV).
Pre lepsˇie porozumenie tejto problematike v tejto sekcii budu´ podane´ za´kladne´ defin´ıcie
a pojmy teo´rie konecˇny´ch automatov a regula´rnych vy´razov.
Definı´cia regula´rneho vy´razu:
Nech Σ je abeceda.
•  je RV znacˇiaci pra´zdnu mnozˇinu (pra´zdny jazyk)
• ε je RV jazyk {ε}
• a, kde a ∈ Σ, je RV znacˇiaci jazyk {a}
Nech r a s su´ RV znacˇiace jazyky Lr a Ls, potom:
• (r.s) je RV znacˇiaci jazyk L = LrLs – opera´cia konkatena´cia
• (r + s) je RV znacˇiaci jazyk L = Lr ∪ Ls – opera´cia zjednotenie
• (r*) je RV znacˇiaci jazyk L = Lr* – opera´cia itera´cia
Definı´cia konecˇne´ho automatu (KA):
KA je pa¨tica:
M = (Q, Σ, R, s, F), kde
• Q je konecˇna´ mnozˇina stavov
• Σ je vstupna´ abeceda
• R je konecˇna´ mnozˇina pravidiel tvaru: pa → q, kde p, q ∈ Q, a ∈ Σ ∪ {ε}
• s ∈ Q je pocˇiatocˇny´ stav
• F ⊂ Q je mnozˇina koncovy´ch stavov
Tvrdenia:
• Nech L je jazyk. L je regula´rny jazyk (RJ), pokial’ existuje regula´rny vy´raz r, ktory´
tento jazyk znacˇ´ı.
• Pre kazˇdy´ RV r existuje KA M, pre ktory´ plat´ı: L(r) = L(M).
• Pre kazˇdy´ KA M existuje RV r, pre ktory´ plat´ı L(M) = L(r).
• Nech M = (Q, Σ, R, s, F) je KA. Konfigura´cia KA M je ret’azec χ ∈ QΣ*
• Deterministicky´ KA (DKA): KA, ktory´ z kazˇdej konfigura´cie moˆzˇe prejst’ maxima´lne
do jednej d’alˇsej.
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Regula´rne vy´razy a konecˇne´ automaty maju´ rovnaku´ vyjadrovaciu schopnost’ a su´
za´kladny´mi modelmi pre popis regula´rnych jazykov.
Implementa´cia nedeterministicke´ho automatu v FPGA sondy Traffic Scanner vyuzˇ´ıva
ukladanie stavov v registroch a na´sledny´ vy´ber stavu pomocou kombinacˇnej logiky. Epsilon
prechody je mozˇne´ realizovat’ prepojen´ım stavovy´ch registrov. 8 bitovy´ vstup precha´dza
dekode´rom 1 z 256. [21, 22]
Pre ilustra´ciu realiza´cie konecˇne´ho automatu v jednotke PTRN MATCH definujeme
nasledovny´ KA:
• Q = {s, p, q, f}
• Σ = {a, b, c, d}
• R = {sa → s, s → p, pd → p, pb → f, s → q, qc → f}
• pocˇiatocˇny´ stav je s
• F = {f}
Obra´zok 2.3 zobrazuje graficku´ podobu KA a obra´zok 2.4 ilustruje hardwe´rovu´ realiza´ciu
tohoto automatu.
Obra´zok 2.3: Graficke´ sche´ma nedeterministicke´ho konecˇne´ho automatu





Prostriedkom pre pokrocˇily´ popis ret’azcov su´ regula´rne vy´razy. V IDS zariadeniach ich
pouzˇ´ıvanie reflektuje trendy generaliza´cie a za´rovenˇ sˇpecializa´cie. V dnesˇnej dobe vyhl’ada´vanie
ret’azcov podl’a RV je v poz´ıcii zauzˇ´ıvane´ho sˇtandardu. Preto je nevyhnutne´ pri hardwe´rovej
akcelera´cii IDS zariaden´ı implementovat’ tu´to vlastnost’.
IDS Snort vyuzˇ´ıva ku komplexnejˇsiemu popisu signatu´r PCRE [4]. Pre poskytnutie plno-
hodnotnej akcelera´cie programu Snort je vy´znamnou potrebou implementa´cia vyhl’ada´vania
ret’azcov na za´klade PCRE. Implementa´cia tejto vlastnosti taktiezˇ prispeje k zvy´sˇeniu pa-
rametrov tohoto riesˇenia, najma¨ presnosti a kompletnosti. Naopak moˆzˇe mat’ neblahy´ vplyv
v podobe zvy´sˇenia pama¨t’ovy´ch na´rokov a zn´ızˇenia priepustnosti.
Akcelera´cia vyhl’ada´vania PCRE v sonde Traffic Scanner spocˇ´ıva vo vytvoren´ı sˇpecificke´ho
firmwe´ru. Tento proces je zna´zorneny´ na obra´zku 3.1. Proces moˆzˇe byt’ rozdeleny´ do troch
logicky oddeleny´ch cˇast´ı – pr´ıprava snort pravidiel, genera´cia sˇpecificky´ch komponent a na-
koniec vytvorenie vy´sledne´ho fimrwe´ru.
Vstupmi procesu su´ su´bory so snort pravidlami (Snort ruleset), snort konfiguracˇny´ su´bor
a ko´d sˇtandardny´ch komponent. Vy´stupom procesu je firmwe´r pracuju´ci podl’a sˇpecifikovany´ch
pravidiel.
Obra´zok 3.1: Za´kladne´ fa´zy vytva´rania firmwe´ru Traffic Scanner
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3.1 Pr´ıprava snort pravidiel
Pre pra´cu s da´tami obsiahnuty´mi v snort pravidla´ch, musia byt’ tieto da´ta spracovane´ a
transformovane´ do vhodny´ch da´tovy´ch sˇtruktu´r. Proces pr´ıpravy je zobrazeny´ na obra´zku
3.2.
Pr´ıprava snort pravidiel pozosta´va z dvoch hlavny´ch krokov:
Nahradenie premenny´ch: Konfiguracˇny´ su´bor obsahuje mnozˇstvo premenny´ch, zva¨cˇsˇa
sˇpecifikuju´cich rozsahy IP adries a rozsahy portov cˇasto pouzˇ´ıvany´ch siet’ovy´ch ”zo´n“ a
sluzˇieb napr. HOME NET (LAN), EXTERNAL NET (Internet), HTTP PORTS(porty
sluzˇieb pracuju´cich s http protokolom).
Pre nasledovne´ spracovanie je nutne´ vy´skyt ty´chto premenny´ch v su´boroch s pravi-
dlami nahradit’ hodnotami. Pre tento u´cˇel som implementoval jednoduchy´ bash skript
s na´zvom replace var.
Parsovanie pravidiel: V tomto kroku docha´dza k spracovaniu pravidiel a k vytvore-
niu da´tovy´ch sˇtruktu´r s nevyhnutny´mi u´dajmi pre genera´ciu sˇpecificky´ch komponent
firmwe´ru – CLASSIFICATION UNIT a PTRN MATCH UNIT.
Z hlavicˇky su´ extrahovane´ rozsahy IP adries, rozsahy portov, pouzˇity´ protokol a smer
toku siet’ovej prema´vky. Tieto polozˇky vyuzˇ´ıvaju´ viac mozˇnost´ı za´pisu.
Z tela pravidla su´ spracovane´ potrebne´ vol’by – content, uricontent a pcre.
Pre tento u´cˇel som implementoval potrebne´ da´tove´ sˇtruktu´ry a sadu funkci´ı v jazyku
C++ s na´zvom rules.
Vy´sledkom tejto cˇasti transformacˇne´ho procesu su´ sˇtruktu´rovane´ da´ta, ktore´ su´ nutny´m
zdrojom nasleduju´cej cˇasti.
Obra´zok 3.2: Proces pr´ıpravy snort pravidiel
3.2 Genera´cia sˇpecificky´ch komponent
Vstupom tejto cˇasti transformacˇne´ho procesu su´ da´tove´ sˇtruktu´ry pravidiel. Vy´stupom
je VHDL ko´d implementuju´ci unika´tne komponenty PTRN MATCH UNIT a CLASSIFI-
CATION UNIT. Komponenta CLASSIFICATION UNIT je vygenerovana´ na za´klade da´t
z hlavicˇiek pravidiel. Pretozˇe proces genera´cie ko´du tejto komponenty nevznikol v ra´mci
tejto bakala´rskej pra´ce, v tejto sekcii sa zameriam podrobne na proces generovania KA
z PCRE snort pravidiel a na na´sledny´ prevod do ko´du VHDL komponenty PTRN MATCH.
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Jednou z hlavny´ch u´loh tejto bakala´rskej pra´ce bolo vytvorenie se´manticke´ho a syn-
takticke´ho analyza´toru (parseru) a pomocny´ch knizˇn´ıc transformuju´cich PCRE obsiahnute´
v snort pravidla´ch na konecˇny´ automat a na´sledne do podoby VHDL ko´du pouzˇite´ho v jed-
notke PTRN MATCH.
Obra´zok 3.3: Proces genera´cie sˇpecificky´ch komponent
3.2.1 Pouzˇite´ programove´ vybavenie
Flex
Je open source program pre generovanie lexika´lnych analyza´torov. Lexika´lny analyza´tor je
sˇpecifikovany´ regula´rnymi vy´razmi a akciami, ktore´ sa maju´ vykonat’ pri ich rozpoznan´ı
pop´ısany´ch v jazyku C. Vy´sledok programu je zdrojovy´ ko´d lexika´lneho analyza´toru v ja-
zyku C. Rozhranie tvor´ı funkcia yylex() spracu´vaju´ca vstup. Lexika´lny analyza´tor rozdel’uje
vstup na lexe´my – logicky oddelene´ lexika´lne jednotky, ktore´ su´ reprezentovane´ ”tokenmi“
ako za´kladny´mi syntakticky´mi jednotkami.
Vygenerovany´ lexika´lny analyza´tor vyuzˇ´ıva na rozpoznanie lexe´m vygenerovany´ konecˇny´
automat a preto bol flex zvazˇovany´ aj ako koncove´ riesˇenie proble´mu generovania konecˇny´ch
automatov z PCRE. Ta´to alternat´ıva vsˇak narazila na nedostatky v rozdielnych syntak-
ticky´ch a se´manticky´ch konsˇtrukcia´ch regula´rnych vy´razov popisuju´cich lexe´my programu
flex a PCRE (obsahuju´ bohatsˇie vy´razove´ prostriedky). Pretozˇe hardwe´rova´ akcelera´cia ne-
mus´ı riesˇit’ vsˇetky detaily vyhl’ada´vania PCRE, vy´sledny´ automat moˆzˇe byt’ zjednodusˇeny´
v porovnan´ı s automatom vygenerovany´m programom flex. V neprospech tejto alternat´ıvy
zava´zˇila aj uzˇ implementovana´ a pouzˇ´ıvana´ sada funkci´ı pre optimaliza´cie konecˇny´ch auto-
matov pouzˇ´ıvaju´ca odliˇsne´ da´tove´ sˇtruktu´ry vhodne´ pre transforma´ciu do ko´du VHDL.
Bison
Je open source genera´tor syntakticky´ch analyza´torov (parserov). Je pr´ıbuzny´ programu flex
najma¨ forma´tom spracova´vane´ho su´boru a cˇasto sa ta´to dvojica pouzˇ´ıva spolu – syntakticky´
analyza´tor vygenerovany´ programom bison vyuzˇ´ıva lexika´lny analyza´tor vygenerovany´ pro-
gramom flex. Vy´sledkom spracovania je zdrojovy´ ko´d (samozrejme v jazyku C) LALR(1)
prekladacˇa. Prekladacˇ je pop´ısany´ bezkontextovou gramatikou vo forma´te jednotlivy´ch gra-
maticky´ch pravidiel a akci´ı. Akcie obsahuju´ ko´d, ktory´ bude vykonany´ pokial’ prekladacˇ
rozozna´ v spracova´vany´ch da´tach sˇpecifikovanu´ gramaticku´ konsˇtrukciu. Rozhranie tvoria
funkcie yyparse() a yyerror().
3.2.2 Transforma´cia PCRE na KA
Pre vytvorenie syntakticke´ho analyza´toru spracu´vaju´cemu PCRE bolo nutne´ sˇpecifikovat’
gramatiku PCRE.
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Chcel by som zdoˆraznit’, zˇe snort pravidla´ nevyuzˇ´ıvaju´ vsˇetky prostriedky sˇpecifika´cie
ret’azcov, ktore´ ponu´ka PCRE. Taktiezˇ hardwe´rova´ akcelera´cia nevyzˇaduje detailne´ dodrzˇo-
vanie pokrocˇily´ch vlastnost´ı PCRE. Medzi ne mozˇno zaradit’ niektore´ modifika´tory. Ako
pr´ıklad uva´dzam modifika´tory /s a /m jemne upravuju´ce vy´znam sˇpecia´lnych znakov $ a ^.
Ich dodrzˇovanie by vyu´stilo v na´raste pama¨t’ovy´ch na´rokov a mozˇnom zn´ızˇen´ı vy´konu a prie-
pustnosti vy´sledne´ho riesˇenia. Doˆsledkom tohoto kroku bude s´ıce zvy´sˇeny´ pocˇet falosˇny´ch
poplachov1, ale tu´to situa´ciu nemus´ıme povazˇovat’ za nedostatok pri modele akcelera´tora
pracuju´ceho s programom Snort. Ten redundantne´ da´ta vylu´cˇi.
Na za´klade hore uvedeny´ch faktov som definoval bezkontextovu´ gramatiku popisuju´cu
potrebnu´ syntax PCRE pouzˇitu´ v implementovanom syntaktickom analyza´tore. Gramatika
je uvedena´ v pr´ılohe A.
Se´mantika konsˇtrukci´ı PCRE
V tejto sekcii pop´ıˇsem jednotlive´ syntakticke´ konsˇtrukcie PCRE a ich se´mantiku. Ku kazˇdej
transformovatel’nej konsˇtrukcii uvediem na pr´ıklade pr´ıslusˇny´ vizualizovany´ konecˇny´ auto-
mat2 vygenerovany´ transforma´ciou regula´rneho vy´razu implementovany´m parserom. Vy´sledny´
automat reprezentuju´ci komplexny´ PCRE vy´raz je zlozˇeny´ kombina´ciou ty´chto elementa´rnych
konsˇtrukci´ı.
• Perl Compatible regula´rny vy´raz: je uzavrety´ pomocou znakov ”/“. Mimo vy´razu
je mozˇno pouzˇit’ modifika´tory upravuju´ce vy´znam niektory´ch znakov. Pred vy´razom
je to modifika´tor m. Za vy´razom moˆzˇu sta´t’ modifika´tory i, m, s, x.
Se´manticky´ analyza´tor vyuzˇ´ıva modifika´tory i a x. Modifika´tor i spoˆsobuje necitlivost’
na vel’kost’ p´ısmen (case insensitive). Modifika´tor x povol’uje pouzˇitie oddel’ovacˇov pre
prehl’adnost’ regula´rneho vy´razu, ktore´ nebudu´ zahrnute´ do vy´sledne´ho KA.
• Jednoducha´ konkatena´cia: znacˇ´ı zret’azenie po sebe idu´cich znakov. Reprezenta´cia
vy´razu /abc/ je na obra´zku 3.4
Obra´zok 3.4: Reprezenta´cia vy´razu /abc/
• Zoskupenie (): konsˇtrukcia zoskupuje viacero elementov do skupiny. Sˇpecia´lne znaky
a konsˇtrukcie potom pracuju´ s celou skupinou.
• Kvantita 0 azˇ∞ – sˇpecia´lny znak * : znak, alebo skupina pred sˇpecia´lnym znakom
* sa nemus´ı vyskytovat’ voˆbec a moˆzˇe sa opakovat’ nekonecˇno-kra´t. Reprezenta´cia
vy´razu /a*/ je na obra´zku 3.5, vy´razu /(abc)*/ na obra´zku 3.6.
• Kvantita 1 azˇ ∞ – sˇpecia´lny znak + : znak, alebo skupina pred sˇpecia´lnym
znakom + sa mus´ı vyskytovat’ asponˇ raz. Reprezenta´cia vy´razu /a+/ je na obra´zku
3.7, vy´razu /(abc)+/ na obra´zku 3.8.
1Nejedna´ sa priamo o poplachy ako reakcie IDS, ale o pakety oznacˇene´ akcelera´torom.
2Pre vizualiza´ciu KA vznikla sada funkci´ı vyuzˇ´ıvaju´cich da´tove´ sˇtruktu´ry vygenerovane´ho KA. Vyuzˇ´ıva
sa program dot schopny´ generovat’ Post Script dokument.
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Obra´zok 3.5: Reprezenta´cia vy´razu /a*/
Obra´zok 3.6: Reprezenta´cia vy´razu /(abc)*/
Obra´zok 3.7: Reprezenta´cia vy´razu /a+/
Obra´zok 3.8: Reprezenta´cia vy´razu /(abc)+/
• Kvantita 0 alebo 1 – sˇpecia´lny znak ? : znak, alebo skupina pred sˇpecia´lnym
znakom ? sa moˆzˇe vyskytovat’ najviac raz. Reprezenta´cia vy´razu /a?/ je na obra´zku
3.9, vy´razu /(abc)?/ na obra´zku 3.10.
Obra´zok 3.9: Reprezenta´cia vy´razu /a?/
Obra´zok 3.10: Reprezenta´cia vy´razu /(abc)?/
• Kvantita n – {n}: znak, alebo skupina sa mus´ı vyskytovat’ presne n-kra´t. Repre-
zenta´cia vy´razu /a{2}/ je na obra´zku 3.11.
• Kvantita n azˇ m – {n,m}: znak, alebo skupina sa mus´ı vyskytovat’ najmenej n-kra´t,
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Obra´zok 3.11: Reprezenta´cia vy´razu /a{2}/
maxima´lne vsˇak m-kra´t. Reprezenta´cia vy´razu /a{2,4}/ je na obra´zku 3.12.
Obra´zok 3.12: Reprezenta´cia vy´razu /a{2,4}/
• Kvantita n a viac – {n,}: znak, alebo skupina sa mus´ı vyskytovat’ asponˇ n-kra´t.
Reprezenta´cia vy´razu /a{2,}/ je na obra´zku 3.13.
Obra´zok 3.13: Reprezenta´cia vy´razu /a{2,}/
Konsˇtrukcie vyjadruju´ce kvantitu – *, +, {n}, {n,m}, {n,} sa moˆzˇu vyskytovat’ i vo
variante s nasleduju´cim znakom ”?“. Toto pouzˇitie znacˇ´ı ”nie chamtivy´“ (not greedy)
spoˆsob vyhl’ada´vania. Toto chovanie hl’adania prij´ıma cˇo najmensˇ´ı pocˇet opakovan´ı tak
aby zbytok RV vyhovel. Naopak chamtive´ vyhl’ada´vanie prij´ıma cˇo najva¨cˇsˇ´ı mozˇny´
pocˇet opakovan´ı. V hardwe´rovej realiza´cii chamtive´ho a nie chamtive´ho vyhl’ada´vania
nie su´ rozdiely. Aktivovanie sˇtartovacieho stavu s kazˇdy´m novy´m prijaty´m znakom
v konecˇny´ch automatoch zarucˇuje su´cˇasne´ vyhl’ada´vanie obomi spoˆsobmi.
• Alterna´cia – sˇpecia´lny znak | : uda´va mozˇnost’ vy´beru z viac mozˇnost´ı – a|b –
bud’ a alebo b. Alternovat’ mozˇno l’ubovolne´ mnozˇstvo znakov (ret’azcov medzi al-
terna´ciami) alebo skup´ın. Reprezenta´cia vy´razu /ab|cd|ef/ je na obra´zku 3.14.
Obra´zok 3.14: Reprezenta´cia vy´razu /ab|cd|ef/
• Znakove´ skupiny: umozˇnˇuju´ vy´ber pra´ve jedne´ho zo skupiny znakov. Vyuzˇ´ıvaju´
viac foriem za´pisu – vymenovan´ım konkre´tnych znakov, intervalom s pouzˇit´ım znaku
”-“, sˇtandardny´mi POSIX znakovy´mi skupinami ([:digit:], [:space:]) zna´mymi z ja-
zyka C definovany´mi funkciami ako isdigit() alebo isspace(). Tieto tri formy za´pisu
sa pouzˇ´ıvaju´ v konsˇtrukcii [ ]. V poslednom pr´ıpade PCRE prina´sˇa mozˇnost’ za´pisu
escape sekvenciami. Nasleduju´ce sˇtyri za´pisy vyjadruju´ rovnaku´ skupinu znakov vy-
menovany´mi spoˆsobmi za´pisu.
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/[0123456789]/ /[0-9]/ /[[:digit:]]/ /\d/
Znakove´ skupiny dovol’uju´ vyuzˇ´ıvat’ i negacˇny´ opera´tor ”^“ v zmysle pr´ıpustne´ je
vsˇetko okrem definovanej skupiny. Escape sekvencie nega´ciu vyjadruju´ pouzˇit´ım vel’ke´ho
p´ısmena.
/[^0123456789]/ /[^0-9]/ /[[:^digit:]]/ /\D/
Skupina so za´pisom vyuzˇ´ıvaju´cim konsˇtrukciu [ ] moˆzˇe obsahovat’ l’ubovolne´ mnozˇstvo
kombina´ci´ı roˆznych za´pisov.
/[ abc[:digit:]A-Z]/
• Sˇpecia´lny znak . : znacˇ´ı l’ubovolny´ znak.
• Sˇpecia´lny znak $ : znacˇ´ı zacˇiatok ret’azca alebo riadku.
• Sˇpecia´lny znak ˆ : znacˇ´ı koniec ret’azca alebo riadku.
Vy´znam sˇpecia´lnych znakov ., $ a ^ detailne ovplyvnˇuju´ modifika´tory /s a /m.
• Escape sekvencie : okrem uzˇ spomenuty´ch vy´znamov slu´zˇia pre vyjadrenie ASCII
znaku zhodne´ho so sˇpecia´lnymi znakmi. L’ubovolny´ ASCII znak je taktiezˇ mozˇne´
vyjadrit’ jeho ASCII hodnotou v osmicˇkovej alebo sˇestna´stkovej cˇ´ıselnej su´stave v tvare
\0ccc (pre okta´lovu´, c je okta-cˇ´ıslica), \xcc (pre hexadecima´lnu, c je hexa-cˇ´ıslica).
Kombina´ciou jednotlivy´ch konsˇtrukci´ı je mozˇno spracovat’ komplexny´ Perl Compatible
regula´rny vy´raz pouzˇity´ v konkre´tnom snort pravidle. Pr´ıkladom je nasleduju´ce pravidlo a
vy´sledna´ reprezenta´cia je na obra´zku 3.15.
alert tcp $EXTERNAL NET any -> $HTTP SERVERS $HTTP PORTS (msg:’BLEEDING-





3.2.3 Transforma´cia KA na ko´d VHDL
Na obra´zku 3.16 je zna´zornena´ realiza´cia konecˇne´ho automatu v ko´de VHDL. Vy´sledny´ ko´d
popisuje architektu´ru komponentyNFA realizuju´cej funkciu konecˇne´ho automatu vyuzˇ´ıvaju´cu
zdiel’any´ dekode´r [10]. Architektu´ru komponenty tvoria mensˇie komponenty END STATE a
STATE reprezentuju´ce stavy KA. Prechody medzi stavmi su´ realizovane´ jednoduchy´m pre-
pojen´ım vy´stupu zdrojove´ho stavu (state 0 out) a upravene´ho vstupu z dekode´ra (move logic 0)
logicky´m cˇlenom and (vy´sledkom je move 0 out) pripojeny´m na vstup ciel’ove´ho stavu
(state 2 in). Mozˇnost’ uskutocˇnenia prechodu s viacery´mi znakmi je realizovana´ logicky´m
cˇlenom or zdruzˇuju´cim vstup ty´chto znakov (move logic 0).
Su´cˇast’ou tejto bakala´rskej pra´ce je implementa´cia funkci´ı pre transforma´ciu KA do ko´du
VHDL. Funkcie generuju´ ko´d komponenty NFA uvedeny´m spoˆsobom z da´tovy´ch sˇtruktu´r
konecˇne´ho automatu vygenerovane´ho parserom PCRE.
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Obra´zok 3.15: Reprezenta´cia vy´razu /\/horde((2|3|-3\.(0\.[1-9]|1\.0)))?\/{1,2}README/
Obra´zok 3.16: VHDL realiza´cia prechodu [ab]
3.3 Vytvorenie vy´sledne´ho firmwe´ru
Vytvorenie funkcˇne´ho firmwe´ru je posledny´m krokom transforma´cie snort pravidiel. Pro-
ces popisuje obra´zok 3.17. Ko´d unika´tnych vygenerovany´ch komponent PTRN MATCH a
CLASSIFICATION UNIT spolu s ko´dom ostatny´ch sˇtandardny´ch komponent je skompi-
lovany´ a syntetizovany´ na´strojmi Precision, XST alebo Leonardo. Tento proces je cˇasovo
na´rocˇny´.
Pre dokoncˇenie realiza´cie hardwe´rove´ho akcelera´toru vyhl’ada´vania PCRE Traffic Scan-
ner je potreba posledne´ho kroku. Ty´mto krokom je u´prava dekode´ra 1 z 256 jednotky
PTRN MATCH, ktory´ priva´dza vstup konecˇne´ho automatu (jednotlive´ znaky obsahu prehl’a-
da´vane´ho paketu). Dekode´r mus´ı byt’ doplneny´ o signa´ly reprezentuju´ce znakove´ skupiny
regula´rnych vy´razov pop´ısane´ v predcha´dzaju´cej sekcii.
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V tejto kapitole bude pop´ısana´ softwe´rova´ vrstva sondy Traffic Scanner a podrobnejˇsie
kazˇda´ jej zlozˇka. Vy´znamnu´ cˇast’ tejto vrstvy tvor´ı programove´ vybavenie pre konfigura´ciu,
monitorovanie stavu a vsˇeobecne´ pouzˇ´ıvanie sondy Traffic Scanner.
4.1 Softwe´rova´ vrstva sondy Traffic Scanner
Obra´zok 4.1: Softwe´rova´ vrstva sondy Traffic Scanner
Softwe´rova´ vrstva je zobrazena´ na obra´zku 4.1. Pouzˇ´ıva hierarchicke´ usporiadanie jed-
notlivy´ch zlozˇiek, kde kazˇda´ vrstva vyuzˇ´ıva volania vsˇetky´ch nizˇsˇie postaveny´ch vrstiev.
Pouzˇitou softwe´rovou platformou je operacˇny´ syste´m Linux.
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Ovla´dacˇ
Funkciu ovla´dacˇa (driver) plnia moduly jadra. Su´ za´kladnou vrstvou zabezpecˇuju´cou
prepojenie hardwe´ru s operacˇny´m syste´mom. Koncepcia sondy Traffic Scanner je na-
vrhnuta´ tak, zˇe karta v operacˇnom syste´me figuruje ako sˇtandardne´ siet’ove´ rozhranie
(c6eth00). Tento pr´ıstup je transparentny´ z pohl’adu akcelera´cie programu Snort, ktory´
pracuje nad ty´mto rozhran´ım a spracu´va enormne zredukovane´ mnozˇstvo siet’ovej ko-
munika´cie vd’aka hardwe´rovej akcelera´cii.
U´lohou ovla´dacˇa je transportovat’ pakety oznacˇene´ firmwe´rom ako obsahuju´ce vyhl’ada´-
vane´ ret’azce z vy´stupnej vyrovna´vacej pama¨te (SW OBUF) do operacˇne´ho syste´mu
cez zbernicu PCI-X.
Knizˇnice libcombo a libcompat
Knizˇnice libcombo a libcompat zastresˇuju´ za´kladne´ opera´cie s kartami rodiny COMBO.
Su´ implementovane´ v jazyku C. Umozˇnˇuju´ nacˇ´ıtanie dane´ho firmwe´ru do cˇipu FPGA
na karte i pr´ıdavnej karte nesu´cej siet’ove´ rozhrania, monitorovanie stavu karty, re-
zerva´ciu pr´ıstupu k zariadeniu a aloka´ciu firmwe´rovy´ch komponent. Dˇalˇs´ımi funkciami
su´ spra´va pama¨t’ove´ho priestoru firmwe´ru a vstupno-vy´stupne´ opera´cie s pama¨t’ou a
registrami karty. Pre pra´cu s touto knizˇnicou je nutne´ pre kazˇdy´ firmwe´r vytvorit’
XML su´bor popisuju´ci pouzˇite´ komponenty a ich umiestnenie v pama¨t’ovom priestore
cˇipu FPGA.
Tieto knizˇnice slu´zˇia ako za´kladne´ rozhranie pre programy pracuju´ce s kartami COMBO.
Vrstva za´kladnej kontroly
Ta´to vrstva obsahuje program idsctl. Je implementovany´ v jazyku C. Pracuje s re-
gistrami a pama¨t’ou firmwe´rovej vrstvy Traffic Scanner. Jeho u´cˇelom je inicializa´cia
registrov a pama¨te, opera´cie ako resˇtart sondy, zap´ınanie a vyp´ınanie urcˇity´ch kompo-
nent (IBUF), povolovanie a zakazovanie vlastnost´ı chovania sondy a vycˇ´ıtavanie stavu
vy´znamny´ch registrov. Ta´to vrstva slu´zˇi pre zobrazovanie sˇtatist´ık vy´znamny´ch ako
ladiace informa´cie a okamzˇite´ho vnu´torne´ho stavu sondy.
Program pre komunika´ciu vyuzˇ´ıva neinterakt´ıvne textove´ rozhranie pr´ıkazove´ho ria-
dku. Opera´cia, ktora´ ma´ byt’ uskutocˇnena´, je sˇpecifikovana´ argumentami pr´ıkazove´ho
riadku.
Vrstva uzˇ´ıvatel’skej kontroly
Do tejto vrstvy spadaju´ bash skripty ids a ids lkm. Komunika´cia je neinterakt´ıvna
prostredn´ıctvom pr´ıkazove´ho riadku a parametrov programov.
ids – zabezpecˇuje manazˇment dostupny´ch firmwe´rov, nahra´vanie zadane´ho firmwe´ru
do cˇipu FPGA karty a poskytovanie informa´ci´ı o aktua´lnom firmwe´ry. Pre svoju
cˇinnost’ overuje pr´ıtomnost’ potrebny´ch modulov jadra. Medzi d’alˇsie funkcie
patr´ı konfigura´cia siet’ove´ho rozhrania – zmena parametrov, jeho zap´ınanie a
vyp´ınanie. Ako zdroj a u´lozˇny´ priestor potrebny´ch informa´ci´ı vyuzˇ´ıva konfi-
guracˇny´ su´bor ids.conf.
ids lkm – stara´ sa o nacˇ´ıtavanie a odstranˇovanie modulov jadra potrebny´ch pre beh
sondy.
Vrstva graficke´ho uzˇ´ıvatel’ske´ho rozhrania
Vrstva graficke´ho uzˇ´ıvatel’ske´ho rozhrania (GUI) obal’uje vysˇsˇie pop´ısane´ programove´
vybavenie – program idsctl, skripty ids a ids lkm. Spr´ıstupnˇuje ich funkcionalitu
26
v uzˇ´ıvatel’sky pr´ıstupnejˇsej a prehl’adnejˇsej forme. Doˆlezˇitou schopnost’ou je spr´ıstupne-
nie generovania nove´ho sˇpecificke´ho firmwe´ru vyhl’ada´vaju´ceho uzˇ´ıvatel’om sˇpecifikovane´
signatu´ry.
GUI nesie na´zov ids-frontend a je implementovane´ v jazyku C++ s pouzˇit´ım knizˇn´ıc
qt4, ktore´ poskytuju´ triedy graficke´ho rozhrania i triedy s komplexnou funkcionalitou.
Implementa´cia vyuzˇ´ıva objektovy´ pr´ıstup.
Implementa´cia tejto vrstvy bola cˇasovo na´rocˇnou cˇast’ou bakala´rskej pra´ce. Uka´zˇky
graficke´ho prostredia aplika´cie su´ uvedene´ v pr´ılohe B.
Qt4 je su´bor knizˇn´ıc v jazyku C++ tzv. ”framework“ pre vy´voj multiplatformovy´ch
aplika´ci´ı vyuzˇ´ıvaju´cich GUI. Qt pouzˇ´ıva pre komunika´ciu udalostami riadene´ho cho-
vania objektov syste´m ”signa´lov a slotov“. Ta´to koncepcia umozˇnˇuje neza´visly´ vy´voj
GUI a funkcionality aplika´ci´ı a mozˇnost’ ”komponentne´ho“ programovania. Pre zarucˇe-
nie syste´mu signa´lov a slotov a d’alˇs´ıch vlastnost´ı objektov je zdrojovy´ ko´d obaleny´
pridany´m ko´dom tzv. ”runtime“.
Vd’aka svoj´ım dobry´m vlastnostiam bolo qt4 vybrane´ pre implementa´ciu GUI pre
opera´cie so sondou Traffic Scanner.
4.1.1 Objektovy´ model uzˇ´ıvatel’ske´ho rozhrania
Obra´zok 4.2: Objektovy´ model ids-frontend
Objektovy´ model aplika´cie ids-frontend pozosta´va z troch hlavny´ch vrstiev. Kazˇdu´
vrstvu si podrobnejˇsie pop´ıˇseme:
Vrstva uzˇ´ıvatel’ske´ho rozhrania: Ta´to vrstva bola implementovana´ na´strojom designer-
qt4, ktory´ slu´zˇi pre vizua´lne konsˇtruovanie uzˇ´ıvatel’ske´ho rozhrania. Rozhranie je u´plne
oddelene´ od funkcˇne´ho ko´du. Je reprezentovane´ su´bormi .ui vo forma´te XML.
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Za´kladny´m GUI prvkom je formula´r ids-frontend.ui. Ostatne´ formula´re su´ zobrazene´
na za´klade interakcie so za´kladny´m formula´rom.
Hlavny´ formula´r zabezpecˇuje zobrazovanie najdoˆlezˇitejˇs´ıch ukazatel’ov stavu sondy –
pr´ıtomnost’ syste´movy´ch modulov, stav firmwe´ru a monitor pocˇtu paketov oznacˇeny´ch
sondou ako splnˇuju´ce sˇpecifikovane´ pravidla´. Dˇalej umozˇnˇuje nahrat’ do sondy novy´
firmwe´r a vy´znamnou u´lohou je aj spojenie so sluzˇbou ids.liberouter.org. Formula´r
poskytuje informa´cie o hodnota´ch vy´znamny´ch registrov zariadenia.
Za´kladne´ uzˇ´ıvatel’ske´ rozhranie taktiezˇ obsahuje aj hlavne´ menu programu umozˇnˇuju´ce
zobrazit’ na´povedu a korektne ukoncˇit’ aplika´ciu.
graphMonitor je sˇpecificky´ prvok uzˇ´ıvatel’ske´ho rozhrania pouzˇity´ v hlavnom for-
mula´ri. Vykresl’uje prehl’adny´ graf pocˇtu exportovany´ch paketov v cˇase. Realizuje
funkciu grafickej komponenty (widget).
Funkcie ostatny´ch formula´rov zabezpecˇuju´ zobrazenie jednoduche´ho editoru za u´cˇelom
sˇpecifika´cie vlastny´ch snort pravidiel, zobrazenie html dokumenta´cie k sonde Traffic
Scanner, overenie pr´ıtomnosti potrebny´ch su´borov pri nahra´van´ı firmwe´ru a zobraze-
nie informa´ci´ı o programe a autorovi.
Spojovacia vrstva: Je implementovana´ triedou ids-frontend. Funkciou tejto vrstvy je vy-
tvorit’ potrebne´ objekty a spojit’ reakcie uzˇ´ıvatel’ske´ho rozhrania s funkcionalitou pro-
gramu. Taktiezˇ zarucˇuje zobrazovanie ostatny´ch formula´rov pri interakcii s uzˇ´ıvatel’om.
Pri ukoncˇen´ı programu sa stara´ o uvol’nenie pama¨te.
Funkcionalita: Funkciona´lna vrstva obsahuje triedy implementuju´ce konkre´tne nevyhnutne´
opera´cie. Hlavne´ u´lohy ty´chto tried su´ pravidelne´ vycˇ´ıtavanie hodnoˆt registrov z firmwe´ru
pomocou knizˇnicˇnej vrstvy libcombo a libcompat, nahranie zvolene´ho firmwe´ru do
cˇipu FPGA, komunika´cia protokolom HTTP s webovy´m rozhran´ım Traffic Scanner
ids.liberouter.org.
Pre komunika´ciu protokolom HTTP je pouzˇita´ trieda knizˇnice qt4 QHttp zabezpecˇuju´ca
spojenie a prenos da´t protokolom HTTP. Pouzˇity´ je pr´ıkaz protokolu HTTP POST.
Obsah pr´ıkazu je definovany´ na za´klade uzˇ´ıvatel’ske´ho vstupu a podl’a toho je zosta-
veny´ vy´sledny´ paket.
Funkciona´lna vrstva tiezˇ zabezpecˇuje kontroly pr´ıtomnosti syste´movy´ch modulov, ich
nacˇ´ıtanie, kontrolu existencie konfiguracˇne´ho su´boru ids.conf a parsovanie hodnoˆt
konfiguracˇny´ch premenny´ch.
Pre splnenie niektory´ch u´cˇelov vyuzˇ´ıva nizˇsˇiu vrstvu softwe´rove´ho modelu Traffic
Scanner – skripty ids a ids lkm. Pre ich volanie vyuzˇ´ıva funkciu system().
Program ids-frontend obsahuje priamo uzˇ´ıvatel’sku´ dokumenta´ciu a je mozˇne´ ju zobrazit’
pomocou hlavne´ho menu. Je pouzˇity´ vizua´lny forma´t s popisuju´cim textom (screenshot).
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Kapitola 5
Detekcia narusˇenia siete s vyuzˇit´ım
Traffic Scanner
Ta´to kapitola bude zamerana´ na zariadenie Traffic Scanner z pohl’adu funkcˇne´ho bezpecˇnost-
ne´ho prvku siet’ovej infrasˇtruktu´ry. Riesˇena´ bude ota´zka zapojenia zariadenia, uzˇ´ıvatel’ska´
koncepcia a v´ızia spolupra´ce s iny´mi bezpecˇnostny´mi zariadeniami vyv´ıjany´mi projektom
Liberouter.
5.1 Uzˇ´ıvatel’ska´ koncepcia
Za´kladnou pozˇiadavkou uzˇ´ıvatel’ov je potreba aktua´lnosti vyhl’ada´vanej mnozˇiny pravidiel a
mozˇnost’ vytvorenia vlastny´ch pravidiel. Pre tieto potreby bol zriadeny´ server ids.liberouter.org.
Prebieha tu cely´ proces transforma´cie snort pravidiel na firmwe´r na za´klade pozˇiadavky
uzˇ´ıvatel’a. Interakcia s uzˇ´ıvatel’om je riesˇena´ webovy´m rozhran´ım implementovany´m v ja-
zyku PHP. Komunika´cia je zalozˇena´ na protokole HTTP.
Obra´zok 5.1: Uzˇ´ıvatel’ska´ koncepcia Traffic Scanner
K rozhraniu je mozˇno pristupovat’ pomocou internetove´ho prehliadacˇa. O vy´sledku a
mozˇnostiach stiahnutia vy´sledkov pozˇiadavku je uzˇ´ıvatel’ informovany´ elektronickou posˇtou.
Je taktiezˇ mozˇne´ vyuzˇit’ program ids-frontend, ktory´ zabezpecˇuje potrebnu´ HTTP komu-
nika´ciu. Poskytuje rovnake´ mozˇnosti ako webove´ rozhranie.
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Pretozˇe proces transforma´cie snort pravidiel na syntetizovany´ firmwe´r je vel’mi vy´pocˇtovo
na´rocˇny´, pri stu´paju´com mnozˇstve uzˇ´ıvatel’ov bude musiet’ byt’ koncepcia upravena´.
5.2 Spoˆsob zapojenia v sieti
Existuju´ dva mozˇne´ spoˆsoby zapojenia. Su´ zobrazene´ na obra´zku 5.2. Sˇtvor-portove´ monito-
rovanie vyuzˇ´ıva prij´ımanie mirrorovane´ho siet’ove´ho toku vsˇetky´mi siet’ovy´mi rozhraniami.
Pri spoˆsobe zapojenia ”inline“ vsˇetok siet
’ovy´ tok precha´dza sondou obojsmerne. Sonda sa
chova´ ako ”T-splitter“.
Obra´zok 5.2: Siet’ove´ zapojenie
5.3 Vı´zia spolupra´ce s iny´mi bezpecˇnostny´mi zariadeniami
Zariadenie Traffic Scanner ma´ urcˇite potencia´l pre pouzˇitie aj s iny´mi bezpecˇnostny´mi
zariadeniami, ktore´ by pomohli zvy´sˇit’ bezpecˇnost’ vy´sledne´ho syste´mu. Ta´to koncepcia je
zobrazena´ na obra´zku 5.3. Potenciona´lna spolupra´ca zariadenia Traffic Scanner sa naskyta´
v pouzˇit´ı s nasledovny´mi zariadeniami:
• Firewall – perspekt´ıva spolupra´ce zariadenia s riesˇen´ım IDS Traffic Scanner je vy-
soka´. IPS zlozˇka syste´mu Snort, by mohla vzdialene konfigurovat’ hlavny´ firewall a
akt´ıvne tak odpovedat’ na hrozby. Taktiezˇ by IPS zlozˇka pri zisten´ı pokusu o u´tok
mohla pomocou firewallu presmerovat’ u´tocˇn´ıka do pasce honey potu alebo padded
cell syste´mu.
• Zariadenie pre sledovanie IP tokov – je pas´ıvne siet’ove´ monitorovacie zariadenie.
Zbiera sˇtatistiky o IP tokoch (flow) a exportuje ich. Potencia´lna spolupra´ca vyply´va
z perspekt´ıvy zariadenia detegovat’ DoS u´toky, ktore´ sa vyznacˇuju´ vel’ky´m pocˇtom IP
tokov v malom cˇasovom okamihu. Ta´to spolupra´ca by mohla zvy´sˇit’ bezporuchovost’
sondy Traffic Scanner, pretozˇe toto zariadenie moˆzˇe byt’ ciel’om pra´ve DoS u´tokov.
Samozrejme predpoklada´ pouzˇitie firewallu pre realiza´ciu protiopatren´ı.
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• Honey pot alebo Padded Cell System – ako uzˇ bolo nap´ısane´, v spolupra´ci
s firewallom by toto zariadenie mohlo slu´zˇit’ ako pasca pre z´ıskavanie informa´ci´ı
o u´tocˇn´ıkoch.
Su´cˇasny´ stav neumozˇnˇuje spolupra´cu zariaden´ı. Najva¨cˇsˇ´ım nedostatkom je rozdiel-
nost’ konfiguracˇny´ch rozhran´ı pre roˆzne bezpecˇnostne´ zariadenia, najma¨ firewally. Ta´to
situa´cia by si vyzˇadovala vznik d’alˇsieho softwe´ru, ktory´ by zjednocoval rozdielne rozhrania
a vytva´ral unifikovane´ rozhranie. Perspekt´ıvnym prostriedkom pre tu´to u´lohu moˆzˇe byt’
protokol netconf.
Ta´to u´loha by bola znacˇne na´rocˇna´ a nad ra´mec tejto bakala´rskej pra´ce.




Nasˇtudovana´ bola problematika siet’ovej bezpecˇnosti a najma¨ zariaden´ı IDS. Podrobne bola
rozobrana´ architektu´ra hardwe´rove´ho akcelera´toru IDS programu Snort, Traffic Scanner,
vyv´ıjane´ho v ra´mci projektu Liberouter. Ako su´cˇast’ procesu transforma´cie snort pravi-
diel na firmwe´r Traffic Scanner bola implementovana´ sada funkci´ı transformuju´ca polozˇky
snort pravidiel do da´tovy´ch sˇtruktu´r vhodny´ch pre d’alˇsie spracovanie. Pre zabezpecˇenie
vyhl’ada´vania ret’azcov na za´klade PCRE bola vytvorena´ potrebna´ gramatika popisuju´ca
pcre zlozˇky pravidiel snort a na jej za´klade bol implementovany´ syntakticky´ a se´manticky´
analyza´tor, ktory´ je schopny´ genera´cie konecˇny´ch automatov do da´tovy´ch sˇtruktu´r vhodny´ch
k transforma´cii do ko´du VHDL. Tieto da´tove´ sˇtruktu´ry su´ spracova´vane´ implementovanou
sadou funkci´ı na prevod konecˇny´ch automatov do ko´du VHDL. Dˇalej bolo pop´ısane´ a imple-
mentovane´ programove´ vybavenie sondy, ktore´ho cˇasovo a implementacˇne najna´rocˇnejˇsiu
cˇast’ tvor´ı aplika´cia s komplexny´m uzˇ´ıvatel’sky´m rozhran´ım. Ku vsˇetky´m implementovany´m
na´strojom bola v jazyku docbook vytvorena´ uzˇ´ıvatel’ska´ dokumenta´cia vo forma´te manua´lo-
vy´ch stra´nok syste´mov UNIX. Bola tiezˇ analyzovana´ mozˇnost’ spolupra´ce Traffic Scan-
ner s iny´mi bezpecˇnostny´mi zariadeniami. Nakoniec bola predvedena´ koncepcia detekcie
narusˇenia siete s vyuzˇit´ım sondy.
Oproti poˆvodne´mu zadaniu, kde bol znacˇny´ doˆraz kladeny´ na spolupra´cu akcelera´tora
s iny´mi bezpecˇnostny´mi zariadeniami, sa pra´ca zamerala najma¨ na podporu vyhl’ada´vania
regula´rnych vy´razov. Hlavny´m doˆvodom k tomuto kroku je nevyhnutnost’ hardwe´rovej pod-
pory vyhl’ada´vania ret’azcov na za´klade regula´rnych vy´razov. Ta´to podpora zo strany IDS
zariaden´ı je pevny´m sˇtandardom a z hardwe´rovej strany potrebou pre poskytnutie akce-
lera´cie softwe´rovy´m IDS na´strojom. Bez tohoto kroku by spolupra´ca s iny´mi zariadeniami
poskytovala zle´ vy´sledky, akcelera´tor by zabra´nil odhaleniu niektory´ch u´tokov.
Prostriedky pre analy´zu v rea´lnom cˇase, ukladanie da´t i pre off-line spracovanie po-
skytuje samotny´ program Snort a jeho podporne´ na´stroje. Snort je schopny´ ukladat’ da´ta
do databa´ze MySQL i zasielat’ upozornenia o u´tokoch v rea´lnom cˇase. Podporny´ na´stroj
SGUIL poskytuje GUI prostredie pre analy´zu da´t v rea´lnom cˇase i pre vykona´vanie off-line
opera´ci´ı nad databa´zou. Na´stroj SGUIL bol nainsˇtalovany´ a vysku´sˇany´ s programom Snort
pre dany´ u´cˇel.
Smery pokracˇovania tejto bakala´rskej pra´ce su´ pocˇetne´. Vel’ky´ potencia´l v usˇetren´ı
pama¨t’ovy´ch na´rokov poskytuju´ optimaliza´cie pouzˇity´ch konecˇny´ch automatov alebo zmena
princ´ıpu ich hardwe´rovej realiza´cie. Dˇalˇsou potrebou riesˇenia Traffic Scanner je poskytnutie
aktua´lnosti vyhl’ada´vany´ch signatu´r a teda naba´da ku vzniku programove´ho vybavenia za-
bezpecˇuju´ceho tu´to u´lohu. Su´bezˇne s predpokladany´m vytva´ran´ım potrebne´ho vybavenia




Termina´ly: ASCII1, /, *, +, ?, OR2, ., $, ^, [, ], (, ), {, }, INT3, CHARCLASS2VALUE4,
CHARCLASS5, NEGATE6, SLASHCHARCLASS7, NEGSLASHCHARCLASS8, SPACE9
Nontermina´ly: pcre, modif front, modif rear, inslash, exp, ext unit, unit, grouping, ele-
ment, class, quantity, repeating, not greedy, interval, inclass, inclass unit
Gramaticke´ pravidla´:
pcre: modif front inslash modif rear
modif front: /* empty */ | ASCII
modif rear: /* empty */ | ASCII modif rear
inslash: / exp /
exp: ext unit | ext unit exp | ext unit OR exp
unit: element | grouping
ext unit: unit | unit repeating not greedy | unit quantity not greedy
grouping: ( exp )
element: ASCII | . | $ | ^ | SPACE | class
class: [ inclass ] | [ NEGATE inclass ] | SLASHCHARCLASS |
NEGSLASHCHARCLASS
quantity: * | + | ?
repeating: { interval }
not greedy: /* empty */ | ?
interval: INT | INT , | INT , INT
inclass: inclass unit | inclass unit inclass
inclass unit: ASCII | CHARCLASS2VALUE | CHARCLASS
Doˆlezˇita´ je najma¨ celkova´ hierarchia nontermina´lov od za´kladny´ch jednotiek po kom-
pletny´ regula´rny vy´raz:
1ASCII znak.
2Znak | znacˇiaci alterna´ciu.
3Celocˇ´ıselna´ hodnota.
4Trieda znakov urcˇena´ intervalom.
5Sˇtandardna´ trieda znakov POSIX.
6Znak ˆ nega´cia skupiny znakov.
7Trieda znakov PCRE.
8Negovana´ trieda znakov PCRE.
9Medzera pre prehl’adnost’ – pouzˇ´ıvane´ len s modifika´torom /x.
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element | grouping → unit → extended unit (ext unit) → expression (exp) →
pcre
Pozna´mka: /* empty */ znacˇ´ı mozˇnost’ nontermina´l zanedbat’. Znak | znacˇ´ı alternat´ıvu –





Obra´zok B.1: Za´lozˇka monitor hlavne´ho uzˇ´ıvatel’ske´ho rozhrania
Obra´zok B.2: Jednoduchy´ editor pravidiel snort
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Obra´zok B.3: Kontrola potrebny´ch su´borov pri nahra´van´ı firmwe´ru
Obra´zok B.4: Rozhranie pre spojenie so sluzˇbou ids.librouter.org
36
Obra´zok B.5: Monitorovanie stavu registrov sondy
Obra´zok B.6: HTML prehliadacˇ dokumenta´cie
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