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Abstract— In this paper we consider the problem of comput-
ing an optimal set of motion primitives for a lattice planner.
The objective we consider is to compute a minimal set of
motion primitives that t-span a configuration space lattice.
A set of motion primitives t-span a lattice if, given a real
number t greater or equal to one, any configuration in the
lattice can be reached via a sequence of motion primitives
whose cost is no more than t times the cost of the optimal
path to that configuration. Determining the smallest set of
t−spanning motion primitives allows for quick traversal of a
state lattice in the context of robotic motion planning, while
maintaining a t−factor adherence to the theoretically optimal
path. While several heuristics exist to determine a t-spanning
set of motion primitives, these are presented without guarantees
on the size of the set relative to optimal. This paper provides
a proof that the minimal t−spanning control set problem for
a lattice defined over an arbitrary robot configuration space
is NP-complete, and presents a compact mixed integer linear
programming formulation to compute an optimal t-spanner.
We show that solutions obtained by the mixed integer linear
program have significantly fewer motion primitives than state of
the art heuristic algorithms, and out perform a set of standard
primitives used in robotic path planning.
I. INTRODUCTION
Sampling based motion planning can typically be split
into two methodologies: probabilistic sampling, and deter-
ministic sampling. In probabilistic sampling based motion
planning, a set of n samples is randomly selected over
a configuration space and connections are made between
“close” samples. A shortest path algorithm can then be run
on the resulting graph. Examples of probabilistic sampling
based algorithms include Probabilistic Road Map (PRM) [1],
Rapidly Exploring Random Trees (RRT) [2], or RRT* [3].
Probabilistic sampling is attractive as it avoids explicitly
constructing a discretization of the configuration space, and
can provide any-time sub-optimal paths. However, theoretical
guarantees on the error of generated paths relative to optimal
are typically asymptotic in nature due to the randomness of
the samples.
In deterministic sampling based algorithms, on the other
hand, a uniform discretization of the configuration space,
often called a state lattice, is explicitly constructed to form
the vertices of a graph. In [4], [5], the authors define a state
lattice as a graph whose vertices are uniformly distributed
over a robot workspace, and whose edges are those tuples
(i, j) such that both i and j belong to the vertex set of the
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Fig. 1: Example of motion planning using t−spanning motion
primitives. Vertex (5, 3, 0) is reached optimally from (0, 0, 0)
via the red line, and is 1.015-spanned by the light grey motion
primitives. The green line represents the path obtained using the
motion primitives. Black lines represent motion primitives used to
reach (5, 3, 0).
lattice, and there exists an admissible controller that brings
i to j. The cost of any edge in the lattice is dictated by
dynamics of the system in question and the choice of control.
The authors of [4] note that any complexity of the system due
to its dynamics may be taken into account during the process
of lattice construction by pre-computing the cost of each
motion in the lattice given the dynamics of the system. This
removes the burden of accounting for complex dynamics
during the actual process of robotic path planning.
In addition to reducing the complexities involved in
robotic path planning, state lattices have also proved ver-
satile in the problems that they can address. For example,
adaptations to standard rigid state lattices are widely used
in autonomous driving. The authors of [6], [7] demonstrate
state lattice adaptations made to account for the structured
environments of urban roads.
State lattices can provide theoretical guarantees concern-
ing the cost of proposed paths. Using a connection radius
growing logarithmically with the distance between between
sampled lattice vertices, the authors of [8] provide an upper
bound on the error from optimal for a path produced by a
deterministic sampling-based road map. The primary draw-
back with connecting lattice vertices in accordance with a
connection radius is the inclusion of redundant neighbours in
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the search space. For example, for a square lattice in R2 with
Euclidean distances, any-angle dynamics, and a connection
radius r ≥ 2, the vertex (0, 0) will have neighbours (1, 0)
and (2, 0) while the vertex (1, 0) will also have (2, 0) as
a neighbour. When a shortest path algorithm is run, it will
have to consider the path from (1, 0) to (2, 0) at least twice.
As a second example, consider the same lattice, and suppose
that the connection radius r is sufficiently large as to ensure
that (0, 0) and (4, 1) are neighbors. Then (3, 1) would also
neighbour (0, 0), and the vertex (4, 1) could be reached by
first passing through (3, 1). The error on this decomposition
of the direct path from (0, 0) to (4, 1) is given by
√
32 + 1 + 1√
42 + 1
= 1.0095,
which may be sufficiently small (0.95%) for the purposes of
the user to remove (4, 1) as a neighbor of (0, 0). Reducing
the number of neighbours of a vertex results in a graph with
fewer edges and faster shortest-path computations. These
redundancies motivate the following question: given a graph
whose vertices are configurations of a mobile robot, and a
real number t ≥ 1, what is the smallest set of edges of
the graph that guarantee that the cost-minimizing path from
any vertex i to any other vertex j is no more than a factor
of t larger than cost of the optimal control between i and
j? In other words, what is the smallest set of edges that
t−span the vertices of the configuration space? This set of
edges, called t-spanning motion primitives, correspond to a
set of admissible controllers that can be combined to navigate
throughout the lattice to within a factor of t of the optimal
cost. The notion of t−spanning motion primitives is similar
to that of graph t−spanners first proposed in [9]. An example
of a t−spanning set of motion primitives is given in Figure 1.
In [10], the authors address the problem of computing a
minimal set of t-spanning motion primitives for an arbitrary
lattice. We refer to this problem as the minimum t-spanning
control set (MTSCS) problem. For a Euclidean graph, at-
tempting to determine such a minimum t−spanning set is
known to be NP hard (see [11]), and in [10], the authors
postulate that the same is true over an arbitrary lattice. The
authors of [10] provide a heuristic for the MTSCS problem,
which while computationally efficient, does not have any
known guarantees on the size of the set relative to optimal.
The main contributions of this paper are twofold. First, we
provide a proof that the MTSCS problem is NP-complete for
a lattice defined on an arbitrary robot workspace. Second,
a mixed integer linear programming (MILP) formulation
of the MTSCS problem. This MILP formulation contains
only one integer variable for each edge in the lattice. The
compact formulation is achieved by establishing that the
edges in an minimal lattice spanner must form a directed
tree. This MILP formulation constitutes the only non-brute
force approach to optimally solving the MTSCS problem.
Though this MILP formulation does not scale to very large
lattices, it can be solved offline and the solution will hold
for any start-goal path planning instance in the same lattice.
Several numerical examples are provided in Section V. These
examples illustrate that minimal spanners can be computed
for complex problems, and the resulting solutions are often
significantly smaller than those found by the heuristic in [10].
They also show the quality of paths constructed using the
t−spanning control set in an A* search of paths in a lattice
in the presence of obstacles.
II. BACKGROUND AND PROBLEM STATEMENT
In this section we formalize the notion of state lattices
in terms of group theory and then define the minimum t-
spanning control set problem.
A. Preliminaries in Group Theory
We begin by summarizing some of the concepts in geo-
metric group theory outlined in [12], modifying some of the
notation for our uses.
Consider any subgroup G of the d-dimensional Special
Euclidean group SE(d). By definition, the elements of G are
orientation-preserving Euclidean isometries of a rigid body in
d-dimensional space. Let s denote the identity element of G.
Any isometry i in G represents a possible configuration of a
mobile robot. However, i can also be interpreted as a motion
taking a mobile robot starting at s to i. As such, motions
can be concatenated to produce other motions. The group
operation of G, denoted · is defined as the left multiplication
of elements of G. Thus, for i, j ∈ G, we may define another
element i·j that is also in G and represents the concatenation
of the isometries i and j. The isometry i · j is the motion
that takes s to i by motion i, and then takes i to i · j by
motion j.
B. State Lattices
For a mobile robot, let Bd(x) be defined as the set of all
points in Rd occupied by the robot while its center of motion
is at x ∈ Rd.
Definition II.1 (Robot Swath). Consider a mobile robot
whose possible configurations are isometries in G. Given
i, j ∈ G and an optimal steering function u : [0, 1] → Rd
such that u(0) = i, u(1) = j, we define the swath associated
with the steering function u between isometries i and j as
Swathu(i, j) = {x ∈ Rd : ∃τ ∈ [0, 1], x ∈ Bd(u(τ))}.
The set Swathu(i, j) represents the set of all vertices in
Rd that the mobile robot will occupy as it traverses a path
defined by the steering function from i to j.
Definition II.2 (Valid Concatenation). Consider isometries
i, j, p ∈ G of a mobile robot with optimal steering function
u that takes the robot starting at i to j. Suppose that i · p =
j, and let W kd ⊂ Rd denote a d−dimensional workspace
bounded by a ball of radius k. We say that the concatenation
i · p = j is valid if
Swathu(i, j) ⊆W kd .
If i · p is a valid concatenation, we write i ⊕ p = i · p = j.
If i · j is not valid, we say that i⊕ j is not defined.
Given a workspace, we may determine the set of all valid
concatenations of isometries in accordance with the above
definition. However, given a set of concatenations V that we
Fig. 2: (Left) Partial lattice with three generators (black) in the
group G = R2×SO(2), cost function given by Dubins’ distance for
turning radius 1. (Right) Partial lattice generated by six generators
(black) in the group G = R2×SO(2). Cost function c is given by
Dubins’ distance for a minimum turning radius of 0.5.
wish to declare as valid, we may also define a workspace
W kd . This is done by assuming that the mobile robot in
question has an admissible controller that takes i to j if and
only if i · p = j is a valid concatenation (i.e., i⊕ j ∈ V ).
Definition II.3 (Lattice). Let (W kd , G, u) denote a
workspace, group of isometries, and steering function re-
spectively of a mobile robot. Given a subset B ⊆ G, the
lattice generated by B is defined as
Lk(B) = {j ∈ G : j = i1 ⊕ i2 ⊕ · · · ⊕ im for some
m ∈ N, i1, ..., im ∈ B}.
(1)
The lattice Lk(B) is the set of elements, called vertices of
G that can be obtained via valid concatenations of elements
of B.
Definition II.3 implies that there are two modes of con-
struction of a lattice: lattice vertices may be fixed in Rd
followed by the computation of steering functions from
vertex to vertex, or a basic set of control primitives B may
be fixed and used to generate a lattice.
Let c : Lk(B) → R≥0 denote a cost function on G.
This cost function represents the cost of an optimal control
taking s to p ∈ Lk(B). Assuming that control costs are time
invariant, if i, j ∈ Lk(B) such that i · p = j, (i.e., p is the
isometry taking vertex i to vertex j) then the cost of the
controller taking i to j is given by c(p). In this paper, we
assume that
1) c(p) ≥ 0, for all p ∈ Lk(B),
2) c(p) = 0 implies that p = s,
3) if i, j, k, p, q, r ∈ Lk(B) with i⊕ p = j, j⊕ q = k, and
i⊕ r = k, then c(r) ≤ c(p) + c(p).
If 1), 2), and 3) hold for a cost function c, we say that c is an
almost-metric. Note that these assumptions hold for control
costs of mobile robots. Observe that c cannot properly be
called a metric, as it lacks the symmetry requirement of a
metric. Figure 2 illustrates two examples of lattices.
The tuple (Lk(B), c) induces a directed, weighted graph
whose edges are those tuples (i, j) ∈ Lk(B)× Lk(B) such
that there exists p ∈ Lk(B) with i ⊕ p = j. The cost
associated (i, j) is cij = c(p).
Let E ⊆ Lk(B), and suppose that j ∈ Lk(E). We define
a path in E to j, denoted pE(j), as a sequence of m edges
(ir, ir+1) such that ir+1 = ir ⊕ pr for pr ∈ E for all r =
1, . . . ,m − 1, and that takes s to j. The length of the path
pE(j) is
l =
m∑
r=1
cirir+1 .
The distance in E to j, denoted dE(j), is the length of the
length-minimizing path in E to j.
For the remainder of this paper, the term path and the
notation pE(j) will refer to a path in E to j of minimal
length dE(j).
C. The Minimum t-Spanning Control Set Problem
We are now ready to introduce the notion of t-reachability
of a set of motion primitives in a lattice.
Definition II.4 (t-reachability). Given (Lk(B), c), a subset
E ⊆ Lk(B), and a real number t ≥ 1, a vertex j ∈ Lk(B)
is t-reachable from E if
dE(j) ≤ tc(j).
That is, j is t−reachable from E if the length of a shortest
path pE(j) in E to j is no more than t times the length of
the shortest path from s to j in Lk(B). If every y ∈ Lk(B)
is t−reachable from E, we say that E t-spans the lattice
Lk(B).
The Minimum t−Spanning Control Set problem is formu-
lated as follows.
Problem II.5 (Minimum t−spanning Control Set Problem).
Input: A tuple (Lk(B), c), and a real number t ≥ 1.
Output: A set E ⊆ Lk(B) of minimal size that t−spans
Lk(B).
Observe that E is a set of t-spanning motion primitives for
a mobile robot whose configuration space is given by Lk(B).
That is, any configuration in the configurations space Lk(B)
may be decomposed into a sequence (path) of motions in E
such that the cost of any decomposition is no more than a
factor of t larger than the cost of the configuration.
In the remainder of the paper we establish the hardness
of the problem and then present a mixed integer linear
Programming (MILP) formulation of Problem II.5.
III. HARDNESS OF COMPUTING MTSCS
In this section, we begin by characterizing the hardness of
Problem II.5, which serves to motivate the MILP formulation
presented in the next section.
Theorem III.1. Problem II.5 is NP-hard.
Proof. To show that Problem II.5 is NP-hard, we will con-
struct a reduction from a metric graph t−spanner problem.
This problem is known to be NP-hard (see [13], [11]). Given
a directed graph G = (VG, EG, w) with vertex set VG, edge
b
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(b) Arrangement with non-
equal edge vectors.
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<latexit sha1_base 64="6luXFOgHDHkBfGdG4nOkMRG7c50="> AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0 m0qMeCF49V7Ae0oWy2k3bpZhN2N0IJ/Qde PCji1X/kzX/jts1BWx8MPN6bYWZekAiuje t+O4W19Y3NreJ2aWd3b/+gfHjU0nGqGDZZ LGLVCahGwSU2DTcCO4lCGgUC28H4dua3n1B pHstHM0nQj+hQ8pAzaqz0wLBfrrhVdw6yS rycVCBHo1/+6g1ilkYoDRNU667nJsbPqDK cCZyWeqnGhLIxHWLXUkkj1H42v3RKzqwyI GGsbElD5urviYxGWk+iwHZG1Iz0sjcT//O 6qQlv/IzLJDUo2WJRmApiYjJ7mwy4QmbEx BLKFLe3EjaiijJjwynZELzll1dJ66LqXVbd +1qlfpXHUYQTOIVz8OAa6nAHDWgCgxCe4R XenLHz4rw7H4vWgpPPHMMfOJ8/gd2NTA== </latexit>
s
<latexit sha1_base64="KJm3h8E+38CM4 mgCvsrbvHiRjnE=">AAAB6HicbVBNS8NAEJ3Ur1q/qh69LBbBU0lU1GPBi8cW7Ae0oWy 2k3btZhN2N0IJ/QVePCji1Z/kzX/jts1BWx8MPN6bYWZekAiujet+O4W19Y3NreJ2aWd 3b/+gfHjU0nGqGDZZLGLVCahGwSU2DTcCO4lCGgUC28H4bua3n1BpHssHM0nQj+hQ8pAz aqzU0P1yxa26c5BV4uWkAjnq/fJXbxCzNEJpmKBadz03MX5GleFM4LTUSzUmlI3pELuW Shqh9rP5oVNyZpUBCWNlSxoyV39PZDTSehIFtjOiZqSXvZn4n9dNTXjrZ1wmqUHJFovC VBATk9nXZMAVMiMmllCmuL2VsBFVlBmbTcmG4C2/vEpaF1Xvsuo2riq16zyOIpzAKZyDB zdQg3uoQxMYIDzDK7w5j86L8+58LFoLTj5zDH/gfP4A27OM7Q==</latexit>
de
<latexit sha1_base 64="RE8Z7aM8uKwEpwSVkicZ4PD6EjE="> AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0 lU1GPBi8cq1hbaUDabSbt0swm7G6GE/gMv HhTx6j/y5r9x2+agrQ8GHu/NMDMvSAXXxn W/ndLK6tr6RnmzsrW9s7tX3T941EmmGLZY IhLVCahGwSW2DDcCO6lCGgcC28HoZuq3n1B pnsgHM07Rj+lA8ogzaqx0H2K/WnPr7gxkm XgFqUGBZr/61QsTlsUoDRNU667npsbPqTK cCZxUepnGlLIRHWDXUklj1H4+u3RCTqwSk ihRtqQhM/X3RE5jrcdxYDtjaoZ60ZuK/3n dzETXfs5lmhmUbL4oygQxCZm+TUKukBkxt oQyxe2thA2poszYcCo2BG/x5WXyeFb3zuvu 3UWtcVnEUYYjOIZT8OAKGnALTWgBgwie4R XenJHz4rw7H/PWklPMHMIfOJ8/g2KNTQ== </latexit>
bc
<latexit sha1_base 64="iIAOCABeP7xRGzQ5DYorOFrcUCA="> AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0 m0qMeCF49V7Ae0oWy2k3bpZhN2N0IJ/Qde PCji1X/kzX/jts1BWx8MPN6bYWZekAiuje t+O4W19Y3NreJ2aWd3b/+gfHjU0nGqGDZZ LGLVCahGwSU2DTcCO4lCGgUC28H4dua3n1B pHstHM0nQj+hQ8pAzaqz0ELB+ueJW3TnIK vFyUoEcjX75qzeIWRqhNExQrbuemxg/o8p wJnBa6qUaE8rGdIhdSyWNUPvZ/NIpObPKg ISxsiUNmau/JzIaaT2JAtsZUTPSy95M/M/ rpia88TMuk9SgZItFYSqIicnsbTLgCpkRE 0soU9zeStiIKsqMDadkQ/CWX14lrYuqd1l1 72uV+lUeRxFO4BTOwYNrqMMdNKAJDEJ4hl d4c8bOi/PufCxaC04+cwx/4Hz+AH1QjUk= </latexit>
ad
<latexit sha1_base 64="gikqtaAnXxIdoLGI9QEuip3wt40="> AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0 lU1GPBi8cq1hbaUDabSbt0swm7G6GE/gMv HhTx6j/y5r9x2+agrQ8GHu/NMDMvSAXXxn W/ndLK6tr6RnmzsrW9s7tX3T941EmmGLZY IhLVCahGwSW2DDcCO6lCGgcC28HoZuq3n1B pnsgHM07Rj+lA8ogzaqx0T8N+tebW3RnIM vEKUoMCzX71qxcmLItRGiao1l3PTY2fU2U 4Ezip9DKNKWUjOsCupZLGqP18dumEnFglJ FGibElDZurviZzGWo/jwHbG1Az1ojcV//O 6mYmu/ZzLNDMo2XxRlAliEjJ9m4RcITNib AllittbCRtSRZmx4VRsCN7iy8vk8azundfd u4ta47KIowxHcAyn4MEVNOAWmtACBhE8wy u8OSPnxXl3PuatJaeYOYQ/cD5/AH1PjUk= </latexit>
be
<latexit sha1_base64="2Jrp +5ubM51FhWzeM3wl8 PuXeWI=">AAAB6Xic bVBNS8NAEJ3Ur1q/q h69LBbBU0m0qMeCF4 9V7Ae0oWy2k3bpZhN2 N0IJ/QdePCji1X/kz X/jts1BWx8MPN6bYW ZekAiujet+O4W19Y3 NreJ2aWd3b/+gfHjU 0nGqGDZZLGLVCahGw SU2DTcCO4lCGgUC28 H4dua3n1BpHstHM0n Qj+hQ8pAzaqz0EGC/ XHGr7hxklXg5qUCOR r/81RvELI1QGiao1l 3PTYyfUWU4Ezgt9VK NCWVjOsSupZJGqP1s fumUnFllQMJY2ZKGzN XfExmNtJ5Ege2MqBn pZW8m/ud1UxPe+BmX SWpQssWiMBXExGT2N hlwhcyIiSWUKW5vJW xEFWXGhlOyIXjLL6+ S1kXVu6y697VK/SqP owgncArn4ME11OEOG tAEBiE8wyu8OWPnxX l3PhatBSefOYY/cD5 /AIBYjUs=</latexi t>
ed
<latexit sha1_base64="A0p5GGbB+LLOy T1OETcd31aXbhk=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lU1GPBi8cq1hbaUDa bSbt0swm7G6GE/gMvHhTx6j/y5r9x2+agrQ8GHu/NMDMvSAXXxnW/ndLK6tr6RnmzsrW 9s7tX3T941EmmGLZYIhLVCahGwSW2DDcCO6lCGgcC28HoZuq3n1BpnsgHM07Rj+lA8ogz aqx0j2G/WnPr7gxkmXgFqUGBZr/61QsTlsUoDRNU667npsbPqTKcCZxUepnGlLIRHWDX Uklj1H4+u3RCTqwSkihRtqQhM/X3RE5jrcdxYDtjaoZ60ZuK/3ndzETXfs5lmhmUbL4o ygQxCZm+TUKukBkxtoQyxe2thA2poszYcCo2BG/x5WXyeFb3zuvu3UWtcVnEUYYjOIZT8 OAKGnALTWgBgwie4RXenJHz4rw7H/PWklPMHMIfOJ8/g2ONTQ==</latexit>
cd
<latexit sha1_base 64="KvASoq5OwhGhl/KTd8Jb+p8w0vU="> AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0 lU1GPBi8cq1hbaUDabSbt0swm7G6GE/gMv HhTx6j/y5r9x2+agrQ8GHu/NMDMvSAXXxn W/ndLK6tr6RnmzsrW9s7tX3T941EmmGLZY IhLVCahGwSW2DDcCO6lCGgcC28HoZuq3n1B pnsgHM07Rj+lA8ogzaqx0z8J+tebW3RnIM vEKUoMCzX71qxcmLItRGiao1l3PTY2fU2U 4Ezip9DKNKWUjOsCupZLGqP18dumEnFglJ FGibElDZurviZzGWo/jwHbG1Az1ojcV//O 6mYmu/ZzLNDMo2XxRlAliEjJ9m4RcITNib AllittbCRtSRZmx4VRsCN7iy8vk8azundfd u4ta47KIowxHcAyn4MEVNOAWmtACBhE8wy u8OSPnxXl3PuatJaeYOYQ/cD5/AIBZjUs= </latexit>
ab
<latexit sha1_base 64="3iYVZWgpNwSoXREmKmntHydBNdA="> AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0 m0qMeCF49V7Ae0oWy2k3bpZhN2N0IJ/Qde PCji1X/kzX/jts1BWx8MPN6bYWZekAiuje t+O4W19Y3NreJ2aWd3b/+gfHjU0nGqGDZZ LGLVCahGwSU2DTcCO4lCGgUC28H4dua3n1B pHstHM0nQj+hQ8pAzaqz0QIN+ueJW3TnIK vFyUoEcjX75qzeIWRqhNExQrbuemxg/o8p wJnBa6qUaE8rGdIhdSyWNUPvZ/NIpObPKg ISxsiUNmau/JzIaaT2JAtsZUTPSy95M/M/ rpia88TMuk9SgZItFYSqIicnsbTLgCpkRE 0soU9zeStiIKsqMDadkQ/CWX14lrYuqd1l1 72uV+lUeRxFO4BTOwYNrqMMdNKAJDEJ4hl d4c8bOi/PufCxaC04+cwx/4Hz+AHpHjUc= </latexit>
(c) Lattice generating set B.
ce
<latexit sha1_base64="6luXFOgHDHkBfGd G4nOkMRG7c50=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0m0qMeCF49V7Ae0oWy2k3bpZh N2N0IJ/QdePCji1X/kzX/jts1BWx8MPN6bYWZekAiujet+O4W19Y3NreJ2aWd3b/+gfHjU0n GqGDZZLGLVCahGwSU2DTcCO4lCGgUC28H4dua3n1BpHstHM0nQj+hQ8pAzaqz0wLBfrrhVdw6 ySrycVCBHo1/+6g1ilkYoDRNU667nJsbPqDKcCZyWeqnGhLIxHWLXUkkj1H42v3RKzqwyIGGs bElD5urviYxGWk+iwHZG1Iz0sjcT//O6qQlv/IzLJDUo2WJRmApiYjJ7mwy4QmbExBLKFLe3 EjaiijJjwynZELzll1dJ66LqXVbd+1qlfpXHUYQTOIVz8OAa6nAHDWgCgxCe4RXenLHz4rw7H 4vWgpPPHMMfOJ8/gd2NTA==</latexit>
s
<latexit sha1_base64="KJm3h8E+38CM4mgCvsrbvHiRjnE=">AAAB6HicbVBNS8NAEJ3Ur 1q/qh69LBbBU0lU1GPBi8cW7Ae0oWy2k3btZhN2N0IJ/QVePCji1Z/kzX/jts1BWx8MPN6bYWZekAiujet+O4W19Y3NreJ2aWd3b/+gfHjU0nGqGDZZLGLVCahGwSU2DTcCO4lCGgUC28H4bua 3n1BpHssHM0nQj+hQ8pAzaqzU0P1yxa26c5BV4uWkAjnq/fJXbxCzNEJpmKBadz03MX5GleFM4LTUSzUmlI3pELuWShqh9rP5oVNyZpUBCWNlSxoyV39PZDTSehIFtjOiZqSXvZn4n9dNTXjr Z1wmqUHJFovCVBATk9nXZMAVMiMmllCmuL2VsBFVlBmbTcmG4C2/vEpaF1Xvsuo2riq16zyOIpzAKZyDBzdQg3uoQxMYIDzDK7w5j86L8+58LFoLTj5zDH/gfP4A27OM7Q==</latexit>
de
<latexit sha1_base64="RE8Z7aM8uKwEpwS VkicZ4PD6EjE=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lU1GPBi8cq1hbaUDabSbt0sw m7G6GE/gMvHhTx6j/y5r9x2+agrQ8GHu/NMDMvSAXXxnW/ndLK6tr6RnmzsrW9s7tX3T941E mmGLZYIhLVCahGwSW2DDcCO6lCGgcC28HoZuq3n1BpnsgHM07Rj+lA8ogzaqx0H2K/WnPr7gx kmXgFqUGBZr/61QsTlsUoDRNU667npsbPqTKcCZxUepnGlLIRHWDXUklj1H4+u3RCTqwSkihR tqQhM/X3RE5jrcdxYDtjaoZ60ZuK/3ndzETXfs5lmhmUbL4oygQxCZm+TUKukBkxtoQyxe2t hA2poszYcCo2BG/x5WXyeFb3zuvu3UWtcVnEUYYjOIZT8OAKGnALTWgBgwie4RXenJHz4rw7H /PWklPMHMIfOJ8/g2KNTQ==</latexit>
bc
<latexit sha1_base64="iIAOCABeP7xRGzQ 5DYorOFrcUCA=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0m0qMeCF49V7Ae0oWy2k3bpZh N2N0IJ/QdePCji1X/kzX/jts1BWx8MPN6bYWZekAiujet+O4W19Y3NreJ2aWd3b/+gfHjU0n GqGDZZLGLVCahGwSU2DTcCO4lCGgUC28H4dua3n1BpHstHM0nQj+hQ8pAzaqz0ELB+ueJW3Tn IKvFyUoEcjX75qzeIWRqhNExQrbuemxg/o8pwJnBa6qUaE8rGdIhdSyWNUPvZ/NIpObPKgISx siUNmau/JzIaaT2JAtsZUTPSy95M/M/rpia88TMuk9SgZItFYSqIicnsbTLgCpkRE0soU9ze StiIKsqMDadkQ/CWX14lrYuqd1l172uV+lUeRxFO4BTOwYNrqMMdNKAJDEJ4hld4c8bOi/Puf CxaC04+cwx/4Hz+AH1QjUk=</latexit>
ad
<latexit sha1_base64="gikqtaAnXxIdoLG I9QEuip3wt40=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lU1GPBi8cq1hbaUDabSbt0sw m7G6GE/gMvHhTx6j/y5r9x2+agrQ8GHu/NMDMvSAXXxnW/ndLK6tr6RnmzsrW9s7tX3T941E mmGLZYIhLVCahGwSW2DDcCO6lCGgcC28HoZuq3n1BpnsgHM07Rj+lA8ogzaqx0T8N+tebW3Rn IMvEKUoMCzX71qxcmLItRGiao1l3PTY2fU2U4Ezip9DKNKWUjOsCupZLGqP18dumEnFglJFGi bElDZurviZzGWo/jwHbG1Az1ojcV//O6mYmu/ZzLNDMo2XxRlAliEjJ9m4RcITNibAllittb CRtSRZmx4VRsCN7iy8vk8azundfdu4ta47KIowxHcAyn4MEVNOAWmtACBhE8wyu8OSPnxXl3P uatJaeYOYQ/cD5/AH1PjUk=</latexit>
be
<latexit sha1_base64="2Jrp+5ubM51FhWz eM3wl8PuXeWI=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0m0qMeCF49V7Ae0oWy2k3bpZh N2N0IJ/QdePCji1X/kzX/jts1BWx8MPN6bYWZekAiujet+O4W19Y3NreJ2aWd3b/+gfHjU0n GqGDZZLGLVCahGwSU2DTcCO4lCGgUC28H4dua3n1BpHstHM0nQj+hQ8pAzaqz0EGC/XHGr7hx klXg5qUCORr/81RvELI1QGiao1l3PTYyfUWU4Ezgt9VKNCWVjOsSupZJGqP1sfumUnFllQMJY 2ZKGzNXfExmNtJ5Ege2MqBnpZW8m/ud1UxPe+BmXSWpQssWiMBXExGT2NhlwhcyIiSWUKW5v JWxEFWXGhlOyIXjLL6+S1kXVu6y697VK/SqPowgncArn4ME11OEOGtAEBiE8wyu8OWPnxXl3P hatBSefOYY/cD5/AIBYjUs=</latexit>
ed
<latexit sha1_base64="A0p5GGbB+LLOyT1OETcd31aXbhk=">AAAB6XicbVBNS8NAEJ3Ur 1q/qh69LBbBU0lU1GPBi8cq1hbaUDabSbt0swm7G6GE/gMvHhTx6j/y5r9x2+agrQ8GHu/NMDMvSAXXxnW/ndLK6tr6RnmzsrW9s7tX3T941EmmGLZYIhLVCahGwSW2DDcCO6lCGgcC28HoZuq 3n1BpnsgHM07Rj+lA8ogzaqx0j2G/WnPr7gxkmXgFqUGBZr/61QsTlsUoDRNU667npsbPqTKcCZxUepnGlLIRHWDXUklj1H4+u3RCTqwSkihRtqQhM/X3RE5jrcdxYDtjaoZ60ZuK/3ndzETX fs5lmhmUbL4oygQxCZm+TUKukBkxtoQyxe2thA2poszYcCo2BG/x5WXyeFb3zuvu3UWtcVnEUYYjOIZT8OAKGnALTWgBgwie4RXenJHz4rw7H/PWklPMHMIfOJ8/g2ONTQ==</latexit>
cd
<latexit sha1_base64="KvASoq5OwhGhl/K Td8Jb+p8w0vU=">AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU0lU1GPBi8cq1hbaUDabSbt0sw m7G6GE/gMvHhTx6j/y5r9x2+agrQ8GHu/NMDMvSAXXxnW/ndLK6tr6RnmzsrW9s7tX3T941E mmGLZYIhLVCahGwSW2DDcCO6lCGgcC28HoZuq3n1BpnsgHM07Rj+lA8ogzaqx0z8J+tebW3Rn IMvEKUoMCzX71qxcmLItRGiao1l3PTY2fU2U4Ezip9DKNKWUjOsCupZLGqP18dumEnFglJFGi bElDZurviZzGWo/jwHbG1Az1ojcV//O6mYmu/ZzLNDMo2XxRlAliEjJ9m4RcITNibAllittb CRtSRZmx4VRsCN7iy8vk8azundfdu4ta47KIowxHcAyn4MEVNOAWmtACBhE8wyu8OSPnxXl3P uatJaeYOYQ/cD5/AIBZjUs=</latexit>
ab
<latexit sha1_base64="3iYVZWgpNwSoXREmKmntHydBNdA=">AAAB6XicbVBNS8NAEJ3Ur 1q/qh69LBbBU0m0qMeCF49V7Ae0oWy2k3bpZhN2N0IJ/QdePCji1X/kzX/jts1BWx8MPN6bYWZekAiujet+O4W19Y3NreJ2aWd3b/+gfHjU0nGqGDZZLGLVCahGwSU2DTcCO4lCGgUC28H4dua 3n1BpHstHM0nQj+hQ8pAzaqz0QIN+ueJW3TnIKvFyUoEcjX75qzeIWRqhNExQrbuemxg/o8pwJnBa6qUaE8rGdIhdSyWNUPvZ/NIpObPKgISxsiUNmau/JzIaaT2JAtsZUTPSy95M/M/rpia8 8TMuk9SgZItFYSqIicnsbTLgCpkRE0soU9zeStiIKsqMDadkQ/CWX14lrYuqd1l172uV+lUeRxFO4BTOwYNrqMMdNKAJDEJ4hld4c8bOi/PufCxaC04+cwx/4Hz+AHpHjUc=</latexit>
ac
<latexit sha1_base64="SgRUH1TZPiRRe3G D7piGZR7m65s=">AAAB6XicdVDJSgNBEK2JW4xb1KOXxiB4Ct1RstwCXjxGMQskQ+jp9CRNeh a6e4Qw5A+8eFDEq3/kzb+xJ4mgog8KHu9VUVXPi6XQBuMPJ7e2vrG5ld8u7Ozu7R8UD486Ok oU420WyUj1PKq5FCFvG2Ek78WK08CTvOtNrzK/e8+VFlF4Z2YxdwM6DoUvGDVWuqVsWCzhMsa YEIIyQmpVbEmjUa+QOiKZZVGCFVrD4vtgFLEk4KFhkmrdJzg2bkqVEUzyeWGQaB5TNqVj3rc0 pAHXbrq4dI7OrDJCfqRshQYt1O8TKQ20ngWe7QyomejfXib+5fUT49fdVIRxYnjIlov8RCIT oextNBKKMyNnllCmhL0VsQlVlBkbTsGG8PUp+p90KmVyUcY3l6VmdRVHHk7gFM6BQA2acA0ta AMDHx7gCZ6dqfPovDivy9acs5o5hh9w3j4ByMGNfg==</latexit>
ae
<latexit sha1_base64="/9GupZJYRJ2B6G3 MCBFOiByH4cQ=">AAAB6XicdVDJSgNBEO2JW4xb1KOXxiB4Ct1RstwCXjxGMQskQ+jp1CRNeh a6e4Qw5A+8eFDEq3/kzb+xJ4mgog8KHu9VUVXPi6XQhpAPJ7e2vrG5ld8u7Ozu7R8UD486Ok oUhzaPZKR6HtMgRQhtI4yEXqyABZ6Erje9yvzuPSgtovDOzGJwAzYOhS84M1a6ZTAslkiZEEI pxRmhtSqxpNGoV2gd08yyKKEVWsPi+2AU8SSA0HDJtO5TEhs3ZcoILmFeGCQaYsanbAx9S0MW gHbTxaVzfGaVEfYjZSs0eKF+n0hZoPUs8GxnwMxE//Yy8S+vnxi/7qYijBMDIV8u8hOJTYSz t/FIKOBGzixhXAl7K+YTphg3NpyCDeHrU/w/6VTK9KJMbi5Lzeoqjjw6QafoHFFUQ010jVqoj Tjy0QN6Qs/O1Hl0XpzXZWvOWc0cox9w3j4By8mNgA==</latexit>
(d) Complete lattice Lk(B).
ce
<latexit sha1_bas e64="6luXFOgHDHkBfGdG4nOkMRG7c50=" >AAAB6XicbVBNS8NAEJ3Ur1q/qh69LBbBU 0m0qMeCF49V7Ae0oWy2k3bpZhN2N0IJ/Qd ePCji1X/kzX/jts1BWx8MPN6bYWZekAiuj et+O4W19Y3NreJ2aWd3b/+gfHjU0nGqGDZ ZLGLVCahGwSU2DTcCO4lCGgUC28H4dua3n 1BpHstHM0nQj+hQ8pAzaqz0wLBfrrhVdw6 ySrycVCBHo1/+6g1ilkYoDRNU667nJsbPq DKcCZyWeqnGhLIxHWLXUkkj1H42v3RKzqw yIGGsbElD5urviYxGWk+iwHZG1Iz0sjcT/ /O6qQlv/IzLJDUo2WJRmApiYjJ7mwy4Qmb ExBLKFLe3EjaiijJjwynZELzll1dJ66LqX Vbd+1qlfpXHUYQTOIVz8OAa6nAHDWgCgxC e4RXenLHz4rw7H4vWgpPPHMMfOJ8/gd2NT A==</latexit>
s
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(e) Lattice t−spanner Q′.
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(f) Graph t-spanner Q.
Fig. 3: Illustration of the steps in the reduction from metric graph
t-spanner to Problem II.5.
set EG, edge weights w, and a value t ≥ 1, we construct a
lattice Lk(B) in the underlying group R2 with almost-metric
cost function c and a real number t′ ≥ 1 that constitutes an
instance of Problem II.5.
We begin by arranging the graph G in the plane. Vertices
a ∈ VG will be represented as points in a ∈ R2, and edges
(a, b) ∈ EG will correspond to vectors connecting a and b.
The arrangement is done in such a way as to ensure that no
two edge vectors are equal and can be performed in time
polynomial in the size of the graph.
To construct the arrangement, partition the upper half of
the unit circle centered at the origin into |VG| equally spaced
wedges, and place one vertex at the corner of each wedge
starting at (1, 0). For each edge (a, b) ∈ EG, add a vector
from a to b in the plane (see Figure 3b). Observe that no two
edge vectors are equal. Indeed, each edge vector corresponds
to a non-diametral secant line of the unit circle. A circle in
R2 possesses exactly two equal non-diametral secant lines
appearing as mirror images about a diameter. Therefore,
two equal non-diametral secant lines cannot both occupy the
upper half of the unit circle.
We next construct the lattice in the underlying group R2
from the arrangement. This is accomplished by first attaching
each of the edge vectors to the origin. For each edge vector
(a, b), declare a vertex ab in the lattice generating set B
located at the tip of the edge vector (see Figure 3c). Observe
that no two vertices in B are co-located because no two edge
vectors are equal. Next, we construct the remaining lattice
vertices and edges. For each vertex ab ∈ B, determine the
out edges in G of the vertex b, say (b, c), (b, e). Concatenate
(by vector addition) the vertices in B corresponding with
each out edge (say, bc, be) to the vertex ab. The result of the
concatenation is ab⊕ bc = ac. If the vertex ac already exists
in the lattice, proceed to the next out edge of b. Otherwise,
declare vertex ac ∈ Lk(B). The construction of the lattice
is illustrated in Figure 3d.
Finally, to each ab ∈ Lk(B), define the cost c(ab) as the
cost of the minimal path in G from a to b. Observe that this
cost is not associated with the Euclidean norm of any vector
used in the construction of Lk(B). Observe further, that in
constructing the lattice Lk(B), we have implicitly defined
a workspace W k2 that admits concatenations ab · bc if and
only if (a, b), (b, c) ∈ EG, and admits s · ab if and only if
(a, b) ∈ EG.
To prove the correctness of the reduction we show that if
Q′ is a MTSCS of Lk(B) (see Figure 3e), then there exists a
minimal t−spanner of G of equal size. Observe that if Q′ is a
minimal set of t−spanning vertices of Lk(B), and ab ∈ Q′,
then (a, b) ∈ EG. Indeed, if (a, b) /∈ EG, then no path in
Lk(B) can involve a concatenation of any vertex in Lk(B)
with ab by the definition of the workspace. As such, ab will
not appear in any minimal set of t−spanning vertices.
Observe further, that any path {uj , uj+1}mj=1 of m
edges in EG corresponds uniquely to a path of vertices
{ujuj+1}mj=1 in Lk(B) and vice verse. Moreover, the total
cost of the path in G is equal to the total cost of the path in
Lk(B).
Thus, the vertices in Q′ correspond to edges in G, and
any path of vertices in Q′ corresponds to a path of edges
in G of equal cost. Therefore, Q′ induces a set of edges
Q ⊆ EG such that (a, b) ∈ Q ⇐⇒ ab ∈ Q′, and where Q
is a t−spanner of G. Therefore, the minimal t−spanner G
cannot have size greater than |Q′|. Moreover, it follows that
any set Q that is a minimal t−spanner of G induces a set
Q′ of equal size comprised of vertices that t−span Lk(B).
Therefore, the minimal set of t−spanning motion primitives
cannot have size larger than Q. It follows then that |Q′| = |Q|
and a solution to our constructed instance of Problem II.5
provides a minimal t-spanning set of edges Q for the metric
graph t-spanner problem. This is summarized in Figures 3e,
and 3f.
IV. COMPUTING A MTSCS
In light of Theorem III.1, and assuming that P 6= NP ,
an efficient algorithm to exactly solve Problem II.5 does
not exist. However, in what follows we formulate a MILP
Problem II.5 that uses one just integer variable for each edge
in Lk(B).
A. Properties of Minimal Spanning Control Sets
For any vertex p ∈ Lk(B), let
Sp = {(i, j) : i, j ∈ Lk(B), i⊕ p = j}.
That is, Sp is the set of all pairs (i, j) such that p takes i to
j and i · p is a valid concatenation. The set of all edges in
the graph Lk(B) is given by
E =
⋃
p∈Lk(B)−{s}
Sp.
A naive approach to developing a MILP would be to define
|Lk(B)| · |E| integer variables xpij , each which takes the
value 0 if (i, j) ∈ Sp and p 6∈ E, and value 1 if p ∈ E.
However, the number of required integer variables in the
MILP can be reduced to |E| via a graph theoretic approach
to Problem II.5. This approach is motivated by the following
definition and lemma:
Definition IV.1 (Arborescence). In accordance with Theo-
rem 2.5 of [14], a graph T with a vertex s is an arborescence
rooted at s if every vertex in T is reachable from s, but
deleting any edge in T destroys this property.
Lemma IV.2. Let E ⊆ Lk(B) be a solution to Problem 1.
We construct a graph T = (VT , ET ) whose vertices VT are
those vertices in Lk(B), and whose edges ET are defined
as follows: let
T ′ =
⋃
i∈Lk(B)−{s}
pE(i).
For each i ∈ Lk(B) − {s}, if T ′ contains two paths p1, p2
to i, remove the last edge in p2 from T ′. Let the remaining
edges be the set ET . Then T is an arborescence rooted at
s, and for each i ∈ Lk(B), the value dE(i) is the length of
the path in T to i.
Proof. Observe that Lk(E) = Lk(B) since E solves Prob-
lem II.5. Therefore, if j is a vertex in T , then it must be
reachable from s. Observe further, that for each j ∈ VT ,
there exists a unique path in T to j. Indeed, if there were
two paths p1, p2 of edges in ET to j, then p1, p2 would be
paths in the edge set T ′ because ET ⊆ T ′. However, upon
construction of ET from T ′, the last edge of p2 would be
removed, implying that p2 could not be a path in ET to j.
Suppose that an edge (i, j) is removed from ET . Then by
the definition of T , there must exist some r ∈ VT with (i, j)
on the unique path in T to r. Therefore, if (i, j) is removed
from ET , then there is no path of edges in ET − {(i, j)}
from s to r, which implies that r is not reachable from s.
Therefore, T is an arborescence.
It will now be shown that the length of the path in T to
any vertex i ∈ VT is dE(B). Recall that pE(i) is defined as
a path of minimal length in E to i, and the length of this
path is dE(i). Therefore, for any i ∈ VT , there exists one
path pE(i) ⊂ ET to i, and the length of this path is dE(i).
This implies that the distance in T to i is dE(i).
Lemma IV.2 implies that if E is a minimum t−spanning
control set of Lk(B), then there is a corresponding arbores-
cence T whose vertices are those vertices of Lk(B), whose
edges (i, j) are members of Sp for some p ∈ E, and in
which the cost of the path from s to any vertex i ∈ T is no
more than tci.
Suppose now that |Lk(B)| = n and that all the vertices are
enumerated as 1, 2, ..., n with s = 1. For any set E ⊆ Lk(B)
such that Lk(B) ⊆ Lk(E), define n − 1 decision variables
yp, p = 2, ..., n as
yp =
{
1, if p ∈ E
0, otherwise.
For each (i, j) ∈ E , let
xij =
{
1 if (i, j) ∈ T
0 otherwise.
Let zi denote the length of the path in the tree T to vertex
i for any i ∈ Lk(B), and let L′ = Lk(B)− {s}.
B. High-Level Description of Optimization
We begin by providing an high-level description of the
objective and problem constraints, followed by a precise
MILP formulation. To solve Problem II.5 our objective is
to minimize |E| subject to the following constraints:
Usable Edge Criteria: For any p ∈ L′, if yp = 1, then
p ∈ E. Therefore, for any (i, j) ∈ Sp, the variable xij
can take either the value 0 or 1. On the other hand, if
yp = 0, then xij = 0 for all (i, j) ∈ Sp, implying that
(i, j) may not appear in T .
Cost Continuity Criteria: If xij = 1, for any (i, j) ∈ E ,
then the path in the arborescence T from s to j contains
the vertex i. Therefore, it must hold that
zj = zi + cij .
t−Spanning Criteria: The length of the path in T to any
vertex j ∈ L′ can be no more than t times the length
of the direct edge from s to j. That is,
zj ≤ tcj , ∀j ∈ L′.
Arborescence Criteria: The set T must be an arborescence.
C. MILP Formulation
The constraints listed above can be encoded as the follow-
ing MILP.
min
n∑
p=2
yp (2a)
s.t. (2b)
xij − yp ≤ 0, ∀(i, j) ∈ Sp, ∀p ∈ L′
(2c)
zi + cij − zj ≤Mij(1− xij), ∀(i, j) ∈ E (2d)
zj ≤ tcj , ∀j ∈ L′ (2e)∑
i∈L′
xij = 1, ∀j ∈ L′ (2f)
xij ∈ {0, 1}, ∀(i, j) ∈ E (2g)
yp ∈ [0, 1], ∀p ∈ L′, (2h)
where Mij = tci + cij − cj . The constraints of (2) are
explained as follows.
Constraint (2c): If p 6∈ E, then yp = 0 by definition.
Therefore, (2c) requires that xij = 0 for all (i, j) ∈ Sp.
Alternatively, if p ∈ L′, then yp = 1, and xij is free to take
values 1 or 0 for any (i, j) ∈ Sp. Thus constraint (2c) is
equivalent to the Usable Edge Criteria.
Constraint (2d): Constraint (2d) encodes Cost Continuity
Criteria. It takes a similar form to [15, Equation (2.7)]. Begin
by noting that Mij ≥ 0 for all (i, j) ∈ E. Indeed, for any
t ≥ 1,
Mij ≥ ci + cij − cj ,
and ci + cij ≥ cj by the definition of an almost-metric.
Replacing the definition of Mij in (2d) yields
zi + cij − zj ≤ (tci + cij − cj)(1− xij). (3)
If xij = 1, then (3) reduces to zj ≥ zi + cij . If, however,
xij = 0, then (3) reduces to zi − zj ≤ tci − cj which holds
trivially by constraint (2e) and by noting that zj ≥ cj ,∀j ∈ L
by the definition of an almost-metric.
Constraint (2f): Constraint (2f) together with constraint
(2d) yield the Arborescence Criteria. Indeed, by Theorem 2.5
of [14], T is an arborescence rooted at s if every vertex in T
other than s has exactly one incoming edge, and T contains
no cycles. The constraint (2f) ensures that every vertex in L′,
which is the set of all vertices in T other than s, has exactly
one incoming edge, while constraint (2d) ensures that T has
no cycles. To see why this is true, suppose that a cycle existed
in T , and that this cycle contained vertex i ∈ L′. Suppose
that this cycle is represented as
i→ j → · · · → k → i.
Note that (2d) and the definition of an almost-metric imply
that zi < zj for any (i, j) ∈ E . Therefore,
zi < zj < · · · < zk < zi,
which is a contradiction.
Constraint (2h): The variable yp is a decision variable,
and therefore should take values in {0, 1} for all p ∈ L′.
However, the integrality constraint on yp may be relaxed to
(2h). Indeed, suppose that for any p ∈ L′, there exists an
edge (i, j) ∈ Sp such that xij = 1. Then, by (2c), yp ≥ 1
which implies by (2h), that yp = 1. If, on the other hand,
there does not exist (i, j) ∈ Sp with xij = 1, then yp is free
to take values in [0, 1]. Therefore, yp = 0 as the objective
function seeks to minimize the sum of yp over p.
Observe that the NP-hardness of Problem II.5 is proved
in Theorem III.1, while a reduction from Problem II.5
to an MILP is given in 2. Therefore, a reduction of the
decision version can be constructed both from and to
NP-complete problems, which implies that the decision
version of Problem II.5 is NP-complete.
In the next section, the importance of minimal t−spanning
control sets to the field of motion planning is illustrated by
way of numerical examples.
V. SIMULATION RESULTS
We implemented the MILP presented in (2) in Python
3.6, and solved using Gurobi. In this section, we begin
by comparing the size of the set of t−spanning motion
primitives determined by (2) with those obtained from the
k = 3 k = 4 k = 7
|E∗| |EP | |E∗| |EP | |E∗| |EP |
R = 0.5
t = 1.01 70 70 92 94 124 137
t = 1.5 9 9 9 9 9 9
t = 3 6 6 6 6 6 6
R = 2
t = 1.01 75 75 90 92 128 132
t = 1.5 12 20 13 19 11 19
t = 3 7 7 10 10 10 11
R = 4
t = 1.01 69 69 102 102 223 231
t = 1.5 16 16 16 24 19 40
t = 3 3 5 7 7 13 14
TABLE I: Results for lattice L1.
sub-optimal algorithm presented in [10]. We also compare
paths generated using primitives computed here with those
standard primitives appearing in [16]. We conclude with an
brief investigation of motion primitives in grid-based path
planning.
A. Comparison to Existing Primitive Generators
The first example we consider is the lattice
L1 = (Z2 ∩ [0, k]× [−k, k])× {0, pi/2, pi, 3pi/2}.
The lattice L1 is generated by the set B =
{(1, 0, 0), (1, 1, pi/2), (1,−1, 3pi/2)}. The workspace
W kd is defined as [0, k] × [−k, k]. The mobile robot is
assumed to be a single point in R2, and swaths and costs
are defined by Dubins’ paths and path lengths, respectively.
For the lattice L1, the size of the MTSCS |E∗| for
varying minimal turning radii R, and values of t and k were
computed using the MILP in (2). The sizes of these control
sets were compared with those obtained by employing the
heuristic algorithm proposed in [10]. Table I summarizes the
findings.
The error |EP | − |E∗| can be as low as 0 in some cases.
However, for certain values of R, t, k, the error can be larger
than |E∗|. For example, when t = 1.5, R = 4, k = 7, the
algorithm proposed in [5] returns a control set that is more
than twice as large as the optimal. This will greatly slow any
path planning algorithm that uses the control set EP .
For the second example we consider the lattice
L2 = (Z2 ∩ [0, k]× [−k, k])×
{
i
pi
4
}7
i=0
.
Observe that L2 is the eight heading (cardinal and ordinal)
version of L1. Table II summarizes the findings for L2.
Observe that for k = 3, R = 4, t = 3, the size of the
set EP is over 3 times that of E∗. Tables I, and II imply
that there are several instances of mobile robot and desired
configurations of the robot which are detrimental to the
algorithm proposed in [10]. This algorithm, which represents
the state of the art on the subject of minimal t−spanning
control set generation, produces control sets that are at times
several times larger than the minimal t−spanning control set.
k = 3 k = 4
|E∗| |EP | |E∗| |EP |
R = 0.5
t = 1.01 154 154 196 198
t = 1.5 19 19 19 19
t = 3 10 12 10 12
R = 2
t = 1.01 159 159 214 222
t = 1.5 34 50 31 49
t = 3 15 22 19 23
R = 4
t = 1.01 147 147 226 232
t = 1.5 44 44 50 68
t = 3 5 18 11 20
TABLE II: Results for lattice L2.
Moreover, it is not obvious, given an instance of problem
II.5, when the error |E∗| − |EP | will be small. The runtime
to compute each MILP-based spanning set in Tables I, II
ranged from a few seconds to on the order on an hour.
B. Path Planning Comparison
A standard set of motion primitives can be found in the
ROS package SBPL [16]. For a minimum turning radius
R = 0.5, 8 headings (cardinal and ordinal), and cost function
given by the Dubins’ distance, 40 start-goal path planning
problems were created. These problems are comprised of a
randomly generated goal location and set of obstacles. Each
problem was solved using the same A* implementation. This
A* algorithm operates by expanding search nodes starting
at s = (0, 0, 0). The neighbors of each search node are
are determined by concatenating the node with each of the
primitives. A concatenation i · j is deemed valid if and
only if the x and y coordinates of i · j are both integers.
The primitives used are illustrated in Figure 4. Figure 4a
illustrates the 8 primitives proposed in [16] (note that some
primitives are not visible as they are short). The 33 primitives
in 4b were obtained by solving the MILP in (2) for the lattice
Lk(B) generated by
BMILP = {(1, 0, 0), (1, 1, 0), (1,−1, 0), (1, 1, pi/4),
(1,−1, 7pi/4), (1, 1, pi/2), (1,−1, 3pi/2),
(
√
2, 0, 7pi/4), (
√
2, 0, 0), (
√
2, 0, pi/4)}
, (4)
and a value of t = 1.4. The primitives obtained from the
MILP consistently outperformed the standard primitives. We
use a ratio of run times (TMILP/TROS) of the A* algorithm
as a metric for comparing the time efficiency of the two
primitive sets, while a ratio of path lengths (LMILP/LROS)
provides a basis for comparison of performance. Of the 40
randomly generated maps, the average length and time ratios
are (
LMILP
LROS
)
avg
= 0.897, and
(
TMILP
TROS
)
avg
= 0.267.
The average path length using the MILP-obtained primitives
was ≈ 90% as long as those for the ROS package primitives
(a) SBPL primitives.
(b) MILP primitives.
Fig. 4: (a): Motion primitives found in [16]. (b): Motion primitives
determined from MILP (2)
and took ≈ 27% of the time to calculate. In fact, in each
of the 40 maps the MILP-obtained primitives consistently
outperformed the ROS package primitives for both metrics.
Figure 5 presents three example maps and paths. We no-
tice that in addition to shorter faster solutions, the MILP-
generated primitives also result in smoother paths with fewer
turns. This fact will facilitate any further smoothing that is
required.
C. Motion Primitives Euclidean Lattices
Another common problem is that of planning shortest
paths in occupancy grids. The error between the shortest
grid path and the optimal path depends on the number
of neighbors considered for each gridpoint in the search.
In [17, Figure 4], the authors present 4 and 8 neighbor grids
in two dimensions, and 6 and 26 neighbor grids for three
dimensions. They also provide error results in the form of
t-values for these grid choices [17, Table 1]. For example,
in the two dimensions, the 4 neighbor grid provides a t of
≈ 1.4, while the 8 neighbor grid provides a t of ≈ 1.08.
Given that a k×k cubic grid in d dimensions can be modelled
as a lattice of the form L = Zd ∩ [−k, k]d, generated by the
canonical basis of Rd, we can, for a given t ≥ 1, determine
a minimal set of t−spanning motion primitives using the
MILP in (2). In Figure 6, we show the first quadrant of the
(a) Zero obstacles. (b) Two obstacles.
(c) Seven obstacles.
Fig. 5: Example paths for two sets of motion primitives. Red lines
represent paths generated by standard motion primitives (see Figure
4a). Green lines represent paths generated using MILP-obtained
motion primitives (see Figure 4b).
neighbors needed to achieve t values of 1.0274, which results
in a 16 neighbor grid, 1.0131, which results in a 24 neighbor
grid, and 1.0124, which results in a 36 neighbor grid. These
solutions extend the results in [17].
Fig. 6: Euclidean lattice minimal t−spanners in 2D and for different
values of t.
VI. CONCLUSIONS AND FUTURE WORK
The numerical examples presented in Section V illus-
trate the importance of minimal sets of t−spanning motion
primitives in robotic motion planning. The MILP formulated
in (2) represents the only known non-brute force approach
to calculating exact minimal t−spanning motion primitives.
Though solutions to (2) in general cannot be obtained in time
polynomial in the size of the input lattice, motion primitives
are generally calculated once, offline.
Observe that while minimal t−spanning motion primitives
for a given lattice may be calculated using the MILP for-
mulation in (2), the choice of lattice appears to be equally
important to the time and length efficiency of path planning
problems. The correct choice of lattice for a given mobile
robot is a subject of future work.
There are lattices for which a solution to Problem II.5
may be efficiently obtained. Indeed, it can be shown that
Problem II.5 for a Euclidean lattice with convex workspace
is efficiently solvable regardless of the dimension. Observe
that the proof of Theorem III.1, in which it is established
that Problem III.1 is NP-hard, relies heavily on the potential
non-convexity of the lattice workspace. The conditions under
which Problem II.5 can be efficiently solved is still an open
question.
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