Introduction
The use of unstructured mesh methods in computational science and engineering is increasing rapidly. Correspondingly, there are growing numbers of nonexpert users of unstructured mesh generation tools. Such users need mesh generation and improvement tools which require little sophisticated input to produce high-quality meshes | meshes whose elements are both well-sized and well-shaped. For ease of use, a variety of mesh generation tasks should ideally be handled within a uniform framework. This paper describes one such framework, in which all problems in mesh generation and modi cation are treated explicitly as mesh improvement problems. This general framework can be applied to the following meshing tasks.
Mesh quality improvement. Transforming a mesh with poorly-shaped elements into one with similar point density but well-shaped elements is a natural application.
Mesh generation. Mesh generation schemes that begin with a constrained boundary triangulation can be thought of as mesh improvement schemes, seeking to improve initially poor length scale and element quality.
Local remeshing. When a moving mesh becomes highly distorted, local remeshing seeks to improve element shape and keep mesh length scales from becoming excessively large or small. Accomplishing these tasks requires the ability to compute an appropriate length scale for a mesh and to modify the mesh to match length scale and meet element shape criteria.
In the absence of solution data, the best length scale estimate available may be a purely geometric scale. When improving an existing mesh, a local length scale can be inferred from the mesh itself. For the case of mesh generation, a length scale must be created based only on the boundary data. This is a topic that has been appeared previously in the literature, including some work towards proving optimality of length scales 14, 15, 19] . Techniques for computing geometric length scales automatically will be described in Section 2.
Once a length scale has been determined | whether solely from geometry or from solution data | a set of general mesh manipulation primitives must be used to locally modify the mesh. The present toolkit includes four types of local mesh manipulation primitives.
Point insertion. Many Local reconnection. A wide range of literature exists on the use of local reconnection to improve mesh quality. In two dimensions, simple face swapping is su cient. In three dimensions, face swapping can be supplemented by edge removal techniques 4]; and by complex series of face swaps that collectively improve element quality, although some individual face swaps may not 9]. Mesh quality measures for local reconnection are usually geometrically based, but some solutionbased measures are used as well 2, 6, 18] . These primitives will be described in Section 3.
Section 4 describes how the length scale and primitives are combined to give an algorithm that is applicable to general meshing problems. Sections 5 and 6 give examples of the use of the algorithm for two-and three-dimensional meshing problems. Finally, Section 7 presents some conclusions and describes plans for future work.
2 Automatic determination of a default local length scale
For the point insertion and deletion routines described in the previous section to be useful, a local length scale must be available. Length scales based on geometry are useful for initial generation of meshes and for mesh improvement. Note, however, that solution-based re nement (and correspondingly, solution-based length scales) are generally indispensable in computing accurate solutions to physical problems. Techniques for automatically determining geometric length scales will now be described.
Boundary data
A properly-de ned geometric length scale based only on boundary data will ensure that nearby surfaces are separated by several mesh cells and that highlyre ned boundary meshes will result in highly-re ned interior meshes nearby. In the present work, it is assumed that the boundary discretization is adequate to resolve regions of high curvature along the boundary. Note that at surfaces, including far-eld boundaries and symmetry planes, have no such geometric restriction; these can be represented by a minimal number of points and discretized using length-scale re nement. The requirement for separation of nearby surfaces can be met by constructing a quadtree (octree in three dimensions) of the computational domain and re ning the tree until no box contains faces from distinct boundary surfaces. Distinct boundary surfaces are marked in advance by giving identical tags to boundary faces whose normals are nearly the same as their neighbors'; all smoothly-curved surfaces are therefore marked with the same tag. In addition, faces which share a vertex need not be separated regardless of whether they are on the same boundary surface. This exception prevents excessive re nement in sharp corners.
Once the tree has been constructed, it is balanced by splitting all boxes that have nearby boxes that are two sizes smaller or that have adjacent boxes on opposite sides that are one size smaller. Currently, boxes are considered \nearby" if they overlap a region centered on the given box and ve times larger than it. This results in a smoothly and gradually graded tree. Each box is then assigned a length scale based on a geometric mean of the sizes of nearby boxes. This averaging gives a smooth transition of length scale when progressing through increasing sizes of boxes.
Existing meshes
For existing meshes, the length scale is again constructed using a tree. In this case, boxes in the tree are re ned until they contain only a few vertices. In two dimensions, 10 vertices are allowed in a square centered on the quadtree box and twice as large as it; in three dimensions, a double-sized cube is allowed 80 vertices to keep the size of the octree reasonable. The tree is balanced as before. Each box in two dimensions is assigned a provisional length scale equal to its size, while in three dimensions, the provisional length scale is one half the box size. The nal length scale for each box is given by a geometric mean of the provisional length scales of the box and its neighbors.
Primitive operations
The point insertion and point deletion primitives primarily address the problem of matching the length scale of the mesh to the desired length scale, while point smoothing and local reconnection primitives work to improve element shape. The point insertion and deletion primitives compare the length of an edge of the mesh to the desired length scale at the midpoint of the edge, using limits on the maximum and minimum allowable ratios of edge length to length scale, (E=L) max and (E=L) min . A few preliminary words about appropriate choices for these values is in order.
First, these ratios must be set to allow for the longest edge of a well-sized, well-shaped element. In two dimensions, a 45 o ; 45 o ; 90 o triangle is certainly well shaped; if the two shorter edges of this triangle have length 1, the hypotenuse will have length p 2, so (E=L) max must be at least this high. In three dimensions, allowance must be made for edges which are the diagonals of cubes, so (E=L) max must be at least p 3. A similar argument demonstrates that (E=L) min must be less than 1= p 2 in two dimensions and less than 1= p 3 in three dimensions. Second, the choices of (E=L) max and (E=L) min have implications for the convergence of the mesh generation process described in Section 4. Essentially, if (E=L) max is too small relative to (E=L) min , then the same point may be repeatedly inserted and deleted on successive iterations, preventing the mesh improvement process from converging. Finally, the average ratio of edge length to length scale also depends on the choices of (E=L) max and (E=L) min ; these ratios can be adjusted to make this average ratio almost exactly one for most cases.
The remainder of this section describes primitives for point insertion, deletion, and smoothing, and for local reconnection. The section concludes with a description of a simple combination of these primitives which is especially suitable for improving the worst tetrahedra in a three-dimensional mesh.
Point insertion
The point insertion primitive is the most straightforward to implement and is used in one form or another in all Steiner insertion mesh generation algorithms. In the present work, each edge in the mesh is evaluated to determine whether its length is appropriate based on the local length scale at the midpoint of the edge. If the edge is too long, it is bisected. The value of (E=L) max is chosen to be 1.53 in two dimensions and 2.0 in three dimensions. The former value has been tuned to yield an average ratio of edge length to local length scale that is within about 2% of the ideal value of 1 for a number of cases. After insertion, faces of simplices changed by the insertion of the point are examined to determine whether local reconnection will improve the quality of nearby elements.
Point deletion
When an edge is found in the mesh whose length is small compared to the local length scale, one of the vertices of that edges is removed. Boundary points are retained in preference to interior points, and boundary points that lie at corners in the geometry are never removed. In two dimensions, the value of (E=L) min is 0.565; in three dimensions, 0.5. Again, the two-dimensional value has been netuned, whereas the three-dimensional value has not. Point deletion is accomplished by edge contraction 17]. That is, a vertex is removed by shrinking one of its incident edges to zero length. This procedure is illustrated in two dimensions in Figure 1 . The left half of the gure shows a vertex 0 | which is to be removed from the mesh | and its immediate neighbors in the mesh. Vertex 0 will be removed by sliding it along the edge 02 to vertex 2. In the process, cells 4012 and 4023 are removed, as are edges 01 and 03. The resulting mesh fragment is shown in the right half of Figure 1 . Note that to retain a valid boundary geometry, boundary points should be removed by contracting an edge which lies on the boundary.
Some care must be taken to ensure that invalid triangulations do not result from this procedure. For example, vertex 0 can not be moved onto vertex 1 or vertex 5 without causing one of the resulting cells This algorithm extends to three dimensions, where checking for invalid con gurations requires more effort but is still relatively straightforward. The threedimensional analogue of swapping away edge 05 above is the edge removal algorithm described below. Recon guration is needed more frequently before removing vertices from three-dimensional meshes than from two-dimensional meshes.
Smoothing
The most commonly used mesh-smoothing technique is Laplacian smoothing 5, 11] . This technique adjusts the location of each mesh point to the arithmetic mean of its adjacent vertices. While computationally inexpensive, Laplacian smoothing does not guarantee improvement in element quality. In fact, it is possible to produce an invalid mesh containing elements that are inverted (have negative volume).
Freitag et al. proposed a low-cost, optimizationbased alternative to Laplacian smoothing that guarantees element quality improvement (and therefore a valid nal mesh) 7]. Like Laplacian smoothing, the optimization algorithm is local, using only the neighbors of a vertex to determine how to reposition the vertex. Freitag and Ollivier-Gooch extended this algorithm to three-dimensional tetrahedral meshes 8].
In both two and three dimensions, the optimization problem is formulated using analytic expressions for local mesh quality written in terms of free vertex position. Typical geometric mesh quality measures include angle measures (both dihedral and solid angles in three dimensions) and element aspect ratios. Evaluation of mesh quality and its gradient with change in vertex position must be provided by the user. In the present work, optimization-based smoothing seeks to maximize the minimum of the sine of the angles in the mesh (dihedral angles in three dimensions). This choice has the e ect of forcing the improvement of both very small and very large angles. For furthers details about optimization-based smoothing, refer to 8].
Local reconnection techniques
Local mesh recon guration techniques can be divided into two classes. Face swapping, which recon gures simplices that share a face, is applicable in both two and three dimensions. Edge removal, or edge swapping, which recon gures tetrahedra that share an edge, is strictly a three-dimensional operation.
Face swapping
Face swapping reconnects the simplices separated by a single interior face. Each interior face in a simplicial mesh in D dimensions separates two simplices made up of a total of D+2 points. These points can form a valid local sub-mesh in at most two ways 10]. In two dimensions, this is easily visualized: if the quadrilateral formed by four points is convex, then either diagonal can be used to divide it into triangles. In three dimensions, a large number of non-overlapping tetrahedral con gurations are possible, but only two can be legally reconnected. These two cases are shown in Figure 2 . The shaded faces in the gure are coplanar, and swapping exchanges the diagonal of the coplanar quadrilateral. The two coplanar faces must either be boundary faces or be backed by another pair of tetrahedra that can be swapped two for two. Otherwise, the new edge created by the two for two swap will not be conformal.
Because each recon gurable case has only two valid con gurations, a quick comparison to nd the one with the higher quality is possible. If the con gurations are of equal quality, no swap is performed in two dimensions or for the two-for-two tetrahedron case in three dimensions; the two-tet con guration is selected when choosing between two-and three-tet con gurations. In principal, edge swapping could be used to replace, for example, 12 tetrahedra with 20, but in practice the number of transformations that improve the mesh declines dramatically with increasing N.
In particular, for practical cases 7-for-10 transformations are rare, and consequently these techniques have not been investigated for N > 7. Implementation details for this algorithm are discussed in 8].
Edge swapping is used as a supplement to face swapping. Consider again the con guration of Figure 3 . Face swapping will be unsuccessful for face (0TB) because the submesh formed by tetrahedra (0BT1) and (4BT0) is not convex. If the tetrahedron (1BT4) existed, then the face swapping routines would consider a 3-for-2 swap. Since this is not the case, edge swapping is invoked to determine whether removing edge (TB) is advantageous. After edge swapping, each face of the new submesh is tested to determine whether further improvements in the mesh can be made with face swapping. Note that when used as a supplement to face swapping, edge swapping is only invoked when examining a face whose two bounding tetrahedra do not form a convex region, such as face (0TB). This leaves many edges unexamined for the possibility of local mesh improvement via edge swapping.
Improvement of Bad Tetrahedra Using Simple Combinations of Primitives
Freitag and Ollivier-Gooch 8] introduced a procedure called BATR (for BAd Tetrahedron Removal) speci cally designed to remove poor quality tetrahedra. The present work describes an improvement on the original. This procedure examines each tetrahedron in the mesh and attempts to remove those with large or small dihedral angles or large solid angles. In this context bad angles are de ned as follows.
A large dihedral angle is larger than the greater of 150 o and the maximum dihedral angle in the mesh minus 20 o .
A small dihedral angle is smaller than the lesser of 30 o and the minimum dihedral angle in the mesh plus 10 o .
A large solid angle is larger than the greater of 240 o and the maximum solid angle in the mesh minus 60 o .
These de nitions imply that the algorithm always seeks to remove the tetrahedra with the worst quality measures while keeping a reasonable limit on the number of tetrahedra that it tries to eliminate on one pass.
Once a poor-quality tetrahedron has been identied, BATR attempts to remove an edge of the tetrahedron from the mesh by edge swapping. Edges having bad dihedral angles are tried rst. If edge swapping fails, BATR attempts to swap each face of the tetrahedron.
It is not uncommon for both of these attempts to fail. A recent improvement to the algorithm is designed to address these cases when a large dihedral angle is present. Such tetrahedra are improved by a combination of point insertion and smoothing. The tetrahedron is examined to identify the edge e l which has the largest dihedral angle and to identify the edge e l;int whose opposite edge is not on the boundary of the mesh has the largest dihedral angle. If the dihedral angle at e l;int is su ciently large, this edge is used as a starting point for the algorithm; otherwise, the edge e l is used. In either case, the plane bisecting the dihedral angle at the working edge (edge CD in Figure 4 ) is constructed and its intersection E with the edge opposite (edge AB) is found. A new point is inserted at E using the point insertion algorithm, including swapping near the inserted point to improve local mesh connectivity. Optimization-based smoothing is then used to improve the shape of tetrahedra incident on E. If a pass through the mesh using this approach results in recon guration of one or more local submeshes or the insertion of one or more new points, another pass is made, checking only tetrahedra that are not known to be well-shaped. Typically two to three passes are required. This procedure is quite e ective in removing poor quality tetrahedra whose neighbors are of good quality and somewhat e ective in cases where poor-quality tetrahedra are adjacent to each other. In general, it is possible to reduce the maximum dihedral angle in a tetrahedral mesh to about 150 o using this approach.
Application to general meshing problems
The algorithms for length-scale computation and mesh manipulation of Sections 2 and 3 can be used to construct a general mesh improvement algorithm, which is similar in spirit to the pliant mesh generation algorithm of Bossen and Heckbert 3]. Multiple passes are made through the mesh, attempting each time to improve the mesh. Each improvement pass consists of the following steps. For each face, consider swapping the face to improve mesh quality. In three dimensions, edge swapping may be invoked here as well.
For each edge that is too long in the sense of Section 2, bisect the edge. For each edge that is too short in the sense of Section 2, delete one of its vertices if possible. In three dimensions, use the BATR algorithm to remove poorly-shaped tetrahedra. Use optimization-based smoothing to relocate each vertex. In two dimensions, it is not impractical to run this algorithm until no points are inserted or deleted in a given pass. In three dimensions, this many iterations (typically 20-40) is impractical; 10 iterations are used for the mesh improvement examples in this paper.
In both two and three dimensions, it is possible to dramatically reduce the running time of the algorithm by operating only on parts of the mesh which are changing. Faces incident on cells which change during a given iteration are tagged. Likewise, vertices which are moved signi cantly by smoothing are also tagged. In the next iteration, any face which is tagged or which has a tagged vertex is checked for further swapping, insertion, and deletion. Any face which changes or which is checked because one of its vertices was moved during the previous iteration tags all of its vertices for smoothing during the current iteration.
Two-dimensional results
The rst demonstration case for the mesh improvement algorithm is a deliberately poor triangular mesh. The mesh improvement algorithm described above will be applied to this mesh and the result compared with a mesh generated from scratch for the same geometry, which is a halfcylinder bump of radius 1 in a rectangular domain f(x; y) : jxj 9; 0 y 6g.
The initial mesh was created by inserting points at random into the interior of the domain with approximately the right point density for a known length scale; the length scale corresponds roughly to exponential stretching for a structured mesh with stretching ratio of about 1.12. In addition, the point density was perturbed in three regions. In Figure 5 . Figure 6 shows the result of applying the present mesh improvement algorithm to this poor mesh. The length scale for this mesh (referred to as the improved mesh) was generated automatically using the point distribution of the random mesh. The size of the mesh has decreased somewhat | to 2131 vertices | and mesh quality is dramatically improved. Figure 7 shows a mesh generated from the same boundary data with an automatic length scale based only on the boundary discretization (the generated mesh). This mesh has only 1515 vertices, primarily because of more rapid mesh grading away from the cylinder. Quality is comparable to the improved mesh above.
To assess the quality of the three test meshes above, histograms of angle distribution and of relative edge length (edge length divided by desired edge length) were prepared. Figure 8 shows the angle distribution for each of these meshes divided into bins six degrees wide. The random mesh, of course, has many undesirably small and large angles, while both the improved and generated meshes have a concentration of angles near the optimal value of 60 o . Also, for both the improved and generated meshes, the minimum angle is larger than 35 o and the maximum angle is smaller than 110 o , demonstrating the ability of the mesh generation algorithm to create meshes which have high angle quality. Figure 9 shows the distribution of relative length scale for the improved and generated meshes; the random mesh was omitted because it has relative length scales that range very widely. The improved mesh has a slightly smaller average relative length scale, but in both cases the present algorithm produces a mesh with appropriate edge lengths.
As a more challenging two-dimensional test case, a mesh was generated around a four-element airfoil. Again, only the boundary discretization was given as input; the mesh length scale was computed automatically. Also, a series of three coarse meshes were generated by successively doubling the length scale shows closeups of the coarse meshes at the trailing edge of the main element. A summary of size and angle quality information for these meshes is given in Table 1 . The mesh quality remains good for the rst two coarse meshes, but degrades very badly for the third coarse mesh; this is an area which requires more work. The di culty seems to be that the length scale increases rapidly enough away from the body that the coarsest mesh has adjacent edges with widely di ering lengths.
Mesh
Vertices Figures 12 and 13 show, respectively, the angle distribution and relative edge lengths for the four-element airfoil meshes. As noted previously, the angle quality degrades with mesh coarsening. Likewise, the edge lengths for the coarser meshes do not match the desired edge lengths as closely as for the ner meshes. 
Three-dimensional results
Mesh improvement results for three tetrahedral test meshes will be presented. These meshes were previously used to test an ancestor of the current mesh improvement algorithm. The primary innovation relative to the previous scheme is the use of point insertion and deletion, both to obtain the correct length scale and to improve the capabilities of the BATR algorithm. Details of the particular swapping and smoothing techniques used for these cases may be found in 8] .
The rst test case is a random tetrahedral mesh in a cube. The mesh has 1000 vertices which were inserted at random locations in the interior of the mesh without any reconnection or smoothing. Not surprisingly, the initial mesh has many very poor dihedral angles | those near 0 o and 180 o . The new mesh improvement algorithm was applied to this mesh. Table 2 shows the improvement of this mesh in terms of its worst dihedral angles, comparing an earlier version of the scheme (referred to as IJNME) to the present algorithm (New). The new algorithm does have some di culty increasing the overall minimum dihedral angle in the mesh. However, the smallest dihedral angle in the interior of the mesh (i.e., in a tetrahedron with at least one vertex not lying on the boundary) is 18:43 o for the new algorithm. For this mesh, at least the smallest 32 dihedral angles in the mesh are immune to the current smoothing algorithm. The additional capability of smoothing points on the surface of the mesh should dramatically improve most or all of these poor angles. In contrast, the 12:59 o angle from the preliminary algorithm lies inside the mesh; while surface smoothing is likely to be helpful in this case as well, the bene ts will be less dramatic.
The mesh improvement algorithm was also tested on two application meshes used in 8]. One example is a mesh inside a commercial tire incinerator; the other is a mesh inside a tangentially-red industrial boiler. These meshes were generated by Steiner insertion using circumcenter point placement and Delaunay face swapping; as a post-processing step, an additional pass of face swapping was performed using the minmax dihedral angle criterion. The resulting meshes have a signi cant number of poor dihedral angles, especially near 0 o (see Table 3 ). The results of applying the old and new mesh improvement algorithms to these meshes are shown in Table 3 . For each case, the new algorithm gives a slightly worse value of the minimum dihedral angle but a signi cantly better value for the smallest dihedral angle in the interior of the mesh; again, surface smoothing is expected to be of great bene t in improving these meshes. The algorithm succeeds in pushing the maximum dihedral angle below its prescribed limit of 150 o for the tire incinerator mesh; for the tangentially-red boiler mesh, the nal pass of smoothing actually increases the largest angle from 150 o to its nal value of about 160 o .
Conclusions
A general unstructured mesh improvement algorithm was described. Techniques for automatically computing geometric length scales for a mesh were given, along with descriptions of four primitive mesh manipulation operations: point insertion, point deletion, local reconnection, and optimization-based smoothing. Finally, a description of how the length scale and primitives are combined to produce an e ective mesh improvement algorithm.
The algorithm was used to improve a very poorquality triangular mesh. The resulting mesh was comparable in quality to a mesh generated from scratch from the same boundary discretization and length scale. In both cases, mesh quality was very good. As a demonstration of the automatic length scale algorithm, a smoothly-graded mesh with appropriate length scale was generated around a fourelement airfoil using only the airfoil boundary data as input. Also, a series of coarse meshes was generated for the four-element airfoil. Mesh quality was excellent on the nest mesh, but degraded somewhat on coarse meshes. The third coarse mesh was quite poor.
Tetrahedral mesh results were presented for quality improvement of a random mesh in a cube and for two application meshes. The quality of these meshes was improved dramatically. The maximum dihedral angle was predictably reduced to below 150 o . The minimum dihedral angle was not always improved as much as in previous work 8]. However, quality improvement for the present algorithm is limited by the presence of badly-shaped tetrahedra with all four of their points on the boundary. The capability to smooth points on the surface by adjusting their position on the surface is expected to provide a dramatic quality improvement, because there is as much as a 12 o di erence between the smallest dihedral angle that is currently subject to smoothing and the Table 3 : Improvement of three-dimensional application meshes.
smallest dihedral angle trapped at the surface. The most important item for future development is the capability to generate anisotropic meshes for viscous ow problems. This will require an anisotropic length scale as well as modi cations to the primitives to accommodate the special features desired in anisotropic meshes. These techniques will also allow improvement of existing anisotropic meshes. In addition, for anisotropic meshes, techniques are needed for exible generation of mixed-element meshes | triangles/quadrilaterals in two dimensions; tetrahedra/pyramids/prism/hexahedra in three dimensions. The mesh generation and improvement software developed as part of this project is publicly available; see http://www.mech.ubc.ca/~cfog for more information.
