We present CodeBERT, a bimodal pre-trained model for programming language (PL) and natural language (NL). CodeBERT learns generalpurpose representations that support downstream NL-PL applications such as natural language code search, code documentation generation, etc. We develop CodeBERT with Transformer-based neural architecture, and train it with a hybrid objective function that incorporates the pre-training task of replaced token detection, which is to detect plausible alternatives sampled from generators. This enables us to utilize both "bimodal" data of NL-PL pairs and "unimodal" data, where the former provides input tokens for model training while the latter helps to learn better generators. We evaluate CodeBERT on two NL-PL applications by fine-tuning model parameters. Results show that CodeBERT achieves state-of-the-art performance on both natural language code search and code documentation generation. Furthermore, to investigate what type of knowledge is learned in CodeBERT, we construct a dataset for NL-PL probing, and evaluate in a zero-shot setting where parameters of pre-trained models are fixed. Results show that CodeBERT performs better than previous pre-trained models on NL-PL probing.
such as masked language modeling, which predicts the original masked word from an artificially masked input sequence. The success of pre-trained models in NLP also drives a surge of multi-modal pre-trained models, such as ViLBERT (Lu et al., 2019) for language-image and VideoBERT (Sun et al., 2019) for language-video, which are learned from bimodal data such as language-image pairs with bimodal self-supervised objectives.
In this work, we present CodeBERT, a bimodal pre-trained model for natural language (NL) and programming language (PL) like Python, Java, JavaScript, etc. CodeBERT captures the semantic connection between natural language and programming language, and produces general-purpose representations that can broadly support NL-PL understanding tasks (e.g. natural language code search) and generation tasks (e.g. code documentation generation). It is developed with the multi-layer Transformer (Vaswani et al., 2017) , which is adopted in a majority of large pre-trained models. In order to make use of both bimodal instances of NL-PL pairs and large amount of available unimodal codes, we train CodeBERT with a hybrid objective function, including standard masked language modeling (Devlin et al., 2018) and replaced token detection (Clark et al., 2020) , where unimodal codes help to learn better generators for producing better alternative tokens for the latter objective.
We train CodeBERT from Github code repositories in 6 programming languages, where bimodal datapoints are codes that pair with function-level natural language documentations (Husain et al., 2019) . Training is conducted in a setting similar to that of multilingual BERT (Pires et al., 2019) , in which case one pre-trained model is learned for 6 programming languages with no explicit markers used to denote the input programming language. We evaluate CodeBERT on two downstream NL-PL tasks, including natural language code search and code documentation generation. Results show that fine-tuning the parameters of CodeBERT achieves state-of-the-art performance on both tasks. To further investigate what type of knowledge is learned in CodeBERT, we construct a dataset for NL-PL probing, and test CodeBERT in a zero-shot scenario, i.e. without fine-tuning the parameters of CodeBERT. We find that CodeBERT consistently outperforms RoBERTa, a purely natural language-based pre-trained model.
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CodeBERT: A Pre-Trained Model for Programming and Natural Languages
The contributions of this work are as follows:
• We propose CodeBERT, which to the best of our knowledge is the first large NL-PL pre-trained model.
• We present a hybrid learning objective that supports the use of both bimodal data of NL-PL pairs and easily accessed unimodal data, e.g. codes without paired natural language documentation.
• We demonstrate that CodeBERT achieves state-of-theart performance on natural language code search and code documentation generation. We further create a dataset to investigate the probing ability of NL-PL pretrained models.
Background

Pre-Trained Models in NLP
Large pre-trained models (Peters et al., 2018; Radford et al., 2018; Devlin et al., 2018; Yang et al., 2019; Liu et al., 2019; Raffel et al., 2019) have brought dramatic empirical improvements on almost every NLP task in the past few years. Successful approaches train deep neural networks on largescale plain texts with self-supervised learning objectives. One of the most representative neural architectures is Transformer (Vaswani et al., 2017) , which is also the one used in this work. It contains multiple self-attention layers, and can be conventionally learned with gradient decent in an endto-end manner as every component is differentiable. The terminology "self-supervised" means that supervisions used for pre-training are automatically collected from raw data without manual annotation. Dominant learning objectives are language modeling and its variations. For example, in GPT (Radford et al., 2018) , the learning objective is language modeling, namely predicting the next word w k given the preceding context words {w 1 , w 2 , ..., w k−1 }. As the ultimate goal of pre-training is not to train a good language model, it is desirable to consider both preceding and following contexts to learn better general-purpose contextual representations. This leads us to the masked language modeling objective used in BERT (Devlin et al., 2018) , which learns to predict the masked words of a randomly masked word sequence given surrounding contexts. Masked language modeling is also used as one of the two learning objectives for training CodeBERT.
Multi-Modal Pre-Trained Models
The remarkable success of the pre-trained model in NLP drives the development of multi-modal pre-trained model that learns implicit alignment between inputs of different modalities. These models are typically learned from bimodal data, such as pairs of language-image or pairs of language-video. For example, ViLBERT (Lu et al., 2019) learns from image caption data, where the model learns by reconstructing categories of masked image region or masked words given the observed inputs, and meanwhile predicting whether the caption describes the image content or not. Similarly, VideoBERT (Sun et al., 2019) learns from language-video data and is trained by video and text masked token prediction. Our work belongs to this line of research as we regard NL and PL as different modalities. Our method differs from previous works in that the fuels for model training include not only bimodal data of NL-PL pairs, but larger amounts of unimodal data such as codes without paired documentations.
A concurrent work (Kanade et al., 2019) uses masked language modeling as the objective to train a BERT model merely on codes, by regarding codes as sequences of words.
The main difference is that we train CodeBERT from NL-PL data instead of PL only, with the goal of producing generic representations that capture implicit connect between NL and PL. This is more suitable for NL-PL tasks, which is verified empirically in the experiment section.
CodeBERT
We describe the details about CodeBERT in this section, including the model architecture, the input and output representations, the objectives and data used for training Code-BERT, and how to fine-tune CodeBERT when it is applied to downstream tasks.
Model Architecture
We follow BERT (Devlin et al., 2018) and RoBERTa , and use multi-layer bidirectional Transformer (Vaswani et al., 2017) as the model architecture of Code-BERT. We will not review the ubiquitous Transformer architecture in detail. We develop CodeBERT by using exactly the same model architecture as RoBERTa-base, which includes 12 layers. Each layer has 12 self-attention heads, and the size of each head is 64. The hidden dimension is 768 and the inner hidden size of the feed-forward layer is 3072.
The total number of model parameters is 125M.
Input/Output Representations
In the pre-training phase, we set the input as the concatenation of two segments with a special separator token,
One segment is natural language text, and another is code from a certain programming language.
[CLS] is a special token in front of two segments, whose final hidden representation is considered as the aggregated sequence representation for classification or ranking. Following the standard way of processing text in Transformer, we regard a natural language text as a sequence of words, and split it as Word-Piece (Wu et al., 2016) . We regard a piece of code as a sequence of tokens.
The output of CodeBERT includes (1) contextual vector representation of each token, for both natural language and code, and (2) the representation of [CLS] , which works as the aggregated sequence representation.
Pre-Training Data
We train CodeBERT with both bimodal data, which refers to parallel data of natural language-code pairs, and unimodal data, which stands for codes without paired natural language texts and natural language without paired codes.
We use datapoints from Github repositories, where each bimodal datapoint is an individual function with paired documentation, and each unimodal code is a function without paired documentation. Specifically, we use a recent large dataset provided by Husain et al. (2019) , which includes 2.1M bimodal datapoints and 6.4M unimodal codes across six programming languages (Python, Java, JavaScript, PHP, Ruby, and Go). Data statistics is shown in Table 1 . 1 The data comes from publicly available open-source nonfork GitHub repositories and are filtered with a set of constraints and rules. For example, (1) each project should be used by at least one other project, (2) each documentation is truncated to the first paragraph, (3) documentations shorter than three tokens are removed, (4) functions shorter than three lines are removed, and (5) function names with substring "test" are removed. An example of the data is given in Figure 1 2 . Figure 1 . An example of the NL-PL pair, where NL is the first paragraph (filled in red) from the documentation (dashed line in black) of a function.
1 Since we will evaluate on the natural language code search task, we only use the training data of Husain et al. (2019) to train CodeBERT with no access to the dev or testing data. 2 The source of the illustrating example comes from https://github.com/apache/spark/blob/ 618d6bff71073c8c93501ab7392c3cc579730f0b/ python/pyspark/rdd.py#L125-L138 
Pre-Training CodeBERT
We describe the two objectives used for training CodeBERT here. The first objective is masked language modeling (MLM), which has proven effective in literature (Devlin et al., 2018; Liu et al., 2019; Sun et al., 2019) . We apply masked language modeling on bimodal data of NL-PL pairs. The second objective is replaced token detection (RTD), which further uses a large amount of unimodal data, such as codes without paired natural language texts.
Objective #1: Masked Language Modeling (MLM) Given a datapoint of NL-PL pair (x = {w, c}) as input, where w is a sequence of NL words and c is a sequence of PL tokens, we first select a random set of positions for both NL and PL to mask out (i.e. m w and m c , respectively), and then replace the selected positions with a special [M ASK] token. Following Devlin et al. (2018) , 15% of the tokens from x are masked out.
The MLM objective is to predict the original tokens which are masked out, formulated as follows, where p D1 is the discriminator which predicts a token from a large vocabulary.
Objective #2: Replaced Token Detection (RTD) In the MLM objective, only bimodal data (i.e. datapoints of NL-PL pairs) is used for training. Here we present the objective of replaced token detection. The RTD objective (Clark et al., 2020) is originally developed for efficiently learning pre-trained model for natural language. We adapt it in our scenario, with the advantage of using both bimodal and unimodal data for training. Specifically, there are two data generators here, an NL generator p Gw and a PL generator p Gc , both for generating plausible alternatives for the set of randomly masked positions.
The discriminator is learned to determine whether a word is the original one or not, which is a binary classification problem. It is worth noting that the RTD objective is applied to every position in the input, and it differs from GAN (generative adversarial network) in that if a generator happens to produce the correct token, the label of that token is "real" instead of "fake" (Clark et al., 2020) . The loss function of RTD with regard to the discriminator parameterized by θ is given below, where δ(i) is an indicator function and p D2 is the discriminator that predicts the probability of the i-th word being real.
There are many different ways to implement the generators.
In this work, we implement two efficient n-gram language models (Jurafsky, 2000) with bidirectional contexts, one for NL and one for PL, and learn them from corresponding unimodel datapoints, respectively. The approach is easily generalized to learn bimodal generators or use more complicated generators like Transformer-based neural architecture learned in a joint manner. We leave these to future work. The PL training data is the unimodal codes as shown in Table 1 , and the NL training data comes from the documentations from bimodal data. One could easily extend these two training datasets to larger amount. The final loss function are given below.
We train CodeBERT on one NVIDIA DGX-2 machine using FP16. It combines 16 interconnected NVIDIA Tesla V100 with 32GB memory. We use the following set of hyperparameters to train models: batchsize is in {256,512} and learning rate is in {1e-4,5e-4}. We use Adam (Kingma & Ba, 2014) to update the parameters and set the number of warmup steps as 10K. We set the batch size as 2,048 and max length as 512. Training 1,000 batches of data costs 600 minutes with MLM objective, 120 minutes with RTD objective. The final model is trained with 25K batches.
Fine-Tuning CodeBERT
We have different settings to use CodeBERT in downstream NL-PL tasks. For example, in natural language code search, we feed the input as the same way as the pre-training phase and use the representation of [CLS] to measure the semantic relevance between code and natural language query, while in code-to-text generation, we use an encoder-decoder framework and initialize the encoder of a generative model with CodeBERT. Details are in the experiment section.
Experiment
We present empirical results in this section to verify the effectiveness of CodeBERT. We first describe the use of CodeBERT in natural language code search ( §4.1), in a way that model parameters of CodeBERT are fine-tuned. After that, we present the NL-PL probing task ( §4.2), and evaluate CodeBERT in a zero-shot setting where the parameters of CodeBERT are clamped. Finally, we evaluate CodeBERT on a generation problem, i.e. code documentation generation ( §4.3), and further evaluate on a programming language which is never seen in the training phase ( §4.4).
Natural Language Code Search
Given a natural language as the input, the objective of code search is to find the most semantically related code from a collection of codes. We conduct experiments on the Code-SearchNet corpus (Husain et al., 2019) 3 . Data statistics of the training/validation/testing data splits for six programming languages are given in Table 3 . We follow the official evaluation metric to calculate the Mean Reciprocal Rank (MRR) for each pair of test data (c, w) over a fixed set of 999 distractor codes. We further calculate the macroaverage MRR for all languages as an overall evaluation metric. It is helpful to note that this metric differs from the AVG metric in the original paper, where the answer is retrieved from candidates from all six languages. We fine-tune a language-specific model for each programming 3 https://github.com/github/CodeSearchNet . (ĉ, w) ).
In the fine-turning step, we set the learning rate as 1e-5, the batch size as 64, the max sequence length as 200 and the max fine-tuning epoch as 8. We use Adam to update the parameters. We choose the model performed best on the development set, and use that to evaluate on the test set. Table 2 shows the results of different approaches on the CodeSearchNet corpus. The first four rows are reported by Husain et al. (2019) , which are joint embeddings of NL and PL (Gu et al., 2018; Mitra et al., 2018) . NBOW represents neural bag-of-words. CNN, BIRNN and SELFATT stand for 1D convolultional neural network (Kim, 2014) , bidirectional GRU-based recurrent neural network (Cho et al., 2014) , and multi-head attention (Vaswani We report the remaining numbers in Table 2 . We train all these pre-trained models by regarding codes as a sequence of tokens. To compare with Kanade et al. (2019) , we also continuously train RoBERTa on codes from CodeSearch-Net with masked language modeling. Results show that CodeBERT consistently performs better than RoBERTa and the model pre-trained with code only. CodeBERT (MLM) learned from scratch performs better than RoBERTa. Unsurprisingly, initializing CodeBERT with RoBERTa improves the performance.
Model Comparisons
We further give a learning curve of different pre-trained models in the fine-tuning process. From Figure 3 , we can see that CodeBERT performs better at the early stage, which reflects that CodeBERT provides good initialization for learning downstream tasks.
NL-PL Probing
In the previous subsection, we show the empirical effectiveness of CodeBERT in a setting that the parameters of CodeBERT are fine-tuned in downstream tasks. In this subsection, we further investigate what type of knowledge is learned in CodeBERT without modifying the parameters.
Task Formulation and Data Construction Following the probing experiments in NLP (Petroni et al., 2019; Talmor et al., 2019) , we study NL-PL probing here. Since there is no existing work towards this goal, we formulate the problem of NL-PL probing and create the dataset by ourselves. Given an NL-PL pair (c, w), the goal of NL-PL probing is to test model's ability to correctly predict/recover the masked token of interest (either a code token c i or word token w j ) among distractors. There are two major types of distractors: one is the whole target vocabulary used for the masked language modeling objective (Petroni et al., 2019) , and another one has fewer candidates which are filter or curated based on experts' understanding about the ability to be tested (Talmor et al., 2019) . We follow the second direction and formulate NL-PL probing as a multi-choice question answering task, where the question is cloze-style in which a certain token is replaced by [M ASK] and distractor candidate answers are curated based on our expertise. Specifically, we evaluate on the NL side and PL side, respectively. To ease the effort of data collection, we collect data automatically from NL-PL pairs in both validation and testing sets of CodeSearchNet, both of which are unseen in the pre-training phase. To evaluate on the NL side, we select NL-PL pairs whose NL documentations include one of the six keywords (max, maximize, min, minimize, less, greater), and group them to four candidates by merging first two keywords and the middle two keywords. The task is to ask pre-trained models to select the correct one instead of three other distractors. That is to say, the input in this setting includes the complete code and a masked NL documentation. The goal is to select the correct answer from four candidates. For the PL side, we select codes containing keywords max and min, and formulate the task as a twochoice answer selection problem. Here, the input includes complete NL documentation and a masked PL code, and the goal is to select the correct answer from two candidates. Since code completion is an important scenario, we would like to test model's ability in predicting the correct token merely based on preceding PL contexts. Therefore, we add an additional setting for PL side, where the input includes the complete NL documentation and preceding PL codes. Data statistics is given in the top two rows in Table 4 .
Model Comparisons Results are given in Table 4 . We report accuracy, namely the number of correctly predicted instances over the number of all instances, for each programming language. Since datasets in different programming languages are extremely unbalanced, we report the accumulated metric with the same way. We use CodeBERT (MLM) here because its output layer naturally fits for probing. Results show that CodeBERT performs better than baselines on almost all languages on both NL and PL probing. The numbers with only preceding contexts are lower than that with bidirectional contexts, which suggests that code completion is challenging. We leave it as a future work.
We further give a case study on PL-NL probing. Figure 4 illustrates the example of a python code 5 . We mask NL token and PL token separately, and report the predicted probabilities of RoBERTa and CodeBERT. We can see that RoBERTa fails in both cases, whereas CodeBERT makes the correct prediction in both NL and PL settings.
Code Documentation Generation
Although the pre-training objective of CodeBERT does not include generation-based objectives , we would like to investigate to what extent does CodeBERT perform on generation tasks. Specifically, we study code-to-NL generation, and report results for the documentation generation task on CodeSearchNet Corpus in six programming languages. We use BLEU-4 score (Papineni et al., 2002) as our evaluation metric. Since the generated documentations are short and higher order n-grams may not overlap, we remedy this problem by using smoothed BLEU score (Lin & Och, 2004) . sequence model with attention mechanism (Sutskever et al., 2014) , the Transformer (Vaswani et al., 2017) , RoBERTa and the model pre-trained on code only. We use Transformer with 6 layers, 768 dimensional hidden states and 12 attention heads as our decoder in all settings. To demonstrate the effectiveness of CodeBERT on code-to-NL generation tasks, we adopt various pre-trained models as encoders and stay hyperparameters consistent. We set the max length of input and inference as 256 and 64, respectively. We use the Adam optimizer to update model parameters. The learning rate and the batch size are 5e-5 and 64, respectively. We tune hyperparameters and perform early stopping on the development set.
Baselines and Training Details
Results Table 5 shows the results with different models for the code-to-documentation generation task. As we can see, models pre-trained on programming language outperform RoBERTa, which illustrates that pre-trainning models on programming language could improve code-to-NL generation. Besides, results in the Table show that CodeBERT pre-trained with RTD and MLM objectives brings a gain of 1.5% BLEU score over RoBERTa overall and achieve the state-of-the-art performance on the majority of programming languages. These results show that our pre-trainning objectives (MLM and RTD) are effective for CodeBERT on code-to-NL generation tasks.
Generalization to Programming Languages NOT in Pre-training
We would like to evaluate CodeBERT on the programming language which is never seen in the pre-training step. To this end, we study the task of generating a natural language summary of a C# code snippet. We conduct experiments on the dataset of CodeNN (Iyer et al., 2016) 6 , which consists of 66,015 pairs of questions and answers automatically collected from StackOverflow. The length of target document in this task is about 10 on average. This dataset is challenging since the scale of dataset is orders of magnitude smaller than CodeSearchNet Corpus. To reliably evaluate models, the dataset extends the test set by asking human to provide two additional titles for code snippets from the test set, making a total of three reference titles for each code snippet. We evaluate models using smoothed BLEU-4 score and use the same evaluation scripts as Iyer et al. (2016) .
Since state-of-the-art methods use RNN as their decoder, we choose a 2-layer GRU (Cho et al., 2014) with an attention mechanism as our decoder for a comparison. We fine-tune models using a grid search with the following set of hyper-parameters: batchsize is in {32, 64} and learning rate is in {2e-5, 5e-5}. We report the number when models achieve best performance on the development set. CodeBERT could generalize better to other programming language which is never seen in the pre-training step. However, our model achieve slightly lower results than code2seq (Alon et al., 2019) . The main reason could be that code2seq makes use of compositional paths in its abstract syntax tree (AST) while CodeBERT only takes original code as the input. We have trained a version of CodeBERT by traversing the tree structure of AST following a certain order, but applying that model does not bring improvements on generation tasks. This shows a potential direction to improve CodeBERT by incorporating AST.
Conclusion
In this paper, we present CodeBERT, which to the best of our knowledge is the first large bimodal pre-trained model for natural language and programming language. We train CodeBERT on both bimodal and unimodal data, and show that fine-tuning CodeBERT achieves state-of-the-art performance on downstream tasks including natural language code search and code-to-documentation generation. To further investigate the knowledge embodied in pre-trained models, we formulate the task of NL-PL probing and create a dataset for probing. We regard the probing task as a cloze-style answer selection problem, and curate distractors for both NL and PL parts. Results show that, with model parameters fixed, CodeBERT performs better than RoBERTa and a continuously trained model using codes only.
There are many potential directions for further research on this field. First, one could learn better generators with bimodal evidence or more complicated neural architecture to improve the replaced token detection objective. Second, the loss functions of CodeBERT mainly target on NL-PL understanding tasks. Although CodeBERT achieves strong BLEU scores on code-to-documentation generation, the CodeBERT itself could be further improved by generationrelated learning objectives. How to successfully incorporate AST into the pre-training step is also an attractive direction. Third, we plan to apply CodeBERT to more NL-PL related tasks, and extend it to more programming languages. Flexible and powerful domain/language adaptation methods are necessary to generalize well.
