ELLPACK is a problem statement language and system for elliptic partial differential equations (PDEs) which is implemented by a Fortran preprocessor.
goal is to quantify this somewhat. We do this by analyzing the lengths and effort (as measured by Halstead's "software science" technique) of various approaches to solving these problems.
A simple ELLPACK program is shown below to illustrate the nature of the ELLPACK language. Space does not allow a description of the language but it is somewhat self explanatory. See [2] and [3] for further details. 
BAMD SOLUE DUTPUT(B).
MAX-ERROR $ MAX-RESIDUAL OUTPUT(SS). A problem solution with the ELLPACK system goes through three principal stages: (l) the ELLPACK language input is read by a Fortran preprocessor which writes a Fortran Control Program, (2) the Control Program is compiled, and (3) the Control Program object deck is loaded along with modules from the ELLPACK library which implement steps in the solution of the PDE. We compare the programming effort for each of these steps, i.e., (1) an ELLPACK statement of the PDE problem to be solved and method to be used, (2) There are considerable variations among these examples but there is also an obvious trend of greatly increased "length" from stage to stage, no matter how it is measured. The programming effort E should increase faster than the number of lines, but it does not always do so because of the inability of the software science method to completely account for the use of modularity in implementing an algorithm.
Comparing the Control and Modules data should be representative of the comparison of using or not using a library of powerful subroutines. We see that the ratios of effort range from 6 to 15 with I0 as an average, the ratios of lines range from 6 to 17 with II as an average. Thus we conclude that, at least in the context of solving PDEs, the use of a library increases programming productivity by a factor of I0. It may well increase it more and the quality of the results will be improved if the library is good.
Comparing the ELPK and Control data should measure the value of a problem statement language compared to using a library. The ratios of effort range from 40 to I00 with 60 as an average and the ratios of lines range from 3 to 13 with 9
as an average. We thus conclude that using an ELLPACK type preprocessor increases programming productivity by a factor of I0 to 50.
We also conclude that using this preprocessor instead of writing the programs from scratch reduces programming effort by a factor of between I00 and 500. This work is partially supported by NSF Grant MCS76-I0225.
