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1. Úvod 
Cílem této práce je vytvoření pomůcky pro vrchní rozhodčí sportovních turnajů zaměřené 
především na turnaje jednotlivců ve stolním tenise. V dnešní době informatického věku si 
všichni pomalu zvykáme, že většinu časově náročných operací za nás vykonávají různé 
aplikace. A právě pořádání sportovních turnajů je nejen znalostně, zkušenostně, ale také 
časově velmi náročné. Každý sportovní turnaj totiž zpravidla prochází několika fázemi, 
které, pokud se dělají ručně „na papír“, zaberou spoustu času. Jsou jimi především různá 
losování hráčů do hracích plánů. Například typického krajského turnaje, na který jsou 
pozváni hráči ze sportovních klubů po celém kraji, se většinou účastní padesát až sto 
hráčů. Celostátních turnajů nebo i turnajů s mezinárodní účastí se účastní dokonce i 
několik stovek hráčů. Úkolem vrchního rozhodčího je pak všechny tyto hráče spravedlivě 
nalosovat do hracího plánu. Toto losování musí být samozřejmě dostatečně náhodné a 
také splňovat přísná omezení stanovená v soutěžním řádu [1].  
Ruční způsob většinou pak vypadá tak, že každý hráč se napíše na kus papíru a vloží do 
osudí. Z tohoto osudí se pak náhodně vybírají hráči na předem připravená místa v hracím 
plánu. Tento způsob však s sebou přináší spoustu problémů způsobených právě přísnými 
omezeními tohoto losování (pro představu jedním z nich je například omezení, že hráči 
z téhož oddílu nesmějí být nalosováni tak, aby spolu hráli v prvním kole hracího plánu). 
Rozhodčí tedy často musí v průběhu losování vyvinout značnou dávku heuristiky, aby 
dokázal splnit všechna tato omezení a přesto nalosoval hráče dostatečné náhodně. 
Nicméně i zkušeným rozhodčím tato procedura ručního losování zabere minimálně půl 
hodiny. A vzhledem k tomu, že losování se může provádět, až když se dostaví všichni 
účastníci, je prodlení mezi uzávěrkou registrace účastníků a vlastním zahájením 
sportovního klání často neúnosně dlouhé. Využití výpočetního výkonu počítače je tedy 
v tomto případě namístě. Žádná z existujících aplikací však automatické losování nijak 
neřeší. Využití počítače při losování je pak často omezeno pouze na předpřipravené hrací 
plány v tabulkovém editoru, které ale takovéto losování nikterak neurychlí.  
Cílem této práce je tedy vytvoření aplikace ušité na míru pro vrchní rozhodčí. 
V následující, druhé kapitole je podrobně vysvětleno, jak přesně probíhá turnaj z pohledu 
rozhodčího a jaké vlastnosti by výsledná aplikace měla splňovat, aby vyhověla všem 
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požadavkům, které by na ni mohli být kladeny. Ve třetí kapitole se pak lze dočíst o výběru 
použitých technologií a platformě, která se mimo jiné i odvíjí od cílové skupiny uživatelů. 
Čtvrtá kapitola se pak zabývá aplikací z pohledu jejího uživatele a vysvětluje její ovládání a 
všechny možnosti, které nabízí. Je zde také uvedeno její nejčastější použití v praxi – od 
spuštění aplikace až po vytištění výsledků turnaje. V předposlední, páté kapitole lze najít, 
jak je aplikace strukturována z pohledu zdrojového kódu – tedy popis datové, aplikační a 
prezentační vrstvy. Jsou zde uvedeny nejdůležitější třídy spolu s jejich stručným popisem a 
jejich účelem. Zároveň lze zde objevit popis zajímavých částí, jakými je například 
mechanizmus Undo&Redo pro logování všech změn, nebo například popis algoritmů pro 
losování hráčů. V poslední kapitole jsou shrnuty významné body práce a dosažené 
výsledky. 
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2. Turnaje a předpoklady na aplikaci 
V následujícím textu této kapitoly je na začátku popsán celkový průběh jednoho turnaje a 
všechny požadavky kladené na vrchního rozhodčího tak, aby se na konci dalo analyzovat, 
co všechno by měla aplikace splňovat.  
2. 1. Průběh turnaje 
Každý turnaj z pohledu rozhodčího prochází několika fázemi. První z nich je registrace 
hráčů. Před samotným začátkem se musí všichni hráči, kteří se chtějí turnaje účastnit, 
zapsat u rozhodčího. Úkolem rozhodčího je pak během této registrace průběžně 
procházet krajský (popř. celostátní nebo okresní) žebříček1 a poznamenávat si 
k registrovaným hráčům jejich umístění. Toto je nutné k určení případných nasazených 
závodníků – princip nasazování je vysvětlen v podkapitole č. 2. 3, kde jsou popsány různé 
způsoby losování.  
Po ukončení registrace následuje určení hracího systému, kterým se bude celý turnaj řídit. 
Hrací systém představuje způsob, jakým spolu hráči budou hrát – zdali například každý 
s každým nebo naopak budou rozděleni do menších skupin, ze kterých budou postupovat 
například první dva hráči atp. Více o hracích systémech se lze dozvědět v následující 
podkapitole. Výběr se hlavně odvíjí od celkového počtu hráčů v turnaji, protože hlavním 
vodítkem je většinou čas, který je na turnaj vyhrazen. Dalším krokem je následně losování 
hráčů do hracího plánu daného hracího systému a krátce poté přichází na řadu vyhlášení 
soutěže spolu s odhalením nalosovaných hracích plánů všem účastníkům. Rozhodčí u 
stolu (pokud nejsou k dispozici, tak většinou delegovaní hráči) poté obdrží od hlavního 
rozhodčího šablonu hracího plánu, kam průběžně budou zapisovat výsledná skóre 
jednotlivých zápasů. Mimo výsledného skóre2, se do šablon také zapisují i stavy 
jednotlivých setů. V průběhu turnaje pak rozhodčí předávají průběžné výsledky hlavnímu 
rozhodčímu a ten po obdržení všech výsledků stanoví konečné pořadí a vyhlásí vítěze.  
                                                        
1
 Žebříček je seznam závodníků hrající dlouhodobou soutěž, seřazený dle nasbíraných bodů sestupně – tedy 
od nejúspěšnějšího hráče. 
2
 Ve stolním tenise se hraje na 3 vítězné sety. Každý set se hraje do 11 bodů s odstupem minimálně dvou 
bodů (při stavu 10:10 se hraje do 12 bodů apod.). Remíza není možná. 
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Některé hrací systémy však vyžadují další úroveň turnaje (další kolo hrané jiným hracím 
systémem), protože nevedou k jednoznačnému určení vítěze. Je jím například systém 
skupinový, ze kterého z každé skupiny vyjde jeden vítěz. Na hlavním rozhodčím je pak 
v tomto případe rozhodnout o pořadí v každé skupině a zpravidla prvního a druhého 
hráče znovu nalosovat do hracího plánu dalšího hracího systému. Opět je pak nutné 
odhalení losování a znovuzahájení další úrovně. Nutno ještě podotknout, že celý průběh 
turnaje včetně hracích systémů a způsobu losování se řídí platným soutěžním řádem. 
Všechny hrací systémy a způsoby losování uvedené v aktuálním platném řádu jsou 
popsány v následujících dvou podkapitolách. 
2. 2. Hrací systémy 
Soutěžní řád zmiňuje celkem tři různé hrací systémy a jejich kombinaci. Jsou jimi 
následující: 
2. 2. 1. Skupinový hrací systém 
Ve skupinovém hracím systému jsou hráči rozděleni do několika skupin. V těchto 
skupinách pak sehrají zápasy každý s každým, a tak je vhodné předem zvolit přiměřenou 
velikost každé skupiny - množství zápasů s každým novým hráčem zde totiž stoupá 
kvadraticky. Ideální velikost jsou 4 hráči. Tento systém se většinou volí při středně velkém 
nebo malém počtu hráčů, protože počet zápasů nutných k dohrání je oproti zbývajícím 
systémům opravdu hodně. Pro určení pořadí zápasů v jednotlivých skupinách se využívají 
tzv. Bergerovy tabulky, které lze najít jako přílohu v soutěžním řádu. Jsou koncipovány 
tak, aby bylo možné během jednoho okamžiku hrát více zápasů – tj. aby na sebe hráči 
nemuseli čekat a skupina byla odehrána v co nejkratším čase. Typický hrací plán tohoto 
systému je křížová tabulka, kde jsou hráči ze skupiny vlevo v řádcích a nahoře ve 
sloupcích. Uprostřed tabulky, je pak místo na zápis skóre vzájemných výsledků. Určování 
pořadí závodníků v jedné skupině lze najít v soutěžním řádu v článku č. 118 odstavci 
118.02. Ve stručnosti se dá říci, že se řídí dosaženým počtem bodů3 a pokud mají dva a 
více hráčů shodný počet, sestavuje se křížová tabulka znovu jen z těchto hráčů a jejich 
pořadí se pak určí v této ořezané tabulce. Pokud se stane, že mají všichni hráči stejný 
                                                        
3
 Za výhru jsou 2 body, za prohru 1 bod 
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počet bodů, rozhoduje o pořadí poměr dosaženého celkového skóre popř. celkový poměr 
míčků. Čím vyšší poměr, tím lepší. Pokud ani pak není rozhodnuto, rozhoduje o pořadí los. 
2. 2. 2. Vyřazovací hrací systém 
Vyřazovací hrací systém je využíván zejména v návaznosti na systém skupinový, protože 
polovina z účastnících se hráčů si zde totiž zahraje jen jeden zápas a mohou jet domů. 
Hracím plánem tohoto systému je totiž úplný vyvážený binární strom (= pavouk), do jehož 
listů jsou losováni hráči k prvnímu zápasu. Vítěz pak postupuje o úroveň výše k dalšímu 
zápasu. Na rozdíl od „akademického“ binárního stromu je tento strom typicky zobrazován 
na šířku s kořenem vpravo. Pokud je hráčů jiný počet, nežli je mocnina dvojky (tj. velikost 
pavouka), doplní se na předem definovaná místa prázdné pozice označené „bye“. Hráči, 
kteří jsou pak nalosováni k prvnímu kolu spolu s touto prázdnou pozicí, automaticky 
postupují o úroveň výše. Umístění „bye“ pozic je definováno v příloze soutěžního řádu. 
Tento systém je vždy konečnou úrovní turnaje a vítězem je jediný neporažený závodník, 
druhým je poražený finalista a na třetím místě jsou rovnocenně poražení ze semifinále. 
2. 2. 3. Vyřazovací hrací systém na dvě porážky 
Vyřazovací hrací systém na dvě porážky je využíván v případě velkého počtu závodníků, 
protože počet zápasů k dokončení je vždy jen o dva menší než dvojnásobek počtu hráčů. 
Na rozdíl ale od předchozího systému si hráč vždy zahraje alespoň dvakrát. Hrací plán 
tohoto systému se skládá ze dvou pavouků – jeden standardní jako v předchozím (=kolo 
vítězů) a druhý určený pro poražené závodníky z prvního pavouka (=kolo poražených). 
Druhý pavouk se od prvního ale liší – na každé své úrovni obsahuje dva zápasy – jeden pro 
postupující hráče z nižší úrovně a jeden pro vítěze předchozího a poraženého závodníka 
z kola vítězů na stejné úrovni pavouka. Jak přesně a na jakou pozici se hráči propadávají 
z kola vítězů do kola poražených, je stanoveno v soutěžním řádu v příloze s hracími plány. 
Tento systém je stejně jako předchozí konečnou úrovní turnaje a vítězem je opět jediný 
neporažený závodník. O druhém a třetím závodníkovi je pak rozhodnuto ve finálovém 
zápasu kola poražených. 
2. 2. 4.  Kombinované systémy 
Předchozí systémy lze spolu kombinovat. Nejtypičtějším řešením je první úrovní 
skupinový systém a druhou úrovní vyřazovací systém, do něhož jsou nalosováni první dva 
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závodníci z každé skupiny. Méně častou, nicméně také možnou variantou, je více úrovní 
skupinového systému, kde poslední úrovní je buď systém skupinový s jednou skupinou, 
nebo systém vyřazovací. 
2. 3. Losování hráčů do plánů hracích systémů 
Do každého hracího plánu se musejí hráči nalosovat. Toto losování, jak bylo nastíněno 
v úvodu, je nejnáročnější částí turnaje. Spousta sportovních klubů často ani turnaje 
nepořádá, protože nemá nikoho, kdo by byl schopný tuto část správně provést. Hráči si 
totiž velmi často stěžují, pokud je porušeno jakékoliv pravidlo nebo dokonce i v případě, 
že losování je korektní, nicméně vyšlo trochu lépe vůči domácímu klubu. Proto vyvinutí 
aplikace, jež by toto usnadnila, by teoreticky mohlo přispět i k většímu počtu sportovních 
událostí. V soutěžním řádu jsou popsány následující tři možné druhy losování, jejichž 
přesné znění lze také nalézt v příloze A. 
2. 3. 1. Volné losování 
Volné losování je nejzákladnějším typem. Při tomto způsobu se musí hledět jen na jediné 
– hráči ze stejného oddílu nesmějí být spolu nalosováni k prvnímu zápasu. Ve skupinovém 
systému to znamená, že nesmějí být nalosováni do stejné skupiny (toto samozřejmě nejde 
dodržet v případě většího počtu závodníků nežli je počet skupin – i tehdy se však musí 
dodržet nejmenší možný počet závodníků z jednoho oddílu v jedné skupině). Ve 
vyřazovacím systému nesmějí být hráči ze stejného oddílu nalosováni tak, aby spolu hráli 
v prvním kole nebo, pokud jeden nebo oba závodníci v prvním kole nehrají, tak i v kole 
druhém. 
2. 3. 2. Nasazení a dolosování 
Nasazení a dolosování je ve své podstatě volné losování s tím rozdílem, že před vlastním 
losováním se do hracího plánu zapíší na předem určené pozice nasazení hráči. Počet 
nasazených hráčů se odvíjí od hracího systému a od celkového počtu účastníků turnaje. 
Ve skupinovém systému se do každé skupiny nasazují dva hráči – dle žebříčku se do první 
skupiny na první místo nasadí první nasazený, do druhé druhý atd. Zbylí nasazení se pak 
dolosují dle zásad volného losování do každé skupiny na tu pozici, která dle Bergerových 
tabulek sehraje vzájemné utkání s první pozicí jako poslední. Do vyřazovacího systému se 
nasazuje počet definovaný v soutěžním řádu. První nasazený na horní okraj pavouka, 
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druhý na spodní okraj, třetí a čtvrtý pak losem do středu, pátý až osmý losem do středu 
polovin atd. Pokud se stane, že počet nasazovaných hráčů je větší, než je počet hráčů 
umístěných na žebříčku, nijak se tento počet nedoplňuje. 
2. 3. 3. Nasazení, třídění a dolosování 
Poslední druh losování je ve své podstatě stejný jako nasazení a dolosování. Jediný rozdíl 
je v dalším omezení losování. Toto omezení stručně stanovuje, že nejsilnější hráči 
z každého oddílu musejí být nalosováni tak, aby spolu sehráli své zápasy, co nejpozději. Ve 
skupinovém systému to znamená, že první a druhý nejsilnější hráč z jednoho oddílu musí 
být každý nalosován do jiné skupiny. V pavoukovi je pak toto omezení ještě silnější – první 
a druhý musejí být každý v jiné polovině, třetí a čtvrtý ve zbylých dvou čtvrtinách, pátý až 
osmý ve zbylých osminách atd. 
2. 4. Požadované funkce aplikace 
Z předchozího textu se dá vyčíst, jaké všechny funkce by měla aplikace zahrnovat. Jsou 
jimi následující: 
 Před samotným začátkem turnaje, by měla být možnost zadat předpokládaný 
seznam účastnících se hráčů nebo rovnou celý žebříček. Značně by se tím urychlilo 
zadávání hráčů v případě většího počtu nově příchozích a také by tím odpadlo 
hledání hráčů na žebříčku. 
 U každého hráče by měla být možnost evidovat jeho jméno a příjmení, příslušnost 
k oddílu a jeho umístění na žebříčku. Všechny tyto údaje jsou klíčové pro 
automatické losování a i jasně identifikují hráče. 
 Nějakým způsobem by měla být možnost určit, kteří hráči jsou registrováni 
v turnaji. Užitečná by byla například i možnost označovat hráče, kteří již zaplatili 
registrační poplatek. 
 V průběhu i po ukončení registrace by se měl dát vytisknout seznam všech 
registrovaných hráčů. Tento seznam je vhodný například jako podklad pro 
výběrčího registračních poplatků nebo jako referenční list, kdo je a kdo ještě není 
registrován. 
 Hlavní funkcí aplikace je automatické losování hráčů. Tomu by měl samozřejmě 
předcházet výběr hracího systému a výběr typu losování včetně popisu (to pro 
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případ, kdy je rozhodčí nezkušený a neví, co který typ losování znamená). Výsledek 
automatického losování by měl být zároveň ručně editovatelný – to v případě že 
rozhodčí uzná za vhodné udělat změnu ve vylosování nebo dokonce v případě, že 
by bylo nutné provést ruční způsob losování.  
 Ve skupinovém sytému by mělo být zakomponováno automatické počítání bodů a 
určování pořadí. S tím souvisí i automatické rozpoznání vítěze zápasu a platnosti 
zadaného skóre. 
 Aplikace by měla ke každé skupině umět generovat Bergerovy tabulky a seznamy 
zápasů v pořadí dle těchto tabulek. 
 Každá úroveň turnaje by měla být zobrazena tak, jak je zvykem – hracím plánem 
(pokud by tomu bylo jinak, zřejmě by se v tom nikdo zprvu nevyznal). Do hracího 
plánu by mělo být snadné zadávat výsledky, protože se většinou budou zadávat 
hromadně, a tak jednoduchost (například přepínání jen pomocí tabulátoru) jde 
ruku v ruce s použitelností. 
 Každý hrací plán by se měl dát v kterémkoliv okamžiku vytisknout. Důležité je také, 
aby se daly vytisknout dvě verze. První bez výsledků zápasů, ale s místem, kam se 
dají tyto výsledky zapsat – tato verze by byla určena pro hráče popř. rozhodčí u 
stolu. Druhou verzí by byla včetně zadaných výsledků a v případě skupin i 
s celkovým počtem dosažených bodů a pořadím ve skupině – tato verze by byla 
určena pro vystavení na výsledkové tabuli. Hráči jsou totiž během turnaje velmi 
zvědaví, jak si vedou ostatní.  
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3. Použité technologie 
V kapitole použité technologie jsou probrány možnosti, pomocí kterých technologií a na 
jakých platformách by se aplikace dala vyvinout, a proč zrovna byly zvoleny vybrané.  
3. 1. Cílová skupina uživatelů a platforma 
Cílovým uživatelem aplikace budou rozhodčí sportovních turnajů. V dnešní době existuje 
ještě stále velký počet lidí (zvláště pak mezi sportovci), kteří si s počítačem opravdu 
nerozumějí. Tito lidé jsou zvyklí jen na jediný operační systém – systém Windows. Proto 
cílovou platformou jednoznačně musí být tento systém. Je otázkou, zdali by se aplikace 
měla vyvíjet i pro jiný operační systém. S přihlédnutím k rozšířenosti ostatních systémů by 
to ale nebylo účelné vzhledem k omezením plynoucím z vývoje aplikace pro více 
platforem. 
3. 2. Dostupné technologie na platformě Windows 
Pro platformu Windows existuje mnoho nejrůznějších programovacích jazyků a 
technologií, použitelných pro vývoj cílové aplikace. V následujících řádcích jsou vypsány ty 
nejpodstatnější a nejrozšířenější a popsány jejich výhody, nevýhody či použitelnost. 
3. 2. 1. Windows API 
Funkce API rozhraní systému Windows je nejstarší metodou vývoje aplikací pro tento 
systém. Vzhledem k tomu, že se jedná čistě jen o seznam globálních funkcí, je spíše 
předurčen pro neobjektově orientované jazyky – zvláště tedy jazyk C. Vývoj jen za pomoci 
API funkcí je časově náročný a množství ručně psaného kódu je v porovnání 
s následujícími technologiemi veliké a čím více kódu, tím více prostoru pro chyby. 
3. 2. 2. MFC 
Microsoft Foundation Class je balíček C++ tříd, zapouzdřujících Win32 API metody. 
Z neobjektového přístupu se tak stal objektový, což s sebou přineslo mnoho výhod a 
přehlednější strukturu výsledného kódu (dobře popsáno například v [2]). Tato technologie 
ale stále nabízí jen standardní „look & feel“ všech ovládacích prvků a nedovoluje žádný 
kreativnější přístup. 
10 
 
3. 2. 3. Delphi 
Delphi ve spojení s jazykem Object Pascal je zajímavá technologie – dovoluje práci 
s vizuálním editorem dialogů a ke svému běhu nevyžadují žádné speciální knihovny. 
Většinu výhod však převýší množství nevýhod. Z nich by se dala jmenovat například 
absence kompilátoru pro 64bitové procesory nebo právě spojení s jazykem Pascal, jenž se 
v dnešní době pro mnohé jeví jako zastaralý, ačkoliv z následujícího článku *3+ je patrné, 
že Delphi lze dobře srovnat i „mladšími“ jazyky. 
3. 2. 4. Java 
Jazyk Java je zajímavý především z pohledu přenositelnosti kódu na jiné platformy. Ke 
svému běhu však vyžaduje interpret, který není zdaleka tak rozšířený především pak mezi 
méně zdatnými uživateli PC. Na začátku této kapitoly bylo uvedeno, že stačí, pokud 
aplikace poběží jen na platformě Windows, a tak hlavní výhoda této technologie by 
zůstala nevyužita. Prostředky pro tvorbu uživatelského rozhraní jako následující 
technologie [4+ nenabízí takové možnosti jako technologie následující, proto ani tento 
jazyk nebyl vybrán pro vývoj cílové aplikace. 
3. 2. 5. .Net a WinForms 
Výhoda .Net 2.0 a WinForm aplikací je jejich snadná a rychlá tvorba (viz například *5]). 
Nutí však uživatele mít nainstalováno běhové prostředí .NET Framework nutné k jejich 
běhu. I když dnes tato nevýhoda již problém moc není vzhledem k tomu, že společnost 
Microsoft zahrnula .NET Framework do automatických aktualizací systému Windows. 
Naopak výhodou této technologie je možnost použití designérských nástrojů pro 
snadnější tvorbu uživatelského rozhraní. Stále je ale nutnost využití standardního vzhledu 
ovládacích prvků. 
3. 2. 6. .Net 3.5 a WPF 
.NET v3.0 resp. v3.5 a knihovny Windows Presentation Foundation jsou relativně novými 
přírůstky ve světě Windows s množstvím výhod. WPF je technologií přímo stvořenou pro 
nevšední design a svěží vzhled aplikací. Velmi dobře totiž odděluje vzhled ovládacích 
prvků od jejich funkcionality. Dále využití značkovacího jazyka XAML pro definování 
uživatelského rozhraní je nejen velmi jednoduché, ale také značně zpřehledňuje kód 
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aplikace, protože zde často odpadá nutnost psát jakýkoliv kód pro uživatelskou interakci – 
například změna barvy pozadí při stisknutí tlačítka apod. Další výhodou technologie WPF 
je, že všechny vizuální prvky jsou ve vektorovém formátu. Takže například při přibližování 
je oblouk stále obloukem na rozdíl od bitmapových technologií, kde je vše kostrbaté. 
Technologie zároveň umožňuje i různé transformace objektů, aniž by se tím ovlivnila 
jakákoliv funkčnost – proto je nesrovnatelně jednoduché například naprogramovat 
možnost zoomování celého uživatelského rozhraní. Další velmi klíčovou vlastností WPF je 
široká podpora pro tzv. databinding (tj. napojení dat na uživatelské rozhraní). Ten velmi 
usnadňuje oddělení uživatelské části aplikace od datové často bez nutnosti napsání 
jakéhokoliv kódu (krom definice tohoto spojení). Všechny popsané vlastnosti jsou velmi 
dobře popsány například této publikaci [6], jež je vhodným úvodem do WPF. 
Celkově se tato technologie snaží o minimalizování kódu, který musí napsat programátor, 
a tak je velmi zajímavou volbou pro všechny vývojáře. Jako všechny technologie má však i 
své nevýhody. Mezi ně patří nutnost nainstalovaného běhového prostředí .NET 
Framework verze 3.5, které ještě není tak rozšířené, a vcelku velká náročnost na operační 
paměť počítače. Tyto nevýhody jsou ale mnohonásobně převáženy výhodami, a tak volba 
padla na tuto technologii zároveň i proto, že nová technologie je vždy výzva naučit se 
něco nového. Zbývá ještě vybrat jazyk. Ačkoliv platforma .NET nabízí podporu pro vícero 
jazyků, nejčastějšími jsou C# a Visual Basic. Zde ale jasně vítězí jazyk C#, protože nabízí 
mnohem přehlednější syntaxi a celkově je mnohem přívětivější. C# oproti ostatním 
jazykům je zajímavý i ze svého růstového potenciálu – za posledních pár let se jazyku 
dostalo spoustu významných rozšíření, která programátorům ulehčila práci a často 
nabídla spoustu nových možností řešení problémů. Vypadá to, že ani v budoucnu tomu 
nebude jinak – chystá se nejnovější verze 4.0 (o nových funkcích v této verzi se píše 
například zde *5+) a mluví se i o další verzi s číslem 5 (například v této přednášce *6+), 
proto, stejně jako WPF, i tento jazyk je jasný favorit mezi ostatními a je opět jasnou 
volbou pro vývoj cílené aplikace. 
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4. Uživatelský manuál 
Kapitola uživatelský manuál vysvětluje, jak správně používat aplikaci Tournament 
Manager, jenž je předmětem této práce. Zaměřuje se především na praktické využití při 
řízení turnaje, ale zároveň také vysvětluje, k čemu která část aplikace slouží. 
V následujících řádcích se lze také dočíst o minimálních požadavcích, které aplikace pro 
svůj běh vyžaduje.  
4. 1. Minimální konfigurace 
Každá aplikace pro svůj běh vyžaduje určitou minimální konfiguraci a ani Tournament 
Manager není výjimkou. Následující výčet zmiňuje vše potřebné: 
 OS Windows XP nebo vyšší 
 CPU 1GHz, 256 MB RAM (Windows XP), 1 GB RAM (Windows Vista, 7) 
 .NET Framework 3.5 SP1 
4. 2. Instalace a první spuštění 
Instalace je dodávána v podobě klasického instalačního balíčku, používaného na 
platformě Windows. Stačí tedy spustit soubor Setup.exe a pak už následuje klasický 
instalační proces, kdy stačí jen klikat na tlačítko Další, případně zvolit jiné, než výchozí 
nastavení. Instalační proces před svým spuštění zároveň kontroluje, zdali je v systému 
také nainstalován .NET Framework verze 3.5 SP1. Pokud není, otevře uživateli 
internetovou stránku, kde lze stáhnout instalátor této prerekvizity. Instalační proces tedy 
začne až ve chvíli, kdy je v systém přítomna správná verze .NET Frameworku vyžadovaná 
pro správný běh aplikace. Po úspěšném nainstalování lze aplikaci spustit souborem 
TournamentManager.exe nebo pomocí zástupce nainstalovaného na plochu nebo také 
do seznamu programů v nabídce Start. 
4. 3. Hlavní okno aplikace 
Na obrázku I lze vidět hlavní okno aplikace, které se objeví po spuštění aplikace. Toto 
okno je rozděleno na tři části. V horní jsou standardní tlačítka typická pro většinu aplikací 
– uložit a otevřít, nastavení, zpět a vpřed. V levém panelu jsou v horní části tlačítka pro 
přepínání mezi jednotlivými turnaji a pod nimi jsou pak tlačítka specifická pro aktuálně 
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zobrazenou úroveň. Hlavní část okna pak zabírá pohled na aktuální úroveň turnaje, kterou 
je po spuštění vždy registrace hráčů.  
Každý turnaj lze v kterémkoliv okamžiku uložit pomocí tlačítka Uložit v horním panelu, po 
jehož stisknutí se objeví standardní dialog pro výběr cesty. Defaultní přípona pro soubory 
turnajů je nastavena na *.tur, po přepnutí masky lze však zvolit i jiný typ přípony. 
Podobně lze kdykoliv načíst již dříve uložený turnaj pomocí tlačítka Otevřít. Zde by ale měl 
být uživatel na pozoru, protože otevření turnaje způsobí ztrátu veškerých neuložených 
změn. V každé jedné instanci aplikace Tournament Manager lze spravovat pouze jediný 
turnaj, a tak pokud vedle sebe paralelně probíhají turnaje dva (například pro muže a pro 
ženy), je nutné mít aplikaci spuštěnou dvakrát. 
 
 Obrázek I - Hlavní okno aplikace 
Dalším tlačítkem v horní liště je Nastavení. Stisknutí způsobí otevření okna, kde lze 
nastavit například zoom celého uživatelského rozhraní. Změna tohoto nastavení je 
užitečná například při vysokém rozlišení, kdy veškeré texty nejsou dobře rozeznatelné 
nebo pokud má uživatel problém s jejich přečtením. V okně nastavení chybí známé 
tlačítko Použít, to proto, že se změny aplikují ihned. Změny jsou však jen dočasného 
charakteru, protože po stisknutí tlačítka Storno vše přejde do původního stavu. Pokud 
chce tedy uživatel změny zachovat, musí stisknout tlačítko Ok. 
Posledními tlačítky v horní liště jsou tlačítka Zpět a Vpřed, pomocí kterých lze vrátit 
jakoukoliv změnu provedenou v turnaji, kterou může být například i vytvoření celé nové 
úrovně. Historie změn se vždy zaznamenává od samotného spuštění aplikace a není tak 
nijak limitována.  
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4. 4. Příprava turnaje a registrace hráčů 
První úrovní turnaje je vždy registrace hráčů, která slouží k zadávání účastníků. Při přidání 
nového hráče je nutné stisknout tlačítko Přidat hráče v levém panelu, které způsobí 
zobrazení dialogového okna, kde je nutné zadat základní informace o novém účastníkovi. 
V tomto okně je lze zadat jméno, příjmení a oddíl hráče a také jeho umístění na žebříčku. 
Toto umístění se zadává dle soutěžního řádu ve formě desetinného čísla (například pro 
hráče na 61. – 70. místě se zadává pozice 65,5). Přidání hráče se pak provede klávesou 
Enter nebo stisknutím tlačítka Přidat. Dialogové okno se touto akcí však nezavře, protože 
málokdy se přidává jen jeden hráč. Z toho důvodu se formulář připraví pro přidání dalšího 
nového hráče nastavením kurzoru do pole pro příjmení a smazáním všech dříve zadaných 
informací kromě oddílu (šetří to čas, protože většinou hráči přijíždějí ve skupinách 
z jednoho oddílu). Při zadávání oddílu se musí dát pozor, aby nevznikaly duplicitní oddíly 
například díky překlepu nebo vynecháním části názvu (například „SK Praha“ není totéž co 
„Praha“ – při losování by se v tomto případě na hráče nenahlíželo jako na oddílové 
kolegy). Je dobré tedy napřed vybrat z vysouvacího menu již existující oddíl, a pokud 
takový neexistuje, teprve potom ho zadat.  
Úroveň pro registraci hráčů obsahuje dva seznamy hráčů. Pravý obsahuje jen seznam 
možných hráčů, kteří se mohou nebo nemusí turnaje účastnit, zatímco levý slouží jako 
prezenční listina, kde jsou uvedeni jen ti hráči, kteří se budou turnaje účastnit. Výhodou 
tohoto rozdělení je možnost si ještě před samotným začátkem turnaje zadat seznam 
všech hráčů, kteří by se mohli turnaje účastnit a tím tak značně zrychlit samotou 
prezentaci, kdy již není nutné zadávat informace o hráči (jméno, příjmení atp.), ale jen ho 
z pravého panelu přesunout do levého. Nad každým seznamem lze pak nastavit 
seskupování pomocí zaškrtávátka, které způsobuje seskupování hráčů dle svých oddílů, a 
také možnost v seznamu vyhledávat zadáním části jména, příjmení nebo názvu oddílu. 
Křížek vedle políčka pro vyhledávání slouží pak k zrušení zadaného filtru.  
Po přidání se noví hráči vždy objeví v pravém seznamu a teprve potom lze tyto hráče 
zaregistrovat do turnaje. To se provede vybráním příslušného hráče v pravém seznamu 
a následném stisknutím šipky směřující do levého seznamu, kterou lze najít mezi oběma 
seznamy. Obdobným způsobem lze opět hráči zrušit registraci jeho přesunutím z levého 
do pravého panelu (označit v levém panelu a stisknout šipku vpravo). Při zadávání nového 
15 
 
hráče lze v okně zaškrtnout volbu Rovnou zaregistrovat, která hráče po jeho přidání 
přesune rovnou do levého panelu (tj. zaregistruje ho do turnaje).  
4. 5. Tisk 
V kterémkoliv okamžiku registrace hráčů, lze oba seznamy vytisknout. Toto se provede 
stisknutím tlačítka Tisk v levém panelu, které zobrazí dialog s náhledem a nastavením 
tisku, který lze vidět na obrázku II. V tomto okně lze nastavit tiskárnu, která bude použita, 
orientaci stránky, typ papíru a okraje. Mimo tato standardní nastavení lze nastavit i 
měřítko, ve kterém se bude tisknout a díky kterému lze nastavit libovolnou velikost 
tiskového výstupu. Další možnosti se pak týkají samotného seznamu hráčů, kde lze 
nastavit seskupování dle oddílů a také jak budou hráči seřazeni. Vedle sloupce 
s nastavením je na obrázku vidět i živý náhled, který okamžitě reaguje na změnu všech 
nastavení, a tak lze ještě před vytisknutím vidět, jak vypadá výstup. Pod náhledem lze  
najít tlačítka pro změnu aktuálně zobrazené stránky v náhledu (stránky lze měnit i 
otáčením kolečka myši nad náhledem). 
 
Obrázek II - Dialogové okno pro tisk seznamu hráčů 
16 
 
4. 6. Průvodce pro vytvoření nové úrovně 
Po úspěšné registraci hráčů následuje přechod k další úrovni turnaje. Pro tento účel slouží 
tlačítko Nová úroveň v levém panelu. Jeho stisknutím se objeví uživateli průvodce, kde je 
nutné nastavit vše potřebné pro vytvoření nové úrovně. V prvním kroku (obrázek III) je 
nutné vybrat herní systém, ve kterém se bude úroveň turnaje sehrávat. Je zde zobrazen i 
krátký popis pro méně znalé uživatele a zároveň je zde i uveden počet zápasů v dané 
úrovni – je tak snazší odhadnout dobu, která bude potřeba k dohrání dané úrovně. 
 
Obrázek III - První krok průvodce pro vytvoření nové úrovně turnaje 
Dalším krokem průvodce je nalosování hráčů do hracího plánu. Toto losování se může buď 
provést automaticky stisknutím tlačítka Automaticky losovat, nebo ručně přetaháním 
hráčů z levého seznamu na příslušné pozice v hracím plánu. Automatické losování se vždy 
provede způsobem, který je zvolený v horním rozbalovacím seznamu a nahradí jakékoliv 
existující losování. Při automatickém losování, které počítá i s nasazenými hráči, se u 
nasazených hráčů zobrazí žlutá hvězdička. V tomto kroku průvodce lze použít tlačítek Zpět 
a Vpřed, takže uživatel může v klidu při losování různě experimentovat s vědomím, že se 
kdykoliv může vrátit do předchozího stavu (podobně jako v hlavním okně je historie změn 
zaznamenávána od otevření dialogu až po jeho zavření a velikost historie není nijak 
omezena). Na obrázku IV je vidět druhý krok přípravy skupinového systému a na obrázku 
V zas hrací plán z druhého kroku přípravy vyřazovacího sytému. Stisknutím tlačítka 
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dokončit se dialogové okno zavře a v levém panelu se vytvoří nové tlačítko pro přepnutí 
na pohled nově vytvořené úrovně.  
 
Obrázek IV - Příprava skupinového systému 
 
Obrázek V - Příprava vyřazovacího systému 
4. 7. Skupinový systém 
Hracím plánem skupinového systému je vždy několik skupin hráčů, kteří mezi sebou hrají 
systémem každý s každým. Na první záložce lze najít přehled všech skupin zobrazené 
typickou křížovou tabulkou, kterou lze vidět na obrázku VI. Do buněk tabulky lze zapisovat 
skóre jednotlivých zápasů a setů. Sety se zadávají do vyskakovacího okénka, které se 
zobrazí po aktivování buňky tabulky myší nebo klávesnicí. V tomto okénku jsou připravena 
textová pole pro zadání výsledku setů. Ve stolním tenise se již vžil způsob úsporného 
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zápisu, který spočívá v zapsání pouze nižšího počtu dosažených bodů. Pokud hráč 
uvedený vlevo prohrál, zapíše se záporná hodnota. Například výsledek 11:8 se zapíše jako 
hodnota 8, zatímco výsledek 8:11 se zapíše jako hodnota -8 (příklad je uveden na obrázku 
VI). Po zadání platného skóre všech zápasů se automaticky všem hráčům spočítají body a 
určí jejich celkové pořadí. První dva hráči (=typický počet postupujících hráčů) jsou pak 
zvýrazněni zlatou barvou pro snadnější určení postupujících hráčů. 
 
Obrázek VI - Hrací plán skupinového systému (křížová tabulka) 
Mimo celkový přehled je uživateli dána možnost zobrazit i detailní pohled na jednotlivé 
skupiny přepnutím na příslušnou záložku. Tento detailní pohled je zobrazen na obrázku 
s číslem VII. Je v něm zobrazena tabulka všech hráčů, Bergerova tabulka pro určení pořadí 
zápasů a také seznam všech zápasů v pořadí určeném Bergerovou tabulkou. Při 
zobrazeném skupinovém systému lze v levém panelu mimo jiné najít přepínací tlačítko ve 
tvaru otevřeného nebo zavřeného zámku. Toto tlačítko slouží pro zpřístupnění editačního 
režimu skupin, kdy lze do skupiny dodatečně přidávat nebo odebírat hráče a zároveň 
měnit existující. Pro přidání slouží malé zelené plus v levém horním rohu křížové tabulky 
zatímco k odebrání slouží červený křížek vedle jména každého hráče. 
 
Obrázek VII - Detailní pohled na skupinu 
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Obvyklým způsobem průběhu skupinového systému je ještě před jeho začátkem 
poskytnout hráčům nebo rozhodčím u stolu šablony skupin, kam by průběžně mohli 
zadávat skóre jednotlivých zápasů. Po dohrání zápasů pak tuto vyplněnou šablonu 
přinesou hlavnímu rozhodčímu, který pak spočítá body a určí pořadí. K tomuto účelu 
poslouží tisk skupinového systému, který se stejně jako u registrační úrovně vyvolá 
stisknutím tlačítka tisk v levém panelu. Dialogové okno pro tisk skupin vypadá velmi 
podobně jako při tisku seznamu registrovaných hráčů. Jediným rozdílem je samozřejmě 
obsah náhledu a nastavení obsahu tisku. Výstupem je pak papírová forma detailního 
pohledu na jednotlivé skupiny buď bez vyplněného skóre a výsledků (tj. šablona vhodná 
pro ruční vyplňování) nebo včetně těchto informací (vhodné například pro vylepení na 
nástěnku s přehledem průběhu turnaje).  
4. 8. Vyřazovací systém 
Hracím plánem vyřazovacího systému je takzvaný pavouk. Tento pavouk posloužil i 
k zobrazení pohledu na vyřazovací systém. Jeho ukázka (kolo vítězů) je k vidění na obrázku 
VIII. Pokud je systém hrán na dvě porážky, je na obrázku IX zachyceno i kolo poražených. 
 
Obrázek VIII - Hrací plán vyřazovacího systému (pavouk) - kolo vítězů 
Každá „buňka“ pavouka představuje jeden zápas mezi danými hráči, jehož výsledek se 
zadává stejným způsobem jako v křížové tabulce skupinového systému (levé skóre je 
skóre horního hráče zatímco pravé je spodního). Po zadání platného výsledku zápasu se 
jméno vítězného hráče zlatě zabarví a automaticky se hráč objeví v dalším zápase 
určeném pro vítěze. Pokud je vyřazovací systém hrán na dvě porážky, je také prohraný 
hráč přesunut do patřičného zápasu v kole poražených. Uživateli tedy po dohrání zápasu 
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stačí zadat skóre a nemusí se tak starat o to, kam s vítězem případně poraženým. Pro 
přepínání mezi kolem poražených a kolem vítězů slouží podobně jako ve skupinovém 
systému horní záložky, které lze najít na obrázcích VIII a IX. 
 
Obrázek IX - Hrací plán vyřazovacího systému (pavouk) - kolo poražených 
Stejně jako předchozí dvě úrovně lze i hrací plán této úrovně přenést na papír pomocí 
tlačítka Tisk v levém panelu. Tato sestava se však na rozdíl od předchozích většinou 
nevejde na žádný papír. V tomto případě se tedy více než kdy jindy hodí možnost změny 
měřítka. Bohužel někdy ale ani změna měřítka nepomůže. To ale nijak nevadí, protože 
pavouk je rozdělen mřížkou tak, aby se po vytisknutí všech částí dal například pomocí 
nůžek a lepidla složit v jeden velký papír, který lze například nalepit na nástěnku 
s přehledem průběžného skóre. Mimo standardního nastavení tisku lze i zde podobně 
jako při tisku skupin najít zaškrtávátka pro zobrazení výsledků a setů a také možnost 
přepnutí mezi kolem poražených a kolem vítězů. 
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5. Implementace 
Jak název této kapitoly napovídá, je v následujícím textu podobně rozebráno, jak je 
aplikace strukturovaná z pohledu zdrojového kódu a proč byly zvoleny použité metody a 
přístupy. Dále se lze dočíst o nejzajímavějších částech aplikace a také problémů, které byly 
během vývoje řešeny. 
5. 1. Struktura aplikace 
Projekt aplikace je rozdělen do dvou hlavních modulů. Prvním je samostatný modul ve 
formě dll knihovny nazvaný DataCore a druhým je spustitelný modul závislý na 
předchozím s názvem TournamentManager. Hlavní důvod, proč je aplikace takto 
rozdělena, je kvalitní oddělení prezentační vrstvy od aplikační. Z programátorského 
pohledu byl toto hlavní cíl projektu, protože to s sebou přináší mnoho výhod. Jsou jimi 
například přehlednost kódu, snadná udržovatelnost a hlavně nezávislost na uživatelském 
rozhraní. Aplikace tedy může být napsána jak v konzolové formě, tak s bohatým grafickým 
rozhraním, aniž by se muselo jakkoliv zasahovat do datové a aplikační vrstvy. To je pro 
budoucnost projektu docela velmi zajímavá vlastnost – pokud by se například objevila 
nová technologie, ve které by stálo zato napsat uživatelské rozhraní, opět jediným úkolem 
by bylo napsat pouze toto rozhraní. Další výhodou tohoto řešení je snadné testování. 
5. 2. Datová a aplikační vrstva 
Datová a aplikační vrstva má za úkol dvě věci – jednak uchovávat informace o průběhu 
celého turnaje a zároveň poskytnou aplikační rozhraní pro plnění a změnu těchto 
datových informací. Jako úložiště dat se nabízelo několik možností. První z nich bylo 
využití databázového stroje. Tato možnost je ale pro typ aplikace, jakým je tato, naprosto 
nevyhovující. Důvodů je několik – běh aplikace by zároveň vyžadoval běh tohoto stroje, 
kterým je nejčastěji nějaký SQL server, a to je na běžných klientských stanicích problém už 
jen z důvodu, že tento server nemá téměř nikdo nainstalovaný. Zároveň je to i zbytečné 
s přihlédnutím na logické omezení velikosti dat, protože žádný turnaj není tak veliký, aby 
se všechny potřebné informace nevešly za běhu do operační paměti. Proto 
nejjednodušším a zároveň tedy i nejvhodnějším řešením se jeví datový objektový model 
uchovávaný v operační paměti počítače. V mnoha aplikacích se aplikační vrstva často 
22 
 
odděluje od vrstvy datové. Tenhle přístup se ale vzhledem k povaze vybraného modelu 
datové vrstvy míjí účinkem. Nepřinesl by žádné výhody navíc a jen by to zesložitilo kód 
aplikace. Proto také bylo rozhodnuto o spojení těchto dvou vrstev, a tak je aplikační 
vrstva nedílnou součástí datové.  
V úvodu této kapitoly bylo uvedeno, že datová vrstva nemá žádný vztah k prezentační. To 
je sice z velké části pravda, přesto jeden vztah tu je. Je jím použití speciálních kolekcí jako 
úložiště dat a implementace různých rozhraní, které při použití WPF pro prezentační 
vrstvu značně usnadňují definice bindování. Onou kolekcí je generická třída 
ObservableCollection dostupná v knihovnách .NET Framework od verze 3.0. Tato třída 
implementuje notifikační události, které informují o změnách jejího obsahu tak, aby bylo 
snadnější měnit uživatelské rozhraní na tuto změnu reagující. Kolekce 
ObservableCollecction není však využívána přímo. Místo ní se používá vlastní, od ní 
odvozená třída RecordableList, ve které je implementována podpora pro metody Undo a 
Redo4 umožňující snadné vracení změn. Mimo použití zmíněné kolekce ještě spousta tříd 
implementuje rozhraní INotifyPropertyChanged, které se podobně jako předchozí kolekce 
stará o notifikace změn vlastností objektů těchto tříd. Následující seznam obsahuje výčet 
nejdůležitějších tříd, které lze najít v datovém jádře (tj. assembly DataCore): 
 TournamentCore – je hlavní třídou celé knihovny a představuje logický pohled na 
celý turnaj. Obsahuje kolekce se všemi hráči a týmy, seznam všech sportovních 
klubů a také zásobník s objekty reprezentující jednotlivé úrovně turnaje. Během 
vývoje nastala otázka, zdali by tato třída neměla být singletonem. Ale po 
zamyšlení, jaká by mohla být budoucnost aplikace, byla tato otázka zodpovězena, 
protože singleton by zabránil možnosti správy vícero turnajů v jedné instanci 
aplikace. Z toho důvodu veškeré objekty, které přísluší k danému objektu turnaje, 
si nesou jeho identifikační číslo. Pomocí tohoto identifikátoru a statické metody 
TournamentCore.GetCore lze pak v kterémkoliv okamžiku k tomuto objektu 
turnaje přistupovat. Tento mechanizmus propojení všech objektů tedy supluje 
jakýsi singleton jednoho turnaje. Ačkoliv by se toto dalo v konstruktoru všech 
objektů řešit předáváním reference přímo na turnaj místo jeho identifikátoru 
(odpadla by tedy nutnost volat statickou metodu GetCore), byla vybrána metoda 
                                                        
4
 Mechanizmu Undo & Redo je věnována celá podkapitola s číslem 5. 4 
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předávání identifikátoru – při více turnajích v jedné instanci by pak bylo o něco 
snadnější například implementovat sdílení hráčů mezi jednotlivými turnaji. Na 
vlastní implementaci více turnajů v jedné instanci však nakonec nedošlo, přesto 
tento systém suplující singleton v datovém jádře zůstal. 
 IStage – rozhraní IStage implementuje každá třída představující jednu úroveň 
turnaje (tou je například i fáze registrace hráčů). Toto rozhraní slouží ke dvěma 
účelům – jednat pro informaci, zdali je úroveň již dokončena a připravena na další 
fázi turnaje (= vlastnost IsFinished), a také pro informaci, zdali daná úroveň 
obsahuje předaného hráče (metoda ContainsPlayer), využívané především pro 
zjištění, zda lze hráče odstranit. 
 RegistrationStage – v každém objektu turnajového jádra vždy existuje právě jedna 
instance třídy RegistrationStage. Tento objekt slouží k logické reprezentaci 
registrační části turnaje, kde se jednotliví hráči zapisují do turnaje. Mimo jiné tedy 
obsahuje seznam všech registrovaných hráčů a metodu RegisterPlayer. 
 GroupsStage – objekt třídy GroupsStage je datovým modelem pro úroveň turnaje 
hranou systémem skupinovým. Jediné důležité, co obsahuje, je kolekce všech 
skupin. 
o Group – třída Group reprezentuje jednu skupinu. V každé skupině je 
definován seznam jednotlivých pozic ve skupině (tj. kolekce objektů třídy 
GroupMatches) a seznam všech vzájemných zápasů hráčů v této skupině 
(kolekce objektů třídy Match). Při změně skóre některého ze zápasů se pak 
také stará o přepočítávání výsledků a určování pořadí hráčů.  
o GroupMatches – je třída zapouzdřující metody a vlastnosti člena skupiny. 
Obsahuje referenci na hráče a na všechny jeho zápasy v dané skupině. Při 
změně hráče se pak zároveň změní reference na hráče i v těchto zápasech. 
Mimo to obsahuje i informaci o počtu bodů a celkovém skóre, která je 
dopočítávána automaticky při změně skóre některého ze zápasů. 
o Match – objekty této třídy reprezentují jednotlivé zápasy. Obsahují 
reference na levého a pravého hráče a skóre tohoto zápasu. 
 SpiderStage – třída SpiderStage je poslední třídou implementující rozhraní IStage a 
je logickým obrazem úrovně turnaje hrané vyřazovacím systémem. Objekt této 
třídy obsahuje pole objektů třídy SpiderMatch, které představují listy binárního 
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stromu (tj. zápasy prvního kola pavouka kola vítězů). Pokud je zvolen systém na 
dvě porážky, pak je mimo listů kola vítězů naplněno i druhé pole s listy kola 
poražených. 
o SpiderMatch – třída SpiderMatch rozšiřuje třídu Match o odkazy na zápasy, 
ze kterých postoupily oba hráči spolu s odkazy na zápasy, kam postupuje 
vítěz popř. poražený. Pomocí těchto referencí je tedy postaven pavouk 
včetně vazeb mezi kolem vítězů a kolem poražených. Na rozdíl ale od 
binárních stromů je tento strom/pavouk udržován od listů ke kořeni. 
Celého pavouka z těchto objektů pak vytváří právě objekt třídy 
SpiderStage. 
5. 3. Ukládání a načítání z disku 
Samozřejmou vlastností aplikace je možnost uložení a znovuotevření rozpracovaného 
turnaje. Způsobů jakými lze dosáhnout uložení objektového modelu na disk počítače je 
několik. V dřívější době se často používal vlastní binární formát souboru, jehož struktura 
byla čistě v kompetenci programátora. Toto řešení je sice velmi jednoduché a zabraňuje 
uživateli v provádění nepředvídaných změn v souborech, které by mohli vést k pádu 
aplikace, ale zároveň také přináší časté problémy se zpětnou kompatibilitou a také 
nemožnost načíst/opravit i částečně poškozený soubor.  
Jinou variantou, která je snadná na implementaci a odstraňuje problém s nemožností si 
ručně opravit částečně poškozený soubor, je využití čitelného formátu. Poslední dobou se 
v tomto směru často uplatňuje technologie XML, která vyniká velmi dobrou podporou v 
.NETu. Pro ukládání CLR objektů lze v tomto směru využít XML serializace. Je to sice velice 
jednoduchá metoda, ale často vyžaduje kompromisy v bezpečnosti kódu (například každá 
třída musí mít bezparametrický konstruktor) a zároveň zde programátor ztrácí jakoukoliv 
kontrolu nad zpracováním souboru či výsledném XML dokumentu. Proto byla zvolena 
vlastní implementace ukládání a načítání. K tomu slouží vlastní třídy XmlLoader a 
XmlSaver využívající .NET objektů tříd XmlTextReader popř. XmlTextWriter. XmlSaver je 
jen wrapper pro objekt třídy XmlTextWriter s defaultním nastavením a metodami pro 
zápis hodnot, kterými mohou být i null reference. XmlLoader je naopak zajímavým 
řešením načítání XML dokumentu. Celý proces zpracování totiž spočívá v definici 
obslužných metod pro uzly s daným názvem a pak jednoduchým procházením celého 
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dokumentu. Pokud se následně při tomto procházení narazí na element, pro nějž je 
definována obslužná metoda, tato metoda se zavolá. V případě, že pro čtený element 
neexistuje žádná obslužná událost, tento element se jednoduše přeskočí. Toto velice 
elegantně řeší problém zpětné kompatibility – cokoliv nového, co by starší verze aplikace 
nemusela znát, se jednoduše přeskočí. Další výhodou tohoto řešení je jeho opravdu 
snadné použití, které má spíše deklarativní než programátorský charakter – stejně jako 
samotný dokument XML. Ukázka vzorku XML (obrázek XI) a krátkého zdrojového kódu 
(obrázek X) demonstruje jednoduché použití třídy XmlLoader. 
 
 Obrázek X - Kód pro zpracování XML 
void NactiXml() 
{ 
    MoveToElement("Ukolovnik"); //posunuti na zacatek cteni xml dokumentu 
     
    //zpracovani jednotlivych elementu 
    ProcessingUnit elementsUnit = new ProcessingUnit(); 
    elementsUnit.AddAction("Pocitej", ZpracujPocitej); 
    elementsUnit.AddAction("VypisPozpatku", ZpracujVypisPozpatku); 
    ProcessElements(elementsUnit); 
} 
 
class Kalkulacka { public int? Vysledek; public string Operator; } 
 
void ZpracujPocitej(object context) 
{ 
    //kontext, ktery bude predavan pri zpracovani atributu a elementu 
    Kalkulacka kalkulacka = new Kalkulacka();  
    //zpracovani atributu 
    ProcessAttributes(new ProcessingUnit<Kalkulacka>( 
        "Operator", (c) => c.Operator = reader.Value), kalkulacka); 
 
    //zpracovani elementu 
    var elementsUnit = new ProcessingUnit<Kalkulacka>(); 
    elementsUnit.AddAction("Cislo", (c) => { 
        if (c.Vysledek == null) c.Vysledek = reader.ReadContentAsInt(); 
        else if (c.Operator == "+") c.Vysledek += reader.ReadContentAsInt(); 
        else if (c.Operator == "-") c.Vysledek -= reader.ReadContentAsInt(); 
    }); 
    ProcessElements(elementsUnit, kalkulacka); 
 
    //vypsani vysledku 
    if (kalkulacka.Vysledek != null) Console.WriteLine(kalkulacka.Vysledek); 
} 
void ZpracujVypisPozpatku(object context) 
{ 
    //kontext,ktery bude predavan pri zpracovani elementu 
    List<string> hodnoty = new List<string>(); 
    //zpracovani elementu 
    ProcessElements(new ProcessingUnit<List<string>>( 
        "Hodnota", (c)=>c.Add(reader.Value)), hodnoty); 
 
    //vypsani vysledku 
    hodnoty.Reverse(); 
    foreach (string s in hodnoty) Console.WriteLine(s); 
} 
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5. 4. Funkce Undo a Redo – HistoryLog 
Jednou ze zajímavých funkcí aplikace je již zmíněná podpora pro funkce Undo a Redo – 
česky podpora pro vracení změn tlačítky zpět a vpřed. Hlavní třída starající se o tuto 
funkcionalitu nese název HistoryLog a všechny objekty, které mají spolupracovat s touto 
třídou, musejí být instancí třídy implementující rozhraní IRecordable. Každá (logická) 
změna v aplikaci (například přesunutí hráče z jedné skupiny do druhé) je většinou složena 
z několika elementárních změn (vyjmutí z jedné kolekce a vložení do kolekce jiné). Tyto 
elementární změny jsou reprezentovány právě jedním objektem třídy HistoryRecord a 
seskupeny do jedné logické změny v objektu třídy HistoryRecordBag. HistoryLog pak 
obsahuje dva zásobníky UndoStack a RedoStack plněné právě objekty typu 
HistoryRecordBag. Typické použití je tedy takové, že existuje jeden globální objekt třídy 
HistoryLog a do něj (do zásobníku UndoStack) jsou ukládány resp. registrovány jednotlivé 
změny v datových objektech aplikace. O registraci těchto změn se však nestará žádný 
centrální mechanismus, ale každý objekt musí sám říct, že v něm došlo k nějaké změně.  
Elementární změna nese několik informací potřebných k úspěšnému vrácení změny i 
k jejímu opětovnému provedení. Jsou jimi následující: 
 RecordableObject – objekt, kterého se změna týká. Musí implementovat rozhraní 
IRecordable, které nutí vytvořit implementaci metod Undo a Redo starající se o 
vrácení popř. opětovné provedení změny. 
 HistoryType – celé číslo určující typ změny, aby bylo poznat, jak se s touto změnou 
má nakládat. Tento typ si určuje každá třída sama, a protože bylo předpokládáno, 
že některé typy změn budou velice časté, existují i globální typy změn, o jejichž 
implementaci se stará přímo třída HistoryRecord. Pro označení typu změny se 
Obrázek XI - Zpracovávané XML 
<Ukolovnik> 
    <Pocitej Operator="+"> 
        <Cislo>6</Cislo> 
        <Cislo>9</Cislo> 
    </Pocitej> 
    <VypisPozpatku> 
        <Hodnota>easy!</Hodnota> 
        <Hodnota>to </Hotnota> 
        <Hodnota>Je </Hotnota> 
    </VypisPozpatku> 
</Ukolovnik> 
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obvykle využívá výčtových konstant, a tak většina typů změn je kladné číslo. Proto 
pro globální typy změn byl rezervován celý rozsah záporných čísel i přesto, že 
nakonec byla implementována jen jedna jediná. Touto změnou je nejčastější typ 
změny – změna hodnoty nějaké vlastnosti a lze ji poznat dle čísla typu -1.  
 Argument1 a Argument2 – objekty zpravidla představující novou a původní 
hodnotu. 
 PropertyName – název vlastnosti, která byla změněna (pouze pro případ 
globálního typu změny vlastnosti). 
Ve třídě HistoryRecord jsou mimo předchozích vlastností ještě implementovány dvě 
metody Undo a Redo sloužící pro případné vrácení nebo opětovné provedení změny. 
Touto akcí je v případě globální změny změna dané vlastnosti objektu RecordableObject a 
nebo v případě jiného typu změny volání metody Undo popř. Redo přímo na tomto 
objektu. Jak už bylo řečeno, o registraci se stará každý objekt sám. Dělá to tak, že zavolá 
jedno z několika přetížení metody RegisterUndo na příslušném objektu třídy HistoryLog 
s informacemi o aktuálně proběhnuté změně. Implementace metody RegisterUndo 
vytvoří nový objekt třídy HistoryRecord a vloží na vrchol zásobníku UndoStack. Oba 
zásobníky však neobsahují přímo objekty typu HistoryRecord, protože některé změny jsou 
složeny z několika „malých“ (elementárních) změn, ale na venek se tváří jako jedna 
„velká“ logická. Do zásobníků se tedy ukládají objekty třídy HistoryRecordBag, která je jen 
jakýmsi pytlem pro vícenásobné změny. I když je logická změna jen jedinou elementární i 
tak je zabalena do objektu HistoryRecordBag – je tím značně zjednodušena manipulace se 
změnami. Mimo seznam jednotlivých elementárních změn obsahuje HistoryRecordBag 
ještě textovou informaci v lidské podobě, o jakou změnu jde (například „Editace hráče“).  
Celkový průběh registrace vícenásobné změny se skládá z posloupnosti volání minimálně 
třech metod na příslušném objektu třídy HistoryLog. První je vždy zavolání metody 
BeginMultipleLog s textovou informací o jakou změnu jde, které způsobí vytvoření 
nového objektu HistoryRecordBag a jeho vložení na vrchol zásobníku UndoStack. Druhým 
voláním je vlastní registrace změny. O toto se stará jedno z přetížení metody 
RegisterUndo. Každé zavolání této metody způsobí vytvoření jedné elementární změny (tj. 
objektu třídy HistoryRecord) a její vložení do objektu HistoryRecordBag, který je na 
vrcholu zásobníku UndoStack. Poslední metodou, kterou je třeba zavolat pro správné 
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zakončení registrace jedné logické změny, je metoda EndMultipleLog. V aplikaci je nutné 
vždy dodržovat správné párování volání metod BeginMultipleLog a EndMultipleLog, 
protože vnitřní implementace třídy HistoryLog si udržuje čítač, který se zvedá 
(BeginMultipleLog) a snižuje (EndMultipleLog) s každým zavoláním. Tímto jednoduchým 
mechanizmem lze tedy poznat, zdali je na začátku registrace třeba vytvořit nový objekt 
HistoryRecordBag a nebo je případná logická změna součástí jiné, větší logické změny. 
Zároveň lze díky tomu v případě logických změn, které jsou složeny jen z jedné 
elementární změny, vynechat volání metod BeginMultipleLog a EndMultipleLog - 
v případě, že čítač volání nese hodnotu 0, je s každým zavoláním metody RegisterUndo 
vytvořen nový objekt HistoryRecordBag. Vedlejším a velmi pozitivním efektem je pak 
absence nutnosti jakkoliv rozlišovat mezi logickou a elementární změnou – vždy se volá 
stejná metoda RegisterUndo, protože, pokud má být změna součástí logické, je již pro ni 
vytvořen HistoryRecordBag. Naproti tomu, pokud má být změna zároveň i logickou, je 
čítač na nule a je pro ni automatiky vytvořen nový HistoryRecordBag. Na obrázku XII je 
pak vidět typická implementace vlastnosti třídy implementující rozhraní IRecordable. 
 
 
Při návrhu implementace systému Undo & Redo byl kladen důraz na co nejjednodušší 
použití pokud možno takové, že při vývoji datových objektů implementujících rozhraní 
IRecordable by se programátor nemusel nějak zvlášť zabývat právě implementací tohoto 
rozhraní a jiné režie nutné pro správné fungování tohoto systému. Z tohoto důvodu se 
v případě nutnosti využít nějakou kolekci využívá vlastní generické kolekce s názvem 
RecordableList. Tato třída dědí od již zmíněné generické kolekce ObservableCollection 
poskytované v .NET knihovnách od verze 3.0. Od jejího předka se liší právě implementací 
rozhraní IRecordable – tj. implementací logování všech změn v dané kolekci. Díky této 
Obrázek XII - Implementace vlastnosti v IRecordable 
private string firstName; 
public string FirstName 
{ 
    get { return firstName; } 
    set  
    { 
        if (firstName != value) 
        { 
            HistoryLog.RegisterUndo(this, "FirstName",  
                value, firstName, "Změna křestního jména hráče"); 
            firstName = value; 
        } 
    } 
} 
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kolekci, implementaci globálního typu změny (tj. změna hodnoty vlastnosti) a faktu, že 
není nutno rozlišovat logickou a elementární změnu, většina z objektů vůbec 
neimplementuje metody Undo a Redo – tyto metody jen vyvolávají výjimku, že byly 
volány neočekávaně. Následující obrázek s číslem XIII pak názorně demonstruje, že i 
takové operace, jako je permutace celé kolekce, se dají velice jednoduše zaznamenat, aniž 
by tento záznam nějakým způsobem narušil nebo znepřehlednil zdrojový kód – to vše 
právě díky výše zmíněným vlastnostem systému Undo & Redo. 
 
 
5. 5. Losování hráčů a příprava úrovní 
Každou z úrovní turnaje musí předcházet její příprava, ve které se určují obvyklé 
parametry (například kolik bude skupin) a losují hráči. K tomuto účelu byly vytvořeny třídy 
SpiderConfig a GroupConfig, které si kladou za cíl oddělit přípravu úrovní od vlastních 
datových objektů, ať už z důvodu přehlednosti kódu nebo oddělení logování změn, 
protože příprava úrovní by se rozhodně neměla objevit v hlavním seznamu historie změn 
aplikace. Každá z těchto dvou tříd obsahuje informace o tom, jak bude vypadat hrací plán 
následující úrovně a také se stará o rozmisťování hráčů do tohoto hracího plánu. 
Implementuje metody jak pro automatické losování hráčů, tak metody umožňující 
nalosovat hráče do hracího plánu ručně. Tyto třídy se tedy hodí jako ideální základ pro 
implementaci uživatelských průvodců pro přípravu další úrovně turnaje. Pro automatické 
losování využívají metod třídy DrawMachine, která zapouzdřuje vlastní implementace 
Obrázek XIII – Příklad vícenásobné logické změny 
void Permutate<T>(RecordableList<T> list) 
{ 
    HistoryLog.BeginMultipleLog("Promíchání hráčů"); 
 
    //permutace objektu v seznamu 
    Random rnd = new Random(); 
    int endIndexPlusOne = startIndex + count + 1; 
    for (int i = 0; i < count; i++) 
    { 
        int index1 = startIndex + i; 
        int index2 = index1 + rnd.Next(count - i); 
        var tmp = list[index1]; 
        list[index1] = list[index2]; 
        list[index2] = tmp; 
    } 
 
    HistoryLog.EndMultipleLog(); 
} 
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různých losování hráčů do hracích plánů. Tyto algoritmy jsou popsány v následujících 
dvou podkapitolách. 
5. 5. 1. Algoritmus losování hráčů do skupin 
Vstupem algoritmu pro losování hráčů do skupin je seznam hráčů a způsob losování. 
Výstupem by pak měl být seznam skupin s nalosovanými hráči, který splňuje omezení 
vybraného způsobu losování. Všechny tyto způsoby a omezení byly popsány v úvodních 
kapitolách věnovaných průběhu turnaje. Pro připomenutí, hlavním omezením je, aby 
hráči ze stejného oddílu spolu nebyli nalosováni do stejné skupiny. Velmi důležitým 
aspektem algoritmu je také jeho „náhodnost“. Nejde tedy jen o pouhé nalezení nějakého 
řešení, které splňuje podmínky, protože tímto způsobem by se mohlo stát, že při 
každoročním opakování turnaje by hráči hráli ve stejných skupinách. Proto náhodnost 
hrála při návrhu důležitější roli než například celková složitost algoritmu. 
Průběh algoritmu losování by se pak dal shrnout takto: Skupiny se plní hráči vždy po 
řádcích – napřed se tedy naplní skupiny prvními hráči a teprve až potom se losují druzí. 
Každé z těchto úrovňových losování probíhá tak, že se určí „prázdná“ (pro danou úroveň) 
skupina a seznam ještě nenalosovaných hráčů, kteří jsou vhodnými kandidáty (tj. splňují 
podmínky způsobu losování) pro nalosování do určené skupiny. Z tohoto seznamu se pak 
náhodně vybere jeden hráč a ten se do této skupiny nalosuje. Tento princip de facto 
kopíruje ruční tahání hráčů z klobouku na předem vybrané místo ve skupině.  
Algoritmus má navíc přidanou větev, kdy tahání z klobouku selže – to v případě, že 
v klobouku již neexistuje žádný vhodný hráč do zbývajících skupin. V tomto případě se 
hledá seznam již nalosovaných hráčů, které lze nalosovat do jedné ze zbývajících skupin a 
které lze zároveň zaměnit za některého hráče z klobouku. Z tohoto seznamu se pak 
náhodně prohodí jeden hráč s některým hráčem z klobouku a pak se tento hráč vloží do 
skupiny, pro kterou před tímto krokem v klobouku neexistoval žádný hráč. Ošetření 
předchozího případu však nemusí vést k požadovanému výsledku – tj. nalezení vhodného 
hráče ze skupin pro prohození s některým z klobouku. Takový hráč totiž nemusí nutně 
existovat a celý algoritmus tedy selže. Ačkoliv by se tato situace dala ošetřit nalezením 
nějaké kaskády prohazování hráčů, pro požadovanou aplikaci je to však zbytečné 
zesložitění celého algoritmu. Mnohem jednodušším řešením je celý algoritmus spustit 
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znovu – složitost algoritmu a velké logické omezení velikosti vstupních dat (maximálně 
v řádu stovek hráčů) totiž předurčuje velmi krátkou dobu zpracování, kterou lze 
libovolněkrát zopakovat, aniž by uživatel aplikace zaznamenal nějaké zpoždění. Rozdíly 
mezi jednotlivými způsoby losování jsou pak v algoritmu rozlišeny pouhou rozdílnou 
implementací metody určující „vhodnost“ hráče, a tak je jádro algoritmu společné pro 
všechny způsoby losování. Následující symbolický zápis popisuje hlavní část algoritmu. 
pozn: X.# = velikost X 
input LH (= ListHracu, seznam hráčů, kteří ještě nejsou v zádné skupině) 
output LSKUPINY (= seznam všech skupin, do kterých se budou losovat hráči) 
declare LS (= seznam skupin, do kterých se budou losovat v daném cyklu hráči) 
declare FAILURE (= priznak, zdali došlo k chybě, ze které už nelze vybruslit 
declare LEVEL = 0 (= úroveň naplnení skupin)  
while ( !FAILURE && LH.# > 0 ) -- jsou ještě nějací nenalosovaní hráči? 
{ 
     LS = { S z LSKUPINY | S.#Hracu == LEVEL } 
     declare SKUPINA 
     declare LPH (= ListPripustnychHracu, kteří jsou vhodnými kandidáty pro  
                    nalosování do SKUPINA) 
     for ( IS = 0; IS < LS.# ) { 
         SKUPINA = LS[IS]; 
         LPH = { H z LH | H je přípustný pro SKUPINA } 
         if (LPH.# > 0) 
             break; 
     } 
 
     pokud nebyl zádný hráč nenalezen, je nutné pokračovat v hledání v již 
     nalosovaných hráčích, kteří by šly případně prohodit s ještě nenalosovanými 
     for ( IS = 0; LPH.# == 0 && IS < LS.# ) { 
         SKUPINA = LS[IS]; 
         declare X = { H-hrac, S z LS | H je z S; H je přípustný pro SKUPINA } 
         X = seznam hráčů (resp. dvojic "hráč - hráčova skupina") takových, 
             kteří jsou přípustní pro SKUPINA 
          
         if (X.# > 0) { 
             zpermutuj X;              
             declare I (= index do X) 
             do   
                 LPH = { H z LH | ve skupine X[I].S je H zaměnitelné s X[I].H } 
                 LPH = seznam hráčů z ještě nenalosovaných,  
                       kteřé lze zaměnit s hráčem X[I].H 
             while ( ++I < X.# && LPH.# == 0 ) 
 
             if (LPH.# > 0) 
             { 
                 odeber X[I].H z X[I].S 
                 pridej do X[I].S náhodného hráče z LPH 
                 tohoto náhodného hráče odeber z LH; 
                 LPH = { X[I].H } 
             } 
         } 
     } 
     if (LPH.# > 0) { 
         H = náhodný hráč z LPH; 
         odeber H z LH; 
         odeber SKUPINA z LS; 
         pridej H do S; 
         if (LS.# == 0) -- jsou všechny skupiny naplněny na požadovanou úroveň? 
           LEVEL++; 
     } 
     else FAILURE = true; 
} 
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5. 5. 2. Algoritmus losování hráčů do pavouka 
Podobně jako algoritmus pro losování hráčů do skupin je vstupem pro losování do 
pavouka seznam hráčů a způsob losování. Na rozdíl od skupin je ale seznam hráčů 
rozdělen na menší podskupiny (jen případě, kdy hráči postoupili ze skupin). Hlavní 
podmínkou losování hráčů do skupin je nenalosování hráčů ze stejného oddílu k prvnímu 
zápasu (tj. k zápasu prvního kola nebo případně druhého, pokud jeden nebo oba nehrají 
v prvním kole). Druhou podstatnější podmínkou, která se aplikuje jen při losování hráčů ze 
skupin, je taková, aby hráči postupující z jedné skupiny byli nalosováni do opačných 
polovin hracího plánu a zároveň aby vítězové skupin spolu nehráli v prvním kole. Poslední 
podmínka platná pouze při losování a třídění, zase říká, že první a druhý nejsilnější hráč 
musejí být nalosováni do opačných polovin, třetí a čtvrtý do zbylých čtvrtin, pátý až osmý 
do zbylých osmin atd.  
Základem pro algoritmus losování je vytvoření úplného binárního stromu odpovídající 
velikosti pavouka. Do tohoto stromu se pak hráči postupně zatřiďují od kořene postupně 
až k listu. V každém uzlu popř. listu jsou pak zaznamenávána různá kritéria, která jsou 
podstatné pro dodržení předešlých podmínek. Při zatřiďování některého hráče se pak 
v každém uzlu zjistí, zdali tento hráč splňuje podmínky pro levého nebo pravého potomka. 
Pokud splňuje podmínky jen pro jeden z nich, předává se rekurzivně losování do tohoto 
uzlu, pokud naopak splňuje podmínky pro oba potomky, rozhodne se o zařazení náhodně. 
Takto se hráč rekurzivně nalosuje až do listů pavouka a při zpáteční cestě zpět ke kořenu 
se aktualizují jednotlivá kritéria, aby zohlednili nově přidaného hráče. Zároveň se v tomto 
průchodu postupně snižuje počet volných pozic k losování v daném podstromě.  
Podstatnou součástí tohoto algoritmu losování je tedy způsob, jakým jsou aktualizována 
jednotlivá kritéria. Nejjednodušším z těchto kritérií je GroupRankCriteria, které zajišťuje 
podmínku, aby spolu nehráli vítězové skupin v prvním kole. Toto kritérium si 
zaznamenává, zdali v daném uzlu je nebo není místo pro vítěze. Pokud je, kritérium je 
splněno a pokud není, znamená to, že v podstromě uzlu již nelze nalosovat vítěze, aniž by 
se tato podmínka porušila. Při aktualizaci kritérií se pak zjišťuje, zdali je v levém anebo 
pravém podstromě místo pro vítěze. Pokud takové místo není, je to v daném uzlu 
poznamenáno. Tímto způsobem se tedy postupně toto kritérium zpropagovává od listů až  
ke kořeni a zabraňuje tak již během losování zařadit hráče do špatného podstromu.  
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Na stejném principu fungují i ostatní kritéria. O podmínku nalosování hráčů ze stejné 
skupiny do opačných polovin se stará třída GroupCriteria, která si udržuje seznam čísel 
skupin, které jsou v daném podstromu uzlu již nalosováni. Při aktualizaci se pak tento 
seznam v každém uzlu doplňuje o skupinu nově přidaného hráče.  
Dalším kritériem je TeamCriteria pomáhající dodržet podmínku pro nenalosování hráčů ze 
stejného oddílu k prvnímu zápasu. Toto kritérium si v každém uzlu udržuje seznam všech 
oddílů, které již nelze do daného podstromu nalosovat. Při aktualizaci se pak zjišťuje, zdali 
nově přidaný hráč „neuzavřel“ aktuální podstrom pro daný oddíl a pokud ano, seznam 
zakázaných oddílů se pro tento podstrom rozšíří o daný oddíl. Zároveň se kontroluje, zdali 
náhodou nedošlo k zaplnění levého popř. pravého podstromu, protože pokud ano, musí 
se do seznamu zakázaných oddílů přidat i všechny z pravého popř. levého.  
Poslední implementované kritérium nese název TeamSortmentCriteria a slouží pro 
kontrolu podmínky při třídění. Toto kritérium funguje podobně jako předchozí s jedním 
velkým rozdílem. Hráči z každého teamu jsou seřazeny dle umístění na žebříčku a 
každému z nich je mimo čísla oddílu přiřazena i hodnost. Tato hodnotnost pro první dva 
hráče odpovídá velikosti pavouka, dalším dvěma hráčům je přiřazena hodnost poloviční, 
dalším čtyřem opět poloviční atd. (například pro pavouka o velikosti 32, je seznam 
hodností následující 32, 32, 16, 16, 8, 8, 8, 8, 4, 4, 4, 4, 4, 4, 4, 4, 2, …). Každá úroveň 
binárního stromu je pak také ohodnocena na základě velikosti svého podstromu (v 
předchozím případě má kořen hodnost 32). Při určování, zdali hráč do daného podstromu 
může či nemůže, se zjišťuje existence čísla oddílu jen s určitou hodností. Pro hodnosti 
hráče větší nebo rovny hodnosti uzlu se zjišťují jen ta čísla oddílu se stejnou hodností. 
Naopak pro hodnosti hráče menší, než je hodnost uzlu, se zjišťují čísla oddílů i s 
větší hodností. Při aktualizaci se pak implementace kritéria chová podobně – do každého 
uzlu se propagují jen ta čísla oddílu s větší nebo stejnou hodností. Pokud je druhý uzel 
zaplněný, probíhá propagování všech čísel oddílu nehledě na hodnost. V jednotlivých 
uzlech se pak uchovává existence různých hodností pro daný oddíl jen v jednom celém 
čísle (tyto čísla jsou uložena ve slovníku, kde klíč je číslo oddílu), ve kterém se jen 
nastavují příslušné bity odpovídající správné mocnině dvojky dané hodnosti. Ačkoliv se na 
tyto bitové operace v jazyku C# používá BitArray, není ho v tomto případě třeba využívat, 
protože velikost Int32 je dostatečná vzhledem k logickému omezení vstupních dat (nikdy 
34 
 
nebude existovat turnaj s celkovým počtem hráčů větším než je maximální hodnota 
Int32).  
Aby TeamSortmentCriteria fungovalo tak jak má, je díky způsobu aktualizace nutné 
losovat hráče z jednoho oddílu v pořadí daném jejich hodností. Tato podmínka je však 
ošetřena hned na začátku algoritmu při přípravě všech datových struktur, kdy se hráči 
setřídí dle oddílu hodnosti. Algoritmus se pro různé typy losování liší jen druhy kritérií, 
která jsou během provádění používána – například pro volné losování z obyčejného 
seznamu (tedy ne ze skupin) je použito jen TeamSortmentCriteria a naopak při losování ze 
skupin, kdy se má zároveň i třídit, jsou použita kritéria všechna. Při průběhu algoritmu se 
někdy může stát, že daného hráče nelze nalosovat ani do jednoho podstromu. Tento 
případ nastává jen v situaci, kdy vstupem algoritmu je taková kolekce hráčů, jenž při 
žádném nalosování nedovoluje splnění některé z podmínek losování – například kdy 
v jednom oddílu je více než polovina všech hráčů. Pokud taková situace nastane, losování 
pokračuje dále a jen se na konci uživateli oznámí, že nebyla splněna některá z podmínek 
daného způsobu losování. Pro rozhodnutí kam s hráčem, který dle kritérií nemůže ani do 
jednoho podstromu se hledí na prioritu jednotlivých kritérií, která je dána následujícím 
pořadím: GroupRankCriteria, GroupCriteria, TeamCriteria a TeamSortmentCriteria. Pokud 
však hráč nesplňuje podmínku ani jednoho z nich, je rozhodnuto stejně, jako kdyby mohl 
do obou – tedy náhodně. 
5. 5. 3. Generování Bergerových tabulek a jiných posloupností 
Příprava a zobrazení hracích plánů vyžaduje mimo algoritmy pro losování ještě několik 
jiných algoritmů generující různé posloupnosti. Ačkoliv jsou tyto specifické posloupnosti 
uvedeny jako příloha soutěžního řádu, takže jako implementace by stačila definice 
několika statických polí, byl nutný návrh generátorů těchto posloupností. V soutěžním 
řádu jsou totiž uvedeny příklady pouze pro několik málo velikostí hracích plánu, a tak by 
tím bylo omezeno i použití pro velké turnaje. Navržení algoritmů pro generování však 
nebylo nijak snadné, protože jediným vodítkem byly právě příklady výsledných 
posloupností uvedených v příloze soutěžního řádu. Mezi tyto posloupnosti patří určování 
pozic volných a nasazených hráčů v pavoukovi a takzvané Berberovy tabulky určující 
pořadí vzájemných zápasů ve skupinách, které se hrají systémem každý s každým. Pro 
35 
 
příklad lze uvést posloupnosti volných pozic, které sloužily jako vzor pro určení algoritmu 
pro jejich generování: 
 6,7,2 
 14,11,6,7,10,15,2 
 30,19,14,11,22,27,6,7,26,23,10,15,18,31,2 
 62,35,30,19,46,51,14,11,54,43,22,27,38,59,6,7,58,39,26,23,42,55,10,15,50,47,18,31,34,63,2 
Příklady Bergerových tabulek lze najít na obrázku číslo XIV. Implementaci všech těchto a 
jiných pomocných algoritmů lze najít ve třídách Utils a SpiderUtils. 
 
Obrázek XIV - Příklady Bergerových tabulek pro 4, 6 a 8 hráčů 
5. 6. Prezentační vrstva 
Prezentační vrstva využívá, jak už bylo řečeno, technologii Windows Presentation 
Foundation. Před samotnou implementací prezentační vrstvy muselo být rozhodnuto, 
jakým stylem bude řešeno uživatelské rozhraní. WPF totiž s sebou přináší několik nových, 
zajímavých variant řešení.  
Mimo standardního stylu, na který jsou všichni uživatelé Windows zvyklí, ve WPF existuje 
ještě nový způsob známý především z Windows Vista – takzvaná „navigační okna“. 
Aplikace psané touto formou pak spíše připomínají navigaci po internetových stránkách – 
hlavní úlohu zde tedy hrají navigační tlačítka zpět a vpřed a mezi jednotlivými částmi 
aplikace se uživatel naviguje pomocí hypertextových odkazů známých právě z prostředí 
internetových stránek. Vývoj uživatelského rozhraní pak vyžaduje rozdílný přístup, 
protože na rozdíl od standardního přístupu, musí programátor brát v úvahu 
„bezestavovost“ jednotlivých stránek.  
Dalším novým typem aplikací jsou takzvané XBAP aplikace (XAML Browser Aplication). 
Tento nový typ je určen přímo pro spouštění ve webovém prohlížeči – výstupem není tedy 
klasický spustitelný soubor, nýbrž jen .xbap rozšíření, které lze spustit zatím jen v Internet 
Exploreru. Tento typ aplikací je určen především pro online aplikace. Pro offline použití 
naopak není nevhodný, jelikož je spouštěn v chráněném prostředí (anglicky „security 
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sandbox“), kdy aplikace nemá přístup k chráněným systémovým zdrojům, jakými jsou 
například lokální soubory. Na výběr tedy zbylo rozhodnutí mezi klasikou formou 
uživatelského rozhraní a navigačními okny. A ačkoliv navigační okna začínají být 
modernější formou, většinu výhod, které by mohly přinést, by se v cílené aplikaci nedaly 
řádně využít. Jak bylo řečeno v úvodu, uživatelské rozhraní musí být především 
jednoduché a intuitivní, určené pro nezkušené uživatele, a proto tedy byla zvolena 
klasická forma bez navigačních prvků.  
Hlavní okno aplikace (soubor MainWindow.xaml) je standardně rozděleno na několik částí 
pomocí různých layout panelů, které jsou ve WPF k dispozici. V horní části jsou uvedena 
standardní tlačítka typické pro většinu aplikací v základním panelu nástrojů. V levém jsou 
pak uvedeny tlačítka přepínající pohled mezi jednotlivými úrovněmi turnaje a také tlačítka 
specifické pro danou úroveň. V poslední části hlavního panelu je pak místo, kde se 
zobrazuje vždy jej jeden ovládací prvek, představující aktuálně zobrazenou úroveň. Každá 
úroveň turnaje je tedy reprezentována právě jedním ovládacím prvkem, který je vytvořen 
jen jednou při vzniku úrovně, a tedy existuje po celou dobu běhu aplikace. Řešení tímto 
způsobem bylo zvoleno především pro rychlé přepínání mezi pohledy na jednotlivé 
úrovně, protože například samotné vytváření ovládacího prvku, reprezentujícího skupiny 
trvá zvlášť při velkých skupinách relativně dlouho dobu, která by už na slabších 
konfiguracích mohla být znát.  
Zmíněný problém byl částečně zmírněn zpožděným vytvářením některých ovládacích 
prvků, jakými jsou třeba textová pole pro zadávání výsledků zápasů. Při vytváření skupin 
jsou tedy vytvořeny jen jednoduché popisky nastylované jako textová pole, jejichž 
vytváření způsobovalo největší část časové prodlevy. Popisky jsou oproti textovým polím 
až triviálně jednoduché, a tak jejich vytvoření zabírá jen zlomek času. Jejich vzhled a 
chování pak bylo uzpůsobeno tak, aby co nejvíce připomínaly textová pole. Zpožděné 
vytváření textových polí pak je aktivováno po prvním kliknutí nebo získání vstupního 
focusu – v tomto okamžiku se vytvoří nové textové pole, které zaujme pozici původního 
popisku a je mu ihned předán vstupní focus. Takto bylo celkem jednoduchým způsobem 
docíleno značného snížení doby, kterou systém WPF potřeboval k vytvoření a vykreslení 
velkého množství ovládacích prvků, ze kterých se skládají jednotlivé úrovně.  
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Celkový design aplikace byl inspirován tmavým rozhraním designérského nástroje 
Expression Blend, které vypadá moderně a je i příjemné na oči. Styly jednotlivých dílčích 
ovládacích prvků lze spravovat centrálně v několika souborech se zdroji, které lze nalézt 
v adresáři Themes (všechny byly rozděleny do vícera souborů tak, aby každý z těchto 
souborů nebyl moc velký, protože Visual Studio má u velkých slovníků zdrojů docela 
problémy s odezvou). Díky tomuto přístupu lze v budoucnu bez větších potíží změnit 
vzhled aplikace, aniž by se muselo nějak výrazně zasahovat do zdrojových kódů. Mimo  
šablon ovládacích prvků lze v tomtéž adresáři také najít v jednom souboru definici všech 
barev používaných napříč celou aplikací. Je tak zde jednoduchá cesta k vytvoření několika 
barevných témat a nechat pak uživatele aplikace možnost zvolit si to téma, které mu 
vyhovuje, podobně jak je tomu právě v nástroji Expression Blend, kde lze přepínat mezi 
tmavým a světlým barevným tématem.  
S designem také souvisí ikony, které jsou v aplikaci umisťované především na tlačítka. 
Ačkoliv lze všechny ikony nalézt ve složce Images, k běhu aplikace nejsou nutné, protože 
jsou přikompilovávány jako zdroje. Všechny použité obrázky byly staženy z volně 
dostupných internetových galerií a některé z nich byly pozměněny, aby lépe odpovídaly 
svému účelu – jako příklad lze uvést otevřený zámek, který byl vytvořen z uzavřeného 
nebo ikona pro pavouka, která byla naopak složena z několika jiných ikon. 
5. 6. 1. WizardWindow 
Cílem návrhu uživatelského rozhraní byla hlavně intuitivnost a celkově snadné a 
pochopitelné možnosti nastavení jednotlivých úrovní turnaje. K dosažení takového cíle 
bylo zvoleno použití uživatelům Window tolik známých průvodců, kdy si uživatel postupně 
volí, jaká nastavení si přeje. Jejich výhoda tkví především v postupném „zatěžování“ méně 
znalých uživatelů. Při návrhu průvodce je ale také důležitá volba počtu kroků, protože 
příliš velké rozčlenění nastavení, by zkušení uživatelé mohli shledávat jako obtěžující.  
Proto jediní průvodci, které lze v aplikaci nalézt (tj. pro vytváření nové úrovně turnaje), 
byli rozděleni jen na dva kroky.  
Pro podporu průvodců byla vytvořena vlastní třída WizardWindow, která dědí od knihovní 
třídy Window. Rozšíření spočívá především ve snadném vytváření nových oken průvodců, 
kdy se programátor nemusí starat o tlačítka zpět a vpřed a o vytváření kroků. 
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WizardWindow definuje jednotný vzhled a strukturu každého okna, které od ní dědí a 
zároveň se stará o zpracování událostí po klinutí na tlačítka zpět a vpřed a s tím související 
přepínání mezi jednotlivými kroky. Princip krokování pak spočívá ve vytváření nových 
ovládacích prvků, které se mezi sebou vyměňují v property Child rámečku, který je 
umístěný uprostřed WizardWindow. Tyto ovládací prvky musejí dědit od 
WizardPageControl, jenž dědí od knihovní třídy UserControl. WizardPageControl 
k funkčnosti svého předka pouze přidává několik virtuálních metod potřebných pro 
určení, zdali je dostupné tlačítko vpřed a také metodu pro vytvoření nové instance 
WizardPageControl, která má být zobrazena po stisku tohoto tlačítka. Vytvoření funkčního 
průvodce tak jen vyžaduje vytvořit vlastní třídu dědící od WizardWindow, ve které se 
přetížením určí, co se má vykonat po stisku tlačítka dokončit a také jaký 
WizardPageControl se má zobrazit jako první. Dalším krokem je pak vytvoření vlastních 
ovládacích prvků rozšiřujících WizardPageControl, které budou obsahem průvodce 
v jednotlivých krocích. WizardWindow se pak samo postará o přepínání mezi jednotlivými 
kroky pomocí (při stisku tlačítka vpřed) volání virtuální metody GetNextControl na 
aktuálně zobrazeném WizardPageControl anebo pomocí (při stisku tlačítka zpět) 
zásobníku, ve kterém jsou uchovány všechny předchozí kroky. Ačkoliv WizardWindow je 
určeno především pro okna s funkcí průvodce, je v aplikaci tato třída používána i pro 
obyčejná dialogová okna (například okno s editací hráče). Je to z toho důvodu, aby 
všechna okna v aplikaci měla jednotný design a strukturu kódu nehledě na typ obsahu. 
5. 6. 2. Drag & Drop 
Intuitivní uživatelské rozhraní je téměř synonymem pro systém „uchop a pusť“ anglicky 
„drag & drop“ (D&D). Knihovní podpora ve WPF pro D&D sice existuje, nenabízí ale 
takové prostředky, aby ji bylo jednoduché implementovat nějak univerzálně. K tomuto 
účelu byla vytvořena třída DragDropHelper, jenž zapouzdřuje celou D&D funkcionalitu a 
implementuje několik attached vlastností, díky kterým lze jednoduše systém D&D 
používat přímo v XAML kódu. Inspirací pro DragDropHelper byl článek [7], kde lze nalézt 
ukázku třídy DragDropHelper. Tato ukázka však zdaleka nepokrývala všechnu potřebnou 
funkcionalitu a také obsahovala několik chyb v některých případech dokonce 
znemožňující její použití. Z toho důvodu byla také téměř celá přepsána až na několik málo 
obecných metod (jsou jimi Utilities.GetItemContainer a Utilities.IsInFirstHalf) a také tříd 
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DraggedAdorner a InsertionAdorner sloužících pro zobrazení přenášeného objektu a pro 
zobrazení dělicí čáry určující místo vložení prvku. Původní třída DragDropHelper 
neumožňovala například implementovat podporu pro používaný systém Undo&Redo (tj. 
nebylo jak určit, kdy je začátek a konec změny) a také nebyla žádná možnost 
implementovat D&D mezi jinými prvky než ItemsControl. Mimo tyto neduhy bylo 
přepsáním odstraněno i několik chyb (například nemožnost použití uvnitř ScrollViewer, 
kdy se přetahovaný objekt „schovával“ za hranicemi skrolovací oblasti). Zároveň i byla 
přidána nová funkcionalita pro možnost definování si vlastních typů přenášených objektů 
a určování kam tyto objekty můžou a kam ne. Veškerá tato nová funkcionalita spolu 
s využitím attached vlastností dělá z DragDropHelper velmi užitečný nástroj pro snadnou 
implementaci D&D systému, kdy stačí jen nadefinovat akce, které se mají stát po 
přesunutí objektu a o ostatní se postará právě třída DragDropHelper. Nastavením typů 
přenášených objektů lze pak velmi snadno určovat, odkud a kam lze objekty přenášet. 
5. 6. 3. Nastavení aplikace 
Pro běh aplikace je nutné si občas pamatovat nějaký typ nastavení nebo informace – 
příkladem může být třeba cesta k naposledy otevřenému souboru. Tato různá nastavení 
by sice šly ukládat například jako statické proměnné v místě svého využití, k jejich 
ukládání v aplikaci však bylo zvoleno jedno centrální úložiště veškerého nastavení. Výhoda 
je zřejmá – vše je na jednom místě a lze tedy například snadno tato nastavení ukládat 
mezi spuštěními. Třída, která definuje tato nastavení pomocí vlastností, nese název 
ApplicationSettings. Mimo vlastností nastavení implementuje i rozhraní 
INotifyPropertyChanged umožňující snadné sledování změn a s tím související snadnou 
implementaci reakce uživatelského rozhraní na případnou změnu. Dále také 
implementuje metody Store a Load, které očekávají jako parametr objekt třídy Stream a 
slouží k ukládání celého nastavení do souboru a jeho opětovné načtení. Pro ukládání a 
načítání jsou použity stejné mechanismy jako při ukládání datového jádra – tj. tříd 
XmlLoader a XmlSaver. V tomto konkrétním případě by sice bylo snadnější použít 
XmlSerializaci, protože se jedná jen o ukládání obyčejných hodnot základních datových 
typů. Přesto využití tříd XmlLoader a XmlSaver je lepším řešením, protože v budoucnu by 
se mohl v nastavení objevit třeba nějaký složitější datový typ, který by vyžadoval vlastní 
implementaci ukládání. Každá instance aplikace obsahuje jen jednu jedinou instanci třídy 
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ApplicationSettings, kterou lze nalézt jako statickou vlastnost Settings objektu třídy App, 
jenž představuje běžící instanci aplikace. Načítání nastavení se děje při prvním přístupu 
k vlastnosti Settings a ukládání pak při zavírání aplikace, konkrétně v události OnExit. Jako 
úložiště bylo zvoleno využití virtuálního souborového systému známého jako Isolated 
Storage, který je dostupný i pro aplikace s omezenými právy. Tento virtuální souborový 
systém je unikátní pro každého uživatele, počítač a aplikaci, takže si uživatelé jednoho 
počítače své uživatelské preference nepřepisují. Výhodou je, že jeho použití je nezávislé 
na právech, které má uživatel či aplikace samotná, a tak není problém aplikaci používat i 
v partial-trust režimu. Další výhodou je, že do tohoto souborového systému v zásadě 
nemá uživatel přístup, a tak se tím i snižuje možnost chybného uživatelského vstupu 
(například ruční editací). 
5. 6. 4. Změna velikosti uživatelského rozhraní (Zoomování) 
Velkou výhodou WPF technologie je neuvěřitelná snadnost implementace některých 
funkcí, které v jiných technologií byly až téměř nemožné nebo velmi složité 
k implementaci. Jednou takovou funkcí je kupříkladu zoomování (tj. změna měřítka) 
celého uživatelského rozhraní. Tohoto efektu lze ve WPF dosáhnout pouhým nastavením 
jednoduché transformace například na kořenovém panelu hlavního okna aplikace a tím 
velice jednoduše změnit bez jakéhokoliv zásahu do zdrojových kódů velikost všech 
ovládacích prvků v celém okně. Pro ještě snazší použití byla vytvořena statická třída 
Zooming, ve které je definováno několik attached vlastností. V daném elementu, který má 
být zoomovatelný pak stačí jen v XAML kódu nastavit vlastnost Zooming.IsUIZoomable na 
hodnotu true a tím se napojí pomocí databindingu hodnota vlastnosti UIScale definované 
ve třídě nastavení aplikace (tj. App.Settings.UIScale) na příslušnou nově vytvořenou 
transformaci (ScaleTransformation) daného prvku. Pro změnu měřítka pak stačí jen 
nastavit novou hodnotu UIScale a díky implementovanému rozhraní 
INotifyPropertyChanged ve třídě ApplicationSettings se tato změna okamžitě projeví na 
všech prvcích uživatelského rozhraní, které jsou potomky elementů s nastavenou 
vlastností Zooming.IsUIZommable na true. Mimo celkového měřítka aplikace lze 
zoomovat i jednotlivé ovládací prvky úrovní turnaje nezávisle na celkovém měřítku 
pomocí kombinace klávesy Ctrl a kolečka myši (užitečné například pro úroveň hranou 
vyřazovacím systémem, kde hracím plánem je velmi velký pavouk). 
41 
 
5. 6. 5. SpiderPanel 
WPF nabízí celou řadu různých layout panelů, které dovolují velmi flexibilně rozmisťovat 
ovládací prvky. Žádný z těchto panelů však nedovoluje jednoduchým způsobem zobrazit 
ovládací prvky ve formě binárního stromu, který je typický pro hrací plán vyřazovacího 
systému. Pro tento účel byl vytvořen vlastní layout panel s názvem SpiderPanel, který dědí 
od abstraktní knihovní třídy Panel (to z toho důvodu, aby mohl být použit jako layout 
panel v ItemsControl). Tento panel zobrazuje kolekci potomků (tj. kolekci jakýchkoliv 
Visual elementů = element, jehož předkem je třída Visual) ve stromové struktuře úplného 
binárního stromu.  
SpiderPanel má několik módů ovlivňující zobrazení. První z nich – vlastnost Orientation – 
definuje umístění kořene stromu a může nabývat 4 hodnot (vpravo, vlevo, nahoře a dole), 
které zároveň i definují orientaci celého stromu (vertikálně nebo horizontálně). Druhou 
vlastností je Mode, jenž ovlivňuje rozmístění prvků. Mimo výchozí hodnoty Spider, může 
nebývat i hodnoty List. V takovémto módu se pak SpiderPanel chová podobně jako 
StackPanel (tj. umisťuje prvky vedle sebe v jedné řádce či jednom sloupci) a zobrazuje 
prvky jen jako listy stromu. Rozdíl oproti StackPanelu je však v doplňujících vizuálních 
elementech, které ještě mimo svých logických potomků SpiderPanel zobrazuje. Těmito 
elementy jsou SpiderPanelSplitter sloužící pro vizuální propojení jednotlivých elementů 
panelu. Defaultní styl těchto elementů zobrazuje typické propojení uzlů stromu pomocí 
čar. Tyto elementy SpiderPanel vytváří a pozicuje automaticky dle počtu logických 
potomků (tj. velikosti kolekce Children). V módu List pak vytvářejí strukturu stromu bez 
vnitřních uzlů, díky čemuž zjednodušují uživateli určit pozici listu ve velkém stromu 
(tohoto zobrazení je využito pro hrací plán v přípravě vyřazovacího sytému (obrázek V), 
kdy vnitřní uzly stromu nejsou třeba).  
Na první části obrázku s číslem XV je vidět vztah mezi pořadím elementu v kolekci a pozicí 
ve stromě. Důvodem, proč bylo zvoleno toto pořadí, je stálá pozice elementu při přidávání 
nových nebo odebírání existujících potomků (například třetí prvek v kolekci bude vždy 
umístěn ve druhém sloupci nahoře nehledě na počet potomků v celém panelu). Na druhé 
části obrázku XV je pak vidět, jak se SpiderPanel chová v případě, že kolekce neobsahuje 
správný počet elementů, jaký je v úplném binárním stromě (tj. o jedna méně než mocnina 
dvojky) 
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Obrázek XV - Příklad rozložení elementů pomocí layout panelu SpiderPanel v módu Spider 
5. 6. 6. Tiskové sestavy 
Důležitou součástí aplikace jsou různé tiskové sestavy. Technologie WPF s sebou přinesla 
do světa programování pro Windows inovativní způsob vytváření tiskových výstupů, 
protože dovoluje poslat na tiskárnu jakýkoliv (i existující) Visual element. Vzhledem 
k tomu, že od třídy Visual dědí základní třída UIElement, lze tak vytisknout téměř 
jakoukoliv část uživatelského rozhraní, aniž by se musel psát nějaký duplicitní kód pro 
kopírování vzhledu. Díky této možnosti lze poměrně snadno zobrazit i náhled před tiskem, 
který zároveň může posloužit i jako zdroj pro metody pro tisk Visual elementů. 
Nejjednodušším způsobem pro vytvoření tiskového výstupu je ve WPF použití 
standardního dialogového okna pro tisk s názvem PrintDialog. Tento dialog však není 
možné žádným způsobem upravit například tak, aby bylo možné mimo standardní 
nastavení, jakým je například výběr tiskárny, počet kopií atp., nastavit i jiné parametry, 
týkající se například změny obsahu dokumentu pro tisk.  
Z tohoto důvodu byl v aplikaci vytvořen vlastní dialog, který podporuje zobrazení různého 
nastavení a zároveň i zobrazuje náhled před vlastním tiskem. Tento dialog nese název 
PrintWizard a, jak je patrné z názvu, dědí od WizardWindow, o kterém bylo řečeno více 
v kapitole 5. 6. 1. Hlavním obsahem tiskových dialogů jsou tak tři různé ovládací prvky 
(RegistrationStagePrintControl, GroupsStagePrintControl a SpiderStagePrintControl), 
každý pro jiný typ úrovně turnaje. Pro jednotný vzhled a funkčnost byly pro potřebu 
těchto ovládacích prvků vytvořeny další dva obecné prvky, s jejichž použitím se pak velmi 
snadno vytváří nová tisková sestava.  
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Prvním z nich je PrintPreview dědící od knihovního ContentControl. Úkolem PrintPreview 
je zobrazit svůj obsah (Content) jako náhled tisku. Obsah si lze představit jako velmi velký 
papír, na který by měl být výstup vytištěn. Problém ale je, že velikost papíru, na který se 
bude většinou tisknout, je zpravidla velmi omezená. Z toho důvodu je ono velké tiskové 
plátno (tj. obsah PrintPreview) rozděleno do mřížky tak, aby se jednotlivé části mřížky 
vešli do tisknutelné oblasti. O určování tohoto dělení se stará vlastní třída VisualPaginator, 
jenž je potomkem knihovní třídy DocumentPaginator. Mimo určování velikosti mřížky tak 
implementuje i podporu pro vícestránkový tisk pomocí knihovní třídy 
XpsDocumentWriter, který využívá právě funkcí objektů třídy DocumentPaginator. 
PrintPreview definuje několik dependency vlastností nutných k správnému zobrazení – 
jsou jimi například PageSize udávající velikost stránky, PageMargin pro definici okrajů, 
CurrentPage pro určení indexu aktuální stránky a Scale sloužící pro nastavení měřítka 
dokumentu. 
Defaultní šablona pro PrintPreview definuje několik vnořených panelů Canvas 
s nastavenou vlastností ClipToBounds na true. Poslední nejvíce vnořený pak obsahuje 
ContentPresenter a má neomezenou velikost. Tento panel je pak napozicován tak, aby 
levý horní roh rodiče odpovídal levému hornímu rohu aktuální stránky, a díky omezené 
velikosti rodiče je oříznut právě na velikost viditelné oblasti stránky. Tímto je docíleno 
zobrazení jen té části mřížky celého dokumentu, která odpovídá stránce s indexem 
CurrentPage. Díky vhodně nastavenému propojení zmíněných dependency vlastností 
pomocí databindingu pak například pro změnu aktuální stránky stačí jen nastavit novou 
hodnotu do CurrentPage. 
Druhým ovládacím prvkem je potomek knihovního ContentControl s názvem 
PrintDialogControl. Tento prvek slouží pro definici ovládacích prvků pro standardní 
nastavení tisku (například výběr tiskárny, definice okrajů, orientace stránky atp.) a 
zároveň zobrazuje obsah dokumentu pomocí PrintPreview, ke kterému navíc přidává 
možnost pomocí posuvníku nastavit vlastní měřítko dokumentu a také tlačítka pro změnu 
aktuální stránky v náhledu. Mimo standardního obsahu ve vlastnosti Content je 
v PrintDialogControl definován ještě obsah s názvem CustomSettings podobně jako je 
například v HeaderedContentControl definován obsah pro hlavičku. Tento obsah pak 
slouží pro definici nastavení, která slouží například pro pozměnění obsahu tiskového 
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výstupu. Použití PrintDialogControl je pak velice snadné, protože stačí jen nadefinovat 
jeho Content, který obsahuje Visual element použitého pro tisk a zobrazení uvnitř 
PrintPreview a případně ještě definovat obsah CustomSettings. Programátor se tak při 
vytváření nového tiskového výstupu musí soustředit pouze na to, co chce tisknout a 
nikoliv jak to tisknou, protože veškerá logika tisku a náhledu před tiskem je zapouzdřena 
uvnitř tříd PrintDialogControl, PrintPreview a VisualPaginator.  
Vlastní tisk je po nastavení a stisknutí tlačítka tisk realizován pomocí knihovní třídy 
XpsDocumentWriter a její metody WriteAsync, která jako parametr očekává objekt třídy 
DocumentPaginator. Jak název metody napovídá, jedná se o asynchronní volání, protože 
tisk Visual elementů trvá relativně dlouho (při více stránkách může trvat dokonce až 
několik desítek vteřin). XpsDocumentWriter nabízí dvě události, díky kterým lze uživateli 
zobrazovat průběh tisku, a tak i při asynchronním volání uživatel ví, že právě probíhá 
generování tiskového dokumentu. Implementace metody VisualPaginator.GetPage, 
kterou využívá WriteAsync k získání obsahu tisknuté stránky, by měla dle dokumentace 
vracet objekty třídy DocumentPage, který lze získat z jakéhokoliv Visual elementu. Pokud 
by se však v této metodě vrátil celý Visual element použitý jako obsah PrintPreview, 
nefungovalo by správně stránkování. Z toho důvodu je v této funkci využita podobná 
metoda jako v případě PrintPreview s dvěma vnořenými Canvas panely. Jediným rozdílem 
je, že vnitřní panel neobsahuje žádný obsah. Místo toho mu je nastaveno pozadí na štětec 
VisualBrush, který jen duplikuje vizuální vzhled celého elementu, který je obsahem 
PrintPreview. Díky této metodě lze třídu VisualPaginator využít i nezávisle pro tisk 
jakéhokoliv Visual elementu. 
Nevýhodou přesného mřížkování, kdy je pevně daná velikost stránky, je problém 
s nevhodným stránkováním při tisku řádek textu jakým je například seznam hráčů. Je totiž 
velká pravděpodobnost, že se stránka zalomí například v půlce řádky, jejíž text je tak 
rozpůlen mezi dvě stránky. K odstranění tohoto problému byla definována attached 
vlastnost VisualPaginator.IsPrintUnit nastavovanou na elementech definovaných uvnitř 
Visual elementu určeného pro tisk. Vnitřní implementace VisualPaginator, která určuje 
velikost mřížky, pak rekurzivně prochází celý strom elementů a hledá takové objekty, 
protože tato vlastnost by měla zaručit, že zalomení stránky bude provedeno mimo tento 
element. Jinými slovy nastavená vlastnost IsPrintUnit na true říká, že tento element 
45 
 
nazývaný tisková jednotka musí být celý na jedné stránce. Výsledkem je tedy mřížka, která 
má sice stejně široké sloupce, ale různě velké řádky. Tento systém však není zcela 
dokonalý, protože předpokládá, že tiskové jednotky se horizontálně nepřekrývají. Zároveň 
také neumí nějak rozumně rozdělit sloupce. Pro dané využití je i přesto použitelný, jelikož 
tyto nedostatky jsou spíše obecného charakteru a v tiskových sestavách používaných pro 
jednotlivé úrovně turnaje nijak nevadí. Proto nebylo zapotřebí tyto nedostatky nijak 
odstraňovat. Ve třídě VisualPaginator ještě existuje jedna attached vlastnost, která 
ovlivňuje tvoření mřížky. Její název je IsPageBreak a slouží jako označení, že před daným 
elementem má dojít k zalomení stránky (využité například u skupinového systému, kdy 
každá skupina by měla začínat na nové stránce). 
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6. Závěr 
V rámci této práce se podařilo vytvořit program pro podporu řízení sportovních turnajů, 
zvláště pak turnajů ve stolním tenise. Bylo v ní dosaženo všech klíčových funkcí a 
vlastností, které jsou popsány v úvodu a kapitole věnující se požadovaným funkcím. 
Výsledná aplikace se vyznačuje nevšedním designem a příjemným uživatelským 
rozhraním, které usnadňuje práci jak zkušeným tak i méně zkušeným uživatelům. Hlavním 
prvkem uživatelského rozhraní je jeho jednoduchost a efektivnost, díky čemuž jsou hrací 
plány přehledné a zároveň dávají uživateli možnost snadno a rychle do nich zadat 
potřebná data. Jako příklad lze uvést usnadněnou formu zadávání nových hráčů, kdy stačí 
pouze potvrzovat klávesou enter bez nutnosti nějakého překlikávání, nebo stejně 
efektivní zadávání výsledného skóre zápasů v jednotlivých skupinách, kde si naopak 
uživatel vystačí jen s klávesou tabulátor. Tyto ačkoliv drobná usnadnění se velkou měrou 
podílí na praktičnosti celé aplikace, protože urychlují často prováděné úpravy v době, kdy 
je uživatel/rozhodčí často tlačen časem.  
V oblasti implementace je zajímavým prvkem řešení problému Undo & Redo, kde je 
vytvořen vlastní mechanismus umožňující tyto funkce efektivně implementovat 
s minimálními nároky na podporu v datové vrstvě. Jeho využití nenarušuje přehlednost 
kódu a díky dobrému zapouzdření se většina změn zaznamená automaticky bez nutnosti 
explicitního avíza o této změně. Mechanismus je napsán obecně bez jakýchkoliv vazeb na 
třídy specifické pro Tournament Manager, a tak ho lze případně využít i v jiných 
projektech.  
Dalším velmi zajímavým prvkem je řešení tiskových sestav spočívající hlavně ve snadnosti 
implementace nové sestavy. Téměř veškerá logika spojená s tiskem a náhledem tisku je 
zapouzdřena v několika vlastních obecných třídách a ovládacích prvcích umožňujících 
univerzální použití pro téměř veškerý tiskový výstup. Díky této sadě tříd lze tedy jakýkoliv 
tiskový výstup nadefinovat stejně, jako by se jednalo o běžnou součást uživatelského 
rozhraní a bez nutnosti jakéhokoliv dalšího programování je postaráno o stránkování, 
náhled před tiskem a dokonce i možnost nastavení různé velikosti tiskového výstupu. 
Jedná se tedy o velmi efektivní a snadno použitelný mechanismus pro tisk. Stejně tak jako 
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systém Undo&Redo jsou tyto třídy a ovládací prvky napsány co nejvíce obecně a lze je 
tedy také případně použít i v jiných projektech. 
 V závěrečné fázi vývoje byla téměř dokončená verze aplikace prakticky použita ve dvou 
reálných sportovních turnajích. Prvním z nich byl krajský kontrolní turnaj mužů ve stolním 
tenise v Pocinovicích, jehož se zúčastnilo celkem 48 hráčů. Turnaj byl hrán kombinovaným 
systémem, a tak byl využit maximální potenciál aplikace. Tournament Manager se zde 
setkal s velmi pozitivními ohlasy jak ze strany organizátorů, tak ze strany hráčů. Hráči byli 
spokojeni s hladkým a rychlým průběhem turnaje bez čekání na ruční losování a 
organizátoři si naopak nemuseli dělat starosti s přípravou různých velikostí šablon hracích 
plánů a současně se nemuseli obávat případných komplikací při ručním losování.  Druhým 
turnajem byl Pohár starosty obce Pocinovice. Ačkoliv se jednalo o turnaj ve fotbale a 
nikoliv ve stolním tenise, i tak zde aplikace našla svoje uplatnění. Posloužila zde pro 
automatické nalosování 23 mužstev do skupinového systému a k vytištění skupin se 
šablonou pro zadávání výsledků. I zde byla aplikace velmi vřele přijata zvláště ze strany 
organizátorů.  
Tato praktická využití přinesla spoustu nových poznatků, jak by aplikace šla do budoucna 
rozšířit, aby ještě více odpovídala reálným potřebám a přáním uživatelů. Jako příklad lze 
uvést možnost importování seznamu hráčů přímo z aktuálních žebříčků, které lze najít na 
internetu, jelikož zadávání celého žebříčku před turnajem je zdlouhavá a při nízké účasti i 
často zbytečná práce. Pro použití i při jiném bodovacím systému a určování pořadí ve 
skupinách by bylo vhodné také přidat možnost vlastního určení bodů a celkového pořadí 
ve skupinách, protože automatické bodování je dělané dle pravidel stolního tenisu. 
Dalším plánovaným rozšířením je možnost definice teamů jako skupin hráčů umožňujících 
například pořádání turnajů ve čtyřhrách (na tuto možnost je dokonce již datová vrstva 
připravena, a tak zbývá jen upravit uživatelské rozhraní, které by tuto funkcionalitu 
datové vrstvy zpřístupnilo). Zajímavým rozšířením by například také byla možnost využití 
přenosných zařízení jakým je například stále více rozšířené PocketPC a síťové komunikace, 
která by mohla nahradit ruční zápis průběžného skóre na papír a následný přepis do 
aplikace. Rozhodčí u stolu by tak měli možnost zadávat výsledky okamžitě a i hráči by tak 
mohli sledovat průběžné výsledky zápasů ještě před jejich dohráním. S tím souvisí i 
možnost zobrazování průběžného skóre například na druhém monitoru případně 
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projektoru, kde by se hráčům či divákům mohli postupně „promítat“ výsledky všech 
dohraných zápasů. Během turnajů se dnes často k tomuto účelu využívají klasické 
nástěnky, kam se vystavují výsledky zápasů typicky až po dohrání celé skupiny, a tak by 
byl tento systém divácky mnohem atraktivnější.  
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Příloha A – Výňatek ze soutěžního řádu 
Článek 138. Způsoby losování 
Není-li rozpisem soutěže určeno jinak, může se losování závodníků, dvojic, družstev (dále jen 
závodníků) do soutěžních disciplín provádět těmito způsoby: 
a) volným losováním, 
b) nasazením a dolosováním, 
c) nasazením, tříděním a dolosováním. 
138.01 
Pro mezinárodní soutěže (viz čl. 213.01 a 213.02 tohoto řádu) všech věkových kategorií je závazné 
losování nasazením, tříděním a dolosováním (čl. 141). Ostatní soutěže se losují nasazením a 
dolosováním (čl. 140). Volného losování (čl. 139) se užívá jen v případech, kdy nelze nasazení provést 
(např. při účasti závodníků ze dvou nebo více krajů není žádný ze závodníků zařazen na celostátním 
žebříčku) a případně u soutěží útěchy; u skupinového systému také pro losování uvnitř jedné skupiny. 
138.02 
Mistrovské soutěže družstev se volně losují. Z důvodu hospodárnosti (úspory na cestovném) je 
přípustno účastníky pro losování sdružovat do dvojic nebo trojic a losovat pak celé dvojice (trojice). V 
ostatních soutěžích družstev je závazné nasazení a dolosování a doporučuje se i třídění; volného 
losování se používá – stejně jako u soutěží jednotlivců - jen v případech, kdy nelze nasazení provést a 
dále pro losování uvnitř jedné skupiny při skupinovém systému. 
Článek 139. Volné losování 
139.01 
Technické provedení 
Do osudí se vloží čísla odpovídající pořadovým číslům závodníků v seznamu přihlášek příslušné 
disciplíny. K číslu vylosovanému z osudí se najde v seznamu přihlášek podle pořadového čísla jméno 
závodníka a takto vylosovaní závodníci se postupně zapisují do připraveného hracího plánu. (Příklad: 
První vylosované číslo je 38; závodník uvedený pod číslem 38 v seznamu přihlášek se zapíše do 
hracího plánu na č. 1, další vylosovaný - např. 23 - se zapíše na č. 2 hracího plánu atd.). Možný je též 
postup, kdy se pro předem určeného závodníka vylosuje číslo na hracím plánu a jméno závodníka se na 
ně zapíše. (Příklad: Pro prvního závodníka se vylosuje č. 38; jméno tohoto závodníka se zapíše do 
hracího plánu na č. 38, dalšímu závodníkovi se vylosuje číslo 23; jeho jméno se zapíše do hracího plánu 
na č. 23 atd.). 
139.02 
Omezení volného losování (není-li rozpisem určeno jinak) 
a) Při vylučovacím systému nesmějí účastníci z téhož oddílu (klubu) být spolu vylosováni k prvnímu 
zápasu (utkání), tj. v prvním kole, popř., pokud jeden nebo oba nehrají první kolo, ve druhém kole. 
Poznámka: Toto ustanovení nemůže být v plné míře uplatněno, jestliže počet závodníků z jednoho 
oddílu (klubu), převyšuje polovinu celkového počtu účastníků. Neplatí přirozeně také při přeboru TJ 
(klubu). Při systému hraném ve více stupních se za I. kolo považuje I. stupeň soutěže (obvykle 
skupina). 
b) Při skupinovém systému nesmějí být účastníci z téhož oddílu (klubu) vylosováni do stejné skupiny. 
Pokud počet závodníků z jednoho oddílu (klubu) převyšuje počet skupin, je třeba zajistit, aby 
závodníci z téhož oddílu (klubu) sehráli své vzájemné zápasy (svá vzájemná utkání) ihned na 
začátku. Při větším počtu závodníků z téhož oddílu (klubu) ve skupině to znamená, že tito 
závodníci odehrají své vzájemné zápasy (utkání) při co nejnižším počtu odehraných kol soutěže. 
Zajišťuje se to tím, že se jednomu z nich vylosuje pořadové číslo podle Bergerových tabulek a 
druhému přiřadí číslo, které odpovídá soupeři pro první zápas (utkání); obdobně je třeba 
postupovat i u dalších. 
Článek 140. Nasazení a dolosování 
140.01 
Určení počtu nasazených závodníků (není-li rozpisem určeno jinak) 
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a) Nasazení při systému vylučovacím: 
- při účasti 4 až 8 závodníků (dvojic, družstev) se nasazují 2 závodníci (dvojice, družstva), 
- při účasti 9 až 32 závodníků (dvojic, družstev) se nasazují 4, 
- při účasti 33 až 64 závodníků (dvojic, družstev) se nasazuje 8, 
- při účasti 65 až 128 závodníků (dvojic, družstev) se nasazuje 16, 
- při účasti 129 a více závodníků (dvojic, družstev) se nasazuje 32. 
b) Nasazení při skupinovém systému: 
- hraje-li se ve více skupinách, nasazují se do každé skupiny dva závodníci (dvojice, družstva). 
Při soutěži hrané kombinovaným systémem (např. I. stupeň ve skupinách, II. stupeň vylučovacím 
systémem) se počet nasazovaných v hracím plánu II. stupně určuje podle celkové účasti v této 
disciplíně. Příklad: Zúčastní- li se příslušné disciplíny 64 závodníků, z nichž 32 postoupí do II. stupně, 
nasazuje se jako při účasti 64, tj. 8 závodníků. 
140.02 
Stanovení nasazených závodníků  
Právo nasazení mají závodníci, dvojice nebo družstva v počtech podle ustanovení čl. 140.01, a to 
v tomto pořadí: 
a) Ve dvouhrách závodníci podle pořadí na celostátním žebříčku; pokud závodníci umístění na 
celostátním žebříčku nevyčerpají celý počet nasazených, doplní se pořadí podle krajského 
žebříčku, avšak pouze tehdy, jsou-li všichni účastníci příslušné disciplíny z jednoho kraje. Obdobně 
je možno použít (po využití krajského žebříčku) i regionálního žebříčku pro účastníky z jednoho 
regionu. 
b) Ve čtyřhrách dvojice závodníků, jejichž součet pořadí podle celostátního žebříčku (a obdobně 
podle krajského nebo i regionálního žebříčku ve smyslu odst. a)) je bližší 1. 
c) V soutěžích družstev družstva, jejichž závodníci uvedení na přihlášce v základu družstva mají 
součet pořadí podle žebříčku bližší 1. 
Pro nasazení se použije vždy žebříček té věkové kategorie, pro kterou je soutěž vypsána. 
140.03 
Pravidla pro nasazování 
a) Je-li na žebříčku závodník klasifikován ve skupině (např. 21. - 30.), je kritériem pro jeho nasazení 
aritmetický průměr hodnot umístění (tj. v daném případě 21 + 30 = 51 : 2 = 25,5). 
b) Je-li na žebříčku závodník uveden jako „neklasifikovaný“, je kritériem pro jeho nasazení hodnota 
odpovídající dolní hranici skupiny, ve které je závodník jako „neklasifikovaný“ zařazen, zvýšená o 
0,5 (např. je závodník jako „neklasifikovaný“ 21. - 30. - pro nasazení se uvažuje 30,5). 
c) Jestliže je umístění dvou nebo více závodníků na žebříčku (popř. součet pořadí dvou nebo více 
dvojic nebo družstev) stejné, rozhoduje o nasazení los. O nasazení se losuje i tehdy, jestliže na 
nižším stupni žebříčku je umístění závodníků různé (např. závodníci A i B jsou na celostátním 
žebříčku 41. - 50., na krajském žebříčku je závodník A na 3. místě a závodník B na 4. místě; přesto 
se o nasazení losuje). 
d) Dvojice může být nasazena jen tehdy, jestliže jsou oba závodníci na příslušném žebříčku; obdobně 
musí být na žebříčku všichni členové základu družstva (ne již náhradníci). 
e) Jestliže nesplňuje předepsaný počet závodníků podmínky pro nasazení ve smyslu ustanovení 
tohoto řádu, nasadí se pouze ti účastníci, kteří podmínky splňují; počet nasazených se nedoplňuje. 
f) V mistrovských soutěžích družstev mládeže je závodník základu družstva, který není zařazen na 
žebříčku, hodnocen jako poslední na žebříčku + 0,5. Je-li např. žebříček sestaven do 100. místa, má 
závodník neuvedený na něm hodnotu 100,5. 
140.04 
Rozmístění nasazených závodníků při skupinovém systému 
Hraje-li se soutěž ve více skupinách, umístí se 
- do skupiny A na pozici č. 1 nejvýše nasazený, následující nejvýše nasazený hráč do skupiny B na 
pozici č. 1. Takto se bude postupovat, až se obsadí všechny skupiny. 
- druzí nasazení se losují z hráčů, kteří jsou na žebříčku za prvními nasazenými, do skupin na pozici 
č. 3 (popř. na tu pozici, která podle Bergerových tabulek určuje sehrání utkání s pozicí č. 1, jako 
poslední). 
- ostatní hráči budou dolosováni podle článku 139.02 
Toto ustanovení není možno dodržet, pokud je z některého oddílu (klubu) více nasazovaných 
závodníků, nežli je počet skupin. 
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140.05 
Rozmístění nasazených účastníků při vylučovacím systému 
Při vylučovacím systému se rozmístění nasazených provede podle těchto zásad: 
a) při nasazování dvou - účast 5 až 8 závodníků (dvojic, družstev) 
- první se nasadí na č. 1, 
- druhý na č. 8 hracího plánu; 
b) při nasazování čtyř 
ba) účast 9 až 16 závodníků (dvojic, družstev) 
- první se nasadí na č. 1, 
- druhý na č. 16, 
- třetí a čtvrtý na č. 8 a 9 (losem), 
bb) účast 17 až 32 závodníků (dvojic, družstev) 
- první se nasadí na č. 1, 
- druhý na č. 32, 
- třetí a čtvrtý na č. 16 a 17 (losem); 
c) při nasazování osmi - účast 33 až 64 závodníků (dvojic, družstev) 
- první se nasadí na č. 1, 
- druhý na č. 64 hracího plánu, 
- třetí a čtvrtý na č. 32 a 33 (losem), 
- pátý až osmý na č. 16, 17, 48 a 49 (losem), 
d) při nasazování šestnácti - účast 65 až 128 závodníků (dvojic, družstev) 
- první se nasadí na č. 1, 
- druhý na č. 128 hracího plánu, 
- třetí a čtvrtý na č. 64 a 65 (losem), 
- pátý až osmý na č. 32, 33, 96 a 97 (losem), 
- devátý až šestnáctý na č. 16, 17, 48, 49, 80, 81, 112 a 113 (losem), 
e) při nasazování třiceti dvou – účast 129 až 256 závodníků (dvojic, družstev) 
- první se nasadí na č. 1, 
- druhý na č. 256 hracího plánu, 
- třetí a čtvrtý na č. 128 a 129 (losem), 
- pátý až osmý na č. 64, 65, 192 a 193 (losem), 
- devátý až šestnáctý na č. 32, 33, 96, 97, 160, 161, 224 a 225 (losem), 
- šestnáctý až třicátý druhý na č. 16, 17, 48, 49, 80, 81, 112, 113, 144, 145, 176, 177, 208, 209, 
240a 241 (losem). 
Poznámka: 
1. Při větší účasti než 256 závodníků (dvojic, družstev) se nasazuje obdobným způsobem - na první a 
poslední místo hracího plánu, na střed, do čela a na poslední místo čtvrtin, osmin, šestnáctin, 
dvaatřicetin hracího plánu.  
2. Pokud se při losování provádí také třídění (viz čl. 141.03), je třeba při rozmísťování třetího a čtvrtého, 
pátého až osmého a devátého až šestnáctého, sedmnáctého až třicátého druhého nasazeného dbát 
především zásad třídění a teprve o zbytku rozhodnout losem. 
140.06 
Při nasazování mezinárodní soutěže (viz čl. 213.01) se použije pro nasazení světový žebříček nebo 
evropský žebříček (v případě startu závodníků pouze z evropských zemí). 
140.07 
Jedná-li se o turnaj s mezinárodní účastí (viz čl. 213.02), připraví návrh nasazení vrchní rozhodčí a 
nechá jej schválit ředitelstvím turnaje. Při návrhu nasazení vychází vrchní rozhodčí především ze 
světového a evropského žebříčku, žebříčku ČR, výsledků zahraničních hráčů (např. na minulém 
ročníku turnaje), kvality zahraničních družstev na turnaji a jejich klubového pořadí apod. 
140.08 
Dolosování 
Po nasazení se ostatní závodníci volně dolosují na zbývající volná místa v hracím plánu podle čl. 139. 
140.09 
Kombinovaný systém ve více stupních 
Při kombinovaném systému ve více stupních se hraje podle ustanovení rozpisu soutěže. Není-li 
v rozpisu kombinovaný systém blíže určen, je závazná tato organizace soutěže: 
a. I. stupeň - skupinový, nasazení podle čl. 140.04 tohoto řádu, postup první dva, 
53 
 
b. II. stupeň - vylučovací, při losování budou nejprve nasazeni (podle čl. 140.05) a dolosováni (podle 
čl. 140.08 a 139) vítězové skupin, a to tak, aby spolu nehráli v I. kole. Druzí ze skupin budou 
dolosováni na volná místa (bez práva nasazení) tak, že postupující ze stejné skupiny budou 
losováni do opačných polovin hracího plánu. 
Článek 141. Losování nasazením, tříděním a dolosováním 
141.01 
Nasazení se řídí ustanoveními čl. 140.01 až 140.07. 
141.02 
Třídění 
Podstatou třídění je (pokud není rozpisem stanoveno jinak), že: 
- u mezinárodních soutěží (čl. 213.01) - závodníci z téhož národního svazu, 
- u domácích soutěží vč. turnajů s mezinárodní účastí (čl. 213.02) - závodníci z téhož oddílu (klubu), 
se rozmísťují při vylučovacím systému a systému na dvě porážky do různých polovin, čtvrtin, osmin, 
popř. šestnáctin hracího plánu, při systému skupinovém do různých skupin. 
Další podrobnější ustanovení se vztahují na vylučovací systém. 
141.03 
Třídění při nasazování 
a. Nasazování prvního a druhého závodníka podle zásad čl. 140.05 nemůže být tříděním ovlivněno. 
b. Při rozhodování o rozmístění třetího a čtvrtého nasazeného do hracího plánu se již přihlíží 
k požadavku roztřídění závodníků téhož oddílu (klubu) do různých polovin hracího plánu. 
(Příklad: Čtvrtý nasazený je z téhož oddílu (klubu) jako první nasazený, druhý a třetí jsou z jiných. 
O nasazení třetího a čtvrtého se nelosuje; čtvrtý se nasadí na první místo dolní poloviny hracího 
plánu, tj. tak, aby byl v jiné polovině hracího plánu než první nasazený, který je z téhož oddílu 
(klubu). 
c. Obdobně se přihlíží k požadavkům třídění i při rozhodování o rozmístění pátého až osmého a 
devátého až šestnáctého nasazeného závodníka. 
Pokud není možno dodržet zásady nasazení i třídění, má nasazení přednost před tříděním. 
141.04 
Třídění a dolosování 
Každý oddíl (klub) má při tomto způsobu losování právo, aby jeho první a druhý nejsilnější závodník 
byli zařazeni do různých polovin hracího plánu a třetí a čtvrtý závodník do čtvrtin neobsazených 
prvními dvěma, přičemž se mezi nimi rozhodne losem. Při počtu účastníků větším než 64 se pak zařadí 
pátý až osmý do osmin neobsazených prvními čtyřmi. Vrchní rozhodčí po skončení nasazení roztřídí 
zbývající závodníky do jednotlivých čtvrtin, popř. osmin, a to losem. Každá čtvrtina (osmina) se pak 
samostatně volně dolosovává. Při losování mezinárodních soutěží se v souladu s mezinárodními 
předpisy, provádí třídění podle počtu přihlášek z jednotlivých národních svazů, popř. i do šestnáctin, 
dvaatřicetin atd. 
141.05 
Stejným způsobem se třídí soutěže čtyřher a dvoučlenných družstev. Je-li čtyřhra (družstvo) složena 
z hráčů různých oddílů (klubů), provede se její roztřídění podle příslušnosti hráče, který je zařazen 
výše na žebříčku. Jsou-li zařazeni oba shodně (nebo nejsou na žebříčku), rozhodne se o jejich 
příslušnosti z hlediska třídění losem, losuje se mezi oddílovou (klubovou) příslušností obou hráčů 
čtyřhry nebo obou hráčů základu družstva. V případě smíšené čtyřhry, příp. smíšeného dvoučlenného 
družstva, se vždy provede třídění podle příslušnosti muže. 
141.06 
Dolosování 
Technické provedení se řídí ustanovením čl. 139. 
