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Es frecuente durante el proceso de 
requisitos construir modelos escritos en 
lenguaje natural, pues facilitan la elicitación, 
validación y negociación con el cliente. Estas 
facilidades se incrementan cuando los 
modelos se escriben usando el lenguaje 
propio del cliente. Para ello, se suele construir 
tempranamente un glosario con los términos 
utilizados en el contexto, denominado Léxico 
Extendido del Lenguaje. Este permite mejorar 
la comunicación entre los involucrados, 
sirviendo de apoyo a la descripción de 
modelos subsecuentes. Aunque, como todo 
modelo generado siguiendo heurísticas, 
presenta habitualmente inconsistencias, 
errores, omisiones y ambigüedades. Estas 
últimas aparecen básicamente por el uso del 
lenguaje natural. Estudios de estimación de 
completitud sobre este modelo establecieron 
la ocurrencia de un número significativo de 
omisiones. Es relevante poder detectar estos 
defectos y corregirlos oportunamente, 
evitando su propagación sobre otros modelos. 
Se han diseñado variantes de la técnica de 
inspección sobre el modelo léxico, las cuales 
identifican distintos tipos de defectos aunque 
su eficiencia y eficacia no son fácilmente 
comparables dado que no apuntan a detectar 
los mismos defectos. Se propone un análisis 
de estas variantes que permita establecer cuál 
es la más apropiada según el tipo de defecto 
que se requiera atender y el tiempo 
disponible. 
 
Palabras clave: Ingeniería de Requisitos, 
Inspección de Modelos, Completitud de 
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CONTEXTO 
La propuesta que se presenta es parte de 
los proyectos de investigación “Gestión de la 
calidad de un modelo léxico en el proceso de 
requisitos” de la Universidad de Belgrano y 
“Tratamiento de los factores situacionales y la 
completitud en la ingeniería de requisitos” de 
la Universidad Nacional del Oeste.  
1. INTRODUCCIÓN 
El proceso de requisitos involucra 
comprender el comportamiento actual en un 
contexto y definir la situación futura al 
incorporar un sistema de software [1]. En este 
proceso suelen utilizarse modelos escritos en 
lenguaje natural dado su cercanía a los 
clientes [2], aún cuando este tipo de modelos 
presentan defectos, principalmente del tipo 
ambigüedades y omisiones [3, 4, 5, 6].  
Se han realizado varios estudios sobre la 
completitud de modelos en lenguaje natural 
en la Ingeniería de Requisitos, arrojando 
niveles excesivamente altos de omisiones [7, 
8, 9]. Otros estudios se centraron en la 
ambigüedad de estos modelos, tal es el trabajo 
de Ben Achour et al. [10], quienes a través de 
un estudio empírico observaron que el 50% de 
los casos de uso contenían errores de 
terminología.  
Dado que estos modelos construidos en el 
proceso de requisitos son la base para etapas 
posteriores del desarrollo de software, es 
necesario que presenten un nivel de calidad 
adecuado, pues los defectos no identificados 
tempranamente se trasladarán en cascada a 
modelos posteriores. Un mecanismo para 
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reducir estos defectos es aplicando técnicas de 
verificación, tales como las revisiones y las 
inspecciones [11].  
La inspección de software [12, 13] fue 
diseñada como un proceso formal de 
detección de defectos en código fuente, 
posteriormente adaptada a modelos. Este 
proceso se compone de seis pasos bien 
definidos y con roles específicos en cada 
paso: inspector, productor (autor), moderador 
y escriba. Los pasos del proceso son: 
1. Planeamiento: identificar el material a 
inspeccionar y las personas a cumplir con 
cada rol, y establecer la fecha de reunión. 
2. Apreciación global: trasmitir a los 
inspectores una descripción general del 
material a inspeccionar. 
3. Preparación: leer el material por parte de 
los inspectores. 
4. Reunión: determinar cuáles son defectos 
en el material por parte de los inspectores 
y transmitirlos a los productores del 
mismo, asistidos por el moderador 
mientras el escriba registra los hechos. 
5. Corrección: eliminar los defectos del 
material revisado, a cargo de los 
productores. 
6. Seguimiento: determinar el estado de la 
corrección, a cargo del moderador. 
En general, en este proceso formal de 
revisión los defectos son catalogados por tipo 
y por severidad, y se cuantifican los tiempos 
de detección, para mejorar la eficiencia y 
eficacia del proceso mismo. 
Las inspecciones han surgido como una de 
las técnicas de aseguramiento de calidad más 
eficaces en la ingeniería de software, debido a 
lo cual se han diseñado diferentes variantes 
aplicadas a modelos elaborados en el proceso 
de requisitos [14, 15, 16]. Estas variantes se 
han clasificado según el modo de detección de 
defectos en la etapa de preparación [17] en: 
lectura ad-hoc, lectura usando checklist, 
lectura usando procedimientos y lectura 
constructiva.  
La lectura ad-hoc se hace en una 
modalidad desestructurada, donde el inspector 
recibe muy poco apoyo para encontrar 
defectos. Esto no significa que los 
participantes de la inspección no escruten el 
artefacto sistemáticamente. Sólo significa que 
ningún plan previo está disponible y todo se 
deja librado a la experiencia del inspector. 
La lectura con checklist le da un apoyo 
más fuerte al inspector en la forma de una 
lista de preguntas y controles que tienen que 
ser contestados y revisados en un cierto orden 
preestablecido. Este enfoque tiene algunas 
debilidades, como la falta de ayuda en 
comprender el artefacto bajo estudio y pobre 
adaptación a un ambiente de desarrollo dado. 
La lectura basada en procedimientos da 
una guía detallada al inspector sobre cómo 
encontrar defectos específicos, 
independizándose de la experiencia del 
inspector.  
La lectura constructiva va más allá que 
meramente revisar un artefacto y producir una 
lista de defectos, pues durante la lectura el 
inspector produce una nueva representación 
del material bajo estudio, la que se analiza 
posteriormente para detectar defectos. 
En pocos trabajos se reportan evaluaciones 
sobre qué variante de inspección puede ser 
más provechosa, y si ellas dependen del 
modelo a verificar y del tipo de defectos que 
presentan. En algunos experimentos, se siguió 
la experiencia del inspector [15, 18] y los 
resultados mostraron que la importancia de la 
definición del procedimiento disminuía a 
medida que aumentaba la experiencia del 
inspector, y que inspectores novicios podían 
adquirir rápidamente conocimiento sobre 
defectos típicos y aspectos de calidad. Paech 
et al. [18] comprobaron que se detectaban en 
promedio más defectos usando la técnica de 
lectura basada en procedimientos frente a la 
lectura con checklist, aunque acarreaba más 
tiempo de inspección. 
2. LÍNEAS DE INVESTIGACIÓN E 
DESARROLLO 
En un proceso particular de requisitos 
orientado al cliente [19, 20], donde se crean y 
utilizan modelos en lenguaje natural para 
lograr un mayor involucramiento de los 
clientes, el primer modelo que se construye es 
el Léxico Extendido del Lenguaje (LEL) [21], 
con el fin de obtener una comprensión 
acabada del vocabulario que se utiliza en el 
XX Workshop de Investigadores en Ciencias de la Computacio´n 646
26 y 27 de Abril de 2018 RedUNCI - UNNE - ISBN 978-987-3619-27-4
contexto del problema. Este modelo se 
conforma de un conjunto de términos 
relevantes en dicho contexto, con sus 
definiciones, dadas por dos componentes: 
noción (denotación del término) e impacto (su 
connotación). El modelo considera la 
definición de términos sinónimos y 
homónimos, como también jerarquías de 
términos (términos genéricos y 
especializados) [20]. 
Este modelo debe tener la mayor calidad 
posible, dado que los restantes modelos harán 
uso de la terminología definida en él y 
algunos de ellos pueden derivarse del propio 
LEL [20].  Para lograr esta calidad, se han 
propuesto heurísticas y procedimientos para 
reducir defectos en este modelo. 
Las heurísticas se enfocan principalmente 
en la creación del modelo LEL aportando 
guías de estilo y de contenido [6, 21, 22]. A 
pesar de la aplicación de estas heurísticas, el 
nivel de completitud estimado de este modelo 
ha sido muy bajo. En un estudio realizado por 
Doorn y Ridao [7] donde estimaron el tamaño 
de un modelo LEL a partir de nueve muestras 
del mismo, obtuvieron en el mejor de los 
casos un nivel de completitud del 51%. En un 
estudio posterior realizado por Litvak et al. 
[23], se confirmaron estos valores, aún 
cuando las muestras del modelo léxico habían 
sido construidas con heurísticas más precisas. 
Por otro lado, se han diseñado mecanismos 
específicos para la verificación de este 
modelo. Los defectos a ser identificados han 
sido categorizados en: discrepancias 
(inconsistencias), errores, omisiones y 
ambigüedades, y calificados según su grado 
de severidad en: alto, medio y bajo [24].  
En proyectos previos, se diseñó una técnica 
de inspección del modelo LEL basada en 
procedimientos [25] para guiar la detección de 
diversos tipos de defectos. En esta variante se 
completa un conjunto de formularios 
siguiendo un procedimiento para cada 
formulario, el cual detalla cómo completar el 
formulario y cómo identificar defectos a 
través de la información registrada. Es una 
variante que facilita la detección de defectos a 
inspectores novatos, aunque insume un 
tiempo considerable. Por otro lado, tal cual 
fue propuesta en [25], no establece el grado 
de severidad de los defectos ni los tipifica; 
esto fue realizado posteriormente para 
facilitar evaluaciones de la misma. Las 
omisiones que permite detectar son 
relativamente simples y algunas requieren una 
gran cantidad de comparaciones semánticas, 
siendo las ambigüedades tratadas como una 
subclase de omisiones.  
Posteriormente, se elaboró una lista de 
control (checklist) para utilizar como otra 
variante de la inspección del LEL. Esta lista 
de control fue refinada incrementalmente a 
medida que se probaba en diversos casos. En 
su última versión, contiene 44 ítems de 
control, y establece por cada ítem el tipo de 
defecto a identificar y su severidad. 
Más recientemente, se diseñó otra variante 
de la inspección del LEL, basada en la lectura 
constructiva [24, 26]. Ésta genera un artefacto 
intermedio, que son mapas conceptuales, uno 
por cada término del LEL. Cada oración en la 
noción y en el impacto del término se 
representa como una proposición en el mapa 
conceptual del mismo. Los defectos se 
identifican a partir del análisis sistemático de 
cada mapa conceptual y de las relaciones 
entre mapas, mediante guías de análisis. Esta 
variante se focaliza en la detección de varios 
tipos de omisiones y ambigüedades con 
diverso grado de severidad, permitiendo 
incluso sugerir términos candidatos omitidos, 
aunque no se aboca a la detección de otros 
tipos de defectos. Aún cuando debe 
construirse un artefacto a partir del modelo 
LEL, se han obtenido resultados 
relativamente aceptables, en relación al 
consumo de tiempo y a la cantidad de 
defectos detectados [27]. Otra particularidad 
de esta variante es que sugiere correcciones al 
modelo LEL. 
Cabe notar que estas tres variantes de 
inspección fueron desarrolladas en forma 
independiente una de otra, por lo que no todo 
defecto es detectado por todas las variantes, y 
algunos defectos son identificados por una 
sola de ellas, lo que dificulta una comparación 
efectiva de las variantes. 
Se espera poder dar pautas a la gerencia de 
un proyecto de software sobre qué variante de 
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inspección puede ser más provechosa según el 
nivel esperado de calidad, los recursos 
humanos disponibles y los plazos a cumplir. 
3. RESULTADOS 
OBTENIDOS/ESPERADOS 
Se ha llevado a cabo un primer análisis de 
cada variante respecto a qué defectos 
comunes identifican (ver Tabla 1), cuáles son 
identificados por pares de variantes y cuáles 
son exclusivos de una variante (ver Tabla 2).  
Tabla 1. Defectos comunes a las variantes 
Defecto Tipo Severidad 
Términos sin referencia a 
otros términos Omisión Media 
Términos no referenciados 
por ningún término Omisión Media 
Referencia a término no 
identificada en la definición 
de un término 
Omisión Media 
Término con más de un 
verbo principal en cada 
oración de noción e impacto 
Omisión Baja 
Tabla 2. Defectos detectados solo por variante 
con mapas conceptuales 
Defecto Tipo Severidad 
Vocabulario mínimo 




Uso de término del 
vocabulario mínimo en lugar 
de término del LEL 
Ambi-
güedad Media 
Término del vocabulario 
mínimo no detectado como 
sinónimo del LEL 
Omisión Media 
Frases omitidas en la noción 
o impacto del término Omisión Baja 




Omisión de términos de tipo 
Verbo (uso frecuente) Omisión Alta 
 
Debe tenerse en consideración que la 
inspección con checklist contiene 44 ítems de 
control, la inspección basada en 
procedimientos requiere 10 formularios de 
detección, y la inspección basada en mapas 
conceptuales utiliza 13 pasos de detección 
(además de los pasos de construcción de los 
mapas). Las variantes con checklist y con 
formularios detectan principalmente errores y 
omisiones, mientras que la basada en mapas 
conceptuales se aboca a ambigüedades y 
omisiones. 
Se ha iniciado un experimento controlado 
para realizar comparaciones de las tres 
variantes utilizando modelos LEL generados 
independientemente para distintos casos de 
estudio, y considerando los tipos de defectos 
que detectan, su nivel de severidad, los 
tiempos que insumen y la experiencia de los 
inspectores. 
Asimismo, se está desarrollando una 
herramienta de software, denominada Gestor 
de Inspecciones, implementada en una 
plataforma web, utilizando lenguaje PHP y 
base de datos relacional MySql. La 
herramienta permite administrar los 
resultados de inspecciones, realizadas por 
ingenieros de requisitos autorizados, sobre 
modelos LEL, soportando el almacenamiento 
de resultados para las tres variantes de 
inspección. Esta herramienta facilitará el 
análisis de la eficiencia y efectividad de las 
distintas variantes de inspección. 
Por otro lado, se espera establecer las 
causas de los defectos detectados, de manera 
tal de poder definir heurísticas que permitan 
evitar la ocurrencia de estos defectos, ya sea 
al elicitar conocimiento del contexto de 
aplicación o al modelar, es decir, heurísticas 
que se aboquen a completar información y a 
escribir el modelo LEL sin ambigüedades. 
4. FORMACIÓN DE RECURSOS 
HUMANOS 
En el proyecto de la Universidad de 
Belgrano participan tres investigadores, uno 
de ellos en formación y un alumno de la 
tecnicatura en Programación de 
Computadoras, cumpliendo su Trabajo Social 
Profesional, mientras que en el tema de 
completitud dentro del proyecto de la 
Universidad Nacional del Oeste participa un  
investigador con dos alumnos becarios. 
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