ABSTRACT Motivation: Designing highly effective short interfering RNA (siRNA) sequences with maximum target-specificity for mammalian RNA interference (RNAi) is one of the hottest topics in molecular biology. The relationship between siRNA sequences and RNAi activity has been studied extensively to establish rules for selecting highly effective sequences. However, there is a pressing need to compute siRNA sequences that minimize off-target silencing effects efficiently and to match any non-targeted sequences with mismatches. Results: The enumeration of potential cross-hybridization candidates is non-trivial, because siRNA sequences are short, ca. 19 nt in length, and at least three mismatches with non-targets are required. With at least three mismatches, there are typically four or five contiguous matches, so that a BLAST search frequently overlooks off-target candidates. By contrast, existing accurate approaches are expensive to execute; thus we need to develop an accurate, efficient algorithm that uses seed hashing, the pigeonhole principle, and combinatorics to identify mismatch patterns. Tests show that our method can list potential cross-hybridization candidates for any siRNA sequence of selected human gene rapidly, outperforming traditional methods by orders of magnitude in terms of computational performance.
INTRODUCTION
The use of short interfering RNA (siRNA) is an emerging powerful method for gene silencing (Elbashir et al., 2001) . siRNA is a short RNA duplex of between 10 and 25 nucleotides (nt), although 21 nt are frequently used because the length is effective. After transfection into cells, siRNA targets mRNA and causes the sequence-specific degradation of the mRNA. As siRNA duplexes have two-nucleotide overhangs at their 3 ends, the remaining 19 nt subsequence matches the target mRNA sequence to silence its behavior. Therefore, the key to designing siRNA is knowing how to select the 19 nt sequence from a target mRNA sequence.
Recently, novel guidelines for selecting highly effective siRNA have been reported (Schwarz et al., 2003; Chalk et al., 2004; Reynolds et al., 2004; Ui-Tei et al., 2004) . These rules are the result of extensive studies of the relationship between siRNA sequences and RNAi activity. Thus, combining these rules would enable us to design effective siRNA sequences with a high probability. Afterwards, it is important to minimize the risk of off-target gene silencing caused by unintended hybridization of the designed effective siRNA sequence. * To whom correspondence should be addressed.
Fig. 1.
Alignment between a 19-nt-long siRNA sequence and a potential offtarget sequence with three mismatches: Querying the upper short sequence, a substring in NM_000014, into the RefSeq database by using BLAST fails to find the lower off-target sequence, a substring in NM_002827. The word size parameter of BLAST was set to the minimum value, 7, and the expected value to 1000.
The minimization of off-target silencing effects calls for the selection of siRNA sequences that are guaranteed to have some mismatches to all unrelated sequences. We here use a rigorous specificity measure called the mismatch tolerance, the minimum number of mismatches between the siRNA sequence and any non-targeted sequence. For instance, an siRNA sequence of mismatch tolerance 3 does not match any off-target candidates with fewer than three mismatches. A higher mismatch tolerance of an siRNA sequence indicates its high specificity in the presence of some mismatches.
Exact mismatch-tolerance is costly to calculate, because it demands searching the entire sequence database to check. Moreover, siRNA sequences are short, ca. 19 nt, and they should contain at least three mismatches with non-targets. Consequently, there are typically 3-6 contiguous matches between an siRNA sequence and its potential off-targets (Fig. 1) . Although many existing tools (Chalk et al., 2004; Levenkova et al., 2004; Wang and Mu, 2004) for designing siRNA sequences use BLAST search (Altschul et al., 1990) , BLAST frequently overlooks off-target candidates because it initially looks for contiguous matches that are at least 7 nt long. Figure 1 illustrates a typical example.
Previous work
One might consider using the Smith-Waterman algorithm (Smith and Waterman, 1981) , which is extraordinarily expensive to execute. Special purpose hardware that device the Smith-Waterman algorithm or other pattern matching algorithms are inherently highly priced.
Several methods for designing gene-specific oligos for DNA microarrays (Li and Stormo, 2001; Kaderali and Schliep, 2002; Rahmann, 2002; Yamada and Morishita, 2004 ) might be relevant. Rahmann (2002) proposed a method for designing oligomers from human EST sequences. This method uses a suffix array to rapidly identify the longest consecutive match between the designed oligomer and database. However, these methods are not efficient for designing 19 nt-long siRNA because, when at least three of the 19 nt must be mismatches, the longest common subsequence becomes too short, typically no more than 6 nt. Previously, we proposed an approximation algorithm for estimating a tight lower bound of the minimum number of mismatches between an oligomer and its potential off-target sequences . The algorithm is intended to process oligomers of around 50 nt in length as input and is not designed for handling short oligomers of about 20 nt.
The approximate string matching problem (Ukkonen, 1992 ) is most relevant. The problem is to enumerate all substrings in a sequence that are within a (Hamming or edit) distance d of the target string. There are no other substrings within the Hamming distance d − 1 if and only if the mismatch tolerance of the focal string is at least d. Because of this correspondence, it is worth utilizing ideas developed for solving the approximate string matching problem.
However computing this value is very difficult, especially in large genomic sequences or sequence databases of size |G|, if we need an siRNA sequence E. Calculation of the exact mismatch tolerance using Abrahamson's algorithm (1987) requires O(|G| |E| log |E|) computation time. Even if the maximum number of mismatches is d, the computation time is still O(|G| d log d) (Amir et al., 2000) . These two methods are designed to scan G for individual query E.
However, in reality, the number of queries could be huge, for instance, the number of all 19 nt sequences in all the possible mRNA sequences. Thus, it is effective to preprocess G once to generate the lookup table that stores locations of short strings. According to this idea, a variety of filtering procedures have been proposed for reducing candidate regions to search in the whole sequence. BaezaYates and Perleberg (1992) proposed a simple filter. Its basic idea is that division of a pattern into d + 1 pieces must yield one perfect match piece in candidate substrings. However, for larger values of d, shorter pieces must be considered, which broadens the search space and deteriorates the overall performance. Sung and Lee (2003) and Zheng et al. (2003) generalized this idea to allow non-overlapping short seeds (q-grams, in their word) with a couple of mismatches to search candidate hit positions and then extend each hit to determine the Hamming distance. Although their methods are able to list all the qualified oligomers, they still demand expensive calculation even for processing mid-scale genomic sequences of length tens of millions base pairs.
Our result
These problems motivated us to improve Sung and Lee's approach. Our novel ideas are the use of overlapping seeds instead of nonoverlapping ones and the careful elimination of redundant seeds to search. Tests demonstrate that our method can list the potential cross-hybridization candidates for any siRNA sequence of a selected human gene promptly, outperforming traditional methods (Wu and Manber, 1992; Sung and Lee, 2003; Zheng et al., 2003) by orders of magnitude in terms of computational performance. Snove and Holen (2004) also remark that many commonly used siRNAs risk off-target silencing, which is verified by utilizing Interagon's special purpose hardware named Pattern Matching Chip that implements pattern matching algorithms. According to their paper (Snove and Holen, 2004) , the hardware is able to process 60 million siRNA sequences of length 21 nt in 10 h, though the number of processing units on the hardware is not mentioned explicitly in the paper. Our software can achieve a similar performance if it is executed in parallel on ten inexpensive PCs with Xeon CPU of clock rate 3.2 GHz and with 2 GB main memory.
siRNA SEQUENCE DESIGN PROBLEM
Let us introduce the notion of mismatch tolerance. Let E be a consecutive substring in the input sequence G, such that E occurs only once in G. Intuitively, the mismatch tolerance of E with respect to G is the minimum number of mismatches that allows E to match a similar subsequence in G. A greater mismatch tolerance implies a lower probability of making E match non-targeted sequences, even in the presence of some mismatches.
Definition 2.1. We use A,T,G,C and N as letters for sequences. Let G denote an input sequence of length |G|. For instance, one can concatenate EST sequences into a single sequence by inserting spaces (e.g. 100 Ns) between them. Let E denote a sequence of length |E| that consists of the letters A, T, G and C. The subsequence of G that starts from l and ends at r is denoted by G [l,r] . Given two sequences, S and T , of the same length n, the Hamming distance d H (S, T ) is defined as the number of positions at which the two bases differ, i.e.
We define the mismatch tolerance of E with respect to G, which is denoted by mt (E, G) . If the frequency of E in G exceeds 1, the unique location of E in G cannot be specified; therefore, we set mt(E, G) = 0. Otherwise, mt(E, G) is the minimum Hamming distance between E and any sub-sequence of length |E| in G that is not identical to E, that is:
Note that E should not be compared with itself in G.
Example 2.1. Let G denote ATGCTACGATCGTAGCTC and let E be the first four letters in G, ATGC. Observe that mt(E, G) = 2. Definition 2.2. Given a non-negative minimum threshold k(≤|E|) for the mismatch tolerance of siRNA sequence E in G, the mismatch-tolerant oligo design problem checks whether mt(E, G) > k and returns any off-target sequence F such that the
The use of siRNA sequences of mismatch tolerance 3 or more would be an effective criterion to avoid off-target activity. In addition, we should consider the observation that as few as 11 contiguous matches between a target siRNA sequence and an unrelated mRNA might cause off-target silencing (Jackson et al., 2003) . The risk probability of the cross-reaction with off-targets would be reduced by selecting such an siRNA sequence E that the length of a longest common factor (Rahmann, 2002) shared between E and any other string of the same length is smaller. During the computation of longest common factors, substrings that overlap with E trivially share contiguous matches with E and are left out of consideration.
Definition 2.3. Let G be an input sequence and let E be a substring of G. Let lcf (E, G) denote a longest common factor (contiguous string) shared between E and any other string of G that is of length |E| and does not overlap with E. |lcf (E, G)| denotes the length of a longest common factor.
Example 2.2. Let G and E denote the same sequences in the running example. There exists no longest common factors of length three, and lcf (E, G) is AT or GC.
NON-REDUNDANT SEQUENCE SET
Another major obstacle is the generation of a non-redundant sequence set of genes for checking the target specificity of siRNA sequences. Traditional non-redundant sequence datasets, such as UniGene or RefSeq, cannot be used for this purpose, because alternative splice variants in these datasets share common exons that bring about duplication. One siRNA oligo may hybridize to any of the redundant exons, calling for duplicate elimination to yield one representative exon. In addition, it is also necessary to consider siRNA sequences that target the junction connecting two exons of a particular alternative splice variant. Therefore, non-redundant sequences over exon-exon junctions together with duplicate-free exons ought to comprise the non-redundant sequence set of genes for checking target specificity. The procedure for building the dataset can be found in Naito et al. (2004) .
SELECTION OF siRNA SEQUENCES
We here consider how to accelerate the selection of highly effective siRNA sequences with a higher mismatch tolerance and with a smaller length of a longest common factor. Existing guidelines for effective siRNA (Schwarz et al., 2003; Chalk et al., 2004; Reynolds et al., 2004; Ui-Tei et al., 2004 ) investigate short nucleotide strings of 19 or 21 nt and are therefore not computationally costly to execute. On the other hand, the calculation of the length of a longest common factor and the mismatch tolerance for an individual short nucleotide string is much more expensive, because it needs to examine the whole input sequence. To be precise, computing a longest common factor is less time-consuming than calculating the mismatch tolerance, and hence, the former step should be done before the latter. Thus, the following steps will efficiently reduce the search space and select desired siRNA sequences.
(1) Given an input sequence G and a subsequence M of G in which siRNA sequences are designed.
(2) Scan the input sequence M and select highly effective siRNA sequence candidates of length 19 nt according to existing guidelines (Schwarz et al., 2003; Chalk et al., 2004; Reynolds et al., 2004; Ui-Tei et al., 2004) .
(3) For each candidate E in M, calculate the length of a longest common factor, |lcf (E, G)|, and reserve E for the next step if |lcf (E, G)| is no more than a specified threshold.
(4) For each remaining candidate E in M, compute the mismatch tolerance, mt(E, G), and output E as a qualified siRNA sequence if mt(E, G) is no less than a specified threshold.
Although the effect of mismatches upon off-target silencing is not fully understood to date, a couple of guidelines for avoiding off-target silencing have been reported (Brummelkamp et al., 2002; Miller et al., 2003; Jackson et al., 2003) . Thus, the thresholds for the mismatch tolerance and the length of a longest common factor need to be set carefully in order to retain a sufficient number of qualified siRNA sequence candidates that would be consistent with these guidelines. Jackson et al. (2003) showed that as few as 11 contiguous matches between siRNA and an unrelated mRNA might cause off-target silencing. However, we found that there is no 19 nt sequence such that |lcf | < 11, where |lcf | denotes the length of a longest common factor, though there are an ample number of 19 nt sequences such that mt = 3 and |lcf | ≤ 14, or mt = 2 and |lcf | ≤ 13, where mt is the mismatch tolerance (Fig. 2) . To be precise, among 174.8 million 19 nt sequences in the non-redundant sequence set, 18.9 million (10.83%) meet the two requirements on mt and |lcf |.
Other recent studies have shown that even a single mismatch in the center of an siRNA can abolish silencing (Brummelkamp et al., 2002; Miller et al., 2003) . Thus, an siRNA sequence and its potential off-target are expected to have a mismatch in the center; however, this property is hard to guarantee, because there is no 19 nt sequence such that |lcf | < 11, and the number of 19 nt sequences such that |lcf | ≤ 12 is 0.86 million (0.49%). Our analysis brings out the difficulty of selecting siRNA sequences that are consistent with existing, stringent guidelines for avoiding off-target silencing.
ALGORITHMS FOR COMPUTING MISMATCH TOLERANCE
To solve the mismatch-tolerant oligo design problem and to decide whether mt(E, G) > k, the Smith-Waterman (SW) algorithm (Smith and Waterman, 1981) can be perfectly used. However, the simple application of the SW algorithm demands testing all |G| − 18 sequences of 19 nt in length, which is extremely costly to perform. We instead present several algorithms that utilize seed sequences and consist of the following three major steps.
(1) Lookup less mismatches, and the search reports all the other potential locations to check. The seed length must be defined properly in each algorithm, so as not to overlook potential off-target sequences.
(3) Check phase: For individual seeds that hit G, try to align E with G and count the number of mismatches in the alignment.
The overall performance is dominated by two factors; the total number of seed search trials in Step 2 and the total number of occurrences of seeds that appear in G (seed hits, for short) in Step 3. In general, there is a trade-off between these two major factors; that is, the increase in one factor often decreases the other. Starting with a naive algorithm, we will now improve a suite of algorithms step by step.
Naive algorithm
The idea of a naive algorithm is to look for a contiguous common string shared between the target siRNA sequence and its potential offtarget sequences (Wu and Manber, 1992; Lipson et al., 2002) . The major issue is the choice of the minimum length of contiguous strings to search. For instance, Figure 3 illustrates two alignments with four mismatches. In the upper alignment, the length of the contiguous string shared between the two strings is 8, while the value gets to be 3 in the lower alignment. In general, in order to return any off-target sequences F such that the Hamming distance d H (E, F ) ≤ k, we utilize the property that E and F must share a contiguous string of length (|E| − k)/(k + 1) .
Example 5.1. When E is a 19 nt sequence siRNA and k = 4, as illustrated in the lower alignment of Figure 3 , the seed length is 3.
Let l denote the seed length (|E| − k)/(k + 1) . The number of seed search trials is |E| + 1 − l. In order to have an estimate of the number of seed hits, let us assume that all seeds are uniformly distributed in G. The number of positions where one seed occurs in G is expected to be |G|/4 l . The multiplication of this figure by the number of seed search trials gives the expected number of seed hits, (|G|/4 l ) · (|E| + 1 − l).
Example 5.2. When |G| = 1.5 × 10 8 , |E| = 19 and k = 4, the seed length is 3, the number of seed search trials is 16, and the expected number of seed hits is 39,843,750.
BYP method
The naive algorithm searches all |E| + 1 − l seeds of length l. We here present an idea of reducing the number of seed search trials, and Figure 4 illustrates the key idea. In the figure, we see that, if the number of mismatches is 4, at least one of the five seeds enclosed in boxes must contain no mismatches.
Baeza-Yates and Perleberg (1992) generalized this idea and presented an algorithm called the BYP method that uses the following property. According to this proposition, using seeds of length |E|/(k +1) , which is denoted by l in this subsection, allows us to find a seed that fully matches a potential off-target sequence, such as F in the proposition. Note that |E|/(k + 1) equals (|E| − k)/(k + 1) , the seed length of the naive algorithm in the previous subsection. The number of seed search trials is (k + 1), and the expected number of seed hits under the assumption of the uniform seed distribution is |G|/4 l · (k + 1).
Example 5.4. When |G| = 1.5 × 10 8 , |E| = 19 and k = 4, the number of seed search trials is 5, and the expected number of seed hits is 11,718,750.
Partially matching seeds
The algorithms presented in the previous subsections require that at least one seed in E exactly matches the off-target sequence F . As we have seen, the seeds are likely to be short, which makes it difficult to reduce the expected number of seed hits. Note that if we allow seeds to partially match off-target sequences with at most s(≤k) mismatches, we can use longer seeds. Sung and Lee (2003) utilize this property for probe selection from large genomes. We first introduce their idea, and we will improve it later in this section, to achieve one order-of-magnitude speedup.
For instance, Figure 5 presents two alignments. In each alignment, at least one of the seeds of length 9 contains at most two mismatches. Proposition 5.2 generalizes this property.
Proposition 5.2. If E is divided into (k + 1)/(s + 1) disjoint seeds of length |E|/ (k + 1)/(s + 1) , at least one of these substrings must match F with at most s mismatches.
Proof. Otherwise, each disjoint seed contains at least s + 1 mismatches, and hence the number of mismatches, k, must be greater than or equal to
which is no less than k + 1 and is therefore a contradiction.
Again, let l denote the seed length |E|/ (k + 1)/(s + 1) . Allowing at most s mismatches is effective for extending the seed length, and this should reduce the expected number of seed hits. However, this relaxation increases the number of seed search trials to look for the positions where a seed of length l may partially match with at most s mismatches. More precisely, we generate all strings such that i(≤s) letters among l positions in the seed are replaced with three other letters, and use these strings as additional seeds, the total number of which is:
Subsequently, we check if each seed exactly matches an off-target sequence, although some probes may fail to match any sequence. As there are (k + 1)/(s + 1) seeds in E, the total number of seeds to check is
because we replace one nucleotide with three other ones. When a large number of mismatches are allowed, the number of seed search trials tends to dominate the overall performance. Conversely, as the seed length l increases, we can decrease the expected number of seed hits; that is,
Example 5.5. Suppose that |G| = 1.5×10 8 , |E| = 19 and k = 4. The following table shows the number of seed search trials, expected number of seed hits, and seed length for s = 1, 2, 3. Observe that allowing at most two mismatches minimizes the expected number of seed hits. The comparison with the BYP method in the previous subsection shows a significant reduction in the expected number of seed hits while allowing a slight increase in the number of seed search trials, demonstrating the effectiveness of using partially matching seeds.
Elimination of redundant seed search trials
We are now in a position to present our novel ideas for accelerating the approach of using partially matching seeds. The following example shows the basic idea that the number of seed search trials can be further reduced.
Example 5.6. Let us consider designing partially matching seeds when |E| = 19, k = 2 and s = 1. In the previous running examples, we have set k to 4, but in this example, we set k to 2, for simplicity. Note that the seed length l equals 9 (= 19/ (2 + 1)/ (1 + 1) ). The analysis in the previous subsection showed that the number of seed search trials is
However, Figure 6 shows that some seeds are redundant. Boxes denote substrings of E, where long boxes represent seeds of length 9 and short boxes are of length 1. Each box displays the number of mismatches. The upper 10 rows enumerate all 10 possible patterns of seed search trials. The reduction in the number can be achieved by selecting the seeds with fewer mismatches which are colored gray in the figure. Observe that the three patterns at the bottom are sufficient to cover all the patterns; therefore, the number of seed search trials required is 2 × 9 0
In general, the following property presents the number of seed search trials. 
Let l be the seed length. The following number of seed search trials are sufficient to cover all of the patterns.
Proof. Otherwise, all the following inequalities hold:
contradicting the assumption that m+1 i=1 r i ≤ k. Next, if r i ≤ s, the i-th seed can contain at most s mismatches, and hence the number of seed search trials using this seed is
If we do not have to search off-targets for some s mismatched seeds using this subtle ingenuity, we can markedly decrease the search space size, as described in the above example.
Overlapping seeds achieve significant speedup
So far, we have assumed that seeds do not overlap. However, using non-overlapping seeds imposes severe restrictions. For instance, when |E| = 19, only one non-overlapping seed with a length greater than 9 can be used. Here, we consider how to handle overlapping seeds. In a subsequent section, the experimental results show that overlapping seeds beat non-overlapping ones by an order of magnitude in terms of execution time.
Example 5.7. Figure 7 shows the case in which the seed length l exceeds |E|/2 . Each box shows the number of mismatches within; we should select the seeds with fewer mismatches, which are colored gray. Although the upper 10 seeds enumerate all of the patterns, the lower six probes are sufficient to search off-targets.
One may be concerned that the number of seed search trials would explode when all the mismatches are squeezed into the central box, which is illustrated in the third line from the bottom in Figure 7 . In reality, however, the number can be kept to be moderately low when |E| = 19. For instance, if seeds of length 11 are used, the central box has three nucleotides. Selecting two positions of mismatches from the central three letters and replacing each of the two with other three nucleotides yields the following number of seed search trials:
We developed a program that enumerated all the patterns and reduced the number of seed search trials for overlapping seeds, though one might be able to design a simple formula for this task. We here present a simple formula to count the number of seed search trials for each pattern. 
Summing the numbers of seed search trails for all the patterns yields the total number. We can reduce the search space size by using overlapping seeds in this way.
EXPERIMENTAL RESULTS
We compared the naive algorithm, the BYP method and nonoverlapping, partially matching seeds with our algorithms: nonoverlapping, partially matching seeds with a reduced number of seed search trials; and overlapping seeds with a reduced number of seed search trials. We assume that |G| = 5 × 10 7 , |E| = 19 and k = 3 ∼ 4. In non-overlapping, partially matching seeds, s mismatches are allowed at most, which minimizes the expected number of seed hits; namely, s = 1 for seed length = 4 ∼ 6, s = 2 for seed length = 7 ∼ 9 and s = 4 for seed length ≥10. Figure 8 compares seed length, the number of seed search trials and expected number of seed hits. Note that in most cases, the expected number of seed hits decreases monotonically as the seed length increases, while the number of seed search trials increases monotonically. Both the naive algorithm and the BYP method can use seeds with a maximum length of 3, so the corresponding line graphs terminate at seed length 3. Therefore, it is impossible to reduce the expected number of seed hits for these two methods by increasing the seed length. By contrast, our algorithms can extend the seed length by partially matching seeds, which decreases the expected number of seed hits, but increases the number of seed search trials. One might wonder why both measures of non-overlapping, partially matching seeds jump when the seed length is 7 and 10. This is because the maximum number of mismatches in one seed s increases when the seed length l gets to be 7 and 10; namely, s = 2 when l = 7 and s = 4 when l = 10.
If both measures are evaluated equally, partially matching seeds of length 13 or 14 are the best choice. In addition, note that overlapping, partially matching seeds always outperform nonoverlapping ones with respect to both measures. Thus, from Figure 8 , it is recommended that overlapping, partially matching seeds be used.
We verified this by implementing our algorithms in C++ and testing them on the Microsoft Windows XP platform. We used a Dell workstation precision 650 with a Xeon CPU, a clock rate of 3.2 GHz, and 2 GB of main memory. The non-redundant sequence set described in the previous section is used as G. The other parameter settings are k = 3 (s = 1 ∼ 3) and k = 4 (s = 1 ∼ 4). We solved the mismatch-tolerant oligo design problem for all substrings of length 19 in an mRNA of length 1891 (accession number: NM_003380). Figure 9 compares the performance of overlapping and non-overlapping seeds in terms of the average execution time for calculating the mismatch tolerance of one 19 nt sequence. When k = 3, execution time does not improve by non-overlapping, partially matching seeds and reduced number of seed search trials. However the advantage of reducing the number of seed search trials is evident when k = 4 with seeds of length no more than 9. Note that the overlapping, partially matching seeds, reduced number of seed search trials is faster than the others for the same seed length. The performance of non-overlapping seeds slows down when the seed length becomes 10 because the maximum number of mismatches in one seed increases from 2 to 4. Using seeds of length 12 or 13 minimizes the execution time. In this setting, overlapping seeds result in an execution speed that is an order of magnitude faster than that of non-overlapping seeds. Furthermore, it takes less than 10 ms to handle one string on average when k = 3. We also compared the execution time consumed by our algorithm with SSEARCH which uses the Smith-Waterman algorithm (Smith and Waterman, 1981) . SSEARCH needs about 13 s for the average execution time for each substring of length 19 in NM_003380. For k = 3, SSEARCH is three orders of magnitude slower than our algorithm.
DISCUSSION
We studied efficient ways to search potential off-targets for siRNA sequences. To process typical siRNA sequences for human genes, the analysis shows that our method using overlapping, partially matching seeds outperforms existing methods by orders of magnitude, in terms of execution time, number of seed search trials and number of seed hits. For better performance, one can devise a straightforward data parallelization by dividing the target dataset of sequences into disjoint, equal-sized subsets and by executing off-target searches into individual subsets. Obviously, the speedup is almost linear in the number of divisions.
Our software for searching potential off-targets is available as a part of the web-based siRNA design software siDirect . The tool might be beneficial to a broad class of users who search a large set of sequences for specific short sequences of about 20 nucleotides in length, such as primers, oligo-probes, long SAGE tags or miRNA targets. The revision of the software to meet such general requirements is in progress.
