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1.1 Zdravljenje raka z obsevanjem . . . . . . . . . . . . . . . . . . . . 5
1.2 Protonska terapija . . . . . . . . . . . . . . . . . . . . . . . . . . 6
1.2.1 Prednosti in slabosti . . . . . . . . . . . . . . . . . . . . . 6
1.3 Zgodovina zagotavljanja varnosti programske opreme ki krmili me-
dicinske naprave . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
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Seznam uporabljenih kratic
V pričujočem zaključnem delu so pogosto uporabljene sledeče kratice in
oznake:
Kratica/oznaka Pomen
TCS ang. Treatment Control System
ACS ang. Accelerator Control System
MDD ang. European Medical Device Directive
FDA ang. Food and Drug Administration
AECL ang. Atomic Energy of Canada Limited
PLK programirljiv logični krmilnik
RF radio-frekvenčni
SCADA sistem za nadzorovanje in krmiljenje tehnoloških procesov z
računalnikom (ang. Supervisory Control And Data Acquisition)
C-TCS ang. Cosylab Treatment Control System
C-ACS Cosylabov krmilni sistem pospeševalnika (ang. Coslyab
Accelerator Control System)
AQS Storitev za čakanje operacij na pospeševalniku
(ang. Accelerator queue service)
Tabela 1: Kratice in oznake 1.
Natančneǰsi pomen kratic in oznak je razviden iz ustreznih slik ali pa je po-
jasnjen v spremljajočem besedilu, kjer je kratica oz. oznaka uporabljena.
xi
xii Seznam uporabljenih kratic
Povzetek
V magistrskem delu je predstavljen razvoj vmesnika za krmilni sistem po-
speševalnika. Ta vmesnik je del krmilnega sistema sob za obsevanje. Krmilni
sistem sob za obsevanje skupaj s krmilnim sistemom pospeševalnika tvori sis-
tem naprav za zdravljenje raka s protonsko terapijo. Protonska terapija vstopa
v področje zdravljenja raka kjer se trenutno najpogosteje uporablja rentgenska
terapija.
Ker je krmilni sistem sob za obsevanje medicinski izdelek, je razvoj vsebo-
vanih komponent (npr. vmesnik za krmilni sistem pospeševalnika) izveden po
standardih za razvoj medicinskih izdelkov.
Osnovna arhitektura krmilnega sistema je zgrajena iz mikro-storitev (ang. mi-
croservices) katere komunicirajo med seboj preko ukaznih klicev ali poslušanja si-
gnalov. Krmilni sistem je napisan v programskem jeziku Java različice 8. Vmesnik
za krmilni sistem pospeševalnika uporablja različne knjižnice: ZeroMQ (knjižnica
za sporočanje), Immutables (knjižnica za generiranje nespremenljivih vrednosti),
Mockito (knjižnica za generiranje in testiranje navideznih objektov).





The master’s thesis describes a development of an adapter that communicates
with an accelerator control system. The adapter is a building block of a treatmen
control system. The treatmen control system (TCS) and the accelerator control
system (ACS) combined together control the devices contained in the proton
therapy treatment facility. The proton therapy is entering in the field of a cancer
treatment.
The TCS is a medical software product. Therefore the contained components
(e.g. ACS adapter) of the TCS are developed according to the medical device
software standards.
The TCS is based on a microservice architecture. The contained services are
commincating with eachother using a request-response or publish-subscribe types
of communication. The TCS is written in Java 8 and uses a varitey of libraries:
ZeroMQ (a communication library), Immutables (immutalbe values generation),
Mockito (generation of mocks in testing).




Rak je nenadzorovana delitev celic, katere vzrok je nenormalno povečanje števila
celic v določenem organu. Celice ki nastanejo s takšno delitvijo so nenormalne.
Takšne celice ne opravljajo več svoje funkcije, ampak se bolj delijo in tvorijo
skupek nenormalnih celic. Takšen skupek celic se imenuje tumor [7, str. 150].
1.1 Zdravljenje raka z obsevanjem
Pogosti načini zdravljenja raka so:
• kemoterapija
• kirurška odstranitev tkiva
• obsevanje
Pri zdravljenju z obsevanjem obsevalni žarki izvedejo okvaro genetskega zapisa
celice, s čimer se ji onemogoči delitev. Pri obsevanju se stremi k čim manǰsi okvari
zdravih in čim večji okvari rakavih celic. Zaradi tega je natančnost obsevanja zelo
pomembna [8].
Pri zdravljenju z obsevanjem se obseva različne žarke:







Trenutno je najbolj uporabljeno zdravljenje z obsevanjem fotonov in elektro-
nov. Uporaba obsevanja s protoni se povečuje.
1.2 Protonska terapija
Protonska terapija je eden od načinov zdravljenja raka z obsevanjem. Za ob-
sevanje se tu uporabljajo delci protoni. Protonski žarki imajo končno globino
prodora v tkivo. Slika 1.1 prikazuje globinski krivulji doz protonskih in fotonskih
žarkov, ko žarek prodira v tkivo. Črtkana krivulja prikazuje globinsko krivuljo
doze protonskega žarka. Krivulja globinske doze je pri protonskem žarku najvǐsja
(100 %) tik pred koncem globine (na željeni globini katera je odvisna od začetne
energije žarka). Ta točka se imenuje Braggov vrh. Potem doza pade iz 90 % na
10 % na razdalji ≈ 0,6 mm [9, str. 15].
1.2.1 Prednosti in slabosti
Primerjava protonske terapije s trenutno najbolj pogosto obliko zdravljenja raka
z obsevanjem - fotonsko terapijo:
• zaradi globinske krivulje doze je žarek pri protonski terapiji bolj usmerjen
v obolelo tkivo in okvari manj zdravih tkiv, če je žarek pravilno usmerjen.
Protonski žarek je zelo primeren, ko je zraven tkiva vitalni organ (npr. srce);
• Pospeševalnik delcev, ki je namenjen za protonsko terapijo je večji (se na-
haja v več nadstropni zgradbi) in dražji od pospeševalnika za fotonsko te-
rapijo.
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Slika 1.1: Globinska krivulja doze protonskih in fotonskih žarkov [1]
Zaradi visoke cene opreme za protonsko terapij se ta ne uveljavlja tako
hitro kakor fotonska. Vendar zaradi tehnološkega napredka na področju po-
speševalnikov osnovnih delcev na trg prihajajo kompaktneǰse izvedbe. Te so
ceneǰse in omogočajo postavitev v obstoječih bolnǐsničnih objektih. Torej ni
potrebe po izgradnji nove stavbe.
1.3 Zgodovina zagotavljanja varnosti programske opreme
ki krmili medicinske naprave
Programska orodja se uporabljajo v medicini vsaj od okoli leta 1960. V tem
času se je začel uporabljati prvi informacijski sistem v bolnicah upravljan z
računalnikom. Programska orodja za krmiljenje medicinskih naprav so posta-
jala vse bolj pogosta okoli 1980. Takrat se je uveljavil koncept ”medicinskega
programskega orodja”kot orodje za upravljanje s podatki in operacijami v me-
dicinskih napravah. V tem času je medicinsko programsko orodje postalo bolj
pomembno v napravah iz področij nuklearne medicine, kardiologije in medicinske
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robotike. Pomembnost zagotavljanja varnosti medicinskih programskih orodij se
je poostrila delno po škandalu naprave za radioterapijo Therac-25.
Okoli leta 1993 je bi izdan standard ISO 9000-3 kot tudi vzpostavitev evropske
direktive European Medical Device Directive (MDD). Leta 2006 je izšel standard
IEC 62304 ki določa postopek razvoja, testiranja in vzdrževanja medicinskega
programskega orodja. Ta standard je prilagojen tako za evropsko direktivo MDD,
kot tudi za Food and Drug Administration (FDA) iz Združenih držav Amerike
[10].
1.3.1 Škandal naprave za radioterapijo Therac-25
V začetku 70ih sta podjetji Atomic Energy of Canada Limited (AECL), ter CGR
v sodelovanju razvili produkta:
• Therac-6: Linearni pospeševalnik fotonskih žarkov;
• Therac-20: Linearni pospeševalnik z dvema načinoma delovanja: produkcija
fotonskih in elektronskih žarkov.
Napravi sta bili razviti tako, da strojna oprema deluje samostojno in pro-
gramska oprema zgolj omogoča dodatno funkcionalnost naprave, ki ni varnostno
kritična. Varnost naprav je bila izvedena na nivoju strojne opreme.
Zaradi konkurenčnosti sta podjetji prenehali sodelovanje in v sredini 70ih
je podjetje AECL samostojno razvilo nov produkt Therac-25. To je bil Line-
arni pospeševalnik z dvojnim načinom delovanja kakršen je v napravi Therac-20.
Therac-25 je bil manǰsi, ceneǰsi, proizvedel več energije, ter domnevno uporabniku
bolj prijazen.
Osnovne značilnosti naprave Therac-25, ki so vodile k pomanjkanju varnosti
naprave:
• Strojna oprema ni delovala samostojno, za samostojno delovanje je bila po-
trebna tudi nadgrajena programska oprema. Programska oprema je opra-
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vljala nekatere operacije, ki jih je v preǰsnjih napravah (Threac-6 in Therac-
20) izvajala strojna oprema. Strojna oprema preǰsnjih naprav je imela
zgodovino klinične uporabe brez podpore krmiljenja s strani programske
opreme;
• Programska oprema v napravi Threac-25 ima večjo odgovornost glede var-
nosti delovanja, kot programska oprema v preǰsnjih napravah. V preǰsnjih
naprava so za varnost skrbeli strojni senzorji povezani na blokade;
• Programska oprema v napravi Therac-25 je bazirala na programski opremi
iz preǰsnjih naprav [11].
V naslednjih podpoglavjih so opisane napake na napravi Therac-25, katere so
povzročile poškodbe med obsevanjem. Nekatere od poškodb so bile vzrok za smrt
pacientov.
1.3.1.1 Postavitev vrtljive mize
Na vrtljivo mizo so pritrjeni nastavki za usmerjanje žarkov iz pospeševalnika v
pacienta. Vrtljiva miza nastavlja različne nastavke na pot žarka za izvedbo treh
načinov delovanja: elektronski žarek (vpliva na pacienta), fotonski žarek (vpliva
na pacienta), navadna svetloba (ne vpliva na pacienta). Vsak način delovanja se
izvaja s svojim posebnim nastavkom.
V osnovi je energija fotonskega žarka, ki je dostavljena iz pospeševalnika
okvirno 100-krat vǐsja od energije žarka elektronov. Pacientu nevaren primer se
zgodi, če je nastavek namenjen za žarek fotonov postavljen na napačni poziciji,
ko pospeševalnik proizvede žarek fotonov.
Parametri, ki so krmiljeni s programsko opremo:
• pozicija mize;
• preverjanje pozicije mize;
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• energija proizvedene iz pospeševalnika.
Ponavadi so za takšne parametre postavljene elektromehanske blokade, ki blo-
kirajo nadaljevanje operacije, če parametri niso pravilno nastavljeni [11, str. 3 -
6].
1.3.1.2 Uporabnǐski vmesnik upravljavca
Ob prvem izidu je uporabnǐski vmesnik vseboval funkcionalnost kjer je moral
upravljavec najprej ročno nastaviti parametre za obsevanje (pozicija pacienta,
tip žarka, vǐsina energije,...) v sobi za obsevanje, ter jih nato ponovno vtipkati
v konzoli zunaj te sobe. Če se podatki niso ujemali, se obsevanje ni izvedlo
dokler se podatki v konzoli niso popravili do ujemanja. To je zagotavljalo dvojno
preverjanje parametrov in s tem povečano varnost.
Upravljavci so se po prvih testiranjih naprave pritožili, da to zahteva preveč
časa. Zato je podjetje AECL preuredilo postopek: Določenemu gumbu na konzoli
so dodali funkcionalnost kopiranja parametrov iz podatkov, ki so bili nastavljeni
v sobi za obsevanje.
Therac-25 je imel dva načina zaustavitve po zaznani napaki:
• razveljavljeno zdravljenje - zahteva popolno ponovno vzpostavitev sis-
tema;
• zdravljenje v premoru - ponovna vzpostavitev operacije zdravljenja s
pritiskom na en gumb. Po 5-kratnih zaporednih ponovitvah zdravljenja v
premoru, se sistem postavi v razveljavljeno zdravljenje.
Zaradi nerazumljivih sporočil napak (nekatera sporočila so izpisala številko
napake) in pogostih sporočil teh napak, so upravljavci pogosto rutinsko ignorirali
ta sporočila [11, str. 6 - 8].
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1.3.1.3 Pojav tveganega stanja v uporabnǐskem vmesniku
Če je operater izvedel vnos podatkov žarka v določenem zaporedju in določenem
časovnem intervalu, se ta vrednost ni aplicirala na pospeševalnik. V takem pri-
meru se je zgodilo tvegano stanje (poglavje 4.3.1).
Krmilni sistem pospeševalnika za potek enega obsevanja izvaja končni avto-
mat (ang. state machine). Eno od stanj končnega avtomata je vnos podatkov.
V tem stanju se izvaja komunikacija s krmilnikom tipkovnice. Tu sta dve niti:
nit končnega avtomata in nit krmilnika tipkovnice. Ti dve niti pǐseta in be-
reta dve skupni spremenljivki. Krmilnik tipkovnice prebere vnesena podatka
energije in načina delovanja. Prebrana podatka se vpǐseta v skupno spremen-
ljivko energijaInNačinDelovanja. Za nakazovanje na novo vnesene vrednosti
energije ali načina delovanja krmilnik tipkovnice pǐse v skupno spremenljivko
podatkiVneseni. Ta spremenljivka ima vlogo zastavice, ki ob pozitivnem stanju
nakazuje nov vnos podatkov. Nit končnega avtomata čaka na dvig te zastavice.
Ob tem dogodku prepǐse podatke iz spremenljivke energijaInNačinDelovanja
na pospeševalnik.
Skozi čas uporabe uporabnǐskega vmesnika se je občasno pojavilo stanje, kejr
je bila vrednost na spremenljivki podatkiVneseni postavljena na pozitivno. Ta
dogodek se je zgodil pred vnosom novih podatkov iz tipkovnice. Ti podatki se
niso prepisali na pospeševalnik. Takšno nepredvidljivo stanje je tvegano stanje
[11, str. 25 - 26].
1.3.1.4 Analiza nevarnosti
Analiza nevarnosti je izključevala programsko opremo in je bila izvedena le na
nivoju strojne opreme. Glede programske opreme je bilo predpostavljeno, da
je bila zadostno testirana s fizičnim simulatorjem, ter da so napake programske
opreme povzročene zaradi strojne opreme [11, str. 8].
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2 Pospeševalnik za protonsko terapijo
Pospeševalnik delcev je v osnovi naprava, ki proizvede snop protonov in jih s
pomočjo elektromagnetnega polja pospeši do energij potrebnih za prodor proto-
nov v globino tkiva [12, str. 1-3].
Pospeševalnik delcev v protonski terapiji je v osnovi sestavljen iz naslednjih
delov:
• vir delcev - proizvede nabite delce. Različni viri delcev proizvedejo različne
nabite delce (protoni, elektroni, fotoni,...) [13, str. 10];
• pospeševalna struktura - pospešuje snop delcev. Delci so pospešeni
ko potujejo na valovih spremenljivega električnega polja. To spremenljivo
električno polje se proizvede s kondenzatorji, kateri so krmiljeni z radio-
frekvenčno obliko napetosti [13, str. 12];
• magneti za ukrivljanje - par magnetov, ki proizvede magnetno polje
pravokotno na pot žarka zaradi česar se ukrivi pot žarka. Ta struktura je
vsebovana v pospeševalnikih, ki imajo krožno pot žarka delcev;
• obsevalna struktura - dostavi pacientu varen žarek delcev v določeno
točko. Ta struktura se nahaja pred izhodom žarka iz valovoda.
Območje kjer snop delcev potuje skozi pospeševalnik je v vakuumu.
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2.1 Tipi pospeševalnikov delcev
Poznamo tri glavne tipe pospeševalnikov:
• linearni pospeševalnik - pospeševalna struktura je raven valovod. Na
sliki 2.1 je prikazana osnovna shema linearnega pospeševalnika. Na začetku
poti žarka (na sliki levo) je vir delcev, ki izstreli delce v valovod. Valovod
pospeši hitrost delcev;
Slika 2.1: Shema delovanja linearnega pospeševalnika [2]
• ciklotron - pospeševalna struktura je sestavljena iz dveh sekcij parov ma-
gnetov, katera ukrivljata pot žarka, ter sekcije kondenzatorja, kateri z radio-
frekvenčnim signalom pospešuje hitrost žarka delcev. Delci tu potujejo
krožno. Na sliki 2.2 je prikazana osnovna shema ciklotrona. V sredini
krožne strukture je vir delcev, ki jih izstreli proti eni od polovic kroga. Ti
dve polovici kroga predstavljata magnete za ukrivljanje poti žarka. Vme-
sni del med krožnima polovicama proizvaja valovito električno polje, ki
pospešuje delce;
• sinhrotron - je sestavljen iz sekcij magnetov za ukrivljanje poti žarka,
ter sekcij za pospeševanje žarka. Na sliki 2.3 je prikazana osnovna shema
sinhrotrona. Na levi je prikazan vir delcev, ki včasih najprej izstreli snop
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Slika 2.2: Shema delovanja ciklotrona [3]
delcev v linearni pospeševalnik iz katerega po pospešitvi potujejo v sin-
hrotron. Krožni elementi na sinhrotronu prikazujejo magnete za ukrivitev
poti snopa delcev. Kvadratna elementa na vrhu in dni kroga prikazujeta
pospeševalni strukturi.
2.2 Krmilni sistem
Krmilni sistem pospeševalnika povezuje in krmili naprave (senzorje in aktuatorje),
katere so del pospeševalnika. Krmilni sistem pospeševalnika omogoči delovanje in
diagnostiko pospeševalnika. Krmilni sistem uskladi, da naprave pravilno delujejo
med seboj.
Primer krmilnega sistema pospeševalnika je krmilni sistem pospeševalnika Me-
dAustron, ki se uporablja za protonsko terapijo. ta krmilni sistem ima 4 nivoje
upravljanja [14]:
1. nivo prikaza;
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Slika 2.3: Shema delovanja sinhrotrona [4]
2. nivo obdelave;
3. nivo opreme;
4. nivo čelnega dela.
Na 4. nivoju so naprave, ter sistemi (programirljiv logični krmilnik (PLK),
PXI enote, ali ostale krmilne enote) ki direktno krmilijo te naprave [14]:
• magneti za ukrivljanje poti žarka;
• radio-frekvenčni (RF) sistem za vir delcev in sinhrotron (poveča/pospešuje
hitrost gibanja delcev);
• sistem hlajenja magnetov;
• sistem električnega napajanja. Sistem, ki krmili električno napajanje ima
tudi funkcijo zaustavitve (ang. interlock) pospeševalnika s prekinitvijo na-
pajanja;
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• sistem naprav za proizvajanje vakuuma v valovodu;
• naprave za diagnostiko žarka.
Te naprave in sistemi so povezani na krmilnike čelnega dela (ang. front-end
controller - FEC ). Krmilniki čelnega dela so sistemi naprav National Instruments
PXIe.
Nivo opreme (3. nivo) ima dva namena:
• enoten pregled čez naprave 4. nivoja. To omogočijo krmilniki čelnega dela,
ki imajo implementirane gonilnike (ang. driver) naprav iz 4. nivoja, katere
so nanje povezane;
• Krmilniki čelnega dela lokalno hranijo celotno konfiguracijo za časovno
občutljive operacije. S tem izvedejo učinkovito modulacijo med pulzi.
Nivo obdelave (2. nivo) konfigurira in nadzira 3. in 4. nivo. Na 2. nivoju
potekajo nadzorne procedure (npr. zagotavljanje kakovosti delovanja naprav).
Nekaj glavnih funkcionalnosti 2. nivoja:
• predstavitev vseh fizičnih naprav kot podatkovnih struktur;
• overovitev vloge uporabnika in omejitev njegovega dostopa do krmiljenja.
To funkcionalnost omogoča razporejevalnik dostopa do pospeševalnika (po-
glavje 2.2.1);
• sinhronizacija skupnega dostopa do virov (ang. resources);
• obravnava alarmov in napak;
• proizvajanje poročil delovanja;
Nivo prikaza (1. nivo) ima funkcijo uporabnǐskega vmesnika. Ta nivo
vsebuje sistem za nadzor in krmiljenje tehnoloških procesov z računalnikom
(SCADA).
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2.2.1 Razporejevalnik dostopa do pospeševalnika
Razporejevalnik dostopa do pospeševalnika je vsebovan v 2. nivoju. Njegova na-
loga je dodelitev dostopa dela valovoda pospeševalnika uporabnikom/zunanjim
sistemom (npr. SCADA, krmilni sistem sob za obsevanje) tako, da je določen
del pospeševalnika (del valovoda) vedno dodeljen le enemu uporabniku. Po-
speševalnik ima lahko valovod, ki dostavi žarek na različne lokacije (npr. različne
sobe za obsevanje). Tako je na primer en del valovoda, ki dostavi žarek do sobe 1,
drugi del valovoda, ki dostavi žarek do sobe 2. Primer valovoda pospeševalnika,
ki dostavi žarek do različnih sob je prikazan na sliki 2.4.
Slika 2.4: Primer 3D sheme pospeševalnika protonske terapije [5]
Razporejevalnik dostopa podpira komunikacijo preko OPC UA in ZeroMQ,
ter sprejema naslednje ukaze:
• zahteva za dostop do določenega dela valovoda;
• priprava krmilnih točk;
• izvedba krmilne točke;
• razveljavitev dostopa do dostopnega dela valovoda.
3 Krmilni sistem sob za obsevanje
Objekt za protonsko terapijo je skupina sob. V enem prostoru je pospeševalnik
iz katerega vodijo valovodi v različne ločene prostore. To so prostori za ekspe-
rimente, ter sobe za obsevanje. Primer sobe za obsevanje je prikazan na sliki
3.1.
Slika 3.1: Soba za obsevanje [6]
Vsaka soba za obsevanje je opremljena z:
• nosilcem valovoda, ki dostavi žarek (ang. gantry). Ta valovod pride iz po-
speševalnika. Na koncu valovoda je nastavek za dostavo žarka do pacienta;
• robotsko nastavljivo mizo kjer leži pacient;
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• napravo za računalnǐsko tomografijo (ang. CT ). Izvede množico slik z rent-
genskimi posnetki;
• lučmi in laserji za optično poravnavo z mizo.
Vse naštete naprave delujejo medsebojno odvisno da dostavijo žarek protonov
v določeno točko v pacientu. To sinhrono delovanje omogoča Krmilni sistem
sob za obsevanje.
Podjetje Cosylab je razvilo en tak krmilni sistem z imenom Cosylab Treatment
Control System (C-TCS).
3.1 C-TCS
C-TCS je odgovoren za celotno koordiniranje procesa protonske terapije. Sis-
tem pridobi vse zahtevane informacije iz onkološkega informacijskega sistema
in omogoči uporabniku (upravljavcu) izvedbo zdravljenja pacienta po zahteva-
nih korakih. C-TCS ima vlogo koordinatorja vseh akcij in virov (strojnih in
programskih). Koordiniranje je bazirano na pred-definiranih potekih dela (ang.
workflows) [15, str. 2-7].
3.2 Arhitektura
C-TCS je oblikovan tako, da je modularen in fleksibilen. S tem je mogoče pri-
lagoditi C-TCS za vgradnjo v kateri koli sistem protonske terapije. C-TCS je
sposoben komunicirati z zunanjimi sistemi:




• sistem za dostavo žarka;
• sistem za slikanje in registracijo lokacije (CT slikanje in določitev pacienta
v prostoru robota);
• sistemi za gibanje (tu je zajeta robotsko nastavljiva miza).
Ker nekateri našteti zunanji sistemi vplivajo na zdravje pacienta, je sistem
C-TCS medicinski izdelek in mora biti zato načrtovan, razvit in vzdrževan po
določenih postopkih. Sistem C-TCS se drži standarda IEC 62304 kateri določa
življenjski cikel medicinske programske opreme.
Za komunikacijo z vsakim od teh zunanjih sistemov C-TCS vsebuje prilagojen
prilagodilnik (ang. adapter). Ti prilagodilniki so modularni z namenom, da se
jih enostavno zamenja za določen projekt. Shema sistema C-TCS, povezanega
na zunanje sisteme preko prilagodilnikov, je prikazana na sliki 3.2.
Slika 3.2: Bločni diagram povezave sistema C-TCS z zunanjimi sistemi preko
prilagodilnikov
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Sistem C-TCS ne komunicira z varnostnimi sistemi prek prilagodilnika, ker
varnostni sistemi tečejo na programirljivih logičnih krmilnikih (PLK). Komuni-
kacija s PLK je v sistemu C-TCS izvedena s storitvijo modbus komunikator.
Modularnost je na sistemu C-TCS izvedena z mikrostoritvami. Vsako enoto
predstavlja mikrostoritev ali množica mikrostoritev. Komunikacija med mikro-
storitvami je izvedena na način:
• ukaznih klicev - ta način komunikacije je imenovan ukazno vodilo;
• objavi / poslušaj (ang. publish / subscribe) - ta način komunikacije se
imenuje signalno vodilo.
Jedro sistema C-TCS je storitev: pogon potekov dela (ang. workflow engine).
Ta zagotavlja varno zaporedje dogodkov in akcij. Enostaven primer potekov dela
se izvrši:
1. branje pacientove kartoteke, branje podatkov žarkov (vsebuje navodila, kako
se nastavi strojna oprema za potek zdravljenja), vzpostavitev naprav (po-
speševalnik, sistem za dostavo žarka,...);
2. slikanje in registracija lokacije - poravna pacienta v ciljno točko glede na
posnete CT slike;
3. obsevanje pacienta (dostava žarka). Vzporedno sistem C-TCS beleži dosta-
vljene doze žarkov;
4. potek dela se zaključi z zaprtjem pacientove kartoteke in objavo poročil
zdravljenja.
3.3 Sestavni deli sistema C-TCS
Sistem C-TCS je v prvi fazi razdeljen na podsisteme. Vsak podsistem zajema
enega ali več sestavnih delov sistema C-TCS. Vsak sestavni del zajema eno ali
več storitev. Podsistemi sistema C-TCS so:
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• podsistem za dodelitev dela valovoda - upravlja dodelitve valovoda
sobam za obsevanje in komunicira z razporejevalnikom dostopa do po-
speševalnika (2.2.1);
• zagotavljanje verodostojnosti uporabnikov - potrditev uporabnika,
dovoljevanje izvedbe akcij;
• klinični podsistem - upravlja z onkološkimi informacijami (poročila
zdravljenja, shranjevanje podatkov, povezava z informacijskim sistemom
bolnǐsnice);
• podsistem sob - vsebuje pogon potekov dela. Za vsako sobo je svoj pogon
potekov dela;
• podsistem grafičnega uporabnǐskega vmesnika (ang. GUI ) - Prika-
zuje informacije o razporedu pacientov, trenutno stanje postopka zdravlje-
nja in sistema. Uporabniku omogoča upravljanje sistema z izvedbo akcij
potekov dela, nastavljanje sistema, potrjevanje in premikanje pacienta in
naprav;
• nadzorni podsistem (ang. monitoring) - nadzira vse storitve, zunanja
tipala (iz sistema varnosti ki teče na PLK) in objavlja zgoščeno stanje;
• podsistem dostave sevanja - upravlja z dostavo doze žarkov in s pacien-
tom prilagojenimi nastavki za dostavo žarka;
• podsistem za gibanje (ang. motion) - upravlja s storitvami in prila-
godilniki, kateri krmilijo gibljive naprave (robotska miza, gantry, optično
zaznavanje pozicije);
• podsistem za slikanje in registracijo lokacije - izvaja CT slikanje. Slike
posreduje kliničnemu podsistemu za shrambo. S slikami se izračuna lokacija
pacienta, ter se primerja s ciljno lokacijo pacienta (omogoča zaprto-zančno
krmiljenje gibanja robotske mize pacienta);
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• podsistem simulatorjev - vsebuje simulatorje storitev, prilagodilnikov in
zunanjih sistemov. Simulatorji storitev in prilagodilnikov so uporabljani v
fazi razvoja za preizkušanje storitev, katere komunicirajo s temi simulatorji.
Simulatorji zunanjih sistemov so uporabljani v fazi testiranja celotnega sis-
tema C-TCS. V tej fazi ni nobeden notranji del sistema simuliran.
3.4 Medicinski izdelek
Sistem C-TCS krmili naprave ki neposredno vplivajo na pacienta z namenom
zdravljenja. Zaradi posrednega vpliva sistema C-TCS na pacienta, je sistem
C-TCS medicinski izdelek. Da se lahko prodaja kot medicinski izdelek, mora
življenjski cikel sistema C-TCS upoštevati določene standarde, kateri določajo
razvoj medicinskih izdelkov.
Razvoj in življenjski cikel sistema C-TCS sledita naslednjim standardom:
• ISO 14971 - upravljanje tveganosti (ang. risk management);
• IEC 60601 - medicinska električna oprema (ang. medical Electrical Equi-
pment);
• IEC 60601-2-64 - zahteve za osnovno varnost in delovanje obsevalnih na-
prav (ang. particular requirements for the basic safety and essential perfor-
mance of light ion beam medical electrical equipment);
• IEC 62274 - medicinska električna oprema - Varnost radioterapevtskih
sistemov za zapisovanje in preverjanje (ang. safety of radiotherapy record
and verify systems);
• IEC 62304:2015 - programsko orodje medicinskih naprav - življenjski cikel
procesov programskega orodja (ang. medical device software — Software life
cycle processes);
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• IEC 62366 - uporaba uporabnostnega inženiringa pri medicinskih napra-
vah (ang. application of usability engineering to medical devices).
Ker standard IEC 62304 zajema medicinsko programsko opremo, ima vpliv
na varnost sistema C-TCS kot programske opreme. Ta standard določa potek
življenjskega cikla medicinske programske opreme. Ta standard pripomore proi-
zvajalcem na naslednje načine [16]:
• določa minimalno število procesov v življenjskem ciklu programske opreme;
• omogoča prilagodljivo izbiro procesov glede na tveganost povezano s pro-
gramsko opremo;
• dovoljuje delitev programskega orodja v enote z različnimi nivoji tveganja;
• je usklajen z direktivami iz EU, kot je MDD;
• je sprejet za vse nivoje tveganja določene od direktiv iz FDA.
3.4.1 IEC 62304
Standard IEC 62304 v grobem definira izvajanje dveh aktivnosti:
• razvrščanje enot programskega orodja v 3 varnostne razrede;
• izvajanje življenjskega cikla programskega orodja. Ta življenjski cikel mora
vsebovati vse procese glede na nivo varnostnega razreda.
3.4.1.1 Varnostni razredi
Varnostni razredi so po tveganju razvrščeni od najnižje do najvǐsje tveganosti:
1. Razred A: pojav poškodbe ni možen;
2. Razred B: pojav lažje poškodbe je možen;
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3. Razred C: pojav težje poškodbe ali smrti je možen;
Standard IEC 62304 zahteva, da se določanje razreda varnosti izvede v po-
stopku upravljanja tveganosti, ki se mora izvesti pred laǰsanjem tveganja (ang.
risk mitigation). FDA določa, da se v upravljanju tveganosti vsaka možnost
pojava napake smatra kot verjetnost pojava napake enaka 100 %. To pravilo
upošteva tudi standard IEC 62304.
Ko je določanje varnostnih razredov zaključeno, se enotam programskega
orodja dodeli primerne procese njihovega življenjskega cikla.
3.4.1.2 Življenjski cikel razvoja programskega orodja
Standard IEC 62304 pokriva potek razvoja in vzdrževanja programskega
orodja. Procesi življenjskega cikla programskega orodja morajo biti dokumen-
tirani v obliki arhitekturnih dokumentov, dokumentov zasnove (ang. design do-
cument), poročil presoje (ang. review report), poročil testiranja (ang. test re-
port),...
Življenjski cikel vsebuje procese, ki so delno vključeni glede na varnostni ra-
zred enote programskega orodja. Ponavljanje izvajanja procesov je dovoljeno. Ob
ponovitvi izvajanja procesov je potrebno posodobiti vse dokumente, ki so odvi-
sni od ponovljenega procesa. Zaporedje izvajanja procesov je določeno do meje
logičnega reda. Glavni zahtevani procesi so prikazani na sliki 3.3.
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Slika 3.3: Bločni diagram pregleda procesov in aktivnosti v ciklu razvoja
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4 Zagotavljanje kvalitetne kode v
programskem jeziku Java
Zagotavljanje kvalitetne kode pripomore k manǰsemu številu pojavov programskih
napak. Če ima krmiljena naprava pravilno načrtovane strojne blokade, potem po-
javi napak na programski opremi ne morejo škoditi fizičnemu delovanju naprave.
Kljub temu se lahko zgodijo nevšečnosti. V primeru Therac-25 je bilo izpisova-
nje napak pogosto in upravljavci naprave so začeli ignorirati sporočila (sekcija
1.3.1.2).
Programska napaka je napaka v računalnǐskem programu, ali sistemu katera
povzroči nepričakovan rezultat, ali obnašanje.
Pri razvoju vmesnika med pospeševalnikom in sobo za obsevanje smo za za-
gotavljanje kvalitetne kode uporabili:
• načrtovalske vzorce (ang. design patterns);
• knjižnice, ki omogočajo bolj berljivo in poenostavljeno kodo;
• razvoj s preizkušanjem (ang. test driven development).
4.1 Načrtovalski vzorci
Načrtovalski vzorci so rešitve za večkratno uporabo, ki rešujejo ponavljajoče pro-
bleme v kodi [17, str. 1].
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Načrtovalski vzorci, ki so v uporabi več let, so zaradi večkratnih testiranj
in velike baze uporabnikov dobro preizkušeni in izpopolnjeni. Večkratna upo-
raba načrtovalskih vzorcev pripomore k bolǰsi berljivosti kode. S poimenovanjem
načrtovalskih vzorcev je izbolǰsana komunikacija med razvijalci, saj si ti hitreje
predstavljajo načrt programa ob omembi imena uporabljenega načrtovalskega
vzorca.
V podpoglavjih so opisani načrtovalski vzorci, ki so uporabljeni v kodi vme-
snika med pospeševalnikom in sobo za obsevanje.
4.1.1 Končni avtomat
Vzorec končnega avtomata (ang. state pattern) je način, ki omogoča objektu
spremembo njegovega obnašanja in funkcionalnosti v odvisnosti od notranjih vre-
dnosti. Ko se določena vrednost objekta spremeni, se glede na to spremeni tudi
stanje objekta [18, str. 154].
Vzorec končnega avtomata je sestavljen iz dveh premetov (ang. object): pred-
met stanja in predmet konteksta. Predmet stanja se odziva na spremembe no-
tranjih vrednosti. Predmet konteksta vsebuje spremenljivko predmeta stanja in
jo krmili. Predmet stanja identificira spremembe in se glede na trenutno stanje
spremeni v predmet z novim stanjem.
Slika 4.1 prikazuje razporeditev predmetov v vzorcu končnega avtomata.
Puščica s polno črto prikazuje predmet stanja, ki je kot spremenljivka vsebovan v
predmetu konteksta. Predmet stanja je eden od razredov (Stanje 1, Stanje 2, Sta-
nje 3) kateri implementirajo vmesnik stanja. Vsak razred predstavlja drugačno
obnašanje predmeta stanja.
4.1.2 Vzorec reaktorja
Vzorec reaktorja (ang. reactor pattern) omogoča sinhrono odpošiljanje zahtev
aplikacijam, katere se prožijo glede na izvedene dogodke (ang. event-driven).
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Slika 4.1: Bločni diagram objektov končnega avtomata
Te zahteve so asinhrono dostavljene do aplikacije od ene ali več strank (ang.
clients). Stranke so v pogostih primerih vhodno izhodne enote fizične naprave
[19, str. 154].
Na sliki 4.2 je prikazan primer uporabe vzorca reaktorja. Ta slika prikazuje
aplikacijo vgradnega sistema vzporednega branja izmerjenih vrednosti iz tipal in
zaporedno pisanje teh vrednosti v podatkovno bazo. Branje vrednosti iz posa-
meznega tipala se izvede, ko tipalo pošlje vrednost na mikrokrmilnik. Ko se na
tipalu izmerjena vrednost spremeni za določeno vrednost odstopanja od zadnje
poslane vrednosti, tipalo pošlje izmerjeno vrednost na mikrokrmilnik. Mikrokr-
milnik vzporedno sprejema prejete vrednosti in jih zapǐse v vrsto katera omogoča
vzporedno vnašanje vrednosti. Na krmilniku teče storitev, ki čaka na nove vre-
dnosti v tej vrsti. Ob novem vnosu storitev prepǐse prejeto vrednost iz vrste v
podatkovno bazo in jo izbrǐse iz vrste. Če je v vrsti več storitev, se prepisovanje
v bazo izvede zaporedno.
Slika 4.3 prikazuje razporeditev predmetov v vzorcu reaktorja. Predmet
oprimka (ang. handle) posluša določen vir dogodkov (npr. vhodno izhodna enota,
časovnik,...). Predmetu oprimka je dodeljen predmet konkretnega opravilnika
dogodkov, ki implementira vmesnik opravilnika dogodkov. Konkretni opravilnik
vsebuje kodo, ki se kliče ob izvedbi dogodka na predmetu oprimka kateremu je
ta konkretni opravilnik dodeljen. Predmet reaktorja vsebuje niz oprimkov v ka-
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Slika 4.2: Bločni diagram primera uporabe vzorca reaktorja - vzporedno branje
vrednosti iz tipal in zaporedno pisanje vrednosti v podatkovno bazo
terega je možno dodajati in iz njega brisati oprimke. Predmet reaktorja vsebuje
funkcijo sinhroni demultiplekser dogodkov. Ta funkcija posluša niz oprimkov in
blokira dokler se ne izvede dogodek na oprimku. Oprimek na katerem se je zgodil
dogodek izvede vsebovani konkretni opravilnik dogodkov.
Slika 4.3: Bločni diagram razporeditve predmetov v vzorcu reaktorja
4.1.3 Vzorec gradnje
Vzorec gradnje (ang. Builder pattern) je tip vzorcev kateri ustvarijo nov predmet.
Ta vzorec krepi del kode, kateri inicializira in oblikuje nov predmet. Vzorec
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gradnje se uporablja za konstrukcijo kompleksnih predmetov [18, str. 57 - 58].
Slika 4.4 prikazuje razporeditev predmetov v vzorcu gradnje. Ta vzorec vse-
buje tri glavne sestavne dele:
• Gradnja - definira in proizvede posamezne dele celotnega izdelka. Vsebuje
procese potrebne za gradnjo, inicializacijo in oblikovanje določenega razreda
izdelka. Vsak razred konkretne gradnje implementira vmesnik gradnje;
• Koordinator - pokliče potrebne metode predmeta gradnje v pravem zapo-
redju za izgradnjo izdelka;
• Izdelek - končni predmet zgrajen iz tega vzorca.
Slika 4.4: Bločni diagram razporeditve predmetov v vzorcu gradnje
4.1.4 Opazovalec - Observer
Vzorec opazovalca (ang. observer pattern) laǰsa komunikacijo med razredom
starša in vsakim njegovim otroškim razredom (ang. child class), ki je odvisen
od njega. To omogoča, da se sprememba stanja razreda starša pošlje na vse od
njega odvisne otroške razrede. Razred starša je eden. Otroških razredov, ki so
odvisni od starša je lahko več [18, str. 145].
Slika 4.5 prikazuje razporeditev predmetov v vzorcu opazovalca. Ta vzorec je
v osnovi sestavljen iz dveh glavnih razredov:
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• Subjekt - ima vlogo objavljanja;
• Opazovalec - sprejema objave Subjekta. Ob objavi Subjekta se odziva na
novo stanje subjekta.
Slika 4.5: Bločni diagram razporeditve predmetov v vzorcu opazovalca
Ta vzorec v določenih primerih nadomešča kodo kjer se sprememba stanja
določene spremenljivke preverja v zanki s stavkom če (ang. if statement).
4.2 Avtomatizirano testiranje
Čas razvoja programskih izdelkov se danes poizkuša čimbolj skraǰsati. Z avto-
matiziranim testiranjem (ang. test automation) je mogoče skraǰsati čas razvoja.
Avtomatizirano testiranje zagotavlja kvalitetno kodo in hkrati zaradi samostoj-
nega delovanja skraǰsa čas testiranja.
Avtomatizirano testiranje je upravljanje in izvedba dejavnosti testiranja, kjer
je vključen razvoj in poganjanje testnih skript. Te testne skripte preverjajo zah-
teve testov z uporabo orodij za avtomatsko testiranje [20, str. 3 - 4].
4.3 Knjižnice
Programska knjižnica je zbirka implementacij obnašanja programske kodo. Ta
ima definiran vmesnik preko katerega se to obnašanje kliče. V primeru beleženja
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dogodkov v datoteko lahko razvijalec uporabi knjižnico, ki izvaja to, namesto
da ob vsakem beleženju ponovno napǐse celotno kodo. Tako je lahko obnašanje,
ki je implementirano v knjižnici, večkrat uporabljeno od različnih samostojnih
programov. Ker je obnašanje knjižnic večkrat testirano od različnih uporabnikov,
to omogoča tudi bolj kakovostno kodo.
V podpoglavjih so opisane knjižnice uporabljene v kodi vmesnika med po-
speševalnikom in sobo za obsevanje.
4.3.1 Med-nitna varnost
Sočasno izvajanje (ang. concurrency) dveh ali več odsekov kode ima veliko pred-
nosti, saj naredi aplikacijo bolj odzivno in hitreǰso. Sočasno izvajanje lahko za
sabo prinese tudi napake v kodi:
• tvegano stanje (ang. race condition) - dve niti sočasno v nepravilnem
vrstnem redu uporabljata isto skupno spremenljivko, zaradi česar pride do
nepredvidljivega pisanja vrednosti v to skupno spremenljivko [21, str. 5 -
6];
• mrtva točka (ang. deadlock) - dve ali več niti čakajo druga na drugo,
zaradi česar program čaka do njegove ustavitve [21, str. 5 - 6];
• stradanje (ang. starvation) - nit čaka drugo nit, katera dostopa da
skupne spremenljivke dolgo časa in ne pusti prvi niti izvajanje [21, str. 5 -
6].
Program, ki vsebuje sočasno izvajanje kode in ima odpravljene težave, ki se
tičejo tega, je med-nitno varen. Med-nitna varnost je koncept v računalnǐskem
programiranju, ki se nanaša na kodo, katera teče na več nitih (ang. thread). Da
je koda med-nitno varna, lahko manipulira s skupnimi podatkovnimi strukturami
le na način, da vse niti delujejo pravilno in izpolnjujejo njihov načrt delovanja.
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Programski jezik Java vsebuje knjižnico, katera poenostavi pisanje kode
sočasnega izvajanja: java.util.concurrent. V podpoglavjih so opisani nekateri
uporabljeni elementi te knjižnice.
4.3.1.1 Spremenljivke atomičnega tipa
java.util.concurrent.atomic je paket razredov kateri omogočajo varno med-
nitno spreminjanje in branje ene spremenljivke brez uporabe dodatnega zakle-
panja. Omogoča tudi atomično pogojno spreminjanje vrednosti. Operacije teh
razredov uporabljajo atomične ukaze na nivoju procesorja [22].
Atomični ukazi na nivoju procesorja omogočajo, da:
• je sprememba vrednosti skupne spremenljivke vidna na vseh nitih. Če spre-
minjanje vrednosti ni izvedeno z atomičnim ukazom, potem se lahko zgodi,
da ena nit prebere staro vrednost skupne spremenljivke, ko druga nit pǐse
novo vrednost spremenljivke;
• se primerja trenutno vrednost skupne spremenljivke s pričakovano vredno-
stjo in v primeru enakosti se ta vrednost zapǐse v to skupno spremenljivko
- ang. compare and set.
Ker nekateri procesorji ne podpirajo atomičnih ukazov, se na teh procesorjih
takšne operacije izvedejo z notranjim zaklepanjem skupne spremenljivke, ko se
določena operacija izvaja. Zaradi tega ta paket v nekaterih uporabljenih proce-
sorjih ne omogoča operacij brez zaklepanja.
4.3.1.2 CompletableFuture
Future je vmesnik, ki predstavlja rezultat vzporednega obdelovanja. Ob za-
ključku vzporednega obdelovanja vrne rezultat.
CompletableFuture je razred, ki implementira vmesnik Future. Kot im-
plementacija vmesnika Future ima to posebnost, da vsebuje logiko za na-
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zorno dokončanje. Ob določenem tipu dokončanja lahko požene nov pred-
met razreda CompletableFuture. Ob določenem dogodku (pravilno do-
končanje, nepravilno dokončanje, dokončanje enega od dveh predmetov razreda
CompletableFuture,...) lahko sproži nastavljeno akcijo [23].
Ko dve ali več niti poizkuša hkrati dokončati isti CompletableFuture, to
uspešno izvede le ena nit. V ostalih nitih se klic metode zaključi neuspešno.
Slika 4.6 prikazuje diagram primera poteka izvajanja predmeta razreda
CompletableFuture. Časovni potek je od zgoraj proti dol:
1. v prvi niti se ustvari predmet razreda CompletableFuture;
2. v isti niti se v ta predmet poda aktivnost: prižgi luč, katera se bo izvedla,
ko se ta predmet zaključi;
3. referenca predmeta se poda iz Niti 1 v Nit 2;
4. Nit 1 čaka na dokončanje predmeta CompletableFuture;
5. na Niti 2 se izvede klic za dokončanje predmeta CompletableFuture. Takoj
po dokončanju tega se izvede na Niti 2 aktivnost: prižgi luč in na Niti 1
se zaključi čakanja dokončanja predmeta.
Z uporabo razreda CompletableFuture se lahko v kodi izognemo uporabi
zaklepanja ključavnic med nitmi. Z izogibanjem te uporabi postane koda bolj
berljiva. S tem se tudi izognemo napakam, ki bi se zgodile ob implementaciji
kompleksnega zaklepanja.
4.3.1.3 Preveri-potem-reagiraj
Preveri-potem-reagiraj (ang. check-then-act) je koncept kode kjer se naprej pre-
bere vrednost, nato se vrednost obdela, ter se nato nova obdelana vrednost vpǐse
in prepǐse staro vrednost. Ta koncept lahko povzroči probleme v primeru, ko je
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branje in pisanje izvedeno na skupni spremenljivki, katero berejo in vanjo pǐsejo
različne niti hkrati.
Koncept preveri-potem-reagiraj ni vsebovan v knjižnici
java.util.concurrent. Vendar je pogosta nepravilna uporaba metod ele-
mentov iz te knjižnice ko je uporabljen koncept preveri-potem-reagiraj.
4.3.2 Nespremenljive vrednosti
Knjižnica Immutables je anotacijski procesor, ki tvori enostavne, varne in konsi-
stentne predmete. Uporabnik v abstraktnem razredu, ali vmesniku z anotacijami
poda zahteve za nov predmet. Immutables tvori novo kodo na podlagi anotacij.
Ta koda predstavlja nove predmete, kateri so nespremenljive vrednosti [24].
Prednosti uporabe knjižnice Immutables:
• knjižnica prisili razvijalce v konsistentno kodo v delu tvorjenja nespremen-
ljivih vrednosti;
• tvorjeni predmeti so čisti in konsistentni;
• preverjanje ničelne vrednosti teh predmetov ni potrebno;
• nespremenljive vrednosti so med-nitno varne, saj se ne spreminjajo;
• nespremenljive vrednosti zagotavljajo, da se vrednost nikjer v kodi ne-
pričakovano ne spremeni.
Knjižnica Immutables vsebuje dva glavna akterja: Value in Builder.
Value vsebuje anotacije za tvorjenje novih nespremenljivih predmetov. Tvor-
jeni nespremenljivi predmeti dedujejo abstraktne tipe kateri jih določajo (vsebu-
jejo anotacije).
Builder je tvorjen za vsak nespremenljivi predmet. Builder omogoča izrazito
gradnjo predmetov. Builder uporablja vzorec gradnje (poglavje 4.1.3).
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4.3.3 Knjižnica Junit
Testiranje enot je del kode, ki izvede določen del funkcionalnosti kode in preveri
če ta pravilno deluje. Ponavadi testiranje enot pokliče neko metodo v nekem
okviru delovanja. Primer testiranja je metoda, ki prejme kot argument celo število
in ga doda v listo, če je to število večje od praga. Na koncu testa se preveri, če
je to celo število vstavljeno v listi [25].
Junit je ogrodje (ang. framework) namenjeno testiranju enot v program-
skem jeziku Java. Omogoča pregledno pisanje testov z anotacijami. Vsak test
mora vsebovati trditev (ang. assertion). Če je trditev napačna glede na rezultat
testirane metode, potem test ni bil uspešen.
Knjižnica Junit omogoča izvajanje avtomatiziranega testiranja (poglavje 4.2).
4.3.4 Knjižnica Mockito
Pogosto so testi počasni zaradi testiranja enot, katere dostopajo do počasneǰsih
virov. Primer tega je komunikacija z drugo napravo. Tista enota, ki izvaja komu-
nikacijo, mora biti testirana z dostopanjem do tega vira. Obstajajo enote, katere
kličejo enote, ki dostopajo do virov. Testiranje teh enot ne zahteva dostopanja
do virov, saj je to že testirano v prvi enotah ki direktno dostopajo do virov. V
takem primeru se naredi lažno enoto (ang. mocked unit), katera naj bi dostopala
do vira. Enota, ki je pod testiranjem, kliče to ustvarjeno lažno enoto.
Lažno enoto je možno ustvariti z dedovanjem dejanskega razreda. Vendar
je postopek ustvarjanja lažnih enot s pisanjem novih razredov zamuden. Ta
postopek je možno skraǰsati z uporabo knjižnice Mockito.
Mockito je knjižnica ki omogoča ustvarjanje in preverjanje lažnih predmetov
[26, str. 67].
Nekaj lastnosti, ki jih omogoča knjižnica Mockito:
• izdelava lažnega predmeta;
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• dodelitev obnašanja metod lažnega predmeta (na primer ko se kliče metoda
z vhodnim parametrom ”x”, potem metoda vrne ”y”);
• ovijanje dejanskih predmetov;
• preverjanje klicev metod lažnega ali ovitega predmeta;
• zajemanje vhodnih parametrov metod in odzivanje na te vrednosti;
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Slika 4.6: Diagram primera poteka izvajanja predmeta razreda CompletableFu-
ture
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5 Razvoj vmesnika za krmilni sistem
pospeševalnika
Vmesnik za krmilni sistem pospeševalnika (Vmesnik C-ACS) je storitev, ki skrbi
za nemoteno komunikacijo med sistemom C-TCS in sistemom C-ACS. Poleg
pošiljanja ukazov, sprejemanja odgovorov in obvestil (ang. notification) ta stori-
tev skrbi, da pravilno reagira glede na trenutno stanje razporeditve dostopa do
pospeševalnika.
5.1 Življenjski cikel razvoja po standardu IEC 62304
Vmesnik za krmilni sistem pospeševalnika je enota sistema C-TCS. V tem po-
glavju je delno opisan življenjski cikel razvoja sistema C-TCS in njegove enote,
vmesnika C-ACS. Življenjski cikel je vzporeden s standardom IEC 62304, ker je
sistem C-TCS medicinski izdelek.
Proces razvoja sistema poteka v korakih, ki se lahko ponovijo ali izvajajo
vzporedno [27]:
1. načrt razvoja sistema;
2. analiza zahtev sistema;
3. zasnova arhitekture sistema;
4. dokument podrobne zasnove enot (ang. Unit detailed design document);
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5. implementacija in preverjanje enote;
6. integracija sistema in testiranje integriranega sistema - ker je sistem C-
TCS programsko orodje kot izdelek, ni bil testiran kot integriran sistem v





Slika 5.1 prikazuje osnovno arhitekturo vmesnika C-ACS, ter dele s katerimi ta
vmesnik komunicira. Vmesnik C-ACS ima odprt vmesnik ukazov (poglavje 5.2.2)
kjer čaka na prejem ukaza iz storitve za čakanje operacij na pospeševalniku (po-
glavje 5.2.1) kraǰse AQS. Prejet ukaz se nato posreduje na Končni avtomat po-
speševalnika (poglavje 5.2.3), kateri se glede na trenutno stanje odziva na ukaz. V
primeru zahteve po preverjanju krmilnih točk, Končni avtomat pokliče Preverje-
valnik krmilnih točk (poglavje 5.2.4). Končni avtomat pospeševalnika komunicira
z Razporejevalnikom dostopa do pospeševalnika (C-ACS del) preko Komunikacije
s pospeševalnikom.
5.2.1 Storitev za čakanje operacij na pospeševalniku
Storitev za čakanje operacij na pospeševalniku (AQS) razporeja dostop do po-
speševalnika po sobah. Razpored je baziran glede na ukaze iz vǐsjega nivoja
kjer so na vrhu upravljavci zdravljenja, kateri zaprosijo za dostop. Ko ta stori-
tev začne z dodelitvijo dostopa do pospeševalnika določeni sobi, pošlje ukaz na
Vmesnik C-ACS katerega najprej sprejme Vmesnik ukazov.
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Slika 5.1: Diagram arhitekture vmesnika za krmilni sistem pospeševalnika
5.2.2 Vmesnik ukazov
Vmesnik ukazov sprejema ukaze namenjene vmesniku C-ACS in jih posreduje
Končnemu avtomatu pospeševalnika. Ukazi, ki jih sprejme vmesnik ukazov so:
• preveri krmilne točke - preverjanje, če so krmilne točke znotraj delovnega
območja pospeševalnika;
• dodelitev dostopa do pospeševalnika - dodeli dostop do dela po-
speševalnika določeni sobi sistema C-TCS;
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• prestavitev krmilnih točk pospeševalnika - nastavi določeno krmilno
točko pospeševalnika. Krmilna točka vsebuje podatke za izvedbo žarka. Ta
ukaz na koncu dostavi žarek;
• razveljavitev dostopa do pospeševalnika - razveljavi dostop do dosto-
panega dela pospeševalnika določene sobe sistema C-TCS.
5.2.2.1 Krmilne točke pospeševalnika
Krmilna točka pospeševalnika je nespremenljiva (Immutable) podatkovna struk-
tura. Vsebuje podatke za dostavo enega žarka. Ko je pacient na mizi za ob-
sevanje, prejme več žarkov, zato se na pospeševalnik pošlje lista krmilnih točk
pospeševalnika. Krmilna točka vsebuje podatke:
• količina energije delcev;
• kot pod katerim je postavljena šoba;
• vǐsina in širina žarka;
• možni so dodatni podatki.
5.2.3 Končni avtomat pospeševalnika
Končni avtomat pospeševalnika krmili dostop do pospeševalnika. Vhodni dogodki
v avtomat so ukazi iz vmesnika ukazov, ter odgovori in sporočila, ki pridejo iz
Razporejevalnika dostopa preko Komunikacije s pospeševalnikom. Glede na tre-
nutno stanje se odziva na dogodke. Končni avtomat pospeševalnika implementira
vzorec končnega avtomata (poglavje 4.1.1).
Stanja avtomata so prikazana na sliki 5.2. V podpoglavjih so opisana stanja.
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Slika 5.2: Diagram stanj končnega avtomata pospeševalnika
5.2.3.1 Začetno stanje
Začetno stanje je stanje ob zagonu storitve. Če je sistemu C-TCS dodeljen
dostop do sistema C-ACS, potem se Končni avtomat pospeševalnika prestavi v
Stanje dodeljenega dostopa. Če sistemu C-TCS ni dodeljen dostop do sistem
C-ACS, potem se Končni avtomat pospeševalnika prestavi v Nedejavno stanje.
5.2.3.2 Nedejavno stanje
Nedejavno stanje pričakuje ukaz zahteve za dostop do pospeševalnika iz storitve
AQS. Ob prejemu tega ukaza se Končni avtomat pospeševalnika prestavi v Stanje
zahtevanega dostopa.
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5.2.3.3 Stanje zahtevanega dostopa
Ob prehajanju v to stanje se na Razporejevalnik dostopa do pospeševalnika pošlje
ukaz Zahteva za dostop do določenega dela valovoda. Stanje zahtevane
dostopa čaka na odgovor poslanega ukaza. V primeru prejema pozitivnega od-
govora znotraj varnega časovnega okvira, se Končni avtomat pospeševalnika pre-
stavi v Stanje priprave krmilnih točk. V primeru napake, zahteve po raz-
veljavitvi dostopa, ali negativnega odgovora se Končni avtomat pospeševalnika
prestavi v Nedejavno stanje.
5.2.3.4 Stanje priprave krmilnih točk
Ob prehajanju v to stanje se na Razporejevalnik dostopa do pospeševalnika pošlje
ukaz Priprava krmilnih točk. Stanje priprave krmilnih točk čaka na od-
govor poslanega ukaza. V primeru prejema pozitivnega odgovora znotraj varnega
časovnega okvirja, se Končni avtomat pospeševalnika prestavi v Stanje dode-
ljenega dostopa. V primeru napake, zahteve po razveljavitvi dostopa, ali ne-
gativnega odgovora se Končni avtomat pospeševalnika prestavi v Nedejavno
stanje.
5.2.3.5 Stanje dodeljenega dostopa
Stanje dodeljenega dostopa pričakuje ukaz prestavitev krmilnih točk
pospeševalnika iz storitve AQS. Ob prejemu tega ukaza se Končni avtomat
pospeševalnika prestavi v Stanje prestavitve krmilnih točk. V primeru pre-
jete zahteve po razveljavitvi dostopa, ali prejetega sporočila napake na dostopu do
pospeševalnika se Končni avtomat pospeševalnika prestavi v Nedejavno stanje.
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5.2.3.6 Stanje prestavitve krmilnih točk
Ob prehajanju v to stanje se na Razporejevalnik dostopa do pospeševalnika pošlje
ukaz Izvedba krmilne točke. Stanje prestavitve krmilnih točk čaka na
odgovor poslanega ukaza. V primeru prejema pozitivnega odgovora znotraj var-
nega časovnega okvirja, se Končni avtomat pospeševalnika prestavi v Stanje
dodeljenega dostopa. V primeru napake, zahteve po razveljavitvi dostopa, ali
negativnega odgovora se Končni avtomat pospeševalnika prestavi v Nedejavno
stanje.
5.2.4 Preverjevalnik krmilnih točk
Preverja če so prejete krmilne točke pospeševalnika znotraj delovnega območja
pospeševalnika. Delovno območje pospeševalnika je zapisano v konfiguraciji (po-
glavje 5.3) vmesnika C-ACS.
5.2.5 Komunikacija s pospeševalnikom
Komunikacija s pospeševalnikom pošilja in sprejema sporočila do/od Razpore-
jevalnika dostopa do pospeševalnika. Komunikacija je izvedena preko knjižnice
ZeroMQ katera komunicira preko TCP/IP protokola. Sporočila so na strani C-
ACS vmesnika hranjena v obliki Immutable. Ob pošiljanju na/prejemanju iz
Razporejevalnika dostopa do pospeševalnika so sporočila tvorjena v bitnem for-
matu. Del tega bitnega formata je koristna vsebina (ang. payload), ki je tipa
String in zapisana v formatu Json. Komunikacija s pospeševalnikom izvaja dve
vzporedni niti za tekoče pošiljanje in sprejemanje:
• nit za sprejemanje odgovorov in obvestil - teče element knjižnice ZeroMQ,
ZLoop kateri implementira vzorec reaktorja (poglavje 4.1.2). ZLoop vsebuje
oprimek, ki posluša vtičnico za sprejem sporočil. Ta sporočila se posredujejo
na Končni avtomat pospeševalnika;
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• nit za pošiljanje zahtev - končni avtomat pǐse zahteve v mapo tipa
ConcurrentMap. Ta nit čaka na nove vnose v tej mapi. Ob prejemu vnosa
zahteve se ta pretvori v bitni format in pošlje preko vtičnice na Razporeje-
valnik dostopa do pospeševalnika.
Ker vtičnice tipa ZeroMQ niso med-nitno varne, je pošiljanje in sprejemanje
sporočil sinhroniziran z blokom synchronised.
5.2.5.1 Knjižnica ZeroMQ
ZeroMQ je knjižnica za visoko-performančno vzporedno sporočanje v distribuira-
nih vzporednih aplikacijah.
5.3 Konfiguracija
Konfiguracija se prebere ob zagonu storitve Vmesnik C-ACS. Podatki v konfigu-
raciji so potrebno za zdrav zagon storitve.
Konfiguracija vsebuje podatke o:
• delovnem območju pospeševalnika;
• slovarju imen in identifikacijskih številk sob;
• komunikaciji z Razporejevalnikom dostopa do pospeševalnika.
6 Sklep
Sistem C-TCS, katerega del je Vmesnik C-ACS, trenutno ni integriran ni-
kjer. Zaradi tega je izpuščen korak testiranja integriranega programa, ki je del
življenjskega cikla razvoja programskega orodja kot medicinskega izdelka. Ta ko-
rak bo izveden ob vsaki integraciji tega sistema. Ker so objekti za zdravljenje
s protonsko terapijo različno postavljeni, je potrebna tudi konfiguracija sistema
C-TCS po meri vsakega takšnega objekta. To dodatno podalǰsa potek vsake
integracije sistema C-TCS.
Vmesnik za krmilni sistem pospeševalnika je delujoč, vendar trenutno podpira
istočasno dostop le ene sobe do pospeševalnika. V naslednjih različicah se bo
dodala ta funkcionalnost.
V razvoju programskega orodja kot medicinskega izdelka ni možno zagotoviti
da je končni produkt brez napak. Razlog za to je nezmožnost določitve stan-
darda, ki bi postavil omejitve v kodi, katere bi zagotovile varnost izdelka. Lahko
le zagotovimo, da se je izdelek razvil po postopku, ki čimbolj zmanǰsa število
pojava napak. Standard IEC 62304 nakazuje merila za pravilen postopek razvoja
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