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　Traﬃc simulation programs have been used to evaluate the performance of communication networks 
such as the mean waiting time, the loss probability, or the mean number of requests. In this paper, 
simulation programs for the waiting system（M/M/S）and the loss system（M/M/S(0)） that work on 
the Web server are studied. Speedup techniques for these simulation programs are discussed in order 
to shorten the simulation time. Then, the hybrid simulator, which is applicable to both waiting and 
loss systems, is proposed. The high-speed hybrid simulation technique is applied to the performance 
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2  define(INF, 1.0e100);           
3  define(EPS, 1.0e-100);         
4  $A=$_GET["A"];$N=$_GET["N"];$ser=$_GET["ser"];$call=$_GET["call"];
5  if (isset($A) && isset($N) && isset($ser) && isset($call)){
6    $A=1.0/$A; $nn=0; $nn1=0; $q=0;
7    srand((float)microtime() * 1000000) ;
8    $aa=(double)rand()/(1.0 + getrandmax());
9    $tm = - $A * log(1.0 - $aa);
10   for ($k = 1;$k <= $N; $k++) {
11      $sn[$k] = 0;  $tn[$k] = INF; 
12    }
13  // 開始
14   while ($nn <= $call) {
15     // 到着 
16     if (abs($tm) < EPS) {
17      $aa=(double)rand()/(1.0 + getrandmax());
18      $tm = - $A * log(1.0 - $aa);
19      $nn++;  
20      $q++; $tq[$q]=$tt;
21     }
22     // サービス
23     for ($k = 1; $k <= $N; $k++) {     
24      if (abs($tn[$k]) < EPS || $sn[$k]== 0) {
25        if ($q > 0) { 
26          $sn[$k] = 1;   
27          $aa=(double)rand()/(1.0 + getrandmax());
28          $tn[$k] = - $ser * log(1.0 - $aa);
29          $tw = $tt - $tq[1];
30          $x = $x + $tw;
31          $x2 = $x2 + $tw * $tw;
32          $nn1++;
33          $q--;
34          if ($q > 0) {
35            for ($i = 1; $i <= $q; $i ++) {
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36              $tq[$i] = $tq[$i + 1];
37            }
38           }
39        } else {     
40          $sn[$k] = 0;   $tn[$k] = INF;
41        }
42      }
43    }
44  // 次に状態変化の起る時刻を求める
45    $at = INF;
46    if ($tm < $at) $at = $tm;
47    for ($k = 1; $k <= $N; $k++) {
48      if ($tn[$k] < $at)  $at = $tn[$k];
49    }
50    // 時間を進める
51    $tm = $tm - $at;
52    for ($k = 1; $k <= $N; $k++) {
53      $tn[$k] = $tn[$k] - $at;
54    }






$nn1 はサービスが終了した呼びの数を、$q は待ち行列の長さ ( 処理を待っている呼びの数 )
を表す。また、入力したトラヒック密度 A（プログラム内では $A）を逆数に変換すること
により平均到着間隔値を得ている。8 行では、rand ( ) 関数によって 0 から getrandmax() 関
数により求まる最大値までの乱数を発生させ、それを（１＋getrandmax()）で割ることによっ
て 1 より小さい乱数を生成する。7 行では実行する度に異なる乱数を生成するための「種」
を発生する。ここで生成された乱数値を使って 9 行目で最初の呼びが発生するまでの時間間
隔を求める。時間間隔は平均 1/$A( トラヒック密度が $A) の指数分布に従うことを仮定して
おり、指数分布の逆関数を用いて計算している。11 行目に示した配列のうち、$sn[k] は番号
k のチャネルの空・塞状態を、$tn[k] はチャネル k の残りサービス時間を表す。10-12 行で、
全ての通信チャネルについて $sn[] を空き状態に、$tn[] を INF（十分大きな時間）に初期設
定する。残りのサービス時間を「十分大きな時間」にするのは、シミュレーションが進行し
てサービス時間が減っていっても「0」（サービス終了事象が発生する条件）にならないくら
い大きな値とするためである。後で解説するように 35 行で $tn[] を参照してサービス時間が
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終了したことを検出して次の変化点とする。このため未使用チャネルについては十分大きな
値とすることによって、このような変化事象が発生しないようにしなくてはならない。
　14 行から 56 行までが可変増分法で時間を進めながらシミュレーションを実行するプログ
ラムである。14 行ではシミュレーションの終了条件（到着した呼の数がシミュレーション条
件として入力した値、すなわち $call となるまで）をチェックし、その条件が満たされるま













ての呼数で割り算することにより平均値と分散値を計算する。33 行から 38 行では、待ち行
列から先頭の呼を削除するとともに、待ち行列の順序にしたがって到着時間を管理する配列
を１データ毎に配列の先頭に向かって移動させる。40 行ではサービスが終了したチャネルを
空き状態とし、残りのサービス時間を INF とする。これは 11 行目の処理と同じ理由による。
44 行－55 行で次の変化事象（呼びの発生またはサービスの終了）が発生する時刻までの時
間間隔（時間増分）を求め、その時刻まで実行時間を進める。まず、45 行で時間増分を INF







































2  define(INF, 1.0e100);                  
3  $A=$_GET["A"];$N=$_GET["N"];$ser=$_GET["ser"];$call=$_GET["call"];
4  if (isset($A) && isset($N) && isset($ser) && isset($call)) {
5   $A=1.0/$A; $nn=0;$nn1=0;$tw=0;$x=0;$x2=0;$q=$N;$qw=0;$qu=0; $flg=INF; $timer 
= array();
6   srand((float)microtime() * 1000000) ;
7   $aa=(double)rand()/(1.0 + getrandmax());
8   $tm = - $A * log(1.0 - $aa);
9   $timer[0] = INF;
10   // 開始
11   while ($nn <= $call) {
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12     if ( $flg == 0 ) {
13       $aa=(double)rand()/(1.0 + getrandmax());
14       $tm = - $A * log(1.0 - $aa);
15       $nn++;  
16       $qw ++; $tqw[$qw]=$tt;       
17     }
18     if ($flg == 1) {
19       $q++;
20       $qu--;
21       $aki =  array_shift($timer);
22       if ( $qu == 0 ) $timer[0]=INF;
23     }
24     // サービス開始   
25       if ($qw>=1 && $q >= 1){
26         $aa=(double)rand()/(1.0 + getrandmax());
27         $timer[$qu] = - $ser * log(1.0 - $aa);  
28         sort($timer, SORT_NUMERIC);
29         $qu++;
30         $tw = $tt - $tqw[1];
31         $x = $x + $tw;
32         $x2 = $x2 + $tw * $tw;
33         $nn1++;
34         $q--;
35         $qw--;
36         if ($qw > 0) {
37            for ($i = 1; $i <= $qw; $i ++) {
38              $tqw[$i] = $tqw[$i + 1];  
39            }
40         }
41      }
42  // 次に状態変化の起る時刻を求める
43   if ($timer[0] < $tm)  {
44     $at = $timer[0]; $flg=1;
45   } else {
46     $at = $tm; $flg=0;
47　 }   
48   // 時間を進める
49   $tm = $tm - $at;
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50   for ($k = 0; $k < $qu; $k++) {
51     $timer[$k] -= $at; 
52   }








　11 行から 54 行までが可変増分法で時間を進めながらシミュレーションを実行するプログ
ラムである。11 行ではシミュレーションの終了条件をチェックし、その条件が満たされるま
で 54 行までの処理を繰り返し実行させる。12 行で呼びが発生する事象（イベントフラグが
0）が発生したことを検出して到着処理を開始する。15 行目で到着呼数を加算したあと、16
行で処理待ち行列に入れる。すなわち、待ち数 $qw を加算するとともに、待ち数をインデッ
クス値とする配列 $tqw[] に到着時間を設定する。18 行から 20 行ではサービスが終了したこ




22 行目では使用中のチャネル数が 0 となった場合に $timer[0] を INF に設定する (9 行目の
処理と同様 )。25 行目で空きチャネル数（$q）が１以上であり、かつ処理待ちの信号が待ち
行列の中に存在すること（$qw>=1）を確認し、26,27 行で平均値 $ser の指数分布に従ったサー




時間が終了するまでの最短時間が常に $timer[0] に表示されている」こととなる。29 行でサー
ビス中のチャネル数を加算する。 30 行ー 32 行で処理待ち時間とその２乗値の合計を計算す
し、シミュレーションが終了した際に平均待ち時間とその分散値を計算する。また、サービ
ス呼数の加算（33 行）、空きチャネル数の減算（34 行）、処理待ち呼び数の減算（35 行）を行っ






















　(a) 23 行　$busy = 1;（チャネルビジーフラグをオン (1) にする）
　(b) 25 行　$busy = 0;（空きチャネルが見つかった場合にビジーフラグをオフ (0) にする）
　(c) 44 行　
　　  if($sokuji==1 && $busy==1) {
　　  　 $koson++;
　　  　 $q--;






　if ($sokuji==1 && $q == 0){
    　　　$koson++;
　}　else {
    　　　$qw++; $tqw[$qw]=$tt;
　} 





　単一サーバシステム内に２つの処理要求クラス（クラス 1 またはクラス 2）が存在し、要
求が到着した際に n1 個のクラス 1 要求と、n2 個のクラス 2 要求（到着した要求も含む）が
存在すると仮定する。このようなシステムにおいて、m * n1 + n2 ≦ C の場合、クラス 1 の
要求はサービス容量の m /（m * n1 + n2）のサービスを、クラス 2 の要求はサービス容量の
1 /（m * n1 + n2）のサービスを受け、それ以外の場合（ｍ * n1 + n2  > C）は、到着した要求は、
対応するクラスの待合室で待ち行列に入れるか（待時式）、サービスを拒否される（即時式）。





































・クラス 1 要求（点線で示す）とクラス 2 要求（実線）の呼損率の対 数値はほぼ同じ比率で
減少する。
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