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Seznam uporabljenih simbolov 
Simbol Enota 
    Ime                                        Simbol           Ime                                 Simbol 
x koordinata pozicija vozička  
na lokalni mapi                                        x 
centimeter cm 
y koordinata pozicija vozička  
Pozicija vozička na lokalni mapi           y 
centimeter cm 
Orientacije vozička na lokalni 
mapi  
β stopinja ° 
Središčna točka obračanja 
vozička 
ICC(ICR) centimeter cm 
Kot zasuka levega kolesa 𝜃l stopinja ° 
Kot zasuka desnega kolesa 𝜃d stopinja ° 
Povprečni kot zasuka koles 𝜃 stopinja ° 
Radij obračanja vozička Rturn centimeter cm 
Radij obračanja vozička na 
notranji strani ICR 
Rmin centimeter cm 
Radij obračanja vozička na 
zunanji strani ICR 
Rmax centimeter cm 
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Dolžina med osema vozička Lfr centimeter cm 
Dolžina vozička Lc centimeter cm 
Širina vozička Wc centimeter cm 
Širina parkirnega prostora Wp centimeter cm 
Radij končnega kroga obračanja R centimeter cm 
Centar končnega kroga po x osi 
lokalnega koordinatnega sistema 
X centimeter cm 
Centar končnega kroga po y osi 
lokalnega koordinatnega sistema 
Y centimeter cm 
Kotna hitrost ɷ herc  s-1 
Hitrost v metri na sekundo m/s 
Vektor V1   
Vektor V2   
Kot tangente med končnim 
krogom in krogom z radijem 
Rturn 





Z razvojem avtomatsko vodenih vozil (AGV) in avtomatiziranih skladišč se je 
razvila potreba po razvoju algoritmov za avtonomno planiranje poti in tudi 
avtonomnem planiranju poti za parkiranje. Eden od ključnih problemov pri procesu 
parkiranja je planiranje poti. V tej študiji bo prikazano reševanje problema poti 
parkiranja  štirikolesnega vozila AGV. V teoretičnem delu so predstavljeni trije 
algoritmi za planiranje poti: Dubinsove poti, RRT (ang. Rapidly-exploring random 
tree) algoritem in algoritem za iskanje poti s pomočjo krožnih lokov. V praktičnem 
delu je narejena študija  algoritma za iskanje poti s pomočjo krožnih lokov, sam 
algoritem  je implementiran in testiran v simulacijskem okolju.  
Glavni poudarek je na testiranju delovanja tega algoritma in predstavitvi 
rezultatov simulacije. Pot, ki povezuje začetno pozicijo AGV s končno pozicijo je 
sestavljena iz krožnih lokov. Algoritem je testiran v simulacijskem okolju, kjer so 
dimenzije parkirnega prostora in AGV-ja v naprej določene. Na začetku algoritem 
najde več kot eno končno krožnico, ki povezuje začetno in končno pozicijo AGV-ja. 
Krožnica, ki je izbrana kot končna izpolnjuje dva pogoja: radij končnega kroga mora 
bit večji od radija obračanja (Rturn) AGV-ja in tangentna točka med končno krožnico 
in krožnico obračanja AGV-ja mora bit nad X-osjo lokalnega koordinatnega sistema.  
Predlagani algoritem zagotavlja praktično metodo načrtovanja poti brez 
računsko zamudnega računanja, prav tako pa je sposoben najti končno pot iz katerekoli 
začetne pozicije AGV-ja. V tej študiji je bilo pokazano, da se dolžina poti spreminja s 
spreminjanjem naslednjih parametrov: pozicija in orientacija AGV-ja, krmilni kot, 
parkiranje naprej ali vzvratno. Narejeni so bili štirje optimizacijski algoritmi. Prvi dva 
algoritma optimirata pozicijo in orientacijo AGV-ja, če poznamo njegov krmilni kot 
𝜃. S to optimizacijo dobimo najboljše območje, kjer se lahko parkirni proces začne in 
tudi najboljšo orientacijo AGV-ja za parkiranje. Tretji algoritem optimira krmilni kot 
𝜃, kjer imamo podano začetno pozicijo in orientacijo AGV-ja. S to optimizacijo 
dobimo krmilni kot, s katerim pridemo do najbolj optimalne (najkrajše) poti. Pri 
zadnji optimizaciji se preveri način parkiranja (naprej ali vzvratno) s katerim 
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pridemo do najbolj optimalne (najkrajše) poti. S pomočjo vseh optimizacij je bilo 
ugotovljeno, da je pot najkrajša, ko je začetna pozicija AGV-ja tudi tangenta točka 
med končno krožnico in krožnico obračanja AGV-ja. 
Dobra stran algoritma je, da vedno najde pot. Z uporabo različnih vrst 
optimizacije lahko pot prilagodimo glede na potrebe uporabnika (optimalno pot, ki 
pomeni najkrajšo pot, ali pot z določenim številom manevrov ali druge).Nadaljnji 
razvoj algoritma bi lahko vseboval testiranje na realnem primeru v realnem okolju. 
 
 
Ključne besede: mobilni roboti, algoritem za parkiranje, algoritem za planiranje 







A path planning algorithm for parking an autonomous vehicle.  
 
Recently, with the development of self-driving, autonomous vehicles and automated 
warehouses there have been a growing interest in the development of autonomous path 
planning as well as parking algorithms. In this study, a solution for path planning in 
autonomous parking for  4-wheel-AGV(Automated Guided Vehicle) is presented. In 
the theoretic part of the study 3 path planning algorithms are exposed such as: 
Dubbin’s path, RRT (Rapidly-exploring random tree) algorithm and an arc path 
planning algorithm. In the practical part of the study  the  arc path parking algorithm 
is implemented and tasted.  
The main focus is given to algorithm testing and presentation of obtained test 
results in simulation environment. The path is circle arc that connects the vehicle initial 
position and goal position of the vehicle inside the parking space. The algorithm is 
tested in a simulation environment where parking space and dimension of  the vehicle 
are known. At the beginning from the initial position  of the vehicle to the final position 
the algorithm find more than one potential final circle that can be used to defending 
the final arc path. But the circle that is picked as final path has to have radius larger 
than the turning radius of the vehicle and the tangent point between the potential final 
circle and circles with  turning radius of the car  have to be above X axis of the local 
coordinate system.  
The proposed path planning algorithm provides a practical method of path 
planning without expensive computation and it was proved that if find a final path 
from any initial position.  In the study it was proved that the length of the final path in 
changing depending on this parameters: position in orientation of the vehicle, steering 
angle and  parking forward/backward. In the study 4 different optimizations to find the 
shortest path were done so the optimal path can be found. First one is optimization of 
the positions and orientations of the vehicle where we know the steering angle 𝜃. With 
this optimization the best area where the vehicle should start with the parking 
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procedure and path planning and the best orientation of the vehicle are found.  Third  
is optimization of the steering angle 𝜃, where we have the initial starting position and 
orientation of the vehicle. With this optimization we get what is the best steering angle 
of the vehicle so we get the optimal path length. And the last optimization is with 
parking forward/backward. With the optimization it was shown that the length of the 
path is shortest when vehicle park forward if it is turn with the front side of it to the 
parking spot. And if it park backward it is better if it is turned with the back towards 
the parking spot. Also while doing all the optimizations it was shown that the shortest 
path is found if the tangent point between final circle and circle with turning radius is  
same as the position point of the vehicle.  
The good side of the algorithm is that it always find a path, without expensive 
computations. But the path might not be always optimal, that is why it is good to know 
the optimization parameter  that is important. If it is  searching for optimal path 
meaning the shortest path, or the path with defined number of maneuvers or other 
optimization.  
The further work on the algorithm would be implementing and testing in on a 
real example in real environment.  
 
 
Key words: path planning algorithm, autonomous parking, AGV, automated 







1  Uvod 
Robotika je hitro razvijajoče se področje, ki uporablja znanja številnih področij 
ter je s tem izrazito multi-interdisciplinarna znanstvena disciplina. Je veda, ki je v 
zadnjem desetletju postala nepogrešljiv del industrije. Robotika se širi tudi na 
neindustrijska področja kot so zdravstvo, raziskovalno delo, vojaška tehnologija, svet 
zabavne tehnologije, v gospodinjstvu in podobno. Glavni razlogi za avtomatizacijo in 
robotizacijo so: zniževanje stroškov, razbremenitev človeka, zagotavljanje 
zmogljivost/kakovosti proizvodnje, skrajšanje časa izdelave [1]. 
Tudi   mobilni   roboti   in  avtonomni mobilni roboti  z  možnostjo   lastnega   
odločanja se čedalje bolj uveljavljajo, sploh na novejših področjih. Mobilni roboti se 
lahko premikajo po prostoru in so čedalje bolj razširjeni, saj je njihova prednost, da 
omogočajo dostop do nevarnih, preveč oddaljenih ali za človeka nedostopnih okolji. 
Njihova dodatna prednost je lahko tudi avtonomnost. To pomeni, da imajo sposobnost 
samostojnega delovanja in odločanja tako iz stališča  energije, kot tudi odločanja in 
izvajanja akcij v okoljih v katerih delujejo [2] [3].  
V sklop mobilne robotike spadajo tudi avtomatsko vodena vozila (AGV, ang. 
automated guided vehicle), o katerih govori ta magistrska naloga. AGV je mobilni 
robot, ki je lahko voden na različne načine: s pomočjo magnetnega traku, z žicami v 
tleh, z uporabo kamere, z laserji ali z določenimi algoritmi za vodenje. Najpogosteje 
se uporabljajo v industrijskih aplikacijah za premikanje materiala v tovarnah ali v 
skladiščih. Uporaba AGV-ja se je razširila v poznem 20. stoletju [4]. 
Na kratko so v magistrski nalogi predstavljena osnovna opravila mobilnih 
robotov, kot so: kartiranje, lokalizacija in načrtovanje poti. Delo se osredotoča  na 
algoritme načrtovanja poti za avtonomno parkiranje. Planiranje poti predstavlja eno od 
pomembnejših osnovnih opravil mobilnih robotov. V za robota znanem ali ne znanem 
prostoru obstajajo številne splošne in računsko učinkovite metode iskanja optimalnih 
poti ali izvedljivih poti. Najbolj znani in razširjeni algoritmi, ki pomagajo pri tem so 
A*, Dijkstrov, RRT in drugi [5] [6]. Za bolj specifične probleme, kot je problem 
parkiranja, ki je obravnavan v tej nalogi, pa potrebujemo bolj natančne algoritme, ki 
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planirajo pot tudi do milimetra natančno in pri planiranju učinkovito upoštevajo še 
dimenzije vozička, parkirnega prostora in mogoče tudi dimenzije tovora na vozičku. 
V teoretičnem delu tega magistrskega dela je predstavljenih nekaj teh 
algoritmov, ki so bili v literaturi predstavljeni kot uspešni za reševanje problema 
planiranja poti pri avtonomnem parkiranju. V praktičnem delu pa se osredotoči na 
enega od teh algoritmov in sicer algoritem za planiranje poti s pomočjo krožnih lokov 
[7]. Glavni izzivi so bili implementacija, analiza delovanja, optimizacijska študija 
izbire nastavitvenih parametrov in testiranje tega algoritma. Delovanje samega 
algoritma je prikazano na simulacijskem modelu, ki je narejen v okolju Matlab. Podani 
so rezultati simulacij in njihovo vrednotenje.   
Struktura te magistrske je naslednja. V prvem poglavju je kratek uvod, ki pojasni 
namen in tematiko magistrskega dela. V drugem poglavju sledi kratek pregled 
območja mobilne robotike, poudarek na avtonomnih mobilnih robotih, predstavljeni 
so izzivi, s katerimi se ti roboti soočajo. Tretjo poglavje, opisuje problem parkiranja 
avtonomnih mobilnih robotov in poda teoretičen pregled izbranih algoritmov za 
planiranje poti, ki so primerni za proces parkiranja. Četrto poglavje opisuje praktično 
delo, ki je bilo izvedeno. V petem poglavju  sledi opis testnih simulacij in podanih 
rezultatov in vrednotenje le-teh. V zadnjem poglavju se nahaja povzetek celotnega 
magistrskega dela in dobljenih rezultatov ter predlogi za izboljšave ter nadaljnje delo. 
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2  Mobilni roboti 
Poglavje podaja kratek uvod v mobilno robotiko. Predstavlja splošen pogled in 
analizo osnovnih elementov vsakega mobilnega robota. Opisani so tudi avtonomni 
mobilni sistemi in njihove značilnosti. Na kratko so predstavljeni glavni problemi 
mobilnih robotov, kot so lokalizacija, kartiranje in načrtovanje poti. 
2.1 Pregled področja  
Mobilna robotika je razmeroma mlado področje, ki se ukvarja z optimizacijo 
delovanja različnih opravil z uporabo mobilnih robotov. Zanimanje za mobilno 
robotiko večinoma izhaja iz potrebe po raziskovanju področij, ki jih ljudje ne morejo 
raziskati. Razlog je lahko v tem, da je okolje nevarno (radioaktivno, v globokem 
morju), predaleč (vesolje), itd. V takih pogojih fiksni roboti ne zadostujejo [3], [4]. 
Torej za razliko od industrijskih robotov, ki so pritrjeni na enem mestu in imajo 
omejeno področje delovanja, so se mobilni roboti sposobni premikati po prostoru. 
Lahko so avtonomni (AMR-ang. autonomnous mobile robot) kar pomeni, da so 
sposobni  samostojnega delovanja v okolju tako iz stališča energije, kot tudi odločanja 
in izvajanja akcij. Mobilni roboti se uporabljajo v kmetijstvu, medicini, v skladiščih in 
tovarnah za prenos tovora, za gozdna dela, za čiščenje, pregledovanje nevarnih 
področji, raziskave globine morja, vesoljski roboti, roboti za nalaganje in raztovarjanje 
blaga, za pomoč ostarelim, v vojski, za zabavne aplikacije (npr. robotski nogomet) in 
podobno [4]. 
Ne glede na področje uporabe je vsem mobilnim robotom skupna strojna zgradba, 
ki vključuje naslednje komponente:  
• aktuatorji in motor, ki omogočajo lokomocijo mobilnih robotov, 
• senzorji, za zaznavanje okolja, 
• mehanska konstrukcija, ki določa kinematični model sistema, 
• računalnik, ki procesira informacije iz senzorja, 
• sistem napajanja in 
• telekomunikacijska tehnologija, ki je potrebna za sodelovanje robot-človek. 
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Poleg strojne zgradbe imajo mobilni roboti tudi programsko opremo. 
Komponente programske opreme so: 
• algoritmi za nižje nivojsko upravljanje (za regulacijo hitrosti, sledenje 
poti, filtriranje in procesiranje senzorski podatkov), 
• navigacija (ocenjevanje lege in planiranje premikov) in 
• inteligenca oz. vodenje na višjem nivoju (sprejemanje odločitev, strategija 
delovanja, učenje) [5]. 
 
Mobilne robote lahko razdelimo: 
• glede na teren po katerem se premikajo: kopenski roboti, zračni roboti, 
podvodni roboti,  
• glede na področje v katerem se uporabljajo (industrija, medicina, 
vojska,  zabava …),  
• glede na možnosti lokomocije: kolesni pogon, noge, gosenice, krila za 
letenje, plovna konstrukcija  [5]. 
 
V tej magistrski se bomo posvetili kopenskemu mobilnemu robotu, ki se 
uporablja v industriji v tovarnah za prenos tovora in je štirikolesnik.  
2.1  Avtomatsko vodena vozila (AGV) 
Avtomatsko vodena vozila (AGV) so avtonomna vozila, ki so del mobilne 
robotike. Njihova uporaba je najbolj razširjena v industriji za prevoz materialov ali za 
opravljanje določenih nalog. Njihova strojna oprema večinoma vsebuje akumulatorsko 
napajanje, elektromotorni pogon, krmilni mehanizem, senzorje za sledenje željene poti 
in za zagotavljanje varnosti ter programsko opremo, kjer osnovno delovanje zagotavlja 
varno vožnjo iz poljubne začetne v želeno končno lego. Ker jih upravlja računalnik in 
ne ljudje, so AGV-ji znani pod imenom vozila z lastno vožnjo, vozila z lastnim 
pogonom ali avtomatsko vodena vozila. Ponujajo številne prednosti med drugimi: 
minimalno posredovanje človeka, manj poškodb, učinkovitost in cenejše delo [8]. Leta 
1953 je bil razvit prvi AGV sistem [9]. AGV-ji in avtomatizacija sta kmalu postala 
priljubljena pri vseh vrstah skladišč in tovarn. Medtem, ko so jih nenehno izboljševali 
v 50-ih in 60-ih letih, so bistvene spremembe doživel šele v 70-ih letih. V 80-ih letih 
so industrijski voditelji predstavili ime „avtomatsko vodeno vozilo“. Pred tem so bili 
ti stroji preprosto znani kot „vozila brez voznikov“. Takrat so inženirji uvedli tudi 
mehanizme brezžičnega vodenja, kot so laserji in magnetni trakovi. Leta 1989 so 
inženirji uvedli računalniške kontrole. Leta 1992 pa so izdelali prve sisteme, s katerimi 
bi lahko vodili tako žične kot brezžične AGV-je. Danes so AGV-ji bolj avtonomni kot 
kadar koli prej, zaradi česar je dvigovanje, spuščanje in prenos tovora varnejši in lažji. 
2.3 Zemljevid 17 
 
Imamo več različnih tipov AGV-jev, ki se med seboj razlikujejo glede na način 
po katerem so vodeni. Nekateri AGV so vodeni z laserjem, nekateri imajo fiksne poti 
in nekateri imajo sistem za prosto gibanje. Lahko so vodeni tudi pnevmatsko ali s 
kamero, vendar so ti manj razširjeni [8].  V nadaljevanju so na kratko opisani različni 
načini vodenja AGV-jev: 
• lasersko vodenje: AGV se zanaša na vgrajen laserski skener. Laser 
oddaja žarek proti ciljni točki AGV-ja. Glede na čas potovanja žarka do 
te točke se določi razdaljo od trenutne točke do ciljne točke. Zato, da je 
razdalja do cilja bolje določena, se lahko uporabi tudi odometrija samih 
koles AGV-ja, 
• fiksna pot: AGV uporablja žico, magnetni trak ali barvni trak kot vodilo 
za pot. Ima senzorje, ki se odzivajo na trak ali žico ter jim sledi. Tak 
sistem je lahko zelo zanesljiv, ampak ne dovoljuje fleksibilnosti, ki jo 
mogoče nekatere aplikacije zahtevajo, 
• vodenje s kamero: AGV pri vodenju uporablja vgrajeno kamero, s katero 
zazna okolje. Ta način je zelo uporaben, ko je okolje bolj dinamično, 
• sistem za prosto gibanje je bolj fleksibilen in adaptiven. AGV je voden 
glede na računalniški program, ki ima povezavo z mikroprocesorjem in 
kontrolnim sistemom.  
AGV lahko razdelimo tudi glede na način prenosa tovora:  viličarji, podvozni 
AGV, avtonomni avtomobili, vlečna vozila… V tej magistrski se bomo osredotočili 
na AGV (automatic guided vehicles), ki se uporabljajo za prenos materiala in 
izpolnjevanje posebnih nalog v številnih različnih industrijskih okoljih. AVG za 
vodenje ima sistem za prosto gibanje, ima pa tudi vodenje s pomočjo kamere in 
odometrije. 
2.3 Zemljevid 
Zemljevid je skupek prostorsko povezanih podatkov, ki nosi predstavo o 
konfiguraciji prostora, po katerem se giblje robot. Prikazuje, kateri deli prostora so 
prehodni in kateri ne, kar omogoča navigacijo med dvema točkama v prostoru. 
Zemljevid se lahko pripravi ročno in se ga poda v sistem kot vhod. Lahko pa robot 
sam razišče prej neznan prostor in si zgradi zemljevid. Pri tej nalogi mora robot 
upoštevati napake in šume vhodnih podatkov, ter zaznavati in odpravljati odstopanja. 
Glede na podatke, ki jih uporabljamo pri zaznavanju, je lahko zemljevid metrični 
ali topografski. Metrični zemljevid vsebujejo podatke, ki podajo obliko ali oddaljenost 
od robota do predmetov v neposredni bližini. Tak način je bližje človeku kajti podaja 
nekakšen tloris prostora. Topografski zemljevid pa predstavlja okolje kot graf, 
katerega vozlišča predstavljajo posamezne lokacije ali celo večje prostore, po katerih 
se lahko robot giblje. Povezave med vozlišči nakazujejo pare prostorov, ki so med 
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seboj neposredno dostopni. Vsak metrični zemljevid se lahko spremeni v 
topološkega[10]. 
2.4 Kartiranje 
Prva naloga mobilnega robota v novem okolju je kreiranje zemljevida okolja. 
Mobilni robot mora sestaviti zemljevid okolja, med tem ko se sam lokalizira v tem 
istem zemljevidu. Ta izziv je znan kot SLAM (ang. Simultaneous Localization and 
Mapping). SLAM predstavlja osnovni problem, ki ga je potrebno rešiti, če želimo, da 
robot postane avtonomen v neznanih ali le delno znanih okoljih. V kolikor je okolje 
delovanja znano in je zagotovljeno, da se med delovanjem vozila ne spreminja (npr. 
magnetni trakovi vgrajeni v tla obrata), potem lahko AGV uporablja predhodno 
določen zemljevid. Za rešitev problema SLAM je bilo razvitih veliko različnih rešitev. 
Večinoma uporabljajo koncept verjetnosti. Nekaj bolj znanih pristopov za reševanje 
SLAM so: razširjeni Kalmanov filter, SLAM s filtrom delcev (Fast SLAM) in graph-
based  SLAM [11]. 
Rešitev, ki vključuje razširjeni Kalmanov filter [5] [12] je zgodovinsko prva 
rešitev za ta problem. Pri razširjenem Klamanovem filtru lahko obravnavamo tudi 
nelinearne sisteme. Za rešitev problema SLAM se uvede razširjeni vektor stanj, ki 
poleg stanja robota vsebuje tudi stanja, ki opisujejo značilnosti okolja. Zaradi tega je 
slabost filtra število podatkov za obdelavo, namreč računska zahtevnost tovrstnih 
pristopov narašča kvadratno s številom ocenjevanih stanj. Druga rešitev je z graph-
based SLAM [13]. Tretja rešitev je filter delcev (Fast SLAM 2) [5] [14], ki je računsko 
bolj efektiven za večja okolja, saj čas pri računalniškem računanju narašča linearno z 
velikostjo okolja. 
2.5 Planiranje poti 
Načrtovanje gibanja je izraz, ki se uporablja v robotiki za proces spremembe 
želene naloge gibanja v diskretne gibe, ki ustrezajo gibalnim omejitvam in morda 
optimirajo nekatere vidike gibanja. 
Planiranje poti je problem iskanja optimalne poti brez ovir iz začetne do ciljne 
točke. Optimalna pot je lahko dolžinsko ali časovno najkrajša pot, ali pa pot z 
omejenim številom vrtenj, zaviranj ali z zahtevami za specifične aplikacije.  
 Pridobivanje optimalne poti ni pomembno samo v mobilni robotiki, ampak tudi 
v drugih področji kot so usmerjanje omrežja, videoigre in podobno. Veliko algoritmov 
je bilo razvitih na to temo: Dijkstra, A*, D* , RRT [5] [6]. 
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Vhodne informacije algoritmov za načrtovanje poti so vse zahteve in omejitve, 
izhodne pa so izračunane hitrosti in zasuki krmilnih koles, ki se pošljejo robotu. 
Algoritmi za načrtovanje gibanja lahko upravljajo robote z večjim številom sklepov 
(npr. industrijskimi manipulatorji), z bolj zapletenimi nalogami (npr. manipulacijo 
objektov), z različnimi omejitvami (npr. avtomobilom, ki lahko vozi samo naprej) in 
negotovostjo (npr. nepopolni modeli okolja ali robota).  
Osnoven problem pri planiranju poti je ustvariti neprekinjeno gibanje, ki 
povezuje začetno konfiguracijo mobilnega robota S in konfiguracijo cilja G, pri čemer 
se izognemo trčenju z ovirami po prostoru.  
Geometrija robota in ovir je opisna v delovnem prostoru 2D ali 3D, medtem ko 
je gibanje predstavljeno kot pot v konfiguracijskem prostoru. Za načrtovanje poti je 
potreben zemljevid okolja in robot, ki se zaveda svoje lokacije glede na zemljevid. 
Konfiguracija opisuje lego robota, konfiguracijski prostor C pa je nabor vseh 
možnih konfiguracij. Niz konfiguracij, ki preprečujejo trčenje z ovirami, se imenuje 
prosti prostor C_free. Komplement C_obj v C se imenuje ovira ali prepovedana regija. 
Pogosto je težko izrecno izračunati obliko C_free. Vendar pa je preverjanje, ali je 
določena konfiguracija v sistemu C_free, učinkovito. To se izvede tako, da s 
kinematiko naprej določimo naslednji premik robota in preizkusno odkrivamo, če 
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3  Algoritmi za planiranje poti pri avtonomnem parkiranju 
Z razvojem AGV-jev in njihovo avtonomno vožnjo, kot tudi z razvojem samo-vozečih 
avtomobilov se je pojavila potreba po razvoju algoritmov za samostojno parkiranje.  
Planiranje poti je samo eden od sestavnih delov celotne sheme za izvedbo 
avtonomnega parkiranja AGV-ja v določen parkiranem prostoru. Kot je prikazano na 
sliki 3.1 je sestavni del celotnega procesa parkiranja tudi lokalizacija in sledenje poti, 
vendar v tej magistrski nalogi o tem ne bo govora. 
Konkretni primer, kjer bi bilo lahko avtonomno parkiranje potrebno je, ko s 
pomočjo AGV vozila v tovarnah premikamo in vozimo vozičke za prenos tovora. To  
pomeni, da voziček AGV dobi nalogo za premik tovornega vozička iz začetne pozicije 
do določenega mesta (»parkirni prostor«). Problem vožnje po tovarni se lahko reši z 
navadnimi algoritmi za planiranje poti [poglavje 2.7], ki upoštevajo ovire in senzorske 
podatke za sledenje poti. Ko pa pride do parkirnega prostora, je potrebno narediti nekaj 
več manevrov. Razviti moramo algoritem, ki ima večjo natančnost ter upošteva tako 
dimenzije parkirnega prostora in dimenzije vozička, kot tudi dimenzije tovora, če ta 
presega dimenzije vozička. Ta magistrska je bila narejena z namenom, da se pokaže 
planiranje poti za AGV, kjer se upoštevajo dimenzije samega vozička in se najde 
optimalna pot, ki s čim manj manevri omogoči premik v določen parkirni prostor. 
 V tem poglavju bomo bolj podrobno predstavili algoritem planiranja poti za 
parkiranje AGV-ja. Opisali bomo algoritem z Dubinosovimi potmi, RRT algoritem, 




Slika 3.1: Proces parkiranja 
 
3.1 Dubinsove poti  
V geometriji termin Dubinsova pot [15] običajno podaja najkrajšo krivuljo, ki 
povezuje dve točki v evklidski ravnini (XY ravnini)  z omejitvijo ukrivljenosti poti in 
s predpisanimi začetnimi in končnimi tangentami na pot in pri predpostavki, da se 
vozilo lahko premika samo naravnost. Če se lahko premika tudi vzvratno, se ta krivulja 
imenuje Reeds-Shepp. 
Dubinsove poti se uporabljajo v robotiki za načrtovanje poti za mobilne robote, 
letala in vodne robote. Uporabljajo se zato, ker so geometrijsko in računsko enostavne. 
Pri osnovni razlagi Dubinsove krivulje se definira takoimenovano Dubinsovo 
vozilo, ki ima te omejitve, da se lahko premika samo naravnost in s konstantno 
hitrostjo (s tem se izognemo upoštevanju zdrsov pri pospeševanju in zaviranju). 
Planiranje poti za tako vozilo je zelo enostavno. Vendar je to vozilo nepraktično, ko 
želimo to preslikat v realnosti. Je pa dober primer za razlago principa Dubisnovih 
krivulj. 
Optimalna pot je opisana tako, da se vozilo premakne v tri smeri. Lahko se obrne 
desno z maksimalnim radijem obračanja, ta premik označimo z »R«. Lahko se 
premakne naravnost, označimo z »S«. Lahko zavije v levo z maksimalnim radijem 
obračanja, kar označimo z »L«. Optimalna pot je vedno sestavljena iz kombinacije teh 
premikov. Obstaja šest kombinacij in to so: RSR (zavoj desno, premik naravnost, zavoj 
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desno), RSL(zavoj desno premik naravnost zavoj levo), LSR(zavoj levo premik 
naravnost zavoj desno), LSL(zavoj levo premik naravnost zavoj levo), RLR(zavoj 
desno zavoj levo zavoj desno) in LRL(zavoj levo zavoj desno zavoj levo). Recimo, če 
je najbolj optimalna pot premika po »RSR« pomeni, da imamo premik po desno 
obrnjenemu loku (R), katerem sledi segment ravne črte (S), in nato drugi desno 
obrnjeni lok (R). Premikanje vzdolž vsakega segmenta v tem zaporedju za ustrezno 
dolžino bo tvorilo najkrajšo krivuljo, za premik iz točke A v točko B.  
Vsako vozilo ima omejen radij obračanja, ki ga lahko izvede. Ta radij je omejen 
s fizičnimi omejitvami vozila, torej radij Rturn se izračuna kot:  
𝑅𝑡𝑢𝑟𝑛 = 𝐿𝑓𝑟 𝑡𝑎𝑛(θ𝑠𝑡𝑒𝑒𝑟)⁄ , kjer je 𝐿𝑓𝑟 dolžina med sprednjo osjo in zadnjo osjo vozila 
in 𝜃𝑠𝑡𝑒𝑒𝑟 povprečni kot krmiljena vozila. Kot smo že omenili, se vozilo lahko premika 
samo naravnost, njegova konfiguracija pa je opisana z vektorjem           P=[x, y, β]. 
Hitrost je definirana kot v. Ko se vozilo premika s hitrostjo v po krožnici z radijem 
Rturn, je njegova kotna hitrost enaka ω =
𝑣
𝑅𝑡𝑢𝑟𝑛. Njegove koordinate se časovno 
spreminjajo:  
xnew = xprev + 𝑣 ×cos(θ);  ynew = yprev + 𝑣 × sin (θ);  θnew = θprev +  ω. 
3.1.1 CSC trajektorije 
 
Vključujejo vse trajektorije, ki se začnejo in končajo s krožnim premikom vmes 
pa se zgodi premik po ravni črti: RSR, LSR, RSL in LSR.  [15] 
Na sliki 3.2 je prikazan primer take trajektorije (RSR). Izbere se začetna in 
končna konfiguracija robota, katere se nariše kot točko v ravnini s puščico, ki kaže 
smer v katero je vozilo obrnjeno (zelena in modra puščica na sliki 3.2). Narišejo se 
krogi levo in desno od vozila z radijem Rturn, tako da sta kroga tangentna na lego 
vozila. 
Začetno in željeno končno konfiguracijo vozila se poveže z ravno črto. Za vsak 
par krogov (RR, LL, RL, LR) obstajajo 4 tangente, vendar je samo ena pravilna za 
vsak par. Na 3.2 obstaja samo ena tangenta, ki poveže oba kroga, da se premikanje 
odvija v pravilno smer. Glavni problem pri reševanju trajektorije CSC je računanje in 
izbira pravilne tangente.  
3  Algoritmi za planiranje poti pri avtonomnem parkiranju 23 
 
  
Slika 3.2: Primer trajektorije RSR 
 
3.1.1.1 Izračunavanje tangentne linije 
V tem poglavju bo predstavljen izračun tangente med dvema krogoma za 
Dubinsovo pot. Če sta podana dva kroga C1 in C2 z radijem r1 in r2 in središči 
p1=(x1,y2) in p2=(x2,y2) (slika 3.3),  se lahko tangenta med njima določi na dva 
načina: z geometrijskim  izračunom ali s pomočjo vektorjev. V nadaljevanju so 
opisane obe metodi računaje tangent. 
 
Slika 3.3: Dva kroga z radijema r1 in r2 in centrov p1 in p2 
Metoda 1: Geometrijski izračun tangentne linije med krogoma 
 Notranja tangenta: 
1. Najprej se nariše vektor V1 iz p1 v p2, 𝑽𝟏 = (𝑥2 − 𝑥1, 𝑦2 − 𝑦1). Ta 
vektor ima dolžino: 
D=√(𝑥2 − 𝑥1)2 + (𝑦2 − 𝑦1)2 










. To je prikazano na sliki 3.4 
3. Konstruira se krog C4, ki ima središče v C1 in radij 𝑟4 = 𝑟1 + 𝑟2 
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4. Konstruira se vektor V2 iz p1 do točke presečišča, med krogoma C3 in 
C4, 𝑝𝑡 = [𝑥𝑡, 𝑥𝑦]. Če lahko izračunamo vektor V2, potem lahko dobimo  
tudi prvo tangentno točko (leva slika na sliki 3.4). Postopek konstruranja 
vektroja V2 je naslednji: najprej se konstrura trikotnik med p1, p3 in pt 
(desna slika na sliki 3.4). Dolžini stranic trikotnika p1p3 in p3pt sta 𝑟4 =
𝐷 2⁄ , dolžina stranice 𝑝1𝑝𝑡 = 𝑟3 = 𝑟1 + 𝑟2. Kot ∠ptp1p3(γ), pove kot 
vektorja V1, ki je potreben, da bo vektor V1 kazal v isto smer kot vektor 
𝑽𝟐 = (𝑝𝑡 − 𝑝1).  Dobimo celotni kot obračanja vektorja V2 okrog x-osi: 
𝜃=γ+atan2(V1). Točka pt je torej določena s obratom vektorja V2 za 
razdaljo r4, njene komponente xt in yt pa se določita z :  
 
𝑥𝑡 = 𝑥1 + (𝑟1 + 𝑟2) × 𝑐𝑜𝑠(𝜃) 
     𝑦𝑡 = 𝑦1 + (𝑟1 + 𝑟2) × 𝑠𝑖𝑛(𝜃) 
 
 
Slika 3.4: Prikaz konstrukcije kroga C3 na levi in kroga C4 na desni strani 
 
 
3.5: Prikaz konstrukcije vektorja V2 
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5. Da najdemo prvo tangentno točko notranje tangente pit1 na C1, sledimo 
istemu postopku kot za pt, z razliko, da potujemo po V2 iz p1 za razdaljo 
r1. Ker je točka pt že znana, se lahko vektor V2 izračuna kot V2= (pt-
p1). Vektor V2 normaliziramo in množimo z r1. Tako dobimo vektor V3 
v točko pit1 iz p1 (slika 3.5) 
𝑝𝑖𝑡1 = 𝑝1 + 𝑽𝟑 
 
6. Ker točko pt poznamo se lahko nariše vektor V4 iz pt v p2,   
𝑉4 = (𝑝2 − 𝑝𝑡), kot je prikazano na sliki 3.6. Vektor je vzporeden z  
notranjo tangento med krogoma C1 in C2. Njegovo velikost in smer 
lahko izkoristimo za določitev točko notranje tangente na C2. Glede na 
to da je točka pit1 izračunana že prej, dobimo tangentno točko s: 𝑝𝑖𝑡2 =




Slika 3.6: Prikaz določitev tangente 
 
Zunanja tangenta 
Ponovno sta podana kroga C1 in C2 z radijem 𝑟1 ≥ 𝑟2. Konstruira se krog 𝐶4 z 
središčem v p1 in radijem 𝑟4 = 𝑟1 − 𝑟2. 
 Sledi se enakim korakom za izračun notranje tangente. Konstruiramo C3 in 
poiščemo presečišče med C3 in C4, da dobimo točko pt. Če smo sledili vsem korakom 
kot prej in dobili 𝑽𝟐, lahko dobimo prvo zunanjo tangentno točko pot1, tako da 
premaknemo  𝑽𝟐 v razdalji r1. Da dobimo drugo tangentno točko pot2 na krog C2, 
seštejemo 𝑝𝑜𝑡2 =  𝑝𝑜𝑡1 +  𝑽𝟒. Edini korak, ki se spremeni z razliko od računanja 
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Metoda 2: Izračun s pomočjo vektorjev  
V tej metodi se izognemo konstrukciji dodatnih krogov C3 in C4. Ta metoda ima 
pet korakov, ki pripeljejo do izračuna tangent med dvema krogoma. 
1. Konstruirajo se krogi C1 in C2  
2. Konstruira se vektorja 𝑽𝟏 iz točke 𝑝1 v točko 𝑝2 z dolžino 𝐷 
3. Konstruira se vektor V2 med tangentnima točkama. 𝑽𝟐 = 𝑝𝑜𝑡1 − 𝑝𝑜𝑡2 
4. Konstruira se vektor n=[nx,ny], ki je pravokoten vektorju V2. Vektor n je 
prikazan na sliki 3.7. Komponente vektorja n se izračunajo kot: 
 𝑛𝑥 = 𝑣1𝑥 × 𝑐 −  𝑣1𝑦 × √1 − 𝑐2 in  𝑛𝑦 = 𝑣1𝑥 × √1 − 𝑐2 −  𝑣1𝑦 × 𝑐, kjer 
sta 𝑣1𝑥 in 𝑣1𝑦 komponente vektorja V1 in 𝑐 = (𝑟2 − 𝑟1) 𝐷⁄  je definirana 
konstanta, ki predstavlja kot me vektorjema V1 in n 
5. Zdaj, ko sta vektorja V2 in n znana (vektor V1 je paralelen vektorju V2) 
se tangenta z lahkoto izračuna tako, da se premaknemo najprej iz središča 
C1 po vektorja n za razdaljo r1 in od tam pa sledimo vektorju V2, da 
pridemo do druge tangente točke. 
 
 
Slika 3.7: Prikaz konstrukcije vektorja n 
3.1.1.2 Izračunavanje CSC trajektorija 
Edini razlog zakaj se izračuna tangente med krožnicami je, da se dobi S del 
trajektorije oz. premik naravnost in da se preračuna celotna pot CSC. Ko je znana 
tangenta med krožnicama, je celotna trajektorija sestavljena tako, da se potuje po prvi 
krožnici C1 iz začetne točke pa vse do prve tangentne točke, potem sledi premik 
naravnost do druge tangentne točke in premik po krožnici C2 do ciljne pozicije. Pri 
RSR in LSL trajektorijah se uporablja zunanje tangente, pri RLS in LSR pa notranje 
tangente. 
Za prikaz računanja vzamemo RSR trajektorijo. Podana je začetna lega robota 
kot S=[x1,y1,β1] in ciljna pozicija robota G=[x2,y2,β2]. Med njima se želi določiti 
trajektorijo, ki ima najprej krožnico z obratom v desno, potem vožnjo naravnost in 
ponovni obrat v desno (d=negativen). Pri tem je minimalni radij obračanja Rmin. Oba 
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centra krogov se izračunata po formuli (1) in (2). Ko so krogi izračunani, se izračunajo 
še tangentne točke po eni ali drugi metodi in se dobijo točke pot1 in pot2. 
Zdaj, ko so vse točke izračunane, jih spremenimo v ukaze, ki jih robot lahko 
razume. Dubinsova pot se definira kot array treh ukazov: 
(−steeringMax, timesteps1), (0, timesteps2) in (−steeringMax, timesteps3). 
Število timesteps se izračuna po formuli (3). Pri tem je L dolžina krožnega loka in 
tipična vrednost δ je med [0.01,0.05]. 
 
𝑝𝑐1 = (𝑥1 + 𝑟𝑚𝑖𝑛 × 𝑐𝑜𝑠(𝜃1 − 𝜋 2⁄ ), 𝑦1 + 𝑟𝑚𝑖𝑛 × 𝑠𝑖𝑛(𝜃1 − 𝜋 2⁄ ))                (1) 
𝑝𝑐2 = (𝑥2 + 𝑟𝑚𝑖𝑛 × 𝑐𝑜𝑠(𝜃2 − 𝜋 2⁄ ), 𝑦2 + 𝑟𝑚𝑖𝑛 × 𝑠𝑖𝑛(𝜃2 − 𝜋 2⁄ ))               (2) 
𝑡𝑖𝑚𝑒𝑠𝑡𝑒𝑝𝑠 = 𝐿 𝛿⁄                                                                                              (3) 
 
 
Slika 3.8: Prikaz RSR poti 
3.1.2 CCC trajektorije 
CCC trajektorije so sestavljene iz treh obračanj: v eni smeri, potem drugi smeri 
in spet v eni smeri. Take poti so primerne, ko je željena končna pozicija blizu začetne, 
saj bi imel v nasprotnem primeru eden od krogov radij večji od Rmin, kar bi pomenilo, 
da pot ni optimalna. CCC trajektorije so primerne, kadar je razdalja med začetno in 
končno pozicijo manjša od 4Rmin. Obstajajo dve Dubinsove trajektorije CCC poti: 
RLR in LRL. Problem pri takih trajektorijah je pravilen izračun lokacije srednjega 
kroga. 
3.1.2.1 Izračunavanje CCC trajektorija 
Za prikaz računanja vzamemo LRL trajektorijo (slika 3.9). Na levo od 
začetne pozicije S je krog C1 in od ciljne pozicije G na levo je krog C2. Oba kroga 
imata radij Rturn. Določiti moramo pozicijo kroga C3, ki je tangenten na oba kroga 
C1 in C2, ter točki pt1 in pt2, ki sta točki stičišča med krogi C3 - C1 in      C3 - C2. 
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Če so p1, p2, p3 centri krogov C1, C2, C3 lahko sestavimo trikotnik △p1p2p3. Ker 
je krog C3 tangenten na kroga C1 in C2, lahko določimo vse stranice trikotnika. 
Stranica p1p3 in p2p3 imata dolžino 2Rmin in stranica p1p2 ima dolžino 
D=√(𝑥2 − 𝑥1)2 + (𝑦2 − 𝑦1)2. Zanima nas kakšen je kot                   θ = ∠ p2p1p3, 
saj je to kot, za katerega moramo obrniti vektor V1 med C1 in C2 (V1 = p2−p1). Ta 
se obrne proti C3, in nam omogoči izračun p3. Po kosinusnem izreku lahko 
izračunamo: 𝜃 = 𝑐𝑜𝑠−1(𝐷 (4 × 𝑅𝑚𝑖𝑛))⁄ . Zdaj, ko poznamo θ, lahko izračunamo 
p3 kot: 𝑝3 = (𝑥1 + 2 × 𝑅𝑚𝑖𝑛 × 𝑐𝑜𝑠(θ), 𝑦1 + 2 × 𝑅𝑚𝑖𝑛 × 𝑠𝑖𝑛(θ)).                            
Sledi izračun točk 𝑝𝑡1 in 𝑝𝑡2. Na primeru je pokazan izračun točke 𝑝𝑡1. Najprej se 
izračuna vektor 𝑽𝟐 = 𝑝1 − 𝑝3. Potem ta vektor normaliziramo 
V2=(𝑽𝟐 ||𝑉2||) × 𝑅𝑚𝑖𝑛⁄ . Izračuna se 𝑝𝑡1 = 𝑝3 + 𝑽𝟐. Enak postopek velja za 
točko pt2. Ko so poznane vse tri krožnice se lahko izračuna dolžino krožnega loka 
in pot. 
 







3  Algoritmi za planiranje poti pri avtonomnem parkiranju 29 
 
3.2 RRT algoritem 
RRT ( ang. Rapidly-exploring random tree) [16] je metoda iskanja poti med eno 
začetno in eno ciljno točko. RRT je še posebej primeren za probleme pri načrtovanju 
poti, ki vključujejo ovire. RRT se lahko šteje kot tehnika za nelinearne sisteme z 
omejitvami. Metoda deluje na okolje, ki je predstavljeno kot graf in sproti dodaja 
povezave v smeri naključnih točk najbližjim točkam, ki so že v grafu-drevesu. 
Začetna konfiguracija se poimenuje qi. Ob vsakem koraku se izbere naključna 
konfiguracija qrand, kateri se poišče najbližjo vozlišče iz grafa qnear. V smeri od qnear do 
qrand se na vnaprej določeni razdalji ɛ izračuna lego morebitnega novega vozlišča qnew. 
Če qnew in povezava med qnew in qnear ležita v prostem območju, potem se vozišče in ta 
povezava med qnear in qnew doda na drevo. Na določenem številu korakov, na primer 
vsak 100-ti korak, namesto novi vzorec izberemo ciljno točko in se preveri povezava 
z drevesom. Na ta način se izdeluje drevo, ki se hitro širi. 
Pri tej metodi lahko vplivamo samo na parametra dolžina koraka in število 
iteracij ali čas pri katerim algoritem končamo, zato je obnašanje algoritma 
konsistentno in njegova analiza lažja. 
Običajno je samo RRT nezadosten za reševanje problema načrtovanja. 
Velikokrat se obravnava kot komponenta, ki jo je mogoče vključiti v razvoj različnih 
algoritmov planiranja. Iz članka [17] kjer je predstavljen RRT planiranje poti za 
parkirni algoritem je vzet primer, ki je ponazorjen na sliki 3.11. 
 
Slika 3.10:  Prikaz RRT drevesa pri različnem številu iteracij 
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Slika 3.11: Prikaz primera iskanja poti z RRT. Primer je vzet iz članka [17] 
3.3 Primer kombinacije Dubinsove poti in RRT 
Dubinsove poti se preračunajo hitro, vendar je sledenje le-tem idealno samo v 
simulaciji, v realnosti pa imamo veliko različnih izvorov napak. Lahko pa Dubinsove 
poti uporabimo za računanje poti pri RRT [18]. Ta uporablja znanje in izkušnje 
načrtovanja med dvema točkama za izdelavo dreves različnih vrst okolja. Izhodiščni 
zemljevid  je drevesna struktura s korenom v začetni pozicijo. 
Vzemimo za primer avtomobil, ki ima svoj konfiguracijski prostor in je omejen 
s fizikalnimi omejitvami, zato je tudi njegov kot krmiljenja omejen. Konfiguracije 
avtomobila so shranjene kot q = (x, y, β). Za načrtovanje poti takega avtomobila z 
omejenim kotom krmiljenja je RRT drevo zgrajeno tako, da je povezava med dvema 
točkama narejena z metodo Dubinsove poti. Dinamična krivulja Dubins je metoda, ki 
ustvarja skupino krivulj z naključnim polmerom za krivuljo Dubins, nato pa izbere 
najboljšo oz. najkrajšo krivuljo in jo doda k drevesu. Za tretji parameter (α), se izbere 
poljubno kotno območje (v primerih, predstavljenih v nadaljevanju bo območje od pi/2 
do -pi/2). Z omejitvijo obsega vzorčenja kota α se lahko izogne ustvarjanju krivulje, 
ki ni smiselna za AGV. Pri tem algoritmu se doda tudi »opazovalec«, ki preverja novo 
točko. Torej, ko se nova točka doda k drevesu se preveri ali se lahko med točkama 
ustvari Dubinsova pot. Če je to mogoče, se vzorčno točko shrani v drevo in v novo 
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pot. Dubinsove krivulje (Slika 3.12) v tem projektu so razdeljene na dve skupini {so-
orientirane ang. co-orientation, nasprotno orientirane ang. »anti-orientation«}. V so-
orientirani skupini so vse poti, ki imajo tangento vzporedno na povezavo d (povezava 
med središčema Dubisnovih krogov). Kar pomeni, da bo AGV zapustil krog, ko je kot 
na krogu enak naklonu povezave. Potem bo sledil ravni črti, dokler ne doseže naslednji 
krog. Če se dolžina, ki povezuje središči krogov definira z črko l je dolžina povezovane 
linije med krožnicama enaka:  
𝑙𝑒𝑎𝑣𝑒𝐴𝑛𝑔𝑙𝑒 = 𝑠𝑙𝑜𝑝𝑒(𝑙) 
𝑙𝑒𝑛𝑔ℎ𝑡 = 2 × 𝑙 
V nasprotno orientiranih je tangenta črta vertikalna s povezavo d. Če se definirata radij 
krožnice z R in dolžina med središči krogov z l, se lahko dolžina tangente preračuna 
kot: 
𝑙𝑒𝑎𝑣𝑒𝐴𝑛𝑔𝑙𝑒 = 𝑠𝑙𝑜𝑝𝑒(𝑙) ± 𝑎𝑟𝑐𝑠𝑖𝑛(2 × 𝑅 𝑙⁄ ) 
𝑙𝑒𝑛𝑔ℎ𝑡 = 2 × √(𝑙 2⁄ )2 − 𝑅2 
 
Slika 3.12: Prikaz Dubinsove poti  
Dodajo se lahko tudi optimizacijski parametri, ki optimirajo drevo kot so: 
regulator smeri vzorčenja, regulator, ki preprečuje hitre zavoje, regulator globine 
drevesa. Točka qrand se generira s pomočjo metode naključnega vzorčenja. Izbere se 
qnear (najbližja obstoječa točka na drevesu do qrand) s to razliko, da se zdaj ne upošteva 
samo razdalja med qnear in qrand, ampak tudi kot β. Računanje razdalje med točko na 
drevesu in vzorčno točko je podano z enačbo (4), kjer je p točka na drevesu, s vzorčna 
točka, o orientacija, A in B pa sta parametra, s katerima skaliramo drevo. Na gradnjo 
drevesa RRT vplivajo: razdalja v ravni črti, razlika orientacije med vzorčno točko in 
točko na drevesu in globina točke na drevesu. 
 
𝑅𝑎𝑧𝑑𝑎𝑙𝑗𝑎 = 𝑟𝑎𝑧𝑑𝑎𝑟𝑙𝑗𝑎naravnost(𝑝, 𝑠) + 𝐴 ×△ 𝑜(𝑝, 𝑠) + 𝐵 × 𝑟𝑎𝑛𝑑(0,1) ×
𝑔𝑙𝑜𝑏𝑖𝑛𝑜𝑑𝑟𝑒𝑣𝑜(𝑝)        (4) 
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  return T;      } 
 
 
Dubinsove poti so lahko tudi dinamične. Te se od navadnih razlikujejo v tem, da 
se radij krogov med planiranjem lahko spreminja. Imamo dva različna načina 
spreminjanja radija. Lahko se uporabi poljuben regulator, ki v nekem časovnem 
intervalu če ne najde poti spremeni radij Dubisnovih poti. Drugi način pa išče najkrajšo 
pot v nekem intervalu različnih radijev. V tej metodi se izbira različne vnaprej 
predvidene radije. Vsaka sprememba radija pa vpliva na gradnjo drevesa. Ko imamo 
generiran izhodiščni zemljevid, se poišče najkrajšo pot od začetne do ciljne točke. S 
podaljševanjem časa za gradnjo drevesa RRT, se povečuje število možnih poti iz ene 
v drugo točko. Končna pot se izbere tako, da se gre čez vse možne poti in sešteje 
dolžine vseh njihovih odsekov ter določi najkrajšo pot. Na sliki 3.13 je prikazano 
iskanje, ko imamo čas iskanja omejen na 10s in ko je končna pot najdena. Slika je 
vzeta iz primera prikaza tega algoritma v literaturi [18]. 
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Slika 3.13: Iskanje poti s kombinacijo med RRT in Dubinsove poti, ko je čas 10s. Na levi sliki je 
prikazan graf iskanja, na desni pa je prikazana najdena končna pot 
 
3.4 Algoritem za planiranje poti  s pomočjo krožnih lokov 
Algoritem je izveden glede na opis v članku [7].  Parkirna pot je krožni lok, ki 
povezuje začetno pozicijo vozička s ciljno pozicijo. Da lahko parkira, mora voziček 
slediti tej poti po krožnem loku.  
3.4.1 Model vozička 
Model vozička (slika 3.14), ki je uporabljen za simulacijo in predstavitev 
delovanje tega algoritma, je štirikolesnik s premikajočimi sprednjimi kolesi 
(Ackermannov pogon). V celotni študiji je lega vozička definirana z vektorjem  P=[x, 
y, β], ki predstavlja točko v centru zadnje osi in orientacijo te osi. Iz kinematičnega 
modela vozička lahko izračunamo θ (5), ki je povprečni kot obračanja vozička, če 
imamo podana zasuka levega in desnega prednjega kolesa (θl, θr). Izračunamo lahko 
tudi radij obračanja vozička Rturn, kot podaja enačba (6).  
 
𝜃 = (𝜃𝑙 + 𝜃𝑟) 2⁄                  (5) 
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Slika 3.14: Model vozička z dimenzijami 
3.4.1.1 Izračun ICR centrov in radijev Rmin in Rmax vozička  
Trenutno središče kroženja (ang. ICR- instantaneous center of rotation) je točka, ki leži 
na presečišču vseh osi koles. Definira točko okoli katere krožijo vsa kolesa z enako 
krožno hitrostjo ɷ glede na ICR. Z drugimi besedami ICR je središče kroga obračanja. 
ICR točka je prikazana na sliki 3.14. Enačba za izračun centrov je (7). 
 
𝐼𝐶𝑅 = {
 [𝑥 − 𝑅𝑡𝑢𝑟𝑛 × 𝑠𝑖𝑛(𝛽), 𝑦 + 𝑅𝑡𝑢𝑟𝑛 × 𝑐𝑜𝑠(𝛽)]   č𝑒 𝑗𝑒 𝜃 < 0
[𝑥 + 𝑅𝑡𝑢𝑟𝑛 × 𝑠𝑖𝑛(𝛽), 𝑦 − 𝑅𝑡𝑢𝑟𝑛 × 𝑐𝑜𝑠(𝛽)]      č𝑒 𝑗𝑒 𝜃 ≥ 0    
 (7) 
 
Vsak voziček ima glede na radij obračanja Rturn tudi radij Rmax, ki je radij, ki 
ga voziček zvozi z najbolj zunanjo točko svojega telesa in Rmin, ki predstavlja radij, 
ki ga zvozi z najbolj notranjo točko svojega telesa. Oba radija Rmax in Rmin sta 
odvisna od radija obračanja avta Rturn, ki se spreminja s spreminjanjem kota 𝜃. Rmin 
in Rmax se izračunata po enačbah (8) in (9), kjer je Wc širina vozička, Lc dolžina 
vozička, Lfr pa razdalja od sprednjega odbijača do zadnje osi. Na sliki 3.14 so 
prikazani različni koti koles in radiji Rturn, Rmax in Rmin. 
 
 𝑅𝑚𝑖𝑛 = 𝑅𝑡𝑢𝑟𝑛 − 𝑊𝑐 2⁄                                                                                         (8) 
𝑅𝑚𝑎𝑥 = {
 √(𝑅𝑡𝑢𝑟𝑛 + 𝑊𝑐 2⁄ )2 + (𝐿𝑐 − 𝐿𝑓𝑟)2    𝑧𝑎 𝑣𝑧𝑟𝑎𝑡𝑛𝑜 
  √(𝑅𝑡𝑢𝑟𝑛 + 𝑊𝑐 2⁄ )2 + 𝐿𝑓𝑟2  𝑧𝑎 𝑛𝑎𝑝𝑟𝑒𝑗         
                     (9) 
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Slika 3.15: Prikaz krožnic obračanja z Rturn, Rmax, Rmin za kot 𝜃=30° na levi sliki in 𝜃=45° na 
desni sliki 
3.4.2 Lokalni koordinatni sistem 
Lokalni koordinatni sistem (lks) se definira s ciljem, da se poenostavijo enačbe. 
Vsi izračuni v algoritmu se izračunavajo v tem lokalnem koordinatnem sistemu. 
Izhodišče lokalnega koordinatnega sistema je definiran za vsak voziček različno, glede 
na njegove dimenzije. Koordinata x v lks je definirana  s središčem parkirnega prostora 
v vodoravni smeri. V navpični smeri (koordinata y) pa mora biti izhodišče čim bližje 
končnemu, da vozilo doseže končno točko z največjim krmilnim kotom (kotom 
obračanja) brez trka v parkirni prostor. Izhodišče lokalnega koordinatnega sistema 
definira enačba (12) in je prikazano na sliki 3.16. V enačbah je Wp širina parkirnega 
mesta, Wc širina vozička, Lc dolžina vozička, Lfr razdalja od sprednjega odbijača do 
zadnje osi, Rturn najmanjši krog obračanja vozička, Rmin/Rmax pa sta minimalni in 
maksimalni krog obračanje telesa vozička, glede na Rturn.  
 
𝑋0 = 𝑊𝑝 2⁄  
Če je (Rmax2-(Rmin+(𝑊𝑝 2⁄ ))2)2) ≥ 0 
Y0=√𝑅𝑚𝑎𝑥2 − (𝑅𝑚𝑖𝑛 + (𝑊𝑃/2)2)2                                                     (12) 
Če je (Rmax2-(Rmin+(𝑊𝑝 2⁄ ))2)2) < 0 
Y0=√(𝑊𝑐 × 𝑊𝑝/2) − (𝑊𝑐/4)2 
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Slika 3.16:  Prikaz lokalnega koordinatnega sistema 
3.4.3 Postopek parkiranja 
Parkirni algoritem uporablja krožne loke za premik od začetne pozicije vozička 
do ciljne pozicije. Pot po krožnem loku ima to prednost, da ima majhne napake pri 
sledenju poti in se preprosto izračuna. Na sliki 3.17 je prikazana končna pot (rdeča 
debela črta), ki je del krožnega loka (rdeča črtkana črta) z radijem, ki je večji od 
minimalnega radija obračanja vozička.   
 
Slika 3.17: Prikaz končne poti 
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Algoritem mora najti tako pot, ki je del krožnice in ima radij večji od 
najmanjšega radija obračanja vozička Rturn. Tangentna točka med krožnicami (končni 
krog in krog z radijem Rturn) je definirana tako, da je kot tangente v tej točki α in kot 
β orientacije vozička enak (α=β). Krožni lok končne poti je definiran z dvema 
točkama:  z izhodiščem lokalnega koordinatnega sistema in začetne pozicije vozička, 
kot je prikazano na sliki 3.17 (rdeča debela črta). Na sliki 3.17 je prikazan idealni 
primer (α=β). 
Zgodi se lahko, da voziček ne bo mogel slediti predlagani poti krožnega loka 
zaradi razlike v kotih med tangentnim kotom α (rdeča puščica na sliki 3.18) poti in kot 
orientacije vozička β (modra pušica na sliki 3.18). Tak primer je prikazan na sliki 3.18 
V tem primeru se voziček premika po krogih obračanja vozička (zeleni krogi na sliki 
3.18) naprej in nazaj, dokler ne doseže tangentno točko s kotom β, ki je enak kotu α. 
Taka točka vedno obstaja. Pri tem se mora preveriti tudi drugi pogoj, da je radij 
končnega kroga večji od radij obračanja vozička Rturn. Ko voziček pride do te 
tangente točke se začne premikati po končnem krogu (debelejši rdeči del rdečega 
črtanega krožnega loka na sliki 3.18), dokler ne doseže izhodišče lokalnega 
koordinatnega sistema [Poglavje 3.4.2]. Po dosegu te točke sledi premik naravnost 
dokler točka P (točka označena na sliki 3.14), ki označuje pozicijo vozička, ne doseže 
ciljne točke (rumeni del poti na sliki 3.18).  
 
Slika 3.18: Prikaz primera, ko sta kota α in β različna. 
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3.4.3.1 Izbira končne poti 
Izbira smeri obračanja in smeri vožnje je odvisna od napovedi končne poti. Iz 
določene začetne pozicije vozička obstajajo štiri končne poti (rdeči krogi na sliki 3.19). 
Določijo se glede na zavijanje levo/desno in vožnjo naprej/nazaj. Končna pot je 
izbrana, če sta izpolnjena dva pogoja. Prvi pogoj, ki mora biti izpolnjen je, da je radij 
končnega kroga večji od minimalnega radija obračanja vozička. V primeru na sliki 
3.19 sta radija krogov C3 in C4 večja kot Rturn vozička, radija krogov C1 in C2 pa ne, 
torej ne morata biti izbrana kot končna kroga. Drugi pogoj pa je, da je tangenta točka 
dotikališča med končnimi krožnicami (rdeče) in krožnicami z minimalnim radijem 
obračanja (zelene) nad X osjo lokalnega koordinatnega sistema. Ta pogoj izpolnjujeta 
kroga C1 in C4. Oba pogoja izpolnjuje krog C4, zato je ta krog izbran kot končni krog. 
Formule, po katerih se izračunata radij končnega kroga in tangenta točka 
dotikališča med končnimi krožnicami (rdeče) in krožnicami z minimalnim radijem 
obračanja (zeleno) (X,Y), so zapisane v (13). Pri tem Xc in Yc označujeta začetno 
pozicijo vozička, X0, Y0 je središče minimalnih krožnic obračanja (ICR), R radij 
končnega kroga, X je x komponenta tangentne točke, Y je pa y komponenta tangentne 
točke. 
B=𝑋𝑐2 + 𝑌𝑐2 
𝑅 = (𝐵 − 𝑅𝑡𝑢𝑟𝑛2) (2 × (𝑅𝑡𝑢𝑟𝑛 + 𝑋𝑐))⁄                                                             (5) 
𝑋 = ((𝑅𝑡𝑢𝑟𝑛 + 𝑋𝑐) × (𝐵 − 𝑅𝑡𝑢𝑟𝑛2)) (𝑅𝑡𝑢𝑟𝑛 + 𝐵)⁄  
𝑌 = (𝑌𝑐 × (𝐵 − 𝑅𝑡𝑢𝑟𝑛2) ((𝑅𝑡𝑢𝑟𝑛 + 𝑋𝑐)2 + 𝑌𝑐2)⁄  
 
Slika 3.19: Prikaz vseh možnih poti 
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3.4.3.2 Neprimerno območje in določitev začetne točke procesa parkiranja. 
Neprimerno območje je območje, v katerem poti za parkiranje ni mogoče najti. 
To se lahko zgodi, ko je voziček preblizu parkirnemu prostoru in ne more izvesti 
manevrov, ki so potrebni za parkiranje. 
Končna pot obstaja, če ima vsaj eden od krogov z radijem Rturn središče izven 
območja, kjer parkiranje ne obstaja.  Če je vozilo preblizu in sta obe krožnici obračanja 
znotraj neprimernega območja, se mora izvesti dodaten manever, kjer se vozilo 
premakne naprej/nazaj in stran od parkirnega prostora, dokler eden od krogov ni izven 
območja in se lahko določi končni krog. V večini primerov pa voziček začne parkiranje 
izven tega območja.  
Neprimerno območje se lahko določa na več načinov: 
• eksperimentalno določanje, kjer se za različne pozicije vozička v bližini 
parkirnega prostora pogleda ali tam obstaja končni krog ali ne. Na ta način se  
določijo meje, kjer se proces parkiranja ne mora začeti, 
• vnaprej določeno neprimerno območje za parkiranje, recimo: 
o voziček se vedno približuje z leve strani proti parkirnemu prostoru, 
tako se v zemljevidu določi, da desna stran ni primerna za iskanje 
končne poti, 
o zaradi ovir okoli parkirnega prostora se območje, kjer se lahko začne 
parkirni proces, krči. Tak primer je prikazan na sliki 3.20, kjer je zaradi 
ovir ena stran v bližini parkirnega prostora neprimerna za začetek 
parkirnega  procesa.  
o na začetku se določi pogoj, da se parkirni proces začne na oddaljenosti 
8m od parkirnega prostora. V tem primeru je vse ostalo območje 
neprimerno območje. 
o določitev točno definirane lege vozička P=[x,y,β], kjer želimo, da se 
parkirni proces začne.   
Na sliki 3.21 je prikazano neprimerno območje za primer iz članka [7]. Označene so 
tudi točke na robovih območja.  
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Slika 3.20: Prikaz dobrega in slabega območja za začetek procesa parkiranja  
 
 
        Slika 3.21:  Prikaz neprimernega območja za primer iz članka [7] 
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3.4.4 Izračun dolžine krožnega loka  
Krožni lok določimo za krog C s središčem p1, radijem r ter dvema točkama na 
krožnici p2 in p3. Usmerjenost kroga d podaja smer potovanja po krožnem loku (levo 
ali desno). Dolžina krožnega loka na krožnici se izračunana po formuli 𝐿 =  𝑟 ×  𝛼, 
kjer je r radij, α pa je kot med točkama. Kot med točkama se izračuna tako, da 
definiramo najprej dva vektorja 𝑽𝟏 =  𝑝2 −  𝑝1 in 𝑽𝟐 =  𝑝3 −  𝑝1, potem pa z 
uporabo funkcije  atan2()  izračunamo najmanjši kot med točkama.  
Razlika 𝛼 = 𝑎𝑡𝑎𝑛2(𝑽𝟐) − 𝑎𝑡𝑎𝑛2(𝑽𝟏)  poda smer obračanja. Če je ta razlika 
pozitivna, pomeni da za prehod iz V1 v V2 potrebuje obrat v levo.  Če pa je razlika 
negativna, pomeni to obrat v desno. Preveri se ali nam ta razlika da enako smer kot 
želimo (d). Če ne, se popravi z dodajanjem 2π  kotu. Na sliki 3.22 je prikazan krožni 
lok in označene so vse prej omenjene spremenljivke.  
 
 








V tem poglavju je opisan celotni postopek parkiranja in razlogi za izbor 
algoritma planiranje poti s krožnimi loki. S ciljem, da se preveri delovanje izbranega 
algoritma je v okolju Matlab implementiran algoritem parkiranja, ki je preverjen na 
modelu štirikolesnega AGV-ja. 
4.1 Opis problema parkiranja 
To delo se osredotoča na reševanje problema parkiranja AGV-ja, ki razvaža 
različen tovor znotraj tovarne. Samo parkiranje je sestavljeno iz več posameznih delov, 
ki sestavljajo celotni proces parkiranja. Proces vsebuje dve različni nalogi. Pri prvi 
nalogi AGV dobi ukaz, da odpelje določen tovorni voziček na zahtevano mesto. Pri 
drugi nalogi pa se AGV sam parkira na določeno polnilno postajo ali na željeno 
pozicijo. Prva naloga se razdeli na več različnih planiranj poti: 
• prvo je planiranje poti iz trenutne pozicije AGV-ja v bližino trenutne 
pozicije tovornega vozička,    
• drugi del je planiranje poti, kjer se AGV zapelje pod tovorni voziček in 
ga prime tako, da se lahko skupaj premikata naprej,  
• tretji del predstavlja planiranje poti, ko se AGV skupaj z tovornim 
vozičkom premakne v točko, kje se lahko začne izvajati parkirni proces,  
• četrti del planiranja je, da se AGV skupaj s tovornim vozičkom parkira 
na ciljno pozicijo (na parkirno mesto) in 
• zadnji del je, da se AGV odklopi od tovornega vozička in se premakne 
na mesto, kjer je ponovno prost za naslednjo nalogo.  
Prvi in tretji del planiranja se lahko rešujeta z  uveljavljenimi  algoritmi za planiranje 
poti, kot npr. A* [5][6]. Medtem, ko ostali deli planiranja poti zahtevajo natančnejše 
planiranje, ki upošteva dimenzije samega AGV-ja in tovornega vozička, kot tudi 
dimenzije parkirnih prostorov. Za te korake je potrebno razviti algoritme, kot je 
predstavljeno v Poglavju 3. 
Druga naloga pa je sestavljena samo iz dveh planiranj poti: 
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• premik AGV iz trenutne pozicije v bližino parkirnega prostora (polnilo 
postajo) do točke, kjer se lahko začne parkirni manever, 
• proces parkiranja na ciljno pozicijo. 
Za prvi del planiranja poti se spet lahko izkoristijo že dobro znani algoritmi, kot A* 
[5][6]. Za drugi del naloge je potrebno bolj natančno planiranje, ki upošteva dimenzije 
samega AGV-ja in parkirnega prostora. 
 Problem, na katerega se osredotoča ta raziskava je četrti del planiranja poti prve 
naloge torej, da se AGV skupaj s tovornim vozičkom parkira v parkirni prostor in drugi 
del druge naloge, kjer se AGV parkira v polnilno postajo. 
Vsi rezultati, ki si prikazani v 5. poglavju rešujejo problem, ko se AGV zapelje 
v parkirni prostor (polnilno postajo ali »home« pozicijo). Sam algoritem se lahko 
enako uporabi za reševanje problema, ko se AGV skupaj s tovornim vozilom zapelje 
v parkirni prostor. 
4.2 Izbor algoritma 
 Pri pregledu literature so bili opisani algoritmi (poglavje 3) uporabljeni za 
reševanje problema avtonomnega parkiranja pri samo-vozečih vozilih. Prikazani so 
trije algoritmi: Dubinsove poti, RRT in algoritem za planiranje poti s pomočjo krožnih 
lokov. Zaradi več pozitivnih lastnosti, se je izbralo algoritem za planiranje poti s 
pomočjo krožnih lokov.  
Prva prednost pred drugimi algoritmi, je upoštevanje dimenzije vozička in 
parkirnega prostora pri parkiranju. Preostala algoritma uspešno planirata najkrajšo pot, 
vendar ne upoštevata dimenzij vozička, ki so za reševanje problema, kot je opisan v 
poglavje 4.1, pomembne. Za daljše tovore se namesto dimenzij vozička upošteva 
dolžino tovora in se tako prepreči trke s stenami parkirnega prostora ali drugimi 
ovirami. Če so dimenzije parkirnega prostora premajhne in algoritem to ugotovi, javi 
da parkiranje ni mogoče. Če pa je parkirni prostor veliko večji, se lahko določi ustrezni 
pod prostor, kjer naj AGV parkira.  
Prednosti tega algoritma je tudi to, da se zaradi matematične enostavnosti lahko 
naredijo različne optimizacije in se ga tako prilagodi različnim modelom AGV-ja (npr. 
dvokolesniki z diferencialnim pogonom, štirikolesniki z Ackermann pogonom, in 
drugi). Za različne modele AGV-ja se v algoritmu različno računata Rturn in ICR 
točka. Računanje in izbira končne poti pa ostane enaka za vse modele AGV-ja.  
Algoritem lahko prilagodimo tudi tako, da omejimo maksimalen krmilni kot koles, 
orientacijo AGV-ja in vpeljemo določitev omejitvenega območja (npr. neprimerno 
območje). 
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Pri implementaciji v Matlab-u je uporabljen štirikolesni model vozička (AGV z 
Ackermann pogonom), ki ima krmiljena sprednja kolesa, ki se lahko obračajo za 180°.  
4.3 Okolje 
Samo okolje je definirano v programskem jeziku Matlab, ki omogoča izvedbo 
simulacije vožnje in implementacije algoritmov planiranja. Gre za zmogljivo okolje, 
kjer je možno na relativno enostaven način implementirati in testirati algoritme ter 
določanje ustreznih nastavitvenih parametrov s poskušanjem ali s pomočjo različnih 
optimizacij in analiz, ki pokažejo kako dobro deluje sam algoritem. Dimenzije 
parkirnega prostora so določene. Okolje je definirano tako, da nima nobenih ovir v 
okolici parkirnega prostora. 
Na levi strani slike 4.1 je prikazan tovorni voziček (slika je vzeta iz interneta 
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4.4 Algoritem 
Diagram implementacije algoritma je prikazan na sliki 4.2. Osnovna izvedba 
algoritma  predpostavlja znane pozicija, dimenzije, in koordinatni sistem parkirnega 
prostora, znana so tudi dimenzije in poza AGV-ja. AGV je že v bližini parkirnega 
prostora. Samo računanje v algoritmu se začne z določanjem 𝜃 in Rturn parametrov 
AGV-ja. Naslednji korak je določitev lokalnega koordinatnega sistema, kot je opisano 
v poglavju 3.4.3. Preveri se ali je AGV znotraj neprimernega območja (poglavje 
3.4.3.2). Če AGV ni v tem območju, se izračuna ICR točka in radij R končnega kroga 
ter tangente točke. Preveri se ali sta pogoja za izbor končne poti (poglavje 3.4.) 
izpolnjenja in se sestavi referenčna pot, ki je izhod algoritma. Če pa se AGV nahaja v 
neprimernem območju, potem se izračuna ICR točka in se namesto končne poti izbere 
krog z radijem obračanja Rturn za referenčno pot, po kateri se AGV premika za neko 
dolžino krožnega loka. Ko se premakne za to dolžino po krožnici, se za novo pozicijo 
AGV-ja ponovno preverja ali se nahaja v neprimernem območju.  
 











S ciljem, da se ovrednoti delovanje algoritma, so bili v sklopu tega dela 
narejeni preizkusi v simulacijskem okolju. To poglavje predstavlja izvedbo simulacije 
in rezultate, ki so bili dobljeni pri različnih simulacijah algoritma. Narejene so bile tudi 
različne optimizacije. 
5.1 Osnovna izvedba algoritma 
Osnovna izvedba algoritma, kot je bilo že povedano v poglavju 4.4, ima vhodne 
podatke: določena pozicija in dimenzije parkirnega prostora, dimenzije vozička  in  kot 
koles 𝜃. Podani so koordinatni sistem vozička in parkirnega prostora. Prikaz okolja je 
viden na sliki 5.1, vse dimenzije na slikah so v centimetrih. Na sliki 5.1 so označene 
tudi dimenzije parkirnega prostora, vozička in koles. Sami izračuni se torej začnejo z 
določitvijo lokalnega koordinatnega sistema, kot je opisano v poglavju 3.4.2. Na sliki 
5.2 je prikazan določen koordinatni sistem. V naslednjem koraku se izračunajo radij 
obračanja vozička Rturn, kot je prikazano v poglavju 3.4.1 in radija Rmax in Rmin, kot 
je prikazano v poglavju 3.4.2. Določi se območje, ki je neprimerno za začetek 
parkiranja oz. območje, kjer poti za parkiranje ni mogoče najti (poglavje 3.4.3.2). Za 
ta simulacijski model je to območje prikazano na sliki 5.2 kot vijolični kvadrat. 
Izračuna se center ICR, kot je povedano v poglavju 3.4.1.1. Na sliki 5.3 sta prikazana 










Slika 5.1:  Prikaz okolja, označene dimenzije in prikaz določenega lokalnega koordinatnega sistema 
 
 





Slika 5.3: Prikaz ICR točk in krogov z radijem Rturn za kot 𝜃 
 
Na koncu se izračunajo še radij R in središče končnega kroga (poglavje 3.4.3.1). 
Končni krog ima središče C[0,R]. Izračuna se tudi tangenta točka dotikališča med 
krogoma z radijem Rturn in končnim krogom z radijem R (izračun je podan v poglavju 
3.4.3.1). Tangenta točka je tudi točka preklopa, kjer se voziček začne premikati po 
krožnem loku končnega kroga in ne več po krožnem loku kroga z radijem Rturn. To 
je prikazano na sliki 5.4. Sledi sestavljanje poti, ki je sestavljena iz treh delov. Prvi del 
je od začetne pozicije vozička do tangentne točke, premik po prvem krožnem loku. 
Drugi del je od tangente točke do izhodišča lokalnega koordinatnega sistema, premik 
po drugem krožnem loku. Tretji del pa je premik po ravni črti od izhodišča lokalnega 
koordinatnega sistema do ciljne pozicije znotraj parkirnega prostora. Sestavljena 
končna pot je prikazana na sliki 5.5. Izračuna se še dolžina poti, tako da se seštejejo 
dolžine krožnih lokov in premika naravnost. Dolžina krožnih lokov se izračuna, kot je 





Slika 5.4: Prikaz končnega kroga (rdeča črtkana črta) 
 





Pri tej osnovni implementaciji algoritma je bil cilj, da se definirajo vse enačbe, 
izvede implementacija in preveri delovanje le-teh na preprostem primeru. Pri izvedbi 
so bile povzete enačbe iz članka [7]. Te enačbe so bile dopolnjene z manjkajočimi 
enačbami in prilagojene za simulacijsko okolje in model.  
Testiranje algoritma je bilo izvedeno za različne pozicije, orientacije in 
dimenzije vozička, ter za različne pozicije in dimenzije parkirnega prostora. Pri 
testiranju algoritma je bilo pokazano, da je algoritem pravilno izveden in da deluje. 
Algoritem vedno najde referenčno pot, razen v primerih, ko je voziček znotraj 
neprimernega območja oziroma, ko je voziček preblizu parkirnega prostora. Kar se v 
praksi redko kdaj zgodi. Na sliki 5.6.a  in sliki 5.6.b je podanih nekaj primerov najdene 
referenčne poti. Prikazan je izbran krog z radijem Rturn in končni krog ter sestavljena 
referenčna pot z rdečo barvo. Dobljena referenčna pot je najboljša glede na podane 
vhodne podatke v algoritem. S tem da ne moramo izbrati ali bo voziček parkiral 
naravnost ali vzvratno, ter ali bo njegov začetni obrat v levo ali desno. To se določi 
samostojno z izbiro končnega kroga. 






Slika 5.6.b:  Prikaz končne poti za različne pozicije orientacije vozička in različen kot 𝜃 
5.2 Optimizacijski algoritmi  
Pri algoritmih planiranja je glavni cilj, da najdemo najboljšo pot, ki je lahko 
najkrajša pot ali pot, ki ima najmanj manevrov obračanja. Lahko ima dodatne 
omejitve: dovoljen le obrat v eno smer (npr. obrat v levo), zahtevano je vzvratno v 
parkirni prostor in podobno. Planirani algoritmi morajo določiti tudi  območje, kjer 
poti ni mogoče dobiti. Za pridobitev najbolj optimalne poti, se izvedejo optimizacije 
oziroma analize algoritma,  s katerimi se dobijo najprimernejše pozicije in zasuki 
koles. V tej magistrski nalogi je za optimalno pot vzeta najkrajša pot, ki prepelje 
voziček iz začetne pozicije v parkirni prostor.  
5.2.1 Uporaba algoritma z optimizacijo pozicije in orientacije vozička 
Ta optimizacija algoritma je izvedena z namenom, da se preveri delovanje 
algoritma v različnih območjih v bližini parkirnega prostora in  da se določi območje, 
ki ni primerno za začetek parkiranja in območje, ki je najbolj primerno za podano 
okolje z definiranimi dimenzijami parkirnega prostora in vozička. Na sliki 5.7 so 
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prikazana tri območja, ki se jih je preverilo. Pozicije in orientacije, ki so bile 
pregledane, so v bližini parkirnega prostora.  Torej ta optimizacijski algoritem vrne pri 
kateri poziciji in orientaciji vozička dobimo najbolj optimalno pot s podanimi zasuki 
koles. 
 
Slika 5.7: Prikaz območja 
Rezultati 
Pokazano je bilo, da parkiranje ni dobro začeti, ko smo preblizu parkirnega 
prostora ali ko smo predaleč stran.  
Območje okoli parkirnega prostora, v katerem končne poti ni mogoče najti je 
označeno s kvadratom, ki se ga poimenuje neprimerno območje (poglavje 3.4.3).  
Na slikah 5.8 do 5.13 je prikazano iskanje optimalne poti z optimizacijo pozicijo 
vozička v treh območjih, ki so prikazani na sliki 5.7. Vse slike imajo označena 
območja, ki so najboljša in območja, ki niso primerna za začetek parkiranja. Območje, 
ki ga določimo kot neprimerno, ni odvisno od spreminjanja orientacije vozička β.  
Če vsako območje ločeno analiziramo, potem ugotovimo sledeče: v prvem 
območju vidimo, da smo preblizu, če smo oddaljeni manj kot 20cm po y. Drugo 
območje je kritično, ker smo najbližje parkirnemu prostoru in je najmanj prostora za 
manevriranje. Kot je označeno na sliki 5.9 se vse poti za parkiranje nahajajo v ozkem 
pasu. Spet se pokaže, da so poti najboljše, če je voziček od parkirnega prostora po y 
oddaljen več kot 20cm. Območje tri je prikazano na sliki 5.10. Pri tem območju lahko 
vidimo, da ni mogoče najti poti, če smo preblizu parkirnega prostora, torej manj kot 
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20cm po y. Te ugotovitve lahko pomagajo pri sestavljanju neprimernega območja po 
eksperimentalni poti. 
Če se za ta ista območja vzame različno orientacijo vozička β, se dobijo ista 
neprimerna območja. Razlikujejo pa se območja, kjer se najdejo najbolj optimalne 
poti. Na sliki 5.11 je pokazano prvo območje pri parkiranju vzvratno, ko je orientacija 
vozička β=0° in β=120°. Upoštevajoč ugotovitve še iz slik 5.8 do 5.10 lahko opazimo, 
da se neprimerno območje ne spreminja s spreminjanjem β in ga lahko posplošimo.  
V nadaljevanju so prikazane tudi tabele, ki prikazujejo kako se podatki shranijo 
in kako se lahko določi najkrajša pot (slika 5.11). Primer je prikazan za celotno 
območje okoli parkirnega prostora in za nekaj primerov različnih pozicij. Dolžina poti 
je v cm.  
Na sliki 5.13 je prikazano neprimerno območje oz. območje, kjer poti niso 
možne in območje, kjer se najdejo najboljše poti. Vidimo, da neprimerno območje 
lahko določimo tako, da upoštevamo tiste dele, kjer parkiranje ni možno ali je 
neoptimalno. To območje je eksperimentalno določeno z optimizacijo pozicij tega 
konkretnega primera vozička. S spreminjanjem vhodnih parametrov se lahko podobna 
optimizacija naredi za vsak model vozička in okolja. 
 
Slika 5.8 Prikaz referenčne poti za prvo območje glede na sliko 5.7. Leva slika je za parkiranje 
naravnost, desna slika pa za parkiranje vzvratno. Označeno je območje, kjer referenčne poti ni. Pri 




Slika 5.9: Prikaz referenčne poti za drugo območje glede na sliko 5.7. Leva slika je za parkiranje 
naravnost, desna slika pa za parkiranje vzvratno. Pri tem se optimizira pozicija vozička, orientacija je 
β=30° 
 
Slika 5.10: Prikaz referenčne poti za območje tri glede na sliko 5.6. Leva slika je za parkiranje 





Slika 5.11: Primer izbire najkrajše poti in shranjevanje podatkov v tabeli. 
 
 
Slika 5.12:  Prikaz območja za različne orientacije vozička, β=0° na levi in β=120° na desni. Lahko se 




Slika 5.13:  Prikaz neprimernega območja, določenega eksperimentalno za ta konkretni primer 
vozička 
Na sliki 5.14 in 5.15 je prikazano iskanje optimalne poti, ko imamo podano točno 
pozicijo vozička [x,y], iščemo pa najboljšo začetno orientacijo β vozička. Za to 
optimizacijo so bile izbrane pozicije v vsakem območju in spreminjalo se je orientacijo 
vozička.  
Na slikah je prikazana optimizacija za izbrane pozicije v vsakem območju, 
zraven je priložena še tabela, kjer je v tretjem stolpcu shranjena orientacija vozička, v 
zadnjem pa dolžina poti. Za boljšo preglednost na sliki je prikazano spreminjane 
orientacije od 0° do 360° po korakih 30°.  
Narejeno je bilo velik primerov in v splošnem lahko za vsak primer vozička 
zaključimo, da s spreminjanjem orientacije ne spreminjamo neprimerno območje, se 
pa spreminja dolžina poti [cm].   
Splošne ugotovitve, pridobljenih pomočjo te optimizacije, so naslednje: da je pot 
najkrajša oz. najbolj optimalna mora biti tangenta točka dotikališča med krogom 
obračanja vozička in končnim krogom v točki poziciji vozička. V tem primeru je pot 
najkrajša in je sestavljena iz premika po končnem krožnem loku in premika naravnost. 
Tak primer je prikazan na sliki 5.16 za parkiranje naravnost in za parkiranje vzvratno 
iz dveh različnih pozicij.  
Če se zgodi, da je začetna lega vozička v neprimernem območju oz. preblizu 
parkirnega  mesta, kot je prikazano na levi strani slike 5.17, se lahko vseeno najde 
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končna pot z dodatnim manevrom. Tak primer se reši tako, da se voziček premika po 
krogih obračanja stran od začetne lege. Določi se korak premika, torej dolžino 
krožnega loka. Na sliki 5.17 je prikazan postopek, kjer se voziček premakne v točko 
P_new in se ponovno s pomočjo algoritma preračuna končna pot, ki je v tej novi točki 
P_new najdena. V tem primeru je bil narejen samo en dodaten premik. 









Slika 5.16: Prikaz najbolj optimalne poti. Na desni sliki je prikazano vzvratno parkiranje vozička pri  
P = [-4,-30, 30°] in 𝜃=30°, na levi pa parkiranje vozička naravnost pri P= [110,0, 30°] in 𝜃=30°. 
 
 
Slika 5.17: Na levi sliki je prikazan voziček v neprimernem območju in točka premika P_new. Na 





5.2.2 Uporaba algoritma s spreminjanjem kota θ  
Kot je bilo povedano v poglavju 3.4, zasuki koles 𝜃l in 𝜃d in posledično tudi  
povprečen zasuk koles 𝜃 predstavljajo pomemben podatek pri računanju poti. Z 
njegovim spreminjanem se spreminja tudi radij obračanja Rturn, zaradi česar se 
posledično spreminja tangentna točka dotikališča med končnim krogom in krogom z 
minimalnim radijem obračanja, kar rezultira v spreminjane dolžine poti.   
Pri tej optimizaciji imamo podano referenčno pozicijo vozička za začetek 
parkiranja in iščemo s kakšnim povprečnim kotom obračanja vozička 𝜃 lahko 
dosežemo najkrajšo pot. 
Rezultati 
Kjer imamo model vozička, pri katerem se lahko kolesa obrnejo za 180°, je ta 
simulacija narejena s ciljem, da se določi kateri koti so najboljši, za pridobitev 
optimalne poti. Kot je prikazano v tabelah na sliki 5.18 in slika 5.19, lahko vidimo da 
je dolžina poti res odvisna od spreminjanja kota koles. V tabelah na slikah so podani 
pozicija vozička, orientacija vozička, povprečni kot obračanja vozička in dolžina poti. 
Če je pri dolžini poti naveden podatek -1 ali -2 pomeni, da v tej poziciji, s to orientacijo 
in za tak kot obračanja vozička ni najdena pot, ki povezuje voziček in želeno končno 
pozicijo v parkirni prostor. Na sliki 5.18 je prikazano parkiranje naravnost. Na sliki 
5.19 pa je pokazano spreminjanje kota koles za vzvratno parkiranje vozička. 
Na sliki 5.20 in sliki 5.21 lahko vidimo grafično predstavitev kako se spreminja 
dolžina poti glede na zasuk koles. Opazimo, da se graf spreminjanja poti ponavlja za 
±𝜃. S spreminjanjem načina parkiranja (naravnost ali parkiranje vzvratno) pa se 
spreminja njegova oblika. Graf je odvisen tudi od tega, v katerem območju se nahaja 
voziček. Pri različnih primerih je bilo ugotovljeno, da pot ni mogoča pri kotih 0 °, 180° 
in -180°, pri vseh pozicijah in orientacijah. Najboljši koti koles za parkiranje so med 
30° in 120° za naravnost in za vzvratno. 
Na vseh slikah so sprednja kolesa, katerih kot se spreminja s spreminjanje θ, 






Slika 5.18: Na levi sliki je prikaz različnih poti za parkiranje naravnost za različne 𝜃 koles, na desni 
sliki pa je pokazana tabela stanj 
 
Slika 5.19: Na levi sliki je prikaz različnih poti za parkiranje vzvratno za različni 𝜃 koles, na desni 







Slika 5.20: Prikaz odvisnosti poti, od kota koles θ za voziček [-20,-20, 30°]. Na levi sliki je prikazano 
parkiranje vzvratno, na desni pa parkiranje naravnost. Začetna lega vozička je v prvem območju glede 
na sliko 5.7 
 
 
Slika 5.21: Prikaz odvisnosti poti, od kota koles θ za voziček [80,-20, 30°]. Na levi sliki je prikazano 
parkiranje vzvratno, na desni pa parkiranje naravnost. Začetna lega vozička je v tretjem območju 




5.2.3 Uporaba algoritma pri vožnji naravnost v parkirni prostor in pri 
vzvratnem parkiranju. 
Parkiranje naravnost v parkirni prostor pomeni, da se voziček s sprednjim delom 
zapelje v parkirni prostor. Parkiranje vzvratno pa pomeni, da voziček zapelje v parkirni 
prostor z zadnjim delom. 
Pri osnovni izvedbi algoritma se z izbiro končne poti samodejno opredeli ali bo 
voziček parkiral naravnost ali vzvratno. Vendar to ni vedno najboljša rešitev, saj lahko 
zaradi različnih tovorov (ali zaradi dodatnih omejitev) že vnaprej zahtevan določen 
način parkiranja.  
Rezultati 
Ko je voziček dovolj oddaljen od parkirnega prostora, pri vsakem kotu 𝜃 
obstajata dve možnosti parkiranja, kar je prikazano na sliki 5.22 (rdeča črta predstavlja 
parkiranje naravnost, modra pa parkiranje vzvratno). Dolžina poti je odvisna od želje, 
ali se voziček parkira naravnost ali vzvratno. Glede na začetno pozicijo in orientacijo 
s katero se parkiranje začne, je lahko en način parkiranja bolj optimalen kot drugi.   
Parkiranje vzvratno je bolj primerno, ko ima voziček tako orientacijo, da je z 
zadnjim delom obrnjen proti parkirnemu prostoru. Na sliki 5.22 je prikazana dolžina 
poti za primer, ko imamo parkiranje vzvratno in je voziček obrnjen s sprednjim delom 
proti parkirnemu prostoru, na sliki 5.23 pa ko je voziček obrnjen stran od parkirnega 
prostora. Zraven slike je tudi tabela, v kateri zadnji stolpec vsebuje dolžine poti za 
različne pozicije vozička v cm. S primerjavo tabel lahko potrdimo prej omenjene 
ugotovitve. 
Parkiranje naravnost je bolj primerno, ko je orientacija vozička taka, da je s 
sprednjim delom obrnjen proti parkirnemu prostoru. Na sliki 5.24 je prikazana dolžina 
poti za tak primer, na sliki 5.25 pa ko je obrnjen stran od parkirnega prostora. Zraven 
slike je prikazana tabela v kateri zadnji stolpec podaja dolžine poti za različne pozicije 





Slika 5.22: Prikaz obeh možnosti parkiranja vozička 
 



































V tem delu smo se osredotočili na algoritem iskanja poti s krožnimi loki za 
namen parkiranja vozička. Algoritem prikazuje praktičen primer planiranja poti pri 
procesu parkiranja. Pokazano je bilo, da algoritem vedno najde pot in da je 
računalniško učinkovit. 
 Prednosti predlaganega algoritma so: upoštevanje dimenzij parkirnega prostora 
in dimenzij vozička, prilagojenost za različne dimenzije in modele vozička, 
prilagojenost za različne dimenzije parkirnega prostora. Če se po nekem naključju 
voziček znajde preblizu parkirnega prostora in referenčne poti ni mogoče najti, se 
lahko z dodatnim manevrom reši ta problem. 
Slabosti pa so, da imamo v osnovni izvedbi algoritma samo eno končno pot, ki 
izpolnjuje omenjena pogoja: prvi pogoj zahteva, da je radij končnega kroga večji od 
minimalnega radija obračanja vozička. Drugi pogoj pa, da je tangenta točka dotikališča 
med končnim krogom in krogom z minimalnim radijem obračanja nad X osjo 
lokalnega koordinatnega sistema. Z izbiro take končne poti izgubimo fleksibilnost, 
prav tako algoritem sam določi ali bo vozilo parkiralo naravnost ali vzvratno. To je 
lahko slabost, če je v nekem primeru določen način parkiranja boljši kot drugi. 
Dodaten parameter na katerega ne moremo vplivati je število manevrov. Zaradi zgoraj 
naštetih slabosti je lahko referenčna pot, ki jo dobimo, ne-optimalna glede na zahteve 
za določen primer parkiranja. 
Narejeno je bilo nekaj optimizacij algoritma za bolj podrobno preverjanje 
delovanje algoritma za različne primere postavitve vozička, da se ugotovi, kdaj se dobi 
najboljša referenčna pot in kje poti ni mogoče dobit. Optimalna pot je v našem primeru 
najkrajša pot. Pri optimizaciji pozicije vozička je bilo z eksperimentalnim pristopom 
določeno območje, kjer parkirne poti ni možno dobiti. Ugotovljeno je bilo, da če se po 
nekem naključju voziček znajde preblizu parkirnega prostora in referenčne poti ni 
mogoče najti, se lahko z dodajanjem dodatnega manevra to reši (premik po minimalnih 
krogih obračanja za neko dolžino). S spreminjanjem pozicije se je ugotovilo, da je 
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najkrajša pot takrat, ko je tangenta točka med končnim krogom in krogom z 
minimalnim radijem obračanja enaka poziciji vozička. Neprimerno območje se lahko 
določi tudi s spreminjanjem pozicije in orientacije. To območje je različno za vsak 
model vozička. Z analizo spreminjanjem kota zasuka koles je bilo ugotovljeno, da 
dobimo s koti med 30° in 100° najboljše referenčne poti.  
  Iskanje izvedljive poti je odvisno od vseh parametrov (pozicije, orientacije in 
kota koles vozička). Zato moramo imeti za lažjo izvedbo optimizacije poti, točno 
določenega vsaj enega od teh parametrov. Za izračun končne poti imamo lahko nekaj 
scenarijev:  
• pozicija in orientacija vozička za začetek parkiranja je že določena in 
iščemo optimalno pot iz te pozicije in orientacije,  
• omejen ali določen je kot zasuka koles, 
• določeno je območje, v katerem se začne parkiranje,  
• določen je način parkiranja (vzvratno ali naprej) v parkirni prostor. 
Nadaljevanje tega magistrske naloge, se lahko usmeri v implementacijo takega 
algoritma na realnem vozičku in izvedejo se lahko dodatna testiranja. Pri 
implementaciji v realnosti je pomembno, da se določi vse omejitve samega algoritma 
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