In the past decade, much work has been done on integrating different lake models using general frameworks to overcome model incompatibilities. However, a framework may not be flexible enough to support applications in different fields. To overcome this problem, we used Python to integrate three lake models into a Phytoplankton Prediction System for Lake Taihu (Taihu PPS). The system predicts the short-term (1-4 days) distribution of phytoplankton biomass in this large eutrophic lake in China. The object-oriented scripting language Python is used as the so-called 'glue language' (a programming language used for connecting software components). The distinguishing features of Python include rich extension libraries for spatial and temporal modelling, modular software architecture, free licensing and a high performance resulting in short execution time. These features facilitate efficient integration of the three models into Taihu PPS. Advanced tools (e.g. tools for statistics, 3D visualization and model calibration) could be developed in the future with the aid of the continuously updated Python libraries. Taihu PPS simulated phytoplankton biomass well and has already been applied to support decision making.
INTRODUCTION
The integration of model components that stem from different scientific disciplines is important for making optimal use of the existing knowledge on the functioning of complex ecosystems (Argent ) . However, existing models are sometimes incompatible with each other and are difficult to couple (Holzworth et al. ) . The compatibility problem is mostly due to different spatial and temporal scales, modelling techniques, programming languages, software platforms and data types used in various model components (Argent ; Oxley et al. ; Roberts et al. ) . Therefore, an approach that is capable of efficiently coupling model components is much needed.
Models can be integrated using programming languages (the language approach) or frameworks (the framework approach). Some intermediate approaches have been proposed by using frameworks within a programming language (e.g. Karssenberg et al. ) . Among these approaches, the framework approach is the most widely However, a framework is typically specific to a given field, and may not be flexible enough to support applications in other fields (Karssenberg ) . Researchers in many cases need features not available in the framework, so they have to develop the required functions themselves.
Moreover, the framework is normally designed by software engineers, which makes it difficult for modellers to make modifications. In addition, the cost of acquiring a licence of the framework may also limit its use.
As an alternative to the framework approach, we used a scripting language (Python) for model integration. As scripting languages are designed for connecting software components, an application can be developed five to ten times faster than with a traditional system programming language (Ousterhout ). Python supports a diverse collection of free libraries and multiple programming languages, and is independent of other software (Karssenberg et al. ) . These features allow Python to solve problems in integrating model components from different fields. Despite its obvious benefits, however, Python has been scarcely used for coupling models (Kraft et al. ) .
The objectives of this paper are to integrate three lake models with Python, and to develop a Phytoplankton Prediction System for Lake Taihu (Taihu PPS) for forecasting the phytoplankton distribution over a time horizon of a few days. Such forecasting helps managers to take emergency measures in time to protect sensitive areas (e.g. intake points of drinking water) and thereby avoid or minimize the negative impact of harmful algal blooms. Taihu PPS has already been used by managers of Lake Taihu in recent years. The following section describes the model components of Taihu PPS. The third section of the paper presents details of Taihu PPS, including the architecture, the 'glue language', used Python libraries and modelling tools and finally the workflow of Taihu PPS. In the fourth section, the paper evaluates the performance of Python in model integration. Finally, conclusions are drawn in the last section.
MODEL COMPONENTS
Models are more than just software components and require effort to link them efficiently to data (Voinov & Cerco ) . They can be developed from scratch or from existing models (for an overview of many lake models see 
Phytoplankton transport model
The phytoplankton transport between different grid cells depends on the vertical profiles of the horizontal water velocity in all grid cells from HD Taihu (referred to as 'water flows' in). Two assumptions were made in this model. The whole phytoplankton biomass is assumed to remain at the water surface when wind velocity is less than 2 m s À1 , and when wind velocity is more than 2 m s À1 , the wind stress can break up the phytoplankton surface bloom. Subsequently the phytoplankton is treated as if it were dissolved matter that simultaneously follows water movement. These two assumptions were considered to be important for phytoplankton modelling (Hu et al. ) .
The transport of phytoplankton is important for the shortterm phytoplankton dynamics in Lake Taihu (Wu et al.
), so a short time step (200 seconds) was used in the phytoplankton transport model. are the arguments to derive the local drain direction network map.
The NumPy library is widely used in many scientific packages for basic linear algebra objects and matrices (Oliphant ) . PCRaster Python provides conversion functions between maps and matrices (Karssenberg et al. ).
Thus, some operations unavailable in the PCRaster Python library can be performed in NumPy.
A visual component (Matplotlib) was used for flexible raster output, real-time plotting and basic 3D graphics (Hunter ) . It also offers some basic GIS functions required for spatial data visualization.
Modelling tools
The external libraries mentioned above (Nilsen ) make we used a scripting language to integrate three existing lake models and implement a lightweight and appealing graphical user interface for data exchange between these models. To do so, we compiled the hydrodynamic model into a Python library and designed the interfaces with Python, in a manner that was similar to linkable components (Gregersen et al.
) and the design-by-interface pattern (Holzworth et al.
).
We also developed functions in Toolbox.py (mentioned in the architecture of Taihu PPS) for model integration.
Therefore, the approach we took is general and capable of coupling components together without tedious programming. This capability stems from the following advantages of Python in model integration.
Firstly, skilful programming is not required when using We conclude that the development of Taihu PPS was successful because of the above-mentioned advantages of Python. However, some potential weaknesses should be No attempt is made to make it a universal tool for modelling. A 'build for today' philosophy is adopted to keep Taihu PPS simple and useful. The current development of Taihu PPS is focused on advanced tools for spatial and temporal statistics, 3D visualization and model calibration. Further effort might also focus on a link with a watershed model to provide nutrient and sediment inputs.
As a final remark we would like to note that although Python has the above-mentioned advantages, it may not be as efficient as a suitable framework. It is therefore not our intention with this paper to devalue the importance and necessity of the framework approach and other approaches for model integration. Instead, we would like to provide another choice for model integration when no suitable framework is available in a specific field. To learn about the benefits and challenges of using Python in model integration, we developed Taihu PPS for a short-term prediction of phytoplankton distribution in Lake Taihu. Taihu PPS is still far from a mature stage.
CONCLUSIONS
Further improvements will be carried out to develop tools for advanced statistics, 3D visualization and data assimilation. Updated versions of the Python libraries could contribute to these targets. On the basis of our experiences with developing Taihu PPS, we are convinced that Python is promising for combining different models and deserves more attention from the modelling community.
