Abstract-In this paper, a new kind of annotations called attribute annotations and the methodology for their application in deductive program verification are proposed. A collection of annotating attributes for the C kernel subset of the C language is described, and, on their basis, two versions of axiomatic semantics of C kernel-forward semantics and mixed forward semantics-are presented.
INTRODUCTION
Using a simplified intermediate language is the trend in modern projects oriented at deductive verifi cation. Cminor (project CompCert [1] ), Why (project Frama C [2] ), Boogie [3] (projects Dafny [4] and VCC [5] ), and Simpl (project Verisoft [6] ) are examples of intermediate languages used in C program ver ification projects.
The translation of the annotated program in the target language into an intermediate language elimi nates the complex constructions of the target language. This simplifies the axiomatic semantics being developed for the intermediate language. At the same time, the translation extends the area of the appli cation of the deductive approach to the verification in the target language.
There are two types of translation: transformation and normalization. The difference between them is that, in the case of normalization, the intermediate language is a subset of the target language.
The advantage of the transformation is that a number of different target languages can be translated into an intermediate language. Therefore, it is sufficient to develop the semantics only once for that lan guage. However, the proof of the correctness of such translation is usually not an easy task. All of the above mentioned examples of intermediate languages fall into this category.
Conversely, normalization is usually performed for one target language. The exception is the transla tion of different dialects or versions of the target language with a common syntax. However, the proof of the correctness of the normalization is usually easier than in the case of transformation, as the intermedi ate and target languages have the same operational semantics.
The C kernel language [7] , which is used in the two level C program verification method [8, 9] , falls into the second category. This method is applied to the C light language, which is an expressive subset of the ISO C language [13] . To verify C light programs, we first translate them into programs [10, 11] in the C kernel language, which is a limited subset of the C light language. Then, we generate verification con ditions using the axiomatic semantics of the C kernel language [7] . Since the algorithms of normalization used to translate C light programs into C kernel programs modify the source code of the original pro gram and initial annotations, the correctness of these algorithms was proved in [11] .
Although the unified operational semantics of the C light and C kernel languages simplifies the proof of the correctness of the translation from C light into C kernel, the complexity of the proof is still quite high. Let us note that the correctness of the translation is understood not only in the functional equiva lence of the original and resulting programs but also in the preservation of the truth of the transformed annotations (e.g., loops and labels invariants). Therefore, in order to be able to perform additional trans formations of C kernel programs aimed at further simplifying the generation of the verification conditions and, at the same time, to overcome the problem of the justification of the correctness of these transforma tions, we introduce a special kind of normalization called attribute normalization, which does not alter the target language constructions and source program annotations but attributes them and assigns values to these attributes. Since this normalization does not affect the execution of the program and the truth of the source annotations, it does not require proof of correctness.
Based on this idea, we present a new two step method of simplifying the generation of the verification conditions, a method of attribute annotations. At the first step, the target language programs are translated into intermediate language programs using only the attribute normalization. Pair of (annotating) attributes and their values are attributed to the constructions of the source annotated program. They can be viewed as a new kind of program annotations, which we call attribute annotations. The verification con ditions for the intermediate language's programs are generated at the second step. The attribute annota tions associate the additional information with the programming constructions and with the original pro gram annotations. The use of this information in the inference rules of the axiomatic semantics allows simplifying the process of the verification conditions generation and the generated verification conditions as well.
The process of generating the verification conditions is simplified due to the fact that the nonlocal information about the annotated program used in the rule is available locally. For example, the rule for the statement return e requires nonlocal information about the type of the expression e and the return type of the function in which there occurs this statement. The addition of appropriate attributes to the statement return solves this problem.
The simplification of the generated verification conditions is achieved by adding specialized interfer ence rules using the additional information. An example of a specialized rule used in the mixed axiomatic semantics of the C kernel language [12] is the rule for assigning unshared variables. The values of the vari ables of this kind are accessible in the execution of the program only through its name (rather than through, for example, a pointer). This allows one to apply to this variable a specialized rule, such as a rule for the Pascal language, and receive simple verification conditions compared with the general rules for the assignment used in the conventional axiomatic semantics of C kernel [7] . Additional information is given by the Boolean attribute nonshared, which determines whether a variable is unshared.
C PROGRAMS TWO LEVEL VERIFICATION METHOD
The C programs two level verification method [7] [8] [9] is applied to the C light language, which is an expressive subset of the ISO C language [13] .
Void types, integer types, real types, and enumerations are the basic types of the C light language. Pointers, arrays, structures, and functions are derived types of this language. The C light language covers all the statements of C. The order of the evaluation of the expressions in the language C light is strictly fixed. The arguments of operators and functions are evaluated from right to left, and the initialization lists of expressions, from left to right. C light's feature is that it has formal operational semantics [9] .
The two level method translates the C light program you want to verify into a C kernel program [10, 11] and applies to the last the rules of the axiomatic semantics for the C kernel language [7] . All the expressions in the C kernel language are in the normal form. The number of side effects in the normalized expressions is minimized, and the operators with the sequence points (e.g., logical operators) are excluded. The normalized expression also does not contain conditional operators, comma operators, simple and com pound assignments, and increment and decrement operators. Lists of declarations are only allowed in the declarations of the functions. Any other declaration defines exactly one object. Initializers contain only nor malized expressions. The expression statement, the if statement with the obligatory branch else and normal ized condition, the while statement with normalized condition, the goto statement, the return statement with normalized expression, and block are the statements of the C kernel language.
The axiomatic semantics of C kernel [7] are defined as the calculus of Hoare triples {P} S {Q}, where the precondition P and the postcondition Q are formulas of the annotation language, and S is the fragment of a program in C kernel. A higher order logic language is used as the language of the annotation. The axiomatic semantics are based on the abstract C light machine [8] , which defines the operational seman tics of C light and operates metavariables by abstract functions.
Let the Locations be the set of addresses and CTypes be the union of all the types of C light languages. The metavariable MD ∈ Locations → CTypes determines the values stored in the memory. The metavari able Val ∈ CTypes stores the last value returned by the function or operator. Let Names be the set of all the names found in the program. All the program variables from Names are metavariables of the C light machine.
Below, we define only those abstract functions that are used in the subsequent sections.
ATUCHIN, ANUREEV
Let Nat be a set of nonnegative integers. The functions mem ∈ Names → Location and mb ∈ Names × (Nat ∪ Names) → Locations describe the memory allocation. The function mem (x) returns the address of the identifier x. The function mb (e, id) returns the address of the e [id] element in the array e or the address of the field e.id of the structure e. The function cast (e, τ, τ') converts the value e from type τ to type τ'. The function type (e) returns the type of the expression e. The function val (e, MD) computes the value of the expression e. The function addr (e, MD) computes the e expression's address. Their semantics are defined according to standard [13] .
The axiomatic semantics of C kernel use the same metavariables as the C light machine, but it changes the semantics of abstract functions. The functions mem, mb, and cast are uninterpreted. They are deter mined at the stage of proving verification conditions by the axioms. The appropriate annotation attributes are used instead of the functions type, val, and addr.
The designations. Let denote the simultaneous replacement of all the occurrences of the metavariables x 1 , …, x n in the formula P for v 1 , …, v n . We also use the shorthand vector notation of Let upd(f, x, e) denote a function f ' such that f '(y) = f(y) for any y ≠ x and f '(x) = e. We also use the vector notation upd (f, (x 1 , …, x n ), e), which means that the value of the function f for the arguments x 1 , …, x n is equal to e.
ANNOTATING ATTRIBUTES FOR C KERNEL LANGUAGE CONSTRUCTIONS
In this section, we present a collection of annotated attributes for C kernel language constructions. Let e.attr denote the value of the attribute attr for the attributed construction e. Let denote the fact that the construction e has attributes attr 1 , …, attr n , and val 1 , …, val n are the values of these attributes. Expressions have three common attributes. The attribute type specifies the type of expression, the attribute val the value of the expression, and the attribute addr the address. The attribute addr is defined only for lvalues [13] . The value e.type coincides with the value type (e), the abstract function type of the C light machine. The values of the attributes val and addr are terms of the annotation language. The val ues of these terms coincide with the values val (e) and addr (x) of the corresponding abstract functions of the C light machine. For example, (x + 3). Val = MD (mem (x)) + 3 and (x + 3). Addr = mem (x) + 3.
Function calls and variables are special cases of expressions that have additional attributes. Function calls have three additional attributes. They are pre, post, and argtypes. If e is a call of the func tion f, then e.pre is a precondition of the function f, e.post is a postcondition of the function f, and e.arg types is a list of argument types of the function f.
Variables have one additional attribute uid, which associates with each entry of the variable in the pro gram a unique identifier, thus eliminating the conflict of names, which allows the program to differentiate objects that have the same name. Thus, different objects have different values for the attribute uid.
Synonyms of types defined by the declarations of types have an attribute uid, which performs the same role as for the variables.
Type expressions have one attribute type. If e is a type expression, then e.type is a Boolean type of the annotation language that corresponds to the expression e. For example, if e has the form (int(int*, char)), then e.type = pointer (in t) × char → int.
The block has a single attribute vars, which defines the list of unique identifiers of variables declared in that block on the upper level. For example, if e has the form then e.vars = (x 1 , z 1 ).
Variable declarations have one attribute MD, whose value is a term of the annotation language, which describes how metavariable MD changes upon initialization of variables declared in the declaration. For example, if the declaration of e has the form then e.MD = upd(MD, mem (x 1 ), 0).
The The while statement has one attribute inv defining an invariant of this statement.
AXIOMATIC SEMANTICS OF THE C KERNEL LANGUAGE
In this section, we consider the modification of the axiomatic semantics of C kernel [7] .
Assignment.
Let the expression e' not include a call of the function. The rule for the assignment e = e' has the form It uses the attributes type and addr for the left side of the assignment e and the attributes type and val for the right side of the assignment e'.
Function call.
The rule for call of the function f in the case when it returns a value is as follows:
It uses the attributes type and addr for the left side of the assignment; the attributes type, argtypes, pre, and post for call of the function f; the attributes type and val for the arguments of the function f. Here a is a parameter of the Hoare triple for the function f, which can occur in the precondition P' and postcondi tion Q' of the function.
The rule for call of the function f in the case when it returns no value is as follows:
It uses the attributes argtypes, pre, and post for call of the function f, and the attributes type and val attributes for the arguments of the function f.
)
) The variable declaration. The rule for the variable declaration e has the form It uses the attribute MD, which specifies the initialization of the variable being declared in the decla ration e.
The labeled statement. The rule for a labeled statement is as follows:
It is the only rule that does not use attributes.
Block. The rule for a block is as follows:
It uses the attribute vars for the block. The additional construction DelVars (x 1 , …, x n ) makes the vari ables x 1 , …, x n undefined:
Here, ω denotes the undefined value. The rule for the return statement with an expression terminates the current function call, transfers the control to the point where the postcondition of the function is true, and returns the value in the metavar iable Val:
It uses the attributes post, vars, and rettype attributes for the return statement, and the attributes val and type for the expression of this statement.
The rule for the return statement without an expression terminates the current function call and trans fers control to the point where the postcondition of the function is true:
It uses the attributes post and vars for the return statement.
MIXED AXIOMATIC SEMANTICS OF THE C KERNEL LANGUAGE
The concept of "mixed axiomatic semantics" means that there may be some inference rules for the same programming language construction that are applied depending on the context. In this section, we consider a special case of mixed axiomatic semantics of the C kernel language [12] using the Boolean attribute nonshared. This attribute determines whether a variable is unshared. A variable is unsharable if its value is accessible only through its name. Either simple variables or structures and arrays can be non shared . For the latter, this means that their elements are accessible only through the name of the array or structure. This property is used in mixed axiomatic semantics of the C kernel language for the definition of special rules for the constructions of the language. These rules simplify generated verification condi tions.
We will consider the special rules for assigning simple nonshared variables, elements of a nonshared array, and fields of a nonshared structure. They use a simplified model of memory similar to models used in Hoare classical logic for Pascal and allow us to simplify generating verification conditions.
The rule for the assignment x = e, where x is a simple nonshared variable, is given by
In addition to the attribute nonshared, it uses the attributes uid and type for the variable x, and the attributes of val and type for the expression e. The rule for the assignment x[e] = e, where x is a nonshared array, has the form In addition to the attribute nonshared, it uses the attribute type for the left side of the assignment; the attribute uid for the array x, and the attributes val and type for the index e and the expression e'.
The rule for the assignment x.m = e, where x is a nonshared structure, is as follows:
In addition to the attribute nonshared, it uses the attribute type for the left side of the assignment; the attribute uid for the x structure, and the attributes val and type for the expression e.
EXAMPLE
The usage of attribute information in the rules of the axiomatic semantics can sometimes make signif icant gains in terms of generating the verification conditions. In this section, we consider such a case by To simplify the evaluation of the resulting assignment, we use backward semantics for the assignment (instead of forward semantics, as described in the previous sections) and we suppose that the expressions e 1 , …, e n and the formulas P and Q contain exactly one occurrence of each of variables x 1 , …, x n . The result ing verification condition VC (it is unique) will be assessed by the number of occurrences of variables, which we denote by ocnum (VC).
In the case of ordinary nonattributive axiomatic semantics, we do not have any additional information about the variable x 1 , …, x n , so we use a common memory model for C light programs [11] . In this case, the program can be rewritten into the following set of C light machine instructions for which it is possible to apply the classical Pascal backward rule of Hoare logic
The formula VC obtained from the application of this rule in combination with the rule to a set of instructions has the form P ⇒ Q', and its complexity is ocnum(VC) = n + n * (n + 1) n . Note that only the metavariable MD of the C light machine is taken into account when the function ocnum is computed, whereas the variables x 1 , …, x n are considered constants in the domain of the function MD. Now consider the case of the attributive rules. Suppose that, as a result of the static analysis, we found that all the variables x 1 , …, x n are nonshared. In this case, we can use a simplified memory model in the C light machine for these variables and apply the classical Pascal backward rule by adding the attribute nonshared. The formula VC obtained from applying this rule to the C kernel program has the form P ⇒ Q', and its complexity is ocnum(VC) ≤ n + n * 2 n .
Thus, the use of attributive axiomatic semantics provides us with a significant gain with an increase of n. Let us note that, although we considered the limiting case where all the variables of the C kernel pro grams are nonshared, in real C programs such variables (e.g., local variables and loop counters) are fairly common.
CONCLUSIONS
The results presented in this paper include the conceptualization of knowledge on the use of attribute techniques in deductive program verification (the notions of attribute normalization and annotations have been introduced), a new method of simplifying the generation of verification conditions based on the attribute annotations, a collection of attribute annotations for the C kernel language, and two variants of axiomatic semantics for the language, forward semantics [7] and mixed forward semantics [12] modified in the light of the attribute annotations.
The attribute annotation method has the following applications:
• Combining static analysis with deductive verification. The results of the static analysis are described by attribute annotations, which are then used in the rules of the axiomatic semantics. For example, using static analysis, one can gather information about nonshared variables. In particular, it allows to use of information usually obtained during compilation of the program, in the rules of the axiomatic semantics. For example, a constant expression can be annotated with an attribute that determines the value of this expression.
• Simplifying the translation from the target language into the intermediate language and simplifying the proof of the correctness of this translation. This is achieved by replacing the transformations of con structions of the target language by attributing them. For example, the placement of omitted storage class specifiers in variables declarations, which is performed when translating C light programs into C kernel programs [10] , can be replaced by adding the appropriate attributes to these declarations.
• Combining automatic proof and verification conditions generation. This approach was used in the problem oriented version of the SPECTR system for the Pascal language [14, 15] . In this case, the attributes specify what formulas appearing during verification conditions generation can be proved on the spot, and the results of their proofs are built into this process.
• Managing the process of the verification conditions generation. In particular, attributes can specify inference strategies for verification conditions (the order of application of the rules of the axiomatic semantics) and the context of this process. For example, the context used in the rules of the axiomatic semantics for the language C# kernel [16] specifies a situation in which the inference of the verification conditions is carried in an exception propagation mode until a handler is met. This situation occurs when a throw statement or execution environment generates an exception. In this case, attributes determine the value of the type initiated by the exclusion.
• Describing the feedback specifying the fragments of the source program that correspond to certain generated verification conditions, and counterexamples in the case of false verification conditions. The C light programs into C kernel programs translation module is one of modules of the verification system SPEKTR 1, which implements the two level method of C programs verification [8, 9] . We plan to expand this module by attribute annotations and integrate it into a new multilingual version of the SPECTR system [18] . As the implementation language for this module, we plan to use the domain spe cific executable specification language Atoment [17] that is built into this version as a tool for the devel opment of such modules.
