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Cap´ıtulo 1. Introduccio´n
Este primer cap´ıtulo expone la motivacio´n del presente Proyecto Fin de Carrera. En este
contexto, se presenta la relevancia de los formatos de mu´sica interactivos y la necesidad
de definir un nuevo formato de audio interactivo estandarizado.
A continuacio´n, se desarrollan los objetivos del proyecto y se presenta la metodolog´ıa
empleada para la consecucio´n de dichos objetivos. En la siguiente seccio´n, se explica
la estructura de este documento, describiendo de forma somera el contenido de cada
cap´ıtulo. Para finalizar el cap´ıtulo, se muestran algunos de los formatos interactivos de
mayor relevancia previos a IM AF.
1.1. Motivacio´n del Proyecto Fin de Carrera
La industria musical ha experimentado notables cambios en las u´ltimas dos de´cadas, es-
pecialmente desde la popularizacio´n del esta´ndar MPEG-1 Audio Layer III (MP3) y la
llegada de Internet a una gran cantidad de usuarios. Pero dichos cambios esta´n relacio-
nados sobre todo con la distribucio´n de los contenidos musicales, pero no con el modo en
el que los usuarios interaccionan con la mu´sica.
A pesar del e´xito de dispositivos como smartphones o tablets, en los cuales hay cierta ten-
dencia a desarrollar aplicaciones interactivas, los usuarios de formatos como MP3, Free
Lossless Audio Codec (FLAC), Advanced Audio Coding (AAC), etc solo pueden interac-
cionar con la mu´sica que escuchan de forma limitada. En este sentido, esta´n surgiendo
nuevos servicios interactivos musicales con el fin de mejorar la experiencia del oyente. De
este modo, se pretende que el oyente deje de ser un “usuario pasivo” y se convierta en
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“usuario activo”, teniendo la posibilidad de crear una mezcla a su gusto, entre otras cosas
[1]. En los u´ltimos an˜os se han comercializado distintos servicios de mu´sica interactivos
como iKlax [2], MT9 [3] o Multitrack Ogg File (MOGG) [4]. Sin embargo, dichos servicios
interactivos usan sus propios formatos propietarios. Para garantizar la interoperabilidad
entre los distintos reproductores interactivos de mu´sica y las canciones interactivas, se
requiere un formato de fichero estandarizado [5].
Para solventar dicha carencia, el grupo ISO/IEC Moving Picture Experts Group (MPEG)
publico´ recientemente el esta´ndar MPEG-A: Interactive Music Application Format (IM
AF) [6]. Dicho esta´ndar define un formato de fichero disen˜ado para proporcionar un ser-
vicio de mu´sica interactiva. Se trata de un formato multipistas, lo que significa que puede
contener pistas de audio individuales para los distintos instrumentos (guitarra, percusio´n,
piano, voz, etc). Esto permite que el usuario pueda por ejemplo modificar la mezcla de la
cancio´n, alterando el volumen de cada instrumento por separado. As´ı, los oyentes tienen
la posibilidad de escuchar con ma´s detalle un instrumento concreto, aisla´ndolo de los otros
instrumentos. En el caso de mu´sicos, puede ser de gran ayuda a la hora de realizar trans-
cripciones, o de mejorar la te´cnica acompan˜ando a sus artistas favoritos (disminuyendo
total o parcialmente el volumen del instrumento deseado).
La novedad del formato Interactive Music Application Format (IM AF) frente a otros
formatos multipistas como iKlax o MOGG reside en la adicio´n de contenido multimedia
para enriquecer la experiencia de usuario. De este modo, es posible la inclusio´n de texto
sincronizado con audio, que permita la representacio´n de las letras de la cancio´n o los
acordes que esta´ ejecutando un determinado instrumentista. Tambie´n puede contener
alguna imagen relacionada con la cancio´n, disco o artista. Con el fin de evitar que se haga
irreconocible una determinada cancio´n, se da la posibilidad al artista de definir ciertas
restricciones denominadas reglas, que eviten que por ejemplo determinados instrumentos
puedan ser silenciados completamente o por debajo de determinado nivel de volumen.
Asimismo, el artista o productor musical dispone de la posibilidad de incluir distintos
presets de la cancio´n, cada uno con una mezcla distinta (por ejemplo, una versio´n karaoke
de la cancio´n). Otro concepto que utiliza IM AF es el de grupos. De este modo, es posible
2
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reunir un conjunto de pistas de audio en un grupo (por ejemplo, un grupo con distintas
tomas de la guitarra en una cancio´n).
Las especificaciones del formato IM AF se aportan junto con un reproductor IM AF no
optimizado y varios ficheros para verificar dicho reproductor. De este modo, Moving Pic-
ture Experts Group (MPEG) permite que se desarrollen codificadores IM AF acordes al
esta´ndar, as´ı como diversos servicios asociados. Sin embargo, a d´ıa de hoy nadie ha hecho
pu´blica una implementacio´n de dicho codificador.
El presente proyecto viene a cubrir dicho vac´ıo, proponiendo una implementacio´n de un
co´dec (codificador-decodificador) IM AF acorde el esta´ndar.
La integracio´n de este co´dec en el software de co´digo abierto Sonic Visualiser [7] (desa-
rrollado para visualizar y analizar el contenido de los ficheros de audio), puede ser de
intere´s para investigadores del a´rea de procesado de sen˜al, bibliotecarios musicales, o en
general, para aquellos que deseen conocer con detalle el contenido de los ficheros de audio
mediante una interfaz agradable.
La eleccio´n de Sonic Visualiser para realizar la integracio´n del co´dec IM AF (frente a otras
herramientas) es debido principalmente a su uso ampliamente extendido (ma´s de 10000
usuarios activos en Abril de 2014) y al soporte de plug-ins de terceros. De este modo, es
posible el empleo de plug-ins ya desarrollados para extraccio´n de acordes, extraccio´n de
la melod´ıa de la cancio´n, o alineacio´n entre distintas pistas de audio, entre otros.
1.2. Objetivos del Proyecto Fin de Carrera
En el contexto de los formatos de audio (como es el caso del formato IM AF), hay que
hacer una distincio´n entre el codificador y el decodificador. El fichero de audio es creado en
el codificador, de acuerdo al esta´ndar, de este modo se puede asegurar que dicho archivo
podra´ ser decodificado sin ambigu¨edades por el decodificador, que es el encargado de leer
el fichero y reproducirlo.
Con el fin de que las empresas desarrollen su propio codificador, el grupo ISO/IEC Moving
Picture Experts Group, hace pu´blico junto con el esta´ndar un decodificador no optimizado.
Una primera versio´n muy limitada de un codificador IM AF se ha desarrollado en el Centre
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for Digital Music (C4DM), Queen Mary University of London. Dicha versio´n permite
u´nicamente la inclusio´n de pistas de audio en el archivo IM AF resultante.
Los objetivos de este Proyecto Fin de Carrera son los siguientes:
1. Desarrollo de un codificador IM AF a partir de dicha primera versio´n simplificada,
dotando al codificador de las siguientes funcionalidades:
a) Inclusio´n de la letra de la cancio´n en perfecta sincron´ıa con la mu´sica, resal-
tando las palabras en el instante de tiempo adecuado.
b) Inclusio´n de ima´genes que puedan ser mostradas durante la reproduccio´n de la
cancio´n (cara´tula del disco, fotos del grupo, etc).
c) Inclusio´n de reglas, presets, grupos y metadatos, de acuerdo el esta´ndar.
2. Desarrollo de un decodificador de IM AF con las siguientes caracter´ısticas:
a) Decodificacio´n de las pistas de audio.
b) Decodificacio´n de la pista de texto en sincron´ıa con el audio.
3. Integracio´n del co´dec IM AF en Sonic Visualiser. De este modo el usuario puede
crear archivos IM AF de una forma sencilla y flexible, mediante una intuitiva interfaz
gra´fica. Asimismo, el usuario puede reproducir archivos IM AF en Sonic Visualiser
con un fa´cil control de los volu´menes de las pistas de audio, al haberse desarrollado
un panel con los controles de volumen de cada una de las pistas.
El desarrollo de un co´dec IM AF en Sonic Visualiser permite abrir nuevas posibilidades en
el a´mbito del procesado de sen˜al, mediante la creacio´n de novedosos plug-ins, aprovechando
las caracter´ısticas de IM AF.
1.3. Metodolog´ıa empleada
Las fases realizadas en nuestro proyecto son las siguientes:
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1. Ana´lisis del esta´ndar ISO/IEC 23000-12 (Interactive Music Application Format).
Mediante dicho estudio se pretende conocer en profundidad las posibilidades del
formato IM AF, as´ı como la estructura del fichero que debera´ generar el codificador.
2. Ana´lisis y compilacio´n del codificador ba´sico existente.
En esta fase se evalu´an las funcionalidades ya implementadas con el fin de detectar
las nuevas funcionalidades a desarrollar.
3. Disen˜o y desarrollo de nuevas funcionalidades en el codificador IMAF.
Para ello se seguira´ el ciclo de vida cla´sico del software, comprendiendo las etapas
de ana´lisis de requisitos, disen˜o del sistema, implementacio´n, verificacio´n y docu-
mentacio´n. En este punto hay que realizar el estudio de otros esta´ndares a los que
IM AF hace referencia, ya que dicho formato toma como partida el esta´ndar ISO
Base Media File Format (ISO-BMFF) [8]. Asimismo, para implementar las letras
sincronizadas con el audio hay que hacer uso del esta´ndar 3GPP Timed Text Format
[9] y el esta´ndar Joint Photographic Experts Group (JPEG) para la imagen [10].
El conocimiento del formato MP3 es tambie´n de gran relevancia. Hay que sen˜alar
que el codificador desarrollado en esta fase u´nicamente permite la interaccio´n con
el usuario mediante l´ınea de comandos, dejando el desarrollo de la interfaz gra´fica
para la siguiente fase. De este modo, conseguimos dividir la dificultad.
A destacar que en la fase de pruebas sera´ de gran utilidad el software de referencia
IM AF Player, mediante el cual podemos verificar el correcto funcionamiento del
fichero generado con nuestro codificador. Tambie´n sera´ util en nuestro desarrollo
la aplicacio´n MP4 Browser [11], la cual permite analizar la estructura de ficheros
basados en ISO-BMFF.
4. Integracio´n del codificador IM AF en Sonic Visualiser.
El primer paso es la familiarizacio´n con la herramienta Qt [12]. Se trata de un
sistema integral de desarrollo para aplicaciones multiplataforma, con el cual Sonic
Visualiser se ha desarrollado. Una vez conocida la estructuracio´n del co´digo de Sonic
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Visualiser se procede a su compilacio´n. A continuacio´n, se realiza la integracio´n
en Sonic Visualiser del codificador previamente desarrollado, haciendo uso de las
librer´ıas Qt.
5. Disen˜o y desarrollo de un decodificador IM AF en Sonic Visualiser.
En esta fase se seguira´n unos pasos similares a la fase 3, aunque el decodificador ya
se integra directamente en Sonic Visualiser, ya que en este punto nos encontramos
familiarizados con el entorno Qt. El decodificador desarrollado debe permitir la
decodificacio´n de las pistas de audio, mostrar las letras en perfecta sincron´ıa con el
audio y crear un panel con el control de volumen de cada una de las pistas.
6. Verificacio´n del co´dec IM AF desarrollado,extraccio´n de las conclusiones finales del
proyecto y posibles l´ıneas futuras de continuacio´n del presente proyecto.
Con el fin de verificar nuestra implementacio´n del co´dec IM AF en Sonic Visualiser,
se procede a la creacio´n de diversos ficheros IM AF con determinadas caracter´ısticas.
Dichos ficheros deben ser perfectamente reproducidos por el IM AF Player y por el
decodificador IM AF desarrollado en Sonic Visualiser.
Las conclusiones finales del proyecto y las posibles l´ıneas futuras sera´n presentadas
al final.
1.4. Estructura de la documentacio´n
La memoria del proyecto que nos ocupa, se divide en siete cap´ıtulos. Despue´s de este
cap´ıtulo introductorio, el cap´ıtulo dos hace una presentacio´n del esta´ndar IM AF, deta-
llando las posibilidades que nos ofrece este novedoso formato. Asimismo, se incluye una
seccio´n dedicada al formato MP3, de gran importancia para el desarrollo de nuestro co´dec.
El tercer cap´ıtulo se centra en el desarrollo del codificador, explicando los algoritmos
implementados.
En el cuarto cap´ıtulo se expone la integracio´n del codificador IM AF en Sonic Visualiser.
Se incluyen dos apartados introductorios sobre Sonic Visualiser y la librer´ıa Qt .
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El cap´ıtulo cinco se centra en el decodificador IM AF que hemos desarrollado en Sonic
Visualiser.
El sexto cap´ıtulo muestra los resultados del presente proyecto, donde se expone la creacio´n
de ficheros de prueba y su posterior verificacio´n.
El u´ltimo cap´ıtulo desarrolla las conclusiones del proyecto, as´ı como diversos comentarios
sobre posibles l´ıneas futuras que continu´en el proyecto.
Como anexos, se incluyen dos publicaciones internacionales realizadas recientemente sobre
la tema´tica del proyecto y en las que participa el autor del presente proyecto. En concreto
se ha realizado un art´ıculo para el AES 53rd International Conference on Semantic Audio,
y un cap´ıtulo del libro Springer Handbook for Systematic Musicology.
Para finalizar el cap´ıtulo introductorio, vamos a presentar los formatos interactivos de
audio previos a IM AF de mayor relevancia, realizando una comparacio´n con las carac-
ter´ısticas de IM AF.
1.5. Formatos de audio interactivos previos a IM AF
A continuacio´n se mostrara´n diversos servicios de mu´sica interactivos previos a IM AF,
con el fin de comprender el contexto en el que nace IM AF.
Se describira´n someramente algunos de estos formatos, estableciendo las principales di-
ferencias y similitudes con respecto a IM AF. Hay que sen˜alar que los formatos que se
mencionara´n a continuacio´n han tenido escasa repercusio´n, siendo solamente conocidos
en un c´ırculo limitado de usuarios.
1.5.1. iKlax
La compan˜´ıa iKlax Media se fundo´ en 2008 en Francia. Esta compan˜´ıa es copropietaria del
esta´ndar IM AF, ya que la tecnolog´ıa de iKlax se tomo´ como referencia para la creacio´n
del esta´ndar. Las caracter´ısticas ma´s importantes del formato iKlax son las siguientes:
⌅ Se trata de un formato multipista, esto es, puede contener en pistas separadas los
diferentes instrumentos que componen la cancio´n. De este modo, el usuario puede
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alterar el volumen de cada uno de los instrumentos.
⌅ Posibilidad de incluir diferentes mezclas de la misma cancio´n dentro del mismo
fichero, gracias a la inclusio´n de presets.
⌅ La cantidad de pistas de audio que puede contener un fichero es ilimitada. Su correc-
ta reproduccio´n dependera´ de la capacidad de proceso del computador que ejecute
el reproductor.
⌅ Los formatos de audio que soporta son los siguientes: Waveform Audio File Format
(WAV), MP3, Ogg Vorbis, Windows Media Audio (WMA).
⌅ Permite organizar diferentes pistas de audio en grupos, siendo posible crear por
ejemplo, un grupo para todas las pistas de guitarra de una cancio´n.
⌅ Permite definir reglas, que por ejemplo evite que dos pistas este´n simulta´neamente
activas.
Hay que resaltar que el formato iKlax no es compatible con el esta´ndar IM AF, ya que
utiliza su propio formato. La contribucio´n de ellos al esta´ndar IM AF fue la introduccio´n
de los conceptos de presets, reglas y grupos. En la Figura 1.1 podemos ver el aspecto del
reproductor iKlax.
1.5.2. MT9
Se trata de un formato de audio multipista, desarrollado por Korea’s Electronics and
Telecommunications Research Institute (ETRI). El formato esta´ siendo promovido ac-
tualmente por la compan˜´ıa Audizen bajo el nombre Music 2.0.
MT9 permite un ma´ximo de seis pistas de audio. La idea de esta limitacio´n es que los fiche-
ros puedan ser reproducidos en dispositivos con capacidades de procesamiento limitadas,
como los tele´fonos mo´viles. De hecho, Samsung Electronics y LG Electronics estuvieron
interesados en equipar sus tele´fonos mo´viles con un reproductor de MT9. Al final esto no
fue as´ı, probablemente debido a la aparicio´n del esta´ndar IM AF.
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Figura 1.1: Interfaz gra´fica del reproductor iKlax
El formato MT9 permite almacenar ima´genes relacionadas con el artista, as´ı como la
visualizacio´n de las letras. Estas dos caracter´ısticas fueron tomadas como referencia a la
hora de definir el esta´ndar IM AF. La Figura 1.2 muestra el reproductor MT9.
1.5.3. MOGG
El formato MOGG (Multitrack OGG) es esencialmente una variante multipista del for-
mato OggVorbis, conteniendo mu´ltiples archivos Ogg. Ogg es un contenedor que envuelve
audio, video y subtitulos dentro de un mismo paquete.
Este tipo de ficheros multipista ha tenido cierta repercusio´n gracias al popular videojuego
Rock Band, pudie´ndose adquirir en Internet mu´ltiples canciones de artistas de e´xito en
e´ste formato.
Existen programas gratuitos que permiten reproducir ficheros MOGG, entre ellos podr´ıamos
nombrar a Audacity y Free Audio Editor 2012.
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Figura 1.2: Interfaz gra´fica del reproductor MT9
1.5.4. Resumen comparativo de los formatos de audio interac-
tivos tratados
A continuacio´n mostraremos una tabla comparativa de los distintos formatos previos a
IM AF y e´ste (Tabla 1.1). En dicha tabla se muestran las caracter´ısticas ma´s destacables
de dichos formatos.
iKlax MT9 MOGG IM AF
Multipistas Si Si Si Si
Ima´genes No Si No Si
Texto No Si No Si
Presets Si No No Si
Reglas Si No No Si
Grupos Si No No Si
Tabla 1.1: Tabla comparativa de los formatos de audio interactivos
Podemos observar que el esta´ndar IM AF au´na las caracter´ısticas de iKlax y MT9.
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En este cap´ıtulo se introducen las caracter´ısticas ma´s importantes del esta´ndar IM AF, de
cara a una mejor compresio´n del disen˜o e implementacio´n del codificador/decodificador.
Tambie´n se incluye un apartado dedicado al formato MP3, en el cual mostramos su
estructura.
2.1. Caracter´ısticas generales
El esta´ndar IM AF define un formato de fichero disen˜ado para servicios de mu´sica inter-
activos. Especifica como combinar las mu´ltiples pistas de audio con informacio´n asociada.
Se trata de un formato bien definido que facilita el almacenamiento, intercambio, edicio´n
y presentacio´n de contenidos de mu´sica interactivos.
Un archivo IM AF esta´ compuesto de :
⌅ Mu´ltiples pistas de audio que representan las distintas partes (instrumentos y/o
voces) de una cancio´n;
⌅ grupos de pistas de audio que definen una estructura jera´rquica (por ejemplo todas
las guitarras de una cancio´n pueden ser reunidas en un mismo grupo);
⌅ presets, que contienen informacio´n predefinida sobre la mezcla de mu´ltiples pistas
de audio (por ejemplo, una versio´n karaoke de la cancio´n o una versio´n con la base
r´ıtmica);
⌅ reglas que introducen datos espec´ıficos relacionados con la interaccio´n con el usuario
(definicio´n de acciones permitidas en relacio´n con las pistas de audio, seleccio´n de
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grupos y el control del volumen);
⌅ informacio´n multimedia adicional para enriquecer la interaccio´n con el usuario (texto
sincronizado con el audio para representar las letras de una cancio´n e ima´genes
relacionadas con la cancio´n, disco o artista);
⌅ metadatos para describir la cancio´n, a´lbum o artista;
Toda esta informacio´n se almacena en un formato de fichero ISO-BMFF.
2.2. Modos de uso
Los usuarios pueden escuchar y manipular las pistas de audio (y eventualmente otro tipo
de informacio´n multimedia y metadatos) de dos modos:
⌅ Modo Preset ;
⌅ Modo Usuario;
En el Modo Preset, el usuario elige un preset entre los que hay almacenados dentro del
fichero IM AF, y se reproduce la mezcla con los para´metros del preset seleccionado.
En elModo Usuario, el usuario puede habilitar/deshabilitar las pistas de audio y los grupos
de pistas. Asimismo, permite controlar el volumen de cada pista. Las acciones llevadas a
cabo por el usuario son analizadas en todo momento por el reproductor, garantizando la
compatibilidad con las reglas definidas por el artista o productor. Esta compatibilidad es
verificada por el analizador de reglas.
La Figura 2.1 muestra el diagrama de flujo para el Modo Preset y Modo Usuario. Obser-
vamos que la posible interaccio´n con el usuario reside en la seleccio´n de preset, seleccio´n
de elemento (pista/grupo) y cambios de volumen.
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Figura 2.1: Modos de uso en IM AF
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2.3. Comportamiento general del Analizador de Re-
glas
A continuacio´n, se describira´ el comportamiento general del Analizador de Reglas, usado
en el modo de mezcla de usuario por el reproductor IM AF. Se muestra el efecto de la
interaccio´n del usuario con las reglas definidas. De hecho, se describe el modo en el que
se verifica la compatibilidad entre la interaccio´n del usuario y las reglas. El proceso que
representa este comportamiento general se muestra en la Figura 2.2.
Los usuarios pueden realizar acciones sobre los elementos, como cambiar su estado (por
ejemplo, habilitar o deshabitar un elemento) y cambiar su volumen. Una vez el usuario ha
realizado la accio´n, se inicia un tiempo de espera, el cual representa el intervalo de tiempo
dado al proceso para ejecutar el cambio o encontrar la solucio´n ma´s cercana del cambio
solicitado. Se verifica la compatibilidad entre el cambio solicitado y las reglas definidas. Si
se cumple la compatibilidad, entonces el mezclador ejecuta las acciones correspondientes
al cambio. En otro caso, el Analizador de Reglas deber´ıa encontrar una configuracio´n
va´lida dentro del intervalo de tiempo definido por el tiempo de espera. El Analizador
puede proporcionar diversas soluciones, donde cada una se denomina “mezcla generada”.
Para cada solucio´n, se verifica la compatibilidad con las reglas para saber si la solucio´n
proporcionada es compatible. Si ninguna solucio´n alternativa se encuentra al final del
tiempo de espera, el cambio solicitado se considera imposible de ejecutar y se le notifica
al usuario (mensaje de tiempo de espera). Otro caso de cambio considerado imposible
puede ocurrir cuando el Analizador de Reglas no encuentra ninguna solucio´n (mensaje
de mezcla). Si se verifica la compatibilidad, se despliega la mezcla generada como una
respuesta a la accio´n del usuario.
2.4. Componentes soportados en IM AF
El formato IM AF permite la utilizacio´n de flujos de audio de distintos tipos, como MP3,
AAC, MPEG-D Spatial Audio Object Coding Baseline profile (SAOC) [13] y Pulse-code
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Figura 2.2: Comportamiento general del Analizador de Reglas
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modulation (PCM). Para el texto utiliza 3GPP Timed Text, para ima´genes JPEG y
MPEG-7 Multimedia Description Scheme (MDS) para los metadatos [14]. La estructura
del formato de fichero se basa en ISO-BMFF. La Tabla 2.1 muestra los componentes
soportados en IM AF.
Tipo Nombre del componente Abreviacio´n Especificacio´n
Formato fichero ISO Base Media File Format ISO-BMFF ISO/IEC 14496-12:2008
Audio
MPEG-1 Audio Layer III MP3 ISO/IEC 11172-3:1993





Imagen JPEG Image JPEG ISO/IEC 10918-1
Texto 3GPP Timed Text 3GPP TT 3GPP TS 26.245
Metadatos MPEG-7 Multimedia Des-
cription Scheme
MDS ISO/IEC 15938-5:2003
Tabla 2.1: Tabla resumen de los componentes soportados en IM AF
2.5. Grupos
La pista de audio es el elemento ato´mico de un archivo IM AF y puede representar un
instrumento, una voz, varios intrumentos o voces mezclados juntos.
Los grupos pueden estar compuestos por un conjunto de pistas de audio y/o grupos. De
este modo, los grupos permiten definir estructuras jera´rquicas, donde los elementos esta´n
ordenados. El nombre, el nu´mero de grupos y el orden de los elementos los determina el
productor.
Cada elemento del grupo puede tener dos posibles estados : activo o inactivo. Cuando una
pista de audio se reproduce esta´ activa, en caso contrario esta´ inactiva.
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Figura 2.3: Estructura de grupos de una cancio´n IM AF
Un grupo esta´ en estado activo cuando al menos uno de los subelementos del primer nivel
jera´rquico esta´ activo. Un grupo esta´ inactivo cuando todos los subelementos del primer
nivel jera´rquico esta´n inactivos.
Adema´s, cada elemento del grupo tiene asignado un volumen de referencia, siendo dicho
volumen el aumento de volumen que debe ser usado cuando el elemento se activa.
La Figura 2.3 muestra las pistas de audio de una cancio´n IM AF agrupadas en cuatro
grupos: Bajo (Bass Guitar), Bater´ıa (Drums), Teclado (Keyboard) y Guitarra Solista
(Lead Guitar). Cada uno de estos grupos contiene distintas versiones de la pista de au-
dio del instrumento correspondiente. Por ejemplo, en el grupo Bajo se encuentran tres
versiones posibles del bajo de la cancio´n, en estilo jazz, reggae y rock, respectivamente.
2.6. Reglas
El productor o artista tiene la opcio´n de imponer ciertas restricciones al usuario para
cuando se produzca la reproduccio´n del archivo IM AF. De este modo, puede asegurarse
que se preserve la creacio´n art´ıstica. Estas restricciones se denominan reglas. El esta´ndar
IM AF define dos tipos de reglas:
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⌅ Reglas de seleccio´n;
⌅ Reglas de mezcla;
2.6.1. Reglas de seleccio´n
Este primer tipo de reglas afectan a la seleccio´n de pistas de audio y grupos en el momento
de la reproduccio´n. A continuacio´n se van a introducir los cuatro tipos de reglas de
seleccio´n disponibles: Regla Min/Max, Regla de exclusio´n, Regla de no silencio, Regla de
implicacio´n.
1. Regla Min/Max
Permite especificar el nu´mero ma´ximo y mı´nimo de elementos del grupo que pueden
estar en estado activo. Se usan dos para´metros:
⌅ nu´mero mı´nimo de elementos de el grupo que pueden estar en estado activo en
el mismo momento;
⌅ nu´mero ma´ximo de elementos de el grupo que pueden estar en estado activo
en el mismo momento;
Esta regla pone su atencio´n en los estados de los elementos del primer nivel jera´rquico
(hijos directos del grupo).
Se debe cumplir en todo momento la siguiente desigualdad:
max(Gi)  
X
hijos directos del grupo Gi   min(Gi) (2.1)
Es decir, el nu´mero ma´ximo de elementos de un determinado grupo Gi debe ser
mayor o igual a la suma de los hijos directos del grupo Gi que esta´n en estado
activo. A su vez, estos deben ser mayor o igual que el mı´nimo nu´mero de elementos
del grupo Gi.
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2. Regla de exclusio´n
Esta regla permite especificar los elementos de una cancio´n que nunca estara´n en
estado activo al mismo tiempo. Se utilizara´n dos para´metros, donde cada para´metro
define un elemento del archivo IM AF.
De este modo, A ✓ B (donde A y B son elementos y ✓ representa exclusio´n) significa
que el elemento A en estado activo implica la exclusio´n del elemento B. Rec´ıproca-
mente, cuando el elemento B esta´ activo, el elemento A se pondra´ en estado inactivo.
La exclusio´n se puede aplicar a pistas de audio y a grupos, pudiendo estar aplicada
sobre elementos de un mismo grupo o sobre elementos de diferentes grupos. En el
contexto de los grupos, exclusio´n significa que los elementos de un mismo grupo
nunca sera´n reproducidos en el mismo instante que los elementos de otro grupo. En
el contexto de las pistas de audio, exclusio´n significa que dos pistas de audio nunca
se reproducira´n en el mismo momento.
3. Regla de no silencio
Esta regla permite definir que un elemento este´ en estado activo siempre. Se puede
aplicar tanto a pistas de audio como a grupos.
Cuando se aplica a grupos significa que al menos un elemento contenido en el grupo
siempre sera´ reproducido de acuerdo a otras reglas de seleccio´n.
4. Regla de implicacio´n
Permite establecer que la activacio´n de un elemento implique la activacio´n de otro
elemento. Se utilizan para ello dos para´metros:
⌅ el primer elemento define el elemento que implica la activacio´n;
⌅ el segundo define el elemento implicado;
La implicacio´n puede ser aplicada a pistas de audio y a grupos. En lo referente a los
grupos, la implicacio´n significa que elementos de un mismo grupo sera´n activados en
el mismo instante o implican la activacio´n elementos de otro grupo. En el contexto
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de las pistas de audio, la implicacio´n significa que la activacio´n de una pista de audio
implica la activacio´n de otra pista de audio. Las pistas de audio pueden pertenecer
al mismo grupo o a grupos distintos.
La implicacio´n inversa no es impl´ıcita, si se necesita habr´ıa que definirla. A ) B
significa que si el elemento A esta´ activo, el elemento B estara´ tambie´n en estado
activo. Si el elemento B esta´ en el estado inactivo, entonces el elemento A estara´ en
este estado. Por u´ltimo, si el elemento A esta´ en estado inactivo entonces el elemento
B podr´ıa estar en el estado activo o inactivo.
2.6.2. Reglas de mezcla
Esta segunda categor´ıa de reglas esta´ relacionada con la mezcla de audio. Permite definir
la forma en la que el usuario interacciona con los volu´menes de los grupos y pistas de
audio en el momento de la reproduccio´n. El volumen asociado a cada elemento podra´ ser
relativo o absoluto.
El volumen relativo es el valor actual de cada elemento de la estructura que puede ser
modificado por el oyente en cualquier momento durante la reproduccio´n.
El volumen absoluto es un valor real aplicado a la sen˜al de audio de cada elemento de la
cancio´n. Este valor se calcula mediante la media de cada valor relativo dado por el oyente.
Cuando el usuario cambia el volumen relativo de un elemento, el volumen absoluto es
calculado y actualizado por el sistema. Si este elemento tiene hijos en la estructura, todos
los volu´menes absolutos son calculados y actualizados.
Hay cuatro tipos de reglas de mezcla: Regla de l´ımites, Regla de equivalencia, Regla supe-
rior y Regla inferior. Las reglas de mezcla son consideradas so´lo para los elementos que
esta´ en estado activo en el momento de la reproduccio´n.
1. Regla de l´ımites
Permite fijar al productor/artista los valores ma´ximos/mı´nimos de los volu´menes
relativos de cada elemento. De esta manera, prohibe al usuario mover los volu´menes
fuera de esos l´ımites.
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2. Regla de equivalencia
Esta regla se aplica a los volu´menes relativos de dos elementos de la cancio´n. Di-
chos volu´menes deben respetar una relacio´n de equivalencia estricta definida de
la siguiente manera: la equivalencia entre los elementos A y B viene dada por la
relacio´n:
V rA/V rB = V dA/V dB (2.2)
donde VdA y VdB son los volu´menes de referencia de los elementos A y B.
Esta regla puede ser aplicada a volu´menes de elementos que pertenecen al mismo
grupo o a volu´menes de elementos que pertenecen a diferentes grupos.
3. Regla superior/inferior
Se aplica a los volu´menes relativos de dos elementos de la cancio´n. Estos volu´me-
nes deben respetar una relacio´n no estricta de superioridad/inferioridad definida
respectivamente de la siguiente manera:
V rA/V rB   V dA/V dB (2.3)
V rA/V rB  V dA/V dB (2.4)
donde VdA y VdB son los volu´menes de referencia de los elementos A y B.
Esta regla se puede aplicar a los volu´menes de los elementos que pertenecen al mismo
grupo o a los volu´menes de los elementos que pertenecen a diferentes grupos.
2.7. Presets
El formato IM AF permite la adicio´n de uno o ma´s presets, de forma que permita al
usuario disfrutar de la mu´sica de un modo sencillo. Pueden ser de utilidad especialmente
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para dispositivos porta´tiles (con una interfaz limitada en taman˜o) como tele´fonos mo´viles
o reproductores MP3, ya que el usuario se limita a elegir uno y disfrutar de la mu´sica.
Algunos ejemplos de presets :
⌅ preset general: compuesto de mu´ltiples pistas de audio elegidas por el productor
musical.
⌅ preset karaoke: compuesto de mu´ltiples pistas de audio excepto las vocales.
⌅ preset a capela: compuesto por las pistas vocales.
El esta´ndar IM AF define doce tipos de presets [15], pero solo cinco de ellos se encuentran
implementados en el reproductor proporcionado por MPEG. De este modo, no es posible
comprobar la funcionalidad de los presets no implementados en el software. La Tabla 2.2
muestra los presets definidos en el esta´ndar y su disponibilidad en el software de referencia.
Se puede distinguir entre presets esta´ticos y presets dina´micos. En los presets esta´ticos,
el codificador establece un volumen fijo a cada elemento que conforma la cancio´n. En el
caso de los presets dina´micos, el volumen de uno o varios elementos puede variar en el
tiempo. Cuando en la descripcio´n del preset se habla de objeto, se refiere a un canal de
una determinada pista de audio. El preset con volumen dina´mico aproximado puede ser
utilizado para realizar un efecto fade-in o fade-out.
Asimismo, el esta´ndar IM AF permite definir varios tipos de ecualizacio´n, mediante la
implementacio´n de diversos filtros en el decodificador: Filtro Paso Bajo, Filtro Paso Alto,
Filtro Shelf de Baja Frecuencia (Low Shelf Filter), Filtro Shelf de Alta Frecuencia (High
Shelf Filter) y Filtro Peaking (Peaking Filter).
Es posible utilizar ma´s de un filtro sobre cada pista de audio, y el uso de la ecualizacio´n es
muy sencillo: cada filtro solamente requiere una serie de para´metros (frecuencia central,
ancho de banda y ganancia).
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Preset Descripcio´n
0 Si Pista con volumen esta´tico
1 Si Objeto con volumen esta´tico
2 Si Pista con volumen dina´mico
3 Si Objeto con volumen dina´mico
4 Si Pista con volumen dina´mico aproximado
5 No Objeto con volumen dina´mico aproximado
6 - Valor reservado
7 - Valor reservado
8 No Pista con volumen esta´tico y EQ
9 No Objeto con volumen esta´tico y EQ
10 No Pista con volumen dina´mico y EQ
11 No Objeto con volumen dina´mico y EQ
12 No Pista con volumen dina´mico aproximado y EQ
13 No Objeto con volumen dina´mico aproximado y EQ
Tabla 2.2: Presets definidos en el esta´ndar IM AF y disponibilidad en software de referencia.
2.8. Pista de texto sincronizada con el audio
El esta´ndar IM AF permite acompan˜ar la mu´sica con texto sincronizado al ritmo de la
mu´sica, pudiendo representar dicho texto las letras de la cancio´n o los acordes que esta´n
interpretando los mu´sicos. Para ello se adopta el formato 3GPP Timed Text Format, el
cual consiste en cadenas de texto, seguidas por modificadores de texto (opcionalmente) y
la informacio´n de temporizacio´n.
Las cadenas de texto son una secuencia de caracteres que representan la informacio´n
textual a mostrar (por ejemplo, letras o acordes). Por otro lado, los modificadores de
texto describen el modo en el cual la cadena de texto debera´ ser presentada por pantalla,
como por ejemplo, taman˜o y el tipo de fuente o el color de fondo del texto .
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La informacio´n de temporizacio´n sirve para indicar al decodificador los instantes de tiempo
en los que debe mostrar las diferentes cadenas de texto.
2.9. Metadatos
Los metadatos proporcionan la informacio´n relativa al t´ıtulo de la cancio´n, ge´nero, com-




La Tabla 2.3 muestra la informacio´n almacenada por los metadatos en cada uno de los
tres niveles.
Los metadatos se almacenan en lenguaje XML (Extensible Markup Language).
2.10. Brand identification
Los archivos IM AF contienen un identificador formado por cuatro caracteres, que indica
el tipo de codificacio´n utilizada y restricciones del fichero. Este identificador se denomina
Brand identification.
La Tabla 2.4 define las posibles brands que podemos encontrar en los archivos IM AF.
En todos los casos puede existir una pista de texto 3GPP, imagen JPEG y metadatos.
Los identificadores que comienzan por ‘im0’ esta´n pensados para aplicaciones en disposi-
tivos como tele´fonos mo´viles o reproductores de audio porta´tiles. Los identificadores que
comienzan por ‘im1’ se usan para aplicaciones en dispositivos con capacidades medias
de procesamiento. Por u´ltimo, el identificador ‘im21’ esta´ pensada para uso profesional,
permitiendo hasta 32 pistas de audio y frecuencia de muestreo de 96 kHz con 24 bits.
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Descripcio´n Nivel
A´lbum Cancio´n Pista
T´ıtulo • • •
Cantante • • -
Compositor - • -
Letrista - • -
Mu´sico inte´rprete - - •
Ge´nero • • -
Fecha del fichero • • •
Nu´mero de pista de la cancio´n en el CD - • -
Produccio´n • • -
Editor • • -
Informacio´n de derechos de autor • • -
ISRC (International Standard Recording Code) - • -
Imagen • • -
URL (direccio´n web relacionada con el artista) • • -
Tabla 2.3: Informacio´n almacenada por los metadatos
25
Cap´ıtulo 2. El esta´ndar IM AF






muestreo/bitsBrands AAC MP3 SAOC PCM
‘im01’ • • 4 48kHz/16bits
‘im02’ • • 6
‘im03’ • • 8
‘im04’ • • • 2
‘im11’ • • • 16
‘im12’ • • • 2
‘im21’ • • 32 96kHz/24bits
Tabla 2.4: Brands de IM AF
2.11. El formato MP3
A continuacio´n se procedera´ a detalladar la estructura de un fichero MP3, de cara a
facilitar una mayor comprensio´n de los siguientes cap´ıtulos.
La estructura de un fichero MP3 es la siguiente :
[TAG v2 ] Trama1 Trama2 Trama3... TramaN [TAG v1 ]
TAG o etiqueta es la parte del fichero MP3 donde se puede almacenar informacio´n relativa
a la cancio´n, como el nombre de la cancio´n, nombre del grupo, an˜o de grabacio´n, ge´nero
musical, etc. Se pueden distinguir dos versiones de TAGs :
⌅ TAG v1 : ocupa 128 bytes y se encuentra al final del archivo MP3, despue´s de la
u´ltima trama de audio.
⌅ TAG v2 : se encuentra al principio del archivo MP3, antes de todas las tramas de
audio.
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Un fichero MP3 esta´ compuesto por pequen˜os bloques de bits, denominados tramas. Cada
trama tiene una duracio´n constante, 0,026 segundos. Pero el nu´mero de bytes de una trama
var´ıa en funcio´n del bitrate. As´ı, para un bitrate de 128 kbps, una trama ocupa 417 bytes
(o 418 bytes si hay bit de padding ).
Los primeros 4 bytes de cada trama forman la cabecera de la trama, y el resto de bytes de
la trama son las muestras de audio. La cabecera de la trama contiene informacio´n sobre
las muestras de audio de esas trama (bitrate, frecuencia de muestreo, etc). Cada trama
puede tener sus propias caracter´ısticas y por tanto, variar la cabecera de una trama a
otra. Esto es usado en MP3 con bitrates variables.
La Figura 2.4 muestra la estructura de la cabecera de trama. Cada letra se corresponde
a un bit, y todos los bits con la misma letra forman parte del mismo campo. Se han
asignado distintos colores a cada uno de los campos y se han agrupado los bits en grupos
de 8 bits, para facilitar la comprensio´n.
Figura 2.4: Estructura de la cabecera de una trama MP3
A continuacio´n vamos a proceder a comentar el significado de los distintos bits de cabecera
de la trama :
⌅ A: se corresponde con la sincronizacio´n de trama. Todos los bits de este campo
toman el valor ‘1’ y se usa para encontrar el inicio de una trama.
⌅ B: identifica la versio´n de MPEG, tal y como se muestra en la Tabla 2.5.
⌅ C: se muestran sus valores en Tabla 2.6.
⌅ D: las tramas pueden estar protegidas con un co´digo CRC. Este bit indica si la
trama esta´ protegida con dicho co´digo o no (ver Tabla 2.7).
⌅ E: indica el bitrate de la trama. Los valores de la Tabla 2.8 esta´n expresados en
kbps.
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Tabla 2.6: Valores del campo C del fichero MP3
0 Protegida por CRC
1 No protegida
Tabla 2.7: Valores del campo D del fichero MP3
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Tabla 2.8: Valores del campo E del fichero MP3
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Tabla 2.9: Valores del campo F del fichero MP3
⌅ G: Bit de Padding. Sirve para acomodar el bitrate exactamente. Si se usan tramas
de 417 bytes (para bitrates de 128 kbps) no dan exactamente un flujo de 128 kbps.
An˜adiendo el bit de padding puedes conseguir flujos de 128 kbps.
⌅ H: Bit privado. Sirven para ser usados libremente para necesidades espec´ıficas de
una aplicacio´n.





Tabla 2.10: Valores del campo I del fichero MP3
⌅ J: Establece el modo en el caso Joint Stereo (Tabla 2.11).
⌅ K: indica si el audio tiene copyright o no (Tabla 2.12).
⌅ L: sus valores se muestran en Tabla 2.13.
⌅ M: indica si frecuencias por encima de 3.2 kHz han sido enfatizadas (Tabla 2.14).
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Tabla 2.11: Valores del campo J del fichero MP3
0 Audio sin copyright
1 Audio con copyright
Tabla 2.12: Valores del campo K del fichero MP3
0 Copia de media original
1 Media original





Tabla 2.14: Valores del campo M del fichero MP3
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Cap´ıtulo 3. Desarrollo del codificador
IM AF
En este cap´ıtulo se presenta el codificador IM AF desarrollado en este proyecto. En primer
lugar, se describira´ el codificador del cual partimos. A continuacio´n, se expondra´n los
requisitos funcionales y te´cnicos de nuestro codificador.
El apartado mayor relevancia en este cap´ıtulo sera´ en el que describamos la implementa-
cio´n del codificador, abordando en distintas secciones cada una de las funciones desarro-
lladas.
3.1. Punto de partida
Para el desarrollo de nuestro codificador partimos de una primera versio´n muy simple de
un codificador IM AF. Esta primera versio´n fue desarrollada en el Centre for Digital Music,
Queen Mary University of London. Dicha versio´n permite la generacio´n de un fichero con
formato IM AF que incluya distintas pistas de audio codificadas en formato MP3. De
este modo, al reproducir el archivo, el usuario puede alterar el volumen de cada una de
las pistas de audio que conforman la cancio´n. El resto de las caracter´ısticas que incluye
el esta´ndar IM AF no fueron desarrolladas y se dejaron para futuros desarrollos. Este
proyecto viene a cubrir esa necesidad, an˜adiendo nuevas funcionalidades al codificador e
implementa´ndolas de acuerdo al esta´ndar.
Caracter´ısticas generales del codificador de partida :
⌅ El codificador esta´ implementado en lenguaje C.
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⌅ Permite la inclusio´n de pistas de audio u´nicamente.
⌅ Las pistas de audio deben estar codificadas en formato MP3 a frecuencia de muestreo
de 44.1 kHz.
⌅ La interfaz de usuario es una simple l´ınea de comandos a trave´s de la cual se intro-
duce el nu´mero de pistas de audio y sus respectivos nombres.
La Figura 3.1 muestra una captura de pantalla de la interfaz de usuario del codificador
del que partimos. Como vemos es una simple l´ınea de comandos en la cual se nos pregunta
u´nicamente el nu´mero de pistas de audio que contendra´ el archivo IM AF y los nombres
de dichas pistas de audio. El directorio en el cual deben estar situados los archivos MP3
viene establecido por defecto en el co´digo.
Figura 3.1: Interfaz de usuario del codificador de partida
3.2. Especificacio´n de requisitos de nuestro codifica-
dor IM AF
Tras la descripcio´n de las caracter´ısticas generales del codificador del que partimos, se
presentara´n los requisitos funcionales y te´cnicos del presente proyecto.
3.2.1. Requisitos funcionales
Los requerimientos funcionales del codificador son los siguientes:
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⌅ Creacio´n de archivo IM AF (extensio´n .ima) de acuerdo al esta´ndar.
⌅ Inclusio´n de archivos de audio en formato MP3, permitiendo un ma´ximo de seis
pistas.
⌅ Inclusio´n de texto sincronizado con el audio, que puede representar la letra de la
cancio´n, u otra informacio´n como pueden ser los acordes de dicha cancio´n. Para ello
se emplea el esta´ndar 3GPP TT.
⌅ Inclusio´n de ima´genes que pueden representar la cara´tula del disco en cuestio´n o
ima´genes relacionadas con el artista/a´lbum. Se emplea el esta´ndar JPEG.
⌅ Creacio´n de reglas, tanto reglas de seleccio´n como reglas de mezcla. Dichas reglas
definen las acciones permitidas al usuario en relacio´n con la activacio´n/desactivacio´n
de pistas de audio, volumen de dichas pistas y seleccio´n de grupos.
⌅ Creacio´n de grupos, para poder agrupar varias pistas de audio. De este modo el
usuario puede actuar sobre varias pistas a la vez.
⌅ Creacio´n de presets, pudiendo incluir preset con volumen esta´tico o dina´mico. En
el caso de volumen dina´mico, se debe poder crear un archivo IM AF con un efecto
fade-in o fade-out.
⌅ Incorporacio´n de metadatos, segu´n el esta´ndar MDS. Dichos metadatos deben con-
tener informacio´n sobre la cancio´n, pista y album.
3.2.2. Requisitos te´cnicos
El codificador a desarrollar se implementa en lenguaje C. Microsoft Visual Studio 2012
es el entorno de desarrollo integrado elegido para tal fin. El computador utilizado en la
realizacio´n del presente proyecto posee un procesador Intel Dual Core a 2 GHz y 2 GB
de memoria RAM. El sistema operativo empleado es Microsoft Windows 7.
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3.3. Implementacio´n del codificador
En esta seccio´n desarrollamos la implementacio´n del codificador IM AF, dedicando un
primer subapartado a la estructura que tendra´ el fichero generado por el codificador. El
resto de subapartados detallan cada una de las funcionalidades que presenta el codificador.
3.3.1. Estructura del fichero IM AF
El codificador es el encargado de crear el archivo IM AF, en base al esta´ndar. La estructura
de formato de fichero IM AF se deriva del esta´ndar ISO-BMFF.
Los ficheros IM AF esta´n formados por una serie de objetos denominados boxes, donde
esta´n contenidos todos los datos del fichero. Se pueden diferenciar dos tipos de boxes, por
un lado las que contienen otras boxes dentro (llamadas Boxes), y por otro lado las boxes
que solo contienen datos (llamadas FullBoxes). Ambos tipos de boxes empiezan por una
cabecera, la cual proporciona su taman˜o y tipo.
El taman˜o viene expresado por el nu´mero de bytes total de dicha box, utiliza´ndose 32 bits
para representarlo. Si el taman˜o fuera mayor a 32 bits se podr´ıan utilizar 64 bits. El tipo
tambie´n se expresa con 32 bits y sirve para identificar la box. Ejemplo de tipos de boxes :
File Type Box, Media Data Box, Movie Box, etc.
Las FullBoxes adema´s cuentan con dos campos extra en la cabecera: versio´n y flag. El
campo versio´n es un entero formado por 8 bits y especifica la versio´n de la box. Por otro
lado, el campo flag, es un entero formado por 24 bits y su uso depende la box en concreto.
El orden de almacenamiento de los bytes sigue el formato big-endian, es decir, primero se
almacena el byte ma´s significativo.
La Tabla 3.1 muestra la estructura de boxes empleada en nuestro codificador IM AF.
La columna situada a la izquierda muestra las boxes de ma´s alto nivel. El sangrado refleja
las boxes que se localizan dentro de otras boxes. Asi, por ejemplo, mvhd esta´ contenida
dentro de moov. La u´ltima columna contiene el nombre la box en cuestio´n.
Con el fin de mejorar la interoperabilidad, hay una serie de recomendaciones en cuanto
al orden de aparicio´n de las boxes :
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ftyp File Type Box
mdat Media Data Box
moov Movie Box
mvhd Movie Header Box
trak Track Box
tkhd Track Header Box
mdia Media Box
mdhd Media Header Box
hdlr Handler Reference Box
minf Media Information Box
smhd Sound Media Header Box
dinf Data Information Box
dref Data Reference Box
stbl Sample Table Box
stsd Sample Description box
stts Time to Sample Box
stsc Sample to Chunk Box
stsz Sample Size Box
stco Chunk O↵set Box
grco Group Container Box
grup Group Box
prco Preset Container Box
prst Preset Box
ruco Rule Container Box
rusc Selection Rule Box
rumx Mixing Rule Box
meta Metadata Box
Tabla 3.1: Boxes empleadas en el codificador
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⌅ File Type Box debe aparecer al principio del fichero, ya que define el tipo de fichero.
⌅ Solo puede aparecer en el fichero una u´nica Movie Box.
⌅ Las boxes contenidas dentro Sample Table Box deben seguir el siguiente orden :
Sample Description, Time to Sample, Sample to Chunk, Sample Size, Chunk O↵set.
A continuacio´n, describiremos el contenido de las principales boxes que conforman la
estructura de un fichero IM AF.
File Type Box (ftyp) define el tipo de fichero, tal y como hemos comentado anteriormente.
Entre otras cosas indica el formato de las pistas de audio y el nu´mero ma´ximo de pistas
de audio.
El contenido multimedia (audio, texto, ima´genes) se almacena dentro de Media Data Box
(mdat).
La informacio´n necesaria para la decodificacio´n de dicho contenido multimedia se encuen-
tra en Movie Box (moov), la cual puede contener una o varias Track Box (trak). Cada
Track Box contiene la descripcio´n de una sola pista de audio o texto. Tambie´n es posible
que Track Box incluya una Uniform Resource Locator (URL), que indica la localizacio´n
en la que se encuentra almacenado el contenido multimedia (en lugar de almacenarlo en
Media Data Box). De este modo podemos conseguir que el archivo IM AF ocupe menos
espacio.
EnGroup Container Box (grco), Preset Container Box (prco) y Rule Container Box (ruco)
esta´ contenida la informacio´n relativa a los grupos, presets y reglas, respectivamente.
Metadata Box (meta) incluye los metadatos, como por ejemplo el t´ıtulo de la cancio´n,
a´lbum, an˜o de publicacio´n del a´lbum, etc.
La Figura 3.2 representa de forma visual la estructura del fichero IM AF, con las distintas
Boxes ( ftyp, mdat, moov, meta) y FullBoxes (grup, prst, rusc, rumx, etc).
3.3.2. Definicio´n del tipo de fichero
La primera box que debe aparecer al comienzo del fichero define las caracter´ısticas de las
pistas de audio contenidas en el fichero IM AF, y es donde se define la brand del fichero.
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Figura 3.2: Estructura del fichero IM AF
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Se trata de File Type Box (ftyp), y su taman˜o total es de 24 bits. Se ha implementado la
brand ‘im02’, la cual permite hasta 6 pistas de audio simulta´neas. De este modo el fichero
IM AF puede ser reproducido fa´cilmente en cualquier tipo de dispositivo, sin requerir
grandes capacidades de procesamiento.
3.3.3. Pistas de audio
Una vez definido el tipo de fichero IM AF, el codificador extrae las muestras de audio de
los archivos MP3 y las almacena en Media Data Box (mdat). Esta box tendra´ un campo
taman˜o que indica su taman˜o total incluyendo todas las pistas de audio, la pista de texto
y la imagen (si es que se incluyen en el archivo) y un campo tipo que almacenara´ ‘mdat’.
A continuacio´n todas las muestras se almacenara´n byte a byte. Hay que sen˜alar que las
pistas de audio se almacenan unas detra´s de otras, y el decodificador puede extraer las
diferentes pistas gracias a la informacio´n almacenada en cada Sample Table Box (como
se explicara´ posteriormente). A continuacio´n, vamos a describir el proceso de creacio´n de
las boxes involucradas en el audio.
Media Data Box
Los pasos realizados por el codificador son:
⌅ El codificador abre el primer fichero de audio MP3.
⌅ Busca la cabecera de la primera trama del MP3, salta´ndose la etiquetas ID3 que
puedan aparecer al comienzo del archivo. La cabecera de una trama MP3 esta´ com-
puesta por 32 bits. El algoritmo contempla distintas cabeceras posibles. De este
modo, habra´ encontrado la cabecera cuando los valores de los campos de la cabe-
cera sean los siguientes (consultar apartado 2.11 para mayor informacio´n sobre la
estructura de un fichero MP3):
• A : los once bits de alineacio´n de trama deben estar a ‘1’.
• B : los dos bits a ‘01’ (Layer 3 ).
• C : los dos bits a ‘01’ (MPEG 1 ).
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• D : se contempla los dos posibles casos (trama protegida/no protegida).
• E : los 4 bits a ‘1001’ (128 kbps).
• F : dos bits a ‘00’ (44100 Hz).
• G : se contemplan los dos posibles casos (bit padding o no).
• H : el bit a ‘0’ (bit privado).
• I : dos bits a ‘01’ (Joint Stereo).
• J : se contemplan las cuatro opciones posibles.
• K : el bit a ‘0’ (sin copyright).
• L : se contemplan los dos casos ( copia de media o media original).
• M : los dos bits a ‘00’ (no e´nfasis).
⌅ Una vez ha localizado la primera trama, almacena byte a byte todas las muestras
del fichero MP3 en el archivo IM AF, concretamente en Media Data Box.
⌅ A continuacio´n hace el mismo proceso de bu´squeda de cabecera va´lida y escritura
de las muestras de audio para cada una de las pistas MP3, almacena´ndolas unas
detra´s de otras en Media Data Box (mdat).
⌅ Ca´lculo del taman˜o de Media Data Box (mdat). Dicho valor incluye el taman˜o que
ocupan las pistas de audio, la pista de texto (si la hubiere) y la imagen (si la hubiere).
Sample Table Box
A continuacio´n se detallara´ el contenido almacenado en Sample Table Box, donde en-
contramos: Sample Description Box, Sample Size Box, Time To Sample Box, Sample to
Chunk Box y Chunk O↵set Box. Un archivo IM AF contendra´ una Sample Table Box por
cada pista de audio.
Sample Description Box (stsd)
Contiene informacio´n del tipo de codificacio´n usada, bitrate e informacio´n especifica para
la decodificacio´n. La Tabla 3.2 muestra la estructura de Sample Description Box.
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Tabla 3.2: Boxes en Sample Description Box
Audio Sample Entry Box (mp4a) almacena las especificaciones te´cnicas de una pista de
audio (nu´mero de canales, frecuencia de muestreo, etc). En nuestro codificador, la fre-
cuencia de muestreo sera´ de 44100 Hz y el nu´mero de canales sera´ igual a dos.
En Elementary Stream Descriptor Box (esds) se almacena la informacio´n relacionada con
un flujo. De este modo, Decoder Configuration Descriptor proporciona informacio´n sobre
los recursos necesarios para el flujo asociado. Por ejemplo, se almacena el bitrate medio y
ma´ximo del flujo asociado. El valor almacenado sera´ de 128 kbps en ambos casos.
Sample Size Box (stsz)
Almacena el nu´mero de tramas de la pista y una tabla con el taman˜o en bytes de cada
trama. En el caso de ficheros MP3 de bitrate constante a 128 kbps, las tramas pueden
ocupar 417 o 418 bytes. El valor sera´ uno u otro dependiendo de si existe bit de padding
o no en la trama.
El algoritmo busca todas las posibles cabeceras. Una vez encontrada una cabecera cono-
cida, va contando el nu´mero de bytes hasta encontrar otra cabecera conocida. De este
modo calcula el nu´mero de tramas y el taman˜o de cada una de ellas.
La Tabla 3.3 muestra un ejemplo real del contenido que almacena Sample Size Box. Ob-
servamos en el ejemplo, que Sample Size Box esta´ compuesta por 8953 tramas, ocupando
cada una de ellas 417 o 418 bytes.
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Tabla 3.3: Contenido de Sample Size Box
Time To Sample Box (stts)
Almacena una tabla, donde en cada entrada se almacenan dos valores: el nu´mero de tramas
contiguas que tienen la misma duracio´n de tiempo (count) y la duracio´n de dichas tramas
en milisegundos (delta). Asimismo, tambie´n incluye un entero que define el nu´mero de
entradas de la tabla.
La duracio´n de una trama MP3 es de 26,125 milisegundos. Esto provoca que haya que
an˜adir una trama de 27 milisegundos cada 8 tramas. Como 8 tramas x 26,125 ms/trama
= 209 ms, lo que almacenamos es 7 tramas x 26 ms/trama + 1 trama x 27 ms/trama =
209 ms. Es decir, escribe 7 tramas de 26 milisegundos, seguida de una de 27 milisegundos.
La Tabla 3.4 muestra un ejemplo del contenido de Time To Sample Box. Observamos que
se almacenan 2194 entradas en la tabla, donde en la primera entrada se indica que las






Tabla 3.4: Contenido de Time To Sample Box
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Sample To Chunk Box (stsc)
La tramas se agrupan en estructuras denominadas chunks. Sample to Chunk Box (stsc)
define una tabla que incluye el nu´mero de tramas que componen cada chunk y el nu´mero
de chunks consecutivos con el mismo nu´mero de tramas. En el caso de archivos MP3 de
bitrate constante, esta tabla contiene una entrada u´nicamente.
La Tabla 3.5 muestra un ejemplo de la informacio´n almacenada en Sample To Chunk Box.
Esta tabla tiene una entrada con tres variables: la primera especifica el ı´ndice del primer
chunk (dicho ı´ndice tiene el valor ‘1’); la segunda variable es el nu´mero de tramas de cada
chunk (‘8953’ en este caso), y la tercera es el nu´mero de chunks consecutivos con el mismo
nu´mero de tramas (como hay solo una entrada, se asigna el valor ‘1’).
num entradas 1
sample to chunk [0] (1,8953,1)
Tabla 3.5: Contenido de Sample To Chunk Box
Chunk O↵set Box (stco)
Indica la posicio´n que ocupa la primera trama de la pista de audio almacenada en Media
Data Container Box (mdat) del fichero IM AF. La Tabla 3.6 muestra un ejemplo del
contenido de Chunk O↵set Box. Se observa que contiene una tabla con una entrada, que
indica que la primera trama de la pista de audio esta´ situada en el byte ‘18709967’ del
archivo IM AF.
num entradas 1
chunk o↵set [0] 18709967
Tabla 3.6: Contenido de Chunk O↵set Box
Para finalizar el presente apartado, mostraremos una figura que ilustra el proceso de
creacio´n de Sample Table Box con sus correspondientes boxes, tal y como se ha desarrollado
a lo largo del apartado. Lo podemos ver en la Figura 3.3.
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Figura 3.3: Creacio´n de Sample Table Box
3.3.4. Pista de texto
Como se comento´ anteriormente, IM AF permite incluir texto sincronizado con el audio,
pudiendo representar dicho texto las letras de la cancio´n del mismo modo que un karaoke.
El formato empleado en la pista de texto viene definido en el esta´ndar 3GPP TT.
Antes de continuar, hay que hacer una aclaracio´n en cuanto a la nomenclatura empleada
en este apartado. El texto a mostrar esta´ compuesto por cadenas de texto, y cada cadena
de texto esta´ compuesta a su vez por palabras (separadas por espacios en blanco). Cuando
hablamos de una cadena de texto, nos referimos al conjunto de caracteres que se muestran
en pantalla en un instante determinado. La Figura 3.4 muestra un recuadro rojo con una
cadena de texto, y en verde se hayan recuadradas las palabras. Dicha cadena de texto
se muestra al minuto y dos segundos de comenzar la reproduccio´n y permanecera´ por
pantalla varios segundos. En otros instantes de tiempo se mostrara´n otras cadenas de
texto.
El contenido que almacenara´ el fichero IM AF en relacio´n con la pista de texto es el
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Figura 3.4: Cadena de texto en reproductor IM AF
siguiente:
⌅ Las cadenas de texto que conforman el texto a mostrar. Se almacenan en Media
Data Box.
⌅ Una serie de modificadores de texto, que indican como se va a mostrar el texto. De
este modo, se incluye la informacio´n sobre el color con el que se va a resaltar cada
palabra de una cadena de texto, as´ı como la temporizacio´n de cada palabra dentro
de una cadena de texto. Esta informacio´n se almacena en Media Data Box.
⌅ Los instantes de tiempos en los que mostrar cada cadena de texto al completo, para
de este modo poder mostrar dicho texto en perfecta sincron´ıa con la mu´sica. Se
almacena en las boxes contenidas en Sample Table Box, de un modo similar a las
pistas de audio.
A continuacio´n, se describira´ el proceso de creacio´n del archivo que contiene las letras, y
que nuestro codificador incorporara´ al archivo IM AF. Asimismo, se expondra´ el proceso
de creacio´n de las boxes asociadas a la pista de texto.
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Creacio´n del archivo de partida que contiene las letras
Consiste en crear un archivo de texto (extensio´n .txt) que contenga las letras de la can-
cio´n y la temporizacio´n. Dicho archivo es el que va a utilizar el codificador IM AF para
incorporar las letras. Veamos un ejemplo en el que se muestra la estructura que debe tener
dicho archivo:
[00:00:20.000] //instante en el que se muestra la siguiente frase en pantalla
Texto a mostrar
[00:00:28.500] //instante en el que deja de aparecer la frase en la pantalla
Este ejemplo mostrar´ıa la cadena de texto “Texto a mostrar” al transcurrir 20 segundos
desde el inicio y dejar´ıa de aparecer al transcurrir 28,5 segundos desde el inicio. Esta
estructura se puede repetir las veces que sean necesarias para mostrar todas las letras de
la cancio´n.
Los instantes de tiempo en los cuales cada palabra de una cadena de texto se resaltan no
son definidos por el usuario, de cara a no hacer muy engorrosa la creacio´n del archivo que
contiene las letras. El codificador sera´ el encargado de asignar dichos instantes de tiempo.
Media Data Box
El formato del texto almacenado en Media Data Box es el siguiente: dos bytes indicando
el taman˜o de una cadena de texto, seguido de dicha cadena (que ocupa lo indicado en los
dos bytes anteriores). Justo a continuacio´n, se incluyen los modificadores, cuyo taman˜o
dependera´ del nu´mero de modificadores empleados. Hay que sen˜alar que en cada cadena
de texto no hay necesidad de incluir el cara´cter de finalizacio´n de cadena, ya que el
taman˜o de dicha cadena esta´ especificado. Esta estructura aparecera´ tantas veces como
sea necesaria para almacenar todo el texto de la cancio´n.
En nuestra implementacio´n se hace uso de dos modificadores de texto: Text Hilight Color
Box (hclr) y Text Karaoke Box (krok).
El primer modificador de texto que aparece tras la cadena de caracteres es Text Hilight
Color Box. Son 4 bytes que definen el color con el que se va a resaltar el texto al ritmo
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de la mu´sica, de un modo similar a como se muestran las letras en un karaoke. Estos 4
bytes se corresponden con el color RGBA (red green blue alpha) en hexadecimal. Siendo
el primer byte la intensidad de rojo, el segundo byte la intensidad de verde, el tercer byte
la intensidad de azul y el cuarto el valor de transparencia. El color elegido para resaltar
las letras es el naranja (valor hexadecimal utilizado es #FF6204FF).
El segundo modificador es Text Karaoke Box (krok). Con este modificador conseguimos
especificar los instantes de tiempo en los que queremos que se resalten las letras de una
cadena de caracteres que esta´ siendo mostrada por pantalla en un instante determinado.
En nuestra implementacio´n se resaltara´ palabra a palabra. El taman˜o de Text Karaoke
Box es variable, y depende del nu´mero de palabras que tenga la frase. Podemos encontrar
los siguientes campos en Text Karaoke Box :
⌅ instante inicial: especifica el instante de tiempo en el que se resalta la primera
palabra de una cadena de texto. El valor del instante inicial es un valor relativo al
valor especificado en Sample Size Box. En nuestro caso, asignamos el valor cero al
instante inicial, consiguiendo que la primera palabra de cada cadena de caracteres
mostrada por pantalla se resalte en el mismo instante de tiempo en el que se muestra
la cadena texto;
⌅ nu´mero de entradas: especifica el nu´mero de palabras que contiene la cadena de
texto que se desea mostrar por pantalla en un instante determinado. Para calcular
el nu´mero de palabras, se procesa la cadena de texto de entrada y se detectan los
espacios en blanco entre palabras;
⌅ instante final: se especifica el instante de tiempo en el que se deja de resaltar cada
una de las palabras de la cadena de texto. En esta implementacio´n se asigna un
valor que haga que todas las palabras se resalten el mismo periodo de tiempo. De
este modo, si por ejemplo tenemos una cadena de caracteres con cinco palabras y
que permanece por pantalla cinco segundos, cada una de las cinco palabras perma-
necera´ iluminada un segundo. Hemos optado por esta opcio´n porque si el usuario
tuviera que introducir aparte de la temporizacio´n de cada cadena de texto, la tem-
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porizacio´n de cada palabra de dicha cadena, ser´ıa un proceso bastante engorroso;
⌅ cara´cter de inicio: especifica la posicio´n que ocupa el primer cara´cter de la palabra
que queremos resaltar, dentro de la frase completa;
⌅ cara´cter final: especifica la posicio´n que ocupa el u´ltima cara´cter de la palabra que
queremos resaltar, dentro de la frase completa;
Figura 3.5: Proceso de codificacio´n de las letras en Media Data Box
La Figura 3.5 ilustra el proceso de codificacio´n de las letras en Media Data Box.
Las boxes que trataremos a continuacio´n, contienen la informacio´n relativa a la tempo-
rizacio´n de cada cadena de texto, es decir, en que´ instante se debe mostrar por pantalla
dicha cadena. Como aclaracio´n, anteriormente hemos explicado como se almacena la in-
formacio´n relativa a la iluminacio´n de las palabras dentro de la cadena, mientras que
aqui establecemos los instantes de tiempo en los que la cadena completa se mostrara por
pantalla.
Sample Size Box (stsz)
En Sample Size Box se guarda una tabla, donde en cada entrada se almacena el nu´me-
ro de bytes que ocupa cada cadena de texto que aparece por pantalla en un instante
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determinado. Este taman˜o incluye el de los modificadores de texto.
La Tabla 3.7 muestra un ejemplo real del contenido que almacena Sample Size Box. En
la Tabla se encuentran almacenadas 70 cadenas de texto, ocupando la primera cadena 45







Tabla 3.7: Contenido de Sample Size Box
Time To Sample Box (stts)
En Time To Sample Box se almacena el tiempo que permanece la cadena de texto por
pantalla. De este modo, contendra´ una tabla con tantas entradas como cadenas de carac-
teres existan, ma´s una serie de entradas que representan los instantes en los que no se
muestra nada por pantalla (cadenas de texto vac´ıas).
La Tabla 3.8 muestra un ejemplo del contenido de Time To Sample Box. Observamos
que se almacenan 70 cadenas de caracteres, y el valor delta que almacenamos se calcula
mediante la siguiente expresio´n:
delta = duracion intervalo⇥ escala tiempo (3.1)
La duracio´n del intervalo son los segundos que se desea que la cadena permanezca re-
presentada en pantalla. La escala de tiempo es un valor entero que especifica el nu´mero
de unidades de tiempo que pasan en un segundo. El valor utilizado por defecto como
escala de tiempo en IM AF es 1000. Por tanto, el primer valor delta de la Tabla 3.8 nos
indica que la primera cadena de caracteres aparece por pantalla durante los primeros 22
segundos de reproduccio´n. La siguiente cadena se mostrar´ıa los 5 segundos posteriores, y
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as´ı sucesivamente. El valor count nos indica el nu´mero de cadenas de texto consecutivas







Tabla 3.8: Contenido de Time To Sample Box
Sample To Chunk Box (stsc)
Las cadenas de texto se agrupan en un u´nico chunk, por ello, Sample To Chunk Box define
una tabla que solo contendra´ una entrada.
La Tabla 3.9 muestra un ejemplo de la informacio´n almacenada en Sample To Chunk Box.
Como se vio´ en el anterior apartado, esta tabla tiene tres variables: la primera especifica
el ı´ndice del primer chunk (dicho ı´ndice tiene el valor ‘1’);la segunda variable es el nu´mero
de cadenas de texto de cada chunk (en nuestro ejemplo hay 70 cadenas de caracteres y
todas se agrupan en un chunk) y la tercera es el nu´mero de chunks consecutivos con el
mismo nu´mero de cadenas de texto (como hay solo una entrada, se asigna el valor ‘1’).
num entradas 1
sample to chunk [0] (1,70,1)
Tabla 3.9: Contenido de Sample To Chunk Box
Chunk O↵set Box (stco)
Chunk O↵set Box contiene una tabla con una u´nica entrada, donde se almacena la posicio´n
de memoria en la que aparece el primer byte de la secuencia de texto dentro de Media
Data Box.
51
Cap´ıtulo 3. Desarrollo del codificador IM AF
num entradas 1
pos mem [0] 22451954
Tabla 3.10: Contenido de Chunk O↵set Box
La Tabla 3.10 muestra un ejemplo real del contenido de dicha box. Como observamos,
contiene una u´nica entrada que nos indica que en el byte ‘22451954’ del archivo IM AF
se encuentra el primer byte de la primera cadena de texto.
3.3.5. Imagen JPEG
Para la inclusio´n de una imagen JPEG en el archivo IM AF se utilizan principalmente
dos boxes : Media Data Box (mdat) y Meta Box (meta).
En primer lugar, el codificador calcula el taman˜o de la imagen JPEG. A continuacio´n,
dicha imagen es copiada en Media Data Box, justamente a continuacio´n del u´ltimo byte
de la pista de texto (si la hubiere, en otro caso se almacena a continuacio´n de la u´ltima
pista de audio).
Diversa informacio´n relacionada con la imagen, y que sera´ necesaria en el proceso de
decodificacio´n, se almacena en dos boxes contenidas en Meta Box : Item Location Box
(iloc) y Item Information Box (iinf).
El taman˜o de la imagen y su o↵set en Media Data Box se almacena en Item Location
Box, en particular en los campos extent length yextent o↵set, respectivamente. El o↵set es
la posicio´n que ocupara´ el primer byte del archivo JPEG en Media Data Box del archivo
IM AF.
El nombre de la imagen y el tipo de codificacio´n se almacenan en Item Information Box.
El tipo de codificacio´n se establece en el campo content encoding y lleva por valor la
cadena de caracteres “jpg”.
La Figura 3.6 ilustra el proceso de inclusio´n del archivo JPEG en IM AF.
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Figura 3.6: JPEG en fichero IM AF
3.3.6. Metadatos
La estructura de boxes usada para almacenar los metadatos se muestra en la Tabla 3.11.
meta Meta Box
hdlr Handler Reference Box
iloc Item Location Box
iinf Item Information Box
xml XML Box
Tabla 3.11: Boxes usadas para los metadatos
Meta Box tiene dos funciones diferenciadas:
⌅ Alojar informacio´n descriptiva relacionada con el artista, a´lbum, cancio´n, etc;
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⌅ Almacenar informacio´n acerca de la imagen JPEG incluida en el fichero IM AF. En
concreto, tal y como se desarrollo´ en el anterior apartado, contiene el taman˜o de la
imagen y su o↵set en el fichero.
Handler Reference Box
Define la estructura o el formato de los contenidos de Meta Box. El campo handler type
indica el formato de los contenidos, almacenando en este caso la cadena “meta”. Por otro
lado, name es una cadena de caracteres que da un nombre legible a la box, para propo´sitos
de depuracio´n del co´digo. Toma el valor de “mp7t”.
Item Location Box
Como ya se comento´ en el anterior apartado, proporciona el taman˜o en bytes que ocupa
la imagen JPEG y el o↵set absoluto de dicha imagen respecto del inicio del fichero IM
AF. Esta informacio´n se encuentra en los campos, extent o↵set y extent length, respecti-
vamente.
Item Information Box
Proporciona informacio´n extra sobre el fichero JPEG :
⌅ Nombre: el campo item name contiene “image”.
⌅ Tipo de codificacio´n: el campo content encoding contiene “jpg”.
Esta informacio´n no es obligatoria y de hecho el reproductor IM AF proporcionado por
MPEG no muestra esta informacio´n. Se usa u´nicamente para fines de depuracio´n.
XML Box
La informacio´n sobre el artista, a´lbum, cancio´n, etc se encuentra almacenada en formato
Extensible Markup Language (XML). El codificador incluye esta informacio´n en el fichero
IM AF resultante escribiendo una cadena de caracteres con formato XML, donde se incluye
toda la informacio´n deseada.
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3.3.7. Grupos
Para la creacio´n de grupos en un archivo IM AF se utilizan dos boxes : Group Container
Box y Group Box. La Tabla 3.12 muestra la estructura de boxes usadas.
grco Group Container Box
grup Group Box
Tabla 3.12: Boxes usadas para los grupos
Group Container Box
Almacena el nu´mero de grupos que albergara´ el archivo IM AF. Dicho valor vendra´ espe-
cificado por el usuario del codificador IM AF.
Group Box
En el archivo IM AF aparecera´ Group Box tantas veces como el nu´mero de grupos que se
hayan definido en Group Container Box. Cada Group Box contiene informacio´n espec´ıfica
de un grupo, siendo dicha informacio´n almacenada en los siguientes campos :
⌅ identificador de grupo: nu´mero entero de 32 bits que identifica el grupo. Este valor
debe ser representado usando valores desde #80000000 a #FFFFFFFF. El codifi-
cador los asigna consecutivamente desde #80000001;
⌅ nombre de grupo: cadena de caracteres que asigna un nombre legible al grupo. Dicha
cadena es proporcionada por el usuario del codificador;
⌅ descripcio´n del grupo: cadena de caracteres que describe de forma resumida el grupo.
El usuario es el encargado de introducir dicha cadena;
⌅ nu´mero de elementos: nu´mero entero que indica el nu´mero de elementos que confor-
man el grupo. Se corresponde con el nu´mero de pistas de audio que estara´n presentes
en el grupo. Tambie´n viene dado por el usuario;
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⌅ identificador de elemento: es un array que contiene el identificador de cada una de
las pistas que conforman el grupo. El identificador de cada pista viene dado por el
usuario, y sera´ un nu´mero entero comprendido entre el uno y el nu´mero de pistas
que contenga el archivo IM AF;
⌅ modo de activacio´n de grupo: es un flag que define la forma en la que los elementos
de un grupo deben ser activados cuando un grupo es activado. La implementacio´n
elegida hace que se activen todos los elementos del grupo. En el caso de que se
haya definido una regla min/max, el ma´ximo nu´mero de elementos activados sera´ el
mismo que el ma´ximo nu´mero de elementos que define dicha regla;
⌅ volumen de referencia del grupo: especifica el volumen que debe ser aplicado al
grupo cuando se activa. El volumen de referencia es introducido por el usuario del
codificador IM AF, y debera´ estar comprendido en el rango [0,100].
⌅ flags : sirve para indicar al reproductor si se desea mostrar la informacio´n referente al
grupo creado o no. Nuestro codificador habilitara´ por defecto que dicha informacio´n
sea mostrada en el reproductor. El valor que toma el campo flags para ello es #02;
3.3.8. Presets
A continuacio´n se detallara´ el proceso de creacio´n de las boxes empleadas en los presets.
De los tipos de presets de la Tabla 2.2, se han implementado los dos siguientes:
⌅ Pista con volumen esta´tico
⌅ Pista con volumen dina´mico aproximado
La Tabla 3.13 muestra la estructura de boxes utilizada. Hay tantos Preset Box (prst) como
presets definidos en el archivo IM AF, y a su vez todas estas boxes se encuentran en un
u´nico Preset Container Box (prco).
Preset Container Box
Encontramos los siguientes campos:
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prco Preset Container Box
prst Preset Box
Tabla 3.13: Boxes usadas para los presets
⌅ nu´mero de presets : es el nu´mero de presets que se desean definir. El usuario es el
encargado de indicarlo. En nuestra implementacio´n, el nu´mero ma´ximo de presets
que pueden ser incluidos en el archivo IM AF es de diez, y viene definido por la
variable global maxpresets.
⌅ identificador de preset por defecto: se trata de un entero que indica el identificador
del preset activo en el estado inicial, sin la interaccio´n del usuario. Por defecto, el
codificador le asigna el identificador ma´s bajo que se haya definido.
Preset Box
Como hemos comentado antes, se crea una Preset Box por cada preset. Contiene los
siguientes campos:
⌅ flags : sirve para indicar al reproductor si se desea mostrar la informacio´n referente
al preset o no. El valor asignado es “0x02”, habilitando que dicha informacio´n sea
mostrada.
⌅ identificador de preset : es un nu´mero entero que identifica el preset. El codificador
asigna automa´ticamente a cada preset, valores desde el uno en adelante.
⌅ nu´mero de elementos del preset : en nuestro implementacio´n, todas las pistas for-
mara´n parte del preset. Por tanto, el codificador asigna el nu´mero de pistas de
audio existentes.
⌅ identificador de cada elemento del preset : se trata de un identificador a cada pista
de audio que conforma el preset. Los identificadores asignados automa´ticamente por
el codificador sera´n nu´meros enteros consecutivos, comenzando por el nu´mero uno.
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⌅ tipo de preset : es un entero que indica el tipo de preset que se desea incluir, de
entre los que se definen en la Tabla 2.2. El usuario introducira´ el nu´mero entero que
identifica el tipo de preset deseado. Una estructura switch/case en el codificador
sera´ la encargada de realizar la implementacio´n apropiada.
⌅ volumen global del preset : es un entero que indica el volumen de salida global del
preset. En este caso, el codificador asigna automa´ticamente un valor de “100”.
⌅ volumen de los elementos del preset : es un entero que indica el volumen de cada pista
de audio del preset. Dichos valores son proporcionados por el usuario, asignando un
valor entero entre “0” y “100”.
⌅ nu´mero de canales de audio: es un entero que indica el nu´mero de canales de las
pistas de audio. Nuestro codificador IM AF admite pistas este´reo u´nicamente, por
tanto, asignara´ automa´ticamente el valor “2”.
⌅ nombre del preset : es una cadena de caracteres que identifica de forma legible el
preset. El codificador asigna automa´ticamente dicha cadena, dependiendo del tipo
de preset elegido. Por ejemplo, en el caso de seleccionar un preset con pistas en las
que el volumen permanece esta´tico, asignara´ la cadena “Static track volume preset”.
En el caso del preset “Pista con volumen dina´mico aproximado”, se necesitan adema´s un
conjunto adicionales de para´metros. El esta´ndar IM AF usa una representacio´n eficiente
que define el cambio de volumen en un intervalo de tiempo, en vez de definir las variaciones
en cada muestra. De este modo, el espacio necesario de almacenamiento para los presets
dina´micos se reduce. El cambio de volumen viene representado por :
⌅ muestra inicial;
⌅ duracio´n del intervalo de tiempo (nu´mero de muestras) en la que el cambio de
volumen tiene lugar;
⌅ nivel de volumen al final del intervalo;
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Este tipo de preset se ha utilizado para crear un efecto fade-in y fade-out. El efecto
fade-in consiste en aumentar gradualmente el nivel de volumen de una pista, partiendo
desde el silencio. Por su parte, en el efecto fade-out se parte de cierto nivel de volumen
y se va disminuyendo progresivamente dicho nivel hasta alcanzar el silencio. El usuario
del codificador IM AF solo tendra´ que elegir entre fade-in o fade-out y el codificador se
encarga de establecer una configuracio´n predeterminada de los para´metros.
3.3.9. Reglas
A continuacio´n, se va a proceder a explicar la implementacio´n de las reglas en el codificador
IM AF. La Tabla 3.14 muestra la estructura de boxes empleada.
ruco Rule Container Box
rusc Selection Rule Box
rumx Mixing Rule Box
Tabla 3.14: Boxes usadas para definir las reglas
Rule Container Box
Contiene informacio´n general sobre las reglas aplicadas en los elementos de un fichero IM
AF:
⌅ nu´mero de reglas de seleccio´n: es un entero que especifica el nu´mero de reglas de
seleccio´n contenidas en Rule Container Box. El usuario podra´ elegir entre la creacio´n
de una o ninguna regla de seleccio´n.
⌅ nu´mero de reglas de mezcla: es un entero que especifica el nu´mero de reglas de
mezcla contenidas en Rule Container Box. Al igual que con las reglas de seleccio´n,
el usuario podra´ crear o no una regla de mezcla.
Selection Rule Box
Contiene informacio´n espec´ıfica sobre la regla de seleccio´n definida:
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⌅ identificador de regla de seleccio´n: entero que identifica la regla de seleccio´n. El
codificador asignara´ automa´ticamente el valor “1”.
⌅ tipo de regla de seleccio´n: entero que identifica el tipo de regla de seleccio´n. El usuario
sera´ el encargado de introducir dicho valor. La Tabla 3.15 muestra los distintos
valores que puede tomar este campo, as´ı como su significado.
Tipo de regla de seleccio´n Descripcio´n
0 Regla Min/Max
1 Regla de Exclusio´n
2 Regla de no silencio
3 Regla de Implicacio´n
Tabla 3.15: Tipos de reglas de seleccio´n
Una estructura switch/case sera´ la encargada de seleccionar la implementacio´n, en
funcio´n del tipo de regla de seleccio´n elegida por el usuario.
⌅ identificador del elemento: entero que representa el identificador del elemento invo-
lucrado en esta regla de seleccio´n. En el caso de la regla Min/Max, el codificador
asignara´ automa´ticamente el identificador del primer grupo creado. En los otros
casos, dicho valor lo introdura´ el usuario.
⌅ mı´nimo nu´mero de elementos: entero que se usa u´nicamente en la regla min/max .
Especifica el mı´nimo nu´mero de elementos que deber´ıan ser reproducidos simulta´nea-
mente. El valor debe ser introducido por el usuario. En caso contrario, el valor por
defecto es cero.
⌅ ma´ximo nu´mero de elementos: entero usado u´nicamente en la regla min/max. Es-
pecifica el ma´ximo nu´mero de elementos que deber´ıan ser reproducidos simulta´nea-
mente. Dicho entero debe ser especificado por el usuario. En otro caso, el valor por
defecto es igual al nu´mero de elementos que contiene el grupo implicado.
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⌅ identificador del elemento clave: entero que representa el identificador del elemen-
to sobre el cual se aplica la regla. Es usado u´nicamente en reglas de exclusion e
implicacio´n. Dicho identificador debe ser introducido por el usuario.
⌅ descripcio´n de la regla de seleccio´n: cadena de caracteres que proporciona una des-
cripcio´n legible de la regla de seleccio´n. Por ejemplo, “Min/Max Rule”,“Exclusion
Rule”,etc. Esta cadena de caracteres es asignada automa´ticamente por el codifica-
dor, en funcio´n de la regla seleccionada.














0 ID grupo No Si Si Si
1 Si Si No No Si
2 Si No No No Si
3 Si Si No No Si
Tabla 3.16: Para´metros en reglas de seleccio´n
Mixing Rule Box
Contiene informacio´n espec´ıfica sobre la regla de mezcla definida:
⌅ identificador de regla de mezcla: entero que identifica un´ıvocamente la regla de
mezcla. El codificador asigna automa´ticamente el valor “1”.
⌅ tipo de regla de mezcla: entero que identifica el tipo de regla de mezcla. El usuario
es el encargado de establecer dicho valor. La Tabla 3.17 muestra los distintos valores
que puede tomar este campo, as´ı como su significado.
Una estructura switch/case sera´ la encargada de seleccionar la implementacio´n, en
funcio´n del tipo de regla de mezcla elegida por el usuario.
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Tipo de regla de mezcla Descripcio´n
0 Regla de equivalencia
1 Regla superior
2 Regla inferior
3 Regla de l´ımites
Tabla 3.17: Tipos de reglas de mezcla
⌅ identificador de elemento: entero que representa el identificador del elemento invo-
lucrado en la regla de mezcla. Este campo es usado en los cuatro tipos de reglas de
mezcla. Dicho valor es introducido por el usuario.
⌅ volumen mı´nimo: valor fijo que especifica el volumen mı´nimo del elemento. Es usado
u´nicamente en el caso de definir una regla de l´ımites . El valor vendra´ definido por
el usuario.
⌅ volumen ma´ximo: valor fijo que especifica el ma´ximo volumen del elemento. Es usado
u´nicamente en el caso de definir una regla de l´ımites. El valor vendra´ definido por
el usuario.
⌅ identificador del elemento clave: entero que describe el identificador del elemento
sobre el que se aplicara´ la regla. Es usado para las siguientes reglas: regla de equi-
valencia, regla superior, regla inferior.
⌅ descripcio´n de la regla de mezcla: cadena de caracteres que describe de forma le-
gible la regla de mezcla. Por ejemplo, las cadenas “Regla de Equivalencia”, “Regla
Superior”,etc. Las asigna automa´ticamente del decodificador.
La Tabla 3.18 resume los para´metros necesarios en cada una de las reglas de mezcla.
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0 Si Si No No Si
1 Si Si No No Si
2 Si Si No No Si
3 Si No Si Si Si
Tabla 3.18: Para´metros en reglas de mezcla
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Cap´ıtulo 4. Integracio´n del codifica-
dor IMAF en Sonic Vi-
sualiser
Este cap´ıtulo se centrara´ en la integracio´n de nuestro codificador IM AF en el software
Sonic Visualiser. De este modo, es posible la creacio´n de archivos IM AF de una forma
flexible, sencilla y agradable al usuario, mediante el uso de una interfaz gra´fica. Au´n cobra
ma´s sentido dicha integracio´n, mediante el desarrollo de un decodificador IM AF en Sonic
Visualiser, de forma que se pueda realizar la creacio´n y reproduccio´n de dichos archivos
interactivos en dicho software, tal y como se realiza en este proyecto. Una caracter´ıstica
destacable de Sonic Visualiser es que permite el uso de determinados plugins. El formato
de plugins soportado por Sonic Visualiser se denomina VAMP, y se trata de una API (Ap-
plication Programming Interface) que permite desarrollar algoritmos de procesado digital
de sen˜al. De este modo, las posibilidades del formato IM AF se ampl´ıan sustancialmente
al integrarse en Sonic Visualiser.
El cap´ıtulo comenzara´ con una breve introduccio´n a Sonic Visualiser, donde se comen-
tara´ a grandes rasgos el funcionamiento y estructura de dicho software. La siguiente seccio´n
introducira´ la librer´ıa Qt, usada en el desarrollo de Sonic Visualiser, y que sera´ amplia-
mente utilizada en el desarrollo de la interfaz. Por u´ltimo se detallara´ la integracio´n del
codificador en Sonic Visualiser.
65
Cap´ıtulo 4. Integracio´n del codificador IMAF en Sonic Visualiser
4.1. Introduccio´n a Sonic Visualiser
Sonic Visualiser es un software de co´digo abierto y multiplataforma (Linux, OS/X y
Windows), desarrollado en el Centre for Digital Music, Queen Mary, University of London.
Esta´ disen˜ado especialmente para los investigadores del a´rea del procesado de la sen˜al que
pretenden estudiar en un entorno amigable y flexible el contenido de un fichero de audio.
De este modo, la aplicacio´n permite el ana´lisis, visualizacio´n y anotacio´n de ficheros de
audio. Ha sido elegido para realizar la integracio´n del co´dec IM AF, en lugar de otras
herramientas de ana´lisis musical debido a su uso extensivo, ya que cuenta con ma´s de
10000 usuarios activos (en Abril de 2014). Su principal fortaleza reside en que soporta
plugins desarrollados para ana´lisis automa´tico. La Figura 4.1 muestra el aspecto de la
interfaz de Sonic Visualiser, con dos pistas de audio activas.
Sonic Visualiser cuenta con una serie de herramientas de visualizacio´n de propo´sito gene-
ral, que permiten la visualizacio´n de espectrogramas y formas de onda. Tambie´n incluye
me´todos sencillos para la anotacio´n de audio, usando el teclado, rato´n o dispositivos
Musical Instrument Digital Interface (MIDI). Es extensible con un nu´mero de me´todos de
ana´lisis automa´tico de audio, usando el formato de plugin VAMP. Por u´ltimo, proporciona
la posibilidad de importar y exportar las anotaciones en distintos formatos, incluyendo
Music Ontology RDF.
La aplicacio´n esta´ desarrollada en C++ y hace uso de la librer´ıa Qt para el desarrollo de
la interfaz.
4.1.1. Herramientas de visualizacio´n
Por defecto, el programa muestra la forma de onda cuando se carga un fichero de audio. Es
posible aumentar la zona deseada de dicha visualizacio´n o desplazarse por ella, utilizando
una serie de herramientas de navegacio´n.
Tambie´n se incluye la visualizacio´n del espectrograma, teniendo la posibilidad de visua-
lizarlo directamente con tres juegos de para´metros, usando las letras G, M y K. Con la
tecla G se visualiza un espectrograma gene´rico que cubre todo el rango de frecuencias
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Figura 4.1: Aspecto de la interfaz de Sonic Visualiser
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con una escala lineal de frecuencia. La tecla M muestra un espectrograma que enfatiza el
rango de frecuencias en el que se suelen encontrar las melod´ıas y la tecla K muestra un
espectrograma similar al obtenido al pulsar la tecla M, pero dotando de mayor libertad
al usuario a la hora de elegir los para´metros.
Sonic Visualiser usa paneles y capas para permitir al usuario apilar distintas vistas unas
encimas de otras, estando todas alineadas en el eje de tiempo. Muestra cualquier nu´mero
de paneles (distintas areas de la ventana, verticalmente apiladas) y cada panel puede
mostrar cualquier nu´mero de capas (representaciones de datos superpuestos). La Figura
4.2 muestra una captura de pantalla de un panel con cuatro capas: forma de onda (color
negro), instantes de tiempo(color azul), divisiones de tiempo (color gris), valores del eje
Y en el tiempo (color pu´rpura).
Figura 4.2: Panel con cuatro capas
4.1.2. Capas de anotacio´n
Es posible mostrar en Sonic Visualiser capas de anotacio´n de varios tipos, como por
ejemplo instantes de tiempo, etiquetas o ima´genes. De este modo, el usuario puede anotar
puntos de una pista de audio, an˜adiendo una capa de instantes de tiempo y haciendo clic
con el rato´n o usando el teclado para almacenar los instantes de tiempo deseados mientras
el audio esta´ sonando. Las capas de anotacio´n sera´n de gran intere´s para nosotros, pues
servira´n para mostrar las letras de la cancio´n IM AF en perfecta sincron´ıa con el audio.
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4.1.3. Plugins
Sonic Visualiser soporta el formato de plugins VAMP, con los que podemos realizar funcio-
nes tales como: deteccio´n de acordes, deteccio´n de las notas de una melod´ıa o alineacio´n de
pistas. Tambie´n admite plugins de efectos LADSPA, que permiten generar nuevos ficheros
de audio que pueden ser analizados del mismo modo.
Los resultados de aplicar un plugin sera´n mostrados en una nueva capa del tipo apropiado
y sobre el panel activo. Si se desea que dichos resultados sean mostrados en un panel
distinto, hay que crear un nuevo panel antes de ejecutar el plugin. El plugin, a partir del
fichero de audio de entrada y los para´metros que seleccione el usuario, generara´ valores
que sera´n mostrados por pantalla. La Figura 4.3 muestra algunos ejemplos de salidas de
un plugin VAMP en Sonic Visualiser.
Figura 4.3: Posibles salidas de un plugin VAMP en Sonic Visualiser
4.1.4. Sumario de clases de Sonic Visualiser
El software Sonic Visualiser esta´ estructurado en clases con funcionalidades bien dife-
renciadas. A continuacio´n se describira´n brevemente las clases ma´s importantes segu´n su
funcionalidad:
⌅ Modelos de datos: Un modelo es algo que contiene, o sabe como obtener datos. Por
ejemplo, la clase WaveFileModel, es un modelo que conoce como obtener datos de
un fichero de audio.
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⌅ Capas gra´ficas: Una capa es algo que sabe como dibujar las partes que conforman
un modelo en una l´ınea de tiempo. Por ejemplo, la clase WaveformLayer es una
capa que permite dibujar formas de onda.
⌅ Clase de la ventana principal: Se trata de la clase MainWindow. Sera´ empleada
en la integracio´n del co´dec IM AF en Sonic Visualiser, donde se incluira´n nuevos
me´todos que permitira´n la creacio´n de un archivo IM AF mediante una interfaz
gra´fica, as´ı como la reproduccio´n de ficheros IM AF.
⌅ Conversio´n de un modelo (por ejemplo, audio) en otro (por ejemplo, ma´s audio o
una curva extra´ıda de e´ste).
⌅ Lectura de ficheros y escritura: Por ejemplo la clase AudioFileReader.
⌅ Ca´lculo de la FFT: la clase FFTModel.
⌅ Reproduccio´n de audio: por ejemplo las clases AudioCallbackPlaySource y Audio-
Generator.
⌅ Widgets : muestran propiedades editables. Por ejemplo, la clase PropertyBox usada
para las propiedades de una capa.
4.2. La libreria Qt
Qt es una biblioteca multiplataforma utilizada principalmente para el desarrollo de aplica-
ciones con interfaz gra´fica de usuario. Qt es desarrollada como software libre y es de co´digo
abierto. Para su implementacio´n han participando desarrolladores de Nokia, Digia, entre
otros. Utiliza el lenguaje de programacio´n C++ de forma nativa, aunque adicionalmente
puede ser utilizada en otros lenguajes de programacio´n. Entre las aplicacio´n populares
que hacen uso de Qt se encuentran: Google Earth, Skype o VLC Media Player.
La aplicacio´n Sonic Visualiser tambie´n hace uso de la librer´ıa Qt, por tanto para la
integracio´n del co´dec IM AF en Sonic Visualiser, es de gran importancia familiarizarse
con el funcionamiento de dicha biblioteca.
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4.2.1. Sen˜ales y slots en Qt
Cuando se desarrolla una interfaz gra´fica de usuario, la forma de disen˜ar el programa
cambia con respecto a cuando se realiza secuencialmente. El usuario puede pulsar los
botones en cualquier momento, y el sistema debe responder a esos eventos. Adema´s, es
posible que la accio´n sobre un componente suponga un cambio en otro, por lo que es
deseable que cualquier objeto se pueda comunicar con cualquier otro.
En Qt se genera una sen˜al cuando hay un evento. Los componentes de Qt tienen muchas
sen˜ales predefinidas, aunque es posible crear nuestras propias sen˜ales.
Un slot es una funcio´n que se invoca como respuesta a una sen˜al. Los componentes de
Qt tienen muchos slots predefinidos, aunque tambie´n es posible an˜adir nuestros propios
slots.
4.2.2. Clases de Qt
En este apartado se describen someramente algunas de las clases predefinidas en Qt que
se usaran en la integracio´n.
⌅ QObject: clase de la cual se derivan muchas de las clases importantes de la librer´ıa
Qt. Todas las clases que heredan de QObject o algunas de sus subclases pueden
contener sen˜ales y slots.
⌅ QWidget: clase base de todos los objetos de la interfaz de usuario. Esta clase hereda
de QObject. El widget es el elemento ato´mico de la interfaz de usuario, ya que recibe
los eventos del teclado, rato´n y otros eventos del sistema de ventanas.
⌅ QAction: proporciona una interfaz de acciones de usuario, y puede ser insertada en
widgets.
⌅ QCheckBox: proporciona una casilla de verificacio´n con una etiqueta de texto. Cons-
ta de una casilla que permite dos estados distintos, marcado y desmarcado.
⌅ QString: esta clase proporciona una cadena de caracteres Unicode, el cual es un
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esta´ndar de codificacio´n de caracteres disen˜ado para facilitar el tratamiento in-
forma´tico.
⌅ QPushButton: proporciona un boto´n, el cual al ser pulsado ejecuta una determinada
accio´n. Ejemplos de este tipo de boto´n los encontramos en los botones Aceptar o
Cancelar.
⌅ QFileDialog: proporciona al usuario un cuadro de dia´logo que le permite seleccionar
ficheros o directorios.
4.3. Integracio´n del codificador IM AF
4.3.1. Introduccio´n
La integracio´n del codificador IM AF se ha llevado a cabo haciendo uso de Qt Creator.
Qt Creator es un entorno de desarrollo integrado creado para el desarrollo de aplicaciones,
haciendo uso de las bibliotecas Qt. El compilador elegido en Qt Creator sera´ MinGW
(Minimalist GNU for Windows), que es una implementacio´n de los compiladores GCC
para la plataforma Win32.
Los pasos realizados para la integracio´n del codificador IM AF en Sonic Visualiser son los
siguientes:
⌅ Compilacio´n del co´digo fuente de Sonic Visualiser
En Qt Creator se crea un nuevo proyecto con todos los ficheros que conforman el
co´digo fuente de Sonic Visualiser y posteriormente se configuran todos los para´me-
tros necesarios para que dicha compilacio´n sea satisfactoria. Entre estos para´metros
se encuentran la seleccio´n del compilador (MinGW) y sus ajustes, as´ı como la ins-
talacio´n de las librer´ıas necesarias en las rutas correspondientes.
Llegados a este punto, me gustar´ıa sen˜alar que este paso consumio´ una cantidad
significativa de horas y fue de gran ayuda el asesoramiento por parte de Chris
Cannam, desarrollador de Sonic Visualiser.
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⌅ Ana´lisis de la estructura del co´digo de Sonic Visualiser
Una vez compilado Sonic Visualiser, se procede al ana´lisis de la estructura del co´digo
fuente, con el fin de conocer los ficheros donde incluir las funciones necesarias para
dotar al programa con la funcionalidad del codificador IM AF.
⌅ Desarrollo de la interfaz gra´fica e integracio´n del codificador IM AF en Sonic Visua-
liser
En este paso se procede a la creacio´n de la interfaz gra´fica que permitira´ la generacio´n
del archivo IM AF de una forma amigable y flexible. De este modo, se dotara´ a
Sonic Visualiser de la capacidad de generar ficheros IMAF, con las caracter´ısticas
del codificador expuesto en el cap´ıtulo anterior.
4.3.2. Desarrollo de la interfaz gra´fica e integracio´n
La integracio´n del codificador IM AF en Sonic Visualiser supone la adicio´n de las clases
que conforman el codificador que habiamos desarrollado previamente, con ciertas modi-
ficaciones ya que todo lo referente a la interaccio´n con el usuario deja de ser a trave´s
de l´ınea de comandos y pasa a realizarse a trave´s de una interfaz gra´fica. Asimismo, se
procede a la modificacio´n de la interfaz gra´fica de Sonic Visualiser, de modo que ahora
se incluya una nueva opcio´n en el menu´ de Sonic Visualiser, que permita desplegar la
interfaz que permite controlar nuestro codificador.
Modificacio´n del menu´ “File” de Sonic Visualiser
El objetivo es la adicio´n de una nueva opcio´n en el menu´ “File” de Sonic Visualiser, de
modo que al hacer clic sobre dicha opcio´n se abra la interfaz que permite la creacio´n de
un archivo IM AF.
La Figura 4.4 muestra la opcio´n an˜adida al menu´ de Sonic Visualiser.
Para lograr tal fin, se crea un objeto de la clase QAction. Un objeto de la clase QAction
puede contener un icono, menu´ de texto o un atajo de teclado. En este caso, contendra´ un
menu´ de texto con el siguiente texto: “Export IM AF File”. De este modo, se an˜ade al
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Figura 4.4: Menu´ que permite invocar el codificador IM AF en Sonic Visualiser
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menu´ “File” de Sonic Visualiser la opcio´n “Export IM AF File”. Asimismo, cuando se
situ´e el puntero del rato´n sobre dicha opcio´n del menu´, se muestra en la barra de estado
que aparece en la zona inferior izquierda lo siguiente: “Export selection as an IM AF File”.
Esto se hace invocando al me´todo definido en la clase QAction llamado setStatusTip. Para
an˜adir al menu´ la opcio´n se usa el me´todo addAction. Por u´ltimo se conecta sen˜al y slot
mediante el me´todo connect, de forma que al hacer clic sobre la funcio´n del menu´, se
invoque la interfaz del codificador. Hay que sen˜alar que las pistas de audio que incluira´ el
archivo IM AF sera´n las que estuvieran abiertas antes de seleccionar en el menu´ la opcio´n
“Export IM AF File”.
Creacio´n de la interfaz gra´fica del codificador
La Figura 4.5 muestra el aspecto de la interfaz gra´fica de nuestro codificador IM AF en
Sonic Visualiser.
Encontramos distintas regiones en la ventana:
⌅ Reglas de seleccio´n: Podemos elegir entre los cuatro reglas de seleccio´n definidas en
el esta´ndar, Regla Min/Max (Min/Max Rule), Regla de no silencio (Not Mute Rule),
Regla de exclusio´n (Exclusion Rule) y Regla de Implicacio´n (Implication Rule). Para
poder elegir entre las cuatro reglas, se definen cuatro botones de opcio´n, los cuales
se corresponden con cuatro objetos del tipo QRadioButton. El emplazamiento de
dichos botones se realiza con el me´todo move, indicando las coordenadas x e y.
Para la seleccio´n de los para´metros de configuracio´n de la regla seleccionada (Para-
meter 1 y Parameter 2 ) se hacen uso de dos objetos de tipo QSpinBox.
⌅ Reglas de mezcla: nos encontramos con las cuatro opciones definidas en el esta´ndar,
Regla de equivalencia (Equivalence Rule), Regla inferior (Lower Rule), Regla supe-
rior (Upper Rule), Regla de l´ımites (Limit Rule).
En el caso de las reglas de mezcla, se definen cuatro para´metros, donde los dos
primeros para´metros (Parameter 1 y Parameter 2 ) indican las pistas sobre las que
aplicar la regla y los otros dos para´metros nos permiten indicar los valores de volu-
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Figura 4.5: Interfaz del codificador IM AF
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men mı´nimo y ma´ximo (solamente utilizado en Limit Rule).
⌅ Grupos: se muestra una casilla de verificacio´n por cada una de las pistas que incluye
el archivo IM AF, permitiendo seleccionar las pistas que conformara´n el grupo. Estas
casillas de verificacio´n se crean mediante objetos del tipo QCheckBox. El nombre
asignado al grupo se almacena en una variable de tipo QString.
⌅ Presets : se permite elegir al usuario entre preset con volumen esta´tico o dina´mico.
En el caso de volumen dina´mico, se permite la seleccio´n de un efecto fade-in o
fade-out.
⌅ Letras: para la eleccio´n del archivo que contiene las letras de la cancio´n con la
temporizacio´n, se define un objeto de tipo QCheckBox mediante el cual el usuario
puede elegir si desea incluir letras o no.En caso afirmativo, al hacer clic en el boto´n
“Select text file” (definido mediante un objeto de tipo QPushButton), se abre un
cuadro de dialogo que permite seleccionar dicho fichero.
⌅ Imagen JPEG: del mismo modo que para las letras, un objeto de tipo QCheckBox
le da la opcio´n al usuario de incluir una imagen o no, y un objeto de tipo QPush-
Button permite abrir el cuadro de dia´logo para seleccionar la imagen deseada una
vez pulsado el boto´n.
⌅ Boto´n Export : Una vez se ha terminado la configuracio´n de todas las caracter´ısticas
del archivo IM AF a generar, se pulsa el boto´n Export, el cual permite abrir un
cuadro de dia´logo del tipo QFileDialog y as´ı elegir la ruta y el nombre del archivo
IM AF a crear. Una vez realizado e´sto, se invoca al codificador IM AF que habiamos
desarrollado previamente, con las modificaciones pertinentes en lo referente a la
interaccio´n con el usuario.
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Cap´ıtulo 5. Desarrollo del decodifica-
dor IM AF en Sonic Vi-
sualiser
Una vez realizada la integracio´n del codificador IM AF en Sonic Visualiser, se procede
al desarrollo del decodificador. De este modo, es posible la creacio´n y reproduccio´n de
archivos IM AF en Sonic Visualiser.
Las caracter´ısticas del decodificador que desarrollamos son las siguientes:
⌅ Decodificacio´n de las pistas de audio del archivo IM AF, presentando las pistas de
audio por separado y pudiendo controlar individualmente cada una de ellas.
⌅ Decodificacio´n de las letras de la cancio´n, mostra´ndolas en perfecta sincron´ıa con el
audio.
⌅ Creacio´n de un panel con los controles de volumen de cada una de las pistas de
audio, de forma que el usuario pueda manipular co´modamente dichos volu´menes en
el momento de la reproduccio´n.
A continuacio´n se va a proceder a explicar el proceso realizado por el decodificador para
extraer las pistas de audio y la pista de texto. Para finalizar, se presentara´ la interfaz
gra´fica del decodificador. Para una mayor compresio´n de los siguientes apartados, puede
ser de gran utilidad la Tabla 3.1, donde se presenta la estructura que presentan las boxes
de un fichero IM AF.
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5.1. Pistas de audio
En primer lugar, el decodificador realiza la apertura del fichero IM AF en modo binario.
Las pistas de audio se encuentran almacenadas en Media Data Box (mdat), de este modo
el algoritmo realiza la bu´squeda de la cadena “mdat”. Los cuatro bytes anteriores a dicha
cadena se corresponden con el taman˜o de Media Data Box. Este taman˜o se almacena, ya
que es de utilidad en ca´lculos posteriores.
Con el fin de obtener el nu´mero total de pistas contenidas en el fichero (pistas de au-
dio y texto), se procede a la bu´squeda de Movie Header Box (mvhd), donde el campo
next track ID indica el nu´mero de pistas de audio contenidas en el archivo IM AF ma´s
uno. Dicho campo se encuentra 96 bytes despue´s del u´ltimo byte del campo que indica el
tipo de Movie Header Box (mvhd).
El algoritmo continua leyendo el fichero IM AF hasta encontrar Handler Reference Box
(hdlr) de la primera pista de audio. Ah´ı encontramos el campo handlerType, el cual indica
si la pista en cuestio´n es de audio o de texto. Este campo se haya localizado ocho bytes
despue´s del u´ltimo byte del campo que indica el tipo de Handler Reference Box (hdlr).
En el caso de que la pista sea de audio se realiza la bu´squeda de Chunk O↵set Box (stco),
donde se encuentra el campo chunk o↵set[0], que almacena la posicio´n que ocupa el primer
byte de la pista de audio en Media Data Box. El proceso realizado desde la localizacio´n
de Handler Reference Box hasta este punto, se repite para el nu´mero total de pistas de
audio contenidas en el archivo IM AF, ya que encontramos en cada fichero IM AF tantas
Track Header Box (trak) como pistas de audio y texto se encuentren.
Llegados a este punto, se conocen el nu´mero de pistas de audio y la posicio´n que ocupan
en el archivo IM AF. Tambie´n se conoce si incluye una pista de texto y su posicio´n en el
archivo IM AF. Con esta informacio´n, el siguiente paso es la extraccio´n de las pistas de
audio y la apertura en Sonic Visualiser, aprovechando la capacidad de Sonic Visualiser de
abrir mu´ltiples pistas de audio codificadas en formato MP3.
La Figura 5.1 muestra el proceso de decodificacio´n de las pistas de audio del archivo IM
AF.
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Figura 5.1: Proceso de decodificacio´n de las pistas de audio
5.2. Pista de texto
En el caso de que se incluya una pista de texto en el archivo IM AF, se procede a la bu´sque-
da de Time To Sample Box (stts), de dicha pista de texto. En el campo num cadenas se
almacena el nu´mero de cadenas de texto que contiene el archivo y en el campo sample delta
encontramos el tiempo que permanece cada cadena en pantalla. Un bucle recorrera´ la ta-
bla que contiene los instantes de tiempo de cada una de las cadenas, y los almacenara´ en
un array.
En Sample Size Box (stsz) se encuentra una tabla que almacena el nu´mero de bytes
que ocupa cada cadena de texto, incluyendo los modificadores. El campo num cadenas
contiene el nu´mero de entradas de la tabla, y dicho valor es usado por el bucle que se
encarga de leer cada una de las entradas tam cadena de la tabla.
La posicio´n que ocupa el primer byte de la primera cadena de texto en el archivo IM AF
se encuentra almacenada en el campo pos mem[0] de Chunk O↵set Box (stco).
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A continuacio´n, el algoritmo comienza la lectura de las cadenas de caracteres a partir
de la posicio´n indicada por Chunk O↵set Box. Los dos primeros bytes de cada cadena de
caracteres indican el nu´mero de bytes que ocupa dicha cadena sin incluir los modificadores.
Debido a que Sonic Visualiser nos ofrece la opcio´n de personalizar el texto a mostrar en
sus paneles, no haremos uso de los modificadores incluidos en el archivo IM AF, dejando
al usuario la posibilidad de realizar dicha personalizacio´n mediante la interfaz de Sonic
Visualiser. Por otro lado, en Sonic Visualiser no es necesario resaltar cada una de las
palabras al ritmo de la mu´sica, ya que una barra vertical nos va indicando los instantes
de tiempo de cada palabra. Por tanto, el algortimo almacena las cadenas de caracteres,
pero no los modificadores.
Una vez extra´ıda la cadena de caracteres y el instante de tiempo en el que debe mostrarse
por pantalla se hace uso de las opcio´n que nos ofrece Sonic Visualiser para mostrar texto
en instantes de tiempo elegidos por el usuario. Para ello se crea un panel con una capa de
representacio´n de instantes de tiempo, en la que se van agregando las cadenas de texto en
los instantes adecuados. Para que se muestre el texto en los instantes de tiempo correctos
hay que realizar algunos ca´lculos. El instante de tiempo extra´ıdo de la tabla se debe dividir
por la escala de tiempo, que como vimos anteriormente era “1000”. Y dicho resultado se
debe multiplicar por “44100”, que se corresponde a la frecuencia de muestreo. Ese valor
resultante y la cadena se an˜ade al panel creado, y este proceso se repite para cada una de
las cadenas de texto almacenadas.
La Figura 5.2 muestra el proceso de decodificacio´n de la pista de texto del archivo IM
AF.
5.3. Interfaz Gra´fica
Para la apertura del archivo IM AF en Sonic Visualiser, se an˜ade la opcio´n “Import
IMAF File” en el menu´ File (Figura 5.3 ). Para ello se crea un objeto del tipo QAction, y
mediante el me´todo addAction se agrega al menu´. Cuando se pulsa sobre dicha opcio´n del
menu´ se abre un cuadro de dialogo que permite seleccionar el archivo IM AF a reproducir.
El me´todo getOpenFileName de la clase QFileDialog nos ofrece dicha posibilidad.
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Figura 5.2: Proceso de decodificacio´n de la pista de texto
Una vez invocados los me´todos encargados de la decodificacio´n de las pistas de audio y
texto se muestran las formas de onda de cada una de las pistas de audio y se crea un
panel con una capa del tipo TimeInstants que permite mostrar las cadenas de caracteres
decodificadas en los instantes de tiempo adecuados.
Con el fin de facilitar el control del nivel de volumen de cada una de las pistas de audio,
se ha desarrollado una ventana que incluye un control giratorio de volumen para cada una
de las pistas. Dicha ventana aparece automa´ticamente al abrir un archivo IM AF.
La Figura 5.4 muestra el aspecto de la interfaz gra´fica al abrir un archivo IM AF con
pistas de audio y texto. Se observan las formas de onda de varias pistas de audio, la letra
de la cancio´n, y una ventana con los controles de volumen de las seis pistas que conforman
el archivo IM AF.
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Figura 5.3: Menu´ que permite la ejecucio´n del decodificador IM AF
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Figura 5.4: Interfaz del decodificador IM AF
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Con el fin de realizar la verificacio´n del co´dec IM AF desarrollado, se procede a la creacio´n
de cuatro ficheros IM AF con nuestro codificador. El reproductor IM AF proporcionado
junto al esta´ndar nos servira´ para comprobar que los archivos que genera nuestro codi-
ficador se reproducen de la forma esperada, y que por tanto nuestro codificador genera
archivos IM AF acordes al esta´ndar.
En este cap´ıtulo se expondra´ el concepto de puntos de conformidad y su importancia a
la hora de comprobar el correcto funcionamiento del co´dec. Asimismo, se detallara´n las
caracter´ısticas de cada uno de los cuatro ficheros creados y su relacio´n con cada uno de
los puntos de conformidad.
Una vez creados los ficheros de prueba, se comprueba su correcto funcionamiento con el
software de referencia que se nos aporta junto al esta´ndar. Se mostrara´n distintas capturas
de pantalla que muestran que el funcionamiento es acorde a los para´metros elegidos en la
creacio´n de dichos ficheros IM AF. El decodificador IM AF se verifica con estos ficheros,
una vez comprobados que se reproducen correctamente en el reproductor IM AF aportado
junto al esta´ndar.
6.1. Puntos de conformidad (Conformance points)
Un fichero IM AF que cumple con el esta´ndar debe ajustarse a una serie de puntos
de conformidad, tal y como se describe en el esta´ndar. Estos puntos de conformidad
son subcategorias que organizan los ficheros por los componentes que soportan. Hay que
sen˜alar que el concepto de puntos de conformidad no es el mismo que el concepto de brand
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(definido anteriormente), ya que en todas las brands pueden existir distintos componentes,
como metadatos, pista de texto o una imagen. Los puntos de conformidad del formato IM
AF son los siguientes :
1. Punto de conformidad 1 (C1) proporciona la capacidad ba´sica de reproducir pistas
de audio de acuerdo a un preset. Un fichero IM AF que se ajuste a este punto de
conformidad deber´ıa definir una brand en File Type Box (ftyp) y contener al menos
un preset. Adema´s, el fichero debe cumplir las siguientes caracter´ısticas :
⌅ El fichero IM AF debe ajustarse al formato ISO-BMFF
⌅ Contener uno de los siguientes formatos de audio:
• MPEG-1 Audio Layer III
• MPEG-4 Audio AAC Profile
• MPEG-D SAOC Baseline profile
• PCM
2. Punto de conformidad 2 (C2) proporciona la capacidad ba´sica de reproducir pistas
de audio de acuerdo al modo de usuario (donde se permite la seleccio´n de pista/grupo
y el control de volumen) que cumple con las reglas definidas. Adema´s de las capa-
cidades del punto de conformidad 1, un fichero IM AF que se ajusta a este punto
de conformidad deber´ıa contener al menos un grupo y una regla (de seleccio´n o de
mezcla). Los ficheros que se ajustan a este punto de conformidad deber´ıa contener
los componentes especificados en el punto de conformidad 1 (C1).
3. Punto de conformidad 3 (C3) proporciona la capacidad para reproducir texto sincro-
nizado con audio, una imagen y metadatos, adema´s de las capacidades definidas en
el punto de conformidad 1. Los ficheros que se ajusten a este punto de conformidad
deber´ıa soportar los siguientes componentes:




⌅ 3GPP Timed Text
⌅ MPEG-7 Multimedia Description Scheme
6.2. Creacio´n de ficheros de verificacio´n
Para verificar que el codificador es conforme al esta´ndar IM AF, crearemos diversos fiche-
ros IM AF que cumplen los puntos de conformidad anteriormente expuestos.
Para ser exhaustivos, se comparara´n cuatro ficheros creados, uno para cada uno de los
tres puntos de conformidad y otro con todas las posibles caracter´ısticas que un fichero IM
AF puede incluir.
Los ficheros creados deben ser le´ıdos por el reproductor IM AF proporcionado junto
al esta´ndar, para de este modo comprobar el correcto funcionamiento del codificador,
ajusta´ndose al esta´ndar.
La Figura 6.1 muestra para cada uno de los cuatro archivos creados los componentes que
contienen de acuerdo a cada uno de los puntos de conformidad. Todos los ficheros creados
pertenecen a la brand ‘im02’, tal y como se expuso con anterioridad.
Figura 6.1: Puntos de conformidad de los ficheros creados
La Figura 6.2 muestra de forma detallada los componentes definidos en cada uno de los
cuatro ficheros de conformidad creados.
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Figura 6.2: Detalles de los ficheros creados
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El fichero test1.ima se ajusta a las caracter´ısticas del Punto de conformidad 1. Contiene
cuatro pistas de audio en formato MP3 y un preset en el que el volumen de las pistas de
audio es esta´tico.
El fichero test2.ima se ajusta a las caracter´ısticas detalladas en el Punto de conformidad
2. Esta´ formado por cuatro pistas de audio, un preset en el que el volumen de las pistas
permanece esta´tico, un grupo, una regla Min/Max y una regla inferior.
Por otro lado, el fichero test3.ima se ajusta a las caracter´ısticas del Punto de conformidad
3. Esta´ formado por cinco pistas de audio, una pista de texto con las letras en sincron´ıa
con el audio, una imagen con la cara´tula del disco y metadatos. Tambie´n contiene un
preset donde se realiza un efecto fade-in.
El u´ltimo fichero test4.ima reu´ne los tres puntos de conformidad y contiene 6 pistas de
audio, una pista de texto con las letras en sincron´ıa con el audio, la cara´tula del disco,
metadatos, dos presets, dos grupos y las reglas de implicacio´n y de l´ımites.
6.3. Verificacio´n de los ficheros
Los ficheros IM AF creados se reproducen correctamente en el reproductor IM AF de
referencia aportado junto al esta´ndar. Todos los componentes, tales como audio, imagen,
texto y metadatos se presentan tal y como se definio´ en el proceso de codificacio´n.
A continuacio´n se incluira´n capturas de pantalla correspondientes a la reproduccio´n de
cada uno de los ficheros IM AF creados, poniendo de manifiesto cada una de las carac-
ter´ısticas de dichos archivos.
6.3.1. Fichero test1.ima
Se compone de cuatro pistas de audio, tal y como se muestra en la Figura 6.3, donde
observamos los controles de volumen correspondientes a las cuatro pistas. La informacio´n
sobre el tipo de codificacio´n del audio y el tipo de brand implementada aparece en Figura
6.4. Estos dos para´metros quedara´n inalterados en cada uno de nuestros ejemplos, ya
que nuestra implementacio´n u´nicamente permite archivos MP3 para el audio y la brand
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implementada es la ‘im02’. El u´nico preset definido mantiene el volumen de las pistas a
un mismo nivel durante la reproduccio´n (ver Figura 6.5).
Figura 6.3: Controles de volumen de las cuatro pistas de audio en el modo de usuario (test1.ima)
Figura 6.4: Codificacio´n del audio y brand implementada (test1.ima)
6.3.2. Fichero test2.ima
Contiene cuatro pistas de audio en formato MP3. Se ha definido un grupo llamado “Ritmo”
compuesto por la base r´ıtmica de la cancio´n, conteniendo dos pistas de audio (Figura 6.6).
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Figura 6.5: Preset donde el volumen permanece esta´tico (test1.ima)
Las dos reglas definidas se muestran en la Figura 6.7, donde se puede observar una Regla
Min/Max y una Regla inferior (Lower Rule). Por u´ltimo se define un preset donde el
volumen no var´ıa (Figura 6.8).
6.3.3. Fichero test3.ima
En este caso el archivo cuenta con cinco pistas de audio MP3 (Figura 6.9). Las letras de la
cancio´n se iluminan al ritmo de la mu´sica y se incluye la cara´tula del disco (Figura 6.10).
La informacio´n sobre el inte´rprete, cancio´n, a´lbum, etc se incluye dentro de los metadatos
(Figura 6.11). El preset incluido es de tipo dina´mico y realiza un efecto fade-in (Figura
6.12).
6.3.4. Fichero test4.ima
La u´ltima pista incluye todas la caracter´ısticas que puede incluir el formato IM AF.
Esta´ compuesto por 6 pistas de audio (Figura 6.13), las letras de la cancio´n en sincron´ıa
con la mu´sica y la cara´tula del disco (Figura 6.14). Contiene dos presets, en el primero
de ellos el volumen permanece esta´tico (Figura 6.15) y en el segundo se incluye un efecto
fade-in (Figura 6.16) . Se definen dos grupos (Figura 6.17) y dos reglas (Figura 6.18), una
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Figura 6.6: Grupo “Ritmo” compuesto por la base r´ıtmica de la cancio´n (test2.ima)
Figura 6.7: Reglas Min/Max e Inferior (test2.ima)
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Figura 6.8: Preset donde el volumen permanece esta´tico (test2.ima)
Figura 6.9: Controles de volumen de las cinco pistas de audio en el modo de usuario (test3.ima)
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Figura 6.10: Letras de la cancio´n y cara´tula del disco (test3.ima)
Figura 6.11: Metadatos (test3.ima)
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Figura 6.12: Preset con volumen dina´mico (test3.ima)
regla de implicacio´n y una regla de l´ımites.
Figura 6.13: Controles de volumen de las seis pistas de audio en el modo de usuario (test4.ima)
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Figura 6.14: Letras de la cancio´n y cara´tula del disco (test4.ima)
Figura 6.15: Preset donde el volumen permanece esta´tico (test4.ima)
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Figura 6.16: Preset con volumen dina´mico (efecto fade) (test4.ima)
Figura 6.17: Dos grupos definidos : Ritmo y armon´ıa (test4.ima)
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Figura 6.18: Regla de Implicacio´n y Regla de L´ımites (test4.ima)
6.4. Verificacio´n del decodificador IM AF en Sonic
Visualiser
Una vez comprobado el codificador IM AF mediante la creacio´n de cuatro ficheros IM AF
y su correcta reproduccio´n en el software de referencia proporcionado junto al esta´ndar,
procederemos a la verificacio´n del funcionamiento del decodificador implementado en So-
nic Visualiser. Para ello, utilizaremos estos cuatro ficheros que ya sabemos que se ajustan
al esta´ndar, pues se reproducen sin error alguno en el software de referencia.
Los cuatro ficheros se decodifican correctamente, extraye´ndose las pistas de audio, mostra´ndo-
se las letras en correcta sincron´ıa con la mu´sica y ofreciendo al usuario un control ma´s
sencillo sobre los volu´menes de cada una de las pistas mediante un panel con controles
de volumen. A continuacio´n se incluira´n capturas de pantalla de la reproduccio´n de cada




Podemos observar las formas de onda de las cuatro pistas de audio y el panel con los
controles de volumen de cada una de las pistas (Figura 6.19).
Figura 6.19: Fichero test1.ima
6.4.2. Fichero test2.ima
Del mismo modo que en el ejemplo anterior, se observan las formas de onda de las cuatro
pistas y el panel de control de volumen de las pistas (Figura 6.20).
6.4.3. Fichero test3.ima
Se muestran las formas de onda de las pistas de audio, las letras de la cancio´n y el panel
de control de volumen de las cinco pistas de audio (Figura 6.21).
101
Cap´ıtulo 6. Pruebas
Figura 6.20: Fichero test2.ima




Por u´ltimo, podemos ver las formas de onda de las pistas de audio, las letras de la cancio´n
y el panel de control de volumen de las seis pistas de audio (Figura 6.22).




Cap´ıtulo 7. Conclusiones y l´ıneas fu-
turas
En este u´ltimo cap´ıtulo se presentan las conclusiones de nuestro proyecto, as´ı como posibles
l´ıneas futuras que continu´an el trabajo.
7.1. Conclusiones
En este Proyecto Fin de Carrera se ha realizado el disen˜o e implementacio´n de un co´dec
IM AF y su integracio´n en Sonic Visualiser.
El co´dec IM AF desarrollado es la primera implementacio´n realizada a d´ıa de hoy, y
permite la creacio´n de archivos interactivos IM AF con las siguientes caracter´ısticas:
⌅ Pistas de audio en formato MP3;
⌅ Texto en sincron´ıa con el audio;
⌅ Imagen, como puede ser la cara´tula del a´lbum;
⌅ Reglas, presets y grupos;
⌅ Metadatos;
Asimismo, el co´dec permite la correcta reproduccio´n de las pistas de audio y la pista de
texto de los ficheros IM AF generados en nuestro codificador.
La integracio´n de nuestro co´dec IM AF en Sonic Visualiser presenta mu´ltiples ventajas,
entre las cuales podemos citar:
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⌅ Permite al usuario la creacio´n de ficheros IM AF de una forma sencilla y fiable,
haciendo uso de una interfaz flexible e intuitiva.
⌅ Al importar un fichero IM AF en Sonic Visualiser se muestran de una vez las pistas
de audio que conforman una cancio´n. Esto es de gran ayuda para los usuarios de
Sonic Visualiser, que de otro modo tendr´ıan que buscar cada pista y abrirla una a
una. Es decir, Sonic Visualiser con soporte IM AF puede ser usado por producto-
res musicales como una herramienta de archivado, para almacenar e importar sus
proyectos musicales de una vez, consiguiendo una mayor productividad y eficiencia.
⌅ Posibilidad de presentar los acordes de una determinada cancio´n alineados en el
tiempo con la letra de la cancio´n. De este modo, un inte´rprete de guitarra podr´ıa
ensayar sobre la cancio´n de su banda favorita, silenciando la pista/pistas de guitarra
y leyendo al ritmo de la mu´sica los acordes a ejecutar y la letra a cantar. Para ello
se hace uso de Chordino [16]. Se trata de un plugin de Sonic Visualiser que permite
la extraccio´n de acordes de una pista de audio, mostra´ndose por pantalla el nombre
del acorde que se esta´ ejecutando en un determinado instante.
La Figura 7.1 muestra una captura (con un zoom de la regio´n que queremos poner
de relieve) del funcionamiento del formato IM AF en conjuncio´n con Chordino.
Podemos observar que se presentan los acordes de la cancio´n alineados con la letra
de la cancio´n.
⌅ De un modo similar a Chordino, con el plugin Melodia [17] es posible la extraccio´n
de los tonos de una determinada melod´ıa. Mediante el uso conjunto de nuestro
co´dec IM AF en Sonic Visualiser y el plugin Melodia, podemos presentar la letra de
la cancio´n correctamente alineada con los tonos de la melod´ıa de un determinado
instrumento (o voz).
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Figura 7.1: Acordes alineados con la letra
7.2. Desarrollos futuros
La integracio´n del formato IM AF en Sonic Visualiser abre nuevas posibilidades para los
investigadores del area del procesado de la sen˜al, ofreciendo un banco de pruebas para el
desarrollo de nuevos plugins para:
⌅ extraccio´n de las letras de la cancio´n a partir de la pista vocal (conversio´n voz a
texto) [18] y extraccio´n de los para´metros temporales de las letras. De este modo, el
usuario no tiene que incluir en el archivo IM AF las letras ni tampoco los instantes
de tiempo en los que se deben mostrar cada una de las palabras. Especialmente, la
anotacio´n de los instantes de tiempo es un proceso bastante tedioso, por lo que un
plug-in que realice este proceso de forma automa´tica ser´ıa de gran intere´s;
⌅ separacio´n de fuente, para extraer los distintos instrumentos musicales a partir de
la mezcla este´reo de la cancio´n [19]. De este modo, ser´ıa posible la creacio´n de un
fichero interactivo IM AF, a partir de la versio´n este´reo;
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Por otro lado, podr´ıa ser de gran intere´s darle la posibilidad al usuario de almacenar sus
propias mezclas, haciendo uso del panel que se ha implementado en Sonic Visualiser para
el control de los volu´menes. En ese sentido, el usuario podr´ıa almacenar sus propios presets
y poder compartirlos en redes sociales (por ejemplo, Facebook) con sus amigos. Adema´s,
gracias a la flexibilidad del formato IM AF, dicho fichero IM AF no tiene por que contener
las pistas de audio, que es el componente que requiere de ma´s espacio. De este modo, las
pistas de audio pueden estar almacenadas en una URL (que se indica dentro del fichero
IM AF) y as´ı los ficheros que se compartan a trave´s de las redes sociales requerira´n un
espacio considerablemente menor, logra´ndose eficiencia en el intercambio de archivos.
Adicionalmente, se esta´ desarrollando un reproductor IM AF en HTML5 [20], que esta´ en
fase experimental, y cuyo fin es permitir a los usuarios reproducir archivos IM AF, sin la
necesidad de instalar ningu´n software.
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New interactive music services have emerged, despite currently using proprietary file formats. Having a standardized 
file format could benefit the interoperability between these services. In this regard, the ISO/IEC Moving Picture Experts 
Group (MPEG) issued a new standard, the so called, MPEG-A: Interactive Music Application Format (IM AF). 
The purpose of this paper is to describe the design and implementation of an IM AF codec and its integration into Sonic 
Visualiser. In this way, the visualization of the chords or the pitch of the main melody aligned in time with the song's 
lyrics is achieved. Furthermore, this integration provides the semantic audio research community with a test-bed for 
further development and comparison of new Sonic Visualiser VAMP plug-ins, e.g., for the conversion of singing voice 





The fact that the MP3 file format reigns supreme in the 
music market is not news. Despite having its market 
position   constantly   “attacked”   by   new   formats   such as 
AAC and Ogg Vorbis, nothing has changed so far with 
respect to user experience [1]. In fact, users continue to 
play the role of   “passive   listener” and they are still 
unable to modify the songs and adapt them to their own 
taste.  
In this context, new interactive music services have 
emerged   with   the   aim   of   enhancing   the   listeners’  
experience. However, each service uses its own 
proprietary file format and this has made it difficult to 
boost a global interactive music market. Thus, a 
standardized file format is inevitably required to provide 
the so much needed interoperability between various 
interactive music players and interactive music songs 
and albums [2].  
This issue is addressed in a recently published standard 
by ISO/IEC Moving Picture Experts Group (MPEG), 
known as, MPEG-A: Interactive Music Application 
Format (IM AF) [3][4]. IM AF allows users to modify 
the mixing style of a song by changing the volume of 
each music instrument according to their taste. Other 
multi-track formats have already been available, e.g., 






However, IM AF is distinguished by features such as: 
timed-text synchronized with audio tracks, which can 
represent the lyrics or the chords of a song; images 
related to the song, album and/or artist; presets which 
are predefined versions of a song offered by the music 
producer (e.g., a karaoke or rhythmic version); and, 
rules constraining the user mixing result to preserve the 
artistic creation of the composer.  
The IM AF specifications come together with a 
reference software (a non-optimized) player and 
conformance files. In this way MPEG enables 
companies to build IM AF compliant encoders and offer 
associated services and products to market. However, 
no one has released an open source implementation for 
an IM AF encoder yet, although commercial services 
exist [8]. 
The work described in this paper comes to fill in this 
gap, proposing an open source implementation of a 
codec compliant to the IM AF file format [9], with the 
aim to help the interactive music market blossoming. 
With respect to the latter, on-line music forums and 
social networks could be handy: personal mixes of 
songs could be exported and easily shared between 
users, having lighter files that contain only information 
about the mixing parameters while the audio tracks can 
be made available through various on-line music 
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Figure 1. IM AF file format structure and IM AF player 
architecture with the corresponding media data 
decoders/parsers. 
 
users’   personal   recordings.   As   a   result,   it   encourages  
people to develop singing and music instruments 
playing skills through active learning. 
Furthermore, the paper introduces the benefits of Sonic 
Visualiser with IM AF support. Sonic Visualiser [10] is 
an open source application designed to assist semantic 
audio and signal processing researchers to study in a 
friendly way and take a look at what lies inside an audio 
file. It has been selected among other music analysis 
and annotation tools because of its widespread use 
(>10.000 active users). An essential strength of Sonic 
Visualiser is its ability to support third-party plug-ins. 
The native plug-in format is called VAMP, an audio 
processing plug-in system for plug-ins that extract 
descriptive information from audio data. In this context, 
with respect to IM AF, we will make use of VAMP 
plug-ins specifically designed for audio alignment [11], 
chords [12] and pitch extraction [13].  
In particular, the rest of this paper is structured as 
follows: the IM AF file format is described in Section 2; 
in Sections 3 and 4 the implementation aspects of the 
IM AF player and encoder are discussed, respectively; 
Section 5 introduces a discussion on how Sonic 
Visualiser with IM AF support can be used with respect 
to the aforementioned plug-ins; future developments 











Figure 2. Detailed IM AF file format structure. 
 
2 FILE STRUCTURE 
 
The framework of the IM AF file is based on the 
MPEG-4 ISO Based Media File Format (ISO-BMFF) 
standard [14]; however, IM AF has introduced some 
improvements to enable interactivity control. The IM 
AF standard supports compression of the audio tracks in 
various formats including PCM, MP3, AAC, and SAOC 
[15]. It also supports the JPEG file format for still 
pictures [16], the 3GPP timed text for lyrics [17] and the 
MPEG-7 Multimedia Description Scheme for metadata 
[17]. Figure 1 shows the architecture of an IM AF 
interactive music player with the corresponding 
decoders/parsers for media data. 
The IM AF file format consists of a series of boxes that 
include all relevant data. There are two different types 
of boxes: general boxes (simply called Boxes), which 
may contain other boxes inside them, and FullBoxes 
which just contain data (no other boxes allowed inside 
them). 
Figure 2 shows how Boxes (ftyp, mdat, moov, meta) and 
FullBoxes (grup, prst, trak, etc.) are located inside an 
IM AF file [3][4]. All boxes start with a header, which 
defines their size and type. The size specifies the number 
of bits that the box will occupy inside the file. The type 
specifies the box identifier (i.e. ftyp, mdat, moov and 
meta). Following the same order of boxes as in Figure 2 
is not mandatory, however, it is recommended to start 
with the File Type Box ‘ftyp’, which identifies the type 
of the file by declaring its brand compatibility. The 
brand is related to the maximum number of 
simultaneously decoded audio tracks and depends on 
the processing capabilities of the device that will play 
the file. 
 ftyp 


























   trak 
grco 
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 IM AF File 
Sample Table Box (stbl) 
Media Data (mdat) 
Track Box (trak) 
Sample Description (stsd) 
Time to Sample Box (stts) 
Sample to Chunk (stsc) 
Sample Size (stsz) 





Frame 2 Header 
SAMPLES 
Frame 1 Header 
Frame 3 Header 
SAMPLES 
Size of frame 
Duration of frame 
N° frames 
 
Figure 3. Audio samples and associated data transfer 
from MP3 to IM AF. 
 
The Movie Box 'moov', describes the scene presentation. 
This may include one or more Track Boxes ‘trak’. Each 
‘trak’  box  contains  the  description for one type of media  
(audio or timed-text), while the real media content is 
stored in the Media Data Container Box ‘mdat’. This is 
illustrated in Figure 2.  Alternatively,  the  ‘trak’  box  may  
define a URL addressing where the media data are 
stored. Thus, IM AF files can be very light in terms of 
storage requirements mainly consisted of metadata. 
The Metadata Box 'meta' includes metadata, such as, 
simple background information for a song (title, singer, 
album, etc.). 
 
3 THE PLAYER  
 
In this section the reference software IM AF player 
(decoder) and its features are briefly described. 
On the player side, users have two different modes of 
listening a song: preset-mix mode and user-mix mode. In 
the preset-mix mode, the user could select one of the pre-
defined producer mixes. In the user-mix mode, the user 
could select/de-select the tracks and control their 
volume. All   the  user’s  actions  are   refereed  by   the   rules 
analyser (Figure 1), which decides if the chosen mix is 
compatible with the rules imposed by the artist (i.e., to 
avoid complete muting of the guitar track in a rock 
song).  
Independently from the chosen mode, a timed-text track 
is always available for displaying lyrics, chords or other 
text information, and so is for pictures in the 
background. 
For legacy players or devices that do not provide multi-
track support, IM AF files can still be played. An audio 
track   containing   the   classic   producer’s   mix   of   all   the  
instruments in a song can be included in the IM AM file 
and  set  as  the  only  “track  enabled”  that will be played by 
the legacy player; however, an IM AF player is able to 
switch it off and play the multi-track version. 
 
4 IMPLEMENTATION OF THE ENCODER 
 
The encoder that creates the IM AF file has been 
implemented in C programming language. It does not 
use any external libraries, ensuring that it is cross-
platform and will be easily compiled in any computer.  
The implementation of a compliant IM AF encoder is 
mainly  based   around  “filling   in”   the   ISO-BMFF boxes 
in the right way. This is further explained in the next 
sections. 
4.1 Multi-track Audio 
 The first step in the encoding process is to extract the 
audio samples of every single input MP3 audio files and 
store them into an ISO-BMFF Media Data Container 
Box   ‘mdat’. This may involve skipping, temporary in 
this stage, possible MP3 ID3 TAGs containing metadata 
information related to song, album and artist.  
The second step in the encoding process is to extract the 
following values from each MP3 frame: size (in bytes), 
duration (in milliseconds) and its number of frames. The 
IM AF encoder writes this information in the 
corresponding containers inside a Track Box ‘trak’ as it 
is illustrated in Figure 3.  
The information needed by the encoder in order to 
reproduce the media data will be contained in tables. 
Those tables are held in boxes inside the Sample Table 
Box ‘stbl’.   The   Sample Description Box ‘stsd’ gives 
information of the coding type used, the sampling rate 
and decoder specific information. The Time to Sample 
Box ‘stts’  contains  a  table  that  stores  for  each entry two 
values: the number of consecutive MP3 frames with the 
same duration and their duration (in milliseconds). 
Frames are grouped into chunks. The Sample to Chunk 
Box ‘stsc’   defines   a   table   that   includes the number of 
frames of each chunk and the number of chunks that 
have the same number of frames. For constant bitrate 
MP3s, this table includes only one entry, because all the 
frames are equally sized. In the Sample Size Box ‘stsz’  
are stored the number of MP3 frames once more and a 
table giving the size (in bytes) of each of these audio 
frames. Finally, the Chunk Offset Box ‘stco’   indicates  
the position of the first frame of the audio track in the 
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4.2 3GPP Timed-Text 
IM AF supports text visualization in a very 
customizable way, with possibility to change style and 
colour for the font and to add visual effects to it. Timed-
text data are composed of text samples and sample 
description. Every sample is a text string (list of 
characters), which is stored in an external “.txt” file and 
can be synchronized with other timed media. Text 
samples can be followed by sample modifier boxes 
containing information about how the text string should 
be rendered such as highlighted text for karaoke. 
Sample description specifies the way text is rendered, 
its horizontal and vertical justification, its background 
and foreground colour, font type and size, etc. The text 
file contains the strings and their display start/end time. 
This information is used for dynamic highlighting,(i.e., 
for lyrics in karaoke style). The syntax is very simple: 
[start time] Text String [end time] 
The encoder seeks every text string inside the text file 
and it copies them in the   ‘mdat’ box of IM AF file. 
After a text string is stored, the encoder writes the 
sample modifier boxes. Values like the highlight colour 
of the text or the highlight start/end time of words in a 
phrase are saved at this point. Storage of timing 
information is similar to audio tracks, as the same boxes 
are used (stts, stsc, stsz and stco, as showed in Figure 3). 
Duration for every string is saved in   ‘stts’ box (sample 
delta = duration of interval*timescale).   In   ‘stsz’ is 
stored the size of every string, including the modifiers. 
Another important   box   is   ‘tx3g’, contained inside 
Sample Description Box (‘stsd’), which defines sample 
descriptions for the text track (i.e., font type and size, 
horizontal and vertical justification, background colour) 
[17].  
4.3 MPEG-7 Metadata 
Different   ‘meta’   boxes   can   be   contained at the same 
time in different levels, as shown in Table 1. Every level 
hosts textual XML metadata information.  
Metadata level Location 
track level trak/meta box 
song level moov/meta box 
album level meta box of file 
Table 1. Hierarchical levels of metadata in an IM 
AF. 
The encoder receives these data either from the 
producer or extracts them from the ID3 tags of the input 
MP3 files, then stores them all in the XML Container 
Box ‘xml’. MPEG-7 is the multimedia content 
description standard supported by IM AF [17]. 
4.4 JPEG Still Pictures 
Another feature of the IM AF interactive player is that it 
can display images while a song is played. This is 
taking place by supporting the JPEG file format for still 
pictures [16]. Images can be associated, e.g., to music 
album’s   cover   and/or   artist's   photos.   A   picture   is  
included as metadata in the standalone Metadata Box 
‘meta’   in   the   IM   AF   file   format.   Similar   to   MPEG-7 
creation metadata can also be a hierarchy of still 
pictures at album, song and track level, as shown in 
Table 1.  
From the encoder point of view, the size of the desired 
JPEG picture is calculated, and then the whole ‘.jpeg’ 
image file is copied in the Media Data Container Box 
‘mdat’ box. The  image’s  size and its offset in the ‘mdat’ 
are saved in the Item Location Box ‘iloc’; in particular 
into the ‘extent_lenght’ and ‘extent_offset’ values. Other 
information,  such  as  picture’s  name  and  encoding  type,  
are stored in Item Information Box ‘iinf’’. 
4.5 Additional boxes 
IM AF allows music tracks to be grouped (e.g., all the 
guitar tracks of a song can consist the guitar group). It 
also provides support for presets (e.g., ‘karaoke’   or  
‘acoustic’  versions  of  the  same  song)  and  rules (e.g., not 
muting completely the guitar solo track in a song). 
Presets   are   involved   in   the   player’s   preset-mix mode, 
while   rules   are   defined   to   referee   user’s   interaction   in  
user-mix mode. Some additional boxes had been 
introduced to ISO-BMFF structure to define these IM 
AF’s   features:   Group Container Box ‘grco’,   Presets 
Container Box ‘prco’  and  Rules Container Box ‘ruco’.  
Each container can host, respectively, one or more 
Group Boxes ‘grup’,  Preset Boxes ‘prst’   and  Selection 
Rule Boxes ‘rusc’  or  Mixing Rule Boxes ‘rumx’. 
Groups 
Several audio tracks can be gathered in a group (e.g., all 
guitars   of   a   song).   The   groups’   container is Group 
Container Box ‘grco’ box, it hosts one or more Group 
Boxes ‘grup’,   that  is,  as  many  as  the  groups  desired  by  
the producer. This feature allows hierarchical structure 
of audio tracks in the IM AF file. The elements in a 
group can be a set of tracks or other groups, allowing 
several hierarchical levels. Number of tracks per group, 
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name and number of groups are defined by the 
producer. 
Rules 
Rules are restrictions imposed by the producer/artist on 
the remixing level allowed of a song by a user (e.g., 
may vocals cannot be muted completely). The main 
goal of these rules is to preserve the artistic creation. 
The rule's container may host two types of rules: 
selection rules and mixing rules.  
The four kinds of selection rules are: exclusion rule, not 
mute rule, implication rule and min/max rule. Each one 
of these essentially defines if a track is in active state or 
not. When an audio track is played its state is active, 
otherwise is inactive. The exclusion rule specifies which 
tracks will never be in the active state at the same time. 
The not mute rule defines a track always in the active 
state. This means that the track will always be played. 
The implication rule specifies that the activation of a 
track implies the activation of another track. The 
min/max rule is used to set the min/max number of 
active tracks in groups. 
The four kinds of mixing rules are: limits rule, 
equivalence rule, upper rule and lower rule applied on 
elements’   volumes. Mixing rules shall be considered 
only for the elements which are in active state at 
rendering time. The limits rule sets the minimum and 
maximum limits of the volume of each track. 
Equivalence and upper/lower rules are binary rules 
applied for coupling of audio tracks. The equivalence 
rule applied to two different tracks means that these 
tracks are always played at the same volume. Therefore, 
if the volume of one of these tracks is changed, the 
volume of the other track will also be changed by the 
same level. Volumes affected by upper/lower rules shall 
respect a non-strict superiority/inferiority relationship.  
Presets 
The IM AF standard defines some default presets. Every 
preset contains information related to the volume of 
each track in a song (e.g., a default preset could be the 
original mix by the music producer or a karaoke preset 
with the vocal track muted). The Preset Container Box 
‘prco’  stores  one  or  more  Preset Boxes ‘prst’,  that  is,  as  
many as the available default preset versions of the 
mixed-down song.  
Presets form two main categories: static and dynamic. 
Using static presets, the encoder sets a fixed volume to 
each element involved for the whole duration of the 
song. In dynamic presets the volume of a track (or 
various tracks, simultaneously) can vary over time [4]. 
This functionality is useful to create effects like fade-in 
or fade out. 
Every available preset can be equalized using standard 
filters implemented into the IM AF player, such as: Low 
and High Pass Filter, Low and High Shelf Filter and/or 
Peaking Filter. More than one filter can be applied on 
each track at the same time. 
5 RESULTS AND DISCUSSION 
Compliance of the developed encoder to the IM AF 
standard is achieved by creating IM AF files -- similar 
to conformance files provided by the standard -- which 
in turn are parsed and played successfully using the 
reference software player. 
As an example, an IM AF created file could have the 
generic features as those shown in Table 2.  
 
Example1.ima 
 Format of tracks MP3 




Still pictures Yes (album image) 
Timed-text track Yes (lyrics) 
Table 2. Generic features of an IM AF created file for 
testing the encoder compliance to the standard.  
 
Figure 4. The user interface of the IM AF encoder in 
Sonic Visualiser. 
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Combinations of features can be made in creating IM 
AF files. This example is just a representation of the 
possibilities of the developed IM AF encoder.  
The developed IM AF codec has been fully integrated 
into Sonic Visualiser. The source code of Sonic 
Visualiser with IM AF support is available through the 
SoundSoftware.ac.uk repository [9]. In the latter URL 
[9], an IM AF (.ima) song is also available for testing 
and experimenting with the IM AF codec. This song 
includes several audio tracks, timed text lyrics and the 
cover of the album. The lyrics have been annotated 
manually using the Sonic Visualiser itself. 
Figure 4 shows the user interface of the IM AF encoder 
in Sonic Visualiser. This interface has been 
implemented using the Qt library [19]. Beyond 
enhancing the user's experience, using IM AF multi-
track file format integrated into a tool for the analysis 
and annotation of audio data, such as Sonic Visualiser, 
opens up new opportunities for semantic audio 
researchers.  
A possible use case scenario is presented in the 
following using a Sonic Visualiser plug-in for chords 
extraction, known as Chordino [12]. Figure 5 shows the 
difference on using the same Chordino algorithm, with 
the same set-up, between the single instrument tracks 
and the classic mix-down of a song. Processing of the 
mixed track cannot be precise enough for having a 
reliable chords extraction, due to the overlap of several 
instruments. A more accurate extraction is achieved by 
applying the Chordino plug-in to each single instrument 
track available in an IM AF file (e.g., on the guitar track 
only, for extracting the guitar chords). Furthermore, the 
chords extracted are now presented aligned in time with 
the song's lyrics, as shown in Figure 6. The latter 
consists the novelty of this paper and becomes feasible 
thanks to IM AF support in Sonic Visualiser. 
The same discussion as the one about chords extraction 
could be done for the extraction of the melody pitch of a 
song. Using the VAMP plug-in called Melodia, an 
algorithm for melody pitch estimation [13], it is possible 
to have a more efficient pitch extraction from only the 
vocal track, rather than the mixed song. Furthermore, 
the melody pitch is now presented aligned in time with 
the song's lyrics. Extracting the lyrics from the vocal 
track (singing to text) could be another possible scenario 
but there is not yet such a VAMP plug-in implemented; 
however, IM AF support in Sonic Visualiser could 
encourage such developments since it provides a test-
bed for such developments and/or comparisons among 
different algorithms (e.g., singing voice to text [20], 
source separation for music instruments extraction from 
an MP3 [21]). 
Another use case scenario of IM AF in Sonic Visualiser 
involves a VAMP plug-in called MATCH [11], an 
algorithm for audio alignment between two renditions 
of the same piece of music. IM AF allows users to add 
their own musical instrument/vocal track in a song by 
replacing the existing ones; alignment between the 
tracks, in such a scenario, is needed for having a proper 
resulting mix, ensuring that all the instruments start at 
the same point and follow the same beat. A tool like 
MATCH can carry out this task easily. However, Sonic 
Visualiser can run the MATCH plug-in appropriately 
for calculating automatic alignments between two 
tracks, it does not do so for multiple audio tracks. The 
latter is a further demonstration on the opportunities 
opened up for the semantic audio research community 
using Sonic Visualiser with IM AF support, as a test-
bed not only for the development of new but also for 




MIX Missing and late detection of the median 





Figure 5. Usage of Chordino in Sonic Visualiser for 
chords extraction: a) from individual music instruments 
(guitar and bass) and, b) from the mixed-down track 
(producer mix/preset). 
6 FUTURE DEVELOPMENTS 
This innovative file format is expected to enable 
interoperable commercial interactive music services and 
collaborative music creation communities to blossom on 
Internet,  due   to   the   flexible   IM  AF’s   features   inherited  
from ISO-BMFF. That is, different contents can be 
stored in different places (e.g., groups, presets and rules 
are stored into the file; audio tracks, text and pictures 
are stored on a server linked by URLs), enabling 
consequently efficient exchange and sharing of IM AF 
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files in social networks. Actually, we are working in this 
direction by enabling users to record each tracks' 
volume while disc-jockeying (DJ'ing). In this way users 
could save their own mixes and share them with their 
friends using social networks (e.g., Facebook). 
Furthermore, an alternative cross-platform and cross-
browser HTML5 IM AF player [22] has also been 
developed for users that would only like to listen to their 
friends' mixes with no need to download Sonic 
Visualiser.   
 
 
Figure 6. Chords aligned in time with the song's [9] 
lyrics in Sonic Visualiser. 
7 CONCLUSIONS 
This paper describes the design and implementation of 
an IM AF codec and its integration into Sonic 
Visualiser. This integration provides the semantic audio 
research community with a test-bed for further 
development, testing and performance comparisons of 
newly developed VAMP plug-ins. Some use cases have 
been described using existing VAMP plug-ins for chord 
and melody extraction, as well as, music instrument 
alignment. Based on its features, IM AF has all the 
potential to be the new music industry file format. 
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1.1 Introduction
The music industry has been experiencing re-
markable changes in the past two decades, espe-
cially since the popularization of the MP3 stan-
dard and the use of Internet by a large part of the
population. However, such changes are mostly
related to more e cient distribution of music
content rather than the way users are interacting
with the music itself. Despite the widespread use
1
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of touchscreen smart phones and tablets which
are enabling interactivity, users of formats like
MP3, FLAC or AAC can still only interact with
the music they listen to a limited extent. In this
sense, interactive music services are emerging to
enhance the listener’s experience [1][2]. In recent
years there have been various interactive services
marketed as iKlax [3], MOGG [4] or MT9 [5].
However, such interactive services use their
own proprietary formats. In order to ensure in-
teroperability between di↵erent interactive music
players and interactive songs, a standardized file
format is required.
This shortcoming has been overcame by the
ISO / IECMoving Picture Experts Group (MPEG)
which has recently released a standard, known
as, MPEG-A: Interactive Music Application For-
mat (IM AF) [6][7]. The latter is a multi-track
format, so it contains individual audio tracks for
di↵erent musical instruments. It allows the user
to change the mix of the song, by changing the
volume of each instrument separately.
The novelty of this format over other multi-
track formats lies in adding multimedia content
to enrich the user experience. So it is possible
to include text synchronized with audio, which
represents the lyrics or the chords of the song.
It may also contain images related to the al-
bum or the song. The producer has the ability
to define rules to prevent the song becoming un-
recognizable. In addition di↵erent presets of the
song (e.g., a karaoke or rhythmic version) can
also be defined.
Figure 1.1 shows a comparison of the char-
acteristics of iKlax, MT9, MOGG and IM AF
formats.
This chapter introduces the benefits of adding
IM AF support to Sonic Visualiser [8]. Sonic Vi-
sualiser [9] is an open source application designed
to assist semantic audio and signal processing re-
searchers to take a look at what lies inside an
audio file. It has been selected among other mu-
sic analysis and annotation tools because of its
widespread use (10.000 active users in December
2013). An essential strength of Sonic Visualiser
is its ability to support third-party plug-ins. The
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Figure 1.1: Comparison between di↵erent multi-
track formats
native plug-in format is called VAMP, which en-
ables developers to implement algorithms for ex-
tracting descriptive information from audio data.
In this context, with respect to IM AF, we will
make use of VAMP plug-ins specifically designed
for chords [10] and melody pitch [11].
This chapter is structured as follows: the IM
AF standard is described in Section 1.2; in Sec-
tion 1.3 the implementation aspects of the IM
AF encoder are discussed; Section 1.4 introduces
a discussion on how Sonic Visualiser with IM AF
support can be used with respect to the afore-
mentioned plug-ins; future developments and con-
clusions are given in Section 1.5.
1.2 IM AF standard
An IM AF file consists of:
• Multiple audio tracks that represent the
di↵erent parts of a song (instruments and/or
voices);
• groups of audio tracks that define a hier-
archical structure of audio tracks (e.g. all
the guitars of a song can be gathered in the
same group);
• presets which contain predefined informa-
tion about the mixing of multiple audio
tracks (for example, a karaoke version of
the song or a version with only the rhyth-
mic base);
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Figure 1.2: Supported components in IM AF
• rules that introduce specific data related
to the interaction with the user (definition
of allowable actions concerning the audio
tracks, group selection and volume control);
• additional multimedia information to en-
rich the user interaction (text synchronized
with audio to represent the lyrics of a song,
images related to the song, album or artist);
• metadata to describe the song, album or
artist;
The IM AF standard supports compression
of the audio tracks in various formats includ-
ing PCM, MP3, AAC, and SAOC [12]. It also
supports the JPEG file format for still pictures
[13], the 3GPP timed text for lyrics [14] and
the MPEG-7 Multimedia Description Scheme for
metadata [15]. The framework of the IM AF file
is based on the MPEG-4 ISO Based Media File
Format (ISO-BMFF) standard [16].
Figure 1.2 shows all the supported compo-
nents in IM AF format.
IM AF files consist of a set of objects, called
boxes (Figure 1.3), which contain all data in the
file. We can classify them into two types: gen-
eral boxes (which may contain other boxes inside
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Figure 1.3: IM AF file format structure
them), and FullBoxes which just contain data
(no other boxes allowed inside them).
The File Type Box ‘ftyp’ box should appear
at the beginning of the file, as it defines the type
of file, declaring their brand compatibility (see
Figure 1.4.). The brand is related to the maxi-
mum number of audio tracks that can be decoded
simultaneously depending on the processing ca-
pabilities of the device that will play the IM AF
file.
Brands starting with ‘im0’ are intended for
mobile phones and portable audio players, while
brands starting with ‘im1’ are intended for gen-
eral music services. ‘im21’ is the brand for the
high-end application for professional user.
The multimedia content (audio, text, images)
is stored within the Media Data Box ‘mdat’.
The information needed for decoding the mul-
timedia content is stored in the Movie Box ‘moov’.
This box can contain one or more Track Boxes
‘trak’. Each Track Box contains the description
of one type of media (audio or text) and it may
include a URL indicating where the media con-
122
Ape´ndice B. Cap´ıtulo publicado
6CHAPTER 1. ENABLING INTERACTIVE AND INTEROPERABLE SEMANTICMUSIC...
Figure 1.4: IM AF brands
tent is stored. Thus, IM AF files can be very light
in terms of storage requirements. The informa-
tion on the groups, presets and rules are stored
in Group Container Box ‘grco’, Preset Container
Box ‘prco’ and Rule Container Box ‘ruco’, re-
spectively.
The Metadata Box ‘meta’ includes metadata,
such as, simple background information for a song
(title, singer, album, etc.).
1.3 Implementation of the IM
AF encoder
The encoder is responsible for creating the IM
AF files. It has been implemented in C pro-
gramming language and does not use external
libraries. In this way, we can ensure that it can
be compiled on any platform. The following sec-
tions explain the implementation of the encoder.
For further details see [17]. Each section ad-
dresses a di↵erent functionality of the encoder.
1.3.1 Audio tracks
The File Type Box ‘ftyp’ appears at the begin-
ning of the file and defines the characteristics of
the audio tracks contained in the IM AF file. We
have implemented the brand ‘im02’, which allows
up to 6 simultaneous tracks of audio. Thus the
IM AF file created can be easily reproduced in
any kind of device without requiring high pro-
cessing capabilities. The total size of this box is
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24 bits.
The next step is to extract the audio sam-
ples of each of the MP3 files and store them in
the box Media Data Box ‘mdat’. The encoder
searches the header of the first frame of the MP3
file, skipping any ID3 TAGs, and stores the sam-
ples byte by byte. Note that the audio tracks are
stored one after another in the IM AF file. The
player will need information in order to extract
these audio tracks contained in the IM AF file.
This information is stored in the Sample Table
Box ‘stbl’.
IM AF file stores a Track Box ‘trak’ for each
audio track, containing several tables with the
information necessary for the player to play the
media data. Those tables are saved in boxes in-
side the Sample Table Box ‘stbl’.
The Sample Description Box ‘stsd’ stores the
technical specifications of an audio track. It con-
tains information on the type of encoding used,
bit rate, sample rate and specific information for
decoding. The encoder we developed sets a sam-
ple rate of 44100 Hz and bit rate of 128 kbps.
The Sample Size Box ‘stsz’ stores the num-
ber of frames of the audio track and a table with
the number of bytes in each frame. In the case
of MP3 files with constant bit rate of 128 kbps,
the frames may be 417 or 418 bytes. The IM AF
encoder reads byte by byte the MP3 file, search-
ing all possible headers. When there is a known
header, the algorithm counts the number of bytes
to find the next header known. Thus, the num-
ber of frames and their size are calculated.
The Sample Table Box ‘stts’ contains a table
that stores for each entry two values: the number
of contiguous frames that have the same length
and duration of these frames (in miliseconds).
Frames are grouped into chunks. The Sam-
ple to Chunk Box ‘stsc’ defines a table that in-
cludes the number of frames of each chunk and
the number of chunks that have the same number
of frames. For constant bitrate MP3s, this table
includes only one entry, because all the frames
are equally sized.
In the Sample Size Box ‘stsz’ are stored the
number of MP3 frames once more and a table
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Figure 1.5: Audio samples and associated data
transfer from MP3 to IM AF
giving the size (in bytes) of each of these audio
frames.
Finally, the Chunk O↵set Box ‘stco’ indicates
the position of the first frame of the audio track
in the Media Data Container Box ‘mdat’ of the
IM AF file.
Figure 1.5 illustrates the process explained
above.
1.3.2 3GPP Timed Text
Another feature of IM AF is that allows timed-
text which may represent the lyrics of the song
for karaoke applications. The format of the text
track is defined in 3GPP TS 26.245 standard
[14]. IM AF file stores character strings to be
displayed, text modifiers that describe how the
text should be shown, and temporal information
in order to display the text in perfect sync with
the music.
Strings and text modifiers are stored in the
Media Data Box ‘mdat’, and information to dis-
play the text in sync with the audio is stored in
the boxes as ‘stts’, ‘stsc’, ‘stco’. The box ‘stsd’
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Figure 1.6: Lyrics encoding
stores the way in which to display the text.
Text strings are stored in an external text file
with the following syntax:
[start time] Text String [end time]
The instant of time (in seconds) in which the
text string is displayed appears before the text
string. Secondly, the instant of time (in seconds)
at which the string is no longer displayed on the
screen is stored after the text string.
The encoder seeks every text string inside
the text file and it copies them in the ‘mdat’
box of IM AF file. After a text string is stored,
the encoder writes the text modifier boxes. The
first modifier box is the Text Highlight Color
Box ‘hclr’, it specifies the highlight color (ex-
pressed as hexadecimal rgb color) of the text.
The second modifier box is the Text Karaoke Box
‘krok’. This box specifies the highlighting color
start/end time of words in a phrase (see Figure
1.6).
Storage of timing information is similar to au-
dio tracks, as the same boxes are used (‘stts’,
‘stsc’, ‘stsz’ and ‘stco’, as showed in Figure 1.5).
Duration for every string is saved in ‘stts’ box
(sample delta = duration of interval*timescale).
In ‘stsz’ the size of every string is stored including
the modifiers. Another important box is ‘tx3g’,
contained inside Sample Description Box (‘stsd’),
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Figure 1.7: Levels of metadata in IM AF
which defines font type and size, horizontal and
vertical justification or background colour.
1.3.3 Metadata
There are two types of metadata included in the
IM AF file :
• metadata for the song and track;
• metadata for the album;
Figure 1.7 shows the boxes containing the
various types of metadata.
The ‘meta’ box has two distinct functions : it
stores the descriptive metadata (see Figure 1.8)
and provides information about the JPEG pic-
ture included in the IM AF file by locating its
length (in bytes) and its o↵set within the file.
Figure 1.8: Descriptive metadata in IM AF
The container for metadata information is the
Meta Box ‘meta’. This box includes a Handler
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Box ‘hdlr’ indicating the structure of the con-
tents. The handler type is set to ‘mp7t’.
The descriptive metadata is located in the
XML Box ‘xml’ in XML format. The IM AF
encoder simply includes such information in the
resulting file by writing the string value. For
now, this value can only be changed in the source
code.
1.3.4 JPEG Still Pictures
Another feature of the IM AF interactive player
is that it can display images while a song is played.
This is taking place by supporting the JPEG file
format for still pictures [13]. Images can be asso-
ciated, e.g., to music albums cover and/or artist’s
photos.
In the box ‘mdat’ the entire content of a JPEG
file is stored. On the other hand, in the box
‘meta’ is saved the size of the picture and the
picture o↵set within ‘mdat’.
The first step performed by the encoder is
to calculate the size of the image. This task is
performed by the getImageSize () function. The
image size is used to calculate the size of the box
‘mdat’, which is the sum of the size of the audio
tracks, the track size of text and image.
The Item Location Box ‘iloc’ stores the im-
ages size and its o↵set in ‘mdat’, in particular
into the ‘extent-lenght’ and ‘extent-o↵set’ values.
The Item Information Box ‘iinf’ contains the pic-
ture’s name (‘item-name’) and its encoding type
(‘content-encoding’).
The insertImage() function inserts the image
in the IM AF file within the box ‘mdat’.
Figure 1.9 shows the JPEG picture insertion
process in IM AF file during encoding.
1.3.5 Groups
For the creation of groups, two boxes are used:
Group Container Box ‘grco’ and Group Box ‘grup’.
The Group Box is located inside Group Con-
tainer Box.
The groupcontainer() function is responsible
for creating these boxes and returns the size of
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Figure 1.9: JPEG inclusion process in IM AF
the Group Container Box.
The Group Container Box stores the number
of groups that have been defined inside the IM
AF file. The encoder currently allows you to cre-
ate one group, although the code can be modified
easily to allow the creation of multiple groups.
The Group Box contains all other informa-
tion necessary to define a group. The name as-
signed to the group is stored in the variable ‘group-
name’. An array stores the identifiers of the au-
dio tracks that make up the group. The variable
‘group-activation-mode’ contains a flag that de-
fines the way the elements of a group shall be
activated when a group is switched on. The en-
coder assigns the value ‘1’ to the variable. This
means that the decoder plays all audio tracks
contained in the group. The variable ‘group-
reference-volume’ specifies the volume gain ap-
plied on this group when it is switched on. The
variable ‘flags’ stores the value 0x02, so the group
information contained in the Group Box is en-
abled to display on the player, but it is disabled
to be edited by the user.
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Figure 1.10: Presets defined in IM AF standard
and their availability in reference software
1.3.6 Presets
The IM AF standard defines some default pre-
sets. Despite the availability of 11 presets, only
6 of them are implemented in the reference soft-
ware. Figure 1.10 shows the available presets.
There are two categories of presets: static
(fixed volume in each audio track) and dynamic
(volume of the tracks can vary over time). There
are two boxes involved in presets: Preset Con-
tainer Box ‘prco’ and Preset Box ‘prst’. The
Preset Box is contained inside the Preset Con-
tainer Box. The function presetcontainer() cre-
ates the presets and returns the size of ‘prco’
box. A switch-case structure selects the imple-
mentation, with ‘preset-type’ value as switching
variable. The static presets require the defini-
tion of the playback volume gain for each audio
track or object, by setting the ‘preset-volume-
element’. The presets that involve objects re-
quire the definition of the ‘output-channel-type’,
that is the number of channels of each included
audio track. The encoder sets this value to ‘1’,
for stereo tracks.
There is only one working dynamic preset
“Dynamic track approximated volume preset”.
This preset is used to create a fade-in or fade-
out e↵ect. The variables ‘start-sample-number’
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Figure 1.11: Parameters in Selection Rules
and ‘duration-update’ indicate the sample where
the volume change takes place and the number
of samples that it occurs, respectively.
1.3.7 Rules
The function rulescontainer() is responsible for
creating rules. It defines the structure of the
Rule Container Box ‘ruco’ , which hosts a Se-
lection Rule Box ‘rusc’ and a Mixing Rule Box
‘rumx’.
Two switch-case structures are responsible for
creating the desired Selection and Mixing rules,
respectively.
Figures 1.11 and 1.12 show the parameters
needed by the encoder to create each of the rules.
The ‘element-ID’ is an integer which repre-
sents the ID of the element involved in a selec-
tion rule. In the case of Min/Max rule , it must
be the same ID of the group. In order to rep-
resent the ID of the element on which the rule
is applied the encoder uses the ‘key-element-ID’.
The ‘rule description’ is a character string which
allows a rule to be named.
1.4 IM AF in Sonic Visualiser
Sonic Visualiser is an application for viewing and
analysing the content of audio files. This open
source software was developed at the Centre for
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Figure 1.12: Parameters in Mixing Rules
Digital Music at Queen Mary, University of Lon-
don. IM AF codec has been fully integrated
into Sonic Visualiser. Figure 1.13 shows the in-
terface of the encoder in Sonic Visualiser. The
source code as well as executables for both Win-
dows and Mac OS/X of Sonic Visualiser with IM
AF support are available through the SoundSoft-
ware.ac.uk repository [18].
The integration of the IM AF codec in SV
allows the user to create IM AF files in a quick,
convenient and reliable way.
Furthermore, importing an IM AF file into
SV opens up and display at once both individ-
ual music tracks and mixed versions (presets) of
a song. This is a huge relief for SV users that
otherwise would have to search their folders and
import all of the music audio tracks one by one.
That is, SV with IM AF support can be used
by music producers as an archival tool for saving
and importing their music projects at once, thus
increasing their time-e ciency and productivity.
Furthermore, SV with IM AF support has
been converted from an audio analysis and visu-
alisation tool to a multimedia editing suite (e.g.,
multi-track audio, lyrics, pictures, etc).
Including text synchronized with audio in IM
AF o↵ers great potential to be used in conjunc-
tion with some SV plug-ins. The possibility of
extracting the chords of a song by using Chordino
[10] plug-in and present them in perfect sync
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with the song’s lyrics can be of great help to
those musicians who wish to practice the songs
of their favorite artists and improve their musi-
cal/vocals skills.
It is equally possible to extract the melody of
a song by using Melodia [11] plug-in and display
it perfectly aligned with the lyrics.
In order to facilitate interaction with the au-
dio tracks, a panel with gain knobs to control
the volume of each of the audio tracks is also in-
cluded. Subsequent versions of our IM AF codec
will allow users to record in real-time their own
mixes of songs using these gain knobs and share
them in social networks.
In the following section some use cases sce-
narios are presented together with instructions
on how to use the IM AF codec in Sonic Visu-
aliser. The first subsection is devoted to the steps
necessary to create an IM AF file in Sonic Visu-
aliser with certain characteristics. The following
two subsections describe the steps required to ex-
tract the chords and the melody of a certain mu-
sical instrument of an IM AF song.
1.4.1 Creation of an IM AF file
We will show the steps to create an IM AF song
with multiple audio tracks, two rules, a fade-in
e↵ect, a timed-text track and a picture. A sim-
ilar process can be used for any combination of
features that may be needed.
1. Download and run Sonic Visualiser.
2. File ->Open...
3. Select an audio track.
4. To include more audio tracks : File ->Import
More Audio...
5. Select an audio track. Repeat steps 4) and
5) until you have opened all the desired au-
dio tracks.
6. File ->Export IMAF File... At this point
the interface of the IM AF encoder is popped
up.
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Figure 1.13: IM AF encoder interface in Sonic
Visualiser
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7. Select “Implication Rule” and choose Track
A=1 and Track B=2. Thus if Track B is
active then track A will also be active. If
track A is inactive the track B will also be
inactive.
8. Select “Limit Rule”, choose Track A=1,
Min Volume=10, Max Volume =20. The
minimum volume level of Track A will be
10, and the maximum volume level will be
20.
9. Select “Dynamic Volume” and “Fade IN”.
A Fade-in e↵ect is a gradual increase in the
level of an audio track from silence at the
beginning.
10. Select “Include lyrics” and press “Select
text file”. Choose the text file. The syn-
tax used to create the text file must be the
same as shown in subsection 1.3.2.
11. Select “Include picture” and press “Select
JPEG file”. Choose the image file.
12. Press “Export”.
13. Select the name of the IM AF file and the
folder. Press “Save”.
14. If the file has been created properly you
will see the next message : “IM AF file
successfully created!”.
1.4.2 Chords extraction time aligned
with lyrics
One of the possibilities o↵ered by the integra-
tion of IM AF codec in Sonic Visualiser is the
possibility of extracting the chords of a song and
present them as text synchronized with the audio
(see Figure 1.14). We will use a Sonic Visualiser
plug-in for chords extraction, known as Chordino
[10].
1. Run Sonic Visualiser.
2. File ->Import IMAF File...
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Figure 1.14: Lyrics aligned in time with chords
in Sonic Visualiser with IM AF support.
3. Select an IM AF file.
4. You will see the waveforms of the audio
tracks, a pane with the lyrics and a panel
with the gain knobs of the di↵erent tracks.
5. Transform ->Analysis by Plugin Name->
Chordino->Chord Estimate... Select the
audio track to apply the Plugin in Input
Material. Press Accept.
1.4.3 Melody extraction time aligned
with lyrics
Another interesting application of SV is the ex-
traction of the melody pitch of a song. Using the
VAMP plug-in called Melodia [11], an algorithm
for melody pitch estimation, it is possible to have
a more e cient pitch extraction from only the vo-
cal track, rather than the mixed song. Further-
more, the melody pitch is now presented aligned
in time with the song’s lyrics (Figure 1.15).
1. Run Sonic Visualiser.
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Figure 1.15: Lyrics aligned in time with melody
pitch in Sonic Visualiser with IM AF support.
2. File ->Import IMAF File...
3. Select an IM AF file.
4. You will see the waveforms of the audio
tracks, a pane with the lyrics and a panel
with the gain knobs of the di↵erent tracks.
5. Pane ->Add New Pane.
6. Transform -> Analysis by Plugin Name ->
MELODIA->Melody Extraction... Select
the audio track to apply the Plugin in In-
put Material. Press Accept.
1.5 Future Developments and
Conclusions
The integration of IM AF in Sonic Visualiser
opens up new possibilities for researchers in the
area of signal processing, o↵ering a testbed for
the development of new plug-ins such as:
• on extracting the lyrics from the vocal track
(singing to text) [19] and automatic high-
lightning of lyrics. Thus relieving IM AF
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creators from having to insert the lyrics
and their time-stamps for highlighting. In
particular, the latter task is very tedious,
so a plug-in to make this process automati-
cally would be extremely useful for Karaoke
fans;
• on source separation for extracting music
instruments from a mix-down song version
[20];
As it has been already mentioned, it would be
interesting to enable users to record each tracks’
volume while disc-jockeying in Sonic Visualiser
and share their own presets with their friends
using social networks (e.g. Facebook). Due to
the flexibility of the IM AF format, the file does
not have to contain the audio tracks themselves
but only their URL. In that way the tracks can be
recalled from a server. As a result, it enables e -
cient exchange and sharing of IM AF files, which
they may include only the mixing parameters.
Furthermore, an alternative cross-platform and
cross-browser HTML5 IM AF player [21] has also
been developed for users that would only like
to listen to their friends’ mixes with no need to
download Sonic Visualiser.
This chapter described the design and imple-
mentation of an IM AF codec and its integration
in SV as well as highlighting the benefits of their
combined features with some use case scenarios.
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