Abstract-For the digital forensic examiner, being able to perceive change-over-time supports the goal of being able to explain "what happened." In this paper, we focus on the improvements brought to digital forensic analysis by the visualization of forensic data and its application to digital forensic data that records change-over-time, specifically for a directory-tree structure and its content. By perceiving digital evidence visually, investigators are able to speed up the forensic analysis process, and at the same time better comprehend new unique relationships between data as well as more easily comprehend it in terms of its global context. In addition, we propose applying the fisheye focus+context visualization approach to the directory tree structure, with a series of segmented boxes for each to represent change-over-time for each directory/file.
INTRODUCTION
lthough recent years have seen a steady decline in violent crimes including murder, forcible rape and armed robbery within the United States, the phenomenal growth of the internet has seen a drastic increase in cybercrimes such as child pornography, extortion, financial scams and sabotage. Besides the use of a computer in the commission of a crime, these criminals share one more similarity -the chances of their being caught and successfully prosecuted are relatively small [6] .
Computer forensics is the science of acquiring, retrieving, preserving, and presenting data that has been processed electronically and stored on computer media [1] . It is a relatively new discipline, and as such, there is a lack of complex evidence analysis methods that is intuitive towards the investigator. Some of the most widely used forensic software tools such as EnCase [2] and AccessData's Forensic Toolkit (FTK) [3] , simply load up a digital image of computer media and present information on the file system and the files contained within in a textual format. And while some level of automation exists, by and large the investigator has to do the analysis of the information presented him or herself. Add to that the rapidly dropping cost per gigabyte for hard drives [4] , and an investigator has to spend an inordinate amount of time sifting through a very large amount of data to find all the relevant information pertaining to a criminal case [5] . Thus, it goes without saying that there is a need to improve the computer forensic tools involved to reduce the tedium for forensic examiners.
The two improvements that this paper focuses on is the visualization of forensic data, and applying it to digital forensic data that records change-over-time, specifically for a directory-tree structure and its content in this case. We will first investigate the motivation behind visualizing forensic data in section 2, data that supports change-over-time in section 3, the goals we are aiming to achieve in section 4, the various visualization approaches explored in section 5, the approach we decided on in section 6, and finally, our conclusions and further work to be conducted in the future.
II.
DATA VISUALIZATION Data visualization is the interdisciplinary study of "the visual representation of large-scale collections of nonnumerical information, such as files and lines of code in software systems, library and bibliographic databases, networks of relations on the internet, and so forth" [7] . It is a valuable tool, due to the fact that "humans have the ability to visually interpret and comprehend pictures, video, and charts much faster than reading a textual description of the same". Quite simply, we are relying on the old adage "A picture is worth a thousand words" [8] .
In fact, Erbacher and Teerlink conducted a set of user experiments in which subjects were asked to search a hard drive for altered and hidden files using two methodstraditional Linux-based shell commands versus developed visualization techniques. The result was a 53% increase in files located and a 35% reduction in time utilizing the visualization techniques. Moreover, a renamed JPEG file hidden in a vast shared library was easily located by many of the subjects using the visualization technique, whereas none of those using traditional Linux-based shell commands managed to locate it. While this was not meant to be a complete evaluation, it does emphasize the enormous value and effectiveness of visualization [8] .
These user experiments also serve to highlight several A Sponsored by IEEE Louisville Chapter. 978-1-4799-4061-5/13/$31.00 ©2013 IEEE reasons to further explore visualization -namely, increasing the perceptual bandwidth by which investigators perceive forensic data, as compared to perceiving text serially [8] . This in turn speeds up forensic analysis and the productivity of investigators. In addition, as highlighted by the subjects using the visualization technique locating the hidden JPEG file, information visualization allows users to both more easily discover unique relationships between data as well as more easily comprehend it in terms of its global context (i.e. its place in the hierarchy) [9] .
III.
DIGITAL FORENSIC DATA THAT RECORDS CHANGE-OVER-TIME
Time is an illusion that is created by the mind's response to its perception of a world of continuous change. Time and change share a common quality that is often expressed as the single concept of "change-over-time". For the digital forensic examiner, being able to perceive change-over-time supports the goal of being able to explain "what happened?"
Certain types of digital forensic data record a history of change-over-time. One such example are log-based file systems such as YAFFS (Yet Another Flash File System), LogFS and Fossil maintains files in a circular log. When a file is modified, it is copied into memory before it is changed and written into the log. Thus, several versions of the same file is maintained, allowing for a comparison of both older and newer versions to paint a picture of change-over-time.
The application that we are utilizing in this paper is the Volume Shadow Copy Service (VSS). First introduced in Microsoft Windows XP, and included in every subsequent version of Windows, it allows users to take manual or automatic backup copies or snapshots of data, even if it has a lock, over regular intervals. This in turn allows one to restore individual files or even entire disk partitions to a previous state, allowing for the recovery of data that has been accidentally deleted, modified, or otherwise corrupted.
IV. GOALS
Our goal for this project is to research, design and develop a forensic data visualization and management system capable of creating a single picture that conveys how a directory has changed over time, while at the same time preserving the global context of the directory. The challenge here lies in displaying the enormous amount of data with a limited amount of computer screen real estate while meeting the requirements above. To this end, we researched several focus+context visualization approaches not normally applied to forensic data analysis.
V. AN ARCHITECTURAL OVERVIEW OF FISHEYE
Here, we provide a brief overview of the operation of FishEYE, beginning with the suspect PC's physical drive being collected, identified, transported and securely stored before being imaged by an imaging tool. Using only freeware tools wherever possible, four formats are supported -AFF, SMART, E01 and dd. Once an image has been acquired, FTK Imager is used to convert the image into the dd format if necessary. This is then fed into VHD Tool, which converts the dd disk image into a fixed-format VHD (Virtual Hard Disk). The resulting VHD is then attached using the VHD Attach utility, which allows VHDs to be attached and detached without a trip to the Disk Management console. From there, our FishEYE tool provides a visualization of change-overtime in the directory-tree structures of any images attached with VSS data, with several sub-utilities to generate file statistics and a fully featured word processor to generate a report.
Fig1. Architectural overview of FishEYE.

VI. VISUALIZATION APPROACHES
To approach this problem, we explored several classical focus+context visualization approaches. The basic idea behind these approaches is to show the selected region in greater detail (focus), while preserving the global view at reduced detail (context) [10] . Hence, viewers should be able to see the object of primary interest presented in full detail while at the same time getting an overview (or impression of all the surrounding information) available.
For each of the approaches explored below, we explain why they aren't suitable for our purposes (i.e. the visualization of a directory tree structure).
Perspective Wall
The perspective wall visualizes linear information by smoothly integrating detailed and contextual views. This technique takes advantage of hardware support for 3D interactive animation to imitate the architecture of the eye system. It folds a 2D layout into a 3D wall that smooth integrates a region for viewing details with perspective regions for viewing context. The middle panel presents a detailed representation of the selected region, while the side panels project the remainder of the data in lesser detail. This approach supports efficient use of space [11] .
.The perspective wall is unsuitable for our needs since it only works with linear data sets. It doesn't work for our directory structure data set that extends in both directions. In addition, it distorts the global context to too great a degree for our directory tree structure.
Fig 2. A Perspective Wall. [12]
Bifocal Display
The bifocal display is in many ways similar to the perspective wall. It arranges data into three vertical strips instead of walls. The middle strip presents a detailed representation of the selected region, while the side strips project the remainder of the data. The side strips are 'squashed' and distorted to draw attention to the middle panel. While the squashed view may not allow much detail to be discerned, but with appropriate color and/or positional encoding, both the presence and nature of items outside the focus region can be interpreted [13] .
Unfortunately, the bifocal display is not suited to our needs as well. Like the perspective wall, it too distorts the global context of our directory tree structure, which can lead to either incorrect analysis or conclusions. 
Document Lens
Similar to the bifocal display and the perspective wall, the document lens presents the data of interest in the middle of the screen, in a rectangular focal box. Unlike the previous approaches however, the document lens utilizes space more efficiently by occupying the areas above and below the middle box, allowing the user to scroll up and down as well as left and right. It is usually used for domains that are rectangular, such as text documents [14] .
The document lens was judged unsuitable for our particular needs since it is harder for the viewer to intuitively comprehend the global context of the data set at a glance when expanding in four directions. 
Treemaps
Making use of nearly all available screen space, treemaps are a rectangular, space-filling approach for visualizing hierarchical data. They use 2D visualization of trees where the tree nodes are encapsulated into the area of their parent node. The size of the single nodes is determined proportionally in relation to all other nodes of the hierarchy by an attribute of the node [15] . This efficient approach thus allows for the display of enormous amounts of data. Combined with its inherent design meant for hierarchical data that is arranged in trees, this approach seems at first glance to be perfect for our needs.
However, although this approach easily and clearly displays the data within each directory node, the actual structure of the hierarchical data is sadly obscured. This makes it unsuitable to our particular problem. 
Hyperbolic Browser
The essence of the Hyperbolic Brower is to lay out the hierarchy in a uniform way on a hyperbolic plane and map this plane onto a circular display region. This supports a smooth blending between focus and context, as well as continuous redirection of the focus. Two salient properties of the figures are: First that components diminish in size as they move outwards, and second that there is an exponential growth in the number of components [17] .
Unfortunately, while again this approach seems naturally suited to our needs, the scattering of data caused by this approach makes it difficult to display change-over-time information for our directory-tree structure, and thus, unsuitable.
VII. OUR SOLUTION
To solve this particular problem, we combined two separate major components which we detail below:
Fisheye View
Graphs with hundreds of vertices and edges are common in many application areas of computer science. Displaying all this information on a screen has the disadvantage of losing the details. Alternatively, zooming into a part of the graph does show local details but loses the overall structure of the graph. Displaying two views -one view of the entire graph and one of a zoomed portion of it -has the advantage of seeing both local detail and global structure but the drawback of requiring extra screen space and forcing the viewer to mentally integrate the views. A fisheye view of a graph shows an area of interest quite large while the rest of the graph remains smaller and in less detail. The viewer can position the mouse to the area of interest of the graph and determine the focus point in that way. As the mouse is dragged, the focus changes and the display is updated smoothly in real time. The appearance of the fisheye view can be varied by changing the distortion factor of the lens. With the distance from the focus and a number, which is assigned to each vertex to represent its relative importance in the global structure, the visual worth for each vertex is computed. By means of the parameter "visual worth cutoff" the depth of details displayed on the screen can be adjusted [18] .
Since this approach does not distort data (can be eliminated by completely removing data beyond a certain threshold), works well with hierarchical data, expresses both content and context information, and can be applied to large data sets, the fisheye view was deemed suitable for our needs. We thus adapted it for our directory-tree structure, as show in Figure 6 . A default threshold limit of 3 was set for each level of the directory being expanded, thus displaying detailed information for folders within 3 spaces. The blue triangles denotes the fact that folders (i.e. information) are being hidden. Finally, a rectangular focal box highlighting the information being explored is displayed as well, allowing the viewer to keep track of what information is being investigated.
Segmented Change-Over-Time Box
The segmented boxes as shown in Figure 6 help denote change-over-time, with each box representing a time period ordered from left-to-right (i.e. from the oldest to the most recent version). Each segment is color coded to represent one of three states. Red means that a particular directory/file did not exist at that point in time, yellow means that there was no change to that directory/file, and green means a change has occurred since the last time period to that particular directory/file.
Quick Overview of Interface
In Figure 7 , we present the main interface for our prototype implementation. The leftmost panel displays the directory-tree structure in a Windows Explorer fashion, with segmented boxes denoting the change-over-time for each directory. The top middle panel displays the files and children directories contained within the directory being selected, with more segmented boxes denoting the change-over-time for each file and child directory. Upon selecting a particular file for a closer look, the bottom right panel would display further details for that particular file, including the file name, parent directory, full path, file type, file size, creation time, last accessed time and last modified time.
VIII. FILE STATISTICS
As an initial foray into the field of data mining involving the information our prototype is capable of uncovering, we implemented a slew of sub-utilities to demonstrate what the framework we've established here is capable of achieving, with the potential for future methods to reveal more regarding the habits and actions of the subject under investigation. This includes a sub-utility that generates a small report regarding the total number of files on drives being investigated, their type, number and percentage of the total number of files. Other utilities include the ability to display the most frequently modified or accessed files, recently modified, accessed or created files (within a user specified time frame of the date of the last image), or files created, accessed or modified within two timestamps specified by the user.
IX. PROTOTYPE IMPLEMENTATION
Here, we will dive into the nitty-gritty of our prototype implementation and provide a brief overview of its capabilities and actually implementation.
Capabilities
Our system not only uses visualization to represent a file system, but is designed with the forensic process in mind, the goal of which is usually to detect files that have changed and are thus suspect. Identifying altered system files can help the investigator know how to further direct his search for evidence. It is fully interactive and sensitive to mouse clicks. Clicking on each individual segment displays the details of that file during that particular period in the bottom center panel, including file type, file name, access time, last modified time and creation time. Double clicking opens up that file in the default program associated with that file type in Windows. Hovering over each column header also displays the exact time that the snapshot was taken. Architecture Naturally, Windows was selected as the operating platform for our forensic software mainly because of its native support for the Windows Volume Shadow Copy Service (VSS). This provides a convenient source of directory-tree information which changes-over-time with a standardized and relatively well-documented interface. However, using VSS on the .NET platform in C# is problematic. The reasons are somewhat unclear, but it seems to have to do with there being COM interfaces without an IID, and also that several interfaces of the VSS AP is not actually COM interfaces but rather C++ interfaces. This means there is no type library available for importing in a .NET application. The only viable solution then would be to write a custom wrapper in managed C++/CLI, that provides a managed interface to the VSS API. The effort involved in dealing with the sheer number of interfaces, structures and functions in the Volume Shadow Copy API however would have made writing a complete wrapper an unattractive undertaking. To further muddy the waters, there are multiple versions of VSS depending on which version of Windows you're running. Luckily, we found the AlphaVSS library, a .NET class library providing a managed API for the Volume Shadow Copy Service.
In figure 9 , a high level view of the different components in our system and how they are connected together is shown. ShadowControl is just a simple control method for calling each of the sub-classes. The ShadowExtractor method reads volume information for each shadow copy, and arranges the copies for the same volume in a VolumeList data structure based on the date of each snapshot. This is followed by the RootExtractor method, which extracts the root of each copy and recursively builds up the tree in a series of DirectoryLink and FileLink data structures. Next, the PaddingCode method goes through the constructed trees to pad out directories and files that did not exist during a certain period. This is to help prepare it for visual display later in the TreeListView. Finally, the ColoringTree method is responsible for determining the 'color' for each file or directory depending on what changes occurred in the previous timestamp. 
X. CONCLUSION
In this paper, we explored the motivation behind data visualization and digital forensic data that records changeover-time, and their benefit to digital investigators. We reviewed several classical focus+context visualization approaches, explaining why each one wasn't suited to our purposes. We then proposed an approach utilizing the fisheye view on a directory-tree structure similar to that displayed by Windows Explorer, with a series of segmented boxes which serves to display change-over-time. An initial prototype with several sub-utilities to take advantage of this was then implemented.
XI. FURTHER WORK
With the development and implementation of a usable prototype capable of visualizing a directory tree structure and the change-over-time to it, several areas need to be further developed to turn it into a fully featured digital forensic tool. First and most importantly, comparisons are currently done by comparing file sizes, as well as the number of files and subdirectories within each directory. This is of course unacceptable for actual use, and modifications to the tool to make comparisons based on changes to actual content are necessary. Furthermore, a thresholding algorithm of sorts could be included to control how much of the directory tree structure is displayed at once. In addition, more data mining methods could be implemented to further take advantage of the data uncovered. Finally, once some of these improvements have been made to the basic framework, human-computer interaction experiments to evaluate the effectiveness of our tool when utilized by actual human subjects need to be conducted. The evaluation would be based on several criteria, including ease of use, faster analysis, better comprehension and the discovery of new relationships between files compared to traditional tools.
