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Táto práca sa zaoberá možnosťami 3D vizualizácie žonglérskych vzorov. Sú v nej pred-
stavené viaceré knižnice, ktoré sú pre daný problém použiteľné a tiež samotný koncept
žonglérskych vzorov a ich zápisu. Nasleduje rozbor existujúceho softwaru zaoberajúceho
sa žonglérskymi vzormi. Ďalej práca rozoberá návrh grafického používateľského rozhrania a
jeho implementáciu. V ďalšej časti je popis návrhu vlastnej aplikácie s využitím XNA frame-
worku. Koniec práce je venovaný tvorbe online stránky prezentujúcej program vytvorenej
pomocou technológie Microsoft Silverlight.
Abstract
This thesis deals with the known possibilities according to the 3D visualization of juggling
patterns. It presents some of the libraries that may be used for this issue and the whole
concept of juggling patterns and their notation. In the next part there is an analysis of
existing software dealing with juggling patterns visualization. A chapter about designing
and implementing graphical user interface follows. The next part contains a predesign of
the applicatin itself using XNA framework. The last part of the thesis is aimed at creating
an online page presenting the program using Microsoft Silverlight.
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V dnešnej dobe existuje pomerne veľká škála prostriedkov na tvorbu 3D vizualizácií na osob-
ných počítačoch. Na rôzne účely je možné využiť rôzne nástroje a prístupy, ktoré sa líšia
či už v použitom programovacom jazyku a prostredí používanom pri ich tvorbe, prístupe
k vytváraniu a zmene vizualizácie alebo priamou podporou istého typu hardwaru.
Hlavným cieľom pri 3D vizualizácii je zobraziť množinu predmetov, ktoré majú byť
pre používateľa viditeľné v čo najlepšom detaile a podľa potreby buď statických, alebo pohy-
bujúcich sa v čase. Typickým príkladom vytvorenia statického predmetu a jeho vizualizácie
sú rôzne CAD nástroje používané pri návrhu napríklad strojárskych súčiastok, budov a in-
ých. Dynamickou vizualizáciou, resp. animáciou, sa zaoberá celá škála nástrojov určených
priamo na tvorbu animácií (napríklad na vedecký účel), alebo napríklad na tvorbu počí-
tačových hier.
Za účelom tvorby aplikácie, ktorá zobrazuje žonglérske vzory v 3D prostredí, je možné
použiť rôzne prístupy. Daný problém je špecifický malým teoretickým základom pre definí-
ciu žonglérskych vzorov ako takých. Samotné odvetvie matematiky, ktoré sa snaží o presnú
definíciu vzorov je pomerne mladé. Presné špecifikácie vzorov teda nie sú v žonglérskej
komunite dostatočne rozšírené. Je teda treba vybrať správny nástroj, ktorý dokáže pri-
blížiť tento aspekt žonglovania pomocou dostatočne názornej vizualizácie a zároveň využiť
prehľadný systém ovládania, aby bol nástroj používateľsky prívetivý. Rôzny postoj k to-
muto problému zaujalo viacero vývojárov, ktorých viac či menej úspešné pokusy sú zhrnuté
v texte.
So zámerom na vytvorenie novej aplikácie, ktorá by túto problematiku riešila vlast-
ným spôsobom vznikol nástroj, ktorého snahou je priblížiť žonglérom žonglérske vzory
a ich tvorbu pomocou 3D vizualizácie a zároveň byť dostatočne profesionálny na nasadenie
v konkurencii existujúceho softwaru.
3
Kapitola 2
Nástroje na 3D vizualizáciu
Nástrojov na 3D vizualizáciu je veľké množstvo. Pri výbere vhodného prostriedku na vytvore-
nie mnou zamýšľanej aplikácie som sa obmedzil na zmenšený výber nástrojov, ktoré sú
z môjho pohľadu na tento účel vhodné. Každý z nižšie opísaných nástrojov som si osobne
vyskúšal a zhodnotil jeho pozitívne a negatívne stránky. Na základe tohto osobného ohod-
notenia som sa následne rozhodol pre najvhodnejší z daných prostriedkov.
2.1 OpenGL
Jednou z možností na tvorbu 3D grafiky bolo využitie grafickej knižnice OpenGL. Je to
najrozšírenejší otvorený grafický štandard pre interaktívnu prácu s 2D aj 3D grafikou. Pri
OpenGL sa tiež dá počítať s podporou na rôznych platformách a grafickou akceleráciou
pre veľké množstvo grafických kariet. Čo sa týka programovacieho jazyka, existujú porty
OpenGL pre jazyky C, C++, C#, rovnako ako napríklad pre skriptovacie jazyky Python
a Perl, alebo Delphi, takže pri tomto štandarde naozaj bolo z čoho vyberať.
Ďalším aspektom, ktorý bol pre mňa dôležitý, bola dostupnosť materiálov a názorných
tutoriálov. V tomto ohľade sa ukázal ako veľmi vhodný online tutoriál zo stránky [9], ktorý
používa jazyk C++ s využitím knižnice GLU. Sú v ňom prehľadne vysvetlené základné
aspekty práce s OpenGL, tvorba 2D aj 3D animácií, spracovanie používateľského vstupu
aj koncept kamery a pohybu v priestore.
Hlavnou nevýhodou knižnice OpenGL je nutnosť písania kódu na nízkej úrovni vrátane
vytvárania vlastného časovača a pomerne komplikované spracovanie vstupu z klávesnice
a myši, kde treba ošetrovať napríklad držanie klávesy vlastným kódom, keďže tieto aspekty
nie sú v knižnici zapúzdrené.
Pôvodne som začal aplikáciu tvoriť práve pomocou OpenGL v jazyku C++, pričom
na tvorbu používateľského rozhrania som využil framework QT, s ktorým som už mal isté
skúsenosti. Takto vznikla prvá verzia aplikácie, ktorá je rozobratá v jednej z nasledujúcich
kapitol 5.2.
Výhody: Nevýhody:
open source nízkoúrovňový kód





Ďalším nástrojom, ktorý som sa rozhodol otestovať bol framework Silverlight na tvorbu
takzvaných RIA (Rich Internet Applications) s využitím jazykov C# a XAML.
Samotný framework poskytuje pre vývojárov veľmi príťažlivú možnosť tvorby webových
aplikácií pomocou jazyka vysokej úrovne s veľkým množstvom používateľských vstupov
jednoduchých na implementáciu. XAML súbor slúži na vytvorenie používateľského rozhra-
nia, ktoré sa vďaka možnostiam Microsoft Visual Studia dá prehliadať priamo pri tvorbe.
Samotná funkčná stránka webu a práca s dátami sa spracováva v jazyku C#.
Microsoft Silverlight teda ponúka možnosť vytvárania web 2.0 aplikácií s rozsiahlymi
možnosťami na poli používateľského rozhrania. Pri vývoji mojej aplikácie ma ale zaujímala
hlavne stránka týkajúca sa 3D animácie. Z tohto pohľadu aktuálne existujú dva použiteľné
enginy na tvorbu 3D grafiky v Silverlighte. Jedným je Kit3D, ktorého posledná verzia
vyšla v roku 2008 a je relatívne málo využívaný, neexistujú k nemu žiadne komplexné
tutoriály, ktoré by vysvetľovali jeho funkcionalitu. Rozhodol som sa ho preto po pokusoch
typu ”Hello World!”zamietnuť. Druhou možnosťou je engine Balder, ktorý je ako projekt
stále aktívny a existuje k nemu tiež veľké množstvo tutoriálov a dokonca kniha, ktorá
sa zaoberá tvorbou animácií práve pomocou tohto enginu. Balder bol teda zaujímavejšou
alternatívou a rozhodol som sa ho otestovať. Po zistení, že tento rok došlo k updatu celého
enginu a teda prakticky všetky dostupné materiály a ukážkové programy sú s novou verziou
nekompatibilné, som radšej ideu práce na 3D grafike v Silverlighte zavrhol.
Do budúcnosti beriem túto možnosť ako otvorenú, keďže je veľmi zaujímavá z hľadiska
jednoduchosti šírenia aplikácie, ale v súčasnej situácii s nedostatkom študijných materiálov
som sa nechcel púšťať do práce s neistým výsledkom.
Výhody: Nevýhody:
online aplikácie obmedzená podpora pre Linux
multiplatformnosť malá penetrácia trhu
Microsoft Visual Studio málo materiálov k tvorbe 3D grafiky
podpora Windows Phone 7
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2.3 Microsoft XNA framework
Microsoft XNA je sada komplexných nástrojov pre tvorbu hier pre osobné počítače a herné
konzoly. Microsoft XNA framework je riešenie, ktoré je ponúkané vývojárom zdarma. Kto-
koľvek s počítačom ktorý má dostatočnú grafickú kartu môže teda použiť platformu XNA
na vývoj hier nielen pre Windows ale aj Xbox 360. [5] Jeho hlavným prínosom na poli
tvorby počítačových hier je jednoduchosť písania kódu, keďže hlavné problémy ako časo-
vanie, nastavovanie kamier alebo ovládanie sú zapúzdrené do vstavaných knižníc, ktoré
môžu programátori používať pri vytváraní hier. Vďaka tomu sa vývojári nemusia sústreďo-
vať na rôzne nízkoúrovňové aspekty tvorby počítačových hier, ale môžu jednoducho prejsť
k tvorbe hernej logiky a grafiky.
XNA framework je založený na .NET frameworku a teda je možné využívať aj ostatné
prvky tohto prostredia ako napríklad ”Windows Forms”na tvorbu menu pre nastavenia,
alebo používateľského rozhrania. XNA podporuje štyri rôzne platformy Microsoftu, ktorými
sú Microsoft Windows, Xbox 360, Zune a Windows Phone 7. Je teda pomocou neho možné
portovať aplikácie pre mobilné telefóny aj herné konzoly, čo dáva zaujímavú možnosť vývoja
programu pre všetky platformy zároveň, pričom ale každá má svoje obmedzenia, s ktorými
treba počítať.
Celý aplikačný kód je teda možné písať v .NET frameworku pomocou .NET jazykov,
pričom oficiálne je podporovaný hlavne jazyk C#. Využíva sa však aj jazyk HLSL, ktorý
slúži na popis efektov vykresľovania (napríklad Bump mapping), pôvodne používaným pre
Direct3D API.
Výhody: Nevýhody:
celý .NET framework nemožnosť portovať na iné operačné systémy
podpora Xbox 360 a Windows Phone 7 nie je open-source
Microsoft Visual Studio
zapúzdrenie nízkoúroňového kódu
V súčasnosti existujú dve používané verzie XNA s označením 3.1 a 4.0.
2.3.1 XNA Game Studio 3.1
XNA Game Studio je integrované vývojárske prostredie pre XNA. Je to zásuvný modul
pre Visual C# Express alebo Visual Studio. [5] Verzia 3.1 bola vydaná v roku 2009 a
podporuje platformy Windows, Xbox 360 a Zune. Existuje k nej množstvo hotových ap-
likácií, tutoriálov a návodov, za všetky spomeniem aspoň stránku [6], kde sa dá nájsť tu-
toriál venujúci sa tvorbe 2D a 3D hry úplných začiatkov až po vytvorenie funkčnej hry.
V začiatku tvorby tejto bakalárskej práce bolo najrozšírenejšou verziou, medzi vývojármi.
V priebehu jej tvorby sa situácia postupne menila, keďže Microsoft predstavil novú verziu
XNA a propagoval ju novými materiálmi.
2.3.2 XNA Game Studio 4.0
V čase písania tejto práce je najnovšou verziou XNA Game Studio 4.0, ktorá vyšla v septem-
bri 2010. Nová verzia prináša niektoré zmeny vedúce k sprehľadneniu kódu, keďže niektoré
aspekty zahrnuté v predchádzajúcej vezii sú zmenené, prípadne vynechané, nakoľko sa ča-
som ukázali ako málo využívané. Nie je teda spätne kompatibilná, čo má za následok nut-
nosť zmien pri prechode na novú verziu, ale zato prináša ešte prehľadnejší kód a podporu
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nástroja Microsoft Visual Studio 2010 aj s úplnou integráciou. Pretože však verzie použí-
vajú v niektorých miestach iné postupy, je zložité pracovať podľa dostupných materiálov
k predchádzajúcej verzii. Nástroj je veľmi vyvážený a prehľadný, ale hlavnú nevýhodu verzie
4.0 som v začiatkoch práce videl v nedostatku kvalitných tutoriálov k tvorbe v nej. Naras-
tajúca podpora verzie 4.0 prichádzala v čase, keď už som mal aplikáciu rozrobenú a nemal
som v úmysle ju prerábať do novú verziu frameworku, takže som nakoniec zostal vytvoril




Pre pochopenie návrhu programu a vôbec jeho zmyslu pre žonglérsku komunitu najprv
uvádzam kapitolu venujúcu sa žonglovaniu a jeho rôznym zápisom, ktoré sa dajú pri im-
plementácii a ovládaní aplikácie použiť.
Žonglovanie je činnosť, ktorá zahŕňa pohyb rôznych objektov a ich interakciu so žon-
glérom. Existujú mnohé typy žonglovania, aj žonglérskych pomôcok. V ďalšom texte sa
zamerám len na opis podmnožiny žonglérskych techník, ktorá zahŕňa vyhadzovanie objek-
tov do vzduchu (obvykle smerom nahor) a ich chytanie pri dopade, čo je najrozšírenejšia
žonglérska technika a rovnako najznámejšia pre laikov.
3.1 Základné vzory
Žonglérske vzory (anglicky patterns) sú definované ako istá postupnosť hodov žonglérskych
objektov a ich chytania pri žonglovaní. Existujú stovky rôznych vzorov, ktoré sa pri žonglo-
vaní používajú. Pre názornú ilustráciu tohto konceptu uvádzam niekoľko najzákladnejších
vzorov, s ktorými sa môže čitateľ stretnúť.
3.1.1 Kaskáda
Najrozšírenejším žonglérskym vzorom je kaskáda s 3 objektami. Tento vzor je najjednoduchší
na naučenie pre začiatočníkov, preto ním začína prakticky každý žonglér.
Obrázek 3.1: Žonglérsky vzor kaskáda
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Vzor sa skladá z 2 hodov:
• vyhodenie objektu z pravej ruky vrchným oblúkom do ľavej
• vyhodenie objektu z ľavej ruky vrchným oblúkom do pravej
V našom prípade žonglér začína vyhodením oranžového objektu z pravej ruky do ľavej
a nasleduje hod žltým objektom z ľavej ruky do pravej. Ďalej sa kroky opakujú v tom istom
poradí.
3.1.2 Fontána
Iným veľmi rozšíreným vzorom, ktorý budem ďalej používať na ilustráciu je tzv. fontána so
4 objektmi.
Obrázek 3.2: Žonglérsky vzor fontána
Vzor sa opäť skladá z 2 hodov:
• vyhodenie objektu z pravej ruky vrchným oblúkom naspäť do pravej
• vyhodenie objektu z ľavej ruky vrchným oblúkom naspäť do ľavej
Pri tomto vzore žonglér začína tiež hodom z pravej ruky, ale tentokrát nesmeruje do
ľavej, ale hod je smerovaný tak, že sa objekt vracia naspäť do ruky z ktorej bol vyhodený.
Tento postup vzápätí opakuje zrkadlovo ľavou rukou. Ďalej vyhadzuje objekty rovnakým
spôsobom, vždy z každej ruky jeden objekt po rovnakej oblúkovej dráhe, čím dosiahne, že
sa nekrížia medzi sebou.
V tejto časti som používal na objasnenie trikov (resp. vzorov) obrázky a slovný popis.
Tento postup je síce vhodný na vysvetlenie pre žonglérov, ale je ťažko uchopiteľný pri spra-
covávaní pomocou počítača. V ďalšej časti 3.2 sa teda budem venovať spôsobom, akými sa
dá žonglovanie vyjadriť unifikovane pomocou vopred danej abecedy a numerických hodnôt.
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3.2 Matematická teória
V roku 1985 Bengt Magnusson a Bruce Tiemannin vytvorili matematickú teóriu týkajúcu
sa žonglovania a jeho všeobecného zápisu. Vzniklo tak vyjadrovanie žonglérskych vzorov
pomocou tzv. siteswapov.
Pod pojmom siteswap sa rozumie zápis žonglérskych vzorov pomocou čísel. Na vysvetle-
nie zápisu použijem pre názornosť príklad.
3.2.1 Základný siteswap
V predchádzajúcej časti 3.1 som sa zaoberal dvoma vzormi, ktoré sa dajú zapísať tiež
pomocou číselnej postupnosti.
Prvým z nich bola kaskáda, teda prehadzovanie objektov z ruky do ruky vrchným
oblúkom. Zápis tohto triku v jednoduchej siteswapovej notácii by bol ”3, 3”. Jednotlivé
čísla znázorňujú, koľko objektov je možné vyhodiť kým sa ”na rad”dostane opäť rovnaký
objekt (viď 3.3a).
Pri kaskáde sa najprv vyhodí jeden objekt (oranžový) z pravej ruky (viď 3.3a).
Následne jeden objekt (žltý) z ľavej ruky (viď 3.3b).
A ešte objekt (zelený) z pravej ruky (viď 3.3c).
(a) Prvý krok (b) Druhý krok (c) Tretí krok
Obrázek 3.3: Kaskáda - postup
Po tejto sekvencii sa má znovu vyhodiť oranžový objekt, tentokrát z ľavej ruky. Kým
sa žonglér dostane k vyhodeniu oranžového objektu druhýkrát, stihne teda vyhodiť dva
iné objekty. Oranžový objekt je teda vyhodený opäť po troch ”dobách”odkedy vyletel do
vzduchu pri prvom hode. Práve tento počet ”dôb”znamená číslo 3, ktoré označuje vyhodenie
v siteswape pre kaskádu.
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Druhým žonglérskym vzorom, ktorý som použil na ilustráciu bola fontána. Zápis tohto
triku v notácii siteswapu má vyjadrenie ”4, 4”.
V prvom kroku sa vyhodí z pravej ruky jeden objekt (oranžový) (viď 3.4a).
V ďalšom kroku sa vyhodí objekt (modrý) z ľavej ruky (viď 3.4b).
Pokračuje sa vyhodením objektu (zelený) z pravej ruky (viď 3.4c).
A opäť nasleduje vyhodenie objektu (žltý) z ľavej ruky (viď 3.4d).
(a) Prvý krok (b) Druhý krok (c) Tretí krok (d) Štvrtý krok
Obrázek 3.4: Fontána - 1. krok
Takže medzi vyhodením oranžového objektu v prvom kroku a opäť vo štvrtom kroku
boli práve štyri doby.
Vo všeobecnosti platí, že hody označené nepárnym číslom smerujú z jednej ruky do
druhej a naopak hody označené párnym číslom dopadajú do tej istej ruky z ktorej boli
vyhodené.
3.2.2 Rozšírený siteswap
Existuje tiež rozšírená verzia siteswapovej notácie vydaná v roku 2002. Obsahuje rôzne iné
dodatky ako je spôsob chytania objektov alebo ich vyhadzovania. Dá sa v nej napríklad
zapísať aj vyhadzovanie objektov inými časťami tela ako dlaňami.










THR(Time) ”doba”, v ktorej má byť objekt vyhodený
SS(Base) po koľkých dobách bude objekt znovu vyhodený
THR(Site) miesto na tele, z ktorého má byť vyhodený (R = pravá ruka, L = ľavá ruka)
THR(Pos) miesto relatívne k telu, odkiaľ má byť vyhodený (m = stred tela)
CAT(Pos) na ktorej strane má byť zachytený (l = vľavo, r = vpravo)
CAT(Type) spôsob zachytenia objektu (n = normálny)
AIR(Min) minimálny počet ”dôb”, ktoré objekt strávi vo vzduchu
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Ako je na príklade ukázané, pri rozšírenej notácii sa používa oveľa viac parametrov
označujúcich jeden hod. V rámci zaznamenávania trikov je tento zápis úplný, ale pre
žonglérsku komunitu je ťažkopádny. Na zápis do programu je prakticky nepoužiteľný, keďže
používateľ by musel písať zbytočne dlhú sekvenciu znakov aj na identifikáciu jednoduchých
žonglérskych vzorov.
Rozšírenú siteswapovú notáciu uvádzam teda len pre úplnosť, rozhodol som sa ju v svo-
jom programe nevyužiť z vyššie popísaných dôvodov.
3.2.3 Pravidlá siteswapov
Pri zápise siteswapov existujú isté pravidlá, vďaka ktorým sa dá zistiť, či je daný siteswap
vôbec možné zažonglovať. Toto pravidlo funguje tak, že v jednej dobe nemôže jedna ruka
vyhadzovať viac objektov. Napríklad zápis ”4, 3, 2”nie je platným zápisom siteswapu, keďže
po 4 dobách od začiatku by mali byť naraz vyhodené všetky 3 objekty.
Ďalšie pravidlo, ktoré platí je, že zo zápisu siteswapu sa dá zistiť s koľkými objektmi sa
dá daný vzor zažonglovať. Počet objektov dostaneme ako aritmetický priemer čísel, ktoré





Pred návrhom vlastného programu som sa venoval prieskumu ostatných riešení tejto prob-
lematiky, ktoré sú momentálne dostupné. Existuje veľké množstvo 2D žonglérskeho soft-
waru, ktorý som ale nebral do úvahy, kvôli absencii 3D zobrazovania, keďže práve to bolo
pre mňa podstatné. V tejto časti sa teda zaoberám aplikáciami, ktoré zobrazujú žonglérske
vzory v trojdimenzionálnom priestore.
4.1 Jaggle
Java applet, ktorý zobrazuje dve dlane žonglujúce s loptičkami. Výhodou je prenositeľnosť
aplikácie, dá sa spustiť priamo kliknutím na odkaz na webe produktu. Na beh treba mať
nainštalovaný Java Virtual Enviroment, ktorý v má dnešnej dobe vysokú penetráciu trhu.
Je možné zadávať vlastné siteswapy pomocou základnej siteswapovej notácie.
Medzi nevýhody patrí najmä absencia osoby žongléra, keďže z pohybu dlaní sa nedá
vždy vydedukovať pohyb tela. Ďalšou vecou, ktorá tento software obmedzuje je nemožnosť
výberu objektov, ktoré sa používajú na žonglovanie. Používateľské rozhranie je navrhnuté
neefektívne, využíva častej kombinácie vstupu z klávesnice a myši, keďže treba veľa skrolovať
medzi rôznymi žonglérskymi vzormi a po výbere siteswapu je nutné vždy výber potvrdiť
kliknutím na príslušné tlačidlo.
Obrázek 4.1: Ukážka programu Jaggle
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4.2 Jongl
Jongl je program na 3D vizualizáciu žonglovania napísaný pomocou OpenGL. Podporuje
žonglovanie jednej osoby rovnako ako viacerých, žonglovanie s rôznymi objektami, zadávanie
vlastných žonglérskych vzorov pomocou základnej siteswapovej notácie. Implementované je
tiež zobrazovanie celej postavy žongléra, dá sa vybrať prostredie v ktorom sa animácia
odohráva. Je to teda veľmi komplexný nástroj podporujúci mnohé vlastnosti, ktoré v pro-
grame Jaggle chýbajú.
Má však jednu zásadnú nevýhodu, ktorou je neprehľadné používateľské rozhranie. Na
jednej strane podporuje množstvo klávesových skratiek, ktoré fungujú napríklad na zapí-
nanie tieňov, na strane druhej ale nie je možné meniť žonglérske vzory počas animácie. Keď
chce teda používateľ zmeniť aktuálne nastavenie, musí celú animáciu zrušiť a vrátiť sa na
okno s nastaveniami. Po nastavení všetkých parametrov je možné znovu spustiť animáciu.
Toto je teda najväčšia nevýhoda inak veľmi pokročilého programu.
Obrázek 4.2: Ukážka programu Jongl
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4.3 Joe Pass!
Treťou aplikáciou je momentálne najrozšírenejší a najlepšie hodnotený žonglérsky simulátor
s názvom ”Joe Pass!”. Aplikácia opäť podporuje žonglovanie jednej osoby ako aj väčšieho
množstva žonglérov. Je možné vybrať si objekt, s ktorým sa žongluje a je tiež zobrazená celá
postava. Na zadávanie vzorov slúži opäť siteswapová notácia. Dá sa ale využiť aj grafické
zadávanie siteswapov, ktoré je riešené pomocou samostatného okna. Výhodou programu
”Joe Pass!”oproti aplikácii spomínanej v predchádzajúcej časti 4.2 je, že v ňom je možné
meniť jednotlivé atribúty animácie priamo za jej behu, takže netreba už komplikovane
nastavovať vlastnosti žonglérskeho vzoru bez priamej vizuálnej odozvy.
Nevýhodou zostáva komplikované používateľské rozhranie. Nastavovanie jednotlivých
parametrov (tvar objektu, rýchlosť, výška hodu . . . ) prebieha pomocou kontextového menu,
čo ale predstavuje rozsiahlu ponuku, cez ktorú sa používateľ musí navigovať aby sa dostal
k požadovanej možnosti. Hlavné funkcie programu aj siteswapového editoru sa dajú ovlá-
dať aj pomocou klávesových skratiek, ktorých je ale veľké množstvo a teda pre bežného
používateľa sú ťažko zapamätateľné.
Obrázek 4.3: Ukážka programu Joe Pass!
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4.4 Návrh zmien
Každá z aplikácií spomínaných v predchádzajúcich častiach 4.1, 4.2, 4.3 mala nejaké chyby.
Pred návrhom vlastnej aplikácie som sa teda zameral na analýzu týchto chýb a hľadanie
možností ako ich odstrániť.
Ako najväčší problém spoločný pre všetky uvedené programy som identifikoval nevhodné
grafické používateľské rozhranie. Každá aplikácia pristupuje k riešeniu tohto aspektu iným
spôsobom. Najprv som ale chcel rozobrať ich časti, ktoré by v novej aplikácii mohli byť
prínosné.
Pri návrhu používateľského rozhrania som sa inšpiroval hlavne programom Jaggle 4.1,
ktorý má jednoduché používateľské rozhranie obsahujúce len základné ovládacie prvky pro-
gramu. Tento koncept som chcel zachovať aj vo svojom riešení, keďže pre používateľa je
menu s malým počtom vhodne rozmiestnených tlačidiel pochopiteľné krátko po prvom
spustení aplikácie a nemusí strácať čas zvykaním si na zložité používateľské rozhranie.
Na riešení programu Jaggle mi ale vadili hlavne 3 veci. Jednou bolo, že ovládacie prvky
sú umiestnené v samostatnom okne nezávislom na vizualizácii. Tento koncept je v mnohých
aplikáciách využívaný, ale osobne preferujem prítomnosť ovládacích prvkov priamo v ap-
likácii, keďže tak používateľ vždy vie, kde má umiestnené jednotlivé tlačidlá a nemusí hľadať
samostatné okno medzi ostatnými otvorenými programami a zároveň pri dobrom návrhu
je vhodné dizajnérsky začleniť ovládacie prvky priamo do vizuálnej podoby aplikácie, aby
slúžili nielen na jej ovládanie, ale aby ju aj istým spôsobom definovali.
Druhou vecou, ktorá mi vadila, bol grafický návrh prvkov, ktorý bol nenápaditý a pre
používateľa ničím nezaujímavý. V čase keď sú používatelia ohurovaní rôznymi inovatívnymi
riešeniami používateľských rozhraní a farebnými schémami, je toto riešenie síce použiteľné,
ale ničím nezaujme.
Poslednou vecou, ktorá mi vadila na tomto konkrétnom návrhu a rozhodol som sa ju vo
svojom riešení zmeniť bolo, že pri výbere žonglérskych vzorov aj pri ich zadávaní z kláves-
nice bolo treba každú zmenu potvrdiť tlačidlom a až následne sa táto zmena premietla do
vizualizácie. Tento prvok značne spomaľuje prácu s aplikáciou, keďže na výber siteswapu
treba vždy vykonať 2 akcie, ktoré navyše môžu zahŕňať nutnosť striedavej práce s kláves-
nicou a myšou.
V aplikácii Jaggle je len malé množstvo možností ovplyvňovania vizualizácie zo strany
používateľa, keďže v novom programe som zahrnul rozsiahlejšie možnosti zmien, bude použí-
vateľské rozhranie navrhované robustnejšie, s viacerými prvkami. Ale základný koncept
jednoduchosti návrhu a zrozumiteľnosti aj pre neskúseného používateľa som sa rozhodol
prevziať práve na základe testovania tohto programu.
Síce bol program Jaggle vhodný na inšpiráciu, čo sa týka tvorby používateľského rozhra-
nia, ale v ďalších aspektoch sa ukázal nevhodný. Ako jeho problémy som označil absenciu
postavy žongléra a jednofarebné pozadie. Z tohto pohľadu vychádzajú ostatné 2 existujúce
riešenia ako vhodnejší vzor. Program Jongl 4.2 rovnako ako program Joe Pass 4.3 obsahujú
postavu žongléra. V prípade programu Joe Pass ide len o jednoduchý model tzv. paličkovej
postavy, ktorému sa dá zapnúť zobrazenie textúry hlavy. Jongl naopak obsahuje kompletne
otextúrovaný model postavy, ktorý síce nie je nijako detailne vymodelovaný, ale pre ná-
zornosť pohybov postačujúci. Rovnako čo sa týka scény, je na tom program Jongl lepšie
ako druhý spomínaný, keďže obsahuje viacero scén medzi ktorými sa dá vyberať, každá
predstavujúca iné prostredie v ktorom sa dá žonglovať. V základnom nastavení pritom pro-
gram zobrazuje scénu telocvične, čo je pre žonglérov časté prostredie. V týcho otázkach
som sa teda inšpiroval programom Jongl a navrhol 3 samostatné scény, v ktorých animácia
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prebieha. Pridal som tiež možnosť prázdnej scény. Čo sa týka postavy žongléra zvolil som





Ako prvú vec som sa rozhodol zamerať na problém návrhu používateľského rozhrania. Pri
všetkých existujúcich riešeniach som našiel nedostatky, ktoré používateľovi znepríjemňo-
vali prácu s danou aplikáciou. Doterajšie spôsoby riešenia používateľského rozhrania som
teda nebral do úvahy a navrhol vlastný spôsob používateľskej interakcie, ktorý by bol pre
cieľových používateľov tohto programu prehľadný a s ktorým by mohli narábať efektívne.
V tejto časti rozoberiem dva rôzne návrhy, ktoré vznikli pri tvorbe mojej bakalárskej práce.
5.1 Funkcionálne požiadavky
Grafické rozhranie má dať používateľovi kontrolu nad podstatnými aspektami programu.
Nemá byť však prehnané s príliš veľkou škálou možností, ktoré bežný používateľ nepoužije.
Preto som sa rozhodol zakomponovať nasledujúce možnosti ovládania behu aplikácie:
• počet žonglérskych objektov - ovládanie počtu aktuálne žonglovaných objektov, zároveň
pri ručnom zadávaní siteswapov dáva používateľovi prehľad o tom, s koľkými objektmi
je daný trik možné žonglovať
• typ žonglérskych objektov - výber typu objektu, s ktorým postava žongluje
• siteswap - výber siteswapu, ktorý sa má vizualizovať
• rýchlosť žonglovania - ovládanie rýchlosti žonglovania
• tlačidlo na stiahnutie zoznamu prednastavených siteswapov z online databázy
• nastavenie farby žonglérskych objektov
• pohľad - výber fixného pohľadu z niektorej strany, alebo voľného pohľadu s možnosťou
ovládania kamery
• prostredie - výber prostredia, v ktorom sa žonglér nachádza
• textúry - zapnutie/vypnutie zobrazovania textúr
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5.2 Návrh so záložkami
V priebehu tvorby aplikácie vznikli 2 verzie programu, jedna bola navrhovaná a aj vytvorená
v jazyku C++ s využitím knižnice OpenGL pre 3D grafiku a QT frameworku pre tvorbu
grafického používateľského rozhrania.
Rozhodol som sa vizuálne oddeliť animáciu a používateľské rozhranie, keďže riešenie
použité napríklad v aplikácii ”Joe Pass!”sa mi zdá neprehľadné hlavne kvôli tomu, že bolo
treba klikať priamo do plochy, pričom pri prechádzaní jednotlivých menu sa vizualizácia
zastavila. Používateľské rozhranie som sa teda rozhodol umiestniť do pravej časti okna,
pričom som ju rozdelil na logické časti podľa jednotlivých možností ovládania. Umiestniť
všetky položky ovládania len tak do priestoru sa mi ale zdalo nevhodné, keďže by ovlá-
danie bolo dosť neprehľadné a zaberalo by značnú časť okna aplikácie. V pôvodnom návrhu
som tento problém vyriešil pomocou záložiek, do ktorých som jednotlivé ovládacie prvky
rozdelil podľa frekvencie ich používania. Jednotlivé prvky som umiestnil vertikálne pod seba.
Niektoré prvky používateľského rozhrania v tejto verzii sú zmenené oproti návrhu prezen-
tovanému v predchádzajúcej časti 5.1, keďže návrh bol len v pracovnej verzii a v neskoršej
fáze už nebol používaný.
Vznikli tak tri záložky:
• prednastavené vzory 5.1a
• vlastné vzory 5.1b
• nastavenia 5.1c
(a) Prednastavené vzory (b) Vlastné vzory (c) Nastavenia
Obrázek 5.1: Návrh so záložkami
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5.2.1 Prednastavené vzory
Základná záložka obsahujúca prednastavené žonglérske vzory, ktoré aplikácia podporuje.
Táto je zobrazená po štarte aplikácie. Používateľ si môže vybrať jeden z pripravených
žonglérskych vzorov, druh objektu a počet objektov, s ktorými sa má žonglovať. Môže
tiež meniť rýchlosť vizualizácie pomocou príslušného poľa.
Ovládacie prvky:
• textové pole s tlačidlami ”+”a ”-”na zadávanie počtu objektov
• textové pole s tlačidlami ”+”a ”-”na zadávanie rýchlosti animácie
• combo box na výber objektu
• combo box na výber žonglérskeho vzoru
5.2.2 Vlastné vzory
Záložka na zadávanie vlastných vzorov od používateľa. Vzory sa zadávajú do textového poľa
a koniec zápisu sa potvrdzuje tlačidlom ”Juggle pattern”v spodnej časti ovládacieho panela.
Po jeho stlačení sa otestuje validita žonglérskeho vzoru a v prípade správneho zápisu sa
začne vizualizovať zapísaný vzor. Ak je zápis nesprávny, nastaví sa farba písma na červenú
a v stavovej lište sa zobrazí chybové hlásenie.
Ovládacie prvky:
• textové pole pre zápis vlastného vzoru
• tlačidlo pre potvrdenie zápisu
5.2.3 Nastavenia
Tretia záložka obsahuje hlavné nastavenia zobrazenia vizualizácie. Nastavenie svetla, nas-
tavenie zobrazenie textúry žongléra, nastavenie zobrazenia textúry žonglérskych objektov,
vypnutie zobrazenia žongléra a objektov.
Ovládacie prvky:
• zaškrtávacie políčko pre zapnutie/vypnutie textúry žongléra
• zaškrtávacie políčko pre zapnutie/vypnutie textúry žonglérskych objektov
• zaškrtávacie políčko pre zapnutie/vypnutie zobrazenia žongléra
• zaškrtávacie políčko pre zapnutie/vypnutie zobrazenia žonglérskyh objektov
• combo box pre výber farby žonglérskych objektov
• combo box pre výber pohľadu na scénu
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5.3 Návrh s dynamickým menu
Vo fáze práce, keď som aplikáciu prerobil pomocou jazyka C# sa mi vďaka použitiu
.Net Frameworku a jeho súčasti Windows Presentation Foundation (ďalej WPF) otvorili
možnosti prispôsobiť si relatívne jednoducho menu vlastným potrebám a vlastnému gra-
fickému návrhu. Po konzultáciách s pokusnými používateľmi a vedúcim bakalárskej práce
som sa rozhodol pre návrh, ktorý by bol dynamický a zaberal ešte menšiu časť okna apliká-
cie ako pôvodné používateľské rozhranie. Hlavnými argumentami proti pôvodnému návrhu
boli, že zaberá neustále pravú časť okna a teda vykresľovanie animácie sa musí obmedziť iba
na menší priestor a ďalej, že zo skúseností používateľov sú položky rozdelené do viacerých
záložiek nevhodné, keďže používateľ má akúsi podvedomú potrebu rozklikávať jednotlivé
ponuky a nastavovať si všetky položky po prvom spustení aplikácie, čo nie je žiadúce, keďže
pokročilé nastavenia nie je nutné prestavovať oproti originálnemu nastaveniu pri každom
spustení.
Rozdelenie ovládacích prvkov do jednotlivých častí zostalo zachované ale so zmenou
v tom, že som odstránil samostatný panel pre vlastné vzory a začlenil túto položku do
panelu so základnými nastaveniami.
Dynamickosť tohto návrhu spočíva v možnosti zobrazenia a skrytia jednotlivých častí
menu za behu programu. V základnom nastavení sú obe časti menu skryté a celá plocha okna
slúži ako vykresľovacia plocha animácie. Iba v pravom dolnom rohu okna sú zobrazené dve
tlačidlá na zobrazenie jednotlivých menu. Po kliknutí na príslušné tlačidlo sa zobrazí menu,
pričom sa radia nad seba. Pri základnej veľkosti okna každá časť menu zaberá na výšku
takmer polovicu priestoru. Keď sú zobrazené obe, je teda pravá časť súvisle pokrytá použí-
vateľským rozhraním. Jednotlivé časti sa dajú zobraziť nezávisle na sebe. Ak je zobrazená
len jedna časť, nachádza sa táto v spodnej časti obrazovky. V prípade, že sú zobrazené obe,
je menu so základnými ovládacími prvkami umiestnené vertikálne pod menu s pokročilými
nastaveniami.
Tiež som prerobil dizajn menu. Na jednej strane farebnú časť dizajnu pomocou nástroja
Microsoft Expression Blend, v ktorom sa dajú veľmi jednoducho navrhovať vlastné štýly
tlačidiel a jednotlivých komponentov. Tento návrh oveľa lepšie zodpovedá celému dizajnu
aplikácie, keďže zachováva jednu farebnú škálu. Ďalšou vecou, ktorú som sa rozhodol poz-
meniť, je rozmiestnenie ovládacích prvkov. V návrhu, ktorý využíval záložky, boli jednotlivé
prvky zoradené pod sebou, čo ale spôsobovalo v niektorých prípadoch neefektívne využitie
celého priestoru ovládacieho panelu. Vychádzajúc z počtu a typu ovládacích prvkov, zaradil
som ich do dvoch stĺpcov podľa ich grafického návrhu ako je vidieť na snímkach z programu
5.2a 5.2b.
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Ako som už spomenul v návrhu som použil tieto 2 časti menu:
• základné ovládanie 5.2a
• pokročilé nastavenia 5.2b
(a) Základné ovládanie (b) Pokročilé nastavenia
Obrázek 5.2: Kaskáda - postup
5.3.1 Základné ovládanie
Oproti návrhu so záložkami došlo k rozšíreniu tejto časti o vkladanie používateľských
siteswapov a o tlačidlo pomocou ktorého si užívateľ môže stiahnuť z internetu aktuálny
zoznam siteswapov. Táto časť teda obsahuje základné ovládacie prvky, ktoré používateľovi
ponúkajú kompletnú funkcionalitu programu ak mu vyhovuje pôvodné nastavenie farieb
a ostatných aspektov, ktoré na samotnú vizualizáciu žonglérskych vzorov nemajú kritický
dopad.
Základné ovládanie sa skladá z:
• textové pole s tlačidlami ”+”a ”-”na zadávanie rýchlosti animácie
• textové pole s tlačidlami ”+”a ”-”na zadávanie počtu objektov
• zoznam žonglérskych objektov v ktorom sa dá vybrať objekt, s ktorým sa má žonglovať
• tlačidlo na aktualizáciu zoznamu vzorov z internetu
• combo box na výber žonglérskeho vzoru
• textové pole na zadávanie vlastných siteswapov
22
5.3.2 Pokročilé nastavenia
Časť s pokročilými nastaveniami si zachovala svoje zloženie čo sa týka ovládacích prvkov
zhodné s návrhom rozhrania pomocou záložiek. Hlavnou úpravou teda zostalo umiestnenie
prvkov do dvoch stĺpcov vedľa seba. Do stĺpcov boli rozdelené s prihladnutím na ich logickú
funkciu. V ľavej časti sú tak umiestnené prvky ovládajúce grafické vlastnosti zobrazenia:
• zaškrtávacie políčko na zapnutie a vypnutie zobrazenia textúr
• combo box s výberom farby žonglérskych objektov
• combo box s výberom scény, v ktorej má animácia prebiehať
Na pravej strane zostali ostatné ovládacie prvky:
• zaškrtávacie polícko na zapnutie a vypnutie zobrazenia osí - pre lepší prehľad pri
prázdnej scéne





V predchádzajúcej kapitole 5 som popísal podrobne návrh používateľského rozhrania. Použi-
té snímky boli už z finálnej aplikácie. V tejto časti sa budem venovať samotnej tvorbe rozhra-
nia, použitým nástrojom a možnostiam na aké som pri tvorbe narazil. Návrh so záložkami
takto detailne rozoberať nebudem, keďže ten som vytváral v QT toolkite a v samotnej ap-
likácii nie je tento postup použitý. Táto kapitola sa teda zaoberá výhradne implementáciou
grafického používateľského rozhrania pod .Net frameworkom.
V časti kde som popisoval XNA framework 2.3 som ako jednu z výhod označil možnosť
tvorby aplikácií pre hernú konzolu Xbox 360. Pri návrhu používateľského rozhrania som
vychádzal z možností WPF, ktoré ale nie je na zariadeniach Xbox podporované. Po úvahe
som ale usúdil, že využitie na tejto platforme je diskutabilné, keďže nejde priamo o hru, ale
skôr aplikáciu, ktorá má žonglérom zjednodušiť učenie sa konkrétnych siteswapov. Preto
som tvorbu vlastného používateľského rozhrania len pomocou nástrojov dostupných v XNA
frameworku zavrhol a sústredil sa len na platformu Microsoft Windows, ktorá podporuje
celý .Net framework vrátane WPF.
6.1 Hosťovanie komponentov
Ďalším problémom na ktorý som narazil bolo súčasné používanie XNA a WPF v jednej
aplikácii, keďže nejde o štandardné riešenie používané vo väčšine hier tvorených pomocou
XNA frameworku.
Ako prvú možnosť som zvolil, že hlavné okno aplikácie je tvorené XNA frameworkom
a v ňom je hosťovaný komponent WPF ako prvok používateľského rozhrania. Pri tomto
riešení som však narazil na to, že XNA v základnom nastavení odchytáva všetky stlačené
klávesy a keďže v používateľskom rozhraní mám textové pole, do ktorého majú byť zadávané
používateľské siteswapy, znamenala táto vlastnosť pre moju aplikáciu problém.
Riešenie pomocou predávania stlačených kláves ovládaciemu panelu programátorsky
som považoval v rámci danej aplikácie za zbytočne zložité a neefektívne, takže som vyskúšal
iný prístup. Na tvorbu hlavného okna som použil API Windows Forms, ktoré obsahuje zák-
ladné prvky grafického používateľského rozhrania pre aplikácie na platforme Microsoft Win-
dows. V tomto momente sa naskytla otázka, prečo nevytvoriť celé používateľské rozhranie
pomocou Windows Forms, ale chcel som ukázať využitie WPF a modifikovať si jednotlivé
prvky používateľského rozhrania. V tomto aspekte majú Windows Forms značne obmedzené
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možnosti a nástroje na tvorbu vlastných ovládacích prvkov v porovnaní s WPF, ktoré je na
tento účel priamo vytvorené. Vo výsledku teda používam Windows Forms len ako hostiteľské
okno pre XNA framework a pre používateľské rozhranie vytvorené pomocou WPF. Na hosťo-
vanie XNA používam komponent PictureBox, ktorý mi slúži ako plocha na vykresľovanie
obsahu pre XNA. WPF menu hosťuje hlavné okno v objekte triedy ElementHost.
Zmena veľkosti menu podľa počtu zobrazených častí je zabezpečená pomocou dynamic-
kej zmeny veľkosti hostiteľského komponentu používateľského menu. Pri stlačení príslušného
tlačidla na zobrazenie alebo skrytie niektorej časti menu je volaná metóda, ktorá zistí veľkosť
potrebnú na vykreslenie menu, ktoré má byť aktuálne zobrazené a podľa tejto hodnoty
nastaví veľkosť objektu ElementHost v ktorom je WPF menu umiestnené.
6.2 Tvorba menu vo WPF
Po vybraní spôsobu akým budem vkladať menu do aplikácie, začala fáza tvorby samotnej
komponenty používateľského rozhrania.
WPF používa striktné oddelenie dizajnu ovládacích prvkov od ich funkčnej stránky.
Táto vlastnosť ponúka možnosť jednoducho meniť grafický návrh bez nutnosti zasahovania
do zdrojového kódu prevádzajúceho výpočty. Toto je jedna z veľkých výhod používania
WPF, keď môže dizajnér pracovať nezávisle na programátorovi, pričom musí byť zrejmé len
to, aké prvky rozhrania majú byť zahrnuté. Následne je možné pracovať samostatne, pričom
programátor vytvára akcie, ktoré sa majú vykonať po interakcii s jednotlivými ovládacími
prvkami a pracuje napríklad len s jednoduchou verziou používateľského rozhrania. Vďaka
tomuto deleniu môže teda programátor vytvoriť funkčnú aplikáciu bez nutnej znalosti pres-
ného rozmiestnenia prvkov používateľského rozhrania a ich výslednej podoby. Dizajnér na
druhej strane nepotrebuje vedieť nič o programovaní funkčnej stránky ovládania. Stačí mu
neformálna špecifikácia funkcie jednotlivých ovládacích prvkov aby ich mohol rozmiestniť
čo najefektívnejšie pre koncového používateľa. Vďaka tomuto konceptu sa teda dá tvoriť
efektívne návrh používateľského rozhrania a konzultovať ho s používateľom pre ktorého je
určený bez nutnosti toho, aby bol program v pozadí funkčný. Tento prístup sa používa
vo všetkých aplikáciách s grafickým používateľským rozhraním. V WPF je ale oddelený aj
rôznymi programovacími jazykmi, ktoré sa na tvorbu jednotlivých časti používajú.
Na návrh dizajnu sa používa jazyk XAML (Extensible Application Markup Language),
ktorý je deklaratívny jazyk založený na XML. Pri návrhu dizajnu WPF aplikácie nie je
dizajn prekladaný do kódu. Namiesto toho je serializovaný do množiny XAML tagov. [8]
Ide teda o značkovací jazyk, ktorým sa popisujú časti používateľského rozhrania, ich vzhľad
rovnako ako aj funkcia a viazanosť na určité dáta. Zároveň existuje aj možnosť návrhu
prvkov používateľského rozhrania v WPF pomocou nástroja Microsoft Expression Blend,
ktorý je určený priamo na tento účel. Na tvorbu grafickej stránky ovládacieho panela som
teda použil tento nástroj.
Druhou časťou tvorby používateľského rozhrania je jeho funkčná stránka. Táto je tvorená





XNA framework, ako som už spomínal v 2. kapitole 2.3, je sada nástrojov na tvorbu hier pre
platformy Microsoft Windows, Xbox360, Zune a Windows Phone 7. V tejto kapitole popíšem
nástroje a postupy, ktoré som využíval pri tvorbe aplikácie na vizualizáciu žonglérskych
vzorov.
7.1 Hlavné metódy triedy Game
V tejto časti sa budem venovať stručnému rozboru funkcie metód, ktoré základná trieda









Konštruktor triedy Game. Nastavuje základné vlastnosti ako cestu k priečinku s obsahom
hry. Vlastnosti pridané programátorom sa v ňom ale obvykle neinicializujú, keďže je na
tento účel určená iná metóda.
7.1.2 Metóda Run()
Metóda, ktorú treba zavolať po vytvorení objektu triedy Game na to, aby sa začala pre-
vádzať hlavná programová slučka. Metóda zavolá inicilizáciu triedy a začne opakovať slučku
hry. Táto metóda teda zodpovedá za volanie ďalších častí za behu programu. Najprv za-
volá metódy Initialize() a LoadContent(), v ktorých je obsiahnutá inicializácia vlastností
objektu a následne pomocou metód Update() a Draw() v pravidelných intervaloch počíta
a vykresľuje aktuálnu scénu. Metóda je teda spustená po celú dobu behu aplikácie.
26
7.1.3 Metóda Initialize()
Inicializácia vlastností objektu triedy Game prebieha v tejto metóde. Volá sa po spustení hry
metódou Run() ako prvá z dvojice inicializačných metód. V tejto metóde má programátor
inicializovať všetky potrebné vlastnosti počiatočnými hodnotami aby mohli byť následne
použité za behu programu. Metóda je volaná len raz na začiatku behu hry.
7.1.4 Metóda LoadContent()
Ako už názov metódy napovedá, je táto určená na načítanie herného obsahu. Jej volanie
nasleduje po metóde Initialize() keď by všetky vlastnosti mali byť inicializované. Hodnotové
vlastnosti majú v sebe teda počiatočnú hodnotu a referenčné vlastnosti sú zainicializované
obvykle ich prázdnym objektom. V tejto metóde dochádza k načítaniu obsahu ako sú herné
modely, textúry a zvuky do príslušných vlastností. Na načítanie obsahu sa používa vlastnosť
triedy Game nazvaná Content. Tento objekt obsahuje metódu Load¡¿(), ktorá načíta obsah
predkompilovaný v obsahovej rúre na základe jeho názvu a typu. Celé načítanie obsahu je
teda obvykle umiestnené v metóde LoadContent(), keďže táto sa volá len raz na začiatku
behu hry a tým je daný obsah dostupný po celý čas vykonávania ostatných častí aplikácie.
Zároveň nedochádza zbytočne k opakovanému načítaniu obsahu, čo by bola zbytočne časovo
náročná operácia.
7.1.5 Metóda Update()
Prvou z pravidelne volaných metód je metóda Update(). V programovom čase je volaná 60
– krát za sekundu a umožňuje aktualizáciu premenných potrebných na vykresľovanie scény
a celkovo pravidelné prevádzanie výpočtov potrebných na obnovovanie aktuálne vykresľo-
vaného obsahu. Táto metóda sa stará o jadro behu programu, keďže v nej sú obsiahnuté
všetky operácie, ktoré potrebuje program. Zároveň obvykle obsahuje aj spracovanie použí-
vateľského vstupu, keďže 60 – krát za sekundu je vhodný čas na kontrolovanie stlačených
kláves a pohybu myši, prípadne ovládača konzoly Xbox.
7.1.6 Metóda Draw()
Druhá metóda, ktorú programová slučka volá v pravidelných intervaloch je metóda Draw().
Táto je volaná menej často ako metóda Update(), konkrétne 2 – krát za sekundu. Je to
kvôli faktu, že obsahuje časovo náročné operácie vykresľovania scény a pri väčsej frekvencii
a veľkom počte súčasne zobrazených trojuholníkov by mohlo dochádzať na pomalších počí-
tačoch k problémom s vykreslením jednej scény v čase kedy by sa už mala vykresliť ďalšia.
Metóda teda obvykle obsahuje najprv inicializáciu plochy, na ktorú sa bude vykresľovať far-
bou pozadia a následne volanie samotných kresliacich funkcií. Tie budú rozobrané v ďalšej
časti 7.2. Metóda je teda tiež volaná v pravidelných intervaloch, vďaka čomu nie je nutné
ručne počítať čas v ktorom sa má scéna prekresľovať a volať nejaké vlastné funkcie, ale celá
táto funkcionalita je zapúzdrená a programátor sa môže sústrediť na to, čo sa má vykresľo-
vať a nemusí sa zdržovať pri tvorbe aplikácie s týmito nízkoúrovňovými aspektmi tvorby
počítačových hier.
7.1.7 Metóda UnloadContent()
Poslednou metódou, ktorej zmysel načrtnem, je metóda UnloadContent(). Slúži na uvoľne-
nie obsahu z pamäte keď je to potrebné. C# je síce jazyk, ktorý beží vo virtuálnom stroji
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s vlastným garbage collectorom, ale pri tvorbe hier je možné naraziť na situáciu, kde je
nutné načítať veľké množstvo obsahu a zahltiť tak pamäť počítača. Pre uvedené prípady
je určená táto metóda, keďže v nej sa má uvoľniť všetok načítaný obsah, aby sa pamäť po
behu programu zase uvoľnila. Výnimku tvorí obsah načítavaný pomocou ContentManagera,
teda vlastnosti Content spomínanej už v časti o načítaní obsahu 7.1.4, keďže tento obsah
je načítaný cez obsahovú rúru programu, takže po skončení je aj automaticky uvoľnený.
Metóda UnloadContent() predstavuje ďalšiu z metód, ktoré sú volané len raz v priebehu
behu programu.
7.2 Vykresľovanie 3D modelov
V tejto časti rozoberiem postupy pri vykresľovaní 3D modelov pomocou XNA frameworku.
Vykresľovanie modelov v 3D prostredí sa zakladá na vykresľovaní všetkých ich plôch.
Tento proces sa skladá z dvoch častí.
Prvou je nastavenie efektu, teda spôsobu akým má byť plocha vykreslená. XNA frame-
work obsahuje niekoľko prednastavených efektov, ktoré majú vlastné množiny nastaviteľných
parametrov. Ako príklad uvediem efekt s názvom ”BasicEffect”, ktorý má medzi parame-
trami napríklad:
• Ambient light color - farba, ktorou má byť plocha vykreslená
• Lightning enabled - povolenie nasvietenia plochy
• Texture - textúra, ktorá má byť na povrchu plochy
• Texture enabled - povolenie/zakázanie vykresľovania textúry
• World - matica obsahujúca informácie o polohe vykresľovanej plochy a jej natočení
Existuje tiež možnosť vytvoriť si vlastný efekt, ktorý by vykresľoval plochy. Kód, ktorý
efekt popisuje, je písaný v jazyku HLSL.
Druhou časťou vykresľovania je zavolanie metódy Draw(), ktorú obsahuje každá kres-
liteľná plocha.
V konečnom dôsledku teda vykresľovanie prebieha v cykle, kde sa prechádzajú všetky
plochy modelu a pri každej sa nastaví efekt a zavolá metóda Draw().
Existujú 2 prístupy k vykresľovaniu 3D objektov. Keďže v aplikácii som použil oba,
spomeniem vytváranie 3D primitív a ich použitie pri vykresľovaní a v ďalšej časti sa zame-
riam na vykresľovanie modelov exportovaných z modelovacích aplikácií. V poslednej časti
sa zamerám na ovládanie pohybu modelov pomocou kostí priamo z programovej slučky hry.
7.2.1 3D primitíva
3D primitíva sa v XNA dajú definovať a vykresliť. Definícia prebieha pomocou ich krajných
bodov. Tieto majú vždy isté vlastnosti, ktoré musia obsahovať. Týmto postupom sa dajú
vykresľovať rôzne typy objektov, či už jednofarebné, alebo objekty s textúrou a podľa toho
sa delí štruktúra bodov na viacero typov:
• vrchol s pozíciou a farbou
• vrchol s pozíciou a textúrou
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• vrchol s pozíciou, farbou a textúrou
• vrchol s pozíciou, normálou a textúrou
Každá čiara je definovaná dvoma bodmi, logicky rovnako každý trojuholník troma
bodmi, k tomuto treba prihliadať pri vytváraní bodov. Ďalej ak chceme farbiť primitíva len
pomocou určenia konkrétnej farby, použijeme vrchol s pozíciou a farbou, kde farbu môžeme
nastaviť. Keď však chceme použiť na zafarbenie povrchu trojuholníku textúru, musíme nas-
taviť aj jej normálu. Trojuholník ma totiž v trojrozmernom priestore 2 strany a musíme
zvoliť, ktorá sa má vyplniť textúrou. Rubová strana (teda tá, na ktorej nie je textúre) je
totiž priesvitná. Toto dosiahneme pomocou nastavenia normály smerujúcej kolmo smerom,
z ktorého má byť trojuholník viditeľný. Na toto slúži atribút v štruktúre vrchol s pozíciou,
normálou a textúrou. Pri vykresľovaní primitív s textúrou som teda v tejto časti použil túto
štruktúru.
Vykresľovanie primitív je implementované pomocou metódy DrawPrimitives(), ktorá
vykresľuje plochy podľa poľa bodov, tie sú jej predané ako parameter. Pomocou tejto metódy
sa dajú vykresľovať rôzne druhy primitív:
• zoznam bodov - berie body z poľa bodov po jednom a vykresľuje ich
• zoznam čiar - berie vždy dvojice po sebe idúcich bodov z poľa bodov a vykresľuje
medzi nimi čiaru
• pás čiar - vykreslí čiaru z prvého bodu z poľa bodov do druhého a ďalej kreslí čiary
vždy z posledného použitého bodu do ďalšieho, vzniká tak pás čiar, ktoré sú spojené
• zoznam trojuholníkov - berie vždy trojice po sebe idúcich bodov z poľa bodov a vykresľuje
trojuholník medzi nimi
• pás trojuholníkov - vykreslí trojuholník medzi prvými troma bodmi z poľa bodov
a následne berie vždy jeden bod a vykreslí trojuholník medzi týmto bodom a dvoma
predchádzajúcimi bodmi, vďaka tomuto spôsobu vykresľovania treba každý bod v súvislej
ploche definovať len raz
• vejár trojuholníkov - vykreslí trojuholník medzi prvými troma bodmi z poľa bodov
a následne berie vždy jeden bod a vykreslí trojuholník medzi prvým bodom v zozname,
aktuálnym bodom a jeho predchodcom, vzniká tak v podstate kruh trojuholníkov, čo
môže byť v niektorých situáciách užitočné
Pri vykresľovaní 3D primitív teda treba najprv vytvoriť pole, v ktorom sú definované
jednotlivé body primitív (ich súradnice a ostatné parametre) a následne zavolať metódu
DrawPrimitives(). Tá dostane ako parametre typ primitív, ktoré sa majú vykresľovať, index
prvého bodu v poli a počet primitív, ktoré sa majú vykresliť.
Tento postup som použil v aplikácii na vykresľovanie dvoch modelov. Jedným sú osi,
ktoré používajú ”zoznam čiar”a slúžia hlavne na orientáciu v 3D priestore. Podstatnejšou
časťou je podlaha, ktorá je tiež vykresľovaná pomocou primitív. V tomto prípade používam
”zoznam trojuholníkov”na vykreslenie podlahy v trojdimenzionálnom prostredí.
29
7.2.2 Exportované modely
Vykresľovanie 3D primitív vysvetlené v predchádzajúcej časti 7.2.1 je síce dostatočné na
vykreslenie jednoduchých telies, ale nutnosť definovať všetky body a vlastnosti priamo robí
tento spôsob nevhodným pri vykresľovaní zložitých modelov s veľkým počtom trojuhol-
níkov. Na tento účel je v XNA možné využiť vykresľovanie modelov. Tým myslím modely
vytvorené v nejakom externom programe na tvorbu 3D modelov. Za všetky spomeniem pro-
gram 3D Studio Max od spoločnosti Autodesk, ktorý som použil na tvorbu modelov potreb-
ných v aplikácii. XNA však nepodporuje proprietárne formáty súborov, ktoré používajú jed-
notlivé modelovacie programy. Všetky modely zahrnuté v programe sa prekladajú pomocou
obsahovej rúry na formát ”.xnb”pri preklade programu, ktorý je následne možné použiť
v aplikácii. Obsahová Obsahová rúra podporuje 2 formáty modelov, súbory s príponou
”.x”a ”.fbx”. Pre 3D Studio Max existuje exportér modelov do tohto formátu s názvom
Panda DirectX Exporter, ktorý je navrhnutý priamo pre export modelov z tohto modelo-
vacieho prostredia pre aplikácie v vytvárané pomocou XNA frameworku.
Vytváranie modelov v 3D Studio Max na tomto mieste popisovať nebudem, nakoľko
toto nebolo podstatnou súčasťou zadania tejto práce a na internete existuje veľké množstvo
materiálov vysvetľujúcich tento aspekt. Rozoberiem ale použitie modelov v aplikácii XNA
frameworku. Každý model obsahuje definíciu jednotlivých svojich častí, ich polohu a tex-
túru, ktorou majú byť pokryté. Ako som už spomínal vyššie v tejto kapitole, vykresľovanie
prebieha pomocou nastavovania parametrov efektu a následného volania metódy Draw()
pre každú plochu modelu. V praxi teda v cykle prechádzam všetky plochy modelu a pre
každú opakujem túto procedúru.
7.2.3 Pohyb modelov
Pri vytváraní aplikácie som potreboval aby sa modely nielen staticky vykresľovali na určitom
mieste, ale aby sa aj pohybovali v čase. Použil som dva spôsoby pohybu, ktoré popíšem
podrobne v tejto časti.
Prvým z nich je pohyb celého modelu v priestore. Pri vykresľovaní modelu sa dá nastaviť
jeho poloha a natočenie pomocou parametrov jeho efektov. Pri vizualizácii žonglérskych
vzorov je podstatnou časťou pohybu pohyb po krivkách, ktoré predstavujú dráhu letu
žonglérskeho objektu. XNA framework na tento účel obsahuje triedu Curve, ktorá dokáže
vypočítať na základe vložených parametrov polohu. Jej hlavná časť je dynamické pole ob-
jektov typu CurveKey, ktoré obsahujú informácie o hodnote v jednotlivých bodoch krivky.
Každý z týchto bodov obsahuje pozíciu na krivke a hodnotu, ktorú má v tejto pozícii
nadobudnúť. Takto sa dá simulovať pohyb žonglérskeho objektu v čase, keď sa zadá niekoľko
bodov v rôznych časoch po celej trajektórii krivky a potom sa získava pomocou metódy
Evaluate() hodnota v konkrétnych bodoch (aj mimo stanovené konštantné body). Tento
postup som využil pri tvorbe pohybu žonglérskych objektov pri 3D animácii.
Zistil som, že na simuláciu jednodlivých žonglérskych vzorov mi stačí definovať štyri
rôzne trajektórie. Dve trajektórie sú pre hod s nepárnym označením, ktorý prebieha medzi
oboma rukami. V tomto prípade teda mám definované trajektórie pre hod z ľavej ruky do
pravej a naopak. Ďalším typom krivky, po ktorej sa žonglérske objekty môžu pohybovať je
hod, ktorý smeruje do tej istej ruky z ktorej bol vyhodený. Ide o hody označené párnym
číslom a pre tento typ som definoval opäť dve krivky, jednu pre každú ruku. Výšku hodu
a jeho trvanie som simuloval pomocou násobenia definovaných konštánt (vyjadrujúcich
jednotlivé trajektórie) číslom hodu. Vďaka tomuto postupu teda napríklad hod, ktorý má
trvať 6 dôb naozaj trvá dlhšie ako hod na 3 doby a žonglérsky objekt je pri ňom vyhadzovaný
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do dvojnásobnej výšky, čo je rovnaké ako v žonglérskej praxi.
Ďalej som potreboval vytvoriť pohyb modelu žongléra. V 3D modeloch existuje koncept
kostí, ktorý som sa rozhodol využiť pri pohybovaní rukami žongléra. Kosti majú hierar-
chickú stromovú štruktúru. Pri pohybe kosťami platia 2 základné pravidlá:
• otcovská kosť vždy smeruje k základni synovskej kosti
• základňa synovskej kosti je umiestnená na konci otcovskej kosti
Tieto pravidlá zabezpečujú konzistenciu štruktúry kostry v priestore nech sa ňou hýbe
akokoľvek. Kostiam sa dá nastaviť okolie na ktoré ich pohyb vplýva. Takto sa dá každej
časti modelu prideliť nejaká kosť a keď sa hýbu kosti, pohybuje sa aj samotný model, čo
vytvára plynulé prechody a deformáciu častí, ktorých veľkosť sa pri pohybe kostí mení, čo
je napríklad v organických modeloch vhodné chovanie.
Pri svojej práci som narazil na dva rôzne prístupy k animácii modelu s kosťami. Jeden
prístup zahŕňal programátorské hýbanie kosťami, keď sa polohy jednotlivých kostí nastavo-
vali z programu. Tento postup by ale vyžadoval zložité výpočty natočenia kosti, ktoré by
bolo treba prevádzať.
Zaujalo ma ale iné riešenie tejto problematiky a síce tvorba animácií priamo v modelo-
vacom prostredí a ich následný export spolu s modelom. Toto riešenie je implementované
vo vzorovej aplikácii k XNA frameworku a je dostupný pod licenciou Microsoft Permis-
sive License, takže je možné ho využiť v nekomerčných produktoch. Dostupný je na we-
bovej stránke [1]. Rozhodol som sa teda pre tento postup a použil implementáciu dostupnú
v uvedenom príklade, ktorú som modifikoval pre vlastné potreby. Spôsob vykresľovania
som nemenil, ale zmeny sa týkali času, v ktorom boli vykresľované jednotlivé časti animá-
cie, nakoľko bolo treba animáciu zrýchľovať a spomaľovať na základe aktuálneho nastavenia
programu.
Ako model pre postavu žongléra som použil voľne prístupný model mužskej postavy




Súčasťou práce bolo aj vytvorenie online stránky, ktorá má slúžiť na zdieľanie zaujímavých
žonglérskych vzorov a z ktorej by si program dokázal stiahnuť zoznam siteswapov. Toto
rozhranie je prístupné na online stránke [3].
Táto časť nie je nosnou časťou zadania, keďže tou je samotná vizualizácia žonglérskych
vzorov. Preto som sa rozhodol vytvoriť len jednoduché rozhranie, ktoré by spĺňalo túto
požiadavku zadania, ale obsahovalo len základnú funkcionalitu.
Ako som už spomínal, pri tvorbe samotnej aplikácie som sa istý čas zaoberal aj platfor-
mou Microsoft Silverlight, ktorá sa používa v súčasnej dobe hlavne na tvorbu obsahu online
stránok pre web 2.0. Zjednodušene by sa dalo povedať, že Silverlight je akási multiplat-
formná podmnožina WPF. [7] Keďže som v aplikácii na vizualizáciu žonglérskych vzorov
vytváral používateľské rozhranie práve pomocou Windows Presentation Foundation, bol
návrh používateľského rozhrania prostredníctvom Microsoft Silverlight pre mňa vhodnou
voľbou a preto som sa rozhodol použiť túto platformu na tvorbu online stránky slúžiacej
na prezentáciu aplikácie.
Online stránka prezentujúca aplikáciu by ju mala istým spôsobom charakterizovať a pred-
staviť používateľovi, ktorý ešte so samotným programom neprišiel do styku. Toto sa v prí-
pade mojej stránky odráža hlavne v použitej farebnej škále, ktorá korešponduje s farbami
používateľského rozhrania v oﬄine aplikácii. Stránka je rozdelená na 3 sekcie podľa ich
funkcie. Medzi jednotlivými sekciami sa používateľ prepína pomocou menu, ktoré je umiest-
nené v pravej hornej časti stránky a obsahuje odkazy na jednotlivé časti. Každá sekcia ob-
sahuje v ľavom hornom rohu popis, podľa ktorého sa môže používateľ orientovať na ktorej
časti sa práve nachádza. Ďalším spoločným znamkom, ktorý obsahujú všetky podstránky sú
uvedené logá Vysokého učení technického v Brne a Fakulty informačních technologií, pod
ktorú táto bakalárska práca patrí. V spodnej časti strany sa ešte nachádza päta stránky,
ktorá je rovnako spoločná pre všetky sekcie a nachádza sa v nej kontakt na tvorcu aplikácie.
Ostatné časti podstránok sú pre každú špecifické podľa funkcie, akú daná časť má.
8.1 Úvodná stránka
Úvodná stránka prezentuje aplikáciu pre používateľa, ktorý s ňou ešte nepracoval. Je
vizuálne rozdelená na 2 časti. V ľavej časti stránky je umiestnené video, ktoré prezen-
tuje moju aplikáciu. Toto video je prehrávané v slučke a predstavuje základné chovanie
programu a jeho najpodstatnejšie vlastnosti. V pravej časti úvodnej strany je umiestnený
textový popis základných vlastností, ktoré program obsahuje.
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8.2 Stránka so žonglérskymi vzormi
V druhej sekcii je zobrazený zoznam žonglérskych siteswapov a informácií k nim. V ľavej
časti je zoznam, v ktorom sa dajú označovať jednotlivé žonglérske vzory. Pod týmto zoz-
namom je umiestnené tlačidlo na pridávanie žonglérskych vzorov. Po jeho stlačení sa zobrazí
formulár, do ktorého používateľ zadá názov siteswapu, jeho popis a môže tiež pridať video
charakterizujúce tento žonglérsky vzor. Všetky siteswapy sú ukladané do konfiguračného
súboru, ktorý slúži na zobrazenie zoznamu na stránke. Zároveň tento súbor ale využíva aj
oﬄine aplikácia, ktorá si ho dokáže stiahnuť a zobraziť zoznam siteswapov na výber pre
používateľa.
V pravej časti strany sú umiestnené informácie o žonglérskom vzore, ktorý je práve
označený. Vo vrchnej časti sa nachádza textový popis, ktorý používateľ zadal pri vkladaní
žonglérskeho vzoru a ktorý slúži na priblíženie vzoru slovným popisom (niektoré siteswapy
majú ustálené pomenovania pod ktorými ich pozná väčšina žonglérov, takže v tomto mies-
te ich je vhodné spomenúť). Pod slovným popisom je umiestnené video, ktoré zobrazuje
označený siteswap. V prípade, že sa na serveri nenachádza žiadne video k aktuálnemu
žonglérskemu vzoru, je v časi, kde by sa normálne nachádzalo video, zobrazené chybové
hlásenie a tlačidlo, ktoré umožní používateľovi nahrať vlastné video. Po kliknutí na toto
tlačidlo sa zobrazí dialóg na otváranie súborov a používateľ môže vybrať video vo vhodnom
formáte. Po výbere súboru a potvrdení dialógu sa zobrazuje stav nahrávania súboru na
server, pomocou indikátora priebehu môže používateľ sledovať postup nahrávania videa
na online server. Čítanie a nahrávanie videa prebieha asynchrónne, takže je možné počas
nahrávania pokračovať v prehliadaní stránky a prvky používateľského rozhrania reagujú
obvyklým spôsobom.
8.3 Stránka na sťahovanie súborov
Posledná sekcia online stránky obsahuje odkazy na stiahnutie súborov aplikácie na vizuali-
záciu žonglérskych vzorov. Na rozdiel od predchádzajúcich častí teda neobsahuje žiadny
dynamický obsah ale len jednoduché hypertextové odkazy. Prvý z nich ponúka užívateľovi
možnosť stiahnuť si aplikáciu vo forme diskového obrazu, ktorý je možný napáliť na CD
nosič a z neho nainštalovať do počítača. Ďalšou možnosťou je stiahnuť aplikáciu vo forme
archívu, ktorý obsahuje inštalátor programu.





Témou tejto bakalárskej práce bolo vytvorenie aplikácie, ktorá by zobrazovala žonglérske
vzory v 3D prostredí. Tento cieľ sa mi podarilo splniť. Program zobrazuje postavu žonglu-
júcu s troma druhmi žonglérskych objektov. Je tiež na výber zobrazenie rôznych prostredí,
v ktorých sa animácia odohráva. Pri analýze existujúcich riešení a následnej tvorbe návrhu
aplikácie sa ako najväčší problém doterajších riešení ukázalo nevhodné užívateľské rozhranie.
Tento aspekt bol oproti vzorovým programom úplne zmenený do podoby, ktorá je použiteľná
aj pre neskúsených používateľov. Umožňuje základné nastavenia aplikácie ako výber rýchlosti
animácie, počtu žonglérskych objektov, ich typu alebo farby, zároveň aj zadávanie vlastných
siteswapov, ktoré používateľ môže vpisovať pomocou sekvencie čísel.
Ďalšou časťou práce je online stránka prezentujúca aplikáciu. Táto obsahuje základné
informácie o programe, zoznam použitých žonglérskych siteswapov a odkazy na stiahnutie
samotného programu. Predstavuje teda jednoduché rozhranie pre používateľa, ktorý má
záujem o aplikáciu tohto typu aby si mohol pozrieť jej prezentáciu a následne stiahnuť
program.
Táto práca má ale aj možnosti v rozširovaní funkcionality. Medzi hlavné časti, ktoré
stoja za pozornosť pre ďalší vývoj je pouz´itie zápisu žonglérskych vzorov pomocou rozšírenej
siteswapovej notácie a teda možnosť popísať rôzne spôsoby hodov, uchopení a miest, z ktorých
je žonglérsky objekt hádzaný. Táto vlastnosť je pre bežného žongléra, ktorý je zamýšľaný
ako cieľový používateľ aplikácie, natoľko nepoužiteľná, že v aplikácii som sa ju momentálne
rozhodol neimplementovať. Pri rozširovaní programu o ďalšiu funkčnosť by som však k to-
muto kroku určite pristúpil ako k súčasti nastavení pre pokročilých používateľov. Medzi
možnosti na rozšírenie aplikácie patrí tiež vytvorenie prvku na zadávanie žonglérskych
vzorov inou formou ako pomocou siteswapovej notácie. Tá je síce v žonglérskej komunite
rozšírená, ale laici môžu dať prednosť priamemu grafickému zadávaniu žonglérskych vzorov.
Táto zmena v používateľskom rozhraní by však musela byť najprv detailne navrhnutá
a konzultovaná s čo najväčšou množinou cieľových používateľov, aby vyhovovala ich potre-
bám. Preto by som túto funkcionalitu zaradil až na neskoršie miesto v prípadných rozšíre-
niach. Určite všal predpokladám, že program nezostane v tej podobe, v ktorej sa nachádza
v čase jeho tvorby ako súčasti bakalárskej práce, ale že sa bude ďalej rozvíjať o nové prvky.
Program je ale už teraz plnohodnotným nástrojom na vizualizáciu žonglérskych vzorov
a v momentálnej fáze záleži hlavne na žonglérskej komunite ako jeho prevedenie prijme
a aké zlepšenia prípadne navrhne do budúceho vývoja.
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V tejto prílohe stručne priblížim triedny návrh aplikácie, aké triedy som pri tvorbe aplikácie
použil a na čo slúžia. Triedy sú uvedené v abecednom poradí. Popisujem len vlastné triedy,
časť programu, ktorú som použil zo vzorovej aplikácie je dostatočne zdokumentovaná na
jej internetových stránkach [1].
A.1 Trieda Constants
Trieda, ktorá obsahuje konštanty potrebné za behu programu, hlavne prednastavené hod-
noty niektorých premenných a cesty ku konfiguračným súborom.
A.2 Trieda CurrentState
Aktuálne nastavenie používané za behu programu obsahuje táto trieda. Sú v nej teda naprík-
lad premenné určujúce aktuálnu farbu žonglérskych objektov, pohľad na scénu, rýchlosť
animácie.
A.3 Trieda GameModel
Trieda zapúzdrujúca vykresľovanie modelov na obrazovku. Táto trieda zabezpečuje vykresľo-
vanie modelov, ktoré nemajú pohyblivé časti, teda všetkých modelov v programe okrem
postavy žongléra. Trieda vykresľuje model, ktorý je zadaný ako parameter konštruktora
na miesto v 3D prostredí, ktorého poloha je predaná parametrom. Hlavná metóda, ktorú
trieda obsahuje je metóda Draw() zodpovedná za vykresľovanie modelu na scénu pričom
prechádza všetky jeho časti a postupne ich vykresľuje s aktuálnym efektom. Druhá pod-
statná je metóda Update(), ktorá slúži na nastavovanie nových parametrov vykresľovania,
teda polohy, rotácie a farby nasvietenia.
A.4 Trieda JugglingSimulator
JugglingSimulator je hlavná trieda XNA, dediaca od triedy ”Microsoft.Xna.Framework.Game”.
Popis hlavných častí tejto triedy už bol rozobratý v texte bakalárskej práce 7.1. Okrem
týchto je ale trieda doplnená o metódy na vykresľovanie ósí a postavy žongléra, keďže tieto
metódy sú rozsahom malé a boli pridávané až dodatočne s tým, že konceptuálne nezapadali
do žiadnej inej triedy.
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Ako poslednú spomeniem metódu WriteModelStructure(), ktorú som využil pri ladení
načítania modelov pomocou obsahovej rúry. Metóda zapíše prehľadne štruktúru modelu do
súboru, pričom zahrnie jeho viditeľné časti rovnako ako kosti, ktoré model obsahuje a väzby
medzi nimi. Táto metóda vo výslednom programe nie je používaná, zostala ale zachovaná
z dôvodu možností na rozširovanie aplikácie, aby bolo možné ju použiť aj pri ďalšom vývoji.
A.5 Trieda MainWindow
Hlavné okno aplikácie je implementované v tejto triede. Ide vlastne o formulár, ktorý dedí z
triedy ”System.Windows.Forms.Form”a slúži ako hostiteľské okno pre vykresľovanie použí-
vateľského rozhrania a animácie. Obsahuje, ako som už písal v texte práce 6.1, prvok
PictureBox, na ktorý vykresľuje svoj obsah XNA framework a ďalej prvok ElementHost,
kde je hosťovaný komponent používateľského rozhrania vo forme WPF prvku.
Čo sa týka metód, ponúka trieda MainWindow okrem konštruktora len dve metódy,
jednou je metóda getDrawSurface() slúžiaca na získanie prístupu k ploche na ktorú má XNA
framework vykresľovať. Druhou metódou je obsluha reagujúca na zmenu veľkosti okna, v
ktorej sa prevedú príslušné transformácie aby používateľské rozhranie zostalo kompaktné,
nezávisle na veľkosti alebo posunutí okna aplikácie.
A.6 Trieda Network
Trieda implementujúca sieťovú komunikáciu potrebnú na sťahovanie konfiguračného súboru
je ďalšou z relatívne malých tried, ktorá obsahuje len jednu verejnú metódu, ktorá slúži
práve na stiahnutie súboru.
A.7 Trieda Pattern
Žonglérske vzory, ktoré sú podstatnou časťou aplikácie, sú spracovávané pomocou triedy
Pattern. Obsahuje metódy na rozloženie reťazca čísel siteswapu do podoby, ktorú potrebuje
program na správnu funkciu, tiež aj načítanie žonglérskych vzorov z konfiguračného súboru.
Veľmi podstatnou je tiež metóda GetPosition(), ktorá vracia pozíciu modelu v čase na
základe zadaných parametrov.
A.8 Trieda Program
Metóda Main() je umiestnená v triede Program. Najprv zainicializuje konštanty a aktuálny
stav premenných, po čom vytvorí inštanciu hlavného okna aplikácie a tiež objekt triedy
JugglingSimulator, ktorý zapúzdruje ostatnú funkčnosť aplikácie.
A.9 Trieda SurroundingPrimitive
SurroundingPrimitive je trieda, ktorá obsahuje vytváranie a vykresľovanie 3D primitív.
V aplikácii je síce tento postup použitý iba na vykresľovanie dvojrozmernej plochy v 3D
priestore, ale trieda obsahuje aj metódy na vykreslenie kocky a kocky s obrátenými nor-
málami. Tieto časti vznikli v priebehu vývoja aplikácie a zostali zachované pre ich prípadné
možné využitie do budúcnosti na vykresľovanie jednoduchých modelov v scéne.
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A.10 Trieda Surroundings
Táto trieda zapúzdruje vykresľovanie primitív scény. Má definované isté vlastnosti, podľa
ktorých je schopná vykresliť požadovanú scénu s využitím 3D primitív a 3D modelov. Ako
parametre dostáva zoznam modelov, ktoré majú byť vykreslené a textúru, ktorá má byť
použitá na vykreslenie podlahy pomocou 3D primitív. Po volaní metódy Draw() vykreslí
všetky tieto časti.
A.11 Trieda UserControl1
Triedu, ktorej bolo venovaného najviac priestoru v tejto bakalárskej práci, predstavuje
trieda UserControl1, implementujúca používateľské rozhranie aplikácie. O tom už bolo
spomenutých dosť informácií v samostatnej kapitole 5.3, takže len spomeniem, že dedí
od triedy
”System.Windows.Controls.Usercontrol”a obsahuje menu, ktoré používateľ aplikácie používa
na jej ovládanie za behu programu.
38
