In this paper, a novel discrete cuckoo search algorithm to solve the travelling salesman problem (TSP) is proposed. The algorithm is based on the continuous cuckoo search with brood parasitic behaviour and Lévy flight. The algorithm does not save the initial routes in the bulletin board, until the segment between each city and adjacent cities partially are reversed. In each generation, an each cuckoo searches a new nest and abandons the old one to decrease the TSP route. In order to accelerate the discrete cuckoo search algorithm convergence speed, the proposed algorithm applies learning operator, 'A' operator and 3-opt operator to the bulletin board. The numerical experiment results show that the proposed algorithm can find the global optimal solution with rapid convergences and stable generation.
Introduction
Cuckoo search (CS) algorithm was proposed by Yang and Deb in 2009 (Yang and Deb, 2009; Yang, 2010) . It was inspired by the obligate brood parasitism of some cuckoo species by laying their eggs in the nests of other host birds (of other species). CS gradually aroused scholars' close attention, and has been applied to solve other problems with great success. For example, the applications of CS into engineering optimisation problems have shown its promising efficiency (Yang and Deb, 2010) . A promising discrete cuckoo search (DCS) algorithm is recently proposed to solve nurse scheduling problem (Tein and Ramli, 2010 ). An efficient computation approach based on CS has been proposed for data fusion in wireless sensor networks (Dhivya and Sundarambal, 2011) . A new quantum-inspired CS was proposed to solve knapsack problems (Layeb, 2012) . A multi-objective CS method has been formulated to deal with multi-criteria optimisation problems (Yang and Deb, 2011) . A modification of the standard cuckoo search was made by Walton et al. with the aim to speed up convergence (Walton et al., 2011; Zheng and Zhou, 2012) . More recent studies suggest that CS can outperform other algorithms in milling applications (Yildiz, 2012) , manufacturing scheduling (Burnwal and Deb, 2012) , and boundary value problems (Noghrehabadi et al., 2011) .
Metaheuristics are used for combinatorial optimisation in which an optimal solution is sought over a discrete search-space. A classical example is the travelling salesman problem (TSP), which is also a classical NP-hard problem in the field of combinatorial optimisation (Chen and Wang, 2007) . TSP can be describe as follows: given a complete undirected graph G = (V, A), V being the vertex set and A being the arc set, with nonnegative costs associated with its arcs, find a minimum cost circuit in G passing through each vertex exactly once (Yildiz, 2012) . The TSP can easily be solved by enumeration method when the number of cities is few, however, the TSP is very hard to solve under an acceptable computational time when the number of cities is very large.
Although several exact algorithms (such as dynamic programming, branch-and bound and linear programming) have shown its promising efficiency for solving TSP, the metaheuristics or heuristics shown its potential promising performance as well. There are many metaheuristics or heuristics proposed to solve the TSP, for example, ant colony optimisation (ACO) (Ji et al., 2010) , glowworm swarm optimisation (GSO) (Zhou and Huang, 2012) ] and others (Yan et al., 2007; Ouaarab et al., 2013; Jati et al., 2021) . These techniques are known to be efficient in the search of a space solution providing optimal values. In order to extend the application of CS, this article proposed a DCS algorithm to solve the TSP.
The rest of this article is organised as follows. The CS and related notion are described in Sections 2. The DCS algorithm for TSP is described detailed in Section 3. The experimental results of the DCS and comparisons with other previous algorithms are shown in Section 4. In the last section, we conclude this paper and point out some future work in Section 5.
Basic operator and algorithm

Basic operator
• Inver-over operator (IO) : The IO is presented by Tao and Michalewicz in 1999, this operator is used to solve TSP as well (Guo and Michalewicz, 1998) . The IO includes two operator, inverse and crossover, and the IO is illustrated as follows:
• Inversion operator: Firstly, two cities C and C′ are selected randomly in individual S, and then these cities between the successor of C and C′ (include C′ ) are inversed. For example, individual S = (1, 2, 3, 4, 5, 6, 7, 8) , C = 2 and C′ = 6, after inverse operator, a new individual is (1, 2, 6, 5, 4, 3, 7, 8 ).
• Crossover operator: Firstly, a city C is selected randomly in individual S, and the successor of C in another individual S′ is recorded as . C′ Secondly, these cities between the successor of C and C′ (include C′ ) are inversed in individual S. If the city C′ and city C are neighbouring, the inversion operator is cancelled. For example, individual S = (1, 2, 3, 4, 5, 6, 7, 8) , C = 2, another individual S′ = (1, 3, 5, 6, 8, 4, 2, 7) , according to this operator, C′ = 7, the substring 3-7 in individual S is inversed, the new individual is (1, 2, 7, 6, 5, 4, 3, 8) .
IO combines features of inversion (or mutation) and crossover. Experimental results reported in Layeb (2012) indicate clearly that the IO is significantly better than random inversion. This kind of IO can easily construct the access path that does not exist in the intersectant edges, and this operator makes the convergence rate of algorithm is fast in the early iterations.
Cuckoo search algorithm
Brood parasitism of cuckoo species
CS was inspired by the obligate brood parasitism of some cuckoo species by laying their eggs in the nests of other host birds (of other species). Some host birds can engage in direct conflict with the intruding cuckoos. For example, if a host bird discovers the eggs are not their own, it will either throw these alien eggs away or simply abandon its nest and build a new nest elsewhere. Some cuckoo species such as the new world broodparasitic Tapera have evolved in such a way that female parasitic cuckoos are often very specialised in the mimicry in colours and pattern of the eggs of a few chosen host species.
CS algorithm
According to the cuckoo's behaviour, Yang and Deb proposed three idealised rules (Yang and Deb, 2009; Yang, 2010): 1 each cuckoo lays one egg at a time, and dump its egg in randomly chosen nest 2 the best nests with high quality of eggs (optimal fitness) will carry over to the next generations 3 the number of available host nests is fixed, and the egg laid by a cuckoo is discovered by the host bird with a probability p α ∈ (0, 1).
Individual: the position of a nest. It also can be viewed as the position of egg.
Population: the position of whole nests in a search space.
Based on the above rules, basic CS can be described as follows:
Step 1 Initialise objective function or fitness function
Step 2 Generate initial population: n host nests x i (i = 1, 2, ···, n)
Step 3 While termination criterion is met, go to Step 9
Step 4 Get a cuckoo i randomly by Lévy flight and evaluate its quality (fitness) F i
Step 5 Choose a nest j among n, if F i > F j , replace j by the new solution
Step 6 A fraction (p α ) of worse nests are abandoned and new ones are built; the new solutions are evaluated, and the best solutions (or nests with quality solutions) are kept
Step 7 Rank the solutions and find the current best
Step 8 The iteration variable is updated, and go to Step 3
Step 9 Output experimental results.
The key of basic CS is to get a new nest (or laid a new egg) through Lévy flight. It makes the CS is simple and efficient to employ Lévy flight.
Lévy flight
Lévy flight is presented by Paul Pierre Lévy. Lévy flight is a random walk in which the step-lengths have a probability distribution that is heavy-tailed (Yang, 2010) .
Step-lengths L(s) are drawn from the Lévy distribution, often in terms of a simple power-law formula
where α > 0 is the step size which should be related to the scales of the problem of interests. In most cases, we can use α = 1, ⊕ means entry-wise multiplications, L(s) drawn from a Lévy distribution. The step length L(s) can be calculated by
where u and v are drawn from normal distributions, that is
In the case when z = n is an integer, we have Γ(z) = (n -1)!.
DCS algorithm for TSP
Many applications of CS in different optimisation problems have shown its promising efficiency. For example, for both spring design and welded beam design problems, CS obtained better solutions than existing solutions in literature (Yang and Deb, 2010) . However, many combinational optimisation problems are discrete problems. In order to apply CS into TSP, we propose a DCS algorithm based on basic CS and several good strategies.
Definitions
Assume the number of the current city is C, the distance from city C to other cities is
, the nearest city D is the next city to be visited
where dist denotes the flight distance of a cuckoo. Set B represents a set of cities that the flight distance is effective, d C,E represents that city E is the farthest city from city C; city E is a candidate city among the candidate set B.
In the process of solving TSP, the probability that each city is visited from city C is p, p = [p c,1 , p c,2 , ···, p c,m ]. The next visiting city is either the nearest city D or the farthest city E.
Basic notion for solving TSP
Individual: A tour that a cuckoo visits all cities.
Population: All tours that n cuckoos visit all cities.
Flight: The move that cuckoo flight from a nest to another nest. The selective methods of next nest refer to the description in Subsection 3.1.
Population initialisation: Generate n nests (cities) randomly.
Fitness function: In this article, the length of a whole route is regarded as fitness.
Discard:
The current nest is discarded according to the quality of individual, and new nest is generated by Lévy flight.
Bulletin board: Record the optimal n tours obtained by cuckoos.
Initial circuit construction:
A cuckoo visits all cities from its nest, and returns to its nest. Each move use Flight operation. After the initial circuit (tour) is constructed, the initial circuit needs to improve by partial inversion operator. This partial inversion operator can be described as follows: assume current city is C, the next city is the nearest city D, if cities C and D are non-adjacent, then the segment between the farthest city E and the nearest city D (includes D) carry out inversion operator, after that, the next city of C perform same partial inversion operator. The tour generated by the last city performs the inversion operator is added to bulletin board, and the last city is regarded as new nest. Figure 1 shows the flow chart of initial circuit construction. New individual generation: Assume the current cuckoo nest is C; the next visiting nest is D after Lévy flight. If the nests C and D are adjacent, then, a new individual is generated, otherwise, the individual needs to perform the inversion operator repeatedly until the total length of the tour decreases. Figure 2 shows the flow chart of new individual generation.
Learning operator: The learning operator is similar to the crossover of IO. The learning operator acts on two individuals in the bulletin board at the same time. Assume there are two individuals S 1 and S 2 . If a substring in the S 2 is better than S 1 , copy it to S 1 and change the bad of S 1 . If this substring is worse, copy corresponding substring from S 1 to S 2 and mend the bad of S 2 . They study well from each other and change bad.
For example, assume that where S 1 and S 2 are choose randomly from the Bulletin Board. Suppose the current city C = 2, the operator search for the city S 2 , which is next to 2, so the substring is '2, 7'. Thus the operator reverse the segment starts after city 2 and terminates after city 7 in the S 1 . Consequently, a new individual is 1 (1, 2, 7, 6, 5, 4, 3, 8) ,
S ′ would be saved. If not, it means that the substring '2, 7' +'3, 8' is worse than '2, 3' + '7, 8'. So the corresponding substring is '7, 8'. Therefore the segment for inversion in the S 2 starts after city '7' and terminates after city '8'. But '8' is in front of '7', the operator reverse the segment starts before '8' and ends before '7'. As a result, a new solution is produced 2 (1, 3, 5, 6, 2, 4, 8, 7) . S ′ = If the fitness of 2 S ′ is less than S 2 , 2 S ′ would be saved. The learning operator make C = 1, 2, ···, m in turn, For each value, the inversion caused by 'study well' and 'change bad' has been applied several times in the process of executing.
'A' operator: To optimise the traversal path in the shape of an 'A' word, as shown in Figure 3 . E.g., in path (1, 2, 3, 4, 5, 6, 7, 8) , we chose A = 2, A visit next the city is B = 3, B the next city is C = 4. The cuckoo after a flight, a city close to point B, suppose city for D = 7, D the next point to as E = 8. If AB + BC + DE > AC + DB + BE, then the B deleted from the original position, add to between D and E. After operation the path for (1, 2, 4, 5, 6, 7, 3, 8).
There is also another kind of special situation, city A and E coincidence. Assuming the cuckoo produced after a flight near the B city, then E = 2, and city A coincidence. In Figure 4 , if BC + AD > AC + BD, then delete BC and AD, and add AC and BD.
3-opt: 3-opt analysis involves deleting three edges in a tour, reconnecting the tour in all other possible ways, and then evaluating each reconnection method to find the optimum one. This process is then repeated for a different set of three edges. An instance is used to illustrate the 3-opt in Figure 4 , three edges (a, b), (c, d) and (e, f) are deleted randomly in tour S, the remaining segment are S 1 , S 2 and S 3 . If there are two reconnections, and the left reconnection is the best tour among all reconnections, this tour will replace the original tour. 
DCS algorithm for TSP
The complete step of DCS algorithm for TSP is described as follows:
Step 1 Initialise fitness and distance matrix.
Step 2 Generate initial population: n host nests x i (i = 1, 2, ···, n).
Step 3 Initial circuit is constructed by flight.
Step 4 The initial circuit is improved by partial inversion; the best tour is saved into bulletin board.
Step 5 When termination criterion is met, go to Step 14.
Step 6 Generate new individual by Lévy flight and evaluate its quality (fitness) F i .
Step 7 Update the optimal tour on the bulletin board by learning operator.
Step 8 Update the optimal tour on the bulletin board by 'A' operator.
Step 9 Update the optimal tour on the bulletin board by 3-opt.
Step 10 If the new tour is better than original tour, the original tour is replaced by this new tour on bulletin board.
Step 11 The worse nest is discarded with probability p α ∈ (0, 1), and then a new nest is generated by Lévy flight.
Step 12 Rank the tours on bulletin board and find out the current optimal tour.
Step 13 The iteration variable is updated, and go to Step 5.
Step 14 Output results.
Simulation experiment
Hardware environment: INSPIRON 530, 2.2GHZ, 1GB memory; Software environment: Windows XP SP3, MATLAB 2008a.
Parameter setting
Population size ps is set as 100, discard probability p α = 0.5, the parameter β in Lévy distribution is set as different value according to different instances. In general, 1 < β < 3. The repeat not stop until the optimal tour on Bulletin Board is not updated.
Result analysis and comparison
In order to evaluate the performance of statistic experimental results, the evaluation criteria adopt deviation ratio (DR) and variance.
where fit is the fitness, that is the length of best tour in DCS, TSPLIB_optimal is the optimal reference value in web TSPLIB (http://comopt.ifi.uniheidelberg.de/software/TSPLIB95/), fit avg is the average fitness, and n is the number of independent experiment.
All instances take from TSPLIB, and each instance runs independently 20 times. Tables 1 and 2 show the experimental result, where the m is the number of cities, TSPLIB optimal is the optimal solutions in web TSPLIB, β is a parameter in Lévy flight, Best is our results, W is the number of iterations when the optimal is found, and average iteration is the average of iterations (when the algorithm terminates) in 20 times independent run.
As shown as Table 1 , instances Att48 and Pr107 always can find out the optimal solution, for instances Pr76 and Pr124, DCS can find out the optimal solution with more than 90% success rates. Furthermore, DCS found out the optimal solution with more than 80% success rates for other instances in Table 1 . The results which success rate is less than 80% are listed in Table 2 .
From Table 2 , for instances when the number of cities is less than 500, the DR is less than 2%, the average DR also less than 2% for most of instances, and the variance is small. For instances when the number of cities is more than 500, the DR is greater than 2%, but the variance is small as well. From Tables 1 and 2 , we can find out the number of iterations is increasing while the number of cities, however, the increasing rate is less. In general, the convergence rate is fast, the quality of solutions is good, and the proposed DCS is stable for different TSP instances.
The DR of instances Pr144, U159 and Tsp225 is less than 0 in Table 2 , the reason is that the solutions obtained by DCS is better than the optimal solutions summarised in TSPLIB. Figures 6 to 8 show the optimal tour and corresponding convergence curve. '·' denotes a city, '*' denotes the host nest. In order to compare the performance of DCS further, Table 3 shows some optimal results of other metaheuristic, '-' represents no records in corresponding literature. The italics text represents the best result among comparative results. Table 3 Comparison of results Instance m TSPLIB optimal ACS (Ji et al., 2010) ACOMGR (Ji et al., 2010) AGSO (Zhou and Huang, 2012) FEA (Yan et al., 2007) From Table 3 , except for instance Pr136, the solutions obtained by DCS is better than ACS and ACOMGR among the 16 instances; although the solution of a part of instances is identical comparing with DCS and AGSO, DCS is superior to AGSO for instances Pr107, Pr136 and Pr226. Analogously, DCS is superior to FEA for instances StT70, Eil76 and A280. In general, the quality of solutions obtained by DCS is good. Figures 9 to 10 is the optimal tour of instances Fl1400 and Fl3795, these instances include more than 1000 cities. 
Conclusions
In this paper, a DCS algorithm is proposed to solve the TSP. The algorithm is based on the continuous CS with brood parasitic behaviour and Lévy flight. In every generation, each CS makes a new nest and abandons the old one to decrease the TSP route. In order to accelerate the convergence rate, the proposed algorithm applies learning operator, 'A' operator and 3-opt to the bulletin board. In general, the idea of new individual generation and learning operator derives from IO; however, there are some differences. The biggest difference is that the operators in the proposed algorithm applying DCS to search around the current city. In addition, the learning operator is more effective than original crossover operator. The numerical experiments results show that the proposed algorithm can find the global optimal solution with rapid convergences and stable generation. Moreover, the applications of CS into optimisation problems have shown its promising efficiency, we think that this methodology can easily be adapted to other variants of the TSP and even to other combinatorial optimisation problems.
