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Abstract 
History has shown that over the past few decades the demand for remotely controlled systems has 
become increasingly popular in both commercial and residential applications.  Having remote access 
to devices gives operators flexibly, and installs confidence about what they are monitoring is 
functioning correctly without having to be present.   With the introduction to fly-in-fly-out (FIFO) 
working routines and various other careers that required similar periods of working away, remote 
monitoring and control can help users feel that little bit closer to home.  
This project involves developing a remotely controlled, monitoring and control system for an indoor 
aquaponics system.  Having a system such as this enables users to have the ability to maintain and 
monitor an aquaponics system for a period of time without the need for human interaction.  
The purpose of this thesis is to document, and present information pertaining to the design, 
configuration, implementation, testing and final result for the monitoring and control system 
designed for this project.   By achieving this objective, the user has the ability to remotely control 
and monitor an aquaponics system via a web browser interface.  Included within this design is an 
alarming system, automated controllers, numerous sensory interfaces and data logging functionality.  
Extensive research was conducted to determine firstly, the most critical elements that needs to be 
monitored and controlled within an aquaponics system, and Secondly, how to achieve this in the 
most cost effective manner.  
Some of the key elements that have been examined and are included within this report are:  
 suitable software and development platforms 
 various sensors and displays available 
 contingency alarms, and  
 the development of suitable graphical displays.  
A Raspberry Pi performs the function of a central host and master controller.  The Raspberry Pi 
performs a vast array of tasks in relation to this project and is configured as a LAMP server.   
An Arduino Nano has been programmed as a slave device. The role of the Arduino Nano is to: 
actuate the Raspberry Pi’s requests, provide the sensory information, and to monitor some of the 
electrical hardware.  
Although this thesis is primarily focused on developing a remotely controlled monitoring and control 
system for an aquaponics assembly, the technology and concepts could very easily be applied to suit 
a wide variety of applications. 
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1 Introduction 
Aquaponics was a term coined in the early 1970s that describes the combination of an aquaculture 
and hydroponics system.  Aquaculture is the method used for farming any number of forms of 
aquatic life including fish, shellfish, and plants (Department of Marine Resources 2006).   
Hydroponics originates from the Greek words ‘Hydro’ (water) and ‘Ponos’ (labour), translating it into 
working water (Trauma 2010).  Hydroponics is the method in creating a soilless gardening system 
that will supply plant roots with the nutrients they need via recirculating water. 
Aquaponics is a system that allows the production of fish and plants within the one system.  It also 
overcomes many of the short comings that are inherent within both aquaculture and hydroponic 
systems (Aquaponics Pty Ltd 2013). When combined, the negatives from both aquaculture and the 
hydroponics are turned into positives which will enhance each other’s capabilities. The combination 
of aquaculture and the hydroponics systems creates a symbiotic relationship between the fish, the 
plants and fuelled by sun light.  This integrated system has benefits that are simply not achievable 
when either hydroponics or aquaculture are done separately. 
Ultimately the success of an aquaponics system relies on a symbiotic relationship between the 
plants and the fish. There are a number of factors inherent to all aquaponic systems that will, in due 
course, determine the success of this relationship, many of which are related to the quality of the 
water.  Section 11.2.3 in Appendix 1 introduces in detail the many factors that affect the quality of 
the water.  Presented within this section also are details about the optimum ranges for each of these 
factors; for example, what temperature and water pH levels are best suited for Trout. 
Aquaponics is a relatively self-sufficient system that requires very little human interaction to 
maintain basic functionality. If certain parameters are monitored and corrected, a catastrophic event 
may well be avoided. For this system to remain both in balance and healthy, it is extremely 
advantageous to monitor certain parameters of the system.  The key to any successful long term 
aquaponics system is to know which parameters need to be monitored, how often they need to be 
monitored, and the associated costs involved.  
This project involves developing a remotely controlled, monitoring and control system for an indoor 
aquaponics system.  
Extensive research has been conducted into which parameters are most appropriate to be 
monitored and controlled, and at what thresholds alarms must be triggered. Although this report 
will not discuss many of the intricate details pertaining to the mathematical formula and complex 
processes, it will provide sufficient insight into the basic chemical processes involved.   
Section 11 of this report presents a very thorough and detailed explanation about many facets 
pertaining to the operation of an aquaponics system.  It is recommended that this section is read 
prior to the technical elements of the report to create a common understanding, and to avoid 
vagueness and misinterpretation.  
  
2 | P a g e  
 
2 Project Objective 
The overall aim of this thesis project was to design, develop, and construct a cost effective, remotely 
controlled, monitoring and control system for an aquaponics assembly. The intention was that the 
system would have the following features: 
 Webpage user interface 
 Remotely control 240VAC equipment via the webpage 
 Change system parameters from the webpage 
 Graphically display sensory data trends 
 Develop an automated fish feeder 
 Set and display alarms via the webpage, and 
 Email User Alerts 
 
 
The envisioned end user for this system has been targeted at any people that may not have the 
ability to oversee an aquaponics system on a regularly basis. End-users such as Fly-In-Fly-Out and 
defence employees are often away for work for long periods of time and may find it very difficult to 
maintain a successful system.  The monitoring and control system designed for this project will 
greatly enhance the ability to both maintain, and control certain parameters of an aquaponics 
system remotely.   
The development of this monitoring and control system is based on open sourced hardware such as: 
the Arduino Nano (Section 5.1.2), and the Raspberry Pi (Section 5.1.3). In addition, much of the 
software used is also open-sourced allowing extensive expandability options and versatility in 
applications.  
 
  
3 | P a g e  
 
3 Project Outline 
Presented within this report are five key sections, each relating to a specific element of the project. 
This report also contains two separate: tables of contents, list of figures and list of tables. The first 
pertains to the main discussion, with the second relating to the content contained within the 
appendices.  
Section 4 - Projects Physical Aquaponics Structure – This section provides both a summary of the 
information in Appendix 1 which relates to aquaponics itself, and also discusses the final design 
of the aquaponics system including:  
 the initial Google Sketch up designs,   
 limitations,  
 the type of system developed,  
 pictures of the completed structure, and  
 A detail description about the elements mounted onto the structure.  
 
This section heavily references Appendix 1 about details relating to aquaponics, and Appendix 2 
which illustrates the entire construction phase for the aquaponics structure. 
Section 5 - Electrical Hardware Implemented - Information presented within this section of the 
report describes each of the primary hardware components that have been used within this project.  
Details pertaining to what equipment has been used and why are provided, along with the 
respective specifications.  A large focus of this section is on what has been referred to as the 
‘Electrical Peripheral devices’.  These devices have either been developed or modified to serve one 
or more purposes within the overall system.  
Section 6 - Software, Programs and Applications – This section starts by introducing some basic 
computer terminology to allow the reader to gain an understanding about some of the more 
technical concepts discussed further into the report.  Also contained within this section are details 
relating to the software and applications that have been used for certain tasks, and how each was 
decided upon.    
Section 7 - Design Strategy – The Design Strategy section gives a brief, but concise, explanation 
about how the system was developed using what has been referred to as ‘software-modules’. It 
explains how each section of code was developed and tested independently and later combined to 
form the final solution.   
Section 8 - Principle of Operation – This section serves as the body of the report and is the most 
technical.  Within this section each technical element of the system is divided up into individual 
sections with each explaining, how it works, why this method was chosen, software used, and 
hardware implemented.  Some sections of code are also discussed to highlight the general principles 
of their function, as opposed to a line by line execution description.  
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4 Projects Physical Aquaponics Structure 
There are numerous forms of aquaponics systems that exist on the market today; some are for 
private use, and some for commercial use. Despite the significant differences in their size and 
production yields, all aquaponic systems have a number of common fundamental components that 
includes:   
 Some form of water reservoir, typically in the form of a fish tank or pond, 
 A growth bed with plants, and 
 A water pump. 
Additional components may also include, but are not limited to: filters, air pumps, sumps, shade 
cloths, water heaters, and hydroponic lights. Section 11.3 presents a very detailed description about 
the most common forms of aquaponics structures. Included within this section is also the advantage 
and disadvantage of the system and their preferred applications. 
In addition to the variety of structures there a three types of aquaponics system configurations that 
are commonly used by home enthusiasts and commercial businesses, they are: 
 Nutrient Film Technique (NTF) 
 Deep Water Culture (DWC) or Raft system  
 Media-based (Media Filled Beds) 
Each of these is also discussed in much detail in section 11.4, however the main focus is on media-
based garden beds.  
The type of system constructed for this project is a media-based, indoor aquaponics system which 
has been designed such that it requires minimum floor space.  The system utilises a technique called 
the ‘intermittent flow technique’ to recirculate the water throughout the system. This technique and 
alternatives to this technique are discussed in Appendix 1, section 11.5.2. 
As the intention is for this system to be both functional and visually appealing, LEDs have been 
installed above each of the garden beds to provide decorative light and a florescent light has been 
installed above the fish tank. The system has the capacity to hold approximated 5-6 large fish such as 
silver perch or trout, or 12-18 medium to large sized gold fish (see section 11.2.8.1). 
Figure 1 on the next page shows the system without the control and monitoring system installed. 
The design and construction phase of this structure is attached in Appendix 2.   
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Figure 1 - Aquaponics Structure (Basic) 
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5 Electrical Hardware Implemented 
In reference to the world of computers, the term ‘hardware’ refers to the physical components that 
constitute a computer system; such items may include a monitor, mouse, keyboard and a hard drive.  
Although similar to a typical computer system, this project has been designed with one unique 
purpose in mind, to monitor and control an aquaponics system.  To a large extent, the instructions 
for the system are carried out within the software, but what physically occurs as a result of these 
instructions will depend upon the hardware.  
Information presented within this section of the report will describe each of the primary hardware 
components that have been used within this project.  Section 5.1 will present many of the off-the-
shelf components and devices, analysing their basic functionality, mode of operation, specifications, 
and configuration. Section 5.2 describes primarily two modular electronic devices that have been 
constructed for use specifically for an application with the aquaponics system. 
5.1 Electrical Components and Devices  
The focus of this chapter is to introduce many of the off-the-shelf components that have been 
implemented as part of this project’s construction.  Many of the components used are primarily for 
the gathering of sensory data which is relayed back to the Arduino (5.1.2). Figure 2 below 
demonstrates the overall relationships between each of the hardware components and devices used 
with this project.
 
Figure 2 - System Hardware Overview 1 
                                                          
1 All if the individual images were sourced from either Wikimedia Common (http://commons.wikimedia.org) or 
from the Microsoft clipart gallery. All images comply with the free licencing agreement. 
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5.1.1 Arduino Platform 
The term ‘Arduino’ refers to both a physical programmable circuit board (consisting of a 
microcontroller(s)) and some software which is known as IDE (Integrated Development 
Environment) (Arduino 2014). Being open-sourced, the Arduino IDE is available to be downloaded 
for free from the Arduino website www.arduino.cc alongside numerous examples, tutorials, and 
projects.  One of the biggest drawcards for the Arduino range is the price for both the boards, and 
their accessories.  Most Arduino boards can be purchase for around $30USD.  Arduino kits that have 
an assortment of accessories including the Arduino board can often be found for approximately 
$100USD (John 2014). 
The IDE typically runs on the home computer and is used to write, modify and upload computer 
code to the Arduino.  Released in September 2014, the most current version of the Arduino IDE is 
1.0.6 (Arduino 2014). The Arduino IDE itself is a cross platform application written in the 
programming language ‘Java’ and is based on processing avr-gcc and other open source software 
(Arduino 2014).  Arduino programs are known as ‘sketches’. Arduino sketches are written in a 
computer language called C or C++ (Arduino 2014).  
Originally introduced in 2005, the Arduino designers’ aim was to provide an inexpensive and easy 
method for electronic enthusiasts to create devices that interact with their environment (John 
2014). The Arduino platform is extremely versatile, with its alibility to interact with devices such as 
buttons, motors, LEDs, GPS units, cameras, the internet, and smart phones (John 2014). There are 
many varieties of Arduino boards available on the market, each with different capabilities.   
 
5.1.2 Arduino NANO 
The Arduino Nano, pictured in Figure 3, is the smallest edition of the Arduino board range (Arduino 
2014). The Nano offers very similar functionality to many of the other boards including the Arduino 
Uno. The primary difference between the Nano and most of the other boards is that it does not have 
a DC power jack; instead it works with a Mini-B USB cable as opposed to a standard USB cable 
(Arduino 2014).  
 
 
Figure 3 - Arduino Nano (Arduino 2014) 
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The factors considered when deciding to use the Arduino Nano for this project were a combination 
of: performance, the number of analogue and digital I/O, and the price. Firstly, in terms of 
performance the Arduino Nano has sufficient processing power to perform the required tasks of the 
project and secondly, no specialist ‘shields’ were necessary. 
Although other boards may have greater processing power and more I/O, there was no requirement 
for these additional features above what the Arduino Nano could provide.  What distinguished the 
Nano from the other boards however was the price; the Nano purchased for this project was bought 
for less than $7AUS from eBay, where the Arduino Uno was approximately $30AUS.  
When an assessment was made to determine the specific capabilities that the board required to suit 
the project’s objective, it was decided that the board must contain both I2C and Pulse Width 
Modulation capabilities. The specifications and the specialised function pins for the Arduino Nano 
are displayed in Table 1 and Table 2 respectively. 
  
CPU Atmel ATmega326 
CPU Clock 16MHz 
Flash Memory 32kB 
SRAM 2kB 
EEPROM 1kB 
Operating Voltage 5V logic Level 
Digital I/O 14 (6 provide PWM output) 
Analog I/O 8 pins voltage  
I/O voltage Range 0-5 V 
Input Voltage Level (recommended) 7-12 V 
Input Voltage Level (limits) 6-20 V 
Dimensions 0.73” X 1.1” Inches 
Table 1 - Arduino NANO Specifications (Arduino 2014) 
 
Feature Pin Description 
Serial 
Communications 
0 (RX) and 1 (TX) Used to receive and transmit serial 
data 
External Interrupts 2 and 3 May be configure for interrupt  
PWM 3,5,6,9,10 ,and 11 8-bit PWM output 
SPI 10(SS), 11(MOSI), 12(MISO), 13 (SCK) SPI communication 
LED 13 13 Built in LED 
I2C 4(SDA) and 5(SCL) Supports I2C communications 
AREF AREF Reference Voltage for analogue inputs 
RESET RESET Resets the microcontroller 
Table 2 - Arduino Nano specialised Pins (Arduino 2014) 
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5.1.3 Raspberry Pi 
The Raspberry Pi (RPi) as shown in Figure 4, is a credit-card sized computer that was developed in 
the UK by the Raspberry Pi foundation with the intention to be used as an educational tool for 
computer science students (RASPBERRY PI FOUNDATION n.d.). The RPi is capable of being plugged 
straight into a computer monitor or television screen with peripheral devices such as a mouse and a 
keyboard, easily connected via one of the two USB ports house on-board. The RPi has the capacity to 
perform all tasks that a typical desktop computer may perform, from web browsing and playing high 
definition videos to word-processing.  The RPi has proven itself to be an extremely versatile 
platform. The specification for the Raspberry Pi is outlined in Table 3 - Raspberry Pi Specifications. 
For the purpose of this project the Raspberry Pi performs the function of a central host and master 
controller for all other peripheral devices connected to it either directly, or indirectly. The Raspberry 
Pi performs a vast array of tasks in relation to this project and is configured as a LAMP server (6.2). 
Section 6.2 discusses in detail what a LAMP server is, why a LAMP server was used for this project, 
and how to download the programs that were installed to make RPi into a LAMP server.  
An essential component for this project was the ability for the Raspberry Pi to be accessed remotely 
via the internet. To enable this connection to occur the Raspberry Pi utilised a Wi-Fi dongle plugged 
into one of the two USB connection ports. This Wi-Fi dongle, along alongside an appropriate Internet 
connection enable both the remote access capability, and the ability to easily download applications 
from the internet directly onto the Raspberry Pi.  
 
Type Model B - Single-board computer 
Dimensions 85.60mm x 56mm x 21mm and weighs 45g 
Operating System Linux (Debian GNU/Linux) 
Power ratings 3.5W (700mA) 
Power Source 5V via MicroUSB or GPIO header 
SoC Broadcom BCM2835 (with CPU, GPU,DSP, SDRAM) 
GPU Broadcom VideoCore IV 
Memory (SDRAM) 512MB (shared with GPU) 
Onboard Storage SD Card slot 
Low-level peripherals 8 GPIO, UART, I2C bus, SPI bus with 2 chip selects, I2S audio, +3.3V, 
+5.5V,GND 
USB 2.0 ports 2 
Video Input CSI input connector for RPF camera module 
Video Outputs Composite RCA, HDMI 
Audio Outputs 3.5mm jack, HDMI, I2S audio 
Table 3 - Raspberry Pi Specifications (RASPBERRY PI FOUNDATION n.d.) 
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Figure 4- Raspberry Pi computer (RASPBERRY PI FOUNDATION n.d.) 
 
 
5.1.4 Logic Level Converter 
The role of logic level converter (LLC) is to convert a logic level at one particular voltage, say 5 V; to a 
logic level at another voltage, 3.3 V, while also providing isolation between the two sources. By 
utilising a LLC, devices with different voltage levels may now be connected to the same bus without 
being exposed to excess voltages. When using a logic level converter to interface devices connected 
via an I2C bus, the converter must have a bi-directional capability without the need for direction 
control signals.  
The primary function of the logic level converter within this project is to interface the I2C 
communications between the Raspberry Pi and the Arduino. The Raspberry Pi has logic levels of 3.3 
V whereas the Arduino operates at 5 V. The basic layout of the logic level converter configuration is 
illustrated in Figure 5. 
 
 
Figure 5 - Logic Level Converter Layout 
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5.1.5 Non-Invasive Current Transformer 
The ‘Octopus Non-invasive AC current sensor Brick (TA-03)’ is a transformer, current sensor, and 
ammeter which is compatible with Arduino building blocks and sensor shields (ElecFreaks 2013). The 
use of this current transformer (CT) within the project is to measure the total current consumed by 
the system to determine the total power consumption. The current transformer operates by running 
the active line thought the current transformers core. When the current flows through the active 
line it induces a current 1/1000th in magnitude into the windings of the CT (i.e. 10A will read 10mA).  
An important characteristic of a current transformer is to never leave the ends of the windings open-
circuited as the voltage will continue to build until a spark occurs. The TA-03 brick has a built in 200Ω 
load resistor across the terminals of the CT, this is known as a burden resistor.  
The burden resistor has two roles within this application: 
 Firstly to protect against voltage accumulation, and  
 Secondly, to limit the voltage that is read by the Arduino ADC.  
As most domestic electrical installations are rated to 10A, the maximum current the CT will produce 
will be 10mA.  With 10mA applied to the 200Ω resistor a potential difference of 2 V will exist, this 
voltage is well within the limits of the Arduino Nano’s capabilities.  
The current transformer, and the associated circuitry required to interface the device with the 
Arduino is discussed extensively in section 5.2.1.4. The specification of the Octopus Non-invasive AC 
current sensor Brick is provided in Table 4. 
 
Power Supply Needs 5V DC 
Interface Type Analogue 
Pin Definition 1-Signal 2-VCC 3-GND 
Current Turns Ration 1000:1 
Output Current 0-10mA 
Sample Resistance 200Ω 
Nonlinear Scale ≤ 0.2% 
Phase Drift <25 degrees   
Table 4 - AC current sensor Specifications (ElecFreaks 2013) 
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5.1.6 pH sensor and interface 
The type of pH circuit used within this project is a product developed by Atlas Scientific. The pH 
circuit is specifically designed to be used within embedded systems where accurate measurements 
of pH are required. The pH circuit consists of two components, the pH probe, and the digital 
interface that the probe plugs into using a co-axial connection as illustrate in Figure 6. For more 
information as to why it is important to monitor the pH level in an aquaponics system see Appendix 
2, section 11.2.3. 
 
 
Figure 6 - pH Sensor and Digital Interface (RobotWiki 2013) 
 
The pH circuit is connected to the microprocessor using the I2C protocol. The pH circuit is a slave 
device with a unique address of 0x4D defined by the manufacturer. The pH circuit may also be 
connected to the master using the UART mode, although it is the default setting this method is not 
used in this particular application. The specifications of the pH sensor are displayed in Table 5. 
Working Voltage  3.3 – 5.5 VDC  
Accuracy ± 0.1pH (25 ℃) 
pH range 0-14PH 
Max Current  18.3 mA (5V) and 15mA  (3.3V)  
Standby Current 16 mA (5V) and 13.9 mA (3.3V)  
Operational Temperatures 0-60 ℃ 
Communication Modes UART (default) and I2C 
Baud Rate 38,400 bps, 8 data bits, 1 stop bit 
Sample Rate 1 reading per second 
Probe type Any off the shelf single, or double junction pH 
probe 
Table 5 - pH Sensor Specifications 
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5.1.7 Ultrasonic Ranging Module HC - SR04 
The ultrasonic range module illustrated in Figure 8, provides a non-contact measurement for ranges 
between 2 and 400 cm with an accuracy of within 3mm, further specifications have been provided in 
Table 6. The module itself includes an ultrasonic transmitter, receiver and control circuit and can be 
purchase for a cost of around $5.00-$10.00 US. The module has four wires that must be connected: 
5V supply, Trigger Pulse Input, Echo Output, and a ground. The basic operation of the Ultrasonic 
Ranging Module is as follows: 
1. A pulse of 10uS in length is sent to the signal pin 
2. Module will then output eight cycles of a  40kHz ultrasonic pulses and detects the return 
echo 
3. The measured distance is proportional to the echo pulse width 
4. If there is no obstacle to reflect the pulse, a 38ms high level will be given on the output pin  
Note: The timing sequence is detailed in Figure 7. 
Within this project the ultrasonic sensor serves three functions that are discussed in detail in section 
8.3.4 - Priority Alarms. The basic concept however is that the ultrasonic sensor is used to take 
measurements of the water level at different times to ascertain the characteristics of the system. 
The sensor does not compensate for changing in air temperature or pressure and is assumed to be 
working in an ambient environment. 
 Table 6 - Ultrasonic Ranging Module Specifications (Technologies 2013) 
 
Working Voltage  DC 5 V  
Accuracy ±3mm 
Working Current  15mA  
Working Frequency  40Hz  
Max Range  4m  
Min Range  2cm  
MeasuringAngle  15 degree  
Trigger Input Signal  10uS TTL pulse  
Echo Output Signal  Input TTL lever signal and the range in proportion  
Dimension  45*20*15mm  
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Figure 7 - Ultrasonic Ranging Module Timing Sequence (ITead Studio 2010) 
 
 
Figure 8 - Ultrasonic Ranging Module 
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5.1.8 DHT11 Ambient Temperature and Humidity Sensor 
The DHT11 temperature and humidity sensor is arguably one of the most popular sensors of its kind 
for use by Arduino and electronic enthusiasts. The DHT11 is a low cost, highly accurate, three wire 
sensor containing a high-performance 8-bit microcontroller. In addition to the low cost, the DHT 
sensor produces a high quality, reliable output with anti-interference properties. The required 
assembly for connecting the device to the Arduino is illustrated in Figure 9.  Table 7 highlights the 
specification of the DHT sensor. Although other configurations are available, both Vcc and the 
ground reference pins of the sensor are provided by the Arduino Nano.  
 
 
Figure 9 - DHT 11 Wiring Configurations 
 
Voltage  3.5-5.5VDC 
Resolution 16 bit 
Max Current  2.5mA  
Humidity Accuracy (range 0-100%)  ±2-5%  
Temperature Accuracy (range -40 to 125 °C)  ±0.5°C  
Sampling Rate  2 seconds  
Dimension  15.1x25x7.7mm  
Input connection  3 pins VCC, DATA and GND  
Table 7-DHT11 Temperature and Humidity Sensor Specifications 
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5.1.9 Waterproof temperature sensor 
The DS18B20 Digital Thermometer provides a configurable 9 to 12 bit measurement indicating the 
temperature of the device. The data exchange between the temperature device and the 
microcontroller is sent to and from the DS18B20 over a 1-Wire interface. A second wire connecting 
the ground pin of the DS18B20 to the ground pin of the microcontroller is also required to provide 
an accurate reference point.  
There are a number of methods that can be used to power the DS118B20 sensor however the 
technique used for this project is illustrated in Figure 10. The ground wire of the sensor is also 
connected to the Arduino’s ground pin which provides an accurate and stable reference point. The 
specification for the DS18B20 temperature sensor is provided in Table 8.  For more information as to 
why it is important to monitor the water temperature in an aquaponics system see Appendix 2, 
section 11.2.3. 
 
 
Figure 10 - DS18B20 Power Configuration 
 
Power Supply Range  3V-5.5V power  
Temperature Range -55°C - +85°C 
Accuracy (from -10°C to +85°C)  ±0.5°C  
Resolution  9 to 12 bit programmable 
1 wire interface  1 digital pin for communication  
Address  Unique 64 bit ID burned into chip  
Query time  Convert 12 bit word in less than 750ms  
Wire setup  3 wires (VCC, GND, DATA)  
Table 8 - DS18B20 Specifications 
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5.1.10 4 Channel Relay Module 
The 4-channel, 5V Relay module used within this project functions as the interface between the 
Arduino outputs, and the high power devices connected to the Switchable 240VAC outlet power 
board (see section 5.2.1). This interface allows the Arduino to control the devices that are powered 
by the 240VAC power source.  
The relay module itself may be purchased for approximately $8-102 from most electronics stores, 
making it a very affordable option for electronics enthusiasts. This particular 5V relay module can be 
controlled directly by a wide range of microcontrollers, in particular the Arduino. To control each of 
the channels via an Arduino, the digital output must be an active LOW for the relay to switch on. The 
module consists of four mechanical relays each having their own LED light indicating the status for 
each channel.  Table 9 highlights the specifications of the 4-channel relay module used within this 
project. 
 
Channels  4 
Output voltage rating AC rating: 240VAC 
Output Current Rating 10 Amp (Max) 
Input voltage rating 3-5 V input signal (Active LOW) 
Input Driver Current 15-20 mA  
Dimensions 8 x 4.8 x 2cm 
Weight 70g 
Table 9- Relay Module Specifications (RobotShop n.d.) 
 
 
5.1.11 7” HDMI Touch Screen 
A touch screen display is mounted on the front of the aquaponics structure and is used to control 
the system locally. Displayed on the screen are the webpages, discussed in section 8.4.2 which 
allows the user full accessibility to all of the modifiable features.  
The HDMI screen was purchased from eBay for approximately $60 and was required to be 
assembled and installed within an enclosure as illustrated in the figures on the next page. The touch 
functionality required a large amount of configuration to operate on the Raspberry Pi, including 
changing the kernel, firmware, and source code within the operating system. To power the device 
the driver board must be powered by a 12 V source. For this project this source is provided by the 
switchable 240VAC power outlet present in the next section. Figure 11 illustrates the components of 
the HDMI touch screen that have been installed within the enclosure as shown in Figure 12. Figure 
13 displays the touch screen and the HDMI screen as separate components prior to the touch screen 
being installed onto the HDMI screen. 
                                                          
2 https://www.virtuabotix.com/product/4-channel-relay-module-virtuabotix/ 
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Figure 11 - 7" Touch Screen Components 
 
Figure 12 - 7" Touch Screen Enclosure 
 
Figure 13 - 7" Touch Screen and LCD Display 
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5.2 Electrical Peripherals 
As the system consists of a number of low voltage direct current (DC) devices; the central focus of 
the electrical design is focused around low voltage applications. Some of the equipment which falls 
under this category includes: the Arduino, the Raspberry Pi, HDMI screen, and the LED lighting. In 
addition to these low power devices are a number of mains 240VAC powered components which 
includes: the water pump, florescent light and oxygen pump.  
Both the water pump and the florescent light are controlled by the Arduino via an electrical device 
made specifically for this project. In addition to this low to high power interface box, an additional 
electrical device has also been produced that serves to provide the various low voltages required by 
the devices.  The following section describes the two electrical devices that have been constructed 
for use within this project.  
5.2.1 Switchable 240VAC Outlet Power Board 
The power board pictured in Figure 14 and Figure 17 has been designed to interface the outputs of 
the Arduino microcontroller to the 240VC mains power supply. The Arduino switchable 240VAC 
power board is used to switch a 240VAC supply to various 240VAC components, such as the pump 
and the fluorescent light.  Each of the four 240VAC outlet connectors positioned at the top of the 
box is operated by the Arduino via one channel of the 4-channel relay module discussed in section 
5.1.10.  
This particular design allows for the mains powered devices to be easily plugged into the sockets 
mounted onto the module without the need wiring. Having this arrangement serves two purposes:  
parts that need replacing can easily been exchanged without the need for rewiring. Secondly, 
additional Arduino controlled mains powered sockets are provided for any further component that 
may be added. 
 
Figure 14 - Power Board Enclosure 
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The dual power socket located at the bottom of the enclosure as seen in Figure 14 operates as a 
typical power point; i.e. each socket is controlled via the respective switch, not via the Arduino. This 
dual power socket may be used for any additional electrical equipment that may be added in the 
future.  
 
5.2.1.1 Wiring Configuration 
The Arduino controls four of the mains 240VAC female sockets. This arrangement requires a unique 
digital output from the Arduino to be connected to each of the relays coils. Furthermore, the relay 
board itself is power from the Arduino’s 5VDC output pins. As seen in Figure 15, the electrical 
enclosure also houses a current transformer. As all electrical devices used within this project are 
powered via the electrical enclosure, the role of the current transformers is used to measure the 
total current being consumed within the system. This current measurement is then converted to 
calculate the power consumption and therefore the cost. The current transformer has three pins and 
requires a 5V and a ground line to be supply, with a sensor line being feed from the CT.  
In total the box requires seven unique lines attached to the Arduino: 
 4 for each relay channel,  
 1 for the CT sensor 
 1 providing 5 VDC 
 1 Providing Ground connection 
Note: the 5V and the ground lines are shared between both the relay board and the current 
transformer inside the box. 
 
 
Figure 15 - Arrangement for one channel of the relay module 
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5.2.1.2 Active Low 
Each of the switchable outlets is activated by switching the active line of the mains 240VAC power 
supply to each of the four 240VAC female sockets mounted on the electrical enclosure. The active 
line is switched via one of the mechanical relays discussed in section 5.1.10; the relay itself is trigged 
by an ACTIVE LOW. To allow for the mechanical relay to engage on a HIGH from one of the Arduino’s 
digital outputs as opposed to a LOW, the circuit in Figure 16 was created. The relay requires three 
wires to operate: Vcc which powers the relay module, a ground connection, the coil connection. 
 
 470Ω
1KΩ 
Vcc
Ground
Arduino 
Digital Output
Relay Coil
 
Figure 16 - Logic HIGH-LOW relay activation 
 
When the Arduino produces a high signal, the transistor becomes saturated creating a ‘short-circuit’ 
to ground, allowing a low to be sent to the relay module. When the relay module receives this low 
the relay becomes engaged. If the Arduino’s output is low, the transistor will not conduct and 
therefore Vcc will be applied to the relay module switching the relay off.  
 
5.2.1.3 Layout 
To minimise the amount of single wires being connected from the Arduino to the electrical 
enclosure, a DE-9 connector has been used, this is illustrated in Figure 17. The DE-9 connector has 
the advantage of being able to connect a total of eight wires using one plug and cable. A distinct 
advantage by having this arrangement is, firstly, there is no possibility that connections may become 
crossed during connection and disconnection. Secondly, it is very tidy and organised.     
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Figure 17 - Inside 240VAC Switchable Enclosure 
 
5.2.1.4 Current Measurement 
The TA-03 Non-invasive AC current sensor Brick presented in section 5.1.5, was chosen as the 
current sensor for this project as it is non-invasive and is easily clamped onto the mains line. The 
sensor has been clamped around the active line which supplies all of the power to the system. The 
output of the current transformer is a sinusoidal wave from with a proportional voltage level to the 
AC current passing through the clamp’s ring. The amplitude of the secondary waveform is given by 
the equation below: 
𝑉 =
𝐼 ∗ 𝑅𝑧
𝑇𝑅
 
 
Where: RZ is the burden resistor, I is the RMS AC current, V is the RMS AC voltage, and TR is the 
current transformers turns ration. 
As the current transformer was purchased with a burden resistor already installed, it was decided 
that no further testing was required to determine an alternative value. This decision was made 
considering that the voltage was already with the Arduino range and increasing the resistance would 
only increase this output voltage. Secondly, the range of current measurements was already 
sufficient for the task and increasing this resistance would only decrease this range.  
As stated previously, the current transformers role within this project is to measure the current to 
enable the Arduino to calculate the power being consumed by the system. This requires the current 
transformer to interface with the Arduino. Seeing as the output of the current transformer is an AC 
23 | P a g e  
 
waveform, it must first be converted to a proportionate DC level. Three options were consider for 
this task:  
1. A full Wave Rectifier circuit 
2. Half wave rectifier using an operational amplifier (op amp) 
3. Precision Peak voltage rectifier circuit 
 
5.2.1.4.1 A full Wave rectifier circuit  
Most rectifier circuits, such as those found in power supplies typically rectify voltages that far exceed 
the voltage drop across diodes. In most high voltage applications, the voltage drop due to the diode 
will be deemed insignificant and will, most likely, not be taken into account during the design of the 
circuit. In applications that require voltage rectification of much smaller voltage such as 
instrumentation applications, this diode voltage drop is significant.  
Upon a theoretical analysis of the full-wave bridge rectifier including a smoothing capacitor and 
discharge resistor (Figure 18). It was quickly determined that this circuit was inadequate for this 
application. Since as the forward voltage drop for most diodes is approximately 0.7 V. A voltage drop 
of this scale is approximately 1/3 of the magnitude of the maximum voltage produced by the current 
transformer.  Hence any voltages that are produced below 1/3 of the maximum current will be 
undetectable as they will not exceed the forward voltage drop of the diodes. 
 
AC
Vout
+
-
 
Figure 18 - Full Wave Bridge Rectifier 
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5.2.1.4.2 Half wave rectifier using an op amp  
The circuit shown in Figure 19 overcomes the forward voltage drop of the diodes as the operation 
amplifier adjusts the output for any voltage losses over the two diodes. Using this configuration the 
half wave rectified signal was then feed to the analogue input pin of the Arduino. It was quickly 
realised that the impedance mismatch between the Arduino’s input and the output of the op amp 
was two great as the output signal dramatically changed when connected to the Arduino.  A voltage 
follower circuit was then added to the output of the half wave rectifier circuit as shown in Figure 19 
which resolved this problem.  
-5V
-5V
5V
5V
+
-
+
-
Vout
Vin
15KΩ 
 
Figure 19 - Half Wave Rectifier 
 
The conversion of the half wave rectified signal to a steady ‘DC level’ was done in the software.  The 
objective was to set a DC level equal to the maximum amplitude of the AC waveform. This was 
achieve by sampling the signal at regular intervals to ascertain a maximum value, this value was then 
consider to be the maximum amplitude and therefore a DC level equal to this value was set. Given 
that the half wave signal being sampled has a frequency of 50Hz (1/50 = 20ms), it was decided that 
the sample rate was to be 10 times faster. Other sample rates where trialled however this 
estimation yielded consistent and accurate results.  
The decision to use this operational amplifier half rectifier appeared to be sufficient for the task 
when the Arduino’s role was only to execute this sketch in isolation. When the code was introduced 
into the final project’s Arduino sketch it became clear that this method was insufficient. The final 
sketch consists of hundreds of lines of code, which took time to execute. As the sampling rate of the 
waveform was required to be relatively fast, they were not able to be completed as they had been 
for the isolated sampling sketch and yielded poor and inconsistent results.   
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5.2.1.4.3 Precision Peak Voltage Rectifier Circuit 
The precision peak voltage rectifier circuit illustrate in Figure 20, is very similar to the circuit show in 
Figure 19 but with two additional components; a smoothing capacitor and a drain resistor. The 
difference between the two circuits is that, by including these additional components, the signal to 
the Arduino is now a DC level which required no ‘software rectification’. Various capacitors and drain 
resistors were trialled prior to obtain a balance between the capacitors discharge rate and the 
response time to changes in voltage level. A snapshot of the waveform is provided in Figure 21.   
 
Figure 20- Precision Peak Voltage Rectifier Circuit 
 
 
Figure 21 - DC Level 
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5.2.1.4.4 Determining the Current 
To determine the RMS current as a result of the DC level fed to the Arduino’s input pin, the 
‘analogRead()’ function was used. The analogRead() function is a 10-bit analogue to digital converter 
which will map input voltages between 0 and 5 V into an integer value between 0 and 1023 (Arduino 
2014). This integer value was then used in the formula below: 
 
𝐶𝑢𝑟𝑟𝑒𝑛𝑡 =
𝐴𝐷𝐶𝑣𝑎𝑙𝑢𝑒 ∗ 𝑉𝑟𝑒𝑓 ∗ 𝑇𝑅
1023 ∗  √2 ∗ 𝑅
 
Where: ADC = value between 0-1023 determined by input DC level, Vref = 5V, TR = Turns Ratio(1000), R = 
Burden Resistor(200Ω), Current is the ARMS 
This formula was then used within the Arduino code along with the Serial.print() function to display 
the readings. A number of experiments were conducted which compared this value to that of the 
results using multimeter measuring the current3. The comparison between the results illustrated a 
discrepancy between the two measurements and a new method to determine the current was 
formulated.  
This new method involved plotting the values of the ADC and the RMS current measured using an 
ammeter over a variety of loads. The data was then transposed onto a chart and a trend line was 
fitted to determine the relationship between the current and the ADC value, this is illustrated in 
Figure 22.  The trend line formula was then used within the Arduino code to convert the ADC value 
to a current measurement. It was later decide that a the value for the current would be determined 
by a 10 point moving average to smooth out the final signal and reduce spikes due to switching.  
 
 
Figure 22 - Current and ADC relationship 
                                                          
3 A VICHY VC97 multimeter was used VC No.2251204 
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5.2.1.5 Determining the Power Consumption 
Apparent power is the measure of AC power which is calculated using Equation 1. Only when the 
circuit is purely resistive, is the apparent power equal to real power as there is now no phase 
difference between the current and the voltage. When reactance is introduced into the circuit, the 
apparent power will become greater than the real power.  
𝑃𝑜𝑤𝑒𝑟 (𝑎𝑝𝑝𝑎𝑟𝑒𝑛𝑡) = 𝑉(𝑟𝑚𝑠) ∗ 𝐼(𝑟𝑚𝑠) 
Equation 1 
 
The end user is not billed based on their apparent power consumption, they are billed on their real 
power consumption. Power is calculated by multiplying the apparent power by the power factor, the 
formula is shown below. 
𝑃𝑜𝑤𝑒𝑟 (𝑊𝑎𝑡𝑡𝑠) = 𝑉(𝑟𝑚𝑠) ∗ 𝐼(𝑟𝑚𝑠) ∗ 𝑃𝐹 
Equation 2 
 
The power consumption calculation for this project has been ‘calibrated’ using a power meter 
displaying real power (Watts). Currently, this project does not have the ability to measure the mains 
voltage and therefore the assumption is made that the mains RMS voltage is stable at 240VAC. The 
formula used to calculate the power consumption was determined by multiplying the RMS current, 
by the RMS voltage (240VAC). This value was then multiplied by a constant coefficient such that the 
results matched the reading from the power meter.   
Using this power consumption measurement, a formula was written to represent this power 
consumption is terms of dollars per day. This calculation indicates to the user how much the system 
has cost to run over the previous 24 hour period. The cost of electricity is often referenced to the 
cost per ‘one unit’ of electricity; where one unit is equal to one kilowatt hour (1 unit = 1kWh). To 
determine the cost, the price of one unit of electricity as of 13/11/14 in Western Australia was 
$0.24564. This figure was the used in the following formula which calculated the cost per day based 
on changes in current. 
𝐶𝑜𝑠𝑡 𝑃𝑒𝑟 𝐷𝑎𝑦 ($) = 0.2456 ∗  24 ∗  
∆𝑇
𝑁
∑(𝑉𝑅𝑀𝑆 ∗  𝐼𝑅𝑀𝑆)
𝑁
𝑖=1
 
Where: N = the number of samples, T = time interval between samples in hours  
                                                          
4 
http://www.finance.wa.gov.au/cms/Public_Utilities_Office/Homes_and_Communities/Electricity/Electricity_p
rices.aspx 
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5.2.2 Low Voltage Power Supply  
A majority of the electrical devices used within this project are powered by a low voltage direct 
current (DC) source; mainly 5 and 12 V DC. These voltage levels are normally achieved by converting 
the 240VAC mains power supply to the respective DC levels. It is common that when a device is 
purchased that requires a DC level such as these. An adapter that converts the main voltage to the 
required DC level is also provided. For example, when a customer purchases a smart phone, a power 
adaptor is provided which will step down and convert the 240VAC main power to a 5VDC source. 
Although this method is extremely convenient for the average consumer, when a number of devices 
are purchased that requires such an arrangement, the sheer number of power cables and adaptors 
can quickly become impracticable.  As an example, there are over five devices used in this project 
that require a low DC voltage level. Typically each device requires its own unique 240V power 
socket; meaning five power sockets are now unable to be used by other devices.   
To create a more elegant solution for powering each of the devices requiring a low voltage DC 
supply, a central DC powered supply was incorporated into the design. Although it would have been 
sufficient to allow each device to be power by a unique cable and plug, it was deemed more 
practical to incorporate a central DC power supply. This conclusion was made due to many of the 
devices requiring the same voltage levels, either 5 or 12 V DC. By having these voltages provided by 
one device, the number of mains power cables is reduced to one. A second advantage is that the 
power to all of the devices can be easily controlled via one switch or outlet; this will be explored in 
more detail in a later section. 
 
5.2.2.1 Modified Computer Power Supply 
The low voltage power supply (LVPS) was developed by using an old computer power supply. This 
power supply provides power for the: LED down lights, Relays, HDMI Monitor, Raspberry Pi, Arduino, 
and any additional components requiring a low voltage DC supply.  In addition to the computer 
power supply generating both a +5V and +12V outlet, it also produces a -5V rail. This -5V rail is used 
to power the operational amplifier that are used in the precision voltage regulator discussed in 
section 5.2.1.4.3 
In order to transform the power supply so that it would operate in the absence of a motherboard, 
the modifications as detailed in Figure 23 were made. The modifications were completed using a 
number of different reference materials as guides. Although there were no instructions or details for 
the specific power supply used for this project, a combination of the following references allowed 
for sufficient knowledge to be gained in order to complete the modifications.  
 Convert A Computer Power supply to a Variable Bench Top Lab Power Supply (Prolad 2008) 
 Convert an ATX Computer Power Supply into a Bench Top Power Supply (Yettimania 2012) 
 Desktop Power Supply from a PC (Batts 2009) 
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Figure 24 illustrates the protection circuit that has been installed onto the LVPS.  Such an 
arrangement allows for an isolated 5V supply to be supplied to the Arduino and Raspberry Pi; this 
ensures both are isolated from the remaining 5V devices.  Figure 25 illustrates the power supply that 
has been constructed for use in this project. Components to note are the three LED displays which 
indicate the current voltage output of each channel, the fuses, and the switch. 
 
 
 
 
 
 
 
 
  
Figure 23 – Power Supply Modification 
Figure 24 - Protection Circuit 
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Figure 25 - Power Supply 
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5.2.3 LED light Circuit 
The LEDs that have been mounted above each of the growth beds as picture in Figure 26 provide 
decorative light to the system. The intensity and state of the LEDs are adjustable via the webpage 
interface discussed in section 8.4.2. Each of the LEDs has been wired in parallel via a common Solid 
State Relay (SSR) as outline in Figure 27 with a total of six lights being installed.  
A solid state relay is an electrical relay that switches conduction states based on a small voltage 
being applied to the input junction. The type of SSR used for this project is a MOSFET based SSR 
called an ODC5 output module and is used for controlling or switching DC loads of 5-60 VDC (OPTO 
22 n.d.). A distinct advantage of this characteristic is that the Arduino will be electrically isolated 
from the 12 V power supply and the LED light circuit. In addition to the protection circuit, the SSR 
also has a high switching frequency (20 kHz) capability allowing the 500 Hz Pulse Width Modulated 
(PWM) signal to be accurately replicated in the contacts of the relay (OPTO 22 n.d.).  
 
 
Figure 26 - Decorative Light 
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Figure 27 - LED Wiring 
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6 Software, Programs, and Applications 
6.1 Background knowledge 
Section 6.1 introduces some basic computer science fundamentals that may aid in understanding 
the terminology and concepts discussed in further sections.  
6.1.1 Client and Server 
In computer science, the client-server model describes the relationship as either, a program that 
provides a resource or service (server), or a program that requests a resource or service (client) (Beal 
n.d.). The client-server relationship is a form of network architecture and is often used in computer 
networking although it may be used within a standalone computer (Rouse 2008). More often than 
not the server and client run on completely separate hardware, and communicate via a computer 
network such as a Local Area Network (LAN) or the Internet.   
Servers are often powerful computers that are dedicated to running and managing one or more 
programs. These programs have the ability to share their resources upon a client’s request.  A client 
computer does not share its resources, but send requests to the server for any resource it may need 
(Beal n.d.).  A basic client-server relationship is illustrated in Figure 28.  The characteristics of a client 
and a server is listed below (Beal n.d.): 
Client 
 Requests resources from the server (i.e. HTML, information) 
 Always initials communications to server 
 Receives server’s reply 
 Generally interacts directly with the end-users 
Server 
 Waits for request from client 
 Replies to clients requests 
 May communicate to other server’s 
 May request data from client to get needed user data (i.e. bank account number) 
 
 
Figure 28 - Client-Server Architecture 
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6.1.2 Web applications 
Web applications are programs that run in a web browser that allow website visitors to submit and 
retrieve data to/from a database via the internet (Acunetix n.d.). The data is presented to the user 
within a web browser as information in the form of, web browser supported programming scripts. 
The scripts are provided by the web application, via a web server (Acunetix n.d.). Scripts maybe 
written using HTML, JavaScript and/or CSS. These are commonly referred to as client-side languages.  
6.1.3 Web Application Stacks 
Examining the underlying architecture for a web application is a critical component in defining the 
final product. There are countless varieties of web applications on the market with important 
distinctions and trade-offs between each. The LAMP stack (Linux, Apache, MySQL, PHP5), the WISA 
stack (Windows, IIS, SQL Server, ASP.NET), and Java based web applications are generally the most 
popular stacks (Sachdeva 2009). When considering which web application stack to utilise, there are a 
vast number of factors to be considered. 
The LAMP application is rather popular as the software is open-source and free and has been around 
a long time, whereas the WISA stack is known to be very expensive (Sachdeva 2009).  Generally, 
LAMP servers are best suited to start-up and hobbyist developers, and are good for websites with a 
small to medium customer flow (Sachdeva 2009). For Server Message Block (SMB) developers, Java 
applications seem to be the best solution due to their scalability and versatility in operating system 
(Sachdeva 2009). WISA stacks were built for, and are often used by enterprise-level developers who 
wish to outsource the maintenance of the system to a third party.  (Sachdeva 2009)  
 
                                                          
5 The “P” in the LAMP acronym may stand for PHP, Perl, or Python. 
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6.2 LAMP - Web Application 
The acronym ‘LAMP’ refers to a software bundle, or as it is otherwise known, a software stack, which 
is short for Linux, Apache, MySQL and PHP.  Linux is used as the operating system, Apache as the 
webserver, MySQL as the relational database management system (RDBMS), and PHP as the object-
orientated scripting language (WEBOPEDIA n.d.). It is claimed that among small to medium sized 
web hosts, the LAMP stack is the most commonly used web hosting solution (Brown 2007).  
Although not intentionally designed to work together, each component of the LAMP stack falls 
under the category of Free or Open Source Software (FOSS).  Some of the advantages for the LAMP 
stack being FOSS are (Brown 2007): 
1. The applications are free to download. This makes it very attractive for both professional 
and amateur applications. 
2. Licences are open source, hence having very few restrictions about their use. 
3. User has access to the source code. This makes it easier to fix faults, and optimise the 
application with respect to the user’s specific application. 
6.2.1 Linux 
Linux is an operation system, very much like Microsoft Windows, which enables applications to run, 
and computer operators to perform tasks on the computer (Brown 2007). The role of the operating 
system (OS) is to relay instructions from application to application and it is the first piece of software 
executed when the computer is first turned on. Being an open operating system, Linux has not been 
developed solely by one company and has been a collaborative effort amongst numerous software 
engineers.  
Linux varies significantly from most other operating systems due to its versatility and modularity. For 
example, Windows and OS X are primarily suited for personnel computing devices.  Android and 
Symbian are commonly found on small devices such as phones, while main frame computers often 
run such systems as AS/440 or Cray. Unlike the abovementioned operating systems, Linux has the 
ability to be used on all of these devices, from phones to super computers. This is what separates 
the Linux OS from the rest. (Sachdeva 2009) 
In general, Linux is more complicated to configure and manage when compared to operating 
systems such as Windows, however, it does offer far more flexibility and configuration options that 
most other operating systems.  
6.2.1.1 Raspbian 
Raspbian is a free open-sourced operation system based on Debian which has been optimized for 
use on the Raspberry Pi (RASPBERRY PI FOUNDATION n.d.). Debian is an operating system which 
includes a basic set of programs and utilities that will allow a computer to run. Unlike the Raspbian 
software, Debian is not customised for the Raspberry Pi and will not perform as well when ran on a 
Raspberry Pi.  Raspbian offers far more than simply an operation system, it also comes with over 
35,000 packages, pre-compiled software bundles which can be easily installed onto the Raspberry Pi. 
The Raspbian image can be download from the RPI downloads page found at 
http://www.raspberrypi.org/tag/downloads/ with the zip file being approximately 800MB in size. It 
is recommended by the Raspberry Pi Foundation6 that a 4GB or higher SD card be used to 
                                                          
6 This recommendation is detailed on the website http://www.raspberrypi.org/tag/downloads/ 
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accommodate the Raspbian Linux operating system image onto to allow for additional programs to 
be installed.  
6.2.2 Apache HTTP Server 
Apache HTTP Server, commonly known as Apache, is the most popular web server application since 
it over took NCSA HTTPd in April 1996 (Sachdeva 2009).  HTTP is the acronym for Hypertext Transfer 
Protocol referring to the means of data communication over the Internet (Ali 2013). HTML on the 
other hand, the acronym HTML stands for Hypertext Mark-up Language and refers to a common 
computer langue use to develop web pages (Ali 2013). 
Apache is an open-source program that is developed and maintained by a community of developers 
under the guidance of the Apache Software Foundation (http://www.apache.org/). Apache’s role 
when used in a LAMP server is to provide web server functionality as it is required to handle, 
interpret and respond to requests.  For Apache to operate server side applications (i.e. program that 
run on the server computer),  it needs to some form of programming to tell it what must be done. 
Some of the most common open source languages that are used for server side operations are: Perl, 
PHP, and Python (Well House Consultants 2014).  
There are a wide variety of features that extend the core functionality of the Apache system.  These 
are often implemented as ‘compiled modules’. Some of these compiled modules are: 
 Additional Server-Side programming languages such as; Perl, PHP and Python 
 Support for secure data transmission 
 User authentication and authorisation modules. 
 
6.2.3 MySQL 
MySQL7 is a multithreaded, multi-user database management system (DBMS) that is now owned by 
Oracle Corporation. The function of the MySQL application as a component of a LAMP server is to 
perform the role of a relational database management system (RDBMS). The term ‘relational’ refers 
to the method in which data is stored in separate tables as opposed to one large table (W3Schools 
n.d.). This form of database structure is optimised for speed, reliability, and scalability as data is 
organised into different physical folders (W3Schools n.d.).  
Considered to be the most popular Open Sourced SQL DBMS, the MySQL software used the GLP 
(GNU General Public Licence) to define what may or may not be done with the software. The MySQL 
database may be used in either a client/server system, or an embedded system, with a number of 
libraries and administrative tools to suit a wide range of applications.  
Relating to this project, the MySQL data serves as the central data repository for: current switch 
settings, sensor data, setting and alarm parameters. For ease of design and interoperability, the 
tables created for this project act as an exchange hub with data constantly being passed through the 
tables. For example, when the ‘Settings’ web page is initially loaded, it first queries the ‘Settings’ 
table for the previous parameter. Now when the page is loaded, the previous set parameters are 
displayed. More specific details are provided in section 8.3 of this report. 
                                                          
7 http://www.mysql.com/ 
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6.2.4 PHP 
PHP8 is a server-side scripting language that was originally designed for web development but may 
also be used as a general purpose programming language. PHP scripts are either embedded directly 
into a web page’s HTML source code, or located in an external file that is called. For PHP to be used, 
it must first be interpreted by a PHP interpreter (Rouse 2008). The interpreter is typically executed 
by a web server via a PHP module or a Common Gateway Interface (CGI) (Rouse 2008). Server-side 
scripts are only ever processed by the server and never by the client.  For example, PHP scripts are 
never interpreted by the client’s web browser; they are instead processed by the server which will 
then return a HTML page to the client. 
6.2.5 Installing Linux, Apache, MySQL and PHP onto the Raspberry Pi 
To transform the Raspberry Pi into a LAMP web server, all of the LAMP components may be 
download from the Raspberry online repositories using a sequence of “apt-get” bash commands. 
This method assumes that: 
 Raspberry Pi has the Raspbian OS installed 
 A working keyboard is connected directly or SSH communications has been established 
 the RPi is connected to the internet9  
 sufficient memory is available for the installation 
Note: the instruction for completing these requirements may be found at: http://www.geothread.net/building-a-lamp-server-on-the-
raspberry-pi-computer/  
To install all of the LAMP components onto the Raspberry Pi, the following operations detailed in 
Table 10 were executed on the command line: 
 
Command Line bash command Function 
sudo su Make the user the root ‘Super User’ 
apt-get update Get the updates for the install program 
apt-get install apache2 Installs the web host software Apache -  current 
version is 2 
apt-get install php5 Install a version of PHP - current version is 5 
apt-get install mysql-client mysql-server Install the MySQL program and applications 
apt-get install phpmyadmin Installs PHPmyAdmin 
Table 10 - Installing LAMP Components 
Once installed, some of the applications such as MySQL, and PHPMYADMIN will need to be set up. 
This requires creating an account with a username and password, and some other configuration. 
There are also a number of self-tests that may also be conducted to confirm each element is working 
correctly. An example of these tests may be found at: 
http://elinux.org/RPi_A_Simple_Wheezy_LAMP_install.  
  
                                                          
8 PHP organisation http://php.net/ 
9 To connect the Raspberry Pi to the internet, the instructions detailed on the Raspberry Pi website 
http://raspberrypihq.com/how-to-add-wifi-to-the-raspberry-pi/ were followed and accurate (completed 
30/7/14) 
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6.3 I2C Interface 
I2C (Inter-Integrated Circuit) is a form of a multi-master, multi-slave, bi-directional serial 
communication bus developed by Phillips Semiconductor (i2c info 2014). I2C requires only two lines 
for connection: a serial data line (SDA) and a serial clock line (SCL). The two wires SDA and SCL carry 
information in both directions between devices connected to the bus at a rates between 10kbit/sec 
when in low-speed mode, and up to 3.4Mbit/sec in high-speed mode (i2c info 2014).  
Devices connected onto the I2C bus must be designated as being either a master, or a slave. The 
master device(s) generates the bus clock, initiates communications, and terminates data transfer to 
the slave devices. The slave devices listen on the bus and respond to the commands from the master 
accordingly.  Each device connected on the I2C bus must have its own unique address. The address 
may be either a 7-bit or a 10-bit address depending upon the configuration of the bus (i2c info 
2014). In theory, using the 7-bit address will allow for up to 128 I2C devices to be connected to the 
bus however, 16 of these addresses are used for special purposes. So when using the 7-bit address 
configuration, 112 devices are able to be connected (i2c info 2014). 
Data on the I2C bus is only ever transferred in 8-bit packets known as a byte. There is no limitation 
on the maximum number of bytes able to be sent, however each must contain an acknowledgment 
bit. This bit is critical as it tells the device whether it is ready to proceed with sending the next byte 
(i2c info 2014). It is only during the period that the SCL clock pulse is high that one bit of data is 
transferred. The SDA signal can only change its state (high or low) when the SCL clock signal is low, 
therefore during the SCL pulse the SDA signal must remain stable. Figure 29 depicts the relationship 
between the SDA and the SCL signals. The physical wiring for both the power and data lines is 
illustrated in Figure 30: components to note are the two 4k7 pull-up resistors that are connected 
from Vcc to each of the data lines.  
 
 
Figure 29 - I2C Bus Data Validation (i2c info 2014) 
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Figure 30 - I2C power and data wiring configuration 
 
6.4 Cron Jobs and Crontabs 
The term ‘Cron’ refers to a time-base job scheduling utility that operates in a Unix-like operating 
systems (Sharma, Admin's Choice 2013). The Cron utility is used to periodically execute scheduled 
jobs either at fixed times, dates, or specific intervals. A ‘Crontab’ is a shortened term for a ‘Cron 
Table’ file. This is where the list of commands are saved that are executed by the Cron utility. The 
Crontab file is used to edit, remove, and add commands that will be executed by the cron daemon. 
The Crontab file consists of a number of lines of code, each representing a scheduled job, and is 
written as a ‘Cron expression’. 
The Cron utility is woken up every minute to compare the stored crontab commands to the current 
time stamp. Commands are executed by the cron daemon when the minute, hour, and/or month 
matches the current time stamp. If there is a non-existent time or date, there will never be a match 
and the command will not be executed. Likewise, if there is a duplicate time, such as daylight 
savings, the command will be execute twice. Figure 31 illustrates the Crontab fields that exist within 
each record. Table 11 demonstrates some examples of crontab commands. The ‘*’ that is used 
within the command is known as a wild card and will match with every possible value. 
For this project, a crontab has been programmed to execute specific python programs at 1 minute, 
10 minute and 24 hour intervals.   
 
 
 
Figure 31 - Crontab Fields (Sharma 2014) 
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Crontab Command Description 
5 0 * * *         $home/bin/example.py run five minutes after midnight, every day 
15 14 1 * *    $home/bin/example.py run at 2:15pm on the first of every month 
0 0 * * 1        $home/bin/example.py Runs every Monday 
*/10 * * * *  $home/bin/example.py Run every 10 minutes 
Note: $home/bin/example.py represent the python file that will be executed 
Table 11 - Crontab Examples 
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7 Design Strategy 
The Aquaponics system has been developed by using a number of individually tested, separately 
programmed software-modules. Each software-module consists of a length of computer code 
written in one, or a combination of the languages: C, C++, PHP, Python, HTML, CSS or JavaScript each 
serving one or more specific purposes. Prior to combing each section to create the working system, 
each section was extensively tested, and where appropriate a prototype was developed and used.  
As each software-module was completed, it was combined with other software-modules to perform 
a specific function such as, transferring data from the Web browser to the Arduino. In most cases, 
each software-module was designed in a top-down sequence, or right to left in reference to Figure 
32, starting from the website and gradually building towards the Arduino. Figure 32 highlights the 
relationship between the primary elements of the system and the communication protocols that 
connects each section. 
 
 
Figure 32 - Design Overview 
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8 Principle of Operation 
The aim of the following section is to present a clear and detailed description about the technical 
elements of the project. For clarity and flow, this section is broken up into sub-sections, with each 
sub-section presenting a specific functional element. Each subsection will first introduce the 
fundamental role that the subsystem performs; it will then discuss the operation, configuration, and 
how each element interfaces with other elements. Prior to exploring a deep technical analysis of the 
system, the central principle of operation, referred to as ‘the unique integer value’ method will first 
be discussed. Gaining an understanding at this level will greatly assist is the basic understanding 
about how each section interconnects,  and will provide context for when a more detail description 
is provided. 
8.1 Introduction  
The purpose of this project is to monitor and control an aquaponics system via a web browser 
interface. The method adopted for this design has purposely been designed with ‘simplicity’ being 
the key objective. The notion is that the system must be easily expandable and flexible with minimal 
impact on existing features. In the most basic terms, consider the system being made up of five 
sections.  With the exception of one, each section’s role is to service an independent webpage:  
Switches Webpage – This section is driven by a webpage consisting of four HTML buttons that the 
user operates. Each button controls one of the Arduino Digital Outputs. Three of these outputs are 
connect to relays that control the outlets of the 240VAC switchable control box outlets discussed in 
section 5.2.1.  
Parameter Changes Webpage – This section is also driven by a webpage that the user must operate. 
The webpage has been designed so that the operator has the ability to change specific parameters 
of the aquaponics system; such parameters include: Pump On and Off cycle times, LED intensity and 
how often and the amount the fish will be fed. 
Sensory Information Webpage – This section is driven by a number of programs that are 
automatically refreshed to service the sensory information’s webpage. This webpage provides 
information pertaining all of the sensors measurements.      
Alarm setting and Monitoring – this section involves two components, firstly a webpage for which 
the user may define the alarming parameters of the system. Secondly, the section of code that 
makes the comparison between the current sensor’s value and the alarm tolerance level set by the 
user.  
Physical Switches – The Switches section relates to the two momentary switched used to determine 
the state of the system. There are three states that the system may be in; Smart mode, Basic Mode, 
and off. 
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8.2 The Unique Integer Value Concept 
The entire system operates from a concept which is referred to as ‘the unique integer key method’. 
Essentially this method involves a unique integer value being assigned to a specific operation, 
parameter or state. Figure 33 illustrates the basic information flow between the Raspberry Pi and 
the Arduino. What this figure also shows is that that Arduino may receive data from a number of 
different sources without actually knowing the source. This is the reason for some form of 
identifying key.  
For example, the pump will be switched on when an integer value of 10 is passed, whereas the value 
11 will switch the pump off as illustrated in Figure 34. This method is an example of a ‘state-based’ 
integer value. An example of an operation based value is the value 252: this value represent that an 
alarm has been triggered and for an appropriate action to respond. The parameter based integer 
values is a little more complicated and will be discussed in section 8.4.2.3. 
 
 
Figure 33 - Information Flow 
 
 
Figure 34 - Basic Pump Unique Integer Example 
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8.2.1 Restrictions on the Integer Value 
The I2C communication method used within this project for data exchange has been presented in 
section 6.3. Within this section it was recognized that the data packets exchanged when using this 
protocol is restricted to one byte at a time10. Having the data packets restricted to one byte now 
limits the available integer values to between 0 and 255 (28-1). Although having 255 possible unique 
keys may seem sufficient for a small system, this number could easily become inadequate if the 
appropriate design factors are not considered.  
 
8.2.2 Request and Command Integers 
The I2C protocol requires a master/slave configuration and for this project the Raspberry Pi has been 
defined as the master. Given this arrangement, the Arduino has been programed to only ever 
respond to a request from the Raspberry Pi, it will never initiate communications. For example, if the 
Arduino has some information to pass to the Raspberry Pi, it will need to wait until a request for that 
information has been sent from the Raspberry Pi, this is referred to as polling.  
Consider there being two forms of unique integer values that flow between the Raspberry Pi and the 
Arduino, the command and the request integer values. The first is an integer value representing an 
instruction from the Raspberry Pi to command the Arduino to change something. This could be the 
state of a pump, the pump’s duty cycle, or the light intensity for example. The second is a request for 
information to be sent, followed by a response. The request for information is used in three 
situations, to gather the most recent sensor measurements, to check if a high priority alarm has 
been activated, and to check the state of the switches. In each case, a request is sent to the Arduino, 
the Arduino will then send a response back to the Raspberry Pi.  
 
                                                          
10 There is no restriction as to the number of bytes that may be sent, only the size of the packet is restricted. 
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8.2.3 The Integer Value Assignments 
8.2.3.1 Command Integer Values 
Below in Table 12 is a list of the primary, unique Command integer values that have been assigned 
functions within this program. To give a basic explanation, if the Arduino was to receive an integer 
value of 57 (highlighted below) it would know the variable that regulates the pump’s ‘off duration’ 
must be set to 10 minutes. Therefore the integer value 36 represents the pump’s ON duration being 
set to 10 minutes which is shown in Appendix 4. Similarly, if the integer value was equal to 107, the 
pumps off duration would now be set to 60 minutes. A more detail description and complete 
working example is provided in Appendix 3 – Pump Sequence Example. 
 
Unique Integer Values 
Switches 
  State INT State INT 
PUMP ON 10 OFF 11 
Fluro ON 12 OFF 13 
LED ON 14 OFF 15 
FEEDER ON 16 OFF 17 
Settings 
  MIN INT MAX INT 
LED intensity 0 20 10 30 
PumpOn 5 31 30 56 
PumpOff 10 57     60 107 
FoodAmount 1 108 10 117 
FoodInterval 12 118 48 154 
Table 12 - Unique Command Integer Values 
Note: the use of the Command integer values is discussed in more detail in section 8.4. 
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8.2.3.2 Sensor Request Integer Values 
The second form of integer values used are the request type, these are used by the Raspberry Pi to 
request information from the Arduino. Table 13 illustrates the request integer values that are used 
within this project and their respective assignment. Each values falls under one of two categories, 
either the request for sensory information category, or the switches and alarms category. Both 
categories perform in a similar manner, however the major difference is the rate at which they are 
polled by the Raspberry Pi. In both cases, the Raspberry Pi will send an integer value as detailed in 
Table 13 to the Arduino. The Arduino will then respond by sending the appropriate data back to the 
Raspberry Pi. This response may be the sensor’s measurement data (i.e. the temperature), or some 
other form of unique integer key that the Raspberry Pi will then interpret. 
The process for obtaining sensory information is discussed in a later section.  What is important 
however is the result of the sensor’s measurements. These are stored in a variable named 
‘sensor_int’. For the Raspberry Pi to request data from a specific sensor, say the water temperature, 
it will first send an integer value (252) assigned to water temperature to the Arduino. When the 
Arduino receive this integer value, it will store the current value for the water temperatures in the 
variable ‘sensor_int’. The value contained within the ‘sensor_int’ variable will then be sent to the 
Raspberry Pi. This process is illustrated in Figure 35. 
 
                    
Figure 35 - Water Temperature Sequence 
 
Sensory Information Request 
Sensor Integer Value Sent to Arduino 
Air Temperature 250 
Air Humidity 251 
Water Temperature 252 
pH  253 
Ultrasonic Ranger  254 
Current Transformer 255 
  
Alarm and Switch Status Request 
Switch 5 
Priority Alarms 6 
Table 13 - Request Integer Values 
Note: the use of the sensor integer values is discussed in more detail in sections, 8.3.7 and 8.4.2 
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Webpages  
8.2.3.3 Alarm and Switch Request Integer Values 
There are some components of the system, that the Arduino controls, requiring constant 
monitoring. These components are considered to be high priority and if changed, will greatly affect 
the system and therefore the Raspberry Pi must be notified immediately. Events that require this 
level of monitoring include:  
 Priority alarms (malfunctioning pump, low water level, or a blockage) 
 Changes in the physical switches states (Master ON/OFF switch)  
Using the two momentary switches as an example; when one of these switches has been pressed, no 
immediate message is send to the Raspberry Pi to indicate the change of state as the Arduino cannot 
initiate communications. Instead a variable within the Arduino code is changed. The Raspberry Pi has 
been programmed to constantly poll this particular variable within the Arduino code. When a change 
is detected, the Raspberry Pi will detect this change and act accordingly. 
Table 14 lists the integer values that are related to the momentary switches and priority alarm 
triggers. To determine the switch state, or if an alarm has been activated, the Raspberry Pi 
continually polls the Arduino with the integer value ‘5’ and ‘6’. These values can be found at the 
bottom of Table 13. By polling the Arduino with the integer value ‘5’ the Arduino will continue to 
send back either 120, 121, or 122 depending upon the current state of the switch. The basic 
sequence for how data is shared between the Arduino and the Raspberry Pi is depicted in Figure 36. 
If an alarm has been triggered, it will be detected by the Raspberry Pi when the integer value ‘6’ is 
sent to the Arduino. In the case of the alarm, the Arduino will respond with one of the unique codes 
detailed in Table 14.  
 
 
Figure 36 - Process for determining Mode of operation 
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Switch Integer Values 
Sent INT 120 121 122   
  off smart basic   
Priority Alarm Integer Values 
Sent INT 123 124 125 126 
  No Alarm Pump Failed Water Leak Low Water Level 
Table 14 - Switch and Alarm Integer Values 
Note: A more detail description is provided in section 8.3.7 that will describe how floating point numbers are 
handled.      
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8.3 Arduino Software Constituents 
The following section will discuss in detail the inner workings of the Arduino program. The aim is 
describe how the ‘unique integer value’ method is incorporated into the Arduino program and how 
this method allows for expandability and flexibility within the system. This section also outlines 
many of the external resources that have been used in the development of the final sketch such as: 
libraries, examples, and functional methodologies.  
8.3.1 Overview     
The Arduino sketch has been developed by combining a number of independent Arduino sketches. 
Each sketch was designed, developed, and tested individually to allow for a more structured 
solution. Each individual section may be easily removed or reintroduced with very little effect on the 
remaining code as each section is unique and identifiable. This methodology allows for easier 
expansion and system flexibility as much of the code is not intertwined and reliant upon other 
sections. The only exemption to this is the I2C section; without this section no communication will 
be established between the Arduino, the pH interface and the Raspberry Pi. Consider the Arduino 
sketch to be a combination of the following independent sketches as detailed in 
Table 15.  
 
Independent Sketches Function 
I2C communications Send and Receive one byte of data using the I2C 
protocol  
Air Temperature and Humidity Reads temperature and humidity measurements 
from the sensor 
Water Temperature Reads water temperature measurements from the 
sensor 
Ultrasonic Range Sensor Determines the distance between the sensor and 
an object 
pH Sensor Connected via I2C, used to determine the pH of the 
solution 
Switches Monitors the state of the switches to determine 
the mode of operation (Smart, Basic, Off) 
Parameters Defines how the system is to be operation, this 
includes: duty cycles, light intensity and equipment 
states. 
Alarms Determines if a critical alarm has been triggered 
Water Level Detection and Monitoring Monitors changes in water level to determine 
pumps functionality and detection of leaks 
Fish Feeding Controls the feed interval timing and the amount 
the fish are fed 
Pump Cycling Coordinates the pump’s actuation and timing 
 
Table 15 - Individual Arduino Sketches 
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8.3.2 I2C communications 
To enable the communication between the Raspberry Pi, the Arduino, and the pH interface, the I2C 
pathway must first be established. The I2C section of code serves as the foundation for the entire 
sketch and without it, no remotely controlled features are available. As both the Arduino and the pH 
interface have been defined as slave devices, their role is to respond to the master devices requests.  
The first steps in programing the Arduino for I2C communications is to first download the ‘<wire.h>’ 
library. This must then be uploaded into the Arduino IDE. Included within this library are a number of 
examples and instructions about how to use and configure the library features. Secondly, the 
function ‘Wire.begin();’ must be included inside of the ‘void setup()’ loop to enable the I2C process.   
8.3.2.1 Slave send and receive data 
The Arduino’s primary role within this project is to receive data from the Raspberry Pi and respond 
as necessary. For some requests this response involves sending some data back to the master such 
as in the case of a sensor’s value being requested by the Raspberry Pi. To enable this data 
transaction to occur the slave needs to be configured in a certain manner. Firstly sending one byte of 
data to the master with an address (0X04) requires the following operations (Boxall 2010): 
1. Wire.begin(0X04) – Enables the I2C process for slave device 
2. Wire.beginTransmission(0X04) - Declares that the slave is about to send data to the master 
3. Wire.write(120) - this sends one byte of data in this case ‘120’ down the wires 
4. Wire.endTransmission()  - Ends transmission 
For data to be received, the Arduino requires two pieces of information: the hexadecimal address of 
the I2C device, and the number of bytes that are to be sent (Boxall 2010). The following functions 
are used by the slave device to receive data transmissions (Boxall 2010): 
1. Wire.requestFrom(address, count) – Reads ‘count’ number of bytes from ‘address’ 
2. Wire.available() - Returns the number of bytes available 
3. Wire.receive() - Receive one byte of data 
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8.3.3 Momentary switches 
The code that monitors the momentary switches is contained within its own unique loop and is used 
to monitor the state of two momentary switches. The two switches are positioned near the control 
panel and are used to control the state of the system. The system has three states: Smart Mode, 
Basic Mode and the off state. 
 In smart mode, the Arduino is directly controlled by the Raspberry Pi via a series of webpage 
discussed in section 8.4.2. When in this state the user has the ability to control the 
parameters of the system. This includes: the pump’s on and off state, the pump’s duty cycle, 
LED’s functionality, Florescent light status and alarm limits. 
 
 Basic mode enables the system to still operate in the absence of the Raspberry Pi. When the 
system is in basic mode, only the most fundamental elements of the system are activated 
and no features are adjustable by the operator. In addition, when basic mode has been 
activated all HTML buttons that control the peripheral devices become disabled to prevent 
confusion.   
 
 The third state is the Off State. When this state is activated all peripheral devices will be 
switched off. Initially all devices with the exception of the Raspberry Pi will have the power 
removed.  The Raspberry Pi will then initiate a shutdown sequence. To allow for the 
Raspberry Pi to shut down before power is removed, 20 seconds are given from the time the 
switch is initially pressed, to the time the power is removed. If the system is ever to be 
unplugged from the power socket, the system must first be put into the off state.  
 
8.3.3.1 Determining the States 
The switch section of the program has been written in such a way that either the Smart, or the Basic 
mode may be selected by pressing a single momentary switch. The resultant state will depend upon 
how long the switch had been pressed. The method adapted for this project is known as the ‘press 
and hold’ method. There are a number of variations to the press and hold method including 
recognising single, double, short and long button clicks. To keep this operation as simple as possible, 
only two of these features have been deployed: a single click, and a long hold. Such methods were 
decided upon as the two are very different and distinctive, and not as susceptible to faults.  
The left (green) button serves as the ON button and can be seen in Figure 104. This button decides 
whether the system will be in Smart mode or Basic Mode. For smart mode to be activated, the ON 
button needs to be pressed for a duration of less than two seconds (i.e. momentarily). For basic 
mode to be activated, the same button needs to be held down for a period greater than two 
seconds. Upon an initial start-up after a shutdown, the Raspberry Pi will be switched on in Smart 
mode. If the system is initially in Smart mode and switched to Basic mode (button held), the 
Raspberry Pi will remain on, however it will not have control of the system but the sensory 
information will continue to be updated. 
In addition, the state of the system is also displayed on the switches webpage. When in basic mode, 
not only will this be displayed as the heading of the switches webpage, but all of the HTML buttons 
located on this page will be disabled.  
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The right (red) button serves as the OFF button and can be seen in Figure 104. This button may be 
pressed for any duration and will shut down the entire system. There is only one condition that will 
disable the off button’s ability to perform the shutdown sequence; the Raspberry Pi must first be 
fully initialised. Before the shutdown sequence may commence the Raspberry Pi must have first 
completed the initial operating system boot up. If the power was to be removed to the Raspberry Pi 
prior to it being shut down correctly it may cause damage to the Raspberry Pi.  Figure 37 depicts this 
sequence. 
 
 
 
Figure 37- RPi Initialisation / Shutdown sequence 
 
8.3.3.2 The Press and Hold Method 
The code displayed in Figure 38 is a small section of the Arduino code that pertains to the switching 
method. The first ‘if’ statement (Hold Code) is used to determine if the switch has been pressed for a 
duration greater than two seconds (variable HOLD_DELAY). The first ‘if else’ statement (single click) 
determines two characteristics for how the switch has been pressed. Firstly, for the conditions of 
this ‘if else’ statement to be true, the switch must have transitioned from Low to High to Low, all 
within a period of less than two seconds. Having this criterion prevents a single click being detect 
upon the initial high that will occurs when the button is pressed and held. The final ‘else if’ 
statement determines when the system will be shut down. As can be seen in the conditional 
statement, both the Off button needs to be high, and the time given to the Raspberry Pi to initialise 
must be lapsed before this state may be true.  
53 | P a g e  
 
 
Figure 38 - Momentary Switch States 
 
8.3.3.3 Notifying the Raspberry Pi 
Section 8.2 introduced the unique integer value technique in which an integer value is used within a 
number of conditional statements to determine and evaluate a response. When using the If-Else 
form of conditional expressions, each condition is tested starting from the top down. In the event of 
a switch changing states, the Raspberry Pi must be notified as soon as possible.  
When the Raspberry Pi polls the Arduino with the number 5, the Arduino will respond by sending 
back an integer that represents a specific state of the system. The integer value is stored in a 
variable name ‘FinalState’ as can be seen in Figure 38. This variable may have one of three values 
representing: Off (120), Smart Mode (121) or Basic Mode (122). This process whereby Smart mode 
has been activated is illustrated in Figure 36. 
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8.3.4 Priority Alarms 
The priority alarms section of code is used to detect faults that may have immediate consequence to 
the system or the surroundings.  Given the very nature of this aquaponics systems design is intended 
for indoor use, it was deemed that water related faults are of the highest priority. The following 
conditions have been considered priority: 
 Low water Level – There may indicate a leak 
 No flow Rate – Pump may not be operational  
 No Circulation – Water is being pumped out, but not re-entering the system 
8.3.4.1 Baselines and Testing 
To ascertain the aquaponic system’s normal operational parameters which to be used in 
determining alarm conditions, the following tests and measurements were completed: 
 Normal Water Level in tank  
 Time is takes for the water level to drop >10 mm in height (10mm was chosen as the 
resolution of the ultrasonic range sensor is 1cm) 
 Time it takes for the water to be re-entering the system at the same rate that it leaves 
(circulation time). 
Firstly, the method used for determining the water level is conducted by using the ultrasonic range 
finder that is presented in section 5.1.7. The sensor has been set up in such a way that it measures 
the distance from itself, which is mounted at a fixed height and location, to the height of the water. 
As the water is pumped out of the fish tank, the water level will subsequently decrease and 
therefore increase the distance between the sensor and the height of the water. The physical 
arrangement is detailed in Figure 39. 
 
 
Figure 39 - Water Level Sensor Arrangement 
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8.3.4.2 Low Water Level 
The low water level test is only ever completed when the pump has been switched off for a period of 
greater than 10 minutes. Having this configuration allows sufficient time for the water contained 
within the growth beds to be fully drained back into the fish tank. The test itself compares this 
obtained value, with a predefined value that has been coded within the program and is not user 
configurable.   
8.3.4.3 Pump Operability 
There are a number of methods that could be implemented to determine if the pump is operational. 
Given that the ultrasonic range finder is already being utilised for similar functions it was decided 
that it too would also be used for this test. Testing was conducted to determine the appropriate 
amount of time before the range finder would detect a significant change in water level. As the 
resolution of the range finder is accurate to 1cm, it was deem that the difference in water level 
height must be greater than 1cm before it would be detected.  It was discovered that with the pump 
operating on the low setting, a reduction in the water level height of approximately 10mm was 
achieve in 2 minutes. The structure of the pump functionality test is as follows: 
1. Determine the steady state height of the water (no activity for 2 minutes) 
2. Initial Water Level height is determined when the pump is initially switched on 
3. Final Water Level height is determined 2 minutes after first measurement with the 
assumption that the pump has remained on 
4. If the difference between the two values is not > 1 cm the pump is deemed to be not 
pumping water 
8.3.4.4 Water Circulation Test 
The water circulation test is the most critical as it determines if the water in the system is a closed 
loop. Essentially, the water circulation test determines if the water that should be recirculated 
throughout the system is in fact being recirculated. In the event of a blockage or a pipe becoming 
disconnected, the recirculated water may not be drained back into the fish tank and may possibly 
cause a small flood. Testing determined that the minimum time it takes for the water to completely 
recirculate is approximately 8 minutes (pumps flow rate out = drained flow rate in).  The structure of 
the water circulation test is as follows: 
1. Initial Water Level height is determined after the pump has remained on for a duration of 8 
minutes (time when pump out = drained water) 
2. Final Water Level height is determined after the pump has remained on for a duration of 10 
minutes (two minutes since previous test) 
3. If the difference is not equal to 0, shut of pump and activate alarm 
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8.3.4.5 Notifying the Raspberry Pi 
The variable associated the priority alarm is named ‘PumpAlarm’ and may have one of the following 
values as described in Table 14 on page 48:  
 No alarm(123),  
 Pump alarm(124),  
 Recirculation alarm(125), and 
 Low water level (126) 
When an alarm is detected, the respective value, say 124 is stored in the ‘PumpAlarm’ variable. 
When the Raspberry Pi polls the Arduino with the number 5 as discussed in section 8.2.3.3, the 
Raspberry Pi will identify that a pump fault has occurred and respond accordingly. 
 
8.3.5 Webpage Switches 
The webpage section of the Arduino code relates to the process that is initiated within the switches 
webpage presented in section 8.4.2.1. The basic process for this section of the Arduino code is 
illustrated in Figure 40 and is as follows: 
1. The Raspberry Pi will send four unique integer values when any one of the four HTML 
buttons is pressed. Each number represents the current state of the respective HTML 
buttons as detailed in Table 12.  
2. Upon the receipt of each value and appropriate action is completed, i.e. an output may or be 
toggled 
3. The Arduino does not send a response to the Arduino, this section is one way 
communication 
Note: Appendix 3 – Pump Sequence Example, provides a detailed explanation about the entire webpage 
switches process. 
 
 
Figure 40 - Remote Switches 
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8.3.6 Setting the Systems Parameters 
There are five operational parameters that are controlled via the setting webpage discussed in 
section 8.4.2. The parameters are as detailed in Table 16. 
 
Settings 
 Parameters Range MIN INT MAX INT Indexer 
The LED intensity Scale Between 
0-10 
0 20 10 30 20 
The duration that the pump is ON Between 5-30 
min 
5 31 30 56 26 
The duration that the pump is OFF Between 10-60 
min 
10 57     60 107 47 
The Amount of food the fish will be 
fed 
Scale Between 
1-10 
1 108 10 117 107 
The duration between feeding the 
fish 
Between 12-48 
hours 
12 118 48 154 106 
Table 16 - Settings Parameters 
 
To enable each of the settings values to remain unique to the respective parameter, the unique 
integer method was utilised. For the unique integer value method to hold-true, each integer value 
must be unique and must have a specific function. For this to occur an indexation number has be 
added the parameter value that are set using the slider on the settings webpage. A detailed 
description about how this has been achieved is discussed in section 8.4.2.3. The corresponding 
indexing values for each parameter are shown in the far right hand side column of Table 16. 
8.3.6.1 Setting the Pumps On Duration Example 
To illustrate the procedure for determining the parameters of the system, consider the follow series 
of steps that take place when setting the pumps duration on time to five minutes:  
1. The Arduino receives the integer value 31 (5 set by user + 26 being the indexer) 
2. The integer value (31) is tested among a number of conditional statements similar to that in 
Figure 41  
3. When the conditional statement as indicated in Figure 41 is reached the following 
operations are carried out 
4. Integer value minus the Indexer, this is used to determine the desired number (31 – 26 = 5) 
5. The resultant number is then multiplied by 1000 to represent the number of milliseconds 
(5000msec) 
6. The number is then stored in a variable name ‘PumpOnDur’ for used in a separate function 
 
 
58 | P a g e  
 
 
Figure 41 - Setting the Pump on duration 
 
8.3.6.2 Setting the LED’s intensity Example 
To allow for the LEDs to have a variable intensity (brightness) the PWM function has been activated 
on pin 5. Using the PWM function on the Arduino Nano allows for the duty cycle to be divided up 
into 256 fragments with 0 being completely off, and 255 being constantly ON. Such resolution is not 
required for the purposes of this project instead, 10 intervals of 25 were decided upon. The intensity 
is selected via a slider and may have a value between 0 and 10. The indexer for the LED intensity is 
20 as per Table 16. Figure 42 illustrates the Arduino code used to firstly, determine the 0-10 slider 
value. As there are 11 integer values between 0 and 10, this number is the converted to 
proportionate number between 0 and 255; this is done by multiplying it by 25 giving a range of 0 to 
250. This value is then stored in the ‘LedInt’ variable for which it will be used in the analogWrite 
function. Additional code has also been included so that if the LEDs are on during the intensity 
change they will be update without needing to be switched of.   
 
Figure 42 - LED intensity selection 
8.3.7 Sensors 
A large majority of the code used to read and control each of the individual sensors hasbeen 
developed by an external developer and supplied as a library. Each section of code including the 
corresponding sensor was initially tested without any manipulation to the designer’s original code. 
Once functionality was confirmed, the code was manipulated such that it would be easily introduced 
into the system’s sketch with little alteration to the existing code. Typical manipulations were: 
 Confining each sensor’s sketch within a single executable function block as opposed to 
having all of the sensors code within the void loop() function. 
 Variable names changed to suit the projects needs 
 Timing sequences adjusted 
 Some sensors variable are shared by others  
Table 17 illustrates both the original author, and the version of the software that was used within 
this project.  
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Sensor Sketches 
Ultra Sonic Range Sensor 
Developer Tim Eckel 
Version 3 
Licensing  GNU GPL v3  
Source NewPing library examples 
Date 2012 
  
DTH Temperature and Humidity Sensor 
Developer Joseph Dattilo 
Version 2S0A 
Licensing  GPL v3 
Source DHT11 Library examples 
Date 27 May 12 
  
pH Sensor 
Developer Ryan Edwards 
Version 1 
Licensing  Fully Open Sourced 
Source https://github.com/SparkysWidgets/MinipHHW 
Date 2012 
  
DS18B20 Digital Thermometer 
Developer Jim Studt 
Version 2.1 
Licensing  Fully Open Sourced 
Source OneWire Library Example 
Date 2007 
Table 17 - Source for Sensors sketches 
 
8.3.8 Pump Cycling 
Pump cycling refers to method whereby the water is recirculated throughout the system either 
continuously or intermittently; both methods are discussed in great detail in Appendix 2, section 
11.5. As discussed previously there are three modes that this system may be in: Smart mode, Basic 
Mode and off; refer to section 8.3.3 for more details. 
There is one function within the Arduino sketch that controls the cycling of the pump. Embedded 
within this function are two ‘if’ statements, one for Smart mode and one for manual mode.  
8.3.8.1 Pump Cycling in Smart and Basic Mode 
In smart mode, the pump’s on and off duration is set by the user; this is done by moving the position 
of the slider on the ‘settings’ webpage discussed in section 8.4.2.3. When the desired levels have 
been set on the webpage, the submit button will be pressed, sending a total of five integer values to 
the Arduino. As per Table 12 - Unique Command Integer Values on page 45, the integer values 
pertaining to the pumps on duration are between 31 and 56, and the integer value for the pumps off 
duration being between 57 and 107. After the indexing value has been removed, the remaining 
integer values represent the number of minutes for the respective on and off durations. These 
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values are stored in two variables named ‘PumpOnDur’ and PumpOffDur’ and can be seen used in 
two the conditional statements displayed in Figure 43. 
In Basic Mode the user has no control over the on and of duration of the pump, these have both 
been set to 15 minute intervals. The variables named ‘ManPumpOnDur’ and ‘ManPumpOffDur’ 
represents the 15 minute interval and can be seen in Figure 43. 
Although not shown within Figure 43, as the pump is either switched on or switched off, the 
appropriate alarm timing sequence is also initiated. These alarms have been discussed previously in 
section 8.3.4, and as presented, each of the alarms require either a ‘timestamp’ for when the pump 
is switched on, or when the pump is switched off. It is within this section of the sketch that these 
timestamps are assigned.  
 
 
Figure 43 - Pump Cycle Function 
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8.3.9 Automated Fish Feeder 
The automated fish feeder is a feature which allows the user to control how often, and the amount 
of food that is given to the fish; each of which is set on the setting webpage. The interval between 
successive fish feeding times may be configured between 12 and 48 hours in 1 hour increments. The 
amount of food is determined on a scale of 1-10; with 1 represent the minimum amount and 10 
representing the maximum amount. It was originally intendant to design the automaton fish feeder 
based on a motor and screw rode, which as it rotates will dispense the food. Although this has not 
been constructed, the Arduino sketch is based on this concept. 
The fish feeder function consists of two independent conditional statements both illustrated in 
Figure 44. The first if statement is used to determine when the required elapsed time between feed 
intervals has been reached. When this interval has been reached the feeder will be switched on and 
the current Millis timestamp is stored in a variable name ‘StartFeedAmountMillis’. 
The second conditional statement will not be true until both the feeder has been switched, on which 
occurs in the first if statement, and the time elapsed between the current Millis timestamp and the 
timestamp stored in ‘StartFeedAmountMillis’ has lapsed. When this condition is true the feeder will 
be switched off.      
 
 
Figure 44 - Automated Fish Feeder 
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8.4 Raspberry Pi Constituents 
The following section is divided up into three sections: Webpages, Additional Python scripts and 
MySQL, all of which relate to elements that have been either installed or programed onto the 
Raspberry Pi. This section describes how the data is sent from the website to the Arduino, and how 
data is requested and retrieved from the Arduino to the webpage. There are three different 
methods in which data is exchanged from the Raspberry Pi to the Arduino: 
1. When an HTML switch is pressed (discussed in section 8.4.2.1) 
2. When the Submit button is pressed (discussed in sections 8.4.2.3 and 8.4.2.6) 
3. CronTab executing a python script (discussed in section 6.4) 
As can been seen in Figure 52, Figure 56,and Figure 59, the core element that applies to all three of 
these methods is that the variable either sent, or retrieved, is stored in a MySQL table. These tables 
serve two primary purposes; firstly they give them system some memory, and secondly they act as 
an interface between the python scripts and the PHP code.   
8.4.1 MySQL Tables 
There are six tables that have been created for use within this program, each one serving a specific 
function. Initially one table was used and although it functioned correctly, when a modification was 
required, vast amounts of code needed to be changed making it extremely inflexible. By having a 
table for each task, additional features can now easily be added without effecting any of the other 
programs.  
Name of Table Use 
Switches Hold the most current unique integer values for each of the HTML switches 
Stats Hold up to a month’s worth of Sensor Data 
Alarms Stores the most current Alarm tolerance level define by the user 
Settings Stores the most current system parameters set by the user 
ActiveAlarms Stores the details of any active alarms 
OnOffSwitch Stored the most recent unique integer value pertaining to the mode of 
operation  
Table 18 - MySQL tables 
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8.4.2 Webpages  
Each of the webpages serves as an HMI interface to the Arduino, with the Arduino being the device 
that does the work. There are six different webpages, each of which are discussed in detail in further 
section of this report: 
1. HTML Switches – Controls various peripheral devices 
2. System overview – Displays most current sensory information 
3. Settings – Used to set the system’s parameters 
4. Alarms – Used to Set Alarms 
5. Trending – displays one week and one month data trends 
6. Active Alarms – displays any active alarms 
Each of these webpages is displayed within a framed web browser as illustrated in Figure 45. The 
switches webpage to the right of Figure 45 remains accessible at all times allowing the user to 
change the state of the systems peripheral device at any stage. The switches webpage also displays 
the current mode of operation at the top of the page. The frame on the left hand side, which takes 
up 80% of the screen, is used to scroll through the remaining webpages as listed above; this can be 
done by clicking the ‘Next’ button. 
 
 
Figure 45 - Default Webpage Layout 
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8.4.2.1 Switches Webpage 
The Switches Webpage is webpage consisting of five HTML buttons, four of which are permanently 
displayed and one hidden button, when no alarm has been triggered. These buttons are used to 
manual switch on: the pump, the florescent light, the LED’s and the fish feeder. The HTML button 
mimics a toggle switch and therefore once switched on, will remain on until they are switched back 
off.  
8.4.2.1.1 Display 
An important display feature that has been added to the buttons is their colour. The buttons colour 
will change depending upon the current state of their respective peripheral devices.  Being able to 
visual see the current state of the each device is important given that the user may not be within the 
vicinity. As can be seen below in Figure 46, the green ‘pump’ button indicates that the pump is ON; 
the grey ‘Fluro’ button indicates that the fluorescent light is off. The colour of the HTML switches 
also depends upon the mode of operation. Figure 47 illustrates the colour of the buttons when in 
‘Basic’ mode; in this state all buttons have been disabled. 
 
Figure 46 - HTML Switches Active 
 
 
Figure 47 - HTML Switches Disabled 
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8.4.2.1.2 Determining the Current State and Active Alarms 
Upon the switches webpage initialising, the first operation is to determine what state the system is 
currently in, and reflect this state on the webpage. For example, as this system may be controlled 
remotely from a number of devices, it is essential that each device’s webpage is reflective of the 
current state of the system (i.e. if the state of the system is changed by one user, this change must 
be replicated to all other users).  
For this to occur, the switches webpage is program to reinitialise every 5 seconds using the PHP code 
displayed in Figure 48. As the webpage is refreshed every five seconds, if for example the state of 
the pump has been change on one device, the second device will reflect this change within a five 
second period.  
 
Figure 48 - Re-initialise Switches Webpage 
 
Upon the initialisation of the switches webpage three operations occur: the first is used to 
determine the current state of all the peripheral devices. The second is to determine if there are any 
active alarms, and thirdly, to determine the current mode of operation. 
 
Displaying the Current State of the Peripheral Devices 
In the first instance the following operations are carried out: 
1. Using a PHP script, the MySQL table named ‘switches’ is queried. As a result, four integer 
values as shown in Figure 49 are extracted. Each represent the current state of their 
respective peripheral device.  
2. Each integer value is then used within a number of conditional statements to determine 
which colour the HTML button needs to be. 
 
 
Figure 49 - Switches MySQl Table 
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Determining if there are any Active Alarms 
The second operation is to determine if there are any active alarms, this is done by counting the 
number of rows that are present within a table named ’ActiveAlarms’. If the count is greater than 
zero, the Active Alarms tab is displayed (Figure 50). In the event there is no alarms within the 
‘ActiveAlarm’ table the button is hidden and disabled. 
 
 
Figure 50 - Active Alarms Button 
 
Determine the current mode of operation 
Thirdly, the table named ‘OnOffSwitch’ is queried. This table holds one value, with this being the 
unique integer value assigned to a specific mode of operation as discussed in section 8.2.3. If this 
value represents the system in Basic mode (122), all buttons are disabled and the heading will be 
changed to ‘Basic Mode’. If this value represents the system in Smart mode (121), all buttons are 
activated and display the current state of the equipment. The SmartBasic table is illustrated in Figure 
51. 
 
 
Figure 51 - SmartBasic Table 
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8.4.2.1.3 Submitting a New State 
Each of the four HTML buttons, Pump, Fluro, LED and Feeder, has been assigned with the hidden 
values 10, 12, 14, 16 respectively. When one of these buttons is pressed the following sequence 
occurs (see Figure 53 for an illustrative explanation): 
1. A variable named ‘switch’ gets assigned the corresponding button’s hidden value  
2. The ‘switches webpage’(client side) opens up a server-side PHP program 
3. The PHP program obtains the value stored within the ‘switch’ variable by using  the 
“$_POST['switch']” command. This value is then stored in a PHP variable called ‘$switch’ 
4. An SQL command queries the ‘switches’ MySQL table to determine the current state for all 
of the HTML switches (getting the unique integer values stored In the table) each value is 
then stored in variables named ‘pump’, ‘fluro’, ‘led’, ‘feeder’.  
5. If for example the variable named ’$switch’ is equal to 10, and the integer stored in the 
variable named ‘pump’ is equal to 10; this would indicate that the pump is now to be 
switched off, and the integer ‘11’ will now be stored in the variable named ‘pump’ 
6. Once the variable ‘pump’ has been reassigned its new value, all of the variables, ‘pump’, 
‘fluro’, ‘led’, ‘feeder’ are then stored back into the switches table.  
7. A python program is then executed that first reads all of the values in the switches table 
8. The python program then sends each of these values individually to the Arduino using the 
I2C protocol    
The flow chart below in Figure 52 provides a very basic overview as to the steps described above. A 
much more detail flow diagram is given in Figure 53 which illustrates the steps taken to change the 
state of the pump. Section 13 titled Appendix 3 – Pump Sequence Example provides the complete 
sequence from start to finish for a pump state change. 
 
 
Figure 52 - Switches Process 
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Figure 53 - Detailed HTML Switched Pump Example 
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8.4.2.2 System Overview Webpage 
The systems overview webpage displays the most current sensory information within a HTML table. 
These values are updated every ten minutes by reinitialising the webpage which in turnretrieves the 
appropriate data from the MySQL ‘stats’ table. Consider this webpage having two unique 
components, the first component retrieves the sensory data from the Arduino and stores it within a 
MySQL table. The second component retrieves this information from the table and displays it within 
a HTML table on a webpage. The principle of these two components is illustrated in Figure 54. 
 
 
Figure 54 - Store and Retrieve Sensor Data 
 
8.4.2.2.1 Arduino > RPi > MySQL 
The variables that hold each of the sensor’s data within the Arduino’s code is updated continuously 
within the program. To retrieve the contents of these variables such that they may be sent to the 
Raspberry Pi on a routine basis, the Cron utility has been instructed to execute a python script at 
regular intervals. The python scripts job is to: 
1. retrieve each of the individual sensor’s data; 
2. store them in a unique variable within the python program. 
3. Once all data has been retrieved and assigned their unique variables, insert them into a 
MySQL table named ‘stats’.  
Continuing on from section 8.2.3.2 titled Sensor Request Integer Values, upon the Arduino receiving 
an integer value that has been assigned to a specific sensor, the Arduino will respond with the value 
of that specific sensor. For example, if the Raspberry Pi was to send the Arduino an integer value of 
250, the Arduino would responded by replying with the value for current air temperature, say 21, 
representing 21 degrees Celsius. This value is then stored within the MySQL ‘stats’ table.  
This same sequence is used to obtain the remaining data from the Arduino and then store it in the 
MySQL table. In some cases the variable that was sent from the Arduino was multiplied by 10 to 
make it an integer value.  When receive by the Raspberry Pi this integer number is then divided by 
10 and converted back to a floating point number correct to one decimal place. For example, a pH 
level of 7.1 is converted to 71 by the Arduino and sent to the Raspberry Pi. On receipt of this number 
the python code will divide this number (71) by 10 to get it back into its original form (7.1). The 
calculations to determine the power consumption and cost are also done within this code, with the 
results stored in the MySQL table.  
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8.4.2.2.2   MySQL > PHP > Webpage 
The system overview page is updated every 15 minutes, at which time the PHP program queries the 
MySQL table. The Process is as follows: 
1. Initialisation of System’s overview page 
2. Data from the MySQL table named ‘stats’ is retrieved 
3. Data is then stored within an HTML table 
4. Table is displayed on the webpage 
The systems overview page is shown in Figure 55. The relationship between the two components is 
shown in Figure 56. 
 
Figure 55 - System Overview Webpage 
 
 
Figure 56 - System Overview 
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8.4.2.3 Settings and Alarms Webpage 
The Setting and Alarms webpages are two individual webpages that have been created allowing the 
user to set specific parameters and to adjust alarm tolerance levels via a web browser. Although 
each webpage serves a different function, they operate in a similar manner; they take a value that 
has been set by the user and then store it in a MySQL table. The difference being that the settings 
variables will then be retrieved from the table and send to the Arduino, where as the alarm variables 
will not.  
8.4.2.3.1 Webpage > MySQL  
As shown in Figure 57 and Figure 58, the user has the ability to control a number of factors relating 
to the operating of the system. A slider was chosen to be the method by which these variables may 
be manipulates by the user seeing as a slider is: 
1. Easy to operate on a touch screen with no need for a keyboard or mouse 
2. The boundaries of the parameter cannot be exceeded 
3. The user cannot select an invalid input 
The instruction sequence, as it pertains to transferring the data from both the settings and alarms 
webpages to MySQL is as follows: 
1. Upon initialisation, the respective MySQL tables are queried for the most current, previously 
set values. 
2. These values are then used to initialise the position of each slider to allow the user to see 
the values for the current settings parameters or alarms tolerances. 
3. The user will then move the position of the slider in turn, changing the value. 
4. Once the user is happy with the new settings the submit button will be pressed. 
5. With the Submit button pressed a server side PHP program is executed. 
6. The PHP program retrieves the values from each of the sliders and stores them in a variable. 
7. The contents of these variables are then inserted into the respective MySQL table. 
Note: a complete flow diagram is provided in Figure 60 which details the sequence of operations when the user 
submits a settings variation. As noted previously, this method is very similar to the alarms sequence however 
the process stops once alarm variables have been save in the MySQL table.  
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Figure 57 - Setting Webpage 
 
 
Figure 58 - Alarm Tolerance Webpage 
 
8.4.2.3.2 Settings MySQL > Arduino 
Once the new settings variables have been saved with the MySQL table named ‘settings’ the PHP 
code will execute a python script. The role of the python script is to firstly, apply the appropriate 
indexing factor as described in section 8.2.3.1 in Table 12 - Unique Command Integer Values. The 
second role is to then send this integer value to the Arduino. The communication to the Arduino is 
only one way with no response required. What happened with this variable upon receipt from the 
Arduino is discussed in section 8.3.6. Figure 59 illustrates the basic flow of information in relation to 
the settings webpage. Figure 60 describes in detail, each operation that occurs during a settings 
variation. 
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Figure 59 - Settings Manipulation 
 
 
 
Figure 60 - Complete Settings Variation 
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8.4.2.4 Trending Webpages 
There are two webpages that provided the user with a graphical display of the sensory data in the 
form of a line chart. The data is displayed using an Application Programming Interface (API) known 
as Google Charts.  The chart produced by the Google Charts application is interfaced with the 
trending webpages by embedded some JavaScript code within the respective website’s HTML code.  
A major advantage with using the Google Charts application is that the charts use HTML5/SVG 
technology which provided cross-browser, and cross-platform compatibility (Google Developers 
2013). Having this level of compatibility between devices allows almost any user that has a web 
browser to display the chart without the need for special plugins (Google Developers 2013). 
The Google Charts webpage offers many examples about how to integrate the charts JavaScript code 
within a webpage however; many of the example assumed a fixed set of data embedded with the 
JavaScript code. A vast amount of research and trials were conducted to interface the charts 
JavaScript code with the data stored within a MySQL table.  
The solution was to use PHP to retrieve the data from the table, and to store this data in an array 
defined variable (see Figure 61). These variables are then in used in conjunction with the ‘echo’ 
command, within the JavaScript code.  
 
 
Figure 61 - PHP Array 
 
There are two charts that are displayed on the website. The first displays the previous seven days 
data, and the second displays the previous month’s data. The charts are both line charts, and both 
display the same series of data: the ambient temperature and humidity, Water temperature and the 
pH level. Figure 62 illustrates the basic layout for each of the webpages, the only difference being 
the duration of the trends.  
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Figure 62 - Trend Webpage 
 
 
8.4.2.5 Active Alarms Webpage 
The active alarms webpage as the name implies, is used to display the Active alarms within the 
system. Section 11.2.3 titled ‘Factors effecting the system’ which is located within the Appendix 1 of 
this document, provides a detail analysis of the types of parameters that must be monitored within 
an aquaponics system. This section also presents information pertaining to which parameters are 
the most important, levels at which alarms must be set, and fail safes. Based on not only the 
information provided within Appendix 1, but also the understanding that this system is intended for 
indoor use, this project has been designed with the following alarms: 
1. Pump Not working  (Priority Alarm – see next section) 
2. Potential Leak  (Priority Alarm – see next section) 
3. Low Water Level (Priority Alarm – see next section) 
4. High Water Temperature 
5. Low Water Temperature 
6. High pH level 
7. Low pH level 
 
Each of the alarms listed above is generated by one of the two python scripts which handle the 
alarms monitoring feature. The first and most critical python script handles the alarms relating to the 
pump, and the water. The python script monitoring these parameters is run frequently as these 
alarms are considered ‘priority alarms’; these are discussed in the next section. The second category 
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of alarms relates to the monitoring of the water quality. These parameters are polled much less 
frequently than the priority alarms as changes in these level do not occur rapidly.   
8.4.2.5.1 Display 
All alarms that have been triggered are stored in a MySQL table titled “ActiveAlarms”; this table 
stores both the time and date that the alarm was triggered, and also a brief description of the alarm.  
The contents of this table is then queried and displayed within a HTML table on the Active Alarms 
webpage. As presented with section 8.3.5, the Active alarms HTML button which allows the user to 
open the webpage is only displayed and accessible when there is an alarm present within the table.  
Figure 63 shows the HTML table containing the list of the triggered alarms that is displayed on the 
Active Alarms webpage. As can be seen, both the time and date is stored illustrating when the alarm 
occurred, the name of the alarm, the sensor value (where appropriate), and finally an acknowledge 
check box. The check box allows the user to acknowledge and remove a specific row, or number of 
rows by ticking the check box, followed by clicking the ‘Delete’ button at the bottom of the screen.  
 
 
Figure 63 - Active Alarms 
 
An important characteristic of the HTML table above is that the size of the table is not predefined 
and the number of rows is constructed dynamically. Although other HTML tables have been used 
within this project, they all have a fixed dimension and will not change in size. The Active Alarms 
table may have any number of alarms stored within it and hence any number of rows.  
To create an HTML table that will allow for these dynamic table changes, the function illustrated in 
Figure 64 has been created. This function first counts the number of rows within the MySQL table, 
hence obtaining the number of alarms, all of which need to be displayed. This number is then used 
to determine the number of rows that need to be created within the HTML table and in doing so; the 
data for each row is added during each loop sequence.  
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Figure 64 - Create a dynamic HTML table 
 
8.4.2.5.2 Sensor and Alarm Comparison 
The initiate an alarm that relates to one or more of the sensory input such as the water temperature 
or the pH level, the sensors data is compared to that of the respective alarm tolerance level set by 
the user. Firstly, both sets of data are stored with individual MySQL tables, one storing all of the 
sensory data and the other storing the alarm tolerance levels. The sensory data table is updated 
every 10 minutes whereas the alarms table is updated when the user presses the submit button. 
To determine if one of the sensor values has exceeded a tolerance level, a comparison is made 
between the current sensor value and the alarm tolerance level stored within the respective tables. 
If a sensor value is deemed outside of one of these limits, an alarm will be triggered and then stored 
within the Active Alarms MySQL table. Figure 65 illustrates the basic relationship for this process and 
the sequence of steps involved.  
 
 
Figure 65 - Sensor and Alarm Comparison 
 
The python script that is used to make these comparisons is executed on a daily basis. If an alarm 
remains present for a duration spanning multiple days even weeks, the alarm will continue to be 
added to the table within a different row which provides an alarm history. It was originally intended 
to simply update any existing alarms within the table to minimise the number of rows. This was later 
decided against as the user may find it important to know how long an alarm has been active. Figure 
66 illustrates a small section of the python code used to compare the sensor values with that of the 
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alarm tolerance levels. As can be seen, if the alarm level has been breached, an alarm titled ‘High 
Temp Alarm’ is then inserted into the ‘ActiveAlarms’ table.  
 
 
Figure 66 - High Water Temperature Alarm 
 
8.4.2.6 Priority Alarms and System Operation Mode 
The definition of Priority alarms has previously been defined in section 8.3.4 as an event that has the 
potential to cause immediate consequences to the system or the surroundings. A critical element to 
preventing further damage is to continuously monitor the system for these specific events. Unlike 
the python script which monitors the water temperature and the pH level on a daily basis, the 
priority alarms need a much high monitoring frequency.  
If for example the pump was pumping water out of the system into the surroundings, waiting 24 
hours, or even 10 minutes before an alarm is activated would be completely impractical. Similarly, 
the On/Off switches need to be monitored continuously, as any changes in their state must be 
acknowledge almost instantly. These switches are used to determine which operational state the 
system it to be in.  
The monitoring of both the priority alarms and the switches is managed by python code which is 
executed using a cron tab. The cron tab however is restricted to a minimum execution rate of one 
minute which is insufficient for this task. It was deciding after numerous trials that an interval time 
of two seconds was an adequate polling interval for the switches. It was also decided that an interval 
time of 60 seconds was appropriate for the priority alarms polling.  
The python code is consists of two elements, the first being a loop that pertains to polling the 
switches, and a second function that monitors the alarms. 
8.4.2.6.1 The Switches Loop 
The role of the switches loop is to poll the Arduino with the integer value 5 every two seconds; the 
Arduino in turn will reply with a number, either “120, 121, or 122” (see section 8.3.3 for more 
details). This number is the stored within a MySQL table titled ‘SmartBasic’ as shown in Figure 67. 
This table stores one value which and as stated, is updated every 2 seconds.  
 
 
Figure 67 – SmartBasic Table 
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The following sequence is executed by the Cron tab once every minute and is shown in Figure 68. 
The switches loop itself operates for 58 seconds after which time the Priority Alarms code is 
executed.  
1. RPi sends the integer value ‘5’ to the Arduino using I2C 
2. Waits 1 second 
3. Received value from Arduino 
4. Stores this value in the MySQL table 
5. If the receive number is == 120 execute RPi shutdown command 
6. Wait 1 second 
7. Repeat 28 times 
 
Figure 68 - Switches Loop 
 
8.4.2.6.2 Priority Alarm Monitoring 
The priority alarms are monitored every 60 seconds, with the following sequence being executed on 
the completion of the switches loop as described above. A fundamental difference between the 
priority alarms and the sensory alarms is that a new alarm is not stored within the table every loop. 
If for example a pump fault has been detected and is stored in the table, no new pump alarm will be 
added instead, the old alarm will be updated with a new time. 
1. RPi sends the integer value ‘6’ to the Arduino using I2C 
2. Waits 0.5 second 
3. Receives value from Arduino (124, 124, 126) 
4. Queries table to ascertain if alarm has previously been triggered 
5. If alarm is found to be the same, updates the entry in the table with new time 
6. In no old entry is found, INSERTS new entry in table 
Note: Alarms are stored in the Active Alarms table discussed in section 8.4.2.5  
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9 Recommendations and Future Improvements 
Port Forwarding - Currently the webpage interfaces are only accessible to devices that are connect 
on the same network as the Raspberry Pi. Although a port forward capability was completed and 
internet access achieved, the system is not currently set up to handle this configuration.  This is due 
to the house where the system is located not having a router. 
Internet connection option - The originally intention was that the user would have the ability to 
select which Wi-Fi network they would like to connect to via the webpage. It was proposed that a 
similar feature to the iPhone or a laptop computer would be installed onto the Raspberry Pi. This 
feature would display all available Wi-Fi networks within the proximity of the Raspberry Pi and the 
user could then connect to the appropriate one.  
Power Consumption Calculation - Ideally the power consumption usage should have been 
determined by measuring mains voltage and the current and then applying the appropriate formula; 
instead the current was measured and the voltage was assumed to be 240VAC. In addition to this a 
calibration was done by comparing the voltage produced from the current transformer to that of the 
current measured by an ammeter and a relationship found. It would have been more accurate given 
the assumption of the voltage that this calibration be done with reference to a calibrated power 
meter reading.  
Fault Detection - Currently only seven fault conditions exist within the system. This could easily be 
expanded and optimised. In relation to the priority alarms, the response time may be too long for 
some users as in the case of leak detection; the water could have possibly been flowing for up to 4 
minutes before it is detected.  
Additional Sensors - A vast amount of research was conducted as to what system parameters are 
vital to maintain a successful aquaponics system. As per section 11.2.3, the primary factors are, 
water level and amount per number of fish, water temperature, pH, and dissolved oxygen. This 
project does not utilise a dissolved oxygen sensor as they are expensive and not as critical to 
monitor as the other elements. The information provided in Appendix 1 illustrate that as long as 
oxygen is being pumped into the system it is not critical to monitor the levels rather than testing if 
the air pump is operating  correctly.  
I2C communications - The main limitation to the expandability of this project is the method by which 
the Raspberry Pi communicates to the Arduino. Currently the amount of unique integer values is 
limited to 256 which may seem like a lot, however it will quick become insufficient when additional 
capabilities are added. Ideal communication between the Arduino and the Raspberry Pi would not 
be limited in size, instead a start and stop byte would be added to the data packet. This would allow 
for the size of the data stream to be of variable size and further expand the systems capability and 
precision.  
Email Alarms Table – An attempt was made towards the end of this project to create an email 
notification service when an alarm was detected. Although this form of communication was 
establish there were security issues that at one stage locked the email account. It was decide that 
this feature would not be included due to the inconsistence in sending the messages.   
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10 Conclusion 
The remotely controlled, monitoring and control system design for this project fulfilled many of the 
project objectives. Upon completion of the monitoring and control system it was installed onto the 
aquaponics structure as shown Appendix 5. 
The original design strategy which utilised the Raspberry Pi configured as a LAMP server proved to 
be a very effective. The implementation of the MySQL database to store all of the parameter, 
alarms, switches, and sensory data was very effective and versatile. Using the MySQL database as 
the interface between the python scripts and the PHP code was also very successful and allowed 
software to be implemented very easily.  
The Arduino Nano also served its purpose well, providing the function of the I/O actuator and sensor 
monitor. The Arduino was also used to control the 240VAC switchable power board, which allows 
the Arduino to switch mains power equipment.  
The monitoring and control system has been installed onto the Aquaponics structure between the 
period 1/11/14 through to the 16/11/14 with no signs of concerns. Multiple faults have been 
induced during this period with the system responding to each appropriately. Refinement of these 
alarms has been recommended to include more precise monitoring, high frequency polling, and 
more alarms.  
The initial objective of this project to produce a low cost, remotely controlled, monitoring and 
control system for an aquaponics system has been achieved. Although the control and monitoring 
system is currently installed onto an indoor system, it could easily be implemented in a much larger 
outdoor system with some slight variations to the Arduino Sketch.  
  
 
 
 
 
 
 
 
 
 
 
 
 
82 | P a g e  
 
Contents Page for Appendices 
11 Appendix 1 - Aquaponics .......................................................................................................... 84 
11.1 Hydroponics and Aquaculture .............................................................................................. 84 
11.2 How Aquaponics Works ........................................................................................................ 85 
11.2.1 Introduction .................................................................................................................. 85 
11.2.2 The Chemical process (Nitrogen Cycle) ........................................................................ 85 
11.2.3 Factors effecting the system ......................................................................................... 86 
11.2.4 pH .................................................................................................................................. 87 
11.2.5 Ammonia ....................................................................................................................... 88 
11.2.6 Nitrites........................................................................................................................... 88 
11.2.8 Nitrates.......................................................................................................................... 89 
11.3 Aquaponic Structures ............................................................................................................ 92 
11.4 Types of Aquaponic Systems................................................................................................. 93 
11.4.1 Nutrient Film Technique ............................................................................................... 93 
11.4.2 Deep Water Culture ...................................................................................................... 94 
11.4.3 Media Filled Beds .......................................................................................................... 95 
11.5 Design and Configuration - Media Filled Bed........................................................................ 96 
11.5.1 Continuous Flow Method ............................................................................................. 96 
11.5.2 The intermittent flow method ...................................................................................... 97 
11.5.3 Flood and drain using a ‘stand pipe’ ............................................................................. 97 
11.5.5 The Flood and Drain Process ......................................................................................... 99 
11.6 Monitor and Controlling an Aquaponics system ................................................................ 102 
11.6.1 Introduction ................................................................................................................ 102 
11.6.1 Parameters to be monitored ...................................................................................... 102 
11.6.2 Equipment Used For Monitoring ................................................................................ 103 
11.6.3 Parameters to be controlled ....................................................................................... 107 
11.6.4 Commercially Available Aquaponic Monitoring and Control Systems ....................... 107 
12 Appendix 2 – The Aquaponics Structure ................................................................................. 109 
12.1 The Design ........................................................................................................................... 109 
12.1.1 Step 1 - Objective (structure) ...................................................................................... 109 
12.1.2 Step 2 - Design Constraints (structure) ....................................................................... 109 
12.1.3 SketchUp Designs ........................................................................................................ 110 
12.1.4 Step 3 - Design Support Structure ............................................................................... 111 
12.2 The Construction Phase ...................................................................................................... 112 
83 | P a g e  
 
12.2.1 Fish Tank Support structure ........................................................................................ 112 
12.2.2 The Growth Bed Structure .......................................................................................... 112 
12.2.3 Step 1 – Structure Dimensions .................................................................................... 112 
12.2.4 Step 2 - Construction................................................................................................... 114 
12.2.5 Step 3 – Installing the Plumbing and Conduit ............................................................. 115 
12.2.6 Step 4 - Growth Bed Construction .............................................................................. 117 
12.2.7 Step 5 – Flood and Drain ............................................................................................. 118 
13 Appendix 3 – Pump Sequence Example .................................................................................. 121 
14 Appendix 4 – Pump ON duration change................................................................................ 123 
15 Appendix 5 – Completed Structure ......................................................................................... 124 
16 Bibliography ............................................................................................................................ 125 
  
84 | P a g e  
 
11 Appendix 1 - Aquaponics 
Aquaponics is a term coined in the early 1970’s that describes the combination of an aquaculture 
and hydroponics system.  Aquaculture is the method used for farming any number of forms of 
aquatic life including fish, shellfish, and plants (Department of Marine Resources 2006).  
Hydroponics, (from the Greek words ‘Hydro’ and ‘Ponos’ meaning ‘water’ and ‘labour’ respectively), 
translates into working water (Trauma 2010).  Hydroponics is the method in creating a soil-less 
gardening system that will supply plant roots with the nutrients they need via recirculating water. 
This method is believed to have been used for the famous Hanging Garden of Babylon built around 
600 B.C. where the gardens were situated along the Euphrates River (Turner 2008).  
Aquaponics is a system that allows the production of fish and plants within the one system. It also 
overcomes many of the short comings that are inherent within both the aquaculture and hydroponic 
systems. When combined, the negatives from the aquaculture and the hydroponics are turned into 
positives, each of which now enhances each other’s capabilities.  
11.1 Hydroponics and Aquaculture  
The combination of the aquaculture and the hydroponics systems creates a symbiotic relationship 
between the fish, and the plants. This integrated system has benefits that are simply not achievable 
when either hydroponics or aquaculture is done separately. Both aquaculture and hydroponics are 
two very effective methods for producing vegetables and fish, however each have their own unique 
weaknesses.  
Aquaculture’s major problem is the build-up of nutrient dense waste water as a result of the marine 
life ‘waste’. To remove this waste water, a combination of a filtration system and periodically 
exchanging a percentage of the water is required, sometimes on a daily basis (Aquaponics Pty Ltd 
2006). Such a method requires the nutrient dense waste water to be disposed of and replaced with 
clean fresh water.  
There are a number of disadvantages when using hydroponic systems, however the primary 
concerns are:  
1. the use of chemical nutrients in the water; 
2.  water borne disease; and 
3.  Maintenance.  
If not monitored correctly any one of these elements may cause the water to become toxic, 
potentially harming the fish and the environment. Ultimately the primary factor in creating a 
successful hydroponics system is the ability to provide the plants with the clean and nutrient dense 
water.  
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11.2 How Aquaponics Works 
11.2.1 Introduction 
The method by which the aquaponics system combines the principles of an aquaculture system with 
that of a hydroponics system is relatively simple.  An aquaponics system is similar to an aquaculture 
system, however the fundamental difference is that the recirculating effluent water is fed into a 
growth bed.  Within these growth beds are plants.  The effluent water passes through the roots of 
these plants before being allowed to drain back into the aquaculture system.  As the water is passed 
through the roots of the plants, the plants extract both the water and nutrients they need to survive. 
This has two advantages: 
1. the plants receive a high density food source from the effluent, and  
2. in return, the fish receive clean, filtered water. 
Aquaponic systems come in many different forms, from large scale commercial sized systems, to the 
small scaled indoor water features.  Although the size and capacity may differ between each system, 
the interactions between the fish and the plants is often very similar. 
Firstly, in an aquaponics system, the quantity of plants that may be grown is directly related to the 
amount of nutrients available;  
Secondly, the amount of nutrients available is directly related to the amount of waste the fish 
cultivated; and  
Thirdly, the amount of fish waste is related to the amount of feed the fish are fed.  Granted this 
argument to a certain degree is accurate, it does present an overly simplified version on a symbiotic 
system.  This section of the report will break down and discuss many of the contributing factors that 
directly influence this relationship.  
 
11.2.2 The Chemical process (Nitrogen Cycle) 
Although this report will not discuss many of the intricate details pertaining to the mathematical 
formula and processes, it will provide sufficient insight into the basic chemical processes involved.  
All aquaponic systems have a number of important factors to consider ensuring that the system runs 
successfully.  Ultimately the success of the system relies on a symbiotic relationship between the 
plants and the fish.  In order to gain an understanding about the factors affecting the relationship 
between the two biological species, it is essential to become familiar with some of the basic 
chemical processes that take place within an aquaponics system.  
Figure 69 - Aquaponics Nitrogen Cycle below illustrates the basic sequence of chemical processes 
that occur within an aquaponics system.  This is often referred to as the ‘Nitrogen Cycle’. 
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Figure 69 - Aquaponics Nitrogen Cycle 
11.2.3 Factors effecting the system 
There are a number of factors inherent to all aquaponic systems that will ultimately determine the 
quality of the water within the system.  The key to any successful system is good ‘quality’ water.  
Without it the system will fail.  There are a number of factors to consider when determining how to 
define quality as it relates to each specific aquaponics system as each system is unique within its 
own right.  In order to develop a successful system, the following factors need to be considered 
(Texas Aquaponic 2013): 
 The number of fish (more fish, more ammonia) 
 Type and number of plants (nitrate and nitrite levels) 
 Water temperature (bacteria levels) 
 pH level (nutrients) 
 Fish food (minerals) 
 Water Supply (contamination) 
It is important to consider all of these factors when designing a system as not all have the ability to 
be controlled by the operator.  It is critical that the operator understands the ‘cause and effect’ of 
any adjustment that may be made to the system.  If a new type of plant is added to the growth bed, 
the operator must know how this plant will affect the system.  
•Nitrosomonas 
Bacteria eats 
ammonia to 
grow
•Nitrobacter eat 
Nitrites to grow
•Decaying organic 
matter also 
produce 
ammonia
•Plant use 
Nitrates as food 
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11.2.3.1 Water Temperature 
The temperature of the water plays a significant part of any successful aquaponics system.  Ideally 
the water temperature would remain relatively constant with very little variance above and below a 
certain value.  The actual temperature of the water is heavily dependent upon the fish species being 
cultured.  In order to maximise production, water temperature needs to be monitored and precisely 
controlled.  If large fluctuation in water temperature does occur, such an event has the potential to 
induce a state of shock, and possibly death in many fish species, so it must be monitored 
(Aquaponics Pty Ltd 2013).  Some fish are able to handle water temperature variances much better 
than others making some fish more preferred in certain climates.  The larger the body of water, the 
less susceptible the water is to temperature variations due to the high specific heat capacity of 
water, rendering it more resistive to rapid change in temperature. 
In an aquaponics system any form of fresh water fish is able to be harvest assuming the system is set 
up appropriately; see section 11.2.3.1 and 11.2.3.2 for more details.  When mixing fish species it is 
critical that the different types of fish all have similar living requirements.  More importantly, do not 
combine the two species, as the carnivorous fish will eat the herbivore fish.  In terms of how many 
fish may be cultivated within a system, a general rule of 0.5kg of fish per 20-26 litres is considered 
the standard. Section 11.2.3.2 describes the different tolerance level that a number of the most 
common fish have in terms of their temperature and pH level requirements.  
Table 20 - Fish Species Requirements located on page 89, is a list of the most common species of fish 
and their respective temperature requirements.   
 
11.2.3.2 pH, Ammonia, Nitrates and Nitrites 
11.2.4 pH 
The pH level, is one of the two basic parameters that need to be constantly monitored in an 
aquaponics system.  Bacteria, fish and plants all have their own unique optimum pH zones that they 
require to survive.  Plants generally prefer a slightly acidic pH environment of between 4.5- 7.0; 
whereas fish and bacteria prefer a slight alkaline environment of about 6.5 – 8.0 and 6.0 – 8.0 
respectively (Wilson 2013).  Keeping these numbers in mind it can be seen that there will need to be 
a compromise between them in order for the system be in symbiosis.  The most common practise is 
for a system to have a target pH level between 6.7 to 7.9 (Wilson 2013). 
Generally, most plants and fish are quite adaptive to changes to their environment to a degree, 
however the bacteria are not.  It is often found that if the pH level drops below 6.0, the fish and the 
plants eventually evolve and survive, however the bacteria often becomes inactive.  As shown in the 
section above, different bacteria serve different purposes - each also has their own optimal pH 
range.  Knowing the relationship between a specific pH level and what such a pH level may affect, 
can greatly improve the system’s performance.  Table 19 - Optimum Bacteria pH Levels (Texas 
Aquaponic 2013) 
 highlights the optimum range in which the two primary bacteria require in order to survive and 
thrive. 
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11.2.5 Ammonia 
Ammonia is a chemical compound that is made up of a nitrogen atom and three hydrogen atoms 
and has the chemical formula NH3.  Ammonia is a colourless gas and can be found in trace amounts 
in the atmosphere, produced from putrefaction of nitrogenous animals, or other vegetable matter 
(Zumdahl 2013).  
Within an aquaponics system there two main sources of ammonia; that being from the fish and from 
decaying organic matter.  The primary source of ammonia contributed by the fish is from their urine 
in the form of ammonia.  The urine makes up over half of the fish’s effluent matter (Nelson and Pade 
2010).  The organic matter, which eventually becomes decayed, comes from a variety of sources 
such as fish faecal matter, uneaten food and dead plant matter (Texas Aquaponic 2013).   
 
11.2.6 Nitrites 
Nitrites are the second stage of what is known as the aquaponics nitrogen cycle.  Nitrite is an ion 
which has one nitrogen and two oxygen atoms bound together which combine to have the chemical 
formula NO2-.  In an aquaponics system nitrites are formed as a by-product of the nitrification 
bacteria (nitrospira) consuming ammonia.  Similar to ammonia, nitrites concentration is related to 
the pH level.  Not quite as toxic as ammonia, nitrites still have the potential to cause harm to aquatic 
life by damaging their gills and causing long term damage to their immune system (Halliday 2011).  It 
is recommended that nitrite levels are kept well below 0.5 ppm to ensure fish are kept safe and 
healthy (Texas Aquaponic 2013).  
The primary factors that contribute to high levels of nitrite concentration are: 
 lack of Nitrospira bacteria 
 excess fish relative to number of plants 
 overfeeding 
 large amount of decaying plant matter 
 
  
Bacteria Function pH Range Limitations 
Nitrosomonas Converts ammonia to nitrites 7.8 - 8.0 pH < 7.0, increase in ammonia levels 
pH < 6.5 bacteria growth servery 
inhibited 
Nitrobacter Converts nitrites to nitrates 7.3 – 7.5 pH < 6.0 all nitrification is inhibited 
Table 19 - Optimum Bacteria pH Levels (Texas Aquaponic 2013) 
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11.2.8 Nitrates 
Nitrates are the third stage of the nitrogen cycle.  A nitrate is a polyatomic ion consisting of one 
nitrogen bound with three oxygen atoms and has the molecular formula NO3.  In an aquaponics 
system, nitrates are formed when the Nitrobacter convert nitrites into nitrates. Nitrates are only 
harmful to fish when in high concentration as it is more likely that the ammonia or nitrite levels will 
affect the fish first.  Nitrates are absorbed by the plants therefore there must be an adequate 
number of plants for the system to remain balanced. This balance depends upon on a number of 
factors (Texas Aquaponic 2013): See section 11.2.4 for more information. 
 size of the water reservoir 
 number and type of plants 
 number and type of fish 
 feeding ratio 
 plant and fish growth rate 
 
11.2.8.1 Fish 
In an aquaponics system any form of fresh water fish is able to be harvest assuming the system is set 
up appropriately; see section 11.2.3.1 and 11.2.3.2 for more details.  When mixing fish species it is 
critical that the different types of fish all have similar living requirements.  More importantly, do not 
combine the two species, as the carnivorous fish will eat the herbivore fish.  In terms of how many 
fish may be cultivated within a system, a general rule of 0.5kg of fish per 20-26 litres is considered 
the standard (The Aquaponic Source 2013). 
11.2.3.2 describes the different tolerance level that a number of the most common fish have in 
terms of their temperature and pH level requirements (South East Queensland Fish Pty Ltd 2014).  
 
 
 
  
 Table 20 - Fish Species Requirements (The Aquaponic Source 2013)  
Fish Species (most common) Water Temperature pH level 
Jade Perch 18-32 °C 5.5 - 8.0 
Silver Perch 12-26 °C 6.5 – 8.0 
Murray Cod 12-26 °C 7.0 - 8.0 
Barramundi 25 °C  + 7.0 – 8.5 
Sleepy Cod 25 °C +  7.0 – 8.5 
Trout 10-20 °C 7.0 – 8.5 
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11.2.8.3 Plants 
Aquaponics gardening is a unique form of gardening which allows for a continual supply of fresh 
vegetables with minimal effort.  Naturally, some plants are better suited to this method of gardening 
than others; generally this decision is determined by the type of roots structure each plant has. 
Some other key factors that will also determine which plants are most suitable are: sunlight 
exposure, ambient temperature, location, and wind (Endless Food Systems 2014).  
Initially when plants are first introduced into the system they are either in seed or seedling form.  It 
is critical to wash all soil and potting mix from them prior to planting them in the growth bed; this 
will prevent unwanted contaminants entering the system.  Plants within a growth bed may be 
planted much closer together than they would be in a typical soil based garden bed.  This is due to 
the abundance of water and nutrients supplied directly to the roots for which the plants do not need 
to compete for (Backyard Aquaponics 2012). Hence a greater plant yield for a given area.  
In reference to which plants would be suited to a specific system, it all depends upon the primary 
objective of the system.  If the primary goal is to maximise the cultivation of fish, the best option 
may be to plant high nitrite consuming plants in order to filter the water effectively.  In terms of 
which plants are most suited to grow in an aquaponics system, the possibilities are endless.  
Anything from cabbage, lettuce and herbs to fruit trees, are able to be grown given the growth bed 
is a suitable size.  
 
11.2.8.4 Fish Food 
The type of fish food will heavily depend upon the type of fish that are being cultivated within the 
system. For carnivorous fish such as trout, perch and bass they require a feed with high levels of 
protein (45-50%).  Omnivorous fish such as tilapia, koi and catfish require lower protein levels (30-
32%) (The Aquaponic Source 2013).  
During the first 1-2 months of introducing new fish into the system, feeding should be kept to a 
minimum.  After the initial period, the fish should only be fed what they will consume in five 
minutes, one to two times per day (The Aquaponic Source 2013).     
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11.2.8.6 Water Supply   
Every so often the aquaponics system will require water to be added to maintain a minimum water 
level; this is primarily due the water being evaporated over time.  As the mains water supply in 
Western Australia and other parts of the country contains additional chemicals such as Fluoride and 
Chlorine, it is critical to ensure the additional water added will not adversely affect the aquaponics 
system (Water Corporation Western Australia 2013).  
A common method that is commonly adopted to safe guard against chlorinated water in particular is 
known as ‘off-gassing’.  Off-gassing can be achieved a number of different ways.  The most common 
methods are to either let the water ‘sit’ for a period of 24-48 hours, or by aerating it using an air 
pump.  
Water is often defined as being either ‘hard’ or ‘soft’, this refers to how many dissolved solids are in 
the water.  The main dissolved solids in question are Calcium, and Magnesium Carbonates (FishPlant 
2014).  The hardness of water is often expressed as mg/litre of CaCO3, the definition of each can be 
found in Table 21- Hardness of water .  How hard the water is will affect many other parameters 
within the system, mainly the pH level (FishPlant 2014).  In order to ensure that the water is within 
an optimal range for a specific type of system, ‘water conditioning tables’ are recommended 
(FishPlant 2014).  
Hardness Range (mg/Litre of CaCO3) 
Soft 0-75 
Moderate 75-150 
Hard 150-300 
Very Hard 300 + 
Table 21- Hardness of water (FishPlant 2014) 
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11.3 Aquaponic Structures 
There are numerous forms of aquaponics systems that exist on the market today, some are for 
private use, and some are built on a commercial scale. Although the size and production rate may 
vary substantially between each system, the fundamental components in relation to the design and 
functions are often very similar. The fundamental components that all aquaponics systems have 
despite their application are: 
 Some form of water reservoir, typically in the form of a fish tank or pond, 
 A growth bed with plants, and 
 A water pump 
The general configuration of an aquaponics system is illustrated in Figure 70 below. The size of each 
of the components will be heavily dependent upon the amount of yield that is required by the 
system.   
 
 
 
Figure 70 - Most basic components of an aquaponics system 
 
Many systems often have additional components added to them depending upon the design and 
yield requirements.  Such additions may include but not limited to: filters, air pumps, sumps, shade 
cloths, water heaters, and hydroponic lights.  The aim of this section is to introduce the most 
commonly found aquaponic designs and types that are found on the market.  
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11.4  Types of Aquaponic Systems 
There are three types of aquaponic systems that are commonly used by home gardeners and 
commercial businesses, they are: 
 Nutrient Film Technique (NTF) 
 Deep Water Culture (DWC) or Raft system  
 Media-based (Media Filled Beds) 
Within each type of system there are numerous designs that may be adopted to suit this technique. 
As this project is primary focused on the media-based systems, less emphasis will be given on the 
NTF and DWC systems and more detail will be provided on the media-based systems.  
11.4.1  Nutrient Film Technique 
A NFT system uses netted growth pots to house the plants. These growth pots are then suspended 
through holes which have been cut into the pipes. This arrangement is illustrated in Figure 71.  NFT 
systems work by allowing a thin film of flowing water to flow down the gutters passing the roots of 
the plant. The plants then absorb the nutrients they need from this flowing nutrient dense water, 
which is finally filtered, then drained back into the reservoir. 
The reason many of these NFT systems are so expensive is the need for additional filters and 
accessories.  As very little of the surface area is exposed to air, a biological filter is needed to allow 
the bacteria to grow and continue the nitrogen cycle.  Biological filters do come at a cost and require 
frequent cleaning and periodic exchange (Aquaponics and You 2013).  In addition to the biological 
filter, a solids filter is also required as unlike the media-based systems, the NFT method does not 
have the capacity to remove solids from the water. The solids filter is normally situated in a separate 
tank through which the waste water will pass prior to being pumped into the plant pipes 
(Aquaponics and You 2013). Although not as expensive as the biological filters, the solids filter does 
require some maintenance. 
  
Figure 71- Nutrient Film Technique (Sagdejev 2009) 
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11.4.2 Deep Water Culture 
Deep Water Culture, also known as Deep flow or the Raft System is a method in which foam 
platforms are used that float on top of the water. Cut into these foam platforms are holes. Mesh 
baskets which are used to house the plants are then placed within these holes. The roots are then 
dangled into the water permanently.   DWC is a very popular method in both commercial and 
backyard applications as it is relatively cheap in terms of set up and operation cost and offers great 
yield (Aquaponics and You 2013).   
Depending upon the size and requirements of the DWC system a number of designs are available. 
One of the most common methods is for the fish to be cultured within a fish tank and for the 
effluent water to be pumped through long channels. Within these channels are the floating foam / 
raft platforms with the plants house inside mesh baskets. This arrangement can be seen in Figure 72 
- Deep Water Culture Method  
  
Figure 72 - Deep Water Culture Method (Aquaponic System Solutions 2014) 
 
The DWC arrangement may also be easily adapted for the backyard using a similar concept. The 
simplest method is to place a Styrofoam tray with meshed plant baskets on top of a fish tank. This 
method is often used to grow small herb plants and acts as more of a feature rather than a high yield 
garden bed (Aquaponics and You 2013). There are two major drawbacks to this method.   
Firstly, the size of the plant bed is restricted to the surface area of the water; and 
Secondly, only certain fish varieties may be used as some fish may eat the roots of the plants. This 
method is illustrated in Figure 73 - Small Deep Water Culture System . 
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Figure 73 - Small Deep Water Culture System (Chi1112000 2008) 
 
11.4.3 Media Filled Beds 
Media Filled Beds (MFB), also known as gravel beds, are the simplest and easiest form of aquaponics 
systems to set up. The MFB are also very cost effective and offers a huge amount of versatility in 
their design and configuration and may be scaled for small and large applications. The media filled 
beds are the most used form of aquaponic systems by backyard aquaponic enthusiasts.  MFB’s offer 
very good fish and plant yield with respect to the initial financial investment and system size 
compared with other designs (Aquaponics and You 2013).   
The components of a basic media filled aquaponics system are: 
 Open container (must be water tight) 
 Fish tank 
 Water Pump or other means to transfer water to the growth bed, and  
 Some form of media (expended clay, gravel, pebbles). 
The containers are filled with the media, the most popular is expanded clay pebbles as they are 
porous and absorb water and air. Seedling and plants can then be planted directly into this media 
bed. Water from the fish tank is then cycled through the growth beds either periodically or 
continuously thus giving the plants the nutrients they need. The main advantage with using media 
beds are that the rocks act as both a solid removal filter, and a biological filter allowing costs and 
maintenance to be kept to a minimum.  All waste, including solid organic matter that has been 
filtered by the rocks will be broken down in the garden bed and eventually used as food by the 
plants. When compared to the NFT and the DWC systems the media filled systems offer far less yield 
rates as the nitrogen cycle takes longer.  
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11.5 Design and Configuration - Media Filled Bed 
There are two techniques in which the media filled aquaponic systems may be operated, either the 
continuous flow method or the intermittent method.  Within each technique are numerous designs 
that could be implemented.  This report will focus on the underlying concepts rather than the 
specific details within each system.  Emphasis will be given to the intermittent flow technique as it 
related directly to the design adopted for this project.  
11.5.1  Continuous Flow Method 
Using the continuous flow method, the effluent water is pumped continuously throughout the entire 
system. This is the simplest method to design and configure but is does come with some restrictions. 
One of the main restrictions is that this form of system is limited to only certain plant varieties. Using 
this method, oxygen is restricted to the roots of the plants due to the constant flow of water. In 
some plant varieties this may cause their roots to become decomposed which will eventually kill the 
plant.  
Figure 74 illustrates the layout of a simple continuous flow aquaponic system. It can be seen that the 
water is pumped into the garden bed via the PVC pipe located on the right hand side of Figure 74. 
The water level will rise until such time that it reaches the height of the PVC pipe on the left hand 
side of the diagram; this is detailed as ‘overflow’ on Figure 74.  Once the water has reached this 
level, any additional water added will be drained via this PVC pipe straight back into the fish tank. 
The flow rate of the water will need to be varied depending upon the requirements of the system; 
such details will not be discussed within this report.   
  
Figure 74 - Continuous flow System 
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11.5.2 The intermittent flow method  
There are primarily two methods when designing an intermittent flow system such that it will cause 
the growth bed to continually fill and drain.  
The first design uses a water pump that is triggered by a timer. The timer is set to periodically switch 
the pump on and off at a specific duty cycle pre-set by the operator. When the pump is on, water 
will be pumped into the growth bed causing it to fill and eventually overflow back into the fish tank. 
When the pump is switched off, water will be passively drained back into the fish tank. Due to its 
simplicity and inexpensive costs, this method tends to be the most popular amongst backyard 
aquaponic enthusiasts.  
The second method is known as an auto-siphon system whereby the system automatically starts to 
siphon the water when a certain water level is reached. The most common designs for an auto-
siphon system are; a loop siphon and a bell siphon (Aquariponics 2013).   
 
11.5.3 Flood and drain using a ‘stand pipe’ 
As state previously, there are a number of different configurations that a flood and drain system 
may have, one of the most popular however is by using a stand pipe. The stand pipe method uses 
four different PVC components that when combined, serves as the flood and drain mechanism. The 
components are: 
 Drain fitting 
 PVC Pipe End Cap 
 PVC pipes (two different diameters) 
Figure 75 illustrates the basic assembly of the components that make up the flood and drain 
mechanism. Although the PVC end cap in not detailed in Figure 75; Figure 76 illustrates where the 
cap is installed. The dimensions have not been given as they vary depending upon the size of the 
system.  
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.   
Figure 75 - Flood and Drain 3D view 
 
 
Figure 76 - Flood and drain mechanism (side view) 
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11.5.5 The Flood and Drain Process 
The process by which the stand pipe method operates assuming the system has been off for a period 
of time is as follows: 
 Initially the water level at is minimum level as shown in Figure 77, with the pump turned off 
 When the pump is turned on, the water level will begin to rise. 
 As the water level rises, a small amount of water will drain through the small drain hole 
located at the bottom of the internal PVC pipe. As the rate of water entering the growth bed 
exceeds the rate of the water being drained through the small drain hole, the water level 
will continue to rise. The small drain hole can be seen in Figure 76.  
 The water level will continue to rise until it reaches the top of the inner PVC pipe.  
 Once the water has reached this point it will overflow through the opening of the pipe and 
be directed back into the fish tank. Hence the height of this internal PVC pipe or ‘stand pipe’ 
determines the maximum water level in the growth bed. 
 As water continues to be pumped, the rate of water inflow to outflow is equal. This is 
illustrated in Figure 79. In this state the system will continue to recirculate the water until 
the pump is switched off. 
 When the pump is switched off, the water will no longer be drained through the top of the 
stand pipe. While draining at a much slower rate, the water level will continue to decrease 
as it is drained through the small drain hole. This situation is shown in Figure 78. 
 Once the water reaches the height of the small drain hole, it will no longer be drained. 
Therefore the height of the small drain hole will determine the minimum water level.  
Note: Aquaponic system are typically set up such that the complete drain time of the growth 
bed is equal to the duration that the pump has been switched off. Using this configuration 
means that the water will be continuously flowing into the fish tank oxygenating the water. If 
the system is not configured this way an additional component called an air pump must be 
installed.  
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Figure 77 - Flood and Drain minimum water level 
 
 
 
 
Figure 78 - Flood and Drain midway 
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Figure 79 - Flood and drain with growth bed overflowing 
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11.6 Monitor and Controlling an Aquaponics system 
The previous sections of this report have discussed primarily the fundamental concepts and 
applications in reference to an aquaponics system. This section will further that introduction by 
presenting a variety of methods that are currently used to monitor and control an aquaponics. The 
systems presented within this section are considered the most common methods used by the 
backyard aquaponic enthusiasts to large scale and commercial installations. Details will also be 
provided about commercially available products available to the backyard enthusiast and why such 
products would be advantageous.  
11.6.1  Introduction 
Aquaponics is a relatively self-sufficient system that requires very little human interaction to 
maintain basic functionality.  Inherent to all systems however, things can still go wrong no matter 
how good the design. If certain parameters are monitored and rectified, what may have been a 
catastrophic event may very well be avoided.  As discussed previously, aquaponics encompasses the 
dynamic interaction of fish, bacteria and plants to create a naturally occurring symbiotic system.  For 
this system to remain both in balance, and healthy, it is critical to monitor certain parameters of the 
system. 
While it would be ideal to be able to monitor all aspects of the system’s performance continuously, 
this is rarely the case.  Not only are some of the parameters mentioned within section 5.2 not 
necessarily controlled or monitored, their sheer cost in doing so may very well make the system 
financial infeasible. The key to any long term successful aquaponics system is knowing which 
parameters need to be monitored, how often they need to be monitored, and the associated cost 
involved. This section will discuss the most common elements of an aquaponics system that is 
monitored and controlled in reference to both a commercial and a backyard system. 
11.6.1  Parameters to be monitored 
Achieving and maintaining a healthy aquaponics system is all about keeping things in balance. The 
key to keeping things in balance starts with the water quality. The quality of the water has a direct 
affect to the marine feed utilisation, growth rates, and carrying capacity, and is considered 
paramount to a healthy system (P. Fowler 1994). While there are a number of other factors that will 
affect a system, the quality of the water is the most critical to control and monitor.  
When it comes to monitoring the water quality within a system that is used for marine cultivation 
and harvesting, the following parameters are often assessed, although not all are measured on a 
continuous basis (Klinger-Bowen 2011): 
1. Water Temperature – Measure in degrees Farenheight of Centigrade 
2. Dissolved Oxygen –amount of oxygen (O2) dissolved in water units - parts per million 
3. pH – measure of acidity, levels define as a range from 0-14 
4. Buffering Capacity (water Hardness) – amount of minerals in the water 
5. Total Ammonia Nitrogen (TAN) – measure total ammonia in mg/Litre 
6. Nitrites – measure for nitrite-nitrogen in mg/Litre or ppm 
7. Nitrates – Nontoxic to fresh water fish and not commonly tested for (Klinger-Bowen 2011) 
As opposed to measuring all parameters continuously, a decision is often made as to which may 
have the high priority. An aquaponics system generally runs in cycles, therefore different parameters 
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will need to be tested more often during different phases of this cycle. Due to the cost and/or lack of 
reliability of sensors and associated test equipment, most systems do not attempt to monitor and 
control all of the parameters. It is often recommended that; dissolved oxygen, pH, water level, and 
water temperature are the most important parameters to monitor and control as they tend to 
change rapidly, and have significant adverse effects on the system if operated out of range (P. 
Fowler 1994).  
In addition to this, if an appropriate aeration system is installed, measuring the level of dissolved 
oxygen may not be necessary assuming the pump remains in working order. In an aquaponics 
system, it is common for the aeration to occur by simply allowing the drained water to continuously 
flow into the fish tank. This often works fine for a continuous flow system (Section 0). Conversely 
when an intermittent flow method is implemented (Section 11.5.2), it is critical the total drain time 
of the growth bed does not exceed the duration that the pump is switched off; doing this will ensure 
a constant flow of water into the fish tank.  
11.6.2  Equipment Used For Monitoring  
Test and monitoring is an integral part of aquaponics. There is a myriad of different test equipment 
that may be used for this purpose however some are more involved than others. Generally water 
testing equipment comes in three forms: test strips, reagents (liquids), and electronic equipment 
(Texas Aquaponic 2013).  
Test strips have various pads on a plastic strip, when these pads are dipped in water, the colour will 
change according to the conclusion of the test.  Generally, the test strip method is used for Nitrites, 
Nitrates, Chlorine, pH, and water hardness (Texas Aquaponic 2013).  
Reagents may consist of one or more liquids, that, when combined with water, will change colour 
depending upon the result of the test. 
Finally, electrical testing equipment is often only used to monitor such things as: pH, water 
temperature and dissolved oxygen in the average system. In larger commercial systems other 
parameters may be tested using electrical equipment however the cost associated are quite high.   
Sections 11.6.2.1 through to 11.6.2.5 highlights: 
 what the parameters are that are being measured,  
 various pieces of equipment used for taking such measurements, and the associated costs 
involved.   
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11.6.2.1 Water Temperature 
There are numerous underwater temperature sensors available on the market. The type needed for 
an aquaponics system is one of the most basic as it will not be exposed to hazardous conditions, high 
pressures or extreme temperatures. Most temperature sensors fall within on the following 
categories: Liquid-Filled Thermometers, Bimetallic and Gas Bulb, Thermocouple, Resistant 
Temperature Detectors (RTD’s), or Integrated Circuit (IC) Transducer (P. Fowler 1994).  Below in 
Table 22 is a list of common underwater temperature sensors that are used in aquaculture and 
aquaponic systems. Note: the sensor DS18B20 is discussed in much more detail in section 5.1.8 as 
this is the typed used in the final project. 
BRAND Applications Specifications Cost ($US) 
DS18B2011 DIY / Hobbyist ±0.5°C accuracy from -
10°C to +85°C 
$9.99 
Table 22 - Under Water Temperature Sensors 
 
11.6.2.2 Dissolved Oxygen 
A dissolved oxygen sensor is an electrical devise that measures the amount of gaseous oxygen 
dissolved in water. Oxygen may enter the water in either one, or a combination of the following 
methods: Absorbed directly from the atmosphere, by rapid movement such as rivers, and waterfalls 
or as a waste product of photosynthesis (U.S. Geological Survey 2014).  The level of dissolved oxygen 
in the water is considered one of the most critical elements that make up a quality water source 
(U.S. Geological Survey 2014) . All marine species require oxygen for life and growth. If DO levels 
drop below 5.0 mg/Litre is has been found to cause significant stress to aquatic life. Levels at or 
below 1-2 mg/litre for just a few hours have the potential to kill fish very quickly (P. Fowler 1994).  
Measuring dissolved oxygen can be done using a number field or lab meters. Each vary significantly 
in cost and accuracy. Below in Table 23 a number of commercially available sensors are listed. The 
list comprises of sensors that are designed for a commercial grade system to a do it yourself, 
Arduino style system.  
 
BRAND Applications Specifications Cost ($US) 
AtlasScientific 12 Private / Lab  Range: 0-20 mg/L 
 
$198.00 (probe only) 
Dissolved Oxygen Kit 13 DIY (Arduino) Range: 0-20 Mg/L 
Full range D.O. readings +/- 
0.1 
$192.95 
Table 23 - Dissolved Oxygen Sensors  
                                                          
11 https://www.sparkfun.com/products/DS18B20 (accessed 3/10/2014) 
12 https://www.atlas-scientific.com/product_pages/sensors/do-sensor.html 
13 https://www.sparkfun.com/products (accessed 3/10/2014) 
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11.6.2.3 pH 
pH is a logarithmic measure of the hydrogen ion concentration of an aqueous solution; it is 
represented by a number which may vary within a range from 0 through to 14 (Helmenstine n.d.).  
For a pH of less than 7 represents that the solution is acidic; greater then 7, is an alkaline, and equal 
to 7 is neutral. The two most common methods for measuring the pH level is by using either test 
strips, or some form of electronic meter or system. The list detailed in Table 24 highlights two 
different forms of test equipment used to measure the pH level.  
Note: the Spark Fun pH sensor kit will be discussed further in section 5.1.6 as this is the type used in 
this project. 
BRAND Applications Specifications Cost ($US) 
AtlasScientific -  pH 
Sensor Kit 14 
DIY pH Range: 0-14 (Na+ 
error at >12.3 pH) 
$105.95 
Hanna Instruments -  
Portable pH Meter15 
Field and Lab pH Range: -2.00 to 16.00  
accuracy: ±0.02 pH 
Price not given 
Table 24 - pH test equipment 
 
11.6.2.4 Total Ammonia Nitrogen 
In water, ammonia exists in two forms, ionized ammonia (IA) and unionised ammonia (UIA). The 
combination of the two is known as Total Ammonia Nitrogen (TAN). Ionized ammonia is represented 
by the chemical formula NH4+ and is considered relatively harmless to marine life (Klinger-Bowen 
2011). It is the unionised form of ammonia that has been found to be the most toxic to fish and 
other marine species.  
Generally, ammonia test kits being sold to the public only test for one of the two forms of ammonia, 
that being the most toxic to fish, un-ionized (Texas Aquaponic 2013). The level of un-ionized 
ammonia within an aquaponics system is heavily dependent upon the temperature and pH of the 
systems water. As the temperature and pH increases, so too does the total amount of ammonia in 
the water therefore it is critical to monitor these two parameters. In most small scaled systems TAN 
is only measured when the water temperature and the pH are not within range. Within Table 25 is a 
list of commonly used pieces of test equipment used for testing for total ammonia nitrogen.   
                                                          
14 https://www.sparkfun.com/products (accessed 3/10/2014) 
15 http://www.hannainst.com/Usa/prods2.cfm?id=040001&ProdCode=HI%20991001 (accessed 3/10/2014) 
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BRAND Applications Method Cost ($US) 
LaMotte® Ammonia 
Nitrogen Test Kit 16 
All applications  Solution based testing 
(reagent) 
$78.95 (25 + tests) 
HACH - Nitrogen-
Ammonia Reagent Set17 
All applications  Solution based testing 
(reagent) 
$97.95 (50 + tests) 
LaMotte® Ammonia 
Nitrogen Test Kit18 
All applications Solution based testing 
(reagent) 
$78.95 (50 + tests) 
 
Table 25 -Total Ammonia Nitrogen Test Equipment 
 
11.6.2.5 Nitrates and Nitrites 
Nitrates are very rarely measured directly; although they are sometimes found in commercial sized 
aquaculture systems where expensive electrical test equipment may be used.  More commonly the 
nitrates are converted to nitrite, and then the level nitrite is then measured. This can make testing 
for nitrates difficult as if there is already nitrites in the water as there often is, obtaining an accurate 
result may be difficult (Apps Laboratories n.d.).  
What often occurs is that if a nitrate reading is required, a nitrite test is conducted initially to 
measure the amount of nitrite directly. A second test will then be conducted which then measures 
the ‘total’ nitrite level, including the nitrates which have now been converted. The difference 
between the two nitrite levels represents the nitrate level (Apps Laboratories n.d.). Table 26 
contains a small list of commercially available sensors that are used to determine the nitrate and 
nitrite levels. 
 
BRAND Applications Method Cost ($US) 
Professional Plus – 
Nitrate Probe 19 
Entry Level 
Commercial grade 
Electrical device $360 
Elos Nitrate and Nitrite 
Aqua Test Kit 20 
Basic Solution based testing 
(reagent) 
$27.99 (50+ tests) 
LaMotte Insta-Test® 
Nitrate and Nitrite Test 
Strips 21 
Basic Test Strips  (most 
popular method) 
$11.70 (50 strips) 
 
Table 26 - Nitrate and Nitrite Test Equipment 
  
                                                          
16 Sourced From  http://pentairaes.com/ammonia-nitrogen-test-kit.html (accessed 3/10/2014) 
17 Sourced From http://www.hach.com/nitrogen-ammonia-reagent-set-tnt-amver-salicylate-low-
range/product?id=764020985 (accessed 3/10/2014) 
18 http://pentairaes.com/water-quality-testing/nitrite-nitrate 
19 http://www.davis.com/Product/Probe_Nitrate/YX-59352 
20 http://www.bulkreefsupply.com/elos-nitrate-aqua-test-kit-1.html 
21 http://www.benmeadows.com/lamotte-insta-test-nitrate-and-nitrite-test-strips-pkg-of-50_s_143792 
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11.6.3 Parameters to be controlled 
Controlling certain parameters of an aquaponics system has the potential to significantly increase 
the production yields of both the plants, and the fish if implemented correctly. Even more 
importantly; there are certain parameters that are considered critical components to an aquaponics 
system.  In the event of a failure, or of one of these components becoming out of range, the 
consequences can be catastrophic within a very short period.  In a semi-automated control system, it 
is these parameters that are the more likely to be controlled and monitored.  An effective control 
system must have the capacity to make small adjustment based on a certain events occurring.  In an 
aquaponics system, the most common parameters that are controlled in large commercial systems 
are (P. Fowler 1994) : 
 The water level – automatically fills up tank 
 Feeding the Fish – automatically feed the fish and removes the excess food 
 Cycling time and optimisation – manipulates pump cycling time based nitrogen cycle balance 
 Power failure procedure – initiates backup systems 
 Pump Failures (water, filters, and aeration) – detects and activate respective backup pumps 
 Water Temperature – Automatically adjust the temperature of the water. 
On small scaled, backyard systems, it is often found that the only parameter that is automated is the 
pump cycling time. Most of the other parameters are often just monitored when required with the 
appropriate action taken when needed.  
 
11.6.4 Commercially Available Aquaponic Monitoring and Control Systems 
There are a number of commercially available products that may be installed onto an aquaponics 
system that would provide a control and monitor capability.  Some investigation revealed that such 
devices are generally used for industry scaled systems, however, there are a small number of ‘off the 
shelf’ alternatives that are targeted to the private user.  
The two products presented below offer similar features to the system designed for this project.  
 Eden AquaPonics MACC (Eden Aquaponics 2010) 
The Eden AquaPonics MACC is an industrial grade, fully automated system that may be installed 
onto any pre-existing aquaponics system. The system consists of; A Programmable Logic Controller, 
Human Machine Interface, Input sensors, Secondary high current relays, and a power supply. 
The controller has the ability to provide the user with information such as temperatures, dissolved 
oxygen measurements, pump operations, pH readings, statistical data including graphs, and system 
water level readings.  
A cost for this system was not available for the Eden Aquaponics website however discussions on 
some of the aquaponics forums have priced the base level model at in excess of $150022. 
 
                                                          
22 Note: this price is unconfirmed by the vendor and may vary significantly depending upon the model of the 
device. 
108 | P a g e  
 
 
The OsmoBot (OsmoBot 2014) 
The OsmoBot, due to be release in late 2015 offers sensory, monitoring and control for hydroponic 
and aquaponic systems. The OsmoBot consists of seven sensors, wireless interface, data logging and 
the possibly of a backup power supply.   
The parameter that the system monitors are: Dissolved oxygen, pH, water temperature, water level, 
air temperature, humidity, and light spectrum; each of which can be view in graphical form as well as 
statistical data. 
The price of the OsmoBot is expected to be within the price range of $499-599, although this will not 
be confirmed until the product is released (OsmoBot 2014). 
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12 Appendix 2 – The Aquaponics Structure 
12.1 The Design 
As a method for systematically constructing the support structure, a detailed and logical design 
proposal was drafted and analysed prior to any construction being underway. This included breaking 
down the structure into its main components which will be discussed in detail throughout this 
section of the report.  
12.1.1  Step 1 - Objective (structure) 
The first step was to establish what are the fundamental components that an aquaponics system 
requires in order to operate, i.e. fish tank, growth beds, pumps? In order to meet these 
requirements, what type of structure will need to be built to satisfy such requirements keeping in 
mind that it is intended for indoor use? Designing the system for indoor use brings with it new 
limitations. Not only will the structure need to structurally sound under normal operation, but it 
must also be versatile enough, such that the user can easily move the fully assembled system in and 
around an indoors environment. The final versatility design factor is that the disassembled system 
must be of suitable dimensions to fit into the back of a station wagon or ute for easy transportation, 
and the reassembly of the system being ‘simple’.    
Summary of design requirements: 
 Supports a fish tank, growth beds and accessories 
 Used and operated indoors 
 Movable within the indoors environment fully assembled 
 Modulated to fit into the back of a station wagon or ute 
 Disassembly and reassembly is relatively easy 
12.1.2  Step 2 - Design Constraints (structure) 
The following list describes the primary design considerations that applied to the aquaponics 
structure. These limitations ultimately determined the specifications for each section that was to be 
built and the required limitations of each. The primary design constraints were: 
 Fully assembled structure must be mounted on wheels such that it can be easily moved 
on a variety of surfaces (eg.  tile, carpet and floor boards mainly).  
 Fully assembled structure must be able to fit through a standard doorway (2050mm 
height limit). 
 The fully assembled structure must be modulated such that it is easily disassembled with 
all ‘functional components’ intact (ie. easily reconnected). 
 Each module / section must be able to fit in the back of a wagon or ute, not necessarily a 
car.  
The final design including all of the structure’s measurements is displayed in Figures 80-82. 
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12.1.3 SketchUp Designs 
 
                       
Figure 80 - Structure Design Side View           Figure 81 - Structure Design Side View 
  
 
Figure 82 - Structure Design Front View 
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12.1.4 Step 3 - Design Support Structure 
The complete structure is broken up into two sections; the fish tank structure, and the growth bed 
structure, as illustrated in Figure 83 and Figure 84. Both sections are joined via four securing nuts, 
with one nut securing each leg as arranged in Figure 85. This nut and bolt configuration will ensure 
that both sections are firmly attached and can easily be removed when required.  The two aspects of 
this project that will account for the majority of the supported weight are the fish tank, and the 
growth beds.   
 
 
Figure 83 - Fish Tank Structure 
 
 
Figure 84 - Fish Tank and Shelving 
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Figure 85 - Securing the two sections 
 
12.2 The Construction Phase 
12.2.1 Fish Tank Support structure 
The first step in designing the fish tank support structure was to establish the approximate weight of 
the mass that it will be required to hold. This includes:  
 the fish tank itself 
 the volume of water it holds 
 fish tank features, and  
 all other remaining support structures that will be required to be mounted on the structure. 
12.2.2  The Growth Bed Structure 
A set of prefabricated shelves was used as the growth bed structure. This particular item was chosen 
due to the following features: 
 Approximately the same length as the fish tank 
 Its shallow width, this allowed for the top of the fish tank to be exposed 
 Very strong 
Shelves dimensions prior to the modification:  1220 (H) X 1295 (W) X 275 (D) 
Shelves dimensions post modification:   1040 (H) X 1295 (W) X 275 (D) 
12.2.3 Step 1 – Structure Dimensions 
The Fish Tank support structure serves two primary purposes:  
 To house the fish tank, and  
 To support the growth bed shelving that will be attached above. 
 
 It was also stated in the projects construction objectives that the fully assembled structure must be 
movable. This prompted the installation of wheels to be mounted on the bottom of the structure. 
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Lastly, although not a critical element to the function of the system, two drawers were installed 
below the fish tank. These drawers offered two additional benefits:  
 raises the fish tank higher off the ground for better viewing, and  
 Provides a location to house the electrical equipment and other components.  
 
The fish tank purchased for this project has the specifications:  
 1220 (L) X 450 (W) X 450 (H)     
 6mm glass     
 Weight (completely empty)  20Kg   
 Weight (including rocks)  30Kg   
 Weight (including rocks and water)23 240Kg 
 
In relation to the fish tank support structure, the following dimensions are fixed: 
 Fish Tank dimensions  
 Structure will be built out of 12mm ply board 
 Wheels are 100mm in height 
 Wheels are mounted on a piece of 12mm ply secured to the bottom of the structure 
 Securing point must be accessible (ie above the fish tank) 
 Overall height must be less than 2 meters 
 
Therefore only three variables remained: 
 The height of the draws 
 The height of the growth bed structure 
 Securing point (this will only vary by 1-3 centimetres) 
 
The final dimensions were decided such that each growth bed had approximately 270mm of 
clearance for the plants to grow. Therefore the final height of the growth bed structure is 1040mm. 
The point at which the growth bed structure is secured to the fish tank structure was chosen to be 
approximately 20mm, this can be seen Figure 86. The dimensions of the draws positioned below the 
tank were the final remaining variable and was simply 1950mm (given 50mm clearance for a 2 m 
door) minus the height of: growth bed structure(1040mm), fish tank (450mm), securing point 
(20mm), wheels (100mm), ply (12mm). Therefore the height of the draws was determined to be 
270mm. 
                                                          
23 Tank is assumed to be filled to approximately 400mm in height with the volume of the rocks and the other 
features being ignored. This equates to approximately 210 litres hence ie 210Kg, 
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Figure 86 - Key Dimensions 
12.2.4 Step 2 - Construction 
The fish tank support structure is made out of 12mm structural ply board, and is held together using 
50mm screws and high strength wood glue.  
The Fish Tank support structure is made up of the following sectons all cut out of a large piece of 
2400 X 1200 X 12 mm structural ply board. Figure 87 also illustrates how each of the sections are 
connected or joined together. 
 
Figure 87 - Front and Side View 
115 | P a g e  
 
12.2.5 Step 3 – Installing the Plumbing and Conduit 
By virtue of the system design, water from the fish tank is required to be pumped to the top level 
growth bed. Alongside water, lights positioned at every tier also require power; and sensory data 
will need to be fed to and from each of these tiers also. In order to minimise interference between 
the power cables and the sensory cables, two separate electrical conduits are installed within the 
walls of the structure. The point at which the fish tank and the growth bed assembly separate, a 
termination box is installed to alleviate the need to rewire the system upon the separation of the 
two sections.  
Figure 88 illustrates the position for each of the PVC pipes. It can also be seen that the water pipe 
runs from the bottom of the shelve structure to the top tier; whereas the power cable eventually 
runs from the draws, located at the very bottom of the structure to very top. Figure 89 indicates the 
twisted wire method used to secure each of the PVC pipes. 
 
Figure 88 - Installed PVC 
 
Figure 89 - Twisted Wire 
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In order to position the pipes in the correct position, it was crucial to factor in where the pipes were 
going to be positioned in reference to the corrugated iron that would later be installed as the 
outside panelling.  If the pipes were positioned incorrectly, this could has unnecessary width to the 
structure and make it very hard to install the iron panels. Figure 90 demonstrates the correct 
method for how the pipes were to be installed in relation to the corrugated iron. Figure 91 shows 
both the corrugate iron and the PVC pipes fully assembled. 
 
Figure 90 - PVC and Corrugated Iron 
 
Figure 91 - Final PVC installation 
 
Although it was not necessary to run the water PVC pipe below the top of the fish tank, it was 
necessary to run the two electrical conduits into what would become the “electrical draw” 
positioned at bottom right hand side of the structure. The same method as in Figure 90 was used to 
position the PVC however this time the PVC was secured to the face of the ply wood. A 90 degree 
PVC bend is glued to the end of PVC pipe. This allows for a neat entry into the draw from the side of 
the structure. The top of this section of PVC can be seen in Figure 92 
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Figure 92 - Electrical Conduit 
 
12.2.6 Step 4 - Growth Bed Construction 
The growth beds are constructed out of wire mess which are held together using the twisted wire 
method as displayed in Figure 93. 
 
Figure 93 - Wire mesh 
The dimensions of the growth bed were determined such that they could easily be positioned and 
supported on the pre-existing shelves with little to now adjustment needed. The dimensions of the 
shelves are: 1286(L) X 2090(W) with the 70mm metal face being used to “hide” the actual growth 
bed themselves. The shelves (without the growth beds) are illustrated in Figure 94 
 
Figure 94 - Empty Shelves 
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The dimensions of the wire meshed growth beds are: 1200X250X90mm. Once constructed a layer of 
corflute was used to create the water tight reservoir. Figure 95 displays the physical arrangement 
with the corflute installed within the wire mess housing. 
 
 
Figure 95 - Corflute and wire mess housing 
 
12.2.7 Step 5 – Flood and Drain 
The flood and drain assembly is constructed out of a combination of PVC connections and adaptors. 
The purpose of the flood and drain is to both maintain a minimum water level in the growth bed 
while also limiting the water level to a certain height. This is achieved by using the configuration 
detailed in Figure 96, Figure 97 and Figure 98 all demonstrate the water levels in the growth bed. 
Figure 98 illustrates that when the water level is raised above the internal 15mm PVC pipe, it will 
then overflow to the growth bed positioned below. Once the pump has been shut off, the water is 
then slowly drained out via the small hole at the bottom of the drain flood assembly, see Figure 97. 
The water will continue to drain until the water has reached the hole at which time the water will 
remain at this depth.  
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Figure 96 - Flood and Drain PVC Arrangement 
 
 
 
Figure 97 - Water at minimum level 
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Figure 98- Water at maximum level 
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13 Appendix 3 – Pump Sequence Example 
Below is the sequence of code that gets executed when the PUMP button it pressed on the ‘switches 
website’. 
Switches HTML page  
If the PUMP button is pressed, open up a file named writer_switches.php and store the value in in 
the variable names ‘switches’. 
 
Figure 99 - switches html 
 
PHP page -  Writer_switches.php  
If the ‘switch’ variable is equal to 10, first determine the current state of the pump by completing a 
SQL query to find the previous variable stored in the switches table. Then Toggle the state of the 
Pumps state. 10 = ON, 11 = OFF. Figure 100 illustrates the code for this function. 
 
Figure 100 - switches php 
 
MySQL – Switches Table 
The table below (Figure 101) is a section of the Switches Table within the MySQL database. The value 
stored within the table indicates that the last value stored in the Pump column is an 11. This 
indicates that the pump has been switched off.  
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Figure 101 - MySQL switches table 
 
Python Program – I2c_switches.py 
This python script is executed on completion of the previous PHP code. This code simply queries the 
most recent value placed into the Pump column and sends that value to the Arduino. Before it can 
be sent however, it must first be converted from a tuple list element to an integer. Figure 102 
illustrates the code for this function. 
 
Figure 102 - Python program 
 
Arduino Program 
The Arduino program compares the received integer value to a number of if, else if statements. In 
the case of the Pump, if the value is equal to 10, the pump will be switches on, 11 will turn the pump 
off. Figure 103 illustrates the code for this function. 
 
Figure 103 - Arduino Program 
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14 Appendix 4 – Pump ON duration change 
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15 Appendix 5 – Completed Structure 
 
 
Figure 104 - Completed Structure with lights on 
 
Figure 105 - Completed Structure with lights off 
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