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A szakdolgozatom egy 2D-s platformjáték Unity-ben, C# nyelven megvalósítva.
Két játékmód érhető el, egyjátékos és online kétjátékos mód. A játék célja pontok
gyűjtése, ellenfelek legyőzése, akadályok leküzdése és eljutás a célba.
A platformjáték (más néven platformer vagy Jump ’n’ Run) egy videójáték-
műfaj, az akciójáték alműfaja. A játékos által irányított karakternek platformokon
keresztül kell ugrálnia és/vagy különböző akadályokat kell átugrania. A játékos fel-
adata, hogy a karakterével megfelelő időben ugorjon, hogy tovább tudjon menni
vagy ne essen le. Az ugráson kívül más mozgáselem is szerepelhet mint az úszás,
mászás vagy repülés. Platformjátéknak nevezhető az olyan játék, aminek szerves
részét képezi a platformokon való ugrálás.[1]
Az oldalnézetes vagy 2D-s játékok legfőbb tulajdonsága a kétdimenziós grafika.
Az FPS és a TPS játékok előtt ez volt a legelterjedtebb és legváltozatosabb műfaj.
Az oldalnézetes játékok gyakorlatilag minden platformon megjelentek és rengeteg
típusuk van. Gyakran készültek ilyen játékok sikeres filmek és rajzfilmek alapján.
A kétdimenziós grafika egyértelmű előnye, hogy nem kell nézőpontokkal, kamera-
mozgatással foglalkozni. A játékos legtöbbször oldalnézetben látja a pályát, mozgás
közben pedig a pálya együtt halad a játékfigurával. A látható világot kézzel vagy
számítógéppel rajzolták.[2]
A megvalósításhoz a Unity játékmotort használom, online módhoz a Unity egy
csomagját, a Photon Unity Networking, röviden PUN csomagot, ami kifejezetten





A játék egy 2D-s platformjáték. Két játékmód közül lehet választani, egyjáté-
kos és kétjátékos online mód. Mindkét játékmódban egy macskát lehet írányítani,
az ellenfelek kutyák, amiket vagy kikerülni vagy legyőzni lehet. A pályákon több
tárggyal lehet interakcióba lépni, amikkel változtatni lehet a pályán, így lehetővé
téve az előrehaladást és az előnyhöz jutást.
Pontokat lehet szerezni tárgyak felszedésével illetve ellenfelek legyőzésével.
Ellenfelek legyőzése több ponttal jár, míg a földön heverő gombolyagok felszedé-
se kevesebbel. A pályák teljesítéséhez nem szükséges pontokat szerezni, de minél
többet gyűjtűnk, annál magasabb pontszám érhető el.
A játékosoknak van életük, amiből veszíthetnek a játék során. Ha az összes életük
elfogy a játéknak vége, és elölről kell kezdeni a pályát. A kutyákkal való ütközéskor
sebződnek egyszer. A víz is veszélyes hely a macskák számára, ugyanis amikor benne
tartózkodnak folyamatosan sebződnek, ezért jobb kikerülni illetve átugrani a vizes
helyeket.
A pályák teljesítéséhez el kell jutni a célba, ami egy macska kosárt jelent.
Kétjátékos mód esetén a megfelelő színű kosárhoz kell eljutni, illetve mindkét já-
tékosnak egyszerre a célban kell tartózkodnia. Ha ez teljesül, akkor a pályát teljesí-




A játék asztali számítógépen játszható. A részletes rendszerkövetelmények meg-
találhatók a Unity honlapján.[3] A játék futtatátásához a következőek a minimum
követelmények:
• Operációs rendszer: Windows 7 Service Pack 1
• Videókártya: DirectX10
• Processzor: támogatja az SSE2 művelethalmazt
• Merevlemez: 300MB szabad hely
2.3. Játék indítása
A játék indításához nem szükséges telepítés. A játék mappáját a számítógép me-
revlemezére kell másolni, ezután a mappában található 2DGame.exe fájl indításával
kezdhetünk el játszani.
2.4. Főmenü
A játék indítása után a főmenüben találjuk magunkat. Itt láthatjuk a játék címét
(Cats’ Realm). Ezen a felületen érhetőek el a program fő funkciói.
• A fogaskerék gombra kattintva a beállítások jelennek meg.
• Megadhatjuk a becenevünket.
• Egyjátékos módban kezdhetünk el játszani a Singleplayer gomb megnyomásá-
val.
• Kétjátékos módban kezdhetünk el játszani a Multiplayer gomb megnyomásá-
val.
• Megtekinthetjük az eredménytáblát.





A beállításokat (Settings, 2.1. ábra) megnyitva változtathatunk a játék megjele-
nésén. Három beállítás érhető el: teljes képernyős mód, grafikai beállítás, felbontás.
Teljes képernyős mód és ablakos mód között válthatunk a Fullscreen feliratú
jelölőnégyzet segítségével. Ha bejelöljük akkor a játék teljes képernyős módra vált,
ha megszüntetjük a bejelölést, akkor ablakos módra.
A Resolutions feliratú legördülő menüben állítható be a felbontás. A monitor
által elérhető összes felbontás közül választhatunk. A kisebb felbontások elöl talál-
hatóak a listában, a nagyobbak a végén. A legjobb választás az a felbontás amire a
monitorunk is be van állítva, de a jobb teljesítmény érdekében választhatunk kisebb
felbontást.
A Graphics feliratú legördülő menüben választhatunk a grafikai beállítások közül.
Négy beállítás érhető el: Low, Medium, High és Ultra. Low beállítás a alacsony
teljesítményű számítógépekhez javasolt, a játék kinézete ilyen beállítás mellett nem
túl éles és részletes, de a játék futása gyors és akadásmentes. Ultra beállításnál érhető
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el a legszebb grafika és a legnagyobb részletesség. Medium és High beállítást akkor
válasszunk, ha egyensúlyba szeretnénk hozni a látványt és a teljesítményt.
2.4.2. Becenév megadása
Egy beviteli mező található a főmenüben, "Enter your name" szöveggel. Ide írhat-
juk be a becenevünket, de ez nem kötelező. Amennyiben nem adunk meg becenevet,
akkor kapunk egy véletlenszerű nevet.
A becenevünk egyjátékos módban lejátszott játék után az eredménytáblában fog
megjelenni, míg kétjátékos pálya teljesítése után a társunk neve is szerepel a miénk
mellett az eredménytáblában. Kétjátékos mód esetén a másik játékos, akivel éppen
játszunk, is láthatja a nevünket, ezért érdemes saját becenevet választanunk, hogy
személyesebbé tehessük a közös játékot.
Ha saját becenevet adunk meg, akkor a játék megjegyzi azt, és egy menet le-
játszása után a főmenübe visszatérve, illetve a játékot újra megnyitva már nem kell
újra megadnunk azt. Viszont ha kitöröljünk onnan a nevünket és úgy játszunk, az
előző becenevünk elveszik, és újra meg kell adni azt.
2.5. Irányítás
A karakterünket a nyílbillentyűk segítségével irányíthatjuk.
• ←: a balra nyíl lenyomásával balra megy a karakter
• →: a jobbra nyíl lenyomásával jobbra megy a karakter
• ↑: a felfele nyíl lenyomásával a karakterünk ugrik egyet.
Egyszerre csak egyet tudunk ugrani, dupla ugrás nem lehetséges. Földre éréskor





A játék végső célja a célba való eljutás. A cél a macska kényelmes, biztonságos
kosara. Az út viszont akadályokkal teli, kezdve a vérszomjas kutyáktól az ijesztő
vízen át a mély szakadékokig, sok megpróbáltatás vár a cél előtt.
2.6.1. Ellenfelek
Az ellenfelek a kutyák (2.2. ábra), oda-vissza járőröznek egy platformon.
Hozzájuk érve a karakterünk sebződik és visszalökődik. Szakadékoknál és víz mellett
a visszalökődés további veszélyekkel járhat. A kutyák legyőzhetőek felülről ráugorva
a fejükre, ilyenkor a macska nem sérül. A kutyák legyőzése ponttal jár.
2.2. ábra. Ellenfelek
2.6.2. Gombák
A gombák segítő elemek a játékban. Egy gombára lépve a gomba lenyomódik, és
valahol a pályán mozgásba lép egy farönk (2.3. ábra). Erre a farönkre rásétálhatunk
és átugorhatunk szakadékokat, nagy vizes felületeket, vagy felugorhatunk egy túl




Kétjátékos módban az egyik játékos lép rá a gombára, hogy a másik használhassa
a farönköt. Egyjátékos módban egy láda ráejtésével aktiválható a mechanizmus.
2.6.3. Víz
Vízben tartózkodva a karakterünk folyamatosan sebződik, ezért ajánlott elkerülni
a vízbe esést, vagy ha ez nem lehetséges, minél kevesebb időt tartózkodni benne. A
vízbe esés elkerülhető ugrással, más út választásával ha mód van rá, illetve gombák
lenyomásával farönkön áthaladva.
2.6.4. Élet
A karakterünk életét, illetve kétjátékos módban a másik játékos életét a képernyő
jobb felső sarkában láthatjuk (2.4. ábra). A felső életerőcsík a sajátunk, az alsó a
társunké. Egyjátékos módban csak a saját karakterünk életerőcsíkja található ott.
2.4. ábra. Életerő csíkok
Három esetben veszíthet életet a karakterünk. Az első a kutyákkal, azaz az el-
lenfelekkel való ütközés, ilyenkor az életük tized részét elveszítik. A második a vízbe
esés és vízben tartózkodás, amitől folyamatosan sebződik. A harmadik szakadékba
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lépve leesni a pályáról, ebben az esetben az összes életünket elveszítjük, és a játéknak
vége.
2.6.5. Pontgyűjtés
A játék során pontokat szerezhetünk több forrásból is. A megszerzett pontokat a
képernyő tetején a csillaggal jelzett mezőben láthatjuk. Kétjátékos módban a külön
szerzett pontok összeadódnak, és az összegük jelenik meg.
Pontok gyűjthetőek gombolyagok (2.5. ábra) felszedésével. Minden gombolyagért
jár egy bizonyos pontszám. Ellenfelek legyőzésekor is kapható pont, sőt, több mint
gombolyagokkal, mivel veszélyesebb feladat.
2.5. ábra. Gombolyag
A játék teljesítésekor kapunk egy összesített pontszámot. Ebbe beletartozik a
játék során összegyűjtött pontok, a pálya teljesítésének ideje és a megmaradt élet.
2.6.6. Pálya teljesítése
A pályát akkor teljesítettük, ha eljutottunk a macska kosaráig(2.6. ábra).
Kétjátékos módban a macskával megegyező színű kosárhoz kell eljutni, és egyidőben
ott tartózkodni. Tehát ha az egyik játékos beér a célba, de elmegy onnan mielőtt a
másik beérne, vagy a szürke macska a narancssárga kosárnál van és fordítva, akkor
a pálya nincs teljesítve.





Mielőtt a játék elkezdődhetne pályát kell választanunk (2.7. ábra). Ez a singlep-
layer vagy multiplayer mód választása után tehető meg. Bármelyik pálya választható




A pálya kiválasztása után elkezdődik a kiválasztott pálya. A játékmenet lénye-
gében megegyezik a kétjátékos módban lévő játékmenettel, viszont itt egyedül kell
végigcsinálni a pályát. Az idő mellett látható a becenév. Egy életerősáv mutatja a
játékos életét, mellette pedig az összegyűjtött pontok jelennek meg.
Egyjátékos módban csak magunkra számíthatunk, ezért a pályán el vannak he-
lyezve ládák, amik segítenek a játékban. Használhatóak magas platformokra való
felugráshoz vagy gombák aktiválásához.
Ha elfogy a játékos élete, vagy leesik a pályáról, akkor a játéknak vége. Ezt egy
"Game over" felirat jelzi, ekkor újra próbálkozhatunk a Retry gombra kattintással
vagy kiléphetünk a menübe a Menu gombbal.
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2.7.3. Online kétjátékos mód
Ahhoz, hogy online kétjátékos módban játszahassunk, internetkapcsolat szük-
séges. A játék elindítása után történik meg a csatlakozás a szerverre, amit a
"Connecting to server..." szöveg jelez a Multiplayer gomb alatt. Ha a szöveg nem
tűnik el és a Multiplayer gomb szürke marad, akkor ajánlott ellenőrizni az internet-
kapcsolatot.
A pálya kiválasztása után egy szobába (2.8. ábra) kerülnek a játékosok. Itt
látható a választott becenevük, alatta pedig a karakter amivel játszani fognak.
Amennyiben másik játékos is tartózkodik a szobában, az ő neve és karaktere is
megjelenik.
A játék akkor indítható el, ha két játékos tartózkodik a szobában. Ekkor a Ready
gombra kattintva jelezhetjük, hogy készen állunk a játékra, a karakterünk ekkor
elkezd sétálni. Újra a Ready gombra kattintva a karakter állni fog, ezzel jelezve hogy
még nem szeretnénk indítani a játékot. A karakterek mozgását mindkét játékos látja.
Ha mindkét játékos rákattintott a gombra, tehát a kettő karakter sétál, akkor a játék
elkezdődik.
2.8. ábra. Szoba
Kétjátékos módban van egy társunk, akinek segítségével mehetünk végig a pá-
lyán. A siker érdekében elengedhetetlen a csapatmunka, mert a pályák kialakítása
miatt nem lehetséges egyedül előrébb jutni. Egymást kell segíteni gombák használa-
tával, egymásra ugrással a magasabb helyekre jutáshoz és ellenfelek legyőzésével. Az




Egymás segítése elengedhetetlen, mivel ha az egyik játékos nem jut el a célba, a
másiknak sem sikerül a pálya. Ezen kívűl több pont érhető el, ha mindkét játékosnak
több élete marad, és ha gyorsabban mennek végig a pályán, ezért érdemes minél
többet segíteni egymásnak.
2.8. Mentett adatok
A pályák végigjátszásával elért eredményeket a menüből érjük el. Ezek az ered-
mények egy fájlban tárolódnak a számítógépen, így a játék újraindításakor, vagy a
törlése és újra a számítépre másolása után is megőrződnek. Külső tárhelyről indítva
a játékot az eredmények nem tárolódnak le, és elvesznek.
A mentési fájlok a C:/Users/Username/AppData/LocalLow/DefaultCompany
/2DGame mappában találhatóak. Ha törölni szeretnénk az eredményeinket, akkor
ebben a mappában található SingleplayerScores.txt és MultiplayerScores.txt fájlo-
kat kell törölni. Ez nem okoz semmilyen problémát a játék működésében, az új






A Unity egy játékmotor, amelynek beépített IDE-jét a Unity Technologies fej-
lesztette ki. Számos platformra készíthető vele játék, köztük Windows, Mac, Linux,
Android, Xbox One, PS4 platformokra. Három dimenziós, két dimenziós, VR és
augmented reality játékok is készíthetőek vele. Elérhető Windows-on, Mac-en és
Linuxon, a használata ingyenes. [4]
3.1.2. Photon Unity Networking (PUN)
A Photon Unity Networking, röviden PUN, egy Unity csomag valós idejű mul-
tiplayer játékok fejlesztésére. Rugalmas matchmaking által a játékosok szobákba
kerülnek, ahol szinkronizálhatóak a hálózaton keresztül. A kommunikáció dedikált
Photon szervereken keresztül zajlik, így a játékosoknak nem kell közvetlenül egy-
máshoz kapcsolódniuk.[5]
3.2. Architektúra
A program architektúráját 3 rétegre bontjuk:
1. UI (User Interface) - felhasználói felület.
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2. BL (Business Logic) - üzleti logika
3. DB (Database) - adatbázis
A felhasználói felület a felhasználóval való kommunikációért felelős. Egy jó fel-
használói felület felhasználóbarát élményt nyújt, a felhasználó könnyen ráérez a prog-
ram használatára.[6] Unity-ben a UIElements egy felhasználói felület eszközkészlet
felhasználói felület készítéséhez. Az Event System közvetíti a felhasználói interakci-
ókat a vizuális elemek felé.
Az üzleti logika (BL) ebben az esetben inkább játék logikának (GL, Game Logic)
nevezhető. Az alkalmazás funkcionalitását vezérli. Ide tartoznak a C# nyelven író-
dott scriptek, amik a játékot vezérlik.
A harmadik réteg az adatok tárolásával foglalkozik. A játék során elért eredmé-
nyek egy szöveges fájlban, JSON formátumban vannak letárolva.
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3.3. Használati eset diagram
3.1. ábra. Használati eset diagram
A használati eset diagram szemlélteti az alkalmazás funkcióit (3.1. ábra).
A felhasználó (Player) a játék indítása után a menüben találja magát, ahol több
lehetőség közül választhat. Ezek a lehetőségek a következők:
A beállításokban (Settings) választhat hogy teljes képernyős módban szeretne-
e játszani. Kiválaszthatja a neki megfelelő felbontást az összes elérhető felbontás
közül. Változtathat a grafikus beállításokon. Több szintű grafikus beállítás érhető
el, hogy minden rendszerhez alkalmazkodhasson az alkalmazás.
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Megnézheti az eredménytáblát, ahol a multiplayer és singleplayer módban ját-
szott játékok során elért eredményei láthatóak pontszám szerint csökkenően rendez-
ve.
Megadhat egy becenevet, amilyen néven játszani szeretne.
Elindíthat egy singleplayer játékot, miután választott egy pályát, ahol egyedül
játszhatja végig a pályákat. Egy pálya teljesítése után elkezdheti a következő pályát
vagy visszaléphet a menübe.
Elindíthat egy multiplayer játékot, amennyiben csatlakozva van az internetre és
a photon szerverre. Miután választott pályát belép egy szobába, ahol már van egy
másik játékos akivel játszhat, vagy saját szobát csinál és vár, hogy csatlakozzon
hozzá egy játékos.
Amennyiben két játékos van a szobában, megkezdhetik a játékot. Bármikor ki-
léphetnek a főmenübe, ezzel megszakítva a játékot a másik fél számára is.
Miután végigjátszották a pályát, láthatják, hogy mennyi idő alatt teljesítették
azt, és mennyi pontot gyűjtöttek össze. Ezután visszaléphetnek a menübe és új
játékot kezdhetnek.
Amennyiben a menüben tartózkodik, bezárhatja az alkalmazást.
3.4. Osztálydiagram
Az osztályok a Unity két osztályából származnak. A
MonoBehaviourPunCallbacks osztályból a hálózati működést irányító osztá-




3.2. ábra. UML osztálydiagram
3.4.1. MonoBehaviour osztály
A MonoBehaviour osztályban[7] található legfőbb metódusok, amiket én is hasz-
nálok a játékban, a következőek:
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• Awake: Akkor hívódik meg ez a metódus, amikor a script töltődik.
• Start: A script indulásakor előszőr ez fut le, még az Update metódus előtt.
• Update: Minden képkockában meghívódik.
• Komponensekhez kötődő metódusok: például OnCollisionEnter2D,
OnTriggerStay2D, OnTriggerExit2D. Ezek a collider-ek és rigidbody-k
érintkezésénél használt metódusok. Void a visszatérési értékük, és paraméter-
ként azt a collider-t kapják meg, amivel az ütközés történt.
3.4.2. MonoBehaviourPunCallbacks osztály
A MonoBehaviourPunCallbacks osztály[8] úgynevezett callback metódusokat
tartalmaz. Ezek egy meghatározott időben, vagy egy esemény bekövetkeztekor fut-
nak le. Felüldefiniálható callback metódusokat biztosít. Néhány callback metódus:
• OnConnectedToMaster(): a Photon szerverre kapcsolódás sikeres volt.
• OnDisconnected(DisconnectCause cause): a kliens lekapcsolódott a szerverről.
• OnJoinedRoom(): meghívódik amikor egy kliens belépett egy szobába.
• OnCreatedRoom(): a kliens létrehozott egy szobát és csatlakozott ahhoz.
• OnPlayerLeftRoom(Player otherPlayer): egy távoli játékos kilépett a szobából,
paraméterként megkapja a játékost.
• OnJoinRandomFailed: véletlenszerű szobához csatlakozás sikertelen volt.
3.5. Unity definíciók
3.5.1. GameObject és komponensek
GameObject
Játékobjektumot jelent. A Unity alapvető objektuma, ez azt jelenti, hogy min-
den ami a játékban van, az egy GameObject. Önmagukban nincs sok funkciójuk,




A GameObject-ekből prefab készíthető. Az objektum összes komponensét és be-
állításait tartalmazza, újrahasználható sablonként működik.
Komponens
A GameObject-ek funkciói a hozzá kapcsolt komponensektől függ. A Unity ren-
geteg beépített komponenst tartalmaz, de a sajátunkat is elkészíthetjük. Néhány
fontosabb komponens:
• A Transform komponens az objektum pozícióját, méretét és elforgatásának
mértékét határozza meg. Minden GameObject alapvető komponense, nem tö-
rölhető belőle.
• Sprite Renderer komponens a karakter vagy játékelem képét jeleníti meg, amit
sprite-nak hívunk.
• RigidBody2D a Unity Physics Engine-t használja a karakter mozgatásához.
Ez szükséges ahhoz, hogy a karakter a fizika szabályainak megfelelően mozog-
hasson, ezzel élethűbbé válik a karakter mozgása.
• Collider-ek (CapsuleCollider2D, BoxCollider2D, CirlcleCollider2D) a más ob-
jektumokkal való érintkezést, ütközést teszik lehetővé. Triggernek jelölve a col-
lider áthaladhat más collider-eken.
• Animator segítségével irányítjuk az animációkat. Az animációk működését egy
irányított gráf formájában adhatjuk meg. Az animációkat átmenetekkel kap-
csolhatjuk össze, az átmenetekhez feltételek adhatóak.
• Text komponenssel szövegdobozt jeleníthetünk meg.
• Image komponenssel adható kép az objektumhoz.
• Button komponenssel az objektum gombként funkcionál. Megadható hozzá
függvény, ami meghívódik a gombra kattintáskor.
• Photon View felelős a komponensek hálózaton belüli szinkronizálásáért. Hozzá




• Photon Transform View-t kapcsoljuk az előző pontban lévő Photon View-hoz.
A Transform komponens figyeli.
• Photon RigidBody2D View-t szintén a Photon View-hoz kapcsoljuk, ezzel a
RigidBody2D komponens-t szinkronizáljuk. Teleportálást is lehetővé tesz, kor-
rigálva a rossz internetkapcsolat vagy pontatlanságok következtében létrejövő
pozíciókülönbséget két távoli felhasználó között.
• Photon Animator View segítségével szinkronizálhatóak az animációk közötti
váltások.




A Scene-ek, magyarul színhelyek, a játék környezetét és menüit tartalmazzák.
Színhelyekre gondolhatunk úgy, mint egy pályára, elhelyezhetők benne akadályok,
tájelemek, dekorációk, illetve a menü és egyéb felületek.[10]
Camera
A kamera egy olyan eszköz amely megjeleníti a világot a játékos számára.
Testreszabható, scriptelhető, hogy szinte bármilyen hatást elérhető legyen vele.[11]
Canvas
A Canvas egy GameObject egy Canvas komponenssel. Minden UI elemnek ebben
a GameObject-ben kell lennie. Ha még nincs Canvas a Scene-ben, egy UI elem
hozzáadásával automatikusan létrejön.
EventSystem
Az Event System közvetíti a billentyűzet, egér és egyéb inputokat az objektumok
felé.
Grid
Egy GameObject Grid komponenssel, ami a GameObject-ek elhelyezésében segít,




Tile Asset-ek, azaz a pályát felépítő platformok tárolására és kezelésére alkalmas.
Collider komponens adható hozzá. Grid komponenssel együtt, vagy egy Grid gyerek
objektumaként használható.
3.6. Játékmenet
A menüben kétféle játékmód közül választhatunk, singleplayer és multiplayer
mód. Mindkét esetben a játékmenet és a játék logikája megegyezik, csak a játéko-
sok száma különbözik. Ez azt eredményezi, hogy többjátékos módban bonyolultabb
helyzetek is megoldhatóak, amik egyjátékos módban nem, vagy csak nagyon nehe-
zen.
3.6.1. Játékszabályok
A játékszabályok mindkét módban megegyeznek. A játékosok végső célja a pálya
teljesítése, ami a macskák kosarához való eljutást jelenti. Eközben számos akadály
várja őket, amiket egyedül vagy egy másik játékos segítségével kell megoldaniuk.
Egy ilyen akadály a pályán található víz borította területek. Ezekbe lépve a
játékosok egyszerre kis mértékben, de folyamatosan sebződnek, így hamar elfogyhat
az összes életük. Elkerülhetőek átugorva, vagy más pályabeli tárgyak segítségével.
Egy másik akadály a mozgó ellenfelek, a kutyák. Egyszerre többet sebeznek mint
a víz, de nem folyamatosan. Ellenfelekkel való ütközéskor a játékosok visszalökődnek.
Az utolsó akadály a leesés. A pálya alján található szakadékokba bele lehet esni,
ami azonnali halált jelent.
A játékosok élete a jobb felső sarokban látható, egyjátékos módban egy életerő-
sáv, kétjátékos módban kettő életerősáv van, a felső a saját karakterünk, az alsó a
másik játékos életét mutatja. Amennyiben egy játékos élete elfogyott, vagy leesett




A pályákon találhatóak gombák farönkökön. Ezekre rálépve a gomba (3.3. áb-
ra/1.) lesüllyed és mozgásba lendül egy farönk (3.3. ábra/2.) valahol a pályán. A
fatönkre lépve a játékos eljuthat olyan helyekre ahova azelőtt nem volt lehetséges,
vagy veszélyes lett volna.
Egyjátékos módban ládák vannak a pályákon, ezek használhatóak magas helyek-
re való felugráshoz vagy gomba lenyomásához. Kétjátékos módban ládák helyett a
játékosok töltik be ezt a szerepet.
A pályán eltöltött időt a bal felső sarokban egy időzítő mutatja. Nincs megha-
tározott határidő amire a pályát teljesíteni kell, bármennyi ideig lehet próbálkozni,
viszont az eltelt idő beleszámít a végső pontszámba.
Pontok gyűjthetőek gombolyagok felszedésével illetve ellenfelek megölésével. A
végső pontszámba beleszámít az egy összegyűjött pontok, az eltelt idő és a játékosok
megmaradt élete.
A pályát akkor teljesítettük, ha a karakterünk eljutott a macska kosárhoz (3.3.
ábra/3., 4.). Kétjátékos módban mindkét játékosnak a megfelelő színű kosárnál kell




Unity-ben úgynevezett prefab objektumok készíthetők a játékobjektumokból. A
prefab az objektum minden komponensét tartalmazza, így csak egyszer kell elkészí-
tenünk például egy ellenfél objektumot, amit aztán bármikor felhasználhatunk. Nem
szükséges minden helyen megváltoztatni egy beállítást, csak az előgyártmányban, és
az az összes többi helyen megváltozik.
A multiplayer módhoz használt előgyártmányok az Assets/Resources mappában
találhatók, ezeket lehet hálózati objektumokként megjeleníteni a játékban. A többi
előgyártmány a Prefabs mappában található.
Csak a multiplayer módban használt prefab-eknek van Photon-hoz kapcsolódó
komponensük (Photon View, Photon Transfrom View, Photon Rigidbody2D View,
Photon Animator View), a singleplayer változatukból ezek hiányoznak, mivel nem
szükségesek.
3.7.1. Játékos prefab
A játékoshoz két majdnem megegyező előgyártmány tartozik. Kétjátékos mód-
ban két karakterrel lehet játszani, az egyik egy szürke, a másik egy narancssárga
macska. Viselkedésük megegyezik, különbségek csak a megjelenésben vehetők észre.
Az Instantiate(), illetve multiplayer módban a PhotonNetwork.Instantiate() függ-




• Sprite Renderer komponens. Itt adható meg hogy melyik rétegen legyen lát-
ható, ezt fontos jól beállítani, különben más objektumok eltakarhatják.
• RigidBody2D szükséges ahhoz, hogy a karakterre hasson a gravitáció és élethű
ugrást tudjon végrehajtani.
• CapsuleCollider2D a más objektumokkal való ütközést teszi lehetővé. Alakja
egy kapszula, ezért jól illeszkedik a macska alakjához.
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• BoxCollider2D egy négyzet alakú collider, ami a macska talpánál található.
Trigger-ként működik, tehát nem ütközik más objektumok collider-ével, vi-
szont kapcsolatot teremt olyanokkal, amik csak trigger-re reagálnak. A gomba
alakú gomb lenyomását teszi lehetővé.
• Animator segítségével irányítjuk az animációkat. A macskának öt darab kü-
lönböző animációja van, ezek a futás, egy helyben állás, ugrás, sebződés és
halál animációk. Ezekről bővebb leírás az animációk fejezetben (3.8. fejezet)
található.
• PlayerManager script irányítja a karakter mozgását és egyéb funkcióit.
• Photon View felelős a komponensek hálózaton belüli szinkronizálásáért. Hozzá
kapcsoljuk azokat a komponenseket amiknek valamilyen funkcióját, értékét
szinkronizálni. Ehhez tartozik a játékos mozgása, fizikája, animációja, és az őt
irányító scriptben lévő bizonyos változók.
• Photon Transform View-t kapcsoljuk az előző pontban lévő Photon View-hoz,
hogy a játékos pozíciója megegyezzen minden más játékosnál.
• Photon RigidBody2D View-t szintén a Photon View-hoz kapcsoljuk, ezzel a
RigidBody2D komponens-t szinkronizáljuk, ami a játékos fizikai mozgását irá-
nyítja. Teleportálást is lehetővé tesz, korrigálva a rossz internetkapcsolat vagy
pontatlanságok következtében létrejövő pozíciókülönbséget két távoli felhasz-
náló között.
• Photon Animator View segítségével szinkronizálhatóak az animációk közötti
váltások.
3.7.2. Ellenfél prefab
A játékban található ellenfelek, a kutyák jeleníthetőek meg a pályákon az
Enemy prefab segítségével. Singleplayer módban az Instantiate(), Multiplayer mód-
ban a PhotonNetwork.InstantiateSceneObject() fügvény meghívásával hozhatók lét-
re Enemy prefab példányok. Paraméterként az Enemy prefab objektum és a pozíció




• Sprite Renderer komponens.
• RigidBody2D komponens
• BoxCollider2D a más objektumokkal való ütközést teszi lehetővé.
• Animator segítségével irányítjuk az animációkat. A kutyának három darab
különböző animációja van, ezek a futás, egy helyben állás és a halál animációk.
• EnemyController szkript határozza meg az ellenfél mozgását.
• Photon View felelős a komponensek hálózaton belüli szinkronizálásáért. Hozzá
kapcsoljuk azokat a komponenseket amiknek valamilyen funkcióját, értékét
szinkronizálni. Ehhez tartozik az ellenfél mozgása, fizikája, animációja.
• Photon Transform View-t kapcsoljuk az előző pontban lévő Photon View-hoz,
hogy az ellenfél pozíciója megegyezzen minden más játékosnál.
• Photon RigidBody2D View




A gombolyagok (Yarn prefab) a játékosok által felszedhető objektumok. A fel-
szedésért pont jár. Komponensei egy Sprite Renderer, ami a gombolyag képét tar-
talmazza, egy Circle Collider2D, amivel észlelhető ha a játékos hozzáért a gombo-
lyaghoz, és egy szkript.
Gomba
A MushroomButton prefab egy fatönkön lévő gomba, melyben a gomba gomb-
ként funkcionál. Ha a játékos rálép, akkor a gomba lesüllyed miközben mozgat egy
pályán lévő farönköt. Több GameObjectet foglal magába, ezek a fatönk, a gomba
és egy maszk. A fatönknek és a gombának van egy BoxCollider2D komponense, a
maszknak egy Sprite Mask komponense. A maszk arra szolgál, hogy a gomba alsó
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része ne legyen látható, amikor lesüllyed. A szülő GameObject tartalmaz egy scrip-
tet, ami a gomba működését írja le, tehát mozgatja a gombát és a farönköt. Ahhoz,
hogy mozgathassa a farönköt, a farönk objektumban lévő rönköt és maszkot (Log,
LogMask) kell hozzácsatolni a scripthez.
Farönk
Egy gomba által mozgatott farönk. Két GameObject-et tartalmaz, egy farön-
köt (Log) és egy maszkot (LogMask). A Log-nak van egy Sprite Renderer és egy
BoxCollider2D komponense, a LogMask-nak egy Sprite Mask komponense. Ha egy
játékos rálép egy gombára, akkor a farönk a maszk irányába mozog, ha lelép róla,
akkor visszafele mozog, és az eredeti pozíciójába áll vissza.
Láda
A ládának (Crate prefab) három komponense van, egy Sprite Renderer, egy
BoxCollider2D és egy Rigidbody2D. A ládák a platformokon tologathatóak, plat-
formról letolva leesnek.
3.8. Animációk
Karakterekhez animációk készíthetőek, amivel a karakter mozgását szimulálhat-
juk. Egy animáció képek sorozatából áll. A képek egymás utáni gyors megjelenítése
a mozgás illúzióját kelti. Ezekből a képekből animációt készítve életre kelthetjük
karakterünket.
A játékban használt karakterek képeit és animációt egy weboldalról1 töltöttem
le, ahol sok ingyenesen használható 2D-s játékelem és karakter található.
Unity-ben animációkat(3.4. ábra) az Animator komponenshez való hozzáadással
kelthetünk életre. Az Animator kezeli az animációkat, az animációk közötti váltáso-




3.4. ábra. Egy animáció Unity-ben
A gráfban állapotokhoz kapcsolhatunk animációkat, az állapotokat átmenetekkel
kötjük össze. Az átmenetekhez feltételeket kell megadni, ezeket paraméterekkel te-
hetjük meg. Négy típusú paraméter adható meg: float, type, bool, trigger. Ezeknek
az értékét szkriptben az animator.SetFloat(), SetInt(), SetBool(), SetTrigger() függ-
vényekkel állíthatjuk be, paraméterként az átmenetparaméter nevét és új értékét
megadva. Trigger paraméter esetén elég csak a paraméter nevét megadni, mert az
értéke csak igazra változtatható, majd azonnal visszavált hamisra. Olyan animáci-
óknál használható amiket csak egyszer szeretnénk lejátszani, és utána visszatérni az
előző animációra.
A 3.5. ábrán látható az animátor gráf egy része. Entry állapot a kezdőállapot,
ehhez kapcsoljuk az alapértelmezett állapotot, ami narancssárga színnel jelzett. A
karakter ebben az esetben a Player Idle nevű animációt fogja elkezdeni először. Innen
átmenet vezet a Player Run animációba, és vissza.
3.5. ábra. Animator gráf egy része
Az Idle -> Run átmenetet láthatjuk a 3.6. ábrán. Az ábra felső részén látható,
hogy az átmenet a Player Idle állapotból a Player Run állapotba vezet. A Has
Exit Time nincs bejelölve, illetve a Transition Duration nulla, ezzel érhető el hogy
az átmenet rögtön megtörténjen és a karakter azonnal állásból futásra válthasson.
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Alul megadhatóak feltételek (Conditions) paraméterekkel, amik bekövetkeztekor az
átmenet megtörténik. Itt a feltétel az, hogy a karakter sebessége nagyobb legyen
mint egy kicsi szám, azaz a karakter mozogjon.
3.6. ábra. Idle és Run animáció közötti átmenet
3.8.1. Játékos animációi
A játékosnak, azaz a macska karakternek öt animáció állapota van. Ezek az ál-
lás, futás, ugrás, sérülés és halál animációk. Ezek közül háromnak a képsorozatai
láthatóak a 3.7.-es ábrán. Ezekből a képekből készíthetőek animációk, amiket hoz-
zákapcsolhatunk egy animátorhoz.
3.7. ábra. Játékos animációi
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3.8. ábra. Játékos animátora
Az Animator gráfon (3.8. ábra) jól látható az állapotok kapcsolata. Az alap-
értelmezett állapot az Idle, azaz az álló állapot. A Hurt, Jump és Dead animáció
bármelyik állapotból kezdődhet, ezért az Any State nevű speciális állapotból vezet-
nek hozzájuk átmenetek.
3.8.2. Ellenfél animációi
3.9. ábra. Ellenfél animátora
Az ellenfélnek, azaz a kutyának három animációja van: állás, futás, halál. A 3.9.
ábrán látható az animáció állapotok közti kapcsolatok. Két paramétere van, egy
float (speed) és egy trigger (dead). Az alapértelmezett állapot az Idle, azaz az állás
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animáció, ebből vezet átmenet a Run, azaz a futás animációba. A kutya halálakor
egyszer lejátszódik a Dead, azaz a halál animáció.
3.9. Adatok tárolása
A pályák teljesítésével szerzett pontokat és a játékos nevét egy scriptable object,
azaz szkriptelhető objektumba tárolom el futási időben, majd ezt lementem egy
fájlba. A szkriptelhető objektumok Unity-ben olyan objektumok, amik kizárólag
adatok tárolására használhatóak.[12]
Két szkriptelhető objektumot használok, az egyiket a singleplayer adatok, a má-
sikat a multiplayer adatok tárolására. Az objektumokban egy osztály található két
adattaggal, ami a játékosnév, és egy lista a játékosok eredményeiről. A lista Score-
okból áll, ami egy játékosnév-pont adatpárból álló osztály. Ezen kívül tartalmaz két
függvényt, az egyik beolvassa az adatokat a fájlból, a másik új listaelem hozzáadá-
sára használandó.
Ahhoz, hogy a futási időben hozzáadott adatok ne vesszenek el a já-
ték újraindításakor, ezeket a szkriptelhető objektumokat lementem egy-egy
fájlba JSON formátumban. A fájl mentési helyének meghatározásához az
Application.persistentDataPath-t használom, ami egy útvonalat ad meg, ahol a
Unity játékokban használt adatok tárolhatóak két futás között. Azonban külső tár-
helyről, például pendrive-ról indítva a játékot, nem lehet hozzáférni ehhez a fájl-




A játékban két típusú scene-t különböztethetünk meg, az egyik ahol maga a
játék zajlik, a másik a felhasználói felületek, mint például a menü. Az előbbiről a
következő, 3.11-es fejezetben van bővebben szó. Az utóbbi kategóriába tartozik a
menü, az eredményeket megjelenítő scene, a szoba és a pályaválasztás scene-ek. A
32
3. Fejlesztői dokumentáció
scene-ekben használt UI elemekhez ingyenesen letölthető gomb és egyéb elemeket2
használok, csak a látvány fokozása érdekében.
3.10.1. Menü
A menüben két Canvas van, az egyik maga a menü, a másikon a beállítások
találhatóak. Összesen öt darab gomb van, ezek a Singleplayer illetve a Multiplayer
játékot indító gombok, az eredménytáblához vezető gomb, illetve a beállítások és a
kilépés gomb. Ezen kívül egy beviteli mező a név megadására, és egy szöveg, ami
jelzi hogy ha még nem történt meg a csatlakozás a Photon szerverre.
A gombok funkcióit irányító függvények, illetve a menüt irányító szkript a
MenuController játékobjektumban található. Ebben a szkriptben történik meg a
csatlakozás a Photon szerverre, a beállítások és a menü közötti váltás, és a játékos-
név betöltése illetve mentése.
Beállítások
A beállítások a menü scene-en belül van. A jobb felső sarokban lévő fogaskerék
gombra kattintva válthatunk menüről a beállításokra, és a Back feliratú gombbal
térhetünk vissza a menübe.
A beállításokat a SettingsMenu szkript vezérli. Teljes képernyős mód és ablakos
mód között egy Fullscreen feliratú jelölőnégyzettel válthatunk. Az elérhető felbon-
tásokat futási időben kérdezi le a szkript, és eszerint tölti ki a Resolution feliratú
legördülő menüt. A másik legördülő menüben, Graphics felirattal, a grafikai beállí-
tások találhatóak.
3.10.2. Eredmények
Az eredmények, azaz a Scoreboard scene a játékok során elért pontszámokat jele-
níti meg egyjátékos és kétjátékos mód szerint különválasztva. Csak saját eredmények
láthatóak, az általunk választott becenévvel és az elért pontszámmal.
Mindkét módhoz tartozik egy görgethető felület, amin az eredmények megjelen-




megjelenítést a DisplayScores szkript végzi. Beolvassa az adatokat fájlból, rendezi
pontszám szerint, majd egymás alatt megjeleníti azokat.
Ha a játékot külső tárhelyről indítjuk, az eredményeket tároló fájl nem tud lét-
rejönni, illetve nem fér hozzá a belső tárhelyen tárolt adatokhoz, így az eredmények
nem tárolódnak el.
3.10.3. Pályaválasztás
A játék kezdéséhez egy- és kétjátékos módban is előbb pályát kell választani.
Erre szolgál a pályaválasztás scene (LevelSelect scene). Minden pályához tartozik
egy számmal jelölt gomb, amire kattintva a LevelSelect nevű szkript egyjátékos
mód esetén betölti a kiválasztott pályát, kétjátékos mód esetén a megfelelő szobába
léptet be és betölti a Room, azaz szoba scene-t.
3.10.4. Szoba
Online kétjátékos módban pályaválasztás után egy szobába kerül a játékos.
Ebben a szobában láthatja a saját nevét és hogy melyik karakterrel fog játszani,
illetve a társa nevét és az ő karakterét. Más-más pálya választása esetén külön szo-
bába kerülnek a játékosok, csak azonos pálya választásakor játszhatnak együtt.
A szobát a RoomController szkript irányítja. Megjeleníti a játékosok nevét ami-
kor belépnek a szobába, kitörli amikor egyikük kilép. Meghatározza hogy melyik
játékos melyik karaktert kapja, amit animálva meg is jelenít. Az animáció alaphely-
zetben áll, a Ready gombra kattintva sétálni kezd, újra a gombra kattintva az álló
animáció áll vissza. Ha mindkét játékos rányomott a Ready gombra, azaz mindkét
animáció sétál, ami azt jelenti hogy készen állnak a játékra, akkor betölti a megfelelő
pályát és a játék elkezdődik.
3.11. Pálya szerkesztése
3.11.1. Új pálya létrehozása
Új pályát létrehozni a legegyszerűbben úgy lehet, hogy egy meglévőt használunk
mintának, azaz lemásoljuk, aztán megváltoztatjuk a részeit. Teljesen új scene-ből is
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kiindulhatunk, ebben az esetben sok elem hozzáadása szükséges a működéshez.
Miután a pályát megcsináltuk, ahhoz, hogy megjelenjen a játékban hozzá kell
adnunk a scene-t a File/Build Settings beállításokban az Add Open Scenes gombra
kattintva, amikor a scene nyitva van. A LevelSelect scene-ben egy új gombot kell
létrehoznunk neki, hogy a pálya választható legyen, illetve singleplayer pálya esetén
az előző pályán a teljesítéskor felugró ablakban a Next Level gombhoz tartozó függ-
vényhez (GoToNextLevel() függvény) paraméternek be kell írnunk a pálya nevét.
A platformokat és dekorációs elemeket egy weboldalról3 töltöttem le.
A scene-nek feltétlenül tartalmaznia kell a következő GameObject-eket:
1. Main Camera: automatikusan létrejön egy scene létrehozásakor.
2. GameManager: a játékot irányító szkriptet tartalmazó objektum.
3. Canvas: UI elemeket tartalmazó objektum, ajánlott egy meglévő pályán már
elkészített Canvast másolni, mert sok eleme van és egyik sem hagyható ki.
Ebbe beletartoznak az életet, időt, pontot, játékosnevet kijelző elemek, felugró
ablakok, például játék teljesítésekor vagy elvesztésekor megjelenő ablak, illetve
a kilépés gomb.
4. Event System
5. Grid: két objektum található benne: TileMapGround és TileMapWater. Az
előbbin a platform elemek, az utóbbin a platformok víz részei vannak.
6. SpawnPoints: A játékosok, az ellenfelek illetve a gombolyagok helyei vannak
benne üres, csak Transform komponenst tartalmazó játékobjektumokban. A
GameManager ez alapján jeleníti meg a megfelelő helyen ezeket az objektu-
mokat játék kezdetekor.
7. Colliders: A pálya két szélén lévő kettő collider, illetve a pálya alatt található
collider található benne. Az első két collider nem feltétlenül szükséges, de ha
nincs, akkor a játékos lesétálhat és leeshet a pálya szélén. A pálya alatt lévő




8. Macska kosarak: a pálya teljesítéséhez szükséges, ezek jelentik a célt. Ezek a
CatBedGrey és CatBedOrange nevű prefab-eket jelentik. Kétjátékos módban
mindkettőt hozzá kell adni a scene-hez, egyjátékos módban csak a CatBedGrey
prefab-et.
Ezeken kívül még hozzáadható háttér, amihez használható a Background prefab,
de megadható bármilyen tetszőleges kép is háttérnek. Hozzáadhatóak előre elkészí-
tett pályaelemek, mint gomba, farönk, láda és dekorációk.
3.11.2. Pálya megépítése
Platformok
A platformok a Grid GameObject-en belüli tilemap-ekre helyezhetőek el. A
föld platformok a TilemapGround, a víz a TilemapWater objektumokon vannak.
Mindkettőhöz tartozik egy Tilemap, Tilemap Renderer és egy Tilemap Collider2D
komponens, ezen felül a TilemapWater tartalmaz egy Buoyancy Effector2D-t. Ez az
effektor folyadékot szimulál, tehát ha egy rigidbody-val rendelkező objektum bele-
esik, akkor úgy viselkedik mintha folyadékba esett volna.
Fontos, hogy a víz platformokat csak és kizárólag a TilemapWater tilemap-re
helyezzük el, mert ebbe belelépve a játékos úgy mozog mintha vízben lenne és közben
sebződik.
Az Assets/Palette mappában található egy Palette objektum, ami egy tile palet-
ta, ennek a segítségével rajzolhatunk a tilemap-ekre. A Window/2D/Tile Palette-re
kattintással hozhatjuk elő. Az 3.10. ábrán látható a paletta, az Active Tilemap le-
gördülő listából kiválaszthatjuk hogy melyik tilemap-re szeretnénk rajzolni, alatta
pedig a platformok láthatóak. Ki kell jelölni mit szeretnénk megjeleníteni a pályán,




3.10. ábra. Tile palette
Tájelemek
Az Assets/Sprites/Objects mappában találhatóak díszítésként használható fák,
bokrok, gombák és más képek. Ezek tetszőleges helyen elhelyezhetőek a pályán. A
Sprite Renderer komponensben a Sorting Layer-t BackgroundObjects-re állítva a
megfelelő rétegen jelennek meg, tehát a háttérkép előtt, de minden más mögött.
Ha többet szeretnénk egymásra helyezni, meghatározhatjuk a sorrendjüket a réte-
gen belül az Order in Layer megadásával, ami úgy működik, hogy nagyobb érték




GameManager által megjelenített objektumok
A GameManager jeleníti meg a játékosokat, ellenfeleket illetve a gombolyagokat
a pályán. Ehhez szükséges megadni neki a pontokat, ahova elhelyezheti őket. A pon-
tok üres, csak Transform komponenst tartalmazó objektumok formájában vannak
megadva, a Transform komponens Position, azaz pozíció tagját használva a játék-
objektumok helyének meghatározásához. Ezek tetszőleges helyre helyezhetőek el a
pályán.
A pontokat a scene-ben készítjük el (3.11. ábra, bal oldal), és a GameManager
objektum szkriptjéhez kell behúzni őket a megfelelő helyre(3.11. ábra, jobb oldal). Az
ellenfelek és a gombolyagok pontjait egy-egy üres objektum tartalmazza, az ezeken
belül lévő pontokat használja a GameManager szkript.
3.11. ábra. Spawn pontok
Gombák és farönkök
A játékban a gombák gombokként működnek, és egy farönköt mozgatnak. Ennek
megfelelően minden játékban elhelyezett gombához hozzá kell csatolnunk egy farön-
köt. Miután elhelyeztünk a pályán egy gombát és egy farönköt, a gombához tartozó
szkripthez be kell húzni a megfelelő helyre a farönk objektumán belül található Log
és Log Mask játékobjektumokat. Így tudja a script hogy mit, és hova kell mozgatni.
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3.12. ábra. Farönk elhelyezése
A farönkök sokféleképpen használhatóak, például szakadékok, nagy vízek átugrá-
sához, platformként feljebb ugráshoz, útvonal lezárásához. Bárhova elhelyezhetőek
a pályán, egy elhelyezés a 3.12. ábrán látható. Az ábrán két téglalap, bal oldalon
egy kék színű, jobb oldalon egy zöld színű található. A kék téglalap egy maszk kör-
vonala, csak ezen a maszkon belül látható a farönk és ennek a középpontjába mozog
a gomba lenyomásakor. A zöld téglalap maga a farönk, a maszkon kívűl láthatatlan,
a zöld vonalak a collider komponensét jelzik.
A farönköt tetszőleges helyre elhelyezhetjük, illetve forgathatjuk is a Transform
komponens-ben a Rotation, Scale értékének megváltoztatásával. Így megoldható,
hogy a rönk a másik irányba, felfele, lefele, vagy akár ferdén mozogjon.
3.12. Tesztelés
3.12.1. Tesztelési terv
A fejlesztés során a tesztelés manuálisan történt. A singleplayer mód a Unity-n
belül a Play gomb megnyomásával tesztelhető. A játékot nem szükséges build-elni,
gyorsan és egyszerűen kipróbálható a működése az IDE-n belül.
Multiplayer módot a játék kétszeri elindításával teszteltem, egyiket a Unity-ben
indítottam el, a másikat build-elés után futattam.
Tesztelendő funkciók
1. Menü:





Teljes képernyős mód, felbontás és grafika váltás.
3. Eredménytábla:
Singleplayer, multiplayer módokban elért eredmények helyes megjelenése, al-
kalmázás újraindítása utáni megjelenés.
4. Pályaválasztás:
Singleplayer módban a megfelelő pálya indul el, multiplayer módban megfelelő
szobába csatlakozás és utána jó pálya indul el.
5. Játékmenet:
Játékos megjelenési helye, mozgása, élete. Gombolyagok gyűjtése, gombák mű-
ködése, vízben tartózkodás. Ellenfél viselkedése.
Multiplayer mód esetén a mozgások és játékelemek szinkronizációja.
6. Játék vége:
Játék szándékos elhagyása és kilépés a menübe.
Játék elvesztése, újrapróbálkozás vagy kilépés a menübe.
Pálya teljesítése után eredmények megjelenése, singleplayer mód esetén kö-
vetkező pálya elkezdése vagy kilépés a menübe, multiplayer mód esetén csak
kilépés a menübe.
3.12.2. Tesztelés és eredmények
1. Menu
• Elvárt kimenet: Kilépés gombra kattintva az alkalmazás bezáródik.
Eredmény: Az alkalmazás bezáródott
• Elvárt kimenet: Beállítások gombra kattintva a Settings ablaknak kell látszód-
nia, a többi menü gombnak és elemnek pedig el kell tűnnie. A Back gombra
kattintva a beállításoknak kell eltűnnie, és a többi menüelemnek megjelennie.




• Elvárt kimenet: Becenév megadásakor a név megjelenik singleplayer és multi-
player módban is. Menübe visszalépéskor kitöltődik ezzel a névvel a beviteli
mező. A játék bezárása és újraindítása után is megjelenik a név a menüben.
Ha nincs név megadva, akkor véletlenszerű név jelenik meg a játékban, illetve
nem íródik ki a beviteli mezőre a menüben.
Eredmény: A játékban jó név jelenik meg, és a menüben is kiíródik a választott
név, újraindítás után is.
• Elvárt kimenet: Singleplayer és Multiplayer gombokra kattintáskor megjelenik
a pályaválasztó felület. Eredmények gombra kattintáskor megjelenik az ered-
ménytábla.
Eredmény: Mind a három gomb megfelelően működik, jó scene jelenik meg.
2. Beállítások
• Elvárt kimenet: A Fullscreen jelölőnégyzet állításával váltás a teljes képernyős
mód és ablakos mód között.
Eredmény: A váltás megtörténik ablakos módról teljes képernyős módra és
fordítva is.
• Elvárt kimenet: A felbontás megváltozik a kiválasztott felbontásra.
Eredmény: A felbontás megváltozik, láthatóan homályosabb/élesebb lesz az
alkalmazás.
• Elvárt kimenet: Grafika változtatásnál a grafikai beállítás valóban megváltozik.
Ez Unity-ben futtatva tesztelhető az Edit/Project Settings-ben a Quality fülön
látható, hogy megváltozik futási időben a grafikai minőség.
Eredmény: A grafikai beállítás megváltoztatásakor a Quality beállításokban is
a megfelelő beállításra áll be.
3. Eredménytábla
• Elvárt kimenet: Mindkét módban elért eredmények megjelennek helyesen, új
eredmények helyesen hozzáadódnak és megjelennek. Pontszám szerint csökke-
nő sorrendbe vannak rendezve.
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Eredmény: Az eltárolt eredmények megjelennek csökkenő sorrendben, újrain-
dítás után is, ugyanígy az új eredmények is hozzáadadódnak és megjelennek a
megfelelő sorszámmal.
4. Pályaválasztás
• Elvárt kimenet: Singleplayer módban a kiválasztott pálya indul el.
Eredmény: Jó pálya indul el.
• Elvárt kimenet: Multiplayer módban a kiválasztott szobába lép be a játékos.
A játék kezdetekor a kiválasztott pálya jelenik meg.
Eredmény: Első játékos az első pályát választva belépett egy szobába, másik
játékos a második pályát választva egy másik, üres szobába lépett be. A má-
sik játékos ezután az első pályát választva belépett az első játékos mellé. Ezen
módon tesztelve különböző kombinációkkal, csak akkor lépnek ugyanazok a já-
tékosok ugyanabba a szobába, ha ugyanazon pályát választották. A játék csak
akkor indult el, ha mindkét játékos rákattintott a Ready gombra, és ezután a
kiválasztott pálya indult el.
• Elvárt kimenet: Ready gombra kattintáskor a karakter sétálni kezd, újból a
gombra kattintáskor áll.
Eredmény: A karakter megfelelően mozog a Ready gombra kattintáskor, és
mindkét játékosnál ugyanaz a mozgás látszódik.
5. Játékmenet
• Elvárt kimenet: A játékos jó helyen jelenik meg a játék kezdetén. Tud jobbra,
balra mozogni és ugrani.
Eredmény: A játékosok a kijelölt helyen jelennek meg multiplayer módban is,
a mozgások működnek.
• Elvárt kimenet: A gombolyag felvételkor eltűnik, és 10 pontot kap a játékos.
Eredmény: A gombolyag eltűnt, de előfordult, hogy többször kapta meg a já-
tékos a 10 pontot.
Hiba oka: A karakteren kettő collider van, és mindkettővel kapcsolatba lépett
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a gombolyag, valószínűleg többször is, mivel a karakter átsétálhat a gombo-
lyagon. Megoldás: A gombolyag figyeli az ütközést, és csak az egyik collider-el
foglalkozik, azon belül is csak az első ütközéssel. Megadja a pontot a játékos-
nak, majd elpusztítja magát.
• Elvárt kimenet: Játékos vagy láda van a gomba tetején, akkor a gomba le-
süllyed, és mozog a farönk.
Eredmény: A karakterrel való kapcsolatba lépéskor a gomba elkezdett le-
süllyedni, de a karakter szakadozva esett utána, ezért a mozgás szakadozott
volt.
Hiba oka: A collider-ek nincsenek folyamatosan kapcsolatban, ezért szakado-
zott a mozgás.
Megoldás: Új, trigger collider hozzáadása a karakterhez, ami áthalad a gom-
bán és a karakter lába alatt van, ezért folyamatosan kapcsolatban van a gomba
collider-ével.
• Elvárt kimenet: Vízben a karakter úgy mozog, mintha folyadékban lenne és
folyamatosan kicsiket sebződik.
Eredmény: A karakter egy blokk mély vízbe lesüllyed, viszont egy kis idő után
feláll benne és nem sebződik tovább.
Hiba javítása: Két blokk mély vízek használata. Másik hiba merül fel, a karak-
ter néha fennmarad a vízfelszínen, kicsit belesüllyedve csak, de néha teljesen
lemerül és egyáltalán nem látszódik a víz alatt.
Megoldás: Buoyancy Effector 2D komponensben a Surface level növelése 5-re.
A karakter nem süllyed le teljesen, és nem áll meg a víz alján, folyamatosan
sebződik amíg vízben van.
• Elvárt kimenet: Az ellenfél egyik irányba elindul és megy a platform végéig,
majd megfordul és a másik irányba megy szintén a platform végéig, és ezt
ismétli újra meg újra. Amikor rálép a játékos a fejére lejátszódik a halál ani-
máció, majd eltűnik.





• Elvárt kimenet: Játék elhagyásakor visszalépés a menübe, kétjátékos mód ese-
tén a másik játékosnak jelzés hogy a partnere elhagyta a játékot.
Eredmény: A menübe visszalépés megtörténik. "Other player left the game"
üzenet jelenik meg a másik játékosnál, ami azt jelenti hogy a másik játékos
elhagyta a pályát.
• Elvárt kimenet: Játék elvesztése után egyjátékos módban újrapróbálkozásnál
helyesen újratöltődik a pálya, minden játékobjektum újra megjelenik. Menübe
kilépés választásánál a menü jelenik meg.
Eredmény: Újrapróbálkozás esetén a játék újrakezdődik elölről, az időzítő és
a pontok nullázódnak, az élet visszaáll maximumra, a felszedett elemek és
legyőzött ellenfelek is megjelennek, a játékos a kezdőpozícióból indul. Kilépés
esetén megjelenik a menü.
• Elvárt kimenet: Játék teljesítésekor helyesen megjelennek az összeszedett pon-
tok, a teljesítési idő, és az összegzett pontok. Következő pályára lépés, menübe
kilépés.
Eredmény: Az adatok helyesen megjelennek, egyjátékos módban következő pá-





A szakdolgozat feladata egy egyjátékos és online kétjátékos platformjáték meg-
valósítása volt. Az előre eltervezett és a témabejelentőben meghatározott funkciókat
sikerült megvalósítani. Az egyetemen szerzett tudásomat felhasználtam a fejlesztés-
hez, emelett sok tapasztalattal gazdagodtam játékfejlesztés területén, illetve Unity
és C# ismereteimet is bővítettem. Szívesen foglalkoznék ezután is játékfejlesztéssel,
hiszen egy játék készítése izgalmas és kreatív munka, de egyben kihívás is, ezért sok
tapasztalat szerezhető vele.
Egy játékot mindig lehet tovább fejleszteni, bővíteni, finomítani. Sok erre irányu-
ló ötlet merült fel bennem a fejlesztés során, azonban ezekre idő hiányában nekem
kevés lehetőségem volt, de szívesen megvalósítanék még sok funkciót a jövőben, vagy
szívesen látnám, ha valaki kedvet kapna hozzá és továbbfejlesztené ezt a játékot.
4.1. Továbbfejlesztési lehetőségek
Bármennyi új pályát lehet készíteni egyjátékos és kétjátékos módra is.
Új akadályok, tereptárgyak, pontokért gyűjthető objektumok készítése. Például
tüskés tárgyak a földön, megmászható fa/kötél/kaparófa/létra. Gyűjthető objek-
tumként szerepelhetne egy mozgó egér, amit nehéz lenne elkapni.
Új ellenfelek, fejlettebb AI felhasználásával, esetleg útkereső algoritmussal.
Vízágyú, ami egy vízbuborékot lő ki.
Fejletteb harc az ellenfelekkel, például karmolás amikor közel van, tárgyak do-
bálása messziről sebzéshez, csont dobása elcsaláshoz.
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4. Összefoglalás
Víznek folyásírány és folyáserősség megadása, amivel bizonyos esetekben megne-
hezíthető a vízből való kiugrás vagy veszélyesebb helyre sodródhat a játékos.
Online módban három- és többjátékos lehetőség.
Chat kialakítása többjátékos módban és/vagy hangulatjelekkel jelzés a többi
játékos számára (például oda menj jelzés egy nyíl hangulatjellel).
Regisztráció, felhasználói profil implementálása. Barátok megadása, kétjátékos
módban játék barátokkal.
Online eredménytábla.
Pénzgyűjtés és új karakterek, kiegészítők feloldása játékbeli pénzzel.
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