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Napjainkban a nagymennyiségű információk tárolása, valamint azoknak a 
gyors és hatékony felhasználása rendkívüli jelentőségű, óriási érték lehet mind az üzleti 
életben, mind a hétköznapokban. Ezen adathalmazok használhatósága érdekében olyan 
adat struktúrákat kell használni, melyek jól átláthatók, gazdaságosan használják ki a 
rendelkezésre álló adattárolókat és mindenek elött nagyon gyors elérést biztosítanak a 
bennük tárolt adatokhoz. A nagy adathalmazokban való keresés meggyorsítására hatásos 
módszer az indexstruktúra használata, mely nagyban redukálni tudja a fizikailag 
átolvasandó adatok mennyiségét. Ennek egyik magvalósítása az indexszerkezet, mely 
egy külön listában tartalmazza a rekordok kulcsait és az elérésükhöz szükséges 
mutatókat. Mivel nagy fájlméreteknél az indexlista is olyan hosszú lehet, hogy már nem 
fér el a memóriában az nagyon sokat rontana az eljárás hatékonyságán. Ennek 
kezelésére használt elterjedt módszer a többszintű hierarchikus indexstruktúra 
bevezetése, melyben eme listákból nem közvetlenül rekordokra, hanem újabb 
indexlistákra történik hivatkozás. A hierarchikus indexlisták között kiemelkedő szerepe 
van napjainkban a B+ fa rendezésnek. Ennek az adatszerkezetnek nagy előnye, hogy 
minden közvetlenül a rekordokra mutató listája a fa (hierarchia) azonos szintjén 
helyezkedik el. Így minden rekordot közel azonos idő alatt lehet elérni, azaz az 
indexszerkezet kiegyensúlyozottnak mondható és az indexlisták kihasználtsága is jónak 
számit, hiszen minden lista a legelsőt kivéve a kapacitásának minimum a felét 
kihasználja. 
 
 A dolgozat célja ezen B+ fák használatának bemutatása, működésük 
szemléltetése grafikus környezetben. A programban lehetőséget biztosítunk B+ fák 
létrehozására, új elemek beszúrására vagy meglévők törlésére, akár a benne szereplő 
adatok közötti keresés elvégzésére. A program szemlélteti ezeknek a műveleteknek a 
végrehajtási folyamatait azok lépéseit, hogy átláthatóbbá és könnyebben érthetővé tegye 
őket. Szeretnénk, hogy jól használható legyen akár oktatási segédanyagként a módszer 
iránt érdeklődők, illetve az ez irányú tanulmányokat folytatók számára. A 






1. Elméleti alapok 
 
A fákkal, mint speciális gráfokkal kapcsolatban felmerülő legfontosabb alapfogalmak: 
 A gráf fogalma: Gráfnak nevezzük pontoknak és éleknek azon halmazát, ahol 
az élek pontokat kötnek össze, illetve az élekre pontok illeszkednek úgy, hogy 
minden élre legalább egy, legfeljebb két pont illeszkedik. 
 Ha a gráf valamely két csúcsát egynél több él köti össze, akkor azt 
párhuzamos (vagy többszörös) élnek nevezzük. 
 Hurokélnek nevezzük az olyan élt, amelynek a két végpontja ugyanaz. 
 Egy gráf egy pontjának a fokszáma (foka) a pontban találkozó élek száma. 
 Egy gráfot egyszerű gráfnak nevezünk, ha véges (azaz pontjainak és éleinek a 
száma véges), és sem hurokélt, sem párhuzamos élteket sem tartalmaz. 
 Ha egy gráfnak mindegyik pontjából pontosan egy-egy él vezet a gráf összes 
többi pontjához, akkor azt teljes gráfnak nevezzük. 
 
Ábra 1. – Általános gráfok 
 
Fa gráf fogalma 
 
 Ha egy gráf összefüggő, és nem tartalmaz kört, akkor azt fának nevezzük. 
 A fák bármely két pontját egyetlen út köti össze. 
 Egy fának bármely élét elhagyva már nem lenne összefüggő gráf. 
 Ha egy fának bármely két olyan pontját összekötnénk, amely eddig nem volt 
összekötve, akkor a gráfban már lenne kör. 





Ábra 2 – Fagráf ábrázolások 
A fa rekurzív definíciója:  
 
 A fa vagy üres, 
 vagy van egy kitüntetett csomópontja, ez a fa gyökere. 
 A gyökérhez 0 vagy több diszjunkt fa kapcsolódik. Ezek a gyökérhez tartozó 
részfák.  




 A fa csúcsai az adatelemeknek felelnek meg.  
 Az élek az adatelemek egymás utáni sorrendjét határozzák meg - egy 
csomópontból az azt követőbe húzott vonalat nevezzük élnek.  
 A gyökérelem a fa első eleme, amelynek nincs megelőzője. 
 Levélelem a fa azon eleme, amelynek nincs rákövetkezője.  
 Közbenső elem az összes többi adatelem. 
 Minden közbenső elem egy részfa gyökereként tekinthető, így a fa részfákra 
bontható. 
 Elágazásszám: a közvetlen részfák száma. 
 Egy szülőhöz tartozó csomópontokat nevezzük testvéreknek. 
 A fa szintje a gyökértől való távolságot mutatja.  
 A gyökérelem a 0. szinten van.  
 A fa szintjeinek száma a fa magassága. 
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1.1. Bináris keresőfák, B-fák 
Az adathalmazokon a legtöbb keresés és módosítás gyorsabban, hatékonyabban 
hajtható végre, ha a típusértékeket rendezve tároljuk. Nem praktikus azonban a 
rekordokat szekvenciálisan elhelyezni, mert így a legtöbb beszúrás és törlés kapcsán a 
tároló jelentős részének újra írása válna szükségessé. A rendezett vagy rendezetlen 
láncolt listákon pedig a keresés nem elég hatékony. Ez arra vezet bennünket, hogy az 
adatokat keresőfába rendezve képzeljük el. Az első ötletünk az AVL fák vagy a piros-
fekete fák alkalmazása lehetne, most azonban az adatokat egy véletlen elérésű 
háttértáron, pl. egy mágneslemezen kívánjuk elhelyezni. A mágneslemezek pedig úgy 
működnek, hogy egyszerre az adatok egy egész blokkját, tipikusan 512 byte vagy négy 
kilobyte mennyiségű adatot mozgatunk. Egy bináris keresőfa egy csúcsa ennek csak egy 
töredékét használná, ezért olyan struktúrát keresünk, ami jobban kihasználja a 
mágneslemez blokkjait. [2] 
 
 A rendezési fa (vagy keresőfa) olyan bináris fa adatszerkezet, amelynek 
kialakítása a különböző adatelemek között meglévő rendezési relációt követi.  
 A fa felépítése olyan, hogy minden csúcsra igaz az, hogy a csúcs értéke nagyobb, 
mint tetszőleges csúcsé a tőle balra lévő leszálló ágon és a csúcs értéke kisebb 
minden, a tőle jobbra lévő leszálló ágon található csúcs értékénél.  
 A T fa bármely x csúcsára és bal(x) bármely y csúcsára és jobb(x) bármely z 
csúcsára: y<x<z 
 A rendezési fa az őt tartalmazó elemek beviteli sorrendjét is visszatükrözi. 
Ugyanazokból az elemekből különböző rendezési fák építhetők fel. 
 
A bináris fák hátrányai: [5] 
 
 Ha rendezett adatokat veszünk fel, akkor egy része elfajulhat, a keresés lelassul 
 Ha sok adatot szeretnénk tárolni a fában, lehetséges, hogy nem fér el a 
memóriában. Ekkor lemezen kell tárolni és a lemezről olvasás sokkal lassabb, így 





Ezen paraméterek javítására születtek a B-fák (Bayer, 1972) [2] 
 
A B-fákban a csúcsoknak sok gyerekük lehet, akár több ezer is. A B-fák elágazási 
tényezője sokkal nagyobb, mint a bináris fáké, ezért magasságuk lényegesen kisebb. Ha a 
B-fa egy X csúcsa N[X] kulcsot tartalmaz, akkor az X-nek N[X]+1 gyereke van. Ha itt 
egy kulcsot keresünk akkor N[X]+1-féle választásunk lehet. A B-fa magassága a benne 
lévő csúcsok számának növelésekor csak a csúcsszámok logaritmusával nő. 
 
Tulajdonságok: 
 A kitöltési faktor 50%-nál nagyobb. 
 Egy lemez szektorba bele kell férjen a fa egy csúcsának tartalma, így például 
korlátozni lehet a lemezről való olvasások számát. 
 
Ábra 3 - Általános B-fa ábrázolása 
 
 
Ábra 4 - B-fa elhelyezése mágneslemezes tárolón 
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1.2. B+ fa 
Ezt az alfejezetet a (teljesség kedvéért) [1]-ből vettem át. 
Ezen B-fáknak is talán a leggyakrabban használt változata a B+ fa adatszerkezet. 
Ebben minden csúcs legfeljebb d mutatót (4 ≤ d), és legfeljebb d-1 kulcsot tartalmaz, 
ahol d a fára jellemző állandó, a B+ fa fokszáma. Úgy tekintjük, hogy a belső 
csúcsokban mindegyik referencia két kulcs "között" van, azaz egy olyan részfa 
gyökerére mutat, amiben minden érték a két kulcs között található (mindegyik csúcshoz 
hozzáképzelve balról egy "mínusz végtelen", jobbról egy "plusz végtelen" értékű 
kulcsot). A következő ábrán látható d=4 fokszámra egy kisméretű fa: 
 
 
Ábra 5 - B=4 értékű fa ábrázolása 
 
Az adatok a levélszinten vannak. A belső kulcsok csak hasító kulcsok. Egy adott 
kulcsú adat keresése során ezek alapján tudhatjuk, melyik ágon keressünk tovább. A 
levélszinten minden kulcshoz tartozik egy mutató, ami a megfelelő adatrekordra 
hivatkozik. (A leveleket a d-edik mutatókkal gyakran listába fűzik.) 
 
A B+ fák esetében megköveteljük, hogy a gyökércsúcstól mindegyik levél azonos 
távolságra legyen. Így a fenti ábrán látható fában tárolt 11 kulcs bármelyikére rákeresve 
(amelyek mindegyikét a legalsó, a levél szinten találjuk: a belső csúcsok kulcsai csak a 
tájékozódást szolgálják), három csúcsot érintünk (a gyökércsúcsot, az egyik középső 
szintű csúcsot, és az egyik levelet). 
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A gyakorlatban persze d sokkal nagyobb. Tegyük fel például, hogy egy-egy blokk 
4KB, a kulcsaink 4 byte-os egész számok és mindegyik mutató egy 6 byte-os relatív cím 
(a fájl kezdőcíméhez képest). Akkor a d értékét úgy választjuk, hogy a lehető 
legnagyobb egész szám legyen, amire 4 (d − 1) + 6 d ≤ 4096. Ezt az egyenlőtlenséget d-
re megoldva d  ≤ 410 adódik, tehát a d=410 értéket választjuk. Mint láthatjuk, d egészen 
nagy lehet. 
 
Egy B+ fa a következő invariánsokat teljesíti: 
 
 Minden levélben legfeljebb d-1 kulcs, és ugyanennyi, a megfelelő (azaz ilyen 
kulcsú) adatrekordra hivatkozó mutató található. 
 A gyökértől mindegyik levél ugyanolyan távol található. (Más szavakkal, minden 
levél azonos mélységben, a legalsó szinten van.) 
 Minden belső csúcsban eggyel több mutató van, mint kulcs, ahol d a felső határ a 
mutatók számára. 
 Minden Cs belső csúcsra, ahol k a Cs csúcsban a kulcsok száma: az első 
gyerekhez tartozó részfában minden kulcs kisebb, mint a Cs első kulcsa; az 
utolsó gyerekhez tartozó részfában minden kulcs nagyobb-egyenlő, mint a Cs 
utolsó kulcsa; és az i-edik gyerekhez tartozó részfában (2 ≤  i ≤  k) lévő 
tetszőleges r kulcsra  
Cs.kulcs[i-1] ≤ r < Cs.kulcs[i]. 
 A gyökércsúcsnak legalább két gyereke van (kivéve, ha ez a fa egyetlen csúcsa, 
következésképpen az egyetlen levele is). 
 Minden, a gyökértől különböző belső csúcsnak legalább floor(d / 2) gyereke van. 
(floor(d / 2) = d / 2 alsó egész-rész.) 
 Minden levél legalább floor(d / 2) kulcsot tartalmaz (kivéve, ha a fának egyetlen 
csúcsa van). 
 A B+ fa által reprezentált adathalmaz minden kulcsa megjelenik valamelyik 




A belső csúcsokban található hasító kulcsok segítségével tetszőleges levélcsúcsbeli 
kulcsot gyorsan megtalálhatunk (illetve megtudhatjuk, ha nincs a levelekben), a fenti 
invariánsok alapján: a csúcsokban is logaritmikusan keresve, és mindig a megfelelő ágon 
tovább haladva, O(lg n) lépésben (ahol n a B+ fával ábrázolt adathalmaz mérete). A 
hasító kulcsok nem feltétlenül szerepelnek a levelekben. (Mint látni fogjuk, a törlő 
algoritmus ténylegesen is létrehoz ilyen fákat.) 
Ugyan a fa magassága O(lg n), a gyakorlatban a fa h magassága az lg n érték töredéke: 
Ez azt jelenti, hogy a fenti d=410 értékkel log[410](n/409) ≤ h ≤ log[205](n/2). 
Pl. ha n=1.000.000.000 (n=egymilliárd), akkor 2,4 < h < 3,8, vagyis h=3, azaz a 
fának pontosan négy szintje van. Egy ilyen fánál a felső két szintet az adatbázis 
megnyitásakor betöltjük a központi tárba. A levélszintről viszont még egyet lépünk a 
tényleges adatrekord eléréséhez. Ilyen esetekben egy-egy adat eléréséhez összesen 
háromszor olvasunk a lemezről, egymilliárd rekordot tartalmazó adatbázis esetén. Ha 
pedig a keresett kulcsú rekord nincs az adatbázisban, csak kétszer olvasunk a lemezről. 
 
Az alábbi példákban továbbra is a d=4 értékkel dolgozunk. A fenti invariánsok 
alapján ez azt jelenti, hogy minden levél legalább két kulcsot tartalmaz; minden belső 
csúcsnak pedig legalább két gyereke és legalább egy hasító kulcsa van. 
 
1.2.1. A beszúrás algoritmusa 
 
Keressük meg a kulcsnak megfelelő levelet. 
 
 Ha a csúcsban van üres hely, szúrjuk be a megfelelő adat/mutató párt kulcs 
szerint rendezetten ebbe a csúcsba. 
 Ha a csúcs már tele van, vágjuk szét két csúccsá, és osszuk el a d darab kulcsot 
egyenlően a két csúcs között. Ha a csúcs egy levél, vegyük a második csúcs 
legkisebb értékének másolatát, és ismételjük meg ezt a beszúró algoritmust, hogy 
beszúrjuk azt a szülő csúcsba. Ha a csúcs nem levél, vegyük ki a középső 
értéket a kulcsok elosztása során, és ismételjük meg újra a beszúró algoritmust, 









1.2.2. A törlés algoritmusa 
Keressük meg a törlendő kulcsot tartalmazó levelet. 
 Töröljük a megfelelő kulcsot és a hozzá tartozó mutatót a csúcsból. 
 Ha a csúcs még tartalmaz elég kulcsot és mutatót, hogy teljesítse az 
invariánsokat, akkor kész vagyunk. 
 Ha a csúcsban már túl kevés kulcs van ahhoz, hogy teljesítse az invariánsokat, de 
a következő, vagy a megelőző testvérének több van, mint amennyi szükséges, 
osszuk el a kulcsokat közte és a megfelelő testvére között. Javítsuk ki a testvérek 
szülőjében a két testvérhez tartozó hasító kulcsot úgy, hogy megfelelően 
reprezentálja a köztük megváltozott vágási pontot. Ennek során csak a közös 
szülőjükben lévő, a testvérekhez tartozó hasító kulcsot kell átírni, törlés vagy 
beszúrás nélkül. 
 Ha a csúcsban már túl kevés kulcs van ahhoz, hogy teljesítse az invariánst, és a 
következő, valamint a megelőző testvére is a minimumon van, hogy teljesítse az 
invariánst, akkor egyesítsük egy vele szomszédos testvérével, ha a csúcs nem 
levél, akkor be kell vonnunk a szülőből a hasító kulcsot a testvérek egyesítésébe. 
Levél vagy nem, mindkét esetben meg kell ismételnünk a törlő algoritmust a 
szülőre, hogy eltávolítsuk a szülőből a hasító kulcsot, ami eddig elválasztotta a 
most egyesített csúcsokat — kivéve, ha a szülő a gyökércsúcs, és az utolsó 
kulcsa az eltávolítandó hasító kulcs, amikor is a most egyesített csúcs lesz az új 








2. Felhasználói dokumentáció  
 
A következőkben ismertetjük a program által megoldandó feladatot, majd a 
felhasználó szempontjait szem előtt tartva áttekintjük a megoldás elméleti hátterét. 
Végül részletesen bemutatjuk a program használatát, a szükséges bemenő adatokat, a 
lehetséges funkciókat, majd megvizsgáljuk a program által generált eredményeket.  
2.1. A program által megoldott feladat  
A feladat egy olyan program készítése volt, mely részletes animációkkal mutatja 
be a B+ fák műveleteit, úgymint elem beillesztésének, keresésének és törlésének 
lépéseinek folyamatát. Választható funkció, hogy az alkalmazás a végrehajtott lépés 
előtti fa állapotát egy külön panelen is megjelenítse, így még jobban szemléltetve a 
művelet által okozott változásokat; lehetőséget adjon a felhasználónak különböző 
fokszámú fák létrehozására, azok elemekkel való feltöltésére akár random generálva 
őket. Ezen kívül módunk van az elkészült fák fájlba történő mentésére vagy a már 
mentett adatok visszatöltésére is. A program folyamatosan követi a fa felépülésének 
útját és a „vissza” vagy a „előre” gombok segítségével szabadon léptethető benne azok 
kronológiai sorrendjének megfelelően. 
2.2. Rendszerkövetelmények  
A program futtatásához szükséges hardver és szoftver követelmények a következők: 






MAC OS X 64bit 
 
 Java Runtime Environment 8.0 keretrendszer, 
 Pentium 2 266 MHz processzor vagy erősebb 
 128 MB memória  
 124 MB szabad tárhely 
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Mivel a Java egy olyan általános célú programozási nyelv, ami független a 
platformtól és az operációs rendszertől, amin fut - valamint attól is, hogy mikor íródott a 
kód, - így a programot megállapodás szerint ezen a nyelven fejlesztettük; ezáltal 
lehetséges oktatási segédanyagként való egyszerűbb és szélesebb körű felhasználása.  
 
2.3. Telepítés 
Az alkalmazás nem igényel telepítést, a mellékelt adathordozón lévő JAR 
kiterjesztésű fájl szabadon felmásolható a gépre és futtatható, amennyiben a megfelelő 
Java verzió telepítve van a gépre. A JAR egy a Java nyelv által használt „archív” fájl, ami 
nem más, mint egy olyan ZIP állomány, amely a java osztályokat és a hozzájuk tartozó 
metaadatokat tartalmazza. A parancssorból való indítás a következő sorral lehetséges: 
java –jar <filenév>.jar 
 
2.4. A program futtatása 
A program elindítása után az alkalmazás fő képernyője fogad minket. Ami az 







 A fa kirajzolására szolgáló grafikus panel (megosztható két panelre a Split view 
használatával). 
 Az opciós panel mely tartalmazza a program használatához szükséges beviteli 
mezőket, valamint funkció gombokat. 
 B+ tree infos: A program által használt szöveges terület, melyen információkkal 
tud szolgálni a futtatás közbeni eseményekről, hibákról és lehetőségekről. 
 Split View: Osztott nézet és a fa fokának állítási lehetőségét tartalmazó rész. 
 File Menu: A használathoz szükséges alap funkciókat tartalmazó menürendszer. 
 Statistics: Az aktuális fa statisztikáit számító és kiíró rész. 
   
A program minden indításnál automatikusan generál egy random fát (5-ös fokszámmal) 
az azonnali használhatóság és szemléltetés érdekében. 
 
2.5. Funkciók 
Az alkalmazáson belül módunk van új fák létrehozására, azok adatokkal való 
feltöltésére, mind saját kezűleg, mind random kulcs értékek generálásával külön 
megadható értékhatáron belül. Lehetőségünk van akár teljes fák létrehozására is 
változtatható elemszámmal. A program alkalmas elkészült adatszerkezetek elmentésére, 
mentett adatok visszatöltésére. Hasznos funkció az elvégzett műveletek közötti 
visszalépési lehetőség, valamint az algoritmus megértését nagyban segítő osztott nézet 
(split view) használata, mely a fa kirajzolására szolgáló panel kettéosztásával megjeleníti 
a művelet előtti állapotot is. Ezeken kívül látványos funkciók a műveletek animálásának 
opciója, ami grafikusan mutatja végig az aktuális algoritmus szükséges lépéseit. Ezen 
animáció sebessége több fokozatban állítható a kívánt sebességűre.  
Mivel a B+ fák gyorsan szélesednek, főleg nagyobb fokszám esetén, ezért fontos volt a 
kirajzolódó képének elmozgathatósága, nagyítási és csökkentési lehetőségének 
opciójának implementálása, hogy a rendelkezésre álló grafikus területen hamar túllépő fa 
rajza továbbra is jól átáttekinthető maradjon. Így az adatszerkezet kívánt részérét 




2.5.1. Új fa készítése 
Az opciós panelen található „New Tree” gomb segítségével bármikor 
létrehozhatunk új fát, ezzel a lépéssel töröljük az éppen aktuális fánkat. Amennyiben az 
aktuális fa nem üres, a program felajánlja az adatok mentésének lehetőségét az alábbi 





Ezen ablakon belül választani lehet, hogy menteni szeretnénk-e az aktuális fát vagy nem. 
Továbbá vissza is léphetünk és folytathatjuk munkánkat a meglévő adatokkal. 
 
2.5.2. Fa adatainak betöltése fájlból 
A programban lehetőség van az előzőekben elmentett fák adatainak 
visszatöltésére és azok tovább használatára. Ez a funkció nagyszerűen használható 
például az adatstruktúra különlegesebb állapotainak, összetettebb műveleteinek bármikori 
szemléltetésére. Akár új gyökér csúcs létrehozásával járó elem beillesztésének vagy több 
közbenső elemet is érintő törlési eljárások bemutatására. 
A betöltés (Load) parancsikonját a program menü rendszerében a File menü pont alatt 





Megnyomása után a fájlválasztó ablak ugrik fel, aminél alapértelmezetten be van állítva a 





2.5.3. Aktuális fa adatainak fájlba való kimentése 
A betöltéshez hasonlóan a programban menthetjük is az aktuális fa állapotát egy 
speciális BPlus Tree Binary Files (bin) fájlba. Így az adott fát később tovább 
vizsgálhatjuk, vagy további műveleteket végezhetünk rajta akár meg is oszthatjuk 
másokkal. 
A mentés (Save) opció parancsikonját a program menü rendszerének file menü pontja 







A mentés felugró ablakában kiválaszthatjuk a könyvtárat, ahova menteni 
szeretnénk az adatokat és itt adhatjuk meg a fájl nevét is. A program az adott név mögé 





2.5.4. Az aktuális fa szerkesztése 
Egy B+ fa szerkesztésénél az alábbi műveletek közül választhatunk: 
 
 Új kulcs beillesztése. 
 Kulcs keresése a fában. 
 Elem törlése a fából. 
 Gép által generált kulcs beillesztése. 
 Animációs opció ki/be kapcsolása. 
 Split view ki/be kapcsolása. 
 Gép által generált fa készítése. 
 Vissza/előre nyilak használata, amennyiben lehetséges. 
 
Ezen műveletek eredménye, amennyiben változás történik, rögtön ki is rajzolódik 
a grafikus felületen, továbbá az elvégzett feladat eredményéről vagy sikertelenségéről 





2.5.5. Speciális funkciókkal ellátott gombok 
Az opciós panelen szereplő két extra funkcióval is rendelkező gombunk a 
„Random” és a „Tree Maker” feliratúak. 
Ábra 14 
 
Ezek jobb felső sarkában található kis körön belüli szám a „Random” gomb 
esetében a gép által generálandó kulcs érték felső korlátját jelzi, míg a „Tree Maker” 
gombnál az elkészítendő fa elemszámát határozza meg. 
Ezek a számok az egér görgőjének segítségével módosíthatók, amennyiben a kurzor az 
adott gomb felett tartózkodik. 
 




2.5.6. Animáció gomb 
Ez a gomb a program egyik fő funkciójának, az animációnak a ki/be kapcsolást 
tudja végezni, ami a program indítása után alapértelmezetten kikapcsolt állapotban 




Megnyomása esetén a vezérlő képe és szövege megváltozik és a gomb mellett 
feltűnik egy 5 fokozatú állapotjelző is, ami az animáció sebességének mértékét jelzi a 





Itt is hasonlóan a „Random” vagy „Tree Maker” gomboknál megismert 
módszerhez lehetőségünk van az egér görgőjének használatával, az animáció 
sebességének növelésére vagy csökkentésére. 
 
 




A sebesség módosítását éppen futó animációk folyamat közben is szabadon 
megtehetjük, így a számunkra érdekesebb lépéseket akár lassítva nézhetjük, míg a nem 
lényeges részeket gyorsabban áttekerhetjük. 
 
2.5.7. Fa fokszámának állító görgője 
A program ablak jobb alsó sarkában találhatjuk az aktuális fa fokszámának 
értékét, valamint annak megváltoztatására szolgáló görgető (spinner) gombjait. Az 
elérhető fokszámokat jelenleg 4 és 8 közé korlátoztuk. 4 a legkisebb fokszám, amin az 
adatszerkezet már értelmezhető, vagyis ahol az invariánsok minden esetben teljesülnek. 
8-as fokszám felett pedig a fa olyan hirtelen mértékben szélesedik, hogy az megfelelő 





2.5.8. Prev és Next gombok 
Az opciós panelen belüli vezérlők második sorában vannak a kronológiai léptetést 
végző balra és jobbra mutató (Prev/Next) nyilaink. A rajtuk megjelenített ikonok, 
színesek amennyiben aktív állapotot jeleznek és szürkék, ha inaktívak. Így vizuálisan is 
képesek jelezni a felhasználónak az éppen elérhető opciókat. 
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Ábra 20 - Aktív állapotok   Ábra 21 - Inaktív állapotok  
 
2.5.9. Felugró Stop gomb 
Alkalmazásunkban az animációs lehetőség bekapcsolása esetén megjelenik egy 
Stop feliratú gomb az aktiváló gombtól jobbra, ami szükség esetén az animáció 
leállítására add lehetőséget, mivel a fában végezhető műveletek blokkolt műveletek, azaz 
egyszerre csak egy futhat -elkerülve ez által az adathalmazon belüli bármiféle 
adatkeveredést vagy adatvesztést. Ennek megfelelően futó animáció közben nem engedi a 
program, hogy más ilyen jellegű műveletbe kezdhessünk. Így, ha a felhasználó 
összetettebb, időigényesebb vagy véletlen animációs folyamatot indított el, de nem 
szeretné azokat végig várni, akkor a Stop gomb megnyomásával lehetősége van leállítani 
a műveletet és visszalépni a megelőző állapothoz. 
 
 
2.6. B+ fa megjelenítése 
Az alkalmazás fő feladata a B+ fa adatszerkezet implementálása és grafikus 
megjelenítése, valamint a lehetséges műveletek végrehajtása utáni változások 








A fa, mint speciális gráf csúcsokból és az őket összekötő élekből áll. Jelen esetben 
a gráf élei a csúcsok közötti szülő-gyerek viszonyt hivatottak jelképezni. Egy szülő 
gyerekeit címző mutatók rendezve tárolódnak az adott csúcsban, hozzá kötve a szintén 
rendezetten tárolt kereső kulcsokhoz. Ezen adatpárok olyan relációban vannak, hogy egy 
kulcshoz tartozó mutató mindig olyan részfára hivatkozik, amiben az adott kulcsnál csak 
kisebb értékű elemeket találhatunk. 
A fán belül kétfajta csúcsot különböztettünk meg az adatszerkezet csomópontjaiként 
megjelenő belső (Inner) és a megjelenítés alján található levél (Leaf) csúcsokat. 
 




A belső csúcspont megjelenítésénél a barna alapszínt használjuk a struktúrán 
belüli könnyű elkülöníthetőség érdekében. A fehér dobozok a csúcson belül tárolt 
kulcsok lehetséges helyei, számuk eggyel kevesebb a fa fokszámánál, mivel csak ennyi 
kereső kulcsra van szükségünk a megfelelő számú mutatók közötti kereséshez. A csúcs 
alján látható kis fehér körök jelképezik a hozzájuk tartozó mutatókat. Opcionálisan az 
ezekből kiinduló élek vezetnek a mutató által megcímzett gyerekekhez. 
 




Ezen csúcsok megjelenítése annyiban változik a belső csúcsokéhoz képest, hogy 
levélzöld kitöltőszínt kapnak és a gyerekek címét tartalmazó mutatók helyett a tényleges 
adatok tárolásra szánt helyeknek a címzését tartalmazó mezőt találjuk. Ezekre a belőlük 
kivezető pontozott nyilak segítségével is utaltunk. Számuk megegyezik az őket azonosító 
egyedi kulcsok számával (azaz a fa fokszáma mínusz eggyel). 
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2.6.3. Animálásnál látható adatbuborék 
Egy animálási folyamat elindításánál az aktuálisan beillesztendő kulcsszám külön 
kis buborékban jelenik meg nem sokkal a fa gyökércsúcsa felett és kezd el mozogni a 
célja felé a beállított animálási sebességnek megfelelően. 
A buborék kitöltő színe jelzi, hogy beillesztési (kék), törlési (bordó) vagy elemkeresési 
(sárga) eljárás fut éppen. 
 
    
Ábra 25 
   
2.7. Osztott nézet (Split view) 
A program azzal a céllal jött létre, hogy a B+ fa adatszerkezet felépülésének, 
változásainak folyamatait, azaz a beillesztések és a törlések eljárásait könnyebben meg 
tudjuk érteni. Az animáció lehetősége mellett erre még kiváló opciónak találtuk az osztott 
nézet választásának lehetőségét is. Ennek a segítségével a felhasználó kettéoszthatja a 
grafikus panelt egy, a művelet eredményeként létrejött fát megjelenítő és egy, a művelet 
elvégzése előtti fa állapotát ábrázoló panelre. Köztük kiírja, hogy beillesztés vagy törlés 
történt-e az adott műveletnél, ezt a grafika háttérszínével is jelzi. Valamint feltünteti az 






Az aktív osztott nézet mellett is használható marad a grafikus panel mozgatása 
és annak nagyítása vagy kicsinyítése. Így nagyobb fák esetén is könnyen jól láthatóvá 
tehető a kívánt rész. Az osztott nézet ki/be kapcsolásáért felelős kapcsolót a 






2.8. Infó panel 
A program ablak jobb szélén található „B+ Tree Infos” fejléccel ellátott szöveges 
panel szolgál arra, hogy a program szövegesen is meg tudja jeleníteni a futtatása során 
végrehajtott műveletek leírását és azoknak eredményeit. Továbbá hibaüzenetek kiírására, 
hiányosan vagy rosszul kitöltött adatok jelzésére és egyéb rendszerüzenetek közzétételére 




Ábra 28  
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3. Fejlesztői dokumentáció  
 
3.1. Követelményanalízis 
3.1.1. Funkcionális elvárások 
 Új B+ fa készítése. 
 B+ fa adatszerkezet műveleteinek implementálása. 
 Fa fokszámának állíthatósága. 
 Osztott nézet létrehozása (előzmény megjelenítéssel). 
 Műveletek animációjának kivitelezése. 
 Korábbi fa adatszerkezet betöltése fájlból. 
 Aktuális fa adatszerkezet kimentése fájlba. 
 Hibaszűrés. 
 
3.1.2. Nem funkcionális követelmények 
 Használhatóság: Jól átlátható alkalmazás felület, könnyen használható 
funkciókkal. 
 Vizualizáció: A program grafikus részének mozgathatósága, méretezhetősége, sok 
elemből álló adathalmazok kezelhetővé tétele. 
 Biztonság: Hibakezelés, rossz bemeneti adatok szűrése, elmentett adatok 
betöltésének ellenőrzése, szükség esetén a felhasználó értesítése. 
 Felhasználó barát megoldások: Állítható paraméterű gombok például random 
elemek beillesztéséhez, teljes fa szerkezetek készítéséhez vagy akár az animáció 
sebességének állításához. 
 Tanulást segítő funkciók: műveletek közötti visszalépési lehetőség megvalósítása, 
hogy a végrehajtott lépéseket törölhessük, módosíthassuk, vagy újra próbálhassuk. 
Továbbá a program metódusainak animálási lehetősége. 
 Karbantarthatóság: Strukturált programszerkezet a könnyű fejleszthetőség és 
bővíthetőség érdekében. A program modell szerkezetét, grafikus felületét vagy 














Alkalmazásunk elindítása után a fő programablak fogadja a felhasználót. Ez ablak 
az következő fontos panelekből áll: fa megjelenítő panel, információs panel, vezérlő 
panel, statisztikai panel és a fájl menü sor. A leghangsúlyosabb ezek közül, mind 
méretében, mind elhelyezésében a megjelenítéséért felelős panel itt rajzolódik ki a 
program motorjában tárolt aktuális fa adatszerkezet képe és a lehetséges animációk 
grafikája is. Ez az alkalmazás használata során felosztható két külön megjelenítő panelre, 
az osztott nézetet bekapcsolásával. A programablak jobb oldalán helyezkedik el a 
kommunikációhoz használt információs panelünk, amit egy görgethető szövegmezőből 
áll. Ebbe a mezőbe kerülnek kiírásra a futtatása közben keletkező felhasználónak szóló 
információk. A képernyő alsó részén találjuk a vezérlők paneljét, amiben az irányításhoz 
szükséges gombok, kezelőszervek és az adatbevitelhez szükséges felületek vannak. 
Továbbá egy külön sáv került kiemelésre a vezérlő panel alján, ami az aktuális fa 
statisztikai adatainak megjelenítésére szolgál. 
Az alkalmazás átláthatósága és könnyebb kezelhetősége érdekében a funkciók egy 
részét a képernyő bal felső sarkában található menüsorokba helyeztük. A „File” menüsor 
lenyitásakor a „New”, „Load”, „Save”, „Exit” gombokat látjuk saját ikonokkal 
megjelenítve és gyorsbillentyűkkel ellátva. Itt érhetjük el az aktuális adatszerkezet 
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kimentéséért felelős programrészt, illetve indíthatjuk el a betöltéshez szükséges fájlkereső 
ablakot is. A „Steps” menüsoron belül a „Prev” és „Next” funkciókat találjuk, melyek a 
fa felépülésének állapotait tartalmazó lista elemei közötti léptetésekhez használhatóak. 
 
 
3.2. Platform és eszközök 
Az alkalmazást Java programozási nyelven fejlesztettem a NetBeans fejlesztői 
környezet használatával. 
 
 Ábra 31  Ábra 32 
 
A Java egy magas szintű, teljesen objektumorientált nyelv, melynek egyik 
legfontosabb tulajdonsága a platformfüggetlenség más néven hordozhatósága. [3] Ez azt 
jelenti, hogy ugyanaz a program különböző hardvereken és más-más operációs 
rendszereken is változtatás nélkül képes futni. Amit a Java esetében úgy oldottak meg, 
hogy a fordítóprogram csak „Java bájtkódra” fordítja le a forráskódot, amit majd megkap 
a virtuális gép (JVM), és csak ő fordítja le azt gépi kódra. Ezért interpretált nyelv a Java 
mivel a programból csak futás közben lesz gépi kód. Mi esetünkben ez különösen 
hasznos tulajdonság ugyanis szeretnénk, ha a program elérhető lenne az érdeklődők 
számára függetlenül az általuk használt gép típusától és operációs rendszerének fajtájától. 
Ezáltal bárki könnyedén használhassa ezt akár tanulást segítő célzattal.  
A Java nyelv előnye még hogy megbízható, és robosztus, így a programozási 
hibák egy részét megakadályozza, a másik részét pedig futás közben kiszűri. Továbbá 
biztonságos is, mivel megakadályozza a rosszindulatú programok rendszerünkbe 
kerülését. Valamint van benne automatikus szemétgyűjtés, ami felszabadítja a már nem 
használt erőforrásokat. A JDK (Java Development Kit) implementál számos gyakran 
használt adatszerkezetet, hasznos algoritmusokat és szinte minden műveletet, amire 
például matematikai számítások elvégzéséhez vagy akár a bevitt karaktersorok és 
dátumok feldolgozásához szükségünk lehet. [4] 
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A NetBeans az egyik legnépszerűbb ingyenes a Java-hoz készült integrált 
fejlesztői környezett (IDE) mely számos kényelmi funkcióval tudja még segíteni a 
program fejlesztését. Könnyen telepíthető és változatai több platformra is elérhetőek. 
 
 
3.3. A program csomagszerkezete  
Az alkalmazást a modell-nézet-vezérlő (MNV) ismert architektúrális tervezési 
minta (angolul model-view-controller azaz MVC) [6] alapján fejlesztettem. Ennek alapvető 
indíttatása az adat és azok megjelenítésének szétválasztása, hogy a felület ne befolyásolja 
az adatkezelést, és az adatok újra szervezhetők legyenek a felület módosítása nélkül 
(esetünkben például könnyedén módosítható a felhasznált fa adatszerkezet, illetve 
szabadon bővíthető újabbakkal is). Azaz elkülöníti az adatokkal kapcsolatos logikát a 
megjelenítés logikájától, a kettő közötti kommunikációt pedig a vezérlő biztosítja. 
 





Ezen rétegek összefűzését a „BPlusTree_Main.java” osztály végzi, ami 
tartalmazza a projekt fő (Main) metódusát is. A Java-ban egy program elindításakor ez az 
első metódus, ami végrehajtásra kerül. Mi is itt végezzük el a különböző komponenseink 
létrehozását és azok egymáshoz kapcsolását, majd átadjuk a szálat a vezérlő run() 
eljárásának. A vezérlő ekkor elvégezi az alkalmazás alaphelyzetének előállításához 






A mellékelt ábrán látható kódsorok végzik a különböző rétegek létrehozásának és 
egymáshoz társításának lépéseit. Elsőnek a modell réteg (model) egy példányát hozzuk 
létre 5-ös paraméterrel, amivel a készülő fa fokszámát határozzuk meg. Ezután a nézetet 
(view) is példányosítjuk, melynek átadjuk a már létrehozott aktuális modell 
példányunkat, hogy felhasználhassa a benne tárolt adatokat azok megjelenítéséhez. 
Következő lépésként elkészítjük a vezérlő (controller) példányát is már mind a modellhez 
mind a nézethez való hozzáféréssel, így képes összekötőként működni a többi réteg 
között. Érzékeli a felhasználó cselekedeteit és azok függvényében hajthat végre 
műveleteket a modell példányon. Továbbá kérheti a megjelenítés frissítését is az 
esetleges változások után. 
 
 
3.4. Modell réteg  
Ez a réteg felelős az adatok tárolásáért és kezeléséért, vagyis tulajdonképpen a 
program üzleti logikájának megvalósításáért. Ebben a csomagban hozzuk létre, kötjük 
egymáshoz és inicializáljuk az adatszerkezet felépüléséhez szükséges változókat. 
Valamint itt találhatjuk az objektumok példányain elvégezhető műveletek, eljárások és 
algoritmusok függvényeit is. 
Esetünkben tartalmazza a B+ fa adatszerkezet implementálásához és használatához 
létrehozott belső és levél csúcsok osztályait, az animációban használt buborék motorját és 
a hozzá tartozó belső osztályokat. Továbbá a korábbi fa állapotok és a teljes animációhoz 








3.4.1. BPlusTree_Model osztály 
A programban használt, és megjelenített B+ fa adatszerkezet reprezentálására 
szolgáló valamint a csoporthoz tartozó többi elemet is összefogó osztályunk a 
BPlusTree_Model. Ez hozza létre és tárolja el a szerkezetnek megfelelően az új elemeket, 
azaz a fa csúcspontjait. Inicializálja és menedzseli a kezeléséhez és a kirajzolásához 
szükséges többi attribútumot is. Továbbá itt találhatók meg az osztály példányain 
végezhető operációk, műveletek (beillesztés, törlés, keresés, elemszámlálás...) 




A B+ fa adatszerkezet tulajdonságait a dokumentum elején már bemutattuk itt 
annak implementációjához szükséges részeket elemezzük. A modell fontosabb alap 
attribútumai a fa gyökere (root) ami egy absztrakt facsúcs (BTreeNode) típusú változó, a 
fa fokszámát tároló (orderOfTheTree) egész szám. Továbbá azok az egész szám típusú 
változók, melyek a fán belüli kulcsok, csúcsok, levelek, valamint a fa magasságának 
számát is tartalmazzák. Ezek az adatok szükségesek például az aktuális fánk a 
tulajdonságait megjelenítő statisztikák elkészítéséhez is. Ebben az osztályban lévő 
metódusaink kódjai közül érdemes elemeznünk az alábbiakat: 
 A routeForTheAnimationInsert(int key) az animációhoz szükséges listát készítő 
eljárásunk. Feladata, hogy a paraméterként kapott kulcs beillesztése során 
megteendő lépéseket szedje össze egy listában. Először végig veszi az útvonalat 
ahhoz a levél csúcshoz, amelyikbe az adott értéknek kerülnie kell. Ezután, 
amennyiben szükséges tehát, ha a beillesztése során túl csordulás történik, hozzá 
adja a csúcs szétválasztása során keletkezett új elem és a hozzá tartozó hasító 
kulcs párjának a szülőbe való beillesztésének lépéseit is. Ezt annyiszor ismételi 
ahányszor a beillesztés után az adott szülő csúcs telítődik, vagy amig el nem érjük 
a fa gyökerét. Az eljárás végén ezt a listát egy ListOfAnimationData példányba 
gyűjti és ezzel tér vissza a függvényt meghívó szálhoz. 
 A keresés animációjának listájáért felelős routeForTheAnimationFind(int key) 
megegyezik a beillesztésnél előzőleg bemutatott levélhez vezető útvonal 
listájának összeírásával, csak itt a megadott érték levélcsúcsban való keresésének 
eredményét adja még hozzá a már benne szereplő elemekhez. 
 A routeForTheAnimationDelete(int key) nevű metódusunk egy kulcs törlésének 
listáját készíti el. Ez az eljárás már bonyolultabb, mint társai. Itt mindig több 
lehetséges opciót kell figyelembe vennünk, valamint a folyamat lépési sokszor 
meg is változtathatják a fa egyéb elemeinek tartalmát vagy akár törölnek is azok 
közülük. Ezeket a változásokat dinamikusan a lista épülése közben kezelnünk 
kell. Ennek megoldásához a törlési folyamat aktuális csúcsaira egy rekurzívan 
hívható külön függvényt használunk. Először felépítjük az utat a keresett levél 
csúcshoz, ugyanúgy, mint a többi ilyen eljárásuknál. Itt elvégezzük a megadott 
elem törlését és vizsgáljuk a megmaradt kulcsok számát, amennyiben ez a fa 
invariánsának mértéke alá csökken átadjuk ezt a csúcsot paraméterként a 
oneStepInTheAnimationDelete() függvénynek kiegészítve a kulcsértékkel és az 
eddig felépített listával. 
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Ez a rekurzív függvényünk mindaddig újra és újra hívja magát, amig az elvégzett 
törlések után az aktuális csúcsban alul csordulás történik, vagy amig el nem érjük 
a fa gyökerét. A lépések eredményeit hozzá adja a ListOfAnimationData 
példányához, amit az egész folyamat végén visszatérési értékként állít be. 
 Továbbá érdemes elemeznünk még a resetLeefPositions(BTreeNode_node) nevű 
operandust is. Ezt az aktuális fában lévő elemek grafikus rendezésére 
használhatjuk. A csúcsok kirajzolásához szükséges koordináták beállításával. Erre 
a feladatra a legjobb megoldásnak azt találtuk, hogy a fa leveleit úgynevezett 
növekvő sorrendben (inorder) végig járva az elemek koordinátáit a fa 
fokszámának értékét is számításba véve egymáshoz képest arányosan beállítjuk. 
Utána a levelek szintjétől felfele haladva egész a fa gyökeréig, minden szülő csúcs 
koordinátáját a gyerekei koordinátájának átlagára állítva, a hozzá tartozó 
elemekhez képest arányosan középen fog elhelyezkedni. 
 A paintTree(int startCoordinateX, int startCoordinateY, Graphics g): a fában tárolt 
adatok kirajzolását végző eljárás. A kapott kezdő koordináták felhasználásával a 
szintén paraméterként átadott g Graphics objektumra kirajzolja az aktuális fát úgy, 
hogy amennyiben az nem üres akkor a gyökér csúcsra meghívja a 
paintNode(BTreeNode node, int xAxisDifference, int yAxisDifference, Graphics 
g)-függvényt, ami rekurzívan végig megy a fa össze elemén és kirajzolja az 
aktuális csúcsot figyelve annak típusára és egyéb attribútumaira. 
 
Ebben az osztályban található további alapműveleteink és operációink kódjai nem 
tartalmaznak érdekesebb vagy különlegesebb megoldásokat, igy ezeket külön-külön nem 
részletezzük a dokumentációban. 
 
3.4.2. Fa csúcsainak absztrakt osztálya (BTreeNode) 
A fában szereplő objektumok (csúcsok) közös elemeit és metódusait tartalmazó 
absztrakt osztályunk. Alapjául szolgál a ténylegesen használt belső vagy levélcsúcsok 
példányainknak. Az absztrakció használatának köszönhetően ezen osztály leszármazottai 
bizonyos program hivatkozások esetén egységesen kezelhetők, ezáltal a fa felépítésénél 
és módosításainál használt metódusaink könnyebben általánosíthatok. Esetünkben a 
felhasználni kívánt származtatott osztályok attribútumai és operandusai nem térnek el 




A csúcsok fontosabb közös attribútumai például a kulcsok számának értéke 
(keyCount), a szülő csúcs (parentNode), a baloldali (leftSibling) és a jobboldali 
(rightSibling) testvéreknek a mutatói, a megjelenítéshez használandó X és Y koordináták, 
valamint az elem lehetséges színét tartalmazó (nodeColor) változó is, amit az animálások 
során használhatunk, amennyiben kiemelve szeretnénk megjeleníteni az adott elemet. Az 
alapvető beállítások és lekérdezéseket végző metódusokon kívül lényeges a túlcsordulást 
(isOverFlow), az alulcsordulást (isUnderFlow), valamint a kulcs beilleszthetőségének 
(canLendAKey) vizsgálatát végző függvényeink. További kiemelésre érdemes 
összetettebb eljárásaink ebben az osztályban: 
 A dealOverFlow() függvény abban az esetben hívódik meg, ha egy elem 
beillesztése után a csúcsban túlcsordulást észlelünk. Ekkor meghatározz egy 
középső index értéket a benne szereplő kulcsok számosságának mértékében, majd 
ennek segítségével eltárolja az ott szereplő kulcs értékét egy upKey nevű 
változóba. Ezután létrehoz egy új csúcsot és arányosan elosztja köztük az itt 
szereplő adatpárokat. Valamint az új elemnek beállítja a szülő és testvér mutatóit. 
A folyamat legvégén hozzá adja a szülőhöz a felküldendő kulcsérték és az új 
csúcs adatpárját. Majd a szülő csúcson is a túlcsordulás ellenőrzést végez. 
 A dealUnderFlow() eljárás esetében több lehetőséget kell vizsgálnunk. Ha a 
csúcsnak létezik olyan bal vagy jobb oldali testvére, aki tud úgy kulcsot adni, 
hogy továbbra is teljesítse az aktuális invariánst. Akkor arányosan eloszthatjuk 
köztük a kölcsönadó csúcs az adatait. Amennyiben nem áll fent ilyen lehetőség 
akkor összevonjuk bal vagy jobb oldali testvérével és töröljük, az üresen maradt 
csúcsot és a hozzá tartozó hivatkozást is annak szülőjéből. Ezután elvégezzük az 
alulcsordulás vizsgálatát a rajta. 
 
3.4.3. Levél csúcsok osztálya (BTreeLeafNode) 
Ez a BTreeNode-ból származtatott osztályunk a levél elemeket hivatott 
reprezentálni adatszerkezetünkben. Ezen levél elemek az adatszerkezet legalsó szintjén 
helyezkednek el. Így ezek példányaiba a további gyerek csúcsok mutatói helyet a 
ténylegesen tárolandó adatokra való hivatkozásokat találhatjuk. Minden bennük szereplő 
kulcshoz párosítva a tárolt adat vagy annak hivatkozási címe. Programunkban az „adatot” 
szöveges változóként (String) implementáltuk, ami bármikor könnyen módosítható 
akármilyen más objektumra. 
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Az egyedi beillesztés (insertKey), a beillesztés egy adott indexre (insertAt), a 
törlés (delete) és a törlés egy adott indexről (deleteAt) függvényeken túl az absztrakt 
metódusok közül a keresés (search), az elosztás (split), a testvértől való átvétel 
(transferFromSibling) és a testvérek összevonását (fusionWithSibling) szükséges 
felülírni, mert ezek különböznek a másik osztályétól. 
 A testvértől való adatátvétel esetében transferFromSibling(int sinkKey, 
BTreeNode sibling, int borrowIndex). Az eljárás kiszámolja, hogy hány kulcsot 
tud átvenni a kijelölt testvértől. A paraméterként kapott borrowIndex jelzi az 
algoritmusnak, hogy bal vagy jobb testvértől kell vennie az elemeket. Ennek 
megfelelően beilleszti, majd eltávolítja az adatokat az érintett csúcsok között. 
 FusionWithSibling(int sinkKey, BTreeNode rightSibling) függvény a paraméter 
adatok között szereplő jobboldali testvér elemeit hozzá csatolja az aktuális a 
csúcshoz, amin meghívtuk ezt az eljárás. majd eltávolítja a jobboldali csúcshoz 
tartozó mutató és hasító kulcs adatpárját a szülőjükből. 
 
3.4.4. Belső csúcsok osztálya (BTreeInnerNode) 
A modellen belüli másik származtatott osztályunk, ami így szintén rendelkezik 
minden a csúcsokra jellemző tulajdonsággal. Kiegészítve azokat a belső csúcsoknál 
használandó adatokkal és műveletekkel. Ezen osztály példányait használjuk a fa 
közbenső pontjainak megvalósítására ide értve annak gyökerét is (amennyiben a fa nem 
csak egy gyökércsúcsból áll). Itt tárolódnak az adott csúcshoz tartozó gyerekek mutatóit 
és a köztük való eligazodást biztosító hasító kulcsok is. A kulcsok segítenek tájékozódni 
abban, hogy az adott mutatóhoz tartozó részfában vagy gyerekcsúcsban milyen 
kulcsértékeket találhatunk. A program megfelelő működése érdekében a belső 
csúcsokban tárolt hasító kulcsok számossága megegyezik aktuális fa fokszámával. A 
mutatók estében ez az érték a fa fokszáma plusz egy. Szándékosan tárolunk többet, mint 
amennyi az adott az elmélet alapján maximálisan szükséges lenne, hogy túlcsordulás 
esetén is elférjenek az adatok és ne veszítsünk vagy írjunk felül meglévők közül. 
Továbbá az ilyenkor meghívásra kerülő szétválasztó algoritmus is hozzáférhessen 
mindhez. 
A beillesztés egy adott indexre (insertAt) és törlés egy adott indexről (deleteAt) 
függvények itt annyiban különböznek a levél csúcs osztályban látottatokhoz képest, hogy 
plusz paraméterként megkapják az adott hasító kulcshoz tartozó bal és jobb gyerekek 
mutatóit is. Használva azokat az index paraméter által kijelölt helyre történő 
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beillesztésekor. Ennél az osztálynál is szükséges felülírnunk a szülő osztály absztrakt 
metódusait, azaz a keresés (search), az elosztás (split), a testvértől való átvétel 
(transferFromSibling) és a testvérek összevonását (fusionWithSibling). Valamint belső 
csúcs esetén implementálnunk kell az alábbi eljárásokat. 
 A gyerekek közötti adatok átadása (processChildrenTransfer) függvényt 
rendszerint egy gyerek csúcs hívja meg a szülőjére. Paraméterként megadva az 
éríntett elemeket és annak jelzésére szolgáló egész számot, hogy az átvétel bal 
vagy jobboldali testvértől történik majd. Ennek megfelelően az eljárás kikeresi a 
szülő megfelelő indexét felülírja a hozzá tartozó kulcsot és meghívja az éríntett 
testvérekre a transferFromSibling eljárást, ahányszor az arányos eloszlás köztük 
azt megköveteli. 
 A gyerekek összevonása (processChildrenFusion) folyamat szintén a szülőre 
hívódik meg. Ebben az esetben a testvérek nem tudnak elemet kölcsönadni 
egymásnak, ezért a csúcsok összevonását válik szükségessé. Ez az eljárás elvégzi 
az adatok egy csúcsba való összevonását, az üresen maradt elem törlését és a 
szülőben levő hozzá tartozó mutató és kulcsérték párjának törlését is. Majd 
ellenőrizi a szülő elemszámát (isUnderFlow) függvénnyel és alulcsordulás esetén 
a szülőcsúcsra meghívott dealUnderFlow() metódus eredményével tér vissza. 
Ellenkező esetekben a visszatérési érték „null”. 
 
3.4.5. Az animációnál használt „buborék” osztálya (AnimatedBubble) 
 





Ebben a csomagban találjuk az animálás megvalósításához szükséges 






Tároljuk az aktuálisan használt és megjelenítendő kulcsértéket, a folyamatban 
levő animáció típusát (beillesztés, törlés és keresés). A buborék és az összekötő élek 
rajzainak mozgatásához szükséges pont változókat (koordinátáikat). A kezdeti, az 
elérendő végpont, a buborék és a gyerekmutató aktuális helyzetének értékeit is. Továbbá 
lokálisan használt csúcspont példányokat is (aktuális, szülő, bal gyerek, jobb gyerek) 
melyeket animáció közben használhatunk csúcsok mozgatására, színezésére cél vagy 
kezdeti pontok meghatározására. Ezek segítségével törekedünk a folyamat látványosabbá 
és érhetőbbé tételére. Valamint bevezetünk egy a törlési metódusoknál használható egész 
szám változót a doboz indexszámot (deleteingBoxIndex). Ezen változó használatával a 
csúcs kirajzoló eljárása a benne szereplő indexszámhoz tartozó kulcs dobozát más színnel 




Az animációhoz használt buborék osztály metódusai közül kiemelésre érdemesek. 
 A setBubbleSentKeyFromParent() eljárás az animálás egy olyan lépésénél 
használjuk, amikor vagy a szülőtől érkezik egy kulcsérték az aktuális csúcshoz 
vagy a szülőnek küldünk egyet. Itt állítjuk be a benne szereplő buborék értékét, 
színét, kezdő és végpontjait. A küldés irányát (direction) a függvénynek 
megadható egész szám paraméterrel határozhatjuk meg. 
 A makeTheSplitingNodes() végzi a csúcs szétválásának animálását túlcsordulás 
esetén. Ellenőrzi az aktuális elem típusát és annak megfelelően új belső vagy levél 
csúcsot készit, majd áthelyezi a kellő adatokat az új csúcsba és beállítja a szülőnek 
felküldendő kulcsértéket a buborékba. Amennyiben az adott csúcs nem 
rendelkezik, szülővel akkor új belső csúcsot generál majd megteszi azt a fa 
gyökérelemének. 
 A borrowFromSibling() eljárások a kulcsértékeket a kölcsönadó csúcsból veszik, 
a kezdő és végpontokat az érintett testvérek koordinátái alapján határozzák meg, 
majd animálják annak átvitelét. Ha a csúcsok közti eloszlás ezt megköveteli akár 
többször is ismételve a műveletet. Ha a kölcsönadás belső csúcsok között történik, 
akkor a megfelelő transferKeyAndChildFromSiblingNode() függvény változatott 
használjuk. Ami kulcsátvételnél a hozzá tartozó gyerek mutatójának átvételét is 
elvégzi. 
 Az elemek összeolvadásának animációját előkészítő programsorok is ebben a 
csomagban találhatóak childrenFusionWithSibling() néven. 
 Az animált elemek mozgatását az update() és az update2() metódusok végzik. 
Paraméterekként kapják a vezérlés által létrehozott időzítők folyamatainak 
előrehaladását jelző százalék értékét. Melyek alapján a kellő matematikai 
számításokat segítségével meghatározzák a mozgatandó elemek aktuális 
koordinátáit. Felhasználva a calculateProgress()-nevű belsőfüggvényt külön-külön 
az adott x és y értékekre. 
 
A buborék és a csomagon belül lokálisan használt csúcsok valamint a hozzájuk 
tartozó mutatók kirajzolásáért az osztály saját paint() metódusa felel. Ami különálló 




3.4.6. Animáció adatsorát kezelő osztály (ListOfAnimationData) 
Ezt az osztály teszi lehetővé, hogy egy kívánt animáció lépéseit rendezett listába 
szedjük. A lista operátorának segítségével a program vezérlése végig tud lépkedni azok 
elmein és részenként megjeleníti a felhasználó számára a listát generáló művelet teljes 
animációját. A lista elemei az itt külön belső osztályként létrehozott AnimationData nevű 
változó példányaiból áll, ahol az animáció egy lépésének szükséges adatait tárolhatjuk. 
Megtalálhatjuk benne a lépésben szereplő aktuális csúcspont adatait a használt 
kulcsértéket és a művelet megnevezését is. A lista osztályában külön változóban 
jegyezzük az összes lépések és az aktuális animáció indexének számát. 
 
3.4.7. A változásokat naplózó lista osztálya (ListOfChanges) 
Az adatszerkezetünk felépülésénél végzett lépéseink listába gyűjtésének 
lehetőségét valósítjuk meg ezzel a csomaggal. Ebben a listában tárolt állapotok adatai 
segítségével tudjuk biztosítani a felhasználónak, hogy visszaléphessen a változások 
előzményeihez. Ezeket a változásokat kronológiai sorrendjüknek megfelelően 
rendezetten mentjük a listába, az aktuális fa adatainak bájtsorozata és a lépésnél végzett 
műveletet tárolásához létrehozott Operations változó példányának párjaival. Az 
Operations belső osztály az elvégzet művelet nevét és az akkor használt kulcs értékét 
menti rendezett formában. Valamint itt is jegyezzük a listában szereplő adatok 
számosságát és az aktuális lépést indexének számát. A fa állapotának bájtsorozatokra 
való átalakítását, valamint a már meglévő bájtsorozatok program számára értelmezhető 
objektum példányokká való visszaállítását a convertToBytes() és a convertFromBytes() 




3.5. Nézet réteg 
A felhasználói felület megjelenítéséért és a felhasználó cselekedeteinek a program 
vezérlője felé való továbbításáért felelős rétegünk. Létrehozza az alkalmazás 
keretszerkezetét, a modell rétegben tárolt adatok megfelelő megjelenítéséhez szükséges 
paneljeit és az információk kiírásához használt elemeket is. Továbbá feltölti az 
alkalmazás felületét az irányításához szükséges vezérlőelemekkel, gombokkal és 
adatbeviteli mezökkel. 




3.5.1. B+ fa nézet osztály (BPlusTree_View) 
A BPlusTree_View osztály példányával hozzuk létre a program grafikus 
felhasználói felületét. Ez egy a java által biztosított keretet (JFrame), azaz az alkalmazás 
fő programablakát készíti el, inicializálja és tölti fel a szükséges komponensekkel. 
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Elhelyezi a kezeléshez használandó gombokat, görgetőket, jelölőnégyzeteket és a 
szükséges adatbeviteli mezőket. Létrehozza, a fájl menü rendszerét csatolja hozzájuk az 
erőforrások (resources) csomagban található ikonjaikat, továbbá helyet biztosít a program 
kommunikációs és statisztikai paneljeinek is. Lokálisan elérhető attribútumok 
segítségével tudja kezelni például a fa megjelenítő panel grafikájának elmozdítási 
értékeit, a nagyítás arányát, az egér helyzetét, az állítható gombok számainak értékét és 
például az animáció sebességének mérőjének értékeit is. Valamint olyan logikai 
változókat is használ, amik az animáció ki/be kapcsolását, annak aktuális futási állapotát 
vagy leállítási kérelmét jegyzik.  
A program legfelső rétege az osztálypéldány létrehozásakor annak 
konstruktorában átadja a modellréteghez és a változások listájához való hozzáférést, így 
képes a nézet hozzáférni a bennük tárolt adatokhoz. A megjelenítés főbb paneljeit külön-
külön belső osztályokként hoztuk létre az elkülöníthetőségük és könnyebb 
kezelhetőségük érdekében. 
A nézet réteg belső osztályai: 
 MultipleDrawPanel: A modell rétegben tárolt fa adatszerkezetek kirajzolására 
szánt ablakunk felosztását a vezérlő osztálya. Kerettel látja el a rendelkezése álló 
területet, beállítja az ablak állapotának megfelelő feliratot és háttérszínezést. 
Feladata, hogy a felhasználó kívánságának megfelelően (Split View kapcsoló) 
vagy csak az aktuális állapot paneljét jelenítse meg, vagy ossza fel a rendelkezésre 
álló helyet az aktuális és a megelőző állapotokat megjelenítő paneljei között. 
Továbbá az elemek elválasztásánál tüntesse fel az elvégzet művelet fajtáját és a 
benne szereplő kulcsértékét egy színes szövegdobozban. 
 BPlusTreeDrawPanel: Az adatszerkezet aktuális állapotának kirajzolását végző a 
Java által biztosított JPanel ősosztályából származtatott osztályunk. A Java panel 
csomagjában szereplő paintComponent metódusának felülírásánál tudjuk 
meghívni a megkapott „g” grafikus felületre a fa kirajzolását (paintTree) és az 
animációs buborék megjelenítését (paintAnimatedBubble) végző eljárásainkat. 
 PreviousBPlusTreeDrawPanel: Megegyezik a BPlusTreeDrawPanel osztállyal. 
Különbség annyi köztük, hogy ebben a változatban nem használjuk a buborék 
képét megjelenítő eljárásunkat, valamint a kirajzolásra szánt adatainkat az 
előzmények listájából vesszük. Ellenőrizzük és jelezzük a felhasználónak, 
amennyiben az előzmények között nem áll rendelkezésünkre ilyen.  
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 ButtonsLine1 és ButtonsLine2: Elnevezésű osztályaink segítenek az egyedileg 
létrehozott gombok grafikájának megjelenítésében és azok vezérlésében. 
 
3.5.2. Információs panel osztálya (BPlusInfoPanel) 
A programablak jobb szélén látható szöveges mező az információs panelünk 
megvalósulása. Itt tud az alkalmazás információkat kiírni a felhasználónak. Ebben az 
osztályban hozzuk létre a kezeléséhez szolgáló függvényeit. Beállítjuk a panel méreteit, 
keretének stílusát és a megnevezésének címkéjét. Valamint görgethető opcióval is 
ellátjuk, hogy képes legyen a rendelkezésre álló területnél több helyet igénylő 
szövegtartalom megjelenítésére is. 
 
 
3.6. Vezérlő réteg 
Ez a programrészek összekötését ellátó rétegünk, hozzáférése van a létrehozott 
nézet és modell példányainkhoz. Értesítést kap a nézet vezérlőelemeinek eseményeiről, 
amik alapján meghívja a modell megfelelő függvényeit, eljárásait. Ezeken felül, ha a 
megjelenítésben érintett adatok változnak, akkor kérheti a nézet réteg frissítését is. 
 





3.6.1. Alkalmazás vezérlő osztálya (BPlusTree_Controller) 
A vezérlés rétegen belüli központi osztályunk, ami magába foglalja és felhasználja 
a csoporton belül található különböző figyelő osztályaink képességeit is. A modell-nézet-
vezérlő tervezési minta használatánál a program legfelső rétege a vezérlő létrehozásakor 
hozzáférést biztosít a nézet rétegben bevitt adatokhoz és érzékeli a felhasználó 
cselekedeteit, valamint a modellben tárolt információkhoz és az elérhető metódusokhoz 
is. Például, ha a felhasználó kiválasztja a menü egyik elemét, akkor erről a vezérlő értesül 
és eldönti, hogy ennek hatására mit csináljon a program. 
Az osztály attribútumai között találjuk a modell, a nézet, az animált buborék, a 
változások listája és az animációk listájának egy-egy példányát vagy azok hivatkozásait. 
Továbbá az akciókat és változásokat figyelő vezérlők példányait is, amiket hozzáfűz a 
nézet megfelelő vezérlőihez. Valamint ez az osztály implementálja és kezeli az 
animációknál használandó időzítőket (Timer) és változóiikat. A legfelső réteg az osztály 
konstruktorának lefuttatása után meghívja annak run() metódusát is. Ami 
alapértelmezetten generál egy 20 elemből álló 5-ös fokú random fát, a program minden 
indításakor. 
A vezérlő osztály metódusai között találjuk a beillesztés, a keresés és a törlés 
folyamatainak eljárásait is (például insertionProcess), melyek mind azonos elven 
működnek. Először ellenőrzik, hogy a felhasználó által a nézet beviteli mezőjében 
megadott érték értelmezhető és a meghatározott kereteken belül van-e. Majd megnézik, 
hogy a fában szerepel-e már az adott érték. Ugyanis az adatszerkezetben nem engedjük 
meg a kulcsértékek duplikációját, valamint törlésnél is ellenőrizzük, hogy szerepel-e az 
adott elem a fában. Továbbá, ha a felhasználó animálva szeretné a műveletet elvégeztetni, 
a metódus létrehoz egy megfelelő AnimatedBubble és egy ListOfAnimationData 
példányt, majd tovább átadja ezeket a nézet rétegnek is. A ListOfAnimationData 
változóba legyárttatja a modellel a művelethez tartozó animáció listáját és elindítja annak 
bemutatási folyamatát (runFullAnimation). Ellenkező esetben csak elvégezteti a modellen 
a megfelelő műveletet, megjeleníti a nézeten és várja a felhasználó további parancsait. 
Előzmény listában való előre vagy visszafele léptetések függvényei 
(stepToTheNextTree, stepToThePrevTree) is itt találhatóak. Ezek ellenőrzik, hogy a 
változások listájában az adott irányba lehet-e még léptetni, amennyiben lehetséges 




Továbbá itt kezeljük a fájlból való adat kiolvasást és fájlba való adatok elmentést. A 
bináris adatsorokat itt a felhasználó által egy kereső ablak segítségével kiválasztott fájlba 
mentjük, vagy abból töltjük vissza, amennyiben az nem hibás. 
A vezérlő osztály egyik külön elemzésre érdemes metódusa az animáció 
futtatásáért felelős (runFullAnimation) algoritmus. Ez a folyamat az animációs adatok 
listáján iterál végig olyan módon, hogy az aktuális elem műveletének megfelelően 
elvégzi, a szükséges előkészületeket majd elindítja a lépések animációját. Ezután 
rekurzívan meghívja magát az eljárás a lista következő elemével, egész addig amig az 
lehetséges. Ha a lista végére ér eltávolítja az animációhoz használt elemeket, grafikákat 
és megjeleníti az eredeti adatszerkezetnek a művelet elvégzése utáni állapotát. 
Mindeközben folyamatosan vizsgálja, hogy a felhasználó nem szeretné-e leállítani az 
animáció folyamatát. Ammenyiben igen visszaállítja a művelet előtti állapotot és kilép az 
algoritmusból. Az animáció egyes lépéseinek végrehajtásáért felelős metódusok 
programsorai is ide tartoznak. Érdemes kiemelni és elemezni közülük például az egyik 
alap lépését végző algoritmusunkat az animateOneStep()-et. 
 





Első lépéseiben a kezdeti időértéket és a csúsztatás számlálóját alap értékre állítja. 
Majd új időzítőt készít 40 milliszekundumos ismétlési rátával, ami az alatta létrehozott 
függvényt futtatja a megadott időközönként. Ezen függvény lépéseikor beállítja a 
metódus folyamatszámlálóját és kiszámolja az indítás óta eltelt időt. Amig ennek az 
értéke kisebb, mint a programban megadott futás idő és az animáció sebességének 
hányadosa, addig a folyamat számlálójának értékül adjuk az eltelt idő és a futtatási idő 
hányadosát és meghívjuk az animált buborék osztályában található update függvényét 
ezzel a paraméterrel. A függvény az animációban látható buborékot mozgatja a kívánt 
irányba a kapott érték mértékben. Minden lépés után frissíti a megjelenítést, hogy 
láthatóvá váljon az elemek mozgása. Amennyiben az eltelt idő már nagyobb vagy 
egyenlő, akkor elkezdi a buborékot a csúcsban lévő kulcsértékek képe felett léptetni amig 
a megfelelő helyre nem ér. Valamint minden lépés után altatja a folyamatot a beállított 
ideig. 
 
3.6.2. Gomb események figyelő osztálya (ButtonPressListener) 
Az osztály megvalósítja a java akciófigyelő interfészét, így használni tudjuk a 
vezérlő osztály eseményfigyelőjeként. Az actionPerformed(ActionEvent e) metódus 
felülírását kell, elvégezzük ebben az osztályban, hogy alkalmassá tegyük a nézetben 
szereplő gombok eseményeinek figyelésére. A gombokat a nevük alapján azonosítjuk és 
végeztetjük el a vezérlővel a hozzájuk kapcsolt műveleteket. Valamint itt is ügyelnünk 
kell arra, hogy éppen futó animáció esetén a gombok inaktívak legyenek (kivétel ez alól 
az animációt leállító Stop gomb) 
 
3.6.3. Menü parancsok figyelő osztálya (MenuActionListener) 
Ez az osztály is megvalósítja a java akciófigyelő interfésztét. Így a nézetben 
létrehozott menü rendszer elemeinek eseményeit tudjuk vele figyelni és kezelni. A nézet 
menü elemeit is a neveik alapján azonosítjuk és tesszük meg a szükséges lépéseket. 





3.6.4. Fa fokának változását figyelő osztály (OrderChangeListener) 
Ebben az esetben a meglévő változást figyelő interfészt implementáljuk, aminek 
segítségével értesítést kaphatunk a fa fokszámának állító görgetőjén történt változásokról. 
Akció esetén a kiváltott művelet ellenőrzi, hogy a fa fokszám értéke tényleg 
megváltozott-e és, hogy az aktuális fa tartalmaz-e adatokat. Pozitív eredmény esetén az 
alkalmazás egy kis felugró ablakban felajánlja az adatok mentésének lehetőségét. Majd a 
válasznak megfelelően menti, törli vagy változás nélkül hagyja a fát. 
 
3.6.5. Szövegesmező billentyűparancsok figyelője (TextFieldKeyListener) 
A nézet osztály opciós paneljén található beviteli szövegesmezőhöz 
csatlakoztatott billentyűparancs figyelő. Ez a programban lekezelt és valamilyen 
feladatott indikáló billentyűk vagy billentyűkombinációk leütésére figyel. Kiváltásuk 
esetén meghívja a hozzájuk tartozó eljárásokat. Ilyen kombinációk például a Ctrl 
billentyű és az opciós panelen található gombok neveiben aláhúzással kiemelt betük 
egyszeri lenyomása, ami az adott gombra való kattintással egyenértékű eseményt vált ki. 
Valamint az Alt és a kurzor billentyűk valamelyikének párjával lehetséges a fa kirajzolt 
képének elmozgatása, értelem szerűen a lenyomott kurzor billentyűvel megegyező 
irányba. Továbbá a Shift + Alt + Up vagy Shift + Alt + Down kombinációval lehet a 





A program tesztelésének folyamatát két részre bonthatjuk. Először a B+ fa 
algoritmusainak, vagyis modell rétegének helyes működését ellenőrizzük. Végig vesszük 
az adatszerkezeten belül elvégezhető összes lehetséges műveletet és ellenőrizzük, hogy 
minden esetben helyes végeredményt kapunk-e, külön figyelve összetettebb folyamatok 
generálására is. 
Ezután a felhasználói felület és a programban található funkciók tesztelését 
hajtjuk végre, kiemelten a várhatóan problémásabb események előidézésével. 
Az egyes tesztesetekben leírjuk, hogy pontosan mit tesztelünk, és milyen eredményt 
szeretnénk kapni, illetve mi az elvárt működés. Amennyiben egy eredmény nem 
megfelelő, a programban először kijavítjuk a hibát, majd újra megvizsgáljuk az addigi 
teszteseteket, hogy azok továbbra is helyesen működnek-e. Így nem okozhatunk a 
változtatásokkal fel nem tárt hibákat.  
 
 
4.1. Modell (logikai) réteg funkcióinak tesztelése 
Itt teszteljük a B+ fa módosítására szolgáló metódusok, azaz a beillesztés és a 
törlés egyes eseteit. Megfelelő tesztalap lehet a dokumentáció elején bemutatott B+ fa 
műveleti algoritmusainak bemutatásánál használt ábrákon végzett műveletek 
megismétlése a programban. Azok szándékosan felölelik az összes lehetséges variációt és 
tartalmaznak összetettebb műveletsorokat is. 
 
4.1.1. Beillesztések tesztelése 




Az elvárásnak megfelelően egy elemű levél csúcsként jelenik meg, ami egyben a 
fa gyökércsúcsa is. 
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 Elem beszúrása, ha a keresett csúcsban van üres hely. Szeretnénk, hogy 




Ábra 42 – 20 beszúrása 
 
 Beillesztéskor, ha az adott csúcs már tele van. Létrehozunk egy új csúcsot és 
elosztjuk a túlterhelt elem kulcsait egyenlően köztük. Amennyiben ez a csúcs 
levél csúcs, vegyük a második csúcs legkisebb értékét és azzal ismételjük meg a 
beszúró algoritmust a szülő csúcsba. 
 
  
Ábra 43 – 13 beszúrása 
 
 Szülő csúcsba történő adatpár bevitelnél is, mind a kulcsok, mind a hozzájuk 
tartozó mutatók sorrendjének megtartása fontos kritérium. 
 
  




 Belső csúcsok túlcsordulásnak esetét is érdemes ellenőrizni. Amikor a gyerekétől 
érkező elem beillesztése után, a belső csúcs is túl telítetté válik, akkor azt is 
szétválasztjuk. Továbbá a példánk esetében új szülő csúcsot is létre kell hoznunk 
és megtenni azt a fa gyökerének. 
   
Ábra 45 – 12 beszúrása 
 
4.1.2. Törlések tesztelése 
 Kulcs és hozzá tartozó mutató törlése olyan levél csúcsból, ahol van elég elem. 
   
Ábra 46 – 20 törlése 
 
 Vizsgáljuk a kulcs(ok) testvértől való átvételének esetét, azaz amikor az aktuális 
csúcsunkban már nem érjük el az invariáns értékét, de létezik azonos szülőhöz 
tartozó testvére, aki tud kulcsot kölcsönadni. Ez esetben arányosan elosztja-e az 
adott csúcsok közt az elemeket. 
   
Ábra 47 – 13 törlése 
 Azon esetekben mikor egyik testvére se tud kölcsönözni elemet, összevonja-e, a 
csúcsot annak vagy a bal vagy a jobb testvérével, majd eltávolítja-e az üresen 
maradt elemet és a hozzá tartozó kulcs és mutató párját is a szülő csúcsból. 




   
Ábra 48 – 10 törlése 
 
 Belső csúcsok alulcsordulása esetén is próbál-e gyereket átvenni valamelyik 
testvérétől, ha van rá lehetőség. Ilyenkor a testvér csúcs gyerekét és a közös 
szülőben lévő hozzájuk tartozó hasító kulcsot beilleszti-e a csúcsba, majd a 
módosítást is elvégzi-e a szülő hozzájuk tartozó kulcsértékénél a megváltozott 
hasítási pontnak megfelelően. 
   
Ábra 49 – 15 törlése 
 
 Ha egy törlési folyamat közben egy belső csúcsnak a megengedettnél kevesebb 
gyereke marad és a testvérei is minimum értéken vannak. Akkor egyesítjük azt 
vagy a bal vagy a jobboldali testvérével úgy, hogy a bevonjuk a szülőtől a 
hozzájuk tartozó hasító kulcsot is. Majd elvégezzük annak törlést a szülőben. A 
tesztelt lépésnél vizsgálhatjuk azt is, hogy ha a törlés gyökércsúcsban történik és 
az annak az utolsó eleme. Akkor az algoritmus eltávolítja-e a gyökér csúcsot és a 
most egyesített csúcsot állítja-e be annak. 
   
Ábra 50 – 1 törlése 
Ezen felül elvárjuk, hogy a fa fokszámának változtatásai mellett is minden művelet 
megfelelően és az aktuális invariánsokat továbbra is betartva működjön. 
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4.2. Felhasználói felület és funkcióinak tesztelése 
Ennél a résznél a program grafikus felületének és az általa szolgáltatott funkciók 
helyes és problémamentes működésének vizsgálatát, valamint a lehetséges felhasználói 
eseteknek ellenőrzését végezzük. Kíváncsiak vagyunk kiszűrik-e a hibásan bevitt 
adatokat és hogy megfelelően végzi-e a szükséges hibakezeléseket. 
 
4.2.1. Grafikus felület tesztelése 
 Az aktuális fa megjelenítése megfelel-e az elvártaknak. 
Azaz külön színnel jelezze a fa belső és levél csúcsait. A hasító kulcs értékek 
megfelelő pozícióban és jól láthatóan helyezkedjenek el. A szülő és gyerekeinek 
csúcsai között mindig legyen kirajzolva az összeköttetés, rendezetten a mutatók 
helyeinek megfelelően. 
A grafika képe sajnos operációs rendszerenként picit eltérhet egymástól ezért 
igyekeztünk olyan értékeket beállítani, ami mindenhol elfogadható eredményt ad. 
 Teszteljük a programablak méretének változtatási lehetősége a megadott 
minimum és maximum értékek között. Itt elvárás, hogy arányosan kövessék a 
változást az ablakon belüli tartalmak is. 
 Grafikus felület elmozgatásának vizsgálata. Abban az esetben, ha az egér kurzor a 
grafikus panel felett található és a bal egérgomb nyomva tartása mellett mozgatjuk 
az egeret, akkor azzal együtt mozog-e a megjelenített fa képe is. 
A mellékelt ábrán egy terjedelmesebb adatszerkezet baloldali részfájához 





 Jobb egérgomb grafikus panel feletti lenyomására visszaállítja-e az 
alapértelmezett megjelenítést. A fa gyökércsúcsa a panel tetején középre igazítva 
jelenjen meg és a grafika skálázásának értéke az 1.0-ás alapszintre álljon vissza. 
 Elérhető-e a megjelenítés arányos nagyítása vagy csökkentése az egér görgőjének 
használatával, amennyiben az egér kurzora a megjelenítő panel felett tartózkodik. 
Továbbá teszteljük, hogy a skálázások végértékei is megvannak-e határozva. 
Amik alá vagy fölé már nem lehetséges vinni őket. 





 Vizsgáljuk, hogy az adatszerkezetünk minden elérhető fokszáma esetén megfelelő 
megjelenítést láthatunk-e. Adatvesztések, átfedések, aránytalanságok és egyéb 
grafikus hibák nélkül. 






 Osztott nézet külön grafikus paneljei jól megkülönböztethetőek legyenek köztük 





 A műveletek animációi látványos és jól követhető módon jelennek-e meg. Mind a 
buborék, mind a folyamatban éppen érintett csúcsok színezései is megfelelően 






4.2.2. Programfunkciók tesztelése 
 Adatszerkezet mentési és visszatöltési lehetőségeinek ellenőrzése. Megfelelő 
módszer lehet egy adott adathalmaz fájlba történő kimentése után a programból 
való kilépés, majd későbbi elindítása után a mentett fájlunk kikeresése és 
visszatöltése esetén mindenben azonos adatszerkezetet kapunk-e? Továbbá, ha 
szándékosan rossz fájlt adunk meg a betöltésnél, akkor megfelelő hibakezelés 
történi-e. 
 Random elem beillesztésének választásánál megnézzük, hogy a program 
megfelelően kreál-e egy olyan kulcsértékeket, amik 1 és a megadott határérték 
közöttiek és még nem szerepelnek a fánkban. Valamit, hogy a beillesztésük is 
sikeresen lezajlik-e. 
 Ellenőrizzük, hogy a véletlenszerű fa generáló eljárásunk mindig megfelelő fok, 
és elemszámú fát generál-e, a beállított értékeknek megfelelően. Felügyelve azt is, 
hogy a benne szereplő kulcsértékek egyike se legyen nagyobb a random 
beillesztés gombjánál kiválasztható értéknél. 
 Előzmények elérésének lehetőségét és helyes működését kiválóan tesztelhetjük 
azzal, ha rögzítjük a fához adott értékek sorrendjét, majd visszalépkedve az 
előzményekbe egész a kiindulási pontig figyeljük, hogy a fordított sorrend végig 
megmarad-e. Valamit a következő (next) funkció használatával előre lépkedve a 
lista utolsó eleméig, az előzőleg létrejött végállapot kapjuk-e meg újra. 
 A program aktív osztott nézete mellett is ellenőrizzük, hogy a fa előzmény 
állapotaira való léptetéseink esetén is arányosan változik-e, mind az aktuális fát 
megjelenítő panel, mind az előzmény fát kirajzoló paneljeink a képe. Valamint, 




Animációs funkciók tesztelése: 
 
 Egyszerű beillesztés, törlés és keresés funkciók animálásának futtatása. Figyelve, 
hogy a megjelenítésben végig helyes adatokkal találkozunk-e. Továbbá, ha a 
folyamat során bármilyen változás következik be a fa adataiban, akkor azok a 
művelet végeztével is láthatóak maradnak-e. 
 Teszteljük az animáció különböző sebesség szintjeinek minden lehetséges 
állapotát. Hogy a folyamat a beállított értéknek megfelelő sebességgel zajlik-e le. 
Valamint, hogy mindegyik sebesség szinte esetén hiánytalanul végig is futnak-e. 
Ezen felül megnézzük még, hogy egy adott animációs folyamaton belül is 
lehetséges-e a sebességének többszöri változtatása. 
 Statisztikai adatok helyességének vizsgálata. Például egy generátorral létrehozott 
fa esetében a kulcsok száma könnyen összevethető a statisztikában látott adatával, 
míg a levél csúcsainak számát manuálisan ellenőrizhetjük. Újabb elemek 
hozzáadásával vagy meglévők törlésével vizsgáljuk az elemszámláló működését. 
Ezen felül, ha a művelet új levélcsúcsot generál vagy töröl egy meglévőt, akkor 
megnézzük, hogy a levélszámláló értéke is változik-e. Ezen felül új gyökércsúcs 




 Vizsgáljuk, hogy az animáció mindig helyesen és jól láthatóan jeleníti-e meg a 
műveletek lehetséges lépéseit. 
 
 





Új levélcsúcs létrehozása:  
 
Új belsőcsúcs készítése:  
 











Törlésnél előforduló esetek: 
 
 
Kulcsátvétel levélcsúcsok esetén:  
 
Levélcsúcsok összevonása:  
 
 
Kulcsátvétel belsőcsúcsoknál:  
 
Többszörös gyerekátvétel esetén:  
 
Belső csúcsok összevonása:  
 





4.2.3. Felhasználói lehetőségek tesztelése 
 Teszteljük, hogy a program megfelelően kezeli-e a felhasználó által helytelenül 
megadatot adatok eseteit mindegyik lehetséges műveletnél. Akár, ha 
egészszámként nem értelmezhető (nem átalakítható) adatot adnak meg, akár a 
meghatározott intervallumon [1-999] kívül eső értéket bevitele esetén. 
 Ismerje fel, ha a beilleszteni kívánt kulcsérték már szerepel a fában (a duplikáció 
nem megengedett) illetve, ha a fában nem szereplő elemet szeretnénk törölni. 
Ellenőrizve, hogy a felhasználó kap-e visszajelzést ezen esetekről. 
 Ellenőrizzük, hogy kezeli-e az alkalmazás a hibásan megadott fájlok betöltése 
során keletkező kivételeket és küld-e információkat ilyen esetekben a 
felhasználónak. Valamint a felugró kereső ablakunkban van-e lehetőségünk a 
megfelelő fájl típusokra való szűrésre, segítve azok kiválasztást 
 Blokkolja-e a program a felhasználói lehetőségeit animáció futtatása közben. Erre 
azért van szükség, mivel a fában végezhető műveletek zárolt eljárások, azaz 
egyidőben nem futtathatunk két ilyen jellegű eljárást, ezáltal elkerülve az adatok 
sérülésének lehetőségét. Ennek megfelelően megnézzük, hogy a nézet réteg is 
gátolja-e ilyen esetekben a funkciók eléréseit. 
 Megjelenik-e a Stop elnevezésű plusz gombunk az animáció bekapcsolása esetén. 
És ellenőrizzük, hogy segítségével le lehet-e állítani az éppen végzet művelet 
animációját és ilyen esetekben visszakapjuk-e az aktuális fánk végrehajtás előtti 
állapotát. 
 Előzmények listájának és léptető gombjainak vizsgálata. Inaktívvá válik-e az 
előzmény (prev) gomb, ha a lista első eleménél tartunk, vagy a következmény 
(next) gomb, amennyiben annak utolsó elemén állunk. Valamint a gombokon 
megjelenő ikonok is tükrözik-e azok állapotait, azaz elszürkülnek-e, ha éppen nem 
használhatóak. 
 Megnézzük, hogy a random beillesztés és a fa készítés gombokhoz tartozó 
számlálók értékei állíthatok-e az egér görgőjével, amikor a kurzor aktuálisan a 
gomb felett tartózkodik. És ellenőrizzük, hogy azok fel tudják-e venni az 
értelmezési tartományukba eső összes értéküket. 
 Aktív animációs gomb mellett megjelenő, a sebeségének mértékét jelölő zöld 
csíkok helyesen jelzik-e annak állapotát továbbá, hogy mindegyik szint elérhető-e 
rajtuk. Ellenőrizve, hogy ez futó animáció közben is szabályozható-e. 
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4.3. Továbbfejlesztési lehetőségek 
 Ez a program alapvetően fa adatszerkezetek működésének demonstrációjára 
készült. Így a legkézenfekvőbb fejlesztési lehetőség további fa adatszerkezetek 
implementálása és elérhetővé tétele a modell rétegben. 
 A program megjelenítése (nézet rétege) könnyedén adaptálható másfajta 
adatszerkezetek és algoritmusok bemutatására is, azokkal is bővítve az elérhető 
opciókat. 
 A jelenlegi trendeknek megfelelően nagy potenciál rejlik az alkalmazás mobil 
platformokra való portolásában is. 
 Valamint Hasznos funkció lehetne még az animálás folyamatán belüli műveletek 
külön-külön léptetése, és a lépések leírásának megjelenítése az infó ablakban, 
úgyhogy ezekre a kiírásokra kattintva az animáció az adott művelethez ugorjon. 
 Alkalmazás nyelvének választási lehetősége. 






Az alkalmazás egy a nagymennyiségű adatok tárolására kiválóan használható 
adatszerkezetnek, az úgynevezett B+ fa működésének, felépülésének és a benne 
végezhető műveleteinek grafikus elemek segítségével való bemutatására készült. A 
program megírása során szempont volt, hogy a későbbiekben felhasználható legyen, mint 
oktatási segédanyag az egyetemi képzésben. A fa vizuális megjelenítése, az opcionálisan 
elérhető osztott nézet, ahol az összehasonlíthatóság kedvéért az aktuális és a megelőző 
állapot is megjelenik, valamint az elvégezhető műveletek teljes folyamatának grafikus 
animálása is mind lehetőséget nyújtsanak a folyamatok könnyebb megértésében. Az 
elkészítés során fontosnak tartottuk, hogy a program bárki számára elérhető és könnyen 
használható legyen, függetlenül az általa használt gép operációs rendszerének fajtájától. 
A kezelő felület jól reprezentálja a program aktuális állapotait és elérhető műveleteit, 
valamint szűri a felhasználó által elkövethető hibákat és megfelelő visszajelzéseket ad 
neki azokról. A használat során elkészített adathalmazokat elmenthetjük, azokat bármikor 
szabadon visszatölthetjük, illetve meg is oszthatjuk másokkal. Ezen felül a 
felhasználónak olyan funkciókat állnak rendelkezésére, amik megkönnyítik a program 
használatát, például a random kulcsok beillesztése vagy akár teljes fa generálásának 





6. Irodalomjegyzék  
  
[1] dr. Ásványi Tibor: Algoritmusok és Adatszerkezetek - B+ fa. 2019 
[2] Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rives, Clifford Stein: 
Új algoritmusok. 2003 Scolar, Budapest. 
[3] Bert Bates, Kathy Sierra: Agyhullám: Java – Frissített kiadás. 2011 
Kiskapú kiadó, Budapest 
[4] Barry Burd: Java – Tantusz Könyvek. 2017 Taramix kiadó, Budapest 
[5] Fábián Zoltán: A B-Fa adatszerkezete és algoritmusa. 2004 Budapest 
[6] Tarcsi Ádám, Horváth Győző: Webadatbázis-programozás 2012 
 
 
 
  
