The separation of concerns principle-decomposing a system into coherent, modular parts to localize changes to them-is a fundamental concept in software engineering. Over the past four decades, there have been some key developments that have transformed the way we think about concerns and their modularization during the development and evolution of software systems. These key developments include structured and procedural programming, objectoriented techniques, patterns and, more recently, aspectoriented approaches.
Aspect-oriented techniques do not advocate discarding existing separation of concerns mechanisms, e.g. object orientation. Instead the focus is to provide complementary mechanisms to support systematic identification, representation, modularization and composition of concerns that cut across an existing base separation and would otherwise be scattered across various modules.
Crosscutting concerns are not a new phenomenon. Since the early days of software systems, developers and maintainers have dealt with broadly scoped properties such as security, distribution, persistence and logging. One might, therefore, ask the question: what is new that aspectorientation offers? The novelty, of course, is in the provision of a systematic means for the modularization of such concerns.
The keyword here is systematic. While crosscutting concerns have been dealt with for a long time, there has not been a set of techniques available that allow one to modularize and manipulate these in a systematic fashion.
Although the term aspect-oriented programming (AOP) was popularized by the invited paper by Kiczales et al. [1] in the proceedings of the European Conference on ObjectOriented Programming in 1997, the general shift towards techniques for the modularization of crosscutting concerns has been taking place for over a decade. Composition filters [2] , adaptive programming [3] and subject-oriented programming [4] support such modularization and are now classified as AOP techniques. Due to this, the past five years have seen aspect-oriented techniques gaining strength and evolving from promising research activities to a position of delivering a range of valuable techniques for dealing with the real development of complex software systems [5, 6] . A large and vibrant research community is now engaged in a wide range of research and development activities relating to the use of aspects throughout the software lifecycle, from the software requirements stage through to a system's final implementation. A significant number of practitioners are putting aspect-oriented techniques through the paces of real industrial projects. The international conference on AspectOriented Software Development (AOSD) serves as a forum for the researchers and practitioners to exchange ideas.
This special section of The Computer Journal is devoted to some of the topical issues associated with aspect orientation. Through four high-quality papers, we aim to bring the reader information on the state-of-the-art in aspect language design, formal foundations, modelling and the role of meta-level techniques. The papers cover both research issues and the experience of using aspect-oriented techniques in real applications.
Sihman and Katz present work that spans two related research areas: aspect-oriented programming and superimpositions. Superimpositions, like aspects, can be viewed as being orthogonal to a program's underlying structuring mechanism. They can be applied to points on the execution path of the program and can superimpose alternative or additional functionality at these points, much like a piece of advice in an aspect language such as AspectJ. The authors show how superimpositions can be implemented as a pre-processor over AspectJ. To achieve this, they introduce SuperJ, a language extension of Java that supports the expression of superimpositions. Superimpositions are categorized as speculative, regulative and invasive. The paper discusses the extent to which properties of a program can be proved, a process that increases in difficulty as one moves through the categories. One of the valuable contributions of this work is in viewing superimpositions as an overlay for aspects. This offers a higher level of abstraction and allows the formal underpinning of superimpositions to be employed in the context of aspects.
The second paper by Lieberherr et al. also focuses on language design. Through an analysis of two AOP techniques, AspectJ and Hyper/J, they highlight how the additional flexibility and modularity provided by current aspect-oriented techniques compromises encapsulation and external composition. They argue that such trade-offs are avoidable and propose Aspectual Collaborations which combine the static properties of modular programming mechanisms, encapsulation, external composition and separate compilation, with the flexible programming power of aspect-oriented techniques. One of the highlights of the paper is a very interesting analysis and subsequent comparison of Aspectual Collaborations, AspectJ and Hyper/J which demonstrates the expressiveness of the authors' approach.
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While the first two papers focus on programming language design, the third paper by Clark et al. focuses on modelling language design through aspect-oriented metamodelling. Using UML profiles as a basis, the authors argue that the UML meta-model is not factored in a fashion permitting profiles to reuse and specialize common parts or combine them with new language fragments. They propose a meta-modelling approach where package templates are used to factor out various reusable aspects of a language definition. These aspects are instantiated in a particular context and composed using package extensions to form language fragments. These fragments can, in turn, be composed to form languages. One of the interesting contributions of the paper is the application of the metamodelling approach to parts of the UML definition in UML 2.0 submissions.
The last paper, by Welch and Stroud, covers the use of reflection in re-engineering security concerns that crosscut a third-party application. Historically, reflection has stood as a separate research activity, providing flexibility and extensibility to existing language designs. However, the close link between reflective and aspect-oriented techniques has more recently become apparent, particularly with respect to dynamic aspects. As such, reflective techniques can now be considered under the broad umbrella of aspectoriented software development. This paper reports on the authors' experiences in moving from an existing architecture where security concerns were tangled with the application code to a new reflective architecture. Through the process of re-engineering the application code and the subsequent removal of code tangling, the authors achieved a significant reduction in (normalized) code. The paper also discusses a number of important observations, including the importance of the original program structure and trade-offs between the generality and portability of the techniques used for expressing crosscutting concerns.
This special issue would not have been possible without the time and effort devoted by the various reviewers: Mehmet Aksit, Gordon Blair, Walter Cazzola, Siobhán Clarke, Tzilla Elrad, Robert Filman, Robert France, Jeff Gray, Daniel Hagimont, Gerald Kotonya, Ana Moreira, Gail Murphy, Perdita Stevens, Mario Südholt and Peri Tarr. We also wish to thank Fionn Murtagh, Florence Leroy and Maxine Smith at the Computer Journal for their help throughout the preparation of this special issue. Finally, we would like to thank all the authors who submitted papers to the special issue.
Although the main focus of most of the papers in this special issue is on AOP approaches, some of the papers also reflect an interest in earlier software development stages. Clark et al., for instance, focus on modelling languages while Sihman and Katz discuss issues relating to specification and verification. In general, the AOSD community is seeing a shift towards mechanisms to manage crosscutting concerns throughout the software life cycle. A wealth of aspect-oriented design approaches are now available. There is also an increasing trend towards managing crosscutting properties at the requirements and architecture levels reflected by a workshop at each of the two AOSD conferences held so far. We are of the view that this trend will continue leading to the provision of mechanisms supporting the traceability of crosscutting properties across the various development stages and hence a better separation of concerns. This will lead to software systems that are more adaptable, maintainable and evolvable in the face of changing requirements.
