Abstract-It is desirable to allow packets with the same source and destination to take more than one possible path. This facility can be used to ease congestion and overcome node failures. One approach toward deploying multipath routing in the networks is by creating virtual paths, e.g. using MPLS. There are however costs associated with establishing and maintaining such virtual connections. In this paper, we present the formulation and an approximate solution for the problem of modeling, creation and optimization of the multiple paths in the networks. The aim is to minimize the cost of operating the network and maximize the utilization, using multiple paths.
I. INTRODUCTION
The growth and success of the Internet over the years has warranted the need for better Quality of Service (QoS) features in the network, while maintaining the network efficiency. Traffic Engineering (TE) is a possible approach toward this goal. Traffic Engineering aims to optimize the performance of the IP networks by routing traffic in a way to utilize network resources efficiently and reliably. TE can be implemented by using Virtual Path (VP) based approaches such as MultiProtocol Label Switching (MPLS) [1] . MPLS uses Label Switched Paths (LSPs) between hosts to distribute and explicitly route the traffic over these paths. Previous work on multpath routing includes [2] , [3] , [4] , [5] , [6] , [7] , [8] , [9] .
In this paper, we formulate an optimization problem for the modeling of the multipath routing. This formulation is general enough and can be applied to other networks with different approaches to implement multipath routing. We assume a cost is given for the setup of the virtual paths over a link as well as the operational cost of the link. We formulate the optimal VP SETUP problem to determine the set of multipaths between the source-destination pair given a total budget constraint.
Related problems have been studied, but we are not aware of any work dealing explicitly with setup and operating costs. In the seminal work [10] , Elwalid et. al. address multipath routing issues as a non-linear optimization problem. They are concerned with delay and loss rate in an adaptive setting, and their cost per link is a function of the traffic on that link, an approach which ignores the actual paths and their setup costs. A fixed number (k) of actual paths are constructed in [11] to maximize the total flow (thorughput). We also maximize flow, but we consider together setup and operational costs, and allow softer (dictated by total cost) constraint on the paths; our approach tends to favor shorter paths. Finally, [12] and [13] consider a related but tougher problem where one must pay for each link, after which all the capacity of the link can be utilized.
We show that VP Setup is an NP-Hard problem and provide approximation algorithms. These algorithms are polynomialtime and are guaranteed to return a set of paths with throughput at least 0.14 of the optimum throughput, without exceeding the cost of the optimum solution.
The paper is organized as follows. In Section II we give the mathematical modeling of VP Setup. Unfortunately, the problem is NP-Hard as we prove in Section III. We continue with an mixed linear programming formulation in Section IV. This is of independent interest as tools from integer programming are likely to provide much better approximation for medium-sized instances. The constant-ratio approximation algorithm is given in Section V. We conclude in Section VI.
II. MODELS AND DEFINITIONS
A refined model of the cost of virtual connections is as follow. We are given a digraph G(V, E), a capacity function u : E → R + and two cost functions c s , c o : E → R + , a source s and a sink t, a budget (integer) B and a demand (integer) F . The two costs are the set-up cost c s and operation cost c o for using an edge e in the path. For a flow path P from s to t, with associated flow value f P , define the cost of the flow path P as c(P ) = e∈P (c s (e) + f P c o (e)). That is, the total cost of a path flow is the sum of the set-up cost and the product of the operating cost and the value of the flow routed on the path. The decision problem, which we call VP SETUP, asks for a set of s-t paths P 1 , P 2 , . . . , P j each with associated flow values
∀e ∈ E (capacity constraints), and
Note that for this refined model it is not enough to reserve capacity on edges, we must actually give the paths, since different path decompositions of a flow function can give different costs. It may be reasonable to assume the costs are borne by vertices and not edges -the directed graph can handle node costs and capacities by splitting nodes in two: one incoming and one outgoing, and adding an edge between these two of appropriate cost and capacity.
With unlimited capacities, a single path will be used, and the best such path is immediately computed by a shortestpath algorithm. As presented above, VP SETUP is NP-Hard by an easy reduction from Knapsack (as described in, for example, [14] ). We prove in the next section that the problem is strongly NP-Hard. With zero set-up costs, we have the well studied Min Cost Flow problem, which has polynomial-time algorithms (among many, [15] , [16] ).
III. NP-HARDNESS
In this section we show the hardness of the VP SETUP problem. In fact we show that the problem remains NP-Hard even when the operation costs and the set-up costs are the same for all edges -a restriction of the problem which is justified in homogeneous network. To establish the reduction we use the following NP-Hard problem [14] :
EXACT COVER BY 3-SETS (X3C): Given a finite set U with |U | = 3q and a collection C of subsets of U each having 3 elements, does C contain an exact cover for X, that is, a sub-collection C ⊆ C such that every element of X occurs in exactly one member of C .
Given an instance of X3C, called I, we construct an instance of VP SETUP , F I = G(V, E, c s , c o ), as follows: (see Figure 1 for an illustration) V has two special vertices s and t, and for each element in U , V has a corresponding vertex, and, for each x ∈ C, V has four vertices x 1 , x 2 , x 3 , x 4 . The edge set E is defined as follows: For each x ∈ C add the following edges with capacity 3:
. Add edges with capacity one from each y ∈ U to t. If an item y ∈ U is contained in set x ∈ C, add edge of capacity 1 from x 1 to y. Every edge e has c s (e) = c o (e) = 1. The flow requirement F is |U |+3|C| and the budget B is 6|U
|+16(|U |/3)+12(|C|− |U |/3).
Lemma 1: I has a solution to the Exact Cover by 3-sets iff FI has a solution to the VP Setup problem Proof. If the X3C instance has a solution C , then the network G also has the following solution: for each x ∈ C \ C , use the path s, x 1 , x 4 , t to route 3 units of flow from s to t in the VP Setup problem at cost 12; for each x ∈ C use the path s, x 2 , x 3 , x 4 , t to route 3 units of flow from s to t at total cost 16, and for each y ∈ U , if x ∈ C is the unique set of C with y ∈ x use the path s, x 1 , y, t with 1 unit of flow at cost 6. Now assume in network G has a solution of total cost 6|U |+ 16(|U |/3) + 12(|C| − |U |/3). To satisfy the flow requirement, all the edges entering t must be saturated. For each y ∈ U , the flow paths going from s to t saturating edge (y, t) with 1 unit of flow must have total cost at least 6 (this would be the cost of if one single path with minimum cost is used, and splitting the flow on edge (y, t) on several paths only increase the total cost, since each additional path incurs a set-up cost). Similarly, there must be 3 units of flow corresponding to each x ∈ C which is routed through (x 4 , t) and splitting the flow going through the edge (x 4 , t), for x ∈ C, can be avoided: the single path s, x 2 , x 3 , x 4 , t with 3 units of flow has cost 16, and any combination of splitting the flow into two paths or more has at least the same cost, since establishing two paths incurs a setup-up cost of at least 7, in total, and the operating cost must be at least 9 as the shortest s − t path has three edges. Also, there is always enough capacity on the paths s, x 2 , x 3 , x 4 , t or s, x 1 , x 4 , t to route all the flow possible on edge (x 4 , t). Thus we may assume that, in a solution for network G, for each x ∈ C, either s, x 2 , x 3 , x 4 , t or s, x 1 , x 4 , t is used with 3 units of flow. We claim that adding x ∈ C to C , such that the flow corresponding to x which uses the longer path s, x 2 , x 3 , x 4 , t gives us a cover, C , of U . Indeed, if x ∈ C uses the shorter path s, x 1 , x 4 , t and y ∈ U is contained in x, then the path(s) going through y cannot use vertex x 1 (the edge (s, x 1 ) being saturated); thus for every y ∈ U there must be some x ∈ C containing y which uses the longer path. To obtain a budget of exactly 6|U | + 16(|U |/3) + 12(|C| − |U |/3), those x ∈ C which use the longer path s, x 2 , x 3 , x 4 , t must give us an exact cover.
The same idea works for undirected networks, with a more complicated proof. Also, since minimizing the size of a cover for an X3C instance is APX-Hard for instances where every element is contained in at most 10 sets, one can use the same reduction with complicated and not very enlightening calculations to show that the optimization versions of VP SETUP are APX-Hard. Under the assumption P = NP , strong NPHardness means pseudo-polynomial time algorithms do not exist, and APX-Hardness means there exist a constant such that no polynomial-time algorithm can achieve approximation ratio in the range (1− , 1+ ). constant-ratio approximation algorithms, though we do want such a constant to be as close to 1 as possible.
We summarize: Theorem 2: VP SETUP is NP-Hard.
IV. MIXED LINEAR PROGRAMMING FORMULATION
In this section we provide a Mixed Integer Linear Programming formulation of the problem. We assume without loss of generality that all capacities are integers. For edge e and real number x, we introduce the non-negative integer variable f x (e) representing the number of flow-paths P i using edge e and having f i = x. Then the contribution of the edge e and the flow-paths carrying x units of flow to the budget is:
with c x (e) being fractional variables, and then one can check that all the flow-paths P i each carrying x units of flow have total cost
We can write the budget constraint as:
and the capacity constraints as
The flow conservation constraints for every x and vertex v = s, t are written as
where δ − (v) is the set of edges entering v and δ + (v) is the set of edges leaving v.
Finally, the flow shipped is
Because of the range of values of x, this mixed integer linear program has, potentially, an unbounded set of variables unless we can bound the range of x to, say, the integers. Unfortunately, due to the budget constraint, one path carrying non-integral flow can exist. Here is an example, illustrated also in Figure 2 , where two paths carrying non-integral flow must be used in any optimum solution: The vertices are {s, t, a, b, c, d, x , y}, and the edges are: (s, a), (a, b), (b, c) , : s, a, b, y, t, s, a, b, c, d, t, and  s, x, c, d , t, but in this case the set-up costs only exceed 400. By duplicating the above gadget construction and adding a common source and sink we get that optimum must contain a large number of paths carrying 0.5 units of flow. We also have examples where an optimum solution uses multiple paths each carrying very small amount of flow. However, it is clear that only a finite number of x s would be used by the optimum solution, since there is a finite number of s − t paths and it is not cost-effective to use the same path twice (combining the two flows save on the set-up cost without increasing the operational cost).
V. APPROXIMATION ALGORITHM
In this section we will design an approximation algorithm for the VP SETUP problem. We will approximately maximize F subject to a hard constraint on the budget B. We outline the approach first: first, we bucket the values of flows to be carried by paths, randomly, according to a randomized method proposed by Charikar, Naor and Schieber [17] . Then we write another mixed linear program which approximates the one described above. We relax the integrality constraints, obtaining a linear program which can be solved in polynomial time. Then we round (by taking the ceiling) some fractional variables, and then recompute integral solutions with min-cost flow algorithms. We decompose the flows into path flows, scale the solution down to ensure feasibility, and this is our first solution. Further, there is another (a second) solution which uses one single path with a large amount of flow, and the algorithm outputs the best of these two solutions. The technique of using linear programming relaxations for approximation algorithms was used widely previously (see, e.g., [18] ).
For the first step, we discretize the problem so that we consider only paths that carry flow which has value α times a (possibly negative) power of 2. α is picked randomly as follows: pick uniformly at random a real number y from the interval [0, 1), and let α = 2 y . Let OP T = OP T (y) be the maximum flow that can be routed within the budget with the restriction that all paths carry flow as described above. In the best and worst cases, the optimum of the new instance (which depends on the random y) is at most OP T and at least OP T /2. Since the correct choice of y is unknown, we randomly choose a y, and using a small number of choices of y, picked randomly, with high probability we find an y with OP T (y) ≥ (1 − )(ln 2)OP T . We will solve the linear program for all these random choices of y (and their corresponding α values), and then follow with the rounding procedure for all these α s. The best solution obtained via these rounding procedures will be adopted. This will be shown to give us an approximation bound with high probability.
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In the following, we give the rounding procedure for a given α. Now, for every i starting with 0 in increasing order, keep only the edges of capacity at least α · 2 i in a network G i . Find the min-weight s − t path in G i where the edges e have weight c s (e) + α2 i · c o (e). If the weight of this path exceeds the budget, we know that no single flow-path can carry α2 i units of flow from s to t within the budget. It is possible the min-weight path is too heavy even when i = 0. If this path is too heavy, keep reducing i. In both cases (first path too heavy or not), we find J, the biggest integer such that there is a flow-path which can carry α2 J units of flow from s to t within the budget; thus OP T ≥ α2 J . Note that J may be negative.
Now we have to contend with very small possible values of path-flows; these values are still of the form α2 i for (possible negative) integer i. For this, we have the following lemma:
Lemma 4: Let k be a non-negative integer. There is solution of value OP T − |E|α2
−k such that all the path-flows carry at least α2 −k units of flow. Proof. Consider in OPT' the largest i with q −i > 0 pathflows each carrying α2 −i units of flow and of cost B −i ; these are the path-flows each carrying the smallest amount of flow. If q −i > |E|, then apply the following procedure to OP T : put together these q −i path-flows, and then, as in, for example, [19] , decompose the solution into at most |E| pathflows P 1 , P 2 , . . . , P l each P j carrying a j α2 −i units of flow, with a j an integer. Use a j path-flows on P j each carrying α2 −i units of flow each. The resulting solution is exactly as good as the old one, in both amount of flow and in budget. Now, as long as there is some a j > 1, remove two parallel path-flows carrying α2 −i units of flow and replace them with one path-flow carrying 2α2 −i units of flow, maintaining the total flow without increasing the cost. We end up with at most |E| path-flows each carrying α2 −i units of flow. Remove all these paths, and repeat the procedure above for decreasing i's (that is, path-flows each carrying more flow -2 −i is increasing when i is decreasing) until i = k + 1. The total flow removed is at most |E|α(2
Thus, by picking k large enough, we can ensure that by keeping path-flows each carrying at least α2 −k units of flow we carry within the budget at least (1 − )OP T units of flow; k will depend on , J and log |E|, where we use the fact that OP T ≥ α2 J . The Lemma above allows us to limit the values of i for which paths with flow values α2 i are use from i = −k to i = J. Thus we write the following mixed linear program, where the non-negative integer variables f i (e) and fractional c i (e) stand for f x (e) and c x (e) respectively with x = α2 i in the mixed linear program formulation of Section IV. The variables c i (e), c i , and F are used to make the connection to Section IV clear.
Maximize F subject to:
We know that the optimum to this program is at least (1 − )(ln 2)OP T when k is chosen as above. Now, with f i (e) required to be an integer, it must be that f i (e) = 0 when α2 i > u(e). Let J e be the minimum of J and (log 2 u(e))/α . Thus we assume that the variables f i (e) exist only for i = −k, −k + 1, . . . , J e . Now we drop the integrality constraints of f i (e) and solve the resulting linear program in polynomial time, which we write again in simplified form below: subject to:
Let ∆ be the objective of the linear program. After solving the linear program, we use the following rounding method.
Let
For each i, consider the networkḠ i with capacities on edges e given by u i (e) = f i (e) , costs on edges e given by c i (e) = c s (e) + α2 i · c o (e), and in which we must ship f i units of flow from s to t at minimum cost. A solution of cost at most B i exists -the one from the linear program ships at least this much flow. Now, use a polynomialtime min-cost flow algorithm to obtain an integral solution shipping f i units of flow from s to t at cost at most B i . Decompose this solution into path-flows; their total cost does not exceed B i . Scale down the flow on each such path by a factor of 3. Repeat the procedure for all i. This is our first solution, S 1 and it is immediate its budget does not exceed B. We need to check feasibility. OP T ≥ 0.138OP T . Since we can use polynomial time algorithms for fractional Linear Programming and polynomial time minimum cost flow algorithms, we get the following result Theorem 6: VP Setup can be approximated, with high probability, to within a factor of (1− ) ln 2 5 OP T ≥ 0.138OP T in polynomial time.
We can do a little bit better by reusing the budget of the flow we give up when replacing f i by f i -getting a solution of value at least 0.148OP T -as follows: we consider only the flows carrying α2 J or α2 J−1 units and their corresponding f i − f i . If one of these values is small, we save a bit since we don't remove quite 2α2 J , before scaling down. If both are relatively big, then we can afford within budget to round one of them up. Further small improvements can be made by discretizing in powers of 2.38 instead of powers of 2. Details are omitted due to lack of space.
VI. CONCLUSIONS
We gave constant approximation algorithms for maximizing flow given budget constraints in the multipath setting. Our approach extends to obtaining bi-creteria constant-ratio approximation algorithms for shipping a certain (large) amount of data in a given time and with a given budget, where for each path we pay a (fixed) set-up cost and an operational cost proportional with the data shipped on the path. Single criteria constant-ratio approximation algorithms do not exist for this variation.
