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PROYECTO FINAL DE CARRERA 
 
 
RESUMEN (máximo 50 linias) 
 
 
El objetivo principal de este proyecto ha sido actualizar la página web de la intranet de 
la empresa Crosselling haciendo el pase del lenguaje asp a .Net de la pantalla de 
liquidaciones, que supone una mejora tanto de rendimiento como de accesibilidad a la 
base de datos. 
 
También se ha añadido la opción a los usuarios de BackOffice y de Recursos Humanos 
a consultar las liquidaciones del resto de usuarios. 
 
La consulta de liquidaciones de expedientes consiste en poder consultar el resumen y 
el detalle de los expedientes liquidados en una liquidación. 
 
Antes de realizar este proyecto, había dos tipos de usuarios. Los laborales y los 
mercantiles. Dependiendo del tipo de usuario se muestra una cosa u otra: 
 
Laborales: criterios de búsqueda (mes y año), detalles de la liquidación (recuento de 
expedientes y suma de puntos por grupo de producto) y el resumen (muestra la 
liquidación de varios conceptos). 
 
Mercantiles: Criterios de búsqueda (como laborales más botón de imprimir) y el detalle 
de la liquidación en modo de factura, con los detalles de la empresa, del usuario, la 
fecha, y los resúmenes de abonos y cargos. 
 
Ahora se ha añadido otro tipo de usuario, los usuarios de central que pueden ver las 
liquidaciones de los demás, dependiendo del tipo de usuario que quieran visualizar 
accederán a una u otra pantalla. 
 
A partir de esta pantalla principal se va a distintas páginas donde se muestran detalles 
varios. 
 
Para realizar este proyecto se han utilizado estos lenguajes de programación: HTML, 
C# y SQL. 
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Cap. 1 Introducción 
1.1. Motivación 
 
La idea de hacer este proyecto fue una conjunción de necesidades por parte de la 
empresa donde trabajo (Crosselling S.A.) y mi obligación de hacer el Proyecto Final de 
Carrera (PFC) para acabar mis estudios de Ingeniería Técnica en Informática de 
Gestión, ya que es lo único que me queda. 
 
Crosselling es una empresa dedicada a ofrecer los servicios de comerciales a distintas 
empresas que necesitan este servicio, como por ejemplo, Telefónica, La Caixa o Gas 
Natural. Crosselling tiene una intranet a la que todos sus empleados tienen acceso a 
través de un código de usuario y de un password. Esta intranet les sirve a todos los 
empleados para solicitar y/o aprobar vacaciones, bajas por enfermedad, permisos, etc. 
También es desde donde los comerciales introducen sus ventas y donde pueden 
consultar todas las ventas que han realizado y en que estado están esas ventas (si se 
han cancelado por algún motivo y cual, si están aprobadas, si están pendientes de 
alguna acción que se deba hacer, etc.). Dependiendo del tipo de usuario tiene acceso a 
diferentes opciones (aprobar ventas, pedir material de oficina, consulta de informes 
varios, etc.) dentro de la intranet. 
 
Mi situación en la Universidad era la siguiente: aprobé los últimos créditos que me 
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faltaban (a parte del PFC) en junio del 2005, mientras acababa los últimos créditos de 
libre elección, estuve un tiempo (durante algo más de un cuatrimestre 
aproximadamente) trabajando como becario en el Programa Innova de la UPC y 
después estuve trabajando en TUI España durante 6 meses como informático (también 
a tiempo parcial), intenté hacer el PFC en esta empresa, pero no tuve la oportunidad 
(por diversas razones) de realizarlo. Empecé a trabajar en Crosselling a tiempo parcial 
en octubre del 2006 ya que había empezado a hacer un PFC en la universidad y 
necesitaba tiempo para realizarlo y así poder conseguir el título. Desde Crosselling me 
ofrecieron varias veces la opción de trabajar a tiempo completo, pero yo prefería acabar 
el PFC para poder obtener el título.  
 
En Crosselling era necesaria la actualización de varios apartados de la intranet, están 
programados en ASP y era bueno actualizarlos, para poder mejorar su rendimiento y su 
accesibilidad con el paso a .NET y también poder hacer el paso a la nueva versión de 
SQL Server 2008 y así poder aprovechar todas las ventajas que ofrece esta nueva 
versión de SQL Server. 
 
Debido al tiempo que le tenía que dedicar al trabajo, el PFC no avanzaba como quería, 
era un proyecto complejo al que debía dedicar muchas horas y no tenía la posibilidad 
de avanzar como me hubiese gustado. Entonces hablándolo con la empresa, me dieron 
la opción de hacer el paso a .NET de las pantallas de liquidaciones, se trata de una 
parte de la intranet donde se muestran todas las ventas que ha realizado el usuario en 
un mes en concreto y donde le aparece el dinero que va a cobrar por ellas, pregunté si 
esto me podría servir como PFC en la universidad para poder acabar con mis estudios, 
y al darme el sí las dos partes empecé a ponerme manos a la obra trabajando a tiempo 
completo en la empresa y dedicando tiempo a realizar el proyecto que se me había 
propuesto (a parte de otras cosas, evidentemente). 
 
Debido al poco conocimiento que tenía de .NET, desde Crosselling se me brindó la 
oportunidad de realizar un curso durante tres meses de seis horas semanales para 
darme nociones básicas de la programación en .NET y en el que empecé a desarrollar 
las pantallas de liquidaciones. 
 
La Web está programada en .NET con el acceso a la base de datos a través de SQL, 
se han utilizado las herramientas de Microsoft Visual Studio .NET 2003 y de Microsoft 
SQL Server. 
1.2. Objetivos 
 
El objetivo principal de este proyecto ha sido actualizar la página Web de la intranet de 
la empresa Crosselling (donde trabajo) haciendo la migración del lenguaje ASP a .NET 
de la pantalla de liquidaciones, que como explicaremos más adelante, supone una 
mejora tanto de rendimiento de la Web como de accesibilidad a la base de datos. 
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Hasta ahora, había únicamente dos tipos de usuarios que consultan la liquidación, el 
personal laboral de las diferentes líneas de la empresa y los mercantiles de la línea de 
Telefónica que, por su condición de empresa colaboradora (autónomos), el resumen de 
operaciones liquidadas, se presenta como una factura.  
 
Además de traducir estas páginas se ha añadido la opción a los usuarios de Recursos 
Humanos y de BackOffice (usuarios de central) a consultar todas las liquidaciones de 
todos los usuarios, tanto  de los mercantiles como de los laborales, debido a que por 
motivos empresariales o problemas varios con las liquidaciones pueden necesitar ver 
estas liquidaciones para saber que puede fallar y que anteriormente no tenían acceso a 
las mismas. 
 
Las liquidaciones de mercantiles y laborales están separadas en varias páginas. El 
objetivo de este proyecto ha sido, además, unificar las pantallas en el mínimo posible. 
1.3. Herramientas Utilizadas 
 
Para realizar este proyecto se han utilizado, básicamente,  SQL Server 2000 para el 
trabajo con la base de datos y Visual Studio 2003 para la creación de las páginas Web 
con la tecnología .NET. 
 
SQL Server 2000 es un potente motor de bases de datos de alto rendimiento capaz de 
soportar millones de registros por tabla con un interfaz intuitivo y con herramientas de 
desarrollo integradas como Visual Studio 6.0 ó .NET, además incorpora un modelo de 
objetos totalmente programable (SQL-DMO) con el que podemos desarrollar cualquier 
aplicación que manipule componentes de SQL Server, es decir, hacer aplicación para 
crear bases de datos, tablas, DTS, backups, etc., todo lo que se puede hacer desde el 
administrador del SQL Server y podemos hacerlo no sólo en Visual C++ sino también 
en Visual Basic, ASP y por supuesto en .NET. 
 
El SQL Server 2000 ya ha quedado un poco desfasado, por lo que en la parte final del 
proyecto, desde la empresa se pasó al SQL Server 2005. 
 
Microsoft Visual Studio es un entorno de desarrollo integrado (IDE, por sus siglas en 
inglés) para sistemas operativos Windows. Soporta varios lenguajes de programación 
tales como Visual C++, Visual C#, Visual J#, ASP.NET y Visual Basic .NET, aunque 
actualmente se han desarrollado las extensiones necesarias para muchos otros. 
 
Visual Studio permite a los desarrolladores crear aplicaciones, sitios y aplicaciones 
Web, así como servicios Web en cualquier entorno que soporte la plataforma .NET. Así 
se pueden crear aplicaciones que se intercomuniquen entre estaciones de trabajo, 
páginas Web y dispositivos móviles. 
 
Para entender la versión 2003, debemos explicar primero la 2002 porque es la base de 
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la versión 2003 y donde se hace la gran actualización en el Visual Studio y donde se 
incorpora la plataforma .NET. 
 
En la versión 2002 se produjo un cambio sustancial, puesto que supuso la introducción 
de la plataforma .NET de Microsoft. .NET es una plataforma de ejecución intermedia 
multilenguaje, de forma que los programas desarrollados en .NET no se compilan en 
lenguaje máquina, sino en un lenguaje intermedio (CIL - Common Intermediate 
Language) denominado Microsoft Intermediate Language (MSIL). En una aplicación 
MSIL, el código no se convierte a lenguaje máquina hasta que ésta se ejecuta, de 
manera que el código puede ser independiente de la plataforma (al menos de las 
soportadas actualmente por .NET). Las plataformas han de tener una implementación 
de Infraestructura de Lenguaje Común (CLI) para poder ejecutar programas MSIL. 
Actualmente se pueden ejecutar programas MSIL en Linux y Mac OS X usando 
implementaciones de .NET que no son de Microsoft, tal cómo Mono (iniciado por 
Ximian y actualmente impulsado por Novell tras la adquisición de Ximian) y DotGNU 
(que forma parte del proyecto GNU con el fin de proporcionar una alternativa libre para 
la plataforma de desarrollo Microsoft.NET, otras de sus metas son mejorar la 
compatibilidad con las plataformas diferentes a Windows y a otros procesadores). 
 
Visual Studio .NET 2002 supuso también la introducción del lenguaje C# (utilizado para 
este Proyecto), un lenguaje nuevo diseñado específicamente para la plataforma .NET, 
basado en C++ y Java. Se presentó también el lenguaje J# (sucesor de J++) el cual, en 
lugar de ejecutarse en una máquina virtual de Java, se ejecuta únicamente en el 
framework .NET. El lenguaje Visual Basic fue remodelado completamente y evolucionó 
para adaptarse a las nuevas características de la plataforma .NET, haciéndolo mucho 
más versátil y dotándolo con muchas características de las que carecía. Algo similar  se 
llevó a cabo con C++, añadiendo extensiones al lenguaje llamadas Managed 
Extensions for C++ con el fin de que los programadores pudieran crear programas en 
.NET. Por otra parte, Visual FoxPro pasó a comercializarse por separado. Visual 
FoxPro es un lenguaje de programación orientado a objetos y procedural, un Sistema 
Gestor de Bases de datos o Database Management System (DBMS), y desde la versión 
7.0 (en 2001), un Sistema administrador de bases de datos relacionales. Visual FoxPro 
ofrece a los desarrolladores un conjunto de herramientas para crear aplicaciones de 
bases de datos para el escritorio, entornos cliente/servidor, tablet PC o para la Web. 
 
Todos los lenguajes se unifican en un único entorno. La interfaz se mejora 
notablemente en esta versión, siendo más limpia y personalizable. 
 
Visual Studio .NET puede usarse para crear programas basados en Windows (usando 
Windows Forms en vez de COM), aplicaciones y sitios Web (ASP.NET y servicios 
Web), y dispositivos móviles (usando el .NET Compact Framework). 
 
Visual Studio .NET 2003 supone una actualización menor de Visual Studio .NET. Se 
actualiza el .NET Framework a la versión 1.1. También se añade soporte con el fin de 
escribir aplicaciones para determinados dispositivos móviles, ya sea con ASP.NET o 
con el .NET Compact Framework. Además el compilador de Visual C++ se mejora para 
cumplir con más estándares con el Visual C++ Toolkit 2003. 
Cap. 1 Introducción   Liquidaciones 
 
- 5 -   
 
Ahora ya existe la versión 2010 del Visual Studio y en la parte final de este proyecto he 
podido comenzar a utilizar la versión del 2008 con muchas más herramientas y más 
librerías disponibles (es la que se está utilizando actualmente en la empresa). 
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Cap. 2 Diferencias ente ASP y .NET 
 
2.1.   ASP 
Cuando Microsoft decidió lanzar la tecnología ASP como parte de su arquitectura DNA, 
desarrolló un entorno de desarrollo para la construcción de aplicaciones de Internet 
caracterizado por dividir el entorno de desarrollo ASP en una serie de objetos con los 
cuales, los desarrolladores tenían en sus manos la capacidad para desarrollar 
aplicaciones avanzadas. 
Algunos de los objetos que caracterizan ASP son:  
• Application. Sirve para compartir, almacenar y recibir información en respuesta 
a las llamadas recibidas desde los clientes de los usuarios de la aplicación. 
Cualquier información que se almacene en este objeto estará disponible para 
TODOS los usuarios de la aplicación. 
• ASPError Sirve para obtener información detallada de una condición de error 
producida durante la ejecución de la aplicación. Esta información se obtiene de 9 
propiedades de sólo lectura, a las que solamente es posible acceder a través del 
objeto Server. 
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• ObjectContext. Se utiliza para controlar las transacciones de datos que se 
realizan en ASP a través del MTS (Microsoft Transactional Server), que es una 
especie de intermediario entre el IIS (Internet Information Services) y el sistema.  
• Request. Permite el acceso a toda la información que pasa desde el navegador 
del cliente al servidor. Al recibir esta información, es repartida y almacenada 
entre cinco colecciones. Cada colección es similar en estructura a una tabla de 
datos (también llamada matriz de datos o array). Los datos, una vez cargados, 
pueden ser accedidos individualmente en cada colección a través de una única 
clave asignada a cada ítem. 
• Response. Es posiblemente el objeto más utilizado de todos, ya que sirve para 
presentar en la pantalla del navegador del cliente el resultado de cualquier 
código que hayamos escrito. 
• Server. Este objeto proporciona acceso a distintas funciones de utilidad para el 
programador de aplicaciones de Internet. 
• Session. Este objeto será utilizado por la aplicación para almacenar, compartir y 
recibir información del usuario. A diferencia del objeto Application, la 
información almacenada en Session solamente estará disponible para el 
usuario que lo tenga asignado. Por defecto, el objeto será destruido después de 
20 minutos de inactividad, pero puede configurarse un tiempo diferente, y es 
buena idea reducirlo si el servidor tiene mucha carga, a fin de que libere los 
recursos asignados al usuario cuanto antes, pero calculando cuidadosamente el 
tiempo que el  usuario puede necesitar para llevar a cabo sus transacciones. Si 
se acorta en exceso, el servidor puede cerrar la sesión antes que el usuario 
termine lo que esté haciendo. 
Entre los principales inconvenientes asociados a las versiones de ASP anteriores a 
ASP.NET, a las que se suele hacer referencia por "ASP Clásico", se encuentra el  
hecho de que ASP suele requerir escribir bastante código. Por ejemplo, es necesario 
escribir código para mantener el estado de la página ASP cuando, por cualquier motivo, 
el usuario ha de volver a ella. Omitir dicho código provoca la frustrante sensación que 
todos hemos experimentado alguna vez cuando, tras rellenar un extenso formulario, se 
nos informa de un error en uno de los campos y nos vemos forzados a volver a rellenar 
el formulario completo. 
Por otro lado, el código incluido en las páginas ASP resulta, además de excesivamente 
extenso, poco legible y difícil de mantener al estar mezclado con el HTML (HyperText 
Markup Language) de la interfaz gráfica. En ASP, el fragmento de código ha de 
colocarse justo en el sitio donde queremos que su salida aparezca, lo que hace 
prácticamente imposible separar los detalles de la interfaz de usuario de la lógica de la 
aplicación. Este hecho, no sólo dificulta la reutilización del código y su mantenimiento, 
sino que también complica el soporte de nuestra aplicación para múltiples navegadores 
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(recordemos, por ejemplo, que JavaScript y JScript no son exactamente iguales). 
Finalmente, el "ASP Clásico" presenta otros inconvenientes que hacen su aparición a la 
hora de implantar sistemas reales de cierta envergadura. Como muestra, valga 
mencionar la dificultad que conlleva la correcta configuración de una aplicación ASP de 
cierta complejidad, los problemas de eficiencia que se nos pueden presentar cuando 
hemos de atender más peticiones que las que nuestro servidor puede atender, o los 
innumerables problemas que puede suponer la depuración de una aplicación construida 
con páginas ASP. 
En realidad, muchos de estos inconvenientes provienen de las limitaciones de los 
lenguajes interpretados que se utilizan para escribir los fragmentos de código incluidos 
en las páginas ASP. En la actualidad, son cada vez más complicadas las aplicaciones 
de esta naturaleza en cuanto a interoperación de múltiples componentes y 
manipulación de datos empleando numerosas fuentes de información. 
Pero como la tecnología ASP no podía dar respuesta a todo lo que se pedía que 
ofreciera para realizar las páginas Web. Con el paso del tiempo una idea brillante surgió 
sobre la comunidad de desarrolladores: 
“Si Internet es un conjunto de Host interconectados que sirven información y servicios 
por que no pensar además que cada Host pueda ofrecer al resto, servicios exclusivos 
para una nueva generación de aplicaciones distribuidas. De esta manera tenemos 
como unidad atómica lógica el objeto de negocio y como unidad macro lógica al 
servicio”.  
En la página siguiente se muestra el gráfico de interoperación de los servicios Web.  
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Fig. 2-1: Comunicación de los servicios Web con los distintos usuarios 
 
 
Como se aprecia en el gráfico (Fig 2-1), los servicios Web atienden a diferentes tipos de 
usuarios y los servicios pueden residir en diferentes servidores Web. 
Parece evidente que ASP no fue construido con ese propósito, y que otras tecnologías 
competidoras como J2EE, PHP o Cold Fusion tampoco ofrecían mejores perspectivas. 
Con el paso del tiempo diferentes avances se han producido hasta el lanzamiento 
comercial de la tecnología .NET de Microsoft. La idea de .NET gira en torno a los 
servicios Web como base para la construcción de aplicaciones basadas en tecnologías 
de Internet. Por tanto el diseño de esta nueva plataforma es totalmente diferente al 
planteamiento de ASP ya que esta última se planteaba como la solución corporativa 
para la construcción de aplicaciones basadas en componentes COM. Esta fue la base 
del famoso concepto que inundó la informática corporativa de mediados de los 90 con 
la inclusión de los componentes COM y su famoso homólogo JavaBeans de la 
tecnología JAVA™. La tecnología de Sun Microsystems cuenta con una excelente 
colección de clases base y sus módulos que se van añadiendo al núcleo de la 
tecnología. La tecnología .NET nace con una base de clases más potente que Java y 
con características avanzadas. 
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2.2.  .NET 
.Net es una plataforma de desarrollo que lanzó al mercado Microsoft. 
Microsoft .NET es un conjunto de tecnologías de software, compuesto de varios 
lenguajes de programación que se ejecutan bajo el .NET Framework. Es además un 
entorno completamente orientado a objetos y que es capaz de ejecutarse bajo cualquier 
plataforma. 
El entorno .NET se puede dividir en las siguientes partes: 
• .NET Framework, que es el entorno de trabajo de la plataforma .NET y que la 
engloba completamente. Toda la plataforma .NET forma parte de .NET 
Framework. 
• Lenguajes .NET, Destacan C# y VB.NET y J#, aunque existen más lenguajes 
(unos 49). 
• Common Runtime Language (CRL), es el motor de ejecución común a todos 
los lenguajes .NET. 
• Microsoft Intermedial language (MSIL), es el lenguaje intermedio al que 
compilan las aplicaciones (Asemmblies) .NET. Este lenguaje intermedio es 
interpretado por el CRL en tiempo de ejecución. 
• Common Language Specification (CLS), engloba las pautas que deben 
cumplir los lenguajes .NET. Es esta característica la que permite a otras 
compañías producir lenguajes compatibles con .NET. 
• ADO.NET, es un conjunto de componentes del software que pueden ser usados 
por los programadores para acceder a datos y a servicios de datos. Es 
comúnmente usado por los programadores para acceder y para modificar los 
datos almacenados en un Sistema Gestor de Bases de Datos Relacionales, 
aunque también puede ser usado para acceder a datos en fuentes no 
relacionales. ADO.NET es a veces considerado como una evolución de la 
tecnología ActiveX Data Objects (ADO), pero el cambio realizado fue tan grande 
que puede ser concebido como un producto enteramente nuevo. Esta nueva 
arquitectura permite generar componentes que administren de manera eficaz los 
datos de varios orígenes de datos. En un escenario desconectado (como 
Internet), ADO.NET proporciona las herramientas necesarias para solicitar, 
actualizar y reconciliar datos en sistemas de varios niveles. La arquitectura de 
ADO.NET también está implementada en aplicaciones cliente, como los 
formularios Windows Forms o las páginas HTML creadas por ASP.NET. 
• ASP.NET, es la nueva tecnología para páginas Web dinámicas completamente 
integrada dentro del entorno .NET. Representa una auténtica revolución en el 
desarrollo Web (Internet e Intranet). 
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• Biblioteca de clases .NET, es el conjunto de clases que componen el .NET 
Framework que nos permiten realizar casi cualquier tarea de una manera fácil y 
rápida. 
 
2.2.1.  MSIL, CRL y el código controlado 
Cuando escribimos un programa los hacemos en un determinado lenguaje que 
podríamos llamar "humano", es decir, podemos leer y entender un programa (o al 
menos intentarlo) a través de un editor de texto, ya que este programa esta escrito en 
lenguaje que se puede entender. 
El único problema es que un ordenador no es capaz de entender nuestro programa, así 
que hay que traducirlo a su idioma (lenguaje máquina). A este proceso se le conoce 
como compilación. Como resultado del proceso de compilación obtenemos el programa 
ejecutable en código máquina, que entiende el ordenador pero no nosotros. 
Según la arquitectura del procesador, el sistema operativo, etc. este código es diferente 
y un programa que se ejecuta correctamente en un entorno Windows no funciona en 
Macintosh o UNIX. Es decir el programa sólo funciona para la plataforma para la que 
fue diseñado. 
Este no es el proceso que ocurre en .NET. Cuando compilamos un programa escrito en 
cualquiera de los lenguajes .Net no se compila hacia código máquina nativo, sino que 
se hace hacia MSIL (Microsoft Intermediate Language), este MSIL es un lenguaje 
intermedio y universal. Cuando compilo un programa escrito en C# o en VB.Net ambos 
generan MSIL, con ciertas diferencias pero MSIL. Este código será interpretado 
posteriormente por un intérprete, el CRL. De este modo conseguimos que un programa 
escrito en .NET funcione en cualquier plataforma existente, incluso en plataformas 
futuras, sólo necesitaremos construir el intérprete (CRL) apropiado. 
El MSIL es independiente del procesador, de la plataforma de desarrollo y de la 
plataforma de ejecución. El MSIL es parte del .Net FrameWork. 
Llegados a este punto tenemos nuestro programa compilado a MSIL, pero el programa 
no funciona, ya que el procesador sólo entiende su propio código máquina nativo, y 
MSIL no lo es. 
Es entonces cuando aparece el CRL (Common Runtime Language), o motor de 
ejecución común, que lo que hace es servir de traductor entre el MSIL y el código 
máquina nativo. Cuando ejecutamos un programa el CRL se encarga de compilar a 
código nativo dicho programa y ejecutarlo. A este tipo de compiladores se les conoce 
como compiladores JIT (Just In Time). 
Es muy parecido al ByteCode de Java, pero, teóricamente el CRL interpreta MSIL 
mucho mejor de lo que lo hace Java con el ByteCode y además existen ciertas 
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diferencias en la arquitectura interna, el CRL únicamente compila a código nativo la 
parte necesaria en cada momento durante la ejecución mientras que Java compila el 
programa completo. 
De este modo podemos ejecutar nuestro programa sobre cualquier máquina, siempre y 
cuando exista una versión del .Net FrameWork y del CRL apropiada. Al código que se 
ejecuta bajo la batuta del CRL se le conoce como código manejado. 
El Common Language Runtime constituye uno de los pilares de la tecnología .NET ya 
que confiere una nueva visión a sus tecnologías. 
 
Antes de .NET, los lenguajes de codificación o bien eran interpretados como era el caso 
de VScript o Jscript o bien eran compilados a binario como ocurre con lenguajes de 
programación como C++, COBOL o FORTRAN. Con la entrada de JAVA en el mercado 
de las tecnologías, surge el concepto de VM (del inglés Virtual Machine) o Máquina 
Virtual ya que de esta manera, el lenguaje era compilado a un lenguaje intermedio el 
cual gracias a la máquina virtual podía ser ejecutado en toda máquina con una máquina 
virtual, de esta manera surge una de las frases mas celebres en los últimos años de la 
década de los 90’s: 
 
"Escribe el código una única vez y ejecuta todas las veces que quieras". 
 
Microsoft adopta esta idea en .NET creando CRL. La diferencia fundamental con 
respecto a Java y su maquina virtual es que .NET no se limita a un único lenguaje.  
 
De esta manera acoge en su seno tecnológico a diferentes masas de desarrolladores 
con perfiles tecnológicos distintos, si un desarrollador viene de C, adoptara C#, si viene 
de Visual Basic, adoptara Visual Basic.NET, si viene de ASP puede adoptar o Visual 
Basic.NET o Jscript.NET. En la actualidad hay anunciados unos cuarenta y nueve 
lenguajes compatibles con la tecnología .NET. Un dato a destacar es el soporte de los 
lenguajes al paradigma de la programación orientada a objetos. Desde los inicios de la 
computación, el problema con el cual se encontraban los ingenieros de software era 
encontrar una manera para diseñar software. La propia naturaleza de la informática 
hace posible que un determinado problema sea resuelto de múltiples formas, uno de 
los primeros problemas que fue resuelto, fue la estructuración de los algoritmos y la 
exclusión de la sentencia GO TO en los algoritmos ya que era contrario al paradigma de 
la programación estructurada. Una vez superado este escollo en los años 70`s surgen 
diferentes iniciativas que evolucionan la ingeniería del software, una de las más 
importantes fue el desarrollo de Small Talk (fue el primer sistema puro de objetos) que 
revolucionó el panorama con su nuevo enfoque de diseño de software, el paradigma de 
la programación orientada a objetos. El software desde esa fecha, en los años 70, 
podría ser diseñado con dos enfoques diferentes: Como un conjunto de operaciones 
bien estructuradas en módulos o bien diseñado como diferentes objetos que están 
relacionados entre sí para solucionar un determinado problema. Con el paso del 
tiempo, el paradigma de la orientación a objetos se ha impuesto sobre la programación 
estructurada debido a sus ventajas en cuanto a diseño, seguridad, escalabilidad y 
reutilización.  
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Aunque es cierto que el nuevo paradigma confiere al equipo de desarrollo una nueva 
formación para pensar en Objetos pero los beneficios a medio plazo son evidentes. 
Microsoft viendo este panorama ha obligado a la comunidad Visual Basic a cambiar a 
Visual Basic.NET que está pensado para programarse en orientación a objetos. Este 
mismo hecho se aprecia en Jscript.NET y C#. 
 
CRL se caracteriza por ser independiente del sistema operativo por tanto se aprecia 
como Microsoft ve nuevos frentes donde expandirse o protegerse según se mire. El 
mercado mundial de sistemas operativos orientado al sector de microinformática esta 
dominado por la serie Windows. En años recientes un nuevo competidor GNU ha 
llegado para quedarse, Linux una reciente versión de UNIX esta comiendo mercado 
debido a sus ventajas heredadas de UNIX y a las suyas propias. Se puede apreciar 
como Microsoft podría desembarcar en Linux empleando .NET o bien podría ser un 
signo de debilidad del sistema Windows ante la llegada de Linux. CRL puede en un 
futuro implantarse en otros sistemas operativos distintos de la serie Windows como 
base para el desarrollo de aplicaciones de escritorio. Como se aprecia, esta 
característica es nueva con respecto a ASP que no da soporte al desarrollo de 
aplicaciones de escritorio. 
2.2.2.  Basic Class Library 
 
La tecnología .Net divide su FrameWork en una serie de librerías de Clases Base (BCL) 
con las cuales los desarrolladores pueden construir sus aplicaciones distribuidas. BCL 
es una librería incluida en el .NET Framework formada por cientos de tipos de datos 
que permiten acceder a los servicios ofrecidos por el CRL y a las funcionalidades más 
frecuentemente usadas a la hora de escribir programas. Además, a partir de estas 
clases prefabricadas el programador puede crear nuevas clases que mediante herencia 
extiendan su funcionalidad y se integren a la perfección con el resto de clases de la 
BCL. Por ejemplo, implementando ciertos interfaces podemos crear nuevos tipos de 
colecciones que serán tratadas exactamente igual que cualquiera de las colecciones 
incluidas en la BCL. 
 
Esta librería está escrita en MSIL, por lo que puede usarse desde cualquier  lenguaje 
cuyo compilador genere MSIL. A través de las clases suministradas en ella es posible 
desarrollar cualquier tipo de aplicación, desde las tradicionales aplicaciones de 
ventanas, consola o servicio de Windows NT hasta los novedosos servicios Web y 
páginas ASP.NET. Es tal la riqueza de servicios que ofrece que incluso es posible crear 
lenguajes que carezcan de librería de clases propia y sólo se basen en la BCL como 
C#. 
Dada la amplitud de la BCL, ha sido necesario organizar las clases en ella incluida 
en espacios de nombres que agrupen clases con funcionalidades similares para 
que sea más sencillo reconocerlas. Por ejemplo, los espacios de nombres más 
usados son: 
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Espacio de nombres Utilidad de los tipos de datos que contiene 
System Contiene clases fundamentales y clases base que definen los tipos de 
datos de valor y de referencia, los eventos y controladores de eventos, 
los interfaces, los atributos y las excepciones de procesamiento más 
frecuentes. Proporciona servicios que admiten la conversión de tipos 
de datos, la manipulación de los parámetros de métodos, 
matemáticas, la invocación de programas remotos y locales, la 
administración del entorno de las aplicaciones y la supervisión de 
aplicaciones administradas y no administradas. 
System.Collections Contiene interfaces y clases que definen varias colecciones de 
objetos, como listas, colas, matrices, tablas hash y diccionarios. 
Incluye el espacio de nombres Specialized para colecciones con 
establecimiento inflexible de tipos. 
System.Data Manipulación de bases de datos. Forman la denominada arquitectura 
ADO.NET. 
System.IO Contiene tipos que permiten la lectura y escritura sincrónicas y 
asincrónicas en archivos y secuencias de datos. 
System.Net Proporciona una interfaz de programación sencilla para un gran 
número de protocolos utilizados actualmente en la red. Las clases 
WebRequest y WebResponse constituyen la base de los “protocolos 
conectables”, una implementación de servicios de red que permite 
desarrollar aplicaciones que utilizan recursos de Internet sin tener que 
preocuparse de las particularidades del protocolo utilizado. 
System.Reflection Contiene clases e interfaces que proporcionan una vista administrada 
de los tipos, métodos y campos cargados, permitiendo la creación y la 
invocación dinámicas de los tipos. 
System.Runtime.Remoting Proporciona clases e interfaces que permiten a los programadores 
crear y configurar aplicaciones distribuidas de correspondencia estricta 
o imprecisa. 
System.Security Proporciona la estructura subyacente del sistema de seguridad del 
motor de tiempo de ejecución, incluidas en las clases base para los 
permisos. 
System.Threading Proporciona clases e interfaces que permiten la programación 
multiproceso. También proporciona clases para la programación de los 
subprocesos, las notificaciones de espera y la resolución de bloqueo. 
System.Web.UI Proporciona clases e interfaces que permiten crear controles y páginas 
que constituyen la interfaz de usuario para las aplicaciones Web. 
Proporciona asimismo clases que incluyen la función de enlace de 
datos a controles de servidor de formularios Web Forms, permiten 
guardar el estado de vista de un control o una página determinados y 
analizar la funcionalidad de los controles programables y Literal. 
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Espacio de nombres Utilidad de los tipos de datos que contiene 
System.Windows.Forms Creación de interfaces de usuario y aplicaciones basadas en Windows 
para aplicaciones estándar. 
System.XML Acceso a datos en formato XML. 
Tabla 2-1. Librerías .NET 
 
Tras analizar algunas de las librerías del BCL de .NET se puede observar como supera 
enormemente a ASP en todos los frentes y como ASP se ve como un elemento 
minúsculo en comparación con .NET.  
2.2.3.  Assemblies 
Un proyecto .NET no genera un ejecutable tal y como lo conocemos. Un proyecto .NET 
genera Assemblies. Un assemblie es la unidad ejecutable de cualquier programa .NET, 
pero no se limita al código compilado sino que también incluye lo que se ha dado en 
llamar el manifiesto. 
El manifiesto es un listado de las librerías (dll) y los controles (ocx) que son necesarios 
para que la aplicación funcione. Este listado contiene el número de versión necesario 
para que la aplicación funcione correctamente, impidiendo que la instalación posterior 
de un programa afecte a nuestro ejecutable. 
2.2.4.  ViewState 
Otra de las diferencias entre ASP y .NET es la existencia del ViewState, que sirve para 
mantener el estado de los controles de una misma página entre una ida y venida al 
servidor. En el ViewState se almacena el estado de todos los controles de la página. 
Pero el ViewState no sólo es eso, el ViewState permite otras muchísimas cosas, como 
por ejemplo, averiguar si es la primera vez que ejecutamos una página o la hemos 
llamado antes ya. Además también es posible acceder desde el código para guardar las 
variables que se quieran. 
Además, si se desea que no se guarde el estado de un control, no hay  más que añadir 
un atributo: EnableViewState="false". 
Para acceder y/o guardar datos en el ViewState sólo hay que tener en cuenta estos 
conceptos básicos: 
• Hay que parsear (“traducir”) el dato al tipo de datos que corresponde cuando 
leemos el valor del ViewState. 
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• El ViewState es una variable del ámbito de petición en una misma página. Es 
decir, tú puedes trabajar con el ViewState siempre que estés en la misma 
página y siempre que lo único que hagas en ella sean postBack (cuando en una 
página Web interactiva, el contenido de un formulario se envía al servidor para 
procesar alguna información.  Después, el servidor envía de vuelta una nueva 
página al navegador). Por ejemplo, el ViewState se resetearía a su valor inicial 
si estando en una página presionamos el "Go" de nuestra barra de direcciones. 
2.2.5. Web services 
 
Los Web services (o servicios Web) son la revolución informática de la nueva 
generación de aplicaciones que trabajan de manera colaborativa en las cuales el 
software está distribuido en diferentes servidores. 
 
La informática se inició con programas monousuarios implantados en grandes 
ordenadores. Posteriormente estas primeras aplicaciones alcanzaron la capacidad de 
atender a diferentes usuarios. Pasaron los años y llegó la arquitectura cliente-servidor, 
que gracias a este modelo de desarrollo, la aplicación se dividía en una parte que 
interaccionaba con el usuario y otra parte destinada al procesamiento de información. 
En este acercamiento se consiguió que cada una de las partes que constituían la 
aplicación pudiera residir en computadoras distintas. Con el paso del tiempo, la 
computación aumentó y llego la era de las aplicaciones distribuidas en las cuales los 
procesos se realizaban en diferentes unidades. De este paso surgió la tecnología 
Internet para solventar las problemáticas asociadas a fallo de aplicación centralizado. 
 
Como punto final a esta cronología, los Web services son un paso adelante en la 
computación ya que de esta forma un ordenador ya no se considerara como un núcleo 
de cómputo sino como un repositorio de servicios de n aplicaciones distribuidas por 
Internet, por lo que por primera vez y de manera más transparente que con el uso de 
componentes, el uso del software se hace más reutilizable ya que distintos servicios 
pueden utilizarse como componentes en una aplicación. 
 
Microsoft para conseguir este propósito con su tecnología .NET emplea como protocolo 
de comunicación, una aplicación XML, llamada SOAP. 
 
¿Qué es SOAP? Son las siglas de Simple Object Access Protocol. Es un protocolo 
estándar que define cómo dos objetos en diferentes procesos pueden comunicarse por 
medio de intercambio de datos XML. Este protocolo deriva de un protocolo creado por 
David Winer, XML-RPC en 1998. Con este protocolo se podían realizar RPC o remote 
procedure calls, es decir, podíamos bien en cliente o servidor realizar peticiones 
mediante http a un servidor Web. Los mensajes debían tener un formato determinado 
empleando XML para encapsular los parámetros de la petición. Con el paso del tiempo 
el proyecto iniciado por David Winer interesó a importantes multinacionales entre las 
que se encuentran IBM y Microsoft y de este interés por XML-RPC se desarrolló SOAP. 
 SOAP es uno de los protocolos utilizados en los servicios Web y está bajo el auspicio 
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de W3C (World Wide Web Consortium que es un consorcio internacional que produce 
recomendaciones para la World Wide Web). 
 
SOAP es un protocolo mas completo que XML-RPC pero cabe decir que más complejo. 
2.3.  Por qué es mejor .NET que ASP 
Tras el análisis de las 2 tecnologías de Microsoft, se puede comprobar como ASP 3.0 
tiene un digno sucesor, pero hay que darse cuenta que no es simplemente una 
actualización de la tecnología para desarrollo de aplicaciones Web, sino que es un 
nuevo enfoque de cómputo para el desarrollo de software. 
 
.NET prioriza los siguientes apartados:  
• Tecnologías de Internet mediante la librería Web.  
• XML como vehículo transmisor de información.  
• Incrementa la presencia de modos de tratamiento de la información 
mediante la librería de datos.  
• Nueva filosofía de construcción de formularios Web.  
 
.NET supone un digno adversario para J2EE y supera esta última en algunos aspectos. 
 
Si profundizamos en cuanto a todas las características que atesora, se aprecia como 
adquiere de la tecnología de JAVA muchas de sus funcionalidades, pero con acceso 
más sencillo y con la facilidad de poder emplear diferentes lenguajes de codificación, 
pero sin perder potencia de diseño ya que los principales lenguajes de programación 
(C#, Visual Basic.NET y Jscript.NET) son orientados a objetos. Además, gracias a su 
nuevo modo de desarrollo de formularios Web empleando los controles Web se puede 
concluir diciendo que en conjunto el desarrollo de cliente a nivel funcional, no en 
términos estéticos, es más poderoso que los mejores clientes de Flash MX. 
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Fig. 2-2: Configuración de una aplicación Web con HTML estático 
 
Como se muestra en la figura 2-2,  es una configuración típica de una aplicación Web 
que se limita a ofrecer la información almacenada en páginas HTML a las que el 
usuario final accede desde su navegador  Web utilizando el protocolo HTTP (HyperText 
Transfer Protocol). 
 
Aunque la utilización de documentos HTML estáticos puede ser la solución más 
adecuada cuando nuestra página Web se limite a ofrecer siempre la misma información 
o podamos automatizar la realización de actualizaciones de los documentos HTML que 
la constituyen, la naturaleza dinámica de la Web y las expectativas que ha creado en la 
actualidad hacen necesaria la implementación de aplicaciones Web que generen 
dinámicamente el contenido que finalmente se les ofrece a los usuarios. De esta forma 
podemos seleccionar, filtrar, ordenar y presentar la información de la forma más 
adecuada en función de las necesidades de cada momento. Si bien esto se podría 
conseguir con páginas HTML estáticas si dispusiésemos de espacio suficiente en disco 
(y, de hecho, esta es una estrategia que se utiliza para disminuir la carga de la CPU de 
los servidores), las aplicaciones Web nos permiten ofrecer la información más actual de 
la que disponemos al poder acceder directamente a las bases de datos que contienen 
los datos operativos de una empresa.  
 
La creación de aplicaciones Web, en consecuencia, requiere la existencia de software 
ejecutándose en el servidor que genere automáticamente los ficheros HTML que se 
visualizan en el navegador del usuario. Exactamente igual que cuando utilizábamos 
páginas estáticas en formato HTML, la comunicación entre el cliente y el servidor se 
sigue realizando a través del protocolo HTTP. La única diferencia consiste en que, 
ahora, el servidor HTTP delega en otros módulos la generación dinámica de las 
páginas HTML que se envían al cliente. Ya que, desde el punto de vista del cliente, la 
conexión se realiza de la misma forma y él sigue recibiendo páginas HTML estándar 
(aunque éstas hayan sido generadas dinámicamente en el servidor), el navegador del 
cliente es independiente de la tecnología que se utilice en el servidor para generar 
dichas páginas de forma dinámica.  
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Fig. 2-3: Configuración de una aplicación Web con HTML dinámico 
 
En las aplicaciones Web el contenido que se le muestra al usuario se genera 
dinámicamente para cada solicitud proveniente del navegador Web instalado en la 
máquina cliente. 
 
 
 
 
Fig. 2-4: Familia de tecnologías que dan forma a la plataforma .NET 
 
La plataforma .NET: Los formularios ASP.NET y los formularios Windows son las dos 
alternativas principales de las que dispone el programador para crear las interfaces de 
usuario de sus aplicaciones. 
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Fig. 2-5: Funcionamiento de los eventos en la plataforma .NET 
 
Las páginas ASP.NET, en vez de aceptar datos de entrada y generar su salida en 
HTML como sucede en ASP, implementan su funcionalidad en fragmentos de código 
que se ejecutan como respuesta a eventos asociados a los controles de la interfaz con 
los que puede interactuar el usuario. Esta forma de funcionar le proporciona a ASP.NET 
un mayor nivel de abstracción, necesita menos código y permite crear unas 
aplicaciones más modulares, legibles y más fáciles de mantener. 
 
Los eventos en ASP.NET son la respuesta de la aplicación Web que se obtiene como 
resultado de ejecutar los manejadores de eventos asociados a los controles incluidos 
en la interfaz de usuario. 
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Cap. 3 Tipos de usuario 
 
Hay tres tipos de usuario distintos que utilizan este apartado de la intranet a tener en 
cuenta: 
  
• Laborales 
• Mercantiles 
• Usuarios de central 
 
Son páginas distintas para los usuarios laborales y los que son mercantiles, ya que los 
laborales son simples empleados de la empresa y los mercantiles son autónomos 
(tienen la condición de empresas colaboradoras), por lo que necesitan facturas y tienen 
que tener acceso a ellas través de la intranet y, además, deben tener la posibilidad de 
imprimirlas. Los usuarios que pertenecen a central son capaces de ver ambos tipos de 
liquidaciones (en distintas páginas). 
3.1. Laborales 
Los usuarios con contrato laboral presentan las siguientes características: 
 
• Tienen acceso a todas sus liquidaciones de los últimos 6 años (año actual – 5), 
pero sólo las suyas, no las de otros usuarios. 
 
• En la primera parte de la pantalla aparecen los distintos tipos de grupos de 
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productos de los que han obtenido ventas durante la fecha en la que se solicita 
la liquidación, y, además, son links a otra pantalla donde aparecen todos los 
expedientes de ese tipo de producto con su número, los puntos que se obtienen 
de cada expediente y el producto concreto del expediente. 
 
• En la segunda parte de la pantalla, aparecen los distintos puntos, 
complementos, abonos, etc. que se han obtenido durante el período 
seleccionado. 
3.2. Mercantiles 
Los usuarios con contrato mercantil presentan las siguientes características: 
 
• Tienen acceso a todas sus liquidaciones del año en curso y de los seis años 
anteriores, tampoco pueden ver las liquidaciones de otros usuarios, únicamente 
las suyas. 
 
• La página está dividida en tres partes diferencias: detalles de la empresa y el 
usuario, datos del abono y de la factura (el importe que se le abona o factura) 
cada caso tiene un link a los detalles de la factura o abono y el total a liquidar en 
el período seleccionado. 
3.3. Usuarios de central 
Por último, los usuarios de tipo central presentan las siguientes características: 
 
• Pueden consultar las liquidaciones de todos los usuarios (tanto los laborales 
como los mercantiles) que están actualmente en la empresa o que han sido 
trabajadores de la empresa durante el último año. 
 
• Dependiendo del tipo de usuario que quieran consultar (laboral o mercantil), irán 
a una página u otra viendo exactamente lo mismo que los usuarios que quieren 
consultar. 
 
 
La manera de acceder a los datos de las liquidaciones es diferente si se trata de un 
usuario de central o de un usuario normal, si se trata de uno normal (laboral o mercantil, 
da lo mismo) el acceso se hace por el usuario logado (la clave de usuario con la que 
entran en la intranet) que se queda grabado en el ViewState (que ya he explicado 
anteriormente y que es mucho más eficiente que ir a buscar esta información a la base 
de datos), en cambio, si se trata de usuario de central como el usuario logado no se 
corresponde con la liquidación que se quiere visualizar, se van a buscar los datos a 
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través del elemento seleccionado en el Drop Down List (que sólo ven los usuarios de 
central) el usuario a consultar (aparece el nombre completo de los usuarios ordenados 
por el primer apellido) y luego, se va a buscar la liquidación correspondiente a la base 
de datos en la tabla (o tablas) correspondiente (s). 
 
Para todo tipo de usuario hay dos tipos de liquidaciones, las provisionales (cuando la 
facturación no está cerrada, por lo que se trata de algo que va cambiando y se da entre 
el primer día y el último de cada mes)  y la definitiva que es la que sale al principio de 
cada mes y no se modifica (a no ser que haya algún error y entonces se hagan 
modificaciones en la base de datos que luego se reflejarán en la pantalla, aunque esto 
raramente se hace porque si hay errores en las liquidaciones se suelen hacer 
complementos manuales que quedan reflejados en la liquidación del mes donde se 
realicen estos complementos como ya veremos más adelante). La última definitiva es la 
que se carga por defecto al entrar en la página (excepto para los usuarios de central 
que no se muestra ninguna liquidación, únicamente los parámetros para seleccionar 
que liquidación se quiere consultar), una vez dentro puedes consultar el mes posterior 
(liquidación provisional, aunque también puede ser que no exista ninguna liquidación 
para esa consulta) o las liquidaciones de meses anteriores (definitivas). Si se escoge un 
mes en el cual no hay liquidación, se muestra un mensaje: “No existen liquidaciones 
para el mes seleccionado” (Fig. 4-20 para los laborales y Fig. 4-21 para los 
mercantiles), si la liquidación del mes en cuestión existe, se muestra indicando en el 
título de la página (y en la propia página) si se trata de una liquidación provisional o 
definitiva, lo que se muestra en la pantalla también tiene unos pequeños matices que 
son diferentes para las páginas de las liquidaciones (tanto en mercantiles como en 
laborales) provisionales y definitivas (como por ejemplo el nombre y CIF de la empresa 
para las facturas y abonos que no aparece en las provisionales al no tratarse de una 
factura) y que veremos más adelante con más detalle. 
 
Si hay errores al acceder a la base de datos (se pueden tratar de errores de 
programación y/o acceso a la BBDD) sale otro mensaje para que se pongan en 
contacto con el administrador para poder revisar los datos y solventar aquello que no 
esté correcto. 
 
 
 
Fig. 3-1: Ventana que aparece cuando hay un error al intentar acceder a algún dato en la intranet 
 
Este mensaje aparece a todos los usuarios que al intentar acceder a alguna página de 
la intranet se produce algún tipo de error al ejecutar la página y/o acceder a la base de 
datos para que contacten con el departamento informático y desde ahí puedan resolver 
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el problema, en estos casos se escribe en un log el usuario, la fecha y la hora que se 
ha producido el error, el tipo de error (una breve descripción de lo que ha ocurrido) que 
es y en que página se ha producido. A partir de aquí los técnicos ya podemos saber el 
motivo del error y como solucionarlo para que no vuelva a aparecer más. Los técnicos 
accedemos a este log por fecha y usuario, así es más sencillo acceder al error que 
queremos solventar. 
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Cap. 4 Análisis y diseño 
 
La consulta de liquidaciones de expedientes consiste en poder examinar el resumen y 
el detalle de los expedientes liquidados en el mes consultado. 
 
 
4.1. Liquidaciones Definitivas 
 
Entendemos por liquidación definitiva el conjunto de operaciones (expedientes) que se 
han registrado en un mes y que se le van a pagar a un agente. 
 
Dentro de las liquidaciones definitivas tenemos que diferenciar entre las de laborales y 
mercantiles, ya que, como he explicado anteriormente, no son la misma. 
 
4.1.1.  Liquidaciones Definitivas de Laborales 
 
En la liquidación definitiva de los laborales solamente entran los expedientes aprobados 
con estado externo cruzado (los datos que nos facilita el agente coinciden con los que 
nos da la empresa a la que están presentando los servicios el agente, como por 
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ejemplo, La Caixa, y los contratos correspondientes se han firmado). 
 
Antes las liquidaciones definitivas de laborales tenían el siguiente aspecto: 
 
 
 
Fig. 4-1: Apariencia de la página de liquidaciones de laborales en ASP 
 
La pantalla está dibujando toda el área de trabajo, por lo que se están generando de 
nuevo los menús, procesando todo el HTML del aspecto de la página principal, etc.  
 
Respecto a la situación actual se han modificado los siguientes aspectos: 
 
• La opción de menú de las liquidaciones no recarga la pantalla en la página 
principal, sino que abre una nueva ventana para poder ahorrar la generación de 
los menús de la pantalla inicial. 
 
• La apariencia de la pantalla es similar a la que había anteriormente. Esto es así 
debido a que, en un futuro, si fuera necesario, se podría incrustar la pantalla en 
la página principal de nuevo y también de esta manera se mantiene la imagen 
empresarial y del resto de pantallas que existen en la intranet de la empresa 
donde está alojada esta página. 
 
• La pantalla es multi-idioma (castellano, catalán y portugués, los tres idiomas 
que se usan en la empresa). Sólo aquellas descripciones que vienen de la 
BBDD, no se han podido traducir. 
 
• Se ha agregado la posibilidad a unos usuarios determinados, los de central, en 
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concreto los que pertenecen a los departamentos de Recursos Humanos 
(RRHH) y Back Office (BO)  a poder visualizar todas las liquidaciones de todos 
los usuarios (los demás usuarios sólo pueden ver sus propias liquidaciones 
como ya he explicado anteriormente). 
 
• Se ha añadido la opción a que en la parte del detalle de la liquidación donde se 
encuentran las ventas separadas por grupos de producto se puedan ordenar los 
distintos conjuntos por el número de expedientes que hay de cada grupo y 
también por la comisión que se ha ganado en cada grupo de producto. 
 
• No es necesario usar el scroll para poder ver toda la liquidación, en un simple 
vistazo se puede ver todo. 
 
Actualmente tiene este otro aspecto (es similar para mantener la imagen empresarial): 
 
 
 
 
Fig. 4-2: Apariencia de la página de liquidaciones de laborales en .NET 
 
 
En la siguiente página se pueden observar los campos ordenados de dos maneras 
diferentes, los grupos de expedientes por número de expedientes que tiene cada grupo 
y por los puntos que tiene cada grupo: 
 
 
Cap. 4 Análisis y diseño                                                                  Liquidaciones 
 
- 30 -   
 
 
Fig. 4-3: Apariencia de la página de liquidaciones de laborales ordenado por Comisión (pun-
tos) 
 
 
 
 
 
Fig. 4-4: Apariencia de la página de liquidaciones de laborales ordenado por Expedientes 
 
 
Para los usuarios de central tiene este otro aspecto igual que el anterior, pero con el 
desplegable para seleccionar el usuario a consultar: 
 
 
Cap. 4 Análisis y diseño                                                                  Liquidaciones 
 
- 31 -   
 
 
Fig. 4-5: Apariencia de la página de liquidaciones de los laborales en .NET para los usuarios 
que son de tipo central 
4.1.2.  Funcionamiento de la pantalla 
 
Por defecto, al entrar en la pantalla se muestra la última liquidación definitiva del 
usuario que la está consultando, en el caso de que no existiese, se mostrará la 
liquidación provisional del mes en curso. En los criterios de búsqueda se marca el mes 
y año de la liquidación a buscar y así se pueden consultar liquidaciones de meses 
anteriores así como la liquidación provisional del mes en curso. 
 
En el caso de ser un usuario de central (RRHH o BO), no se muestra ninguna 
liquidación, sino la opción a escoger usuario, mes y año para elegir la liquidación a 
consultar, ya que los usuarios de central no tienen liquidaciones propias. Las 
liquidaciones sólo las tienen los usuarios que son comerciales. 
 
La pantalla consta de 3 partes bien diferenciadas: 
 
• Criterios de búsqueda. 
 
• Detalle de liquidación 
 
• Resumen de liquidación. 
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Criterios de búsqueda 
 
Constará de los siguientes campos: 
 
• Mes de liquidación: desplegable con los meses de Enero a Diciembre. 
 
• Año de liquidación: desplegable donde se muestra el año en curso y los cinco 
anteriores. 
 
• Usuario: sólo lo ven aquellos usuarios que, por su rol dentro de la empresa, son 
de tipo Central, el resto de usuarios no lo ven. Se muestran todos los usuarios 
del tipo que se quiere consultar, en este caso los usuarios que son del tipo 
laboral que están trabajando actualmente en la empresa o que han trabajado 
durante el último año. 
 
• Botón “Mostar Liquidación”. Sirve para mostrar los detalles de la liquidación que 
queremos consultar. 
 
• Botón “Ver detalle Operaciones”. Muestra, en otra página, todos los expedientes 
de la liquidación que estamos consultando. 
 
 
 
4.1.2.1.  Detalle de Operaciones 
 
Al hacer clic en el botón de “Detalle Operaciones” se muestra un recuento de todos los 
expedientes de la liquidación y la  suma de los puntos por grupo de producto de la 
fecha seleccionada. 
 
Así es como se muestra el detalle de los expedientes de todo el mes seleccionado (se 
muestra la parte inicial y final de la página) Como se puede observar salen separados 
por grupos de producto, y en cada grupo aparece el subtotal de puntos de esa 
agrupación: 
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Fig. 4-6: Apariencia de la página de los detalles de la liquidación para los laborales 
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4.1.2.2. Detalle de liquidación 
 
Muestra un resumen de las ventas realizadas separadas por los distintos grupos a los 
que pertenecen los productos de las ventas realizadas mostrando tanto el número de 
expedientes de cada agrupación como el número de puntos de cada grupo. 
 
Al hacer clic  sobre cada uno de los diferentes grupos que existen para esa liquidación, 
se muestra, en otra pantalla emergente, la lista de los expedientes liquidados que 
pertenecen al grupo, usuario y fecha seleccionados. Los expedientes están separados 
en páginas, con un máximo de treinta expedientes por página, para no tenerlos que 
mostrar todos de una vez ni tener que utilizar el scroll tal y como se muestra a 
continuación: 
 
 
 
 
Fig. 4-7: Apariencia de la página de liquidaciones de los detalles de los expedientes separa-
dos según el grupo de Producto al que pertenecen 
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4.1.2.3.  Resumen de liquidación 
 
El resumen de la liquidación muestra la valoración de los siguientes conceptos: 
 
• Abonos. Si se le ha hecho un descuento de algún expediente que se había 
cobrado, pero luego se ha rechazado y que por lo tanto se le tiene que 
descontar porque lo había cobrado aparece aquí. Además, al hacer clic en este 
concepto, se muestra el detalle de los expedientes abonados en el mes y año 
consultado. 
 
• Complementos manuales. Si se le ha tenido que hacer algún ingreso por 
errores en las nominas anteriores. También existen complementos manuales 
negativos, como por ejemplo cuando algún expediente que se haya cobrado, y 
que con posterioridad por cancelación por parte del cliente, se le tenga que 
descontar al agente. Al hacer clic en este concepto, se muestra el detalle de los 
complementos realizados en el periodo consultado. 
 
• Total puntos. Suma del valor de todas las ventas realizadas durante el mes 
consultado. 
 
• Exceso puntos. Puntos que sobrepasa del mínimo exigido. 
 
• Valor puntos. Importe de cada punto en euros. 
 
• Valor Exceso. Es el importe que le corresponde al agente en euros del 
excedente de puntos obtenido durante el mes consultado. (Exceso puntos * 
Valor puntos). 
 
• % Reducción Aplicado. Sólo es utilizado en la línea de Caixa, es el resultado 
de dividir el número de puntos abonos y el número de puntos de la factura, es 
decir, el porcentaje de expedientes que se han cancelado después de haberlos 
cobrado, si este porcentaje supera el 4% se le aplica un porcentaje de reducción 
que va aumentando conforme el porcentaje sea mayor. A esto se le llama ratio 
de cancelación. 
 
• Valor Reducción. Es lo que corresponde en euros al reajuste aplicado al agente 
sobre el exceso de puntos debido al ratio.  (Valor Exceso * % Reducción 
Aplicado). 
 
• Complemento Fijo. En el caso que el agente haya realizado muchas ventas 
durante todo un año, tienen un suplemento determinado mensual como premio a 
lo realizado durante ese tiempo. También hay complementos fijos cuando 
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puntualmente hayan participado en una campaña extra que se les bonifica 
aparte. 
  
• Total Salario Variable. Valor de lo que se cobrará de más debido al exceso de 
puntos y a los complementos. 
 
 
El valor de cada concepto se extrae de una tabla (tLiquidacionEmpleadoDetalle) de la 
base de datos. 
 
 
 
Fig. 4-8: Ventana que muestra el detalle de los complementos manuales. 
 
 
En el caso de la figura 4-8 muestra el detalle de los complementos manuales de una 
liquidación, los que no sale expediente al que se relaciona el complemento (pone 0), 
son complementos que no están relacionados con ningún expediente. 
 
 
 
Fig. 4-9: Ventana que muestra el detalle de los complementos fijos. 
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Fig. 4-10: Ventana que muestra el detalle de los complementos fijos. 
 
 
En el caso de las figuras 4-9 y 4-10 se muestran distintos detalles de los complementos 
fijos de una liquidación, los complementos fijos no suelen estar relacionados a ningún 
expediente ya que son incentivos que se le hacen al agente por distintas acciones que 
haya podido realizar para conseguir nuevas ventas. 
 
4.1.3.  Liquidaciones Definitivas de Mercantiles 
 
En la liquidación definitiva de los mercantiles se tienen en cuenta los expedientes con el 
estado jefe aprobado y el estado externo finalizado cruzado con los datos que nos pasa 
Telefónica y las visitas certificadas, es decir, todos aquellos expedientes que los datos 
que nos facilita el agente y los que tiene Telefónica coinciden y los contratos han sido 
firmados. 
 
 Anteriormente, las liquidaciones definitivas de mercantiles tenían el siguiente aspecto: 
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Fig. 4-11: Apariencia de la página de liquidaciones de mercantiles en ASP 
 
 
Aquí nos encontramos con los mismos problemas que en la pantalla de laborales, es 
decir, se debían generar todos los menús de la pantalla principal (con la consiguiente 
pérdida de rendimiento) Por lo que se han modificado los siguientes aspectos: 
 
• La opción de menú no recarga la pantalla principal (se abre en una nueva, como 
en los laborales). 
 
• Se ha procurado mantener la apariencia de la pantalla (por ejemplo la imagen en 
el borde superior izquierda) por motivos de la imagen empresarial. 
 
• La pantalla es multi-idioma (catalán, castellano y portugués). Sólo aquellas 
descripciones que vienen de la BD, no se han podido traducir. 
 
• Ya no es necesario utilizar el scroll para ver toda la liquidación, de un vistazo se 
puede ver todo. 
 
Así es como ha quedado la pantalla de los mercantiles: 
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Fig. 4-12: Apariencia de la página de liquidaciones de mercantiles en .NET 
 
 
Y así para los usuarios de central, con la única modificación del desplegable de los 
usuarios para el seleccionar el agente que se quiere consultar: 
 
 
 
 
Fig. 4-13: Apariencia de la página de liquidaciones de mercantiles en .NET para los usuarios 
de central 
 
 
Aquí se puede observar como los datos en ambos casos son idénticos. 
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4.1.3.1.  Funcionamiento de la pantalla 
 
Por defecto, al entrar en la pantalla se muestra la última liquidación que se haya 
generado (excepto en los usuarios de central que no se muestra ninguna y sí el 
desplegable para seleccionar el usuario que se desea consultar). En los criterios de 
búsqueda se marcará el mes y año de la última liquidación, y en el caso de que se trate 
de un usuario de central se  mostrará además el desplegable con todos los usuarios y 
se seleccionará uno para mostrar la liquidación. 
 
La pantalla consta de 2 partes bien diferenciadas: 
 
• Criterios de búsqueda 
 
• Detalle de liquidación 
4.1.3.2. Criterios de búsqueda 
 
Consta de los siguientes campos: 
 
• Mes de la liquidación: desplegable con los meses de Enero a Diciembre. 
 
• Año de la liquidación: Drop Down List que muestra el año en curso y los cinco 
anteriores. 
 
• Usuario: Sólo lo ven aquellos usuarios que, por su rol en la empresa, son de 
tipo Central. Es un desplegable donde se muestran todos los usuarios que son 
del tipo mercantil, los usuarios que no son de tipo central no lo ven. 
 
• Botón “Mostar Liquidación”. Muestra el resumen de la liquidación seleccionada 
en los criterios de búsqueda. 
 
• Botón “Ver detalle Liquidación”. Muestra todos los expedientes de la liquidación 
seleccionada. 
 
• Botón “Imprimir”. Permitirá al mercantil imprimir la liquidación.   
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4.1.3.3.  Resumen de la liquidación 
 
Se muestra un resumen de la liquidación a modo de factura: 
 
• Cabecera de la empresa emisora (en este caso Crosselling SA) con su CIF y 
dirección. 
 
• Fecha de la liquidación. 
 
• Información del usuario (nombre, código del agente en la intranet y fecha de la 
factura). 
 
• Resumen de los Abonos (total de lo que se le ha abonado al agente en el mes 
consultado con el número de factura indicado). 
 
• Resumen de los Cargos (total que se le ha facturado al agente en el mes 
consultado con el número de factura indicado). 
 
• Total a Percibir. 
 
Al hacer clic en Resumen de los Abonos o Resumen de los cargos, se muestra el 
detalle de la factura de abonos (o cargos). 
 
Este es un ejemplo de la factura de Abonos con ASP: 
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Fig. 4-14: Apariencia de la página de la factura de abonos en ASP 
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Y así es como ha quedado en .NET: 
 
 
 
 
Fig. 4-15: Apariencia de la página de la factura de abonos en .NET 
 
 
En el caso de los abonos se muestra el concepto Abonos Directos Comisiones Sin IVA, 
porcentaje de IVA aplicado y la retención del IRPF aplicado. 
 
Para la factura se muestran los conceptos: 
 
• Comisiones Liquidadas: es el total de lo que se le paga al agente por las 
ventas realizadas en el período seleccionado además del fijo mensual que tiene 
cada uno. 
 
• Anticipo comisiones pendientes liquidación definitiva: es un adelanto de 
aquellas ventas que se han hecho en el mes, pero por motivos ajenos al agente, 
todavía no se han hecho efectivas (como por ejemplo las ADSL’s no instalados 
en el cliente por problemas de Telefónica, pero que ya han firmado el contrato y 
que no se han hecho efectivas aún). 
 
• Retrocesión Anticipo mes anterior comisiones pendientes liquidación 
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definitiva: Lo que se le pagó el mes anterior en el concepto de anticipo se le 
resta en este para evitar que lo cobre dos veces (como anticipo y como venta 
real dentro de las comisiones liquidadas). 
 
El valor de los conceptos, como en los laborales, se va a buscar a la tabla 
tLiquidacionEmpleadoDetalle, donde se encuentran todos los conceptos con su 
importe, el agente y el número de factura correspondiente. 
 
 
Así es como estaba la pantalla anteriormente: 
 
 
 
Fig. 4-16: Apariencia de la página de la factura en ASP 
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Y así es como queda la pantalla de la factura: 
 
 
 
 
Fig. 4-17: Apariencia de la página de la factura en .NET 
 
 
En el caso de que existan más conceptos aparecen debajo de los anteriores, como en 
este otro ejemplo: 
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Fig. 4-18: Apariencia de la página de la factura en .NET con más conceptos 
 
 
4.1.3.4.  Detalle de la liquidación 
 
Al hacer clic en el botón “Detalle Operaciones”, como en el caso de los laborales, se 
muestran todos los expedientes del mes seleccionado separados por grupos de 
productos, con la diferencia que lo que aquí aparece, en lugar de los puntos de los 
laborales, es directamente euros, como se puede observar en el ejemplo: 
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Fig. 4-19: Apariencia de la página de los detalles de la liquidación para los mercantiles 
 
4.2. Liquidaciones Provisionales 
 
Las liquidaciones provisionales son aquellas que informan al usuario de la liquidación 
que, hasta este momento se le liquidará al final del mes consultado, es decir, lo que 
llevan vendido hasta el momento, sin tener en cuenta los posibles puntos de ausencia 
(días de baja, vacaciones o permiso) ni los posibles cambios que se produzcan al 
validar la operación con los datos que nos proporcione el cliente. Por ejemplo, para 
consultar la liquidación provisional del mes actual, se debe seleccionar el mes siguiente 
al actual (si estamos en enero, febrero). Se producen mientras no se han creado las 
liquidaciones definitivas de ese mes, que suele ser a principios del mes siguiente. 
 
En las liquidaciones provisionales se calculan todos los expedientes: 
 
• Aprobados o tramitados del mes.  
 
• En el caso de la línea Telefónica (hay usuarios mercantiles y laborales): 
Expedientes con estado externo (distintas situaciones en las que se puede 
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encontrar un expediente) en "Vuelo" (que todavía no se han instalado en casa 
del cliente o pendientes de algún trámite burocrático), "Finalizados" (que ya 
están instalados) en el caso de ventas y el estado externo "Sin Especificar" en el 
caso de visitas y despreasignaciones (tipos de producto que no son ventas). 
 
• En el caso de la línea Caixa (laborales): Expedientes con estado externo 
“Tramitado SOL” (todavía no se sabe si lo introducido es correcto, es decir, que 
puede no llegar a ser una venta real), “Cruzado” (ya se han firmado los contratos 
y es una venta real), “Cruzado Día” (es un tipo de producto que no necesita la 
firma del contrato, pero se ha comprobado que todo es correcto con los datos 
que nos ha facilitado La Caixa) o “Aprobada Reclamación Central a Caixa” 
(cuando se ha rechazado alguna venta y se ha reclamado a La Caixa para su 
comprobación y esta reclamación ha sido aceptada).  
 
• Con Fecha de efectividad del mes de producción que se está consultando.  
 
Las liquidaciones provisionales se muestran en las mismas pantallas que las 
liquidaciones definitivas, la única diferencia será el título de la página (“Liquidación 
definitiva” o “Liquidación provisional” dependiendo del tipo de liquidación que se nos 
muestra) y los distintos labels que hablan del tipo de liquidación que se está 
consultando. 
 
Sabemos si una liquidación es provisional o definitiva por la consulta a la tabla 
tLiquidacion. En esta tabla siempre está la última liquidación definitiva de cada agente, 
en el caso de que no exista la liquidación que queremos mostrar en esta tabla, querrá 
decir que o bien, se trata de una liquidación provisional (vamos a la tabla 
tLiquidacionProvisional), o bien no existe ninguna liquidación para esa fecha y usuario, 
en el caso que exista la liquidación del mes en la tabla tLiquidacionProvisional, iremos a 
buscar los datos de la liquidación donde corresponda según el caso. 
 
En el caso de no existir ninguna liquidación (ni provisional ni definitiva) se muestra un 
mensaje que dice que no existe ninguna liquidación con esa selección: 
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Fig. 4-20: Apariencia de la página de las liquidaciones para los laborales cuando no existe 
ninguna liquidación para la fecha seleccionada 
 
 
 
 
Fig. 4-21: Apariencia de la página de las liquidaciones para los mercantiles cuando no existe 
ninguna liquidación para la fecha seleccionada 
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Así es como queda la página de mercantiles de la liquidación provisional: 
 
 
 
 
Fig. 4-22: Apariencia de la página de las liquidaciones provisionales para los agentes mer-
cantiles 
 
 
 
Y así es como queda la liquidación provisional de los laborales: 
 
 
 
Fig. 4-23: Apariencia de la página de las liquidaciones provisionales para los agentes labora-
les 
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4.3. Descuadres en la liquidación 
 
Los descuadres son errores de cálculo sobre lo que se le va a liquidar al agente (el 
total) y la suma de los distintos importes que se le especifican en la liquidación. Estos 
descuadres pueden aparecer tanto en las liquidaciones provisionales como en las 
definitivas (aunque en estas última es prácticamente imposible que sucedan). 
 
Los distintos descuadres se calculan a través de .NET, se comprueban los datos que 
hay en la base de datos y si se da el caso de que hay algún error sale un mensaje 
(ventana emergente) que le avisa al usuario que hay algún tipo de error en el cálculo de 
la liquidación mensual y que se ponga en contacto con Soporte (servicio de Helpdesk 
de la intranet que tiene la empresa) para informar que hay un error en la base de datos 
y poder controlar si se trata de un error de datos o que tipo de problema puede haber 
en los datos de la liquidación del mes en cuestión. 
 
Para los laborales hay dos tipos de descuadre, el primero es el de los puntos  (suma de 
puntos más complementos menos los abonos que se le han hecho debe ser igual al 
total Puntos que se muestra), todos estos conceptos están en la liquidación y se 
muestran por la pantalla. También pueden tener un descuadre en el salario variable 
(valor exceso – valor reducción + complemento fijo es distinto al total salario variable), 
lo que se especifica en el pop-up son los datos del descuadre (valor exceso, valor 
reducción, complemento fijo) y en lugar de poner descuadre en el “total puntos”, pone 
descuadre en el “salario variable”. Estos datos también se muestran en la pantalla de la 
liquidación. 
 
Para los mercantiles lo que se calcula es que los importes que se le pagan menos los 
abonos coincidan con el importe total que se le va a pagar. Lo que especifica el pop-up 
únicamente es descuadre en el “total líquido a percibir” indicando los dos  números que 
no coinciden. 
 
La apariencia del mensaje en todos los casos es la misma, únicamente varían las 
especificaciones de cada valor: 
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Fig. 4-24: Ventana que aparece cuando existe un descuadre en la liquidación consultada 
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Cap. 5 Programación en Crosselling 
 
En Crosselling, la empresa donde he realizado el proyecto, la programación de las 
páginas de la intranet se divide en tres capas (o partes), la página Web (capa de 
presentación), la fachada (capa de negocio) y el acceso a datos (capa de gestión de 
datos). Esto es así para poder evitar accesos a la base de datos fraudulentos y que se 
puedan hackear fácilmente los datos. 
 
5.1. Página Web 
 
Es lo que sería la capa de presentación, lo que el usuario ve. En la página Web es 
donde se encuentra el código HTML que se utiliza para que el diseño de la página haga 
que sea más sencillo de acceder a lo que se quiere buscar y que sea atractivo a la 
vista. Este código se puede realizar utilizando directamente la interfaz gráfica que 
facilita el Visual Studio o escribiendo directamente el código HTML, en mi caso ha 
habido un poco de cada cosa, aunque cabe decir que la mayoría de código HTML se ha 
realizado a través de la interfaz gráfica que proporciona el Visual Studio. 
 
En el código HTML (como al crear una página Web) también se pueden crear scripts de 
javascript (y otros lenguajes) para dotar a la página de cierto comportamiento dinámico 
sin necesidad de acceder al código en C#. 
 
A parte del HTML, en la Web está el “código behind” (el código de la página en C#) que 
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es donde se crean las clases y aquí es donde se encuentran las declaraciones de 
variables y todo el código que controla lo que se va a mostrar en la página Web. Desde 
aquí se hace la llamada a los distintos métodos para acceder a la fachada. Este código 
no puede realizarse a través de la interfaz gráfica. 
 
Al crear una página Web con el Visual Studio, se crean dos archivos, uno con la 
terminación .aspx que es donde se encuentra el código HTML y otro archivo con el 
mismo nombre que el anterior y con la terminación .aspx.cs donde se encuentra el 
“código behind”. 
 
A continuación mostraré un ejemplo del código behind con un método de los laborales 
(el que recoge los datos del detalle de la liquidación) de la clase mainLaborales y lo iré 
siguiendo en la fachada, acceso a datos y SQL: 
 
private void DGResumen_Llenado () 
{ 
try 
 { 
  DataTable dt = new DataTable(); 
  int pUsuario, pAnyo, pMes; 
  if (tipoCentral) 
{ 
pUsuario = int.Parse(DDLUsuario.SelectedValue); 
} 
  else pUsuario = int.Parse(Session["Usuario"]); 
  pAnyo = int.Parse(DDLAnyo.SelectedValue); 
  pMes = int.Parse(DDLMes.SelectedValue); 
  if (esDefinitiva())  
  { 
    dt = Fac.Liquidacion.ResumenDefinitiva(pUsuario,pMes,pAnyo); 
    Cabecera.sTitulo = "Liquidación definitiva"; 
  } 
  else 
  { 
    dt = Fac.Liquidacion.ResumenProvisional(pUsuario,pMes,pAnyo); 
    Cabecera.sTitulo = "Liquidación provisional"; 
  } 
  foreach (DataRow dr in dt.Rows) 
  { 
    switch (dr["nOrden"].ToString()) 
    { 
     case "10":  
    abonos = decimal.Parse(dr["nImporte"].ToString()); 
     break; 
     case "20":  
    complementoAbs = decimal.Parse(dr["nImporte"].ToString()); 
     break; 
     case "30":  
    totalPuntos = decimal.Parse(dr["nImporte"].ToString()); 
     break; 
     case "55":  
    valorExceso = decimal.Parse(dr["nImporte"].ToString()); 
     break; 
     case "65":  
    valorReduccion = decimal.Parse(dr["nImporte"].ToString()); 
     break; 
     case "70":  
    complementoFijo = decimal.Parse(dr["nImporte"].ToString()); 
     break; 
     case "80":  
    totalSalarioVariable =  
decimal.Parse(dr["nImporte"].ToString()); 
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     break; 
    } 
  } 
  DataView dv = new DataView(dt); 
  DGResumen.DataSource = dv; 
  DGResumen.DataBind();     
 } 
 catch(Exception ex){GestionError(ex);} 
} 
 
 
Primero de todo inicializamos un DataTable donde se recibirán todos los datos de la 
base de datos. 
 
Dependiendo de si el usuario logado es del tipo central (de RRHH o de Back Office, es 
decir, no comercial) o no, recogemos el código del usuario de un lugar o de otro, en el 
caso de los de central, el código de usuario se recoge del Drop Down List de agentes, 
por el contrario, si se trata de un comercial, el dato se recoge de la variable session 
donde se almacenan algunos datos del usuario logado. TipoCentral es una variable 
local booleana que indica si el usuario logado es de central (true) o si no lo es (false), 
este dato se consigue a través de otro método de la clase MainLaborales. 
 
El año y el mes que queremos consultar, lo recogemos del elemento que se ha 
seleccionado en el Drop Down List correspondiente. En estos desplegables siempre 
hay algún elemento seleccionado porque no hay ningún elemento en blanco. Cuando 
se accede por primera vez a la página, el mes y año corresponden con los de la última 
liquidación definitiva del usuario. En el caso de los usuarios de central, o que el usuario 
logado no tenga ninguna liquidación, lo que aparece seleccionado cuando se accede a 
la página, es enero del año en curso. 
 
Si la liquidación es definitiva, se debe ejecutar un procedimiento distinto de si la 
liquidación es provisional, por eso hay esa diferenciación. Para diferenciarlos existe 
esDefinitiva(), que es un método de la clase mainLaborales que devuelve true cuando la 
liquidación consultada es definitiva y false cuando no lo es, y esto se sabe gracias a 
otro método que nos indica la fecha de la última liquidación definitiva, esta fecha se 
encuentra en el ViewState de la página. Desde aquí se hace la llamada a la fachada 
para acceder a los datos correspondientes. 
 
Cuando ya tenemos el DataTable completo con los datos deseados se hace un 
recorrido para rellenar estos datos que luego necesitaremos para hacer la validación y 
para completar el DataGrid y que se puedan mostrar por la pantalla. 
 
Una vez hemos hecho esto se ponen los datos en el DataGrid correspondiente. 
 
El try-catch es para controlar los posibles errores que puedan haber, cuando esto pasa 
lo que se muestra es el error de la fig 3-1. GestionError(ex) es un método de la clase 
que se encarga de controlar los errores y mostrar el mensaje correspondiente. 
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Ahora haremos lo mismo, pero con uno de los métodos de los mercantiles, este 
método,  pertenece a la clase mainMercantiles: 
 
private void LlenadoAbono () 
{ 
  try 
  { 
 DataTable dt = new DataTable(); 
 if (esDefinitiva()) 
 { 
  if (!tipoCentral) 
 { 
   dt = 
   Fac.Liquidacion.AbonosMercantil(int.Parse(Session["Usuario"]), 
         int.Parse(DDLMes.SelectedValue),int.Parse(DDLAnyo.SelectedValue)); 
 } 
 else dt = Fac.Liquidacion.AbonosMercantil      
 (int.Parse(DDLUsuario.SelectedValue), 
  int.Parse(DDLMes.SelectedValue),int.Parse(DDLAnyo.SelectedValue)); 
  Cabecera.sTitulo = "Liquidación definitiva"; 
  LbEmpresa.Visible = true; 
 } 
 else 
 { 
   if (!tipoCentral) 
    { 
    dt = Fac.Liquidacion.AbonosMercantilProvisional   
     (int.Parse(Session["Usuario"]),int.Parse(DDLMes.SelectedValue), 
      int.Parse(DDLAnyo.SelectedValue)); 
  } 
  else dt = Fac.Liquidacion.AbonosMercantilProvisional 
   (int.Parse(DDLUsuario.SelectedValue),    
   int.Parse(DDLMes.SelectedValue),int.Parse(DDLAnyo.SelectedValue)); 
   Cabecera.sTitulo = "Liquidación provisional"; 
   LbEmpresa.Visible = false; 
 } 
if (dt.Rows[0]["nNumFacturaLiq"].ToString() == "")  
//si no hay liquidaciones del mes pedido tiene que devolver que no hay 
//liquidaciones 
 { 
 lbSinExpedientes.Text = "No existe liquidación para esta selección"; 
  lbSinExpedientes.Visible = true; 
  LbAbonos.Visible = false; 
  LbImporteAbono.Visible = false; 
  LBImporteFactura.Visible = false; 
  LbFacturas.Visible = false; 
  LbTotal.Visible = false; 
  LbTotalLiq.Visible = false; 
  HLAbonos.Visible = false; 
  HLFacturas.Visible = false; 
  LbComent.Visible = false; 
 } 
else 
 { 
  lbSinExpedientes.Visible = false; 
  LbAbonos.Visible = true; 
  LbImporteAbono.Visible = true; 
  LBImporteFactura.Visible = true; 
  LbFacturas.Visible = true; 
  LbTotal.Visible = true; 
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  LbTotalLiq.Visible = true; 
  HLAbonos.Visible = true; 
  HLFacturas.Visible = true; 
  LbComent.Visible = true; 
ImporteFactura = decimal.Parse   
(dt.Rows[0]["nImporteFactura"].ToString()); 
importeAbonos = decimal.Parse  
(dt.Rows[0]["nImporteAbonos"].ToString()); 
importeAnticipos = decimal.Parse   
(dt.Rows[0]["nImporteAnticipos"].ToString()); 
importeFactura1 = decimal.Parse   
(dt.Rows[0]["nImporteFactura1"].ToString()); 
importeFacturaAbonoDe1 = decimal.Parse  
(dt.Rows[0]["nImporteFacturaAbonode1"].ToString()); 
importeAbonosDescontar = decimal.Parse    
dt.Rows[0]["nImporteAbonosDescontar"].ToString()); 
importeAbonosAbsorber = decimal.Parse  
(dt.Rows[0]["nImporteAbonosAbsorber"].ToString()); 
importeTotal = decimal.Parse  
(dt.Rows[0]["nImporteTotal"].ToString()); 
  string nFactAbono; 
  nFactAbono = dt.Rows[0]["nNumFacturaAbono"].ToString(); 
  string nFactLiq; 
  nFactLiq = dt.Rows[0]["nNumFacturaLiq"].ToString(); 
  string pURLAbonos; 
  string pURLFacturas; 
 pURLAbonos = "factura_abono.aspx?"; 
  pURLAbonos += "nNumFactura=" + nFactAbono;  
  pURLAbonos += "&nClave_Empleado="; 
   if (!tipoCentral) 
 { 
pURLAbonos += int.Parse(Session["Usuario"]).ToString(); 
 } 
 else pURLAbonos += int.Parse(DDLUsuario.SelectedValue).ToString(); 
  pURLFacturas = "factura.aspx?"; 
  pURLFacturas += "nNumFactura=" + nFactLiq;  
  pURLFacturas += "&nClave_Empleado="; 
  if (!tipoCentral) 
  { 
pURLFacturas += int.Parse(Session["Usuario"]).ToString(); 
 } 
 else pURLFacturas += int.Parse(DDLUsuario.SelectedValue).ToString(); 
  if (esDefinitiva()) 
//hay que calcular si es provisional(si es provisional se pone provisional, 
//si es definitiva no se pasa nada como parámetro) 
  { 
  pURLAbonos += "&sProvisional="; 
  pURLFacturas += "&sProvisional="; 
  HLAbonos.Text = " Factura nº";     
  HLAbonos.Text += nFactAbono + " de fecha "; 
HLAbonos.Text += LbFechaLiqFact.Text.ToString(); 
  HLFacturas.Text = " Factura nº"; 
  HLFacturas.Text += nFactLiq + " de fecha "; 
HLFacturas.Text += LbFechaLiqFact.Text.ToString(); 
  }  
   else  
  { 
LbComent.Text = "Hoja de liquidación Provisional del mes de "; 
  LbComent.Text += DDLMes.SelectedItem.Text; 
  LbComent.Text += " de "; 
  LbComent.Text += DDLAnyo.SelectedValue; 
  pURLAbonos += "&sProvisional=Provisional"; 
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  pURLFacturas += "&sProvisional=Provisional"; 
  HLAbonos.Text=" Liquidación Provisional de fecha ";  
  HLAbonos.Text += LbFechaLiqFact.Text.ToString(); 
HLFacturas.Text = " Liquidación Provisional de fecha "; 
  HLFacturas.Text += LbFechaLiqFact.Text.ToString(); 
  }  
  pURLAbonos += "&dFecha_Liquidacion="; 
 pURLAbonos += dFechalb.ToShortDateString(); 
  HLAbonos.NavigateUrl = "#"; 
HLAbonos.Attributes.Add ("onclick","javascript:window.open('" +   
 pURLAbonos + "','Abonos','toolbar=no, location=no, directories=no, 
 status=no, menubar=no, scrollbars=no, resizable=yes,width=650,    
 height=450');"); 
  pURLFacturas += "&dFecha_Liquidacion="; 
 pURLFacturas += dFechalb.ToShortDateString(); 
  HLFacturas.NavigateUrl = "#"; 
HLFacturas.Attributes.Add ("onclick","javascript:window.open('" +   
 pURLFacturas + "','Facturas','toolbar=no, location=no,    
 directories=no, status=no, menubar=no, scrollbars=no,   
 resizable=yes,width=750, height=500');"); 
 LbImporteAbono.Text = dt.Rows[0]["nImporteAbonos"].ToString(); 
   LbImporteAbono.Text += " € "; 
 LBImporteFactura.Text=dt.Rows[0]["nImporteFactura"].ToString(); 
 LBImporteFactura.Text += " € "; 
  LbTotalLiq.Text = dt.Rows[0]["nImporteTotal"].ToString(); 
 LbTotalLiq.Text += " € "; 
 
//si no hay abono no se escribe nada para evitar que se pueda intentar 
//acceder al link y dé error al hacer clic 
  if (importeAbonos == 0) 
  { 
  LbAbonos.Text = String.Empty; 
  HLAbonos.Text = String.Empty; 
  LbImporteAbono.Text = String.Empty; 
  LbAbonos.Visible = false; 
  LbImporteAbono.Visible = false; 
  HLAbonos.Visible = false; 
  } 
  else 
  { 
  LbAbonos.Visible = true; 
  LbImporteAbono.Visible = true; 
  HLAbonos.Visible = true; 
  } 
 if (importeAnticipos != 0) 
  { 
    lbAnticipos.Text = "Anticipos de "; 
       lbAnticipos.Text += dFecha.Day.ToString() + " de "; 
lbAnticipos.Text += sMeslb + " de "; 
   lbAnticipos.Text += dFecha.Year.ToString(); 
lbImporteAnticipos.Text = 
dt.Rows[0]["nImporteAnticipos"].ToString() + " € "; 
  lbAnticipos.Visible = true; 
  lbImporteAnticipos.Visible = true; 
  } 
 else 
  { 
  lbAnticipos.Text = String.Empty;     
  lbImporteAnticipos.Text = String.Empty; 
  lbAnticipos.Visible = false; 
  lbImporteAnticipos.Visible = false; 
  } 
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  if (importeAbonosDescontar != 0) 
  { 
lbAbonosDescontar.Text = "Abonos pendientes de descontar:"; 
  lbImporteDescontar.Text = "-"; 
lbImporteDescontar.Text +=  
dt.Rows[0]["nImporteAbonosDescontar"].ToString(); 
lbImporteDescontar.Text += " € "; 
  lbAbonosDescontar.Visible = true; 
  lbImporteDescontar.Visible = true; 
 } 
 else 
 { 
  lbAbonosDescontar.Text = String.Empty;    
  lbImporteDescontar.Text = String.Empty; 
  lbAbonosDescontar.Visible = false; 
  lbImporteDescontar.Visible = false; 
 } 
 if (importeAbonosAbsorber != 0) 
 { 
  lbAbonosAbsorber.Text = "Anticipos de "; 
lbAbonosAbsorber.Text += dFecha.Day.ToString(); 
lbAbonosAbsorber.Text += " de " + sMeslb + " de "; 
lbAbonosAbsorber.Text += dFecha.Year.ToString(); 
lbImporteAbsorber.Text = 
dt.Rows[0]["nImporteAbonosAbsorber"].ToString(); 
lbImporteAbsorber.Text += " € "; 
  lbAbonosAbsorber.Visible = true; 
  lbImporteAbsorber.Visible = true; 
 } 
else 
 { 
  lbAbonosAbsorber.Text = String.Empty;    
  lbImporteAbsorber.Text = String.Empty; 
  lbAbonosAbsorber.Visible = false; 
  lbImporteAbsorber.Visible = false; 
 } 
 
//Cuando hemos abonado la primera factura por baja del usuario (como en los 
//laborales) se recalcula 
 
  if (importeFactura1 > 0)  
  { 
   string nNumFactura1; 
  nNumFactura1 = dt.Rows[0]["nNumFactura1"].ToString(); 
   HLFactura1.Text = " Factura nº"; 
   HLFactura1.Text += nNumFactura1 + " de fecha "; 
  HLFactura1.Text += LbFechaLiqFact.Text.ToString(); 
  LBImporteFactura1.Text = dt.Rows[0]["nImporteFactura1"].ToString(); 
   string nNumFactAbono1; 
    nNumFactAbono1 = dt.Rows[0]["nNumFacturaAbonoDe1"].ToString(); 
   HLFacturaAbono1.Text = " Factura nº "; 
   HLFacturaAbono1.Text += nNumFactAbono1; 
  HLFacturaAbono1.Text += " de fecha "; 
  HLFacturaAbono1.Text += LbFechaLiqFact.Text.ToString(); 
  LBImporteFacturaAbono1.Text =    
   dt.Rows[0]["nImporteFacturaAbonoDe1"].ToString(); 
   HLFactura1.Visible = true; 
   LBImporteFactura1.Visible = true; 
   HLFacturaAbono1.Visible = true; 
   LBImporteFacturaAbono1.Visible = true; 
  } 
  else 
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  { 
  HLFactura1.Text = String.Empty; 
  LBImporteFactura1.Text = String.Empty; 
  HLFacturaAbono1.Text = String.Empty; 
  LBImporteFacturaAbono1.Text = String.Empty; 
  HLFactura1.Visible = false; 
  LBImporteFactura1.Visible = false; 
  HLFacturaAbono1.Visible = false; 
  LBImporteFacturaAbono1.Visible = false; 
  } 
 } 
   } 
   catch(Exception ex){GestionError(ex);} 
} 
  
 
Primero de todo inicializamos un DataTable donde se recibirán todos los datos de la 
base de datos. 
 
Después lo que haremos es saber si la liquidación que queremos consultar es definitiva 
o provisional (esDefinitiva() es un método que nos devuelve true o false dependiendo 
de si la liquidación es definitiva o no, igual que en el caso de los laborales) para ir a la 
base de datos a acceder a los datos correspondientes de cada tipo de liquidación, ya 
que las tablas a acceder varían si se trata de una liquidación definitiva o de una 
provisional. Después, dependiendo de si el usuario es de central o no (tipoCentral, al 
igual que en los laborales, es una variable local que nos indica si el usuario logado es 
de central o no) conseguiremos los datos necesarios de una manera (si se trata de un 
comercial por el usuario logado) u otra (por el Drop Down List de los usuarios si es de 
central) y el año y mes que queremos consultar para después poder ejecutar el store 
procedure con los parámetros deseados. En el caso de que se trate de una liquidación 
provisional, se indica en el título y además no aparece la información de la empresa al 
no tratarse de una factura real por lo que se modifican los distintos datos y se ponen 
invisibles los datos de la empresa. 
 
Una vez hemos ido a buscar los datos correspondientes a la liquidación buscada, con 
las llamadas correspondientes a la fachada, en el caso de que no exista liquidación 
para la fecha seleccionada, se muestra el mensaje: "No existen liquidaciones para esta 
selección" (Fig. 4-21). 
 
En el caso de que exista la liquidación (ya sea provisional o definitiva), se rellenan todos 
los importes con su valor correspondiente, así como los números de factura. Luego 
también se preparan los links que deberán ir en los distintos elementos que se 
muestran en la factura. 
 
En el caso de que algún importe sea igual a 0, ese concepto de la factura no se 
muestra porque no es necesario. 
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5.2. Fachada 
 
En esta capa se reciben las peticiones de la capa de presentación y les envía las 
respuestas que le ofrece la capa de gestión de datos. La fachada está dividida en 
clases, según el tipo de datos al que nos estemos refiriendo, por ejemplo, hay clases en 
la fachada de usuario, de liquidación, de vacaciones, etc. La finalidad de esta capa es 
la de hacer de enlace entre código behind de la página Web (el código en C#, es decir, 
las peticiones del usuario) y el acceso a datos de la base de datos (las respuestas a 
esas solicitudes.  
 
Dentro de la fachada hay muchas clases (cada una en una página distinta) y dentro de 
cada fachada existen los métodos para acceder, según lo que se desee mostrar luego, 
al acceso a datos que corresponda. 
 
Estos archivos tienen la terminación .cs. 
 
Aquí continuamos con el ejemplo de laborales: 
 
public DataTable ResumenDefinitiva(int pUsuario, int pMes, int pAnyo) 
{ 
 DataTable dt=new DataTable(); 
 try 
 { 
  dt= AD.Liquidacion.ResumenDefinitiva(pUsuario, pMes, pAnyo); 
 } 
 catch(Exception Error)  
 { 
  throw(Error); 
 } 
 return dt; 
} 
 
public DataTable ResumenProvisional(int pUsuario, int pMes, int pAnyo) 
{ 
 DataTable dt=new DataTable(); 
 try 
 { 
  dt= AD.Liquidacion.ResumenProvisional(pUsuario, pMes, pAnyo); 
 } 
 catch(Exception Error)  
 { 
  throw(Error); 
 } 
 return dt; 
} 
  
 
Lo único que se realiza aquí es la llamada al método correspondiente del acceso a 
datos, si se trata de una liquidación provisional va por el método de la provisional y en 
el caso de la definitiva va por el de la definitiva. En el caso de que ocurra algún error, se 
crea la excepción y se lanza el error que luego se podrá ver en el log explicado 
anteriormente. 
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Y ahora lo mismo, pero con el ejemplo de los mercantiles: 
 
public DataTable AbonosMercantil (int pUsuario, int pMes, int pAnyo) 
{ 
 DataTable dt = new DataTable(); 
 try 
 { 
  dt = AD.Liquidacion.AbonosMercantil(pUsuario,pMes,pAnyo); 
 } 
 catch(Exception Error) 
 { 
  throw (Error); 
 } 
 return dt; 
} 
 
public DataTable AbonosMercantilProvisional (int pUsuario, int pMes, int 
pAnyo) 
{ 
   DataTable dt = new DataTable(); 
   try 
   { 
  dt = AD.Liquidacion.AbonosMercantilProvisional(pUsuario,pMes,pAnyo); 
   } 
   catch(Exception Error) 
   { 
 throw (Error); 
   } 
   return dt; 
} 
 
Como en el caso de los laborales, se hace la llamada al acceso a datos y se controlan 
los posibles errores. 
5.3.  Acceso a datos 
 
Esta capa es la que se encarga de acceder a los datos que se desean consultar. El 
acceso a datos, al igual que en la fachada, también está dividido en clases según el tipo 
de datos que queramos conseguir (expediente, notas de gasto, seguimiento de tareas, 
idioma, etc.).  
 
Lo que se ha utilizado mayoritariamente en este proyecto para acceder a los datos son 
procedimientos de SQL, porque es la manera más rápida y segura de conseguir los 
datos, además, si hay que modificar algo es más sencillo y rápido. Anteriormente (en la 
versión ASP) había mucho acceso a datos a través de vistas (que son mucho más 
costosas en cuanto a tiempo de acceso, las vistas son muy eficientes cuando se debe 
de acceder a un gran volumen de datos, que no es el caso), de funciones (aunque 
parecidas, son menos seguras y menos eficientes que los procedimientos 
almacenados) y también acceso a la base de datos a través de sentencias SQL 
Cap. 5 Programación en Crosselling                                                                Liquidaciones 
 
- 63 -   
directamente (select xxx from…) con lo que no era lo más seguro ni óptimo, además, en 
caso de tener que hacer algún tipo de modificación en el procedimiento, se hace 
directamente en el SQL, en los casos anteriores, si se tenía que hacer alguna 
modificación era necesario parar el servidor de la página y subir la actualización (dll’s) 
para el correcto funcionamiento de la página. 
 
Desde aquí es donde se crea la conexión para acceder a la base de datos con la 
configuración adecuada y se realiza el acceso a la misma para conseguir los datos que 
se necesiten según lo que se haya demandado y la llamada al procedimiento.  
 
Estos archivos, al igual que los de la fachada, tienen la terminación .cs. 
 
Y seguimos con el ejemplo anterior de los laborales: 
 
public static DataTable ResumenDefinitiva(int pUsuario, int pMes, int 
pAnyo) 
{ 
DataTable dt = new DataTable(); 
 try 
 { 
  string sSQL = "exec spLiquidacionDefinitivaConceptos "; 
  sSQL += Comun.ToSQL(pUsuario); 
  sSQL += Comun.ToSQL(pMes); 
  sSQL += Comun.ToSQL(pAnyo,true); 
  dt = Comun.Ejecuta_Sentencia(sSQL); 
 } 
 catch(Exception ex){throw ex;} 
 return dt; 
} 
 
public static DataTable ResumenProvisional(int pUsuario, int pMes, int 
pAnyo) 
{ 
 DataTable dt = new DataTable(); 
 try 
 { 
  string sSQL = "exec spLiquidacionProvisionalConceptos "; 
  sSQL += Comun.ToSQL(pUsuario); 
  sSQL += Comun.ToSQL(pMes); 
  sSQL += Comun.ToSQL(pAnyo,true); 
  dt = Comun.Ejecuta_Sentencia(sSQL); 
 } 
 catch(Exception ex){throw ex;} 
 return dt; 
} 
 
 
public static string ToSQL(object p, bool bUltimo) 
{ 
 string wReturn=String.Empty; 
 try  
 { 
  if(p==null) 
{      
   if (!bUltimo){wReturn+="NULL, ";} 
   else{wReturn="NULL";} 
   return wReturn; 
  } 
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  if(p is int) {wReturn=((int)p).ToString();} 
  if(p is decimal) 
{ 
wReturn=((decimal)p).ToString().Replace(",","."); 
} 
  if(p is bool) 
  { 
   if((bool)p) wReturn="1"; 
   else wReturn="0"; 
  } 
  if(p is string) 
  { 
   wReturn="'"+((string)p).ToString().Replace("'","''")+"'"; 
  } 
  if(p is DateTime) 
  { 
   if (((DateTime)p).Date==DateTime.MinValue) 
{ 
wReturn="NULL"; 
} 
   else 
{ 
  wReturn="'"+((DateTime)p).Date.ToShortDateString()+"'"; 
} 
  } 
  if (!bUltimo){wReturn+=", ";} 
 } 
 catch(Exception Error)  
 { 
  throw(Error); 
 } 
 return wReturn; 
} 
 
public static DataTable Ejecuta_Sentencia(string p_sSentencia) 
{ 
SqlConnection cCon = new SqlConnection((string)(new  
System.Configuration.AppSettingsReader()).GetValue ("con-
exio",typeof(string))); 
 DataTable dtTabla = new DataTable(); 
 try 
 { 
  if (cCon.State == ConnectionState.Closed) {cCon.Open();} 
  SqlDataAdapter sqlda = new SqlDataAdapter(); 
  SqlCommand sqlCmd = new SqlCommand(); 
  sqlda.SelectCommand = sqlCmd; 
  sqlCmd.CommandType = CommandType.Text; 
  sqlCmd.Connection = cCon; 
  sqlCmd.CommandText = p_sSentencia; 
  sqlda.Fill(dtTabla); 
 } 
 catch(Exception ex){throw(ex);} 
 finally 
 { 
  if (cCon.State == ConnectionState.Open) {cCon.Close();} 
 } 
 return dtTabla; 
} 
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Se crea un string donde se escribe el procedimiento a ejecutar en la base de datos y se 
le pasan los parámetros correspondientes. La sentencia del procedimiento en SQL 
debe ser entendido por SQL Server, si se escribe mal esta sentencia nos devolverá un 
error y no se ejecutará. Para preparar la sentencia en SQL para que sea entendida por 
el SQL Server se utiliza el método ToSQL que está dentro de la clase Comun donde se 
encuentran varios métodos que se necesitan para muchas aplicaciones (esta clase se 
encuentra dentro del Acceso a Datos). La finalidad de este método es devolver los 
parámetros del SQL en su formato correcto, es decir, al recibir un parámetro del 
procedimiento, lo devuelve con la conformación requerida para crear correctamente la 
sentencia SQL del store procedure, por ejemplo, si se trata de un string o de una fecha, 
los pone entre comillas simples ('), si se trata de un booleano devuelve 0 ó 1, etc. Los 
parámetros de los procedimientos van separados por comas, que el método también 
añade al final del string que devolverá, en el caso de tener el parámetro true en la 
llamada al método quiere decir que es el último parámetro de la sentencia por lo que no 
hay que añadirle la coma al final. 
  
Cuando ya tenemos la sentencia SQL correctamente formada en un string, se llama al 
método Ejecuta_sentencia (que también está dentro de la clase Comun del acceso a 
datos) con el string de la sentencia como parámetro. Dentro de este método se crea la 
conexión a la base de datos y con el parámetro que le hemos pasado (la sentencia 
SQL), se hace la conexión a la base de datos y se ejecuta la sentencia (en este caso el 
procedimiento), se obtienen los datos requeridos y se insertan en el dataTable que se 
devuelve. 
 
Una vez tenemos los datos se devuelve el DataTable a la Fachada, de aquí a la clase 
mainLiquidación y se completa el DataGrid con los datos correctos. 
 
Y ahora seguimos con el ejemplo de los mercantiles: 
 
public static DataTable AbonosMercantil (int pUsuario, int pMes, int pAnyo) 
{ 
//Se busca la liquidación definitiva de los mercantiles a partir del 
//usuario y del mes y año que se quieren consultar 
 DataTable dt = new DataTable(); 
 try 
 { 
  string sSQL = "exec spLiquidacionMercantilDatos "; 
sSQL += Comun.ToSQL(pUsuario); 
  sSQL += Comun.ToSQL(pMes); 
  sSQL += Comun.ToSQL(pAnyo,true); 
  dt = Comun.Ejecuta_Sentencia(sSQL); 
 } 
 catch (Exception ex){throw ex;} 
 return dt; 
} 
 
public static DataTable AbonosMercantilProvisional (int pUsuario, int pMes, 
int pAnyo) 
{ 
 DataTable dt = new DataTable(); 
 try 
 { 
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string sSQL ="exec spLiquidacionProvisionalMercantilDatos "; 
sSQL += Comun.ToSQL(pUsuario); 
  sSQL += Comun.ToSQL(pMes); 
  sSQL += Comun.ToSQL(pAnyo,true); 
  dt = Comun.Ejecuta_Sentencia(sSQL); 
 } 
 catch (Exception ex){throw ex;} 
 return dt; 
} 
 
 
En este caso no hay diferencias entre los laborales y los mercantiles, incluso utilizando 
los mismos métodos para construir el SQL de manera correcta para que lo entienda el 
SQL Server y para hacer la conexión con la base de datos, lo único que varía son los 
procedimientos a ejecutar en cada caso. 
5.4. SQL 
 
Para trabajar con la base de datos he utilizado el Sistema Gestor de Base de Datos 
SQL Server, como ya he comentado, lo que más se ha usado ha sido procedimientos 
almacenados que es la manera más eficiente y segura de conseguir los datos 
necesarios en cada momento. 
 
Estos son los principales beneficios de los stored procedures: 
 
• Ejecución precompilada.  SQL Server compila cada procedimiento almacenado 
una vez y luego reutiliza el plan de ejecución.  Esto da un rendimiento tremendo 
cuando se les llama repetidamente.  
•  Tráfico en el servidor.  Se pueden reducir largas consultas de SQL a una sola 
línea de código.  
•  La reutilización eficiente del código.  Los procedimientos almacenados 
pueden ser utilizados por múltiples usuarios.  Si se utilizan de una manera 
planificada, se puede conseguir que el tiempo a utilizar sea menor. 
Ahora seguimos con el último paso del ejemplo de los laborales: 
 
ALTER PROCEDURE dbo.spLiquidacionDefinitivaConceptos 
 
 @nUsuarioPersona  int, 
 @nMes   int, 
 @nAnyo  int 
 
AS 
 
 DECLARE @nNumFactura   int  
 DECLARE @dFechaLiquidacion smalldatetime 
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SET @dFechaLiquidacion =  
dbo.fnUltimoDiaMes 
('01/' + CAST(@nMes AS VARCHAR(2)) + '/' + CAST(@nAnyo AS VARCHAR(4))) 
  
SET  @nNumFactura =  
( 
SELECT TOP 1 le.nnumfactura  
--para evitar cuando hay dos liquidaciones con la misma fecha. 
 
FROM  tliquidacionempleado le 
INNER JOIN  tliquidacionempleadodetalle led  
ON led.nclave_empleado = le.nclave_empleado  
AND led.nnumfactura = le.nnumfactura 
WHERE  le.nclave_empleado = @nUsuarioPersona 
AND  le.dfecha_liquidacion = @dFechaLiquidacion 
AND  led.nclave_concepto = 36 
AND  led.nimporte > 0.0 
) 
 
DECLARE @miTabla TABLE  
 ( 
  nClaveConcepto int, 
  sLiteral  nvarchar (70) NULL, 
  nImporte     smallmoney NOT NULL, 
  nOrden  int NOT NULL   
 )   
 
INSERT INTO  @miTabla 
SELECT  alec.nclave,alec.sLiteral,led.nImporte,alec.nOrden 
FROM   dbo.tAuxLiquidacion_Empleado_Conceptos alec 
INNER JOIN  dbo.tLiquidacionEmpleadoDetalle led 
  ON  led.nClave_Concepto = alec.nClave 
WHERE  alec.norden>0 
AND  led.nClave_Empleado = @nUsuarioPersona 
 AND  led.nNumFactura = @nNumFactura 
ORDER BY  alec.norden 
 
-- Ponemos los literales que tienen como importe 0, es decir, que no  
-- están en tLiquidacionEmpleadoDetalle 
 
INSERT INTO  @miTabla 
SELECT  alec.nclave,alec.sLiteral,0,alec.nOrden 
FROM   dbo.tAuxLiquidacion_Empleado_Conceptos alec 
LEFT JOIN  @miTabla mt 
  ON  alec.nclave = mt.nClaveConcepto 
WHERE  alec.nOrden >0 
 AND  mt.nClaveConcepto IS NULL 
 
DECLARE @ValorExceso smallmoney 
SET  @ValorExceso =  
( 
 (SELECT  nImporte 
 FROM   @miTabla 
 WHERE  nclaveConcepto = 37)  
*  
 (SELECT nImporte 
 FROM  @miTabla 
 WHERE  nclaveConcepto = 43) 
) 
 
 
INSERT INTO  @miTabla 
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VALUES   (0,'VALOR EXCESO',@ValorExceso,55) 
 
DECLARE @ValorReduccion smallmoney 
SET  @ValorReduccion =  
( 
 (SELECT  nImporte 
 FROM   @miTabla 
 WHERE  nOrden = 55)  
*  
 (SELECT nImporte 
 FROM  @miTabla 
 WHERE  nclaveConcepto = 40) 
) 
INSERT INTO  @miTabla 
VALUES   (0,'VALOR REDUCCIÓN',isnull(@ValorReduccion,0),65) 
 
SELECT  *  
FROM   @miTabla 
ORDER BY  nOrden 
 
ALTER    PROCEDURE dbo.spLiquidacionProvisionalConceptos 
 
 @nUsuarioPersona  int, 
 @nMes   int, 
 @nAnyo  int 
 
AS 
 
 DECLARE  @nNumFactura   INT  
 DECLARE  @dFechaLiquidacion SMALLDATETIME 
 DECLARE @ValorExceso  SMALLMONEY 
 DECLARE @ValorReduccion  SMALLMONEY 
 
 SET @dFechaLiquidacion = dbo.fnUltimoDiaMes 
('01/' + CAST(@nMes AS VARCHAR(2)) + '/' + CAST(@nAnyo AS VARCHAR(4))) 
  
 
 SELECT TOP 1 @nNumFactura = le.nnumfactura  
--para evitar cuando hay dos liquidaciones con la misma fecha. 
 
 FROM tliquidacionempleadoProvisional le 
  INNER JOIN  tliquidacionempleadoDetalleProvisional led 
ON led.nclaveempleado = le.nclaveempleado  
AND  led.nnumfactura = le.nnumfactura 
 WHERE  le.nclaveempleado = @nUsuarioPersona 
  AND le.dfechaliquidacion = @dFechaLiquidacion 
  AND led.nclaveconcepto = 36 
  AND led.nimporte > 0.0 
 
 DECLARE @miTabla TABLE  
 ( 
  nClaveConcepto int, 
  sLiteral  nvarchar (70) NULL, 
  nImporte     smallmoney NOT NULL, 
  nOrden  int NOT NULL   
 )   
 
 
 INSERT INTO @miTabla 
 SELECT  alec.nclave,alec.sLiteral,led.nImporte,alec.nOrden 
 FROM   dbo.tAuxLiquidacion_Empleado_Conceptos alec 
  INNER JOIN  dbo.tliquidacionempleadoDetalleProvisional led  
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ON  led.nClaveConcepto = alec.nClave 
 WHERE alec.norden > 0 
 AND  led.nClaveEmpleado = @nUsuarioPersona 
 AND  led.nNumFactura = @nNumFactura 
 ORDER BY alec.norden 
 
-- Ponemos los literales que tienen como importe 0, es decir, que no  
-- están en tliquidacionempleadoDetalleProvisional 
  
INSERT INTO @miTabla 
 SELECT  alec.nclave,alec.sLiteral,0,alec.nOrden 
 FROM   dbo.tAuxLiquidacion_Empleado_Conceptos alec 
 LEFT JOIN  @miTabla mt  
ON  alec.nclave = mt.nClaveConcepto 
 WHERE  alec.nOrden > 0 
 AND  mt.nClaveConcepto IS NULL 
 
 SET  @ValorExceso =  
 ( 
  ( 
   SELECT  nImporte 
   FROM   @miTabla 
   WHERE  nclaveConcepto = 37 
  )  
 *  
  ( 
   SELECT  nImporte 
   FROM  @miTabla 
   WHERE  nclaveConcepto = 43 
  ) 
 ) 
 
 
 INSERT INTO  @miTabla 
 VALUES   (0,'VALOR EXCESO',@ValorExceso,55) 
 
 SET  @ValorReduccion =  
 ( 
  (SELECT  nImporte 
  FROM  @miTabla 
  WHERE  nOrden = 55)  
 *  
  (SELECT nImporte 
  FROM @miTabla 
  WHERE nclaveConcepto = 40) 
 ) 
 
 INSERT INTO  @miTabla 
 VALUES   (0,'VALOR REDUCCIÓN',ISNULL(@ValorReduccion,0),65) 
 
 SELECT  *  
 FROM   @miTabla 
 ORDER BY  nOrden 
 
 
 
ALTER   FUNCTION fnUltimoDiaMes(@fecha AS SMALLDATETIME) 
RETURNS SMALLDATETIME 
 
BEGIN 
 
-- Función a la que le pasas una fecha y devuelve el último día del mes. 
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DECLARE @ultimoDia AS SMALLDATETIME 
SET @fecha = CONVERT(SMALLDATETIME,'01/'+ CONVERT(VARCHAR(2),MONTH(@fecha)) 
+'/'+CONVERT(VARCHAR(4),YEAR(@fecha))) 
 
SET @ultimoDia=DATEADD(M,1,@fecha) 
SET @ultimoDia=DATEADD(D,-1,@ultimoDia) 
 
RETURN @ultimoDia 
 
END 
 
 
 
Al procedimiento se le pasan tres parámetros: la clave del usuario, el mes y el año de la 
liquidación a consultar. Debemos conseguir el último día del mes seleccionado porque 
la fecha de liquidación siempre es el último día de cada mes. Esto lo conseguimos con 
la función fnUltimoDiaMes, a la que se le pasa una fecha con día, mes y año (por 
ejemplo 25/10/2008) y lo que conseguimos es conseguir el último día del mes, lo 
hacemos poniendo el día 1 del mes que se pasa (1/10/2008), se le suma un mes 
(1/11/2008) y se le resta un día (31/10/2009), con lo que al final conseguimos tener lo 
que buscábamos el último día del mes seleccionado. 
Una vez tenemos el último día del mes ya lo podemos comparar con la fecha de 
liquidación de las tablas para conseguir la liquidación que deseamos. 
Para conseguir el número de factura, que lo necesitamos para acceder a los datos de 
cada complemento, lo hago consultando la tabla tliquidacionempleado por la fecha 
liquidación, el usuario y en la que el concepto 36 (puntos totales) tenga un importe 
mayor a 0. Para evitar que me devuelva más de un número de factura (puede pasar 
cuando se deja la empresa a mitad de mes, que se le hace una liquidación cuando deja 
la empresa y luego otra el último día del mes con la posibles ventas que se hayan 
acabado de confirmar durante el mes, aunque ambas tienen la misma fecha, el último 
día del mes, cuando esto pasa hay otro concepto que se muestra en la pantalla), se 
selecciona sólo la primera factura (top 1) para evitar mostrar los datos de las dos 
facturas juntas. 
Después declaramos una tabla temporal donde iremos introduciendo todos los datos 
que necesitaremos luego para rellenar el DataTable (la clave del concepto, el literal 
para escribirlo, el importe y el orden por el que se debe mostrar). 
Primero insertamos en la tabla los datos con los conceptos que tienen un importe 
superior a 0 (aquí no  hay importes negativos), luego los que no tienen importe (se 
deben mostrar igual con valor 0) y al final se insertan los conceptos que no están en las 
tablas, pero que se deben mostrar, ya que se trata de valores que dependen de otros 
conceptos, concretamente son la multiplicación de dos de ellos, se les añade el orden 
que le corresponde. 
Al final se selecciona toda la tabla temporal que hemos creado y donde hemos ido 
insertando todos los valores porque es lo que necesitamos para mostrarlo por pantalla 
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ordenado por el campo nOrden que está en la Base de Datos y que nos indica el orden 
en el que se deben mostrar en la página. 
Tanto para las provisionales como las definitivas se trata de procedimientos muy 
similares, lo único que cambia es a las tablas que se van a buscar los datos, en un caso 
las tablas de las liquidaciones definitivas y en el otro el de las liquidaciones 
provisionales. 
Y ahora seguimos con el ejemplo de los mercantiles: 
 
ALTER PROCEDURE dbo.spLiquidacionMercantilDatos 
( 
 @nUsuario INTEGER, 
 @nMes INTEGER, 
 @nAnyo INTEGER 
) 
AS 
 
-- Procedure que devuelve los datos necesarios para la pantalla:  
-- /Liquidaciones/mainMercantiles.aspx 
-- Teniendo en cuenta el caso que haya más de una factura para el agente  
-- debido a ser baja después de la liquidación. 
 
DECLARE  
--  Valores a devolver. 
 @sNombreUsuario VARCHAR(150), 
 @nTipoColaborador INT, 
 @dFechaLiquidacion SMALLDATETIME, 
 @nNumFacturaAbono INTEGER, 
 @nNumFactura1 INTEGER, 
 @nNumFacturaAbonoDe1 INTEGER, 
 @nNumFacturaLiq INTEGER, 
 @nImporteAbonos VARCHAR(12), 
 @nImporteFactura1  VARCHAR(12), 
 @nImporteFacturaAbonoDe1 VARCHAR(12), 
 @nImporteFactura VARCHAR(12), 
 @nImporteTotal VARCHAR(12), 
 @nImporteAnticipos VARCHAR(12), 
 @nImporteAbonosDescontar VARCHAR(12), 
 @nImporteAbonosAbsorber  VARCHAR(12), 
-- Otras variables 
 @nContFAD INTEGER 
 
SELECT  
@sNombreUsuario =(up.snombre+' ' + up.sApellido1 + ' ' + up.sApellido2), 
 @nTipoColaborador = up.nTipoColaborador 
FROM tUsuarioRol u 
 INNER JOIN  tUsuarioPersona up  
ON   up.nclave = u.nclaveusuariopersona 
WHERE u.nClave = @nUsuario 
 
SET @dFechaLiquidacion = dbo.fnUltimoDiaMes 
('01/' + CAST(@nMes AS VARCHAR(2)) + '/' + CAST(@nAnyo AS VARCHAR(4))) 
 
 
-- Factura Abonos. 
SELECT  
 @nNumFacturaAbono = le.nNumFactura, 
 @nImporteAbonos = cast(ROUND(led.nImporte,2,1) AS VARCHAR(12)) 
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FROM dbo.tLiquidacionEmpleado le 
 INNER JOIN  dbo.tLiquidacionEmpleadoDetalle led  
ON  le.nNumFactura = led.nNumFactura 
  AND  le.nClave_Empleado = led.nClave_Empleado 
WHERE  le.nClave_Empleado = @nUsuario 
AND  le.dFecha_Liquidacion = @dFechaLiquidacion 
AND  led.nClave_Concepto = 1 –-Abonos directos 
 
SET @nImporteAbonos = cast(ISNULL(@nImporteAbonos,0) AS VARCHAR) 
 
 
 
-- Factura liquidación e importes correspondientes. 
SELECT  
 @nNumFacturaLiq = le.nNumFactura, 
 @nImporteTotal = cast(ROUND(led.nImporte,2)AS VARCHAR) 
FROM  dbo.tLiquidacionEmpleado le 
INNER JOIN  dbo.tLiquidacionEmpleadoDetalle led  
ON  le.nNumFactura = led.nNumFactura 
  AND  le.nClave_Empleado = led.nClave_Empleado 
WHERE  le.nClave_Empleado = @nUsuario 
AND  le.dFecha_Liquidacion = @dFechaLiquidacion 
AND  led.nClave_Concepto = 27 –-Importe total 
 
SELECT @nImporteFactura = cast(ROUND(led.nImporte,2,1)AS VARCHAR) 
FROM   tLiquidacionEmpleadoDetalle led 
WHERE  led.nClave_Empleado = @nUsuario 
AND  led.nNumFactura = @nNumFacturaLiq 
AND  led.nClave_Concepto = 25 –-Importe líquido 
 
SELECT   
@nImporteAnticipos = cast (ROUND(led.nImporte,2,1) AS VARCHAR) 
FROM  tLiquidacionEmpleadoDetalle led 
WHERE  led.nClave_Empleado = @nUsuario 
AND  led.nNumFactura = @nNumFacturaLiq 
AND  led.nClave_Concepto = 8 –- Anticipos 
 
SET @nImporteAnticipos = cast (ISNULL(@nImporteAnticipos,0) AS VARCHAR) 
 
SELECT  
@nImporteAbonosDescontar = cast(ROUND(led.nImporte,2,1) AS VARCHAR) 
FROM  tLiquidacionEmpleadoDetalle led 
WHERE led.nClave_Empleado = @nUsuario 
AND  led.nNumFactura = @nNumFacturaLiq 
AND  led.nClave_Concepto = 29 -- Abonos pendientes de descontar  
 -- según liquidación anterior 
 
SELECT  
@nImporteAbonosAbsorber = cast(ROUND(led.nImporte,2,1) AS VARCHAR) 
FROM  tLiquidacionEmpleadoDetalle led 
WHERE  led.nClave_Empleado = @nUsuario 
AND  led.nNumFactura = @nNumFacturaLiq 
AND  led.nClave_Concepto = 30 -- Abonos pendientes de absorber en  
      -- próxima liquidación 
 
SELECT  
@nContFAD = COUNT(le.nNumFactura) 
FROM  dbo.tLiquidacionEmpleado le 
INNER JOIN dbo.tLiquidacionEmpleadoDetalle led  
ON le.nNumFactura = led.nNumFactura 
  AND le.nClave_Empleado = led.nClave_Empleado 
WHERE  le.nClave_Empleado = @nUsuario 
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AND  le.dFecha_Liquidacion = @dFechaLiquidacion 
AND  led.nClave_Concepto = 25 –-Importe líquido 
 
-- INI-1 Empezamos a buscar datos por si ha habido primero una factura y luego 
-- se ha abonado, por motivo de baja del usuario. 
 
IF @nContFAD > 1  
BEGIN 
 
-- Busco la primera factura que se pagó pensando que el garantizado era por   
-- todo el mes. Será primera del mes con Factura Directa (FAD) 
 
 SELECT  
@nNumFactura1 = MIN(le.nNumFactura) 
 FROM  dbo.tLiquidacionEmpleado le 
  INNER JOIN  dbo.tLiquidacionEmpleadoDetalle led  
ON  le.nNumFactura = led.nNumFactura 
  AND  le.nClave_Empleado = led.nClave_Empleado 
 WHERE  le.nClave_Empleado = @nUsuario 
  AND  le.dFecha_Liquidacion = @dFechaLiquidacion 
  AND  led.nClave_Concepto = 25 –-Importe líquido 
 -- Ahora el importe directo de esta primera. 
 SELECT  
@nImporteFactura1 = cast(ROUND(led.nImporte,2,1)AS VARCHAR) 
 FROM  dbo.tLiquidacionEmpleadoDetalle led  
 WHERE  led.nNumFactura = @nNumFactura1 
  AND  led.nClave_Empleado = @nUsuario 
  AND  led.nClave_Concepto = 25 –-Importe líquido 
 -- Ahora la factura y el importe directo de "la que abona la anterior". 
 SELECT  
  @nNumFacturaAbonoDe1 = led.nNumFactura, 
  @nImporteFacturaAbonoDe1 = cast(ROUND(led.nImporte,2,1)AS VARCHAR) 
 FROM  dbo.tLiquidacionEmpleadoDetalle led  
 WHERE  led.nNumFactura > @nNumFactura1 
  AND  led.nNumFactura < @nNumFacturaLiq 
  AND  led.nClave_Empleado = @nUsuario 
  AND  led.nClave_Concepto = 25 –-Importe líquido 
 
END 
ELSE 
BEGIN 
 SET @nImporteFactura1 = 0 
 SET @nImporteFacturaAbonoDe1 = 0 
END 
-- FIN-1 
 
-- Devuelvo los valores. 
SELECT 
 @sNombreUsuario AS sNombreUsuario, 
 @nTipoColaborador AS nTipoColaborador, 
 @dFechaLiquidacion AS dFechaLiquidacion, 
 isnull(@nNumFacturaAbono,0) AS nNumFacturaAbono, 
 isnull(@nNumFactura1,0) AS nNumFactura1, 
 isnull(@nNumFacturaAbonoDe1,0) AS nNumFacturaAbonoDe1, 
 isnull(@nNumFacturaLiq,0) AS nNumFacturaLiq, 
 isnull(@nImporteAbonos,0) AS nImporteAbonos, 
 isnull(@nImporteFactura1,0) AS nImporteFactura1, 
 isnull(@nImporteFacturaAbonoDe1,0) AS nImporteFacturaAbonoDe1, 
 isnull(@nImporteFactura,0) AS nImporteFactura, 
 isnull(@nImporteTotal,0) AS nImporteTotal, 
 isnull(@nImporteAnticipos,0) AS nImporteAnticipos, 
 isnull(@nImporteAbonosDescontar,0) AS nImporteAbonosDescontar, 
Cap. 5 Programación en Crosselling                                                                Liquidaciones 
 
- 74 -   
 isnull(@nImporteAbonosAbsorber,0) AS nImporteAbonosAbsorber 
 
 
 
 
ALTER PROCEDURE dbo.spLiquidacionProvisionalMercantilDatos 
( 
 @nUsuario INTEGER, 
 @nMes INTEGER, 
 @nAnyo INTEGER 
) 
 
AS 
 
DECLARE  
--  Valores a devolver. 
 @sNombreUsuario VARCHAR(150), 
 @nTipoColaborador BIT, 
 @dFechaLiquidacion SMALLDATETIME, 
 @nNumFacturaAbono INTEGER, 
 @nNumFactura1 INTEGER, 
 @nNumFacturaAbonoDe1 INTEGER, 
 @nNumFacturaLiq INTEGER, 
 @nImporteAbonos VARCHAR (12), 
 @nImporteFactura1  VARCHAR (12), 
 @nImporteFacturaAbonoDe1 VARCHAR (12), 
 @nImporteFactura VARCHAR (12), 
 @nImporteTotal VARCHAR (12), 
 @nImporteAnticipos VARCHAR (12), 
 @nImporteAbonosDescontar VARCHAR (12), 
 @nImporteAbonosAbsorber  VARCHAR (12), 
-- Otras variables 
 @nContFAD INTEGER 
 
SELECT  
 @sNombreUsuario=(up.snombre+ ' ' + up.sApellido1 + ' ' + up.sApellido2), 
 @nTipoColaborador = up.nTipoColaborador 
FROM  tUsuariorol ur 
 INNER JOIN  tusuariopersona up 
  ON  ur.nclaveusuariopersona = up.nclave 
WHERE  ur.nClave = @nUsuario 
 
SET  @dFechaLiquidacion = dbo.fnUltimoDiaMes 
('01/' + CAST(@nMes AS VARCHAR(2)) + '/' + CAST(@nAnyo AS VARCHAR(4))) 
 
-- Factura Abonos. 
SELECT  
 @nNumFacturaAbono = le.nNumFactura, 
 @nImporteAbonos = cast (ROUND(led.nImporte,2,1) AS VARCHAR (12)) 
FROM  dbo.tLiquidacionEmpleadoProvisional le 
INNER JOIN  dbo.tLiquidacionEmpleadoDetalleProvisional led  
ON  le.nNumFactura = led.nNumFactura 
  AND  le.nClaveEmpleado = led.nClaveEmpleado 
WHERE  le.nClaveEmpleado = @nUsuario 
AND  le.dFechaLiquidacion = @dFechaLiquidacion 
AND  led.nClaveConcepto = 1 –-Abonos directos 
 
SET @nImporteAbonos = cast (ISNULL(@nImporteAbonos,0) AS VARCHAR(12)) 
 
-- Factura de la liquidación e importes correspondientes. 
 
SELECT  
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 @nNumFacturaLiq = le.nNumFactura, 
 @nImporteTotal = cast (ROUND(led.nImporte,2) AS VARCHAR (12)) 
FROM  dbo.tLiquidacionEmpleadoProvisional le 
INNER JOIN  dbo.tLiquidacionEmpleadoDetalleProvisional led 
ON  le.nNumFactura = led.nNumFactura 
  AND  le.nClaveEmpleado = led.nClaveEmpleado 
WHERE  le.nClaveEmpleado = @nUsuario 
AND  le.dFechaLiquidacion = @dFechaLiquidacion 
AND  led.nClaveConcepto = 27 –-Importe total 
 
SELECT  
@nImporteFactura = cast(ROUND(led.nImporte,2,1) AS VARCHAR (12)) 
FROM  tLiquidacionEmpleadoDetalleProvisional led 
WHERE  led.nClaveEmpleado = @nUsuario 
AND  led.nNumFactura = @nNumFacturaLiq 
AND  led.nClaveConcepto = 25 –-Importe líquido  
 
SELECT  
@nImporteAnticipos = cast (ROUND(led.nImporte,2,1) AS VARCHAR(12)) 
FROM  tLiquidacionEmpleadoDetalleProvisional led 
WHERE  led.nClaveEmpleado = @nUsuario 
AND  led.nNumFactura = @nNumFacturaLiq 
AND  led.nClaveConcepto = 8 –- Anticipos 
 
SET @nImporteAnticipos = cast (ISNULL(@nImporteAnticipos,0)AS VARCHAR (12)) 
 
SELECT  
@nImporteAbonosDescontar = cast(ROUND(led.nImporte,2,1)AS VARCHAR(12)) 
FROM  tLiquidacionEmpleadoDetalleProvisional led 
WHERE  led.nClaveEmpleado = @nUsuario 
AND  led.nNumFactura = @nNumFacturaLiq 
AND  led.nClaveConcepto = 29 -- Abonos pendientes de descontar  
-- según liquidación anterior 
 
SELECT  
@nImporteAbonosAbsorber = cast(ROUND(led.nImporte,2,1)AS VARCHAR(12)) 
FROM  tLiquidacionEmpleadoDetalleProvisional led 
WHERE  led.nClaveEmpleado = @nUsuario 
AND  led.nNumFactura = @nNumFacturaLiq 
AND  led.nClaveConcepto = 30 -- Abonos pendientes de absorber en  
     -- próxima liquidación 
 
SELECT  
@nContFAD = COUNT(le.nNumFactura) 
FROM  dbo.tLiquidacionEmpleadoProvisional le 
INNER JOIN  dbo.tLiquidacionEmpleadoDetalleProvisional led 
ON  le.nNumFactura = led.nNumFactura 
  AND  le.nClaveEmpleado = led.nClaveEmpleado 
WHERE  le.nClaveEmpleado = @nUsuario 
AND  le.dFechaLiquidacion = @dFechaLiquidacion 
AND  led.nClaveConcepto = 25 –-Importe líquido 
 
-- INI-1 Empezamos a buscar datos por si ha habido primero una factura y luego 
-- se ha abonado, por motivo de baja del usuario. 
 
IF @nContFAD > 1  
BEGIN 
-- Busco la primera factura que se pagó pensando que el garantizado era 
-- por todo el mes. 
 -- Será primera del mes con Factura Directa (FAD) 
  
SELECT  
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@nNumFactura1 = MIN(le.nNumFactura) 
 FROM  dbo.tLiquidacionEmpleadoProvisional le 
  INNER JOIN  dbo.tLiquidacionEmpleadoDetalleProvisional led 
ON  le.nNumFactura = led.nNumFactura 
   AND le.nClaveEmpleado = led.nClaveEmpleado 
 WHERE  le.nClaveEmpleado = @nUsuario 
  AND  le.dFechaLiquidacion = @dFechaLiquidacion 
  AND  led.nClaveConcepto = 25 –-Importe líquido 
 
 -- Ahora el importe directo de esta primera. 
 SELECT  
@nImporteFactura1 = cast(ROUND(led.nImporte,2,1)AS VARCHAR(12)) 
 FROM  dbo.tLiquidacionEmpleadoDetalleProvisional led  
 WHERE  led.nNumFactura = @nNumFactura1 
  AND  led.nClaveEmpleado = @nUsuario 
  AND  led.nClaveConcepto = 25 –-Importe líquido 
 
 -- Ahora la factura y el importe directo de "la que abona la anterior". 
 SELECT  
  @nNumFacturaAbonoDe1 = led.nNumFactura, 
  @nImporteFacturaAbonoDe1 =  
cast(ROUND(led.nImporte,2,1)AS VARCHAR(12)) 
 FROM  dbo.tLiquidacionEmpleadoDetalleProvisional led  
 WHERE  led.nNumFactura > @nNumFactura1 
  AND  led.nNumFactura < @nNumFacturaLiq 
  AND  led.nClaveEmpleado = @nUsuario 
  AND  led.nClaveConcepto = 25 –-Importe líquido 
 
END 
 
ELSE 
BEGIN 
 SET @nImporteFactura1 = 0 
 SET @nImporteFacturaAbonoDe1 = 0 
END 
-- FIN-1 
 
-- Devuelvo los valores. 
SELECT 
 @sNombreUsuario AS sNombreUsuario, 
 @nTipoColaborador AS nTipoColaborador, 
 @dFechaLiquidacion AS dFechaLiquidacion, 
 @nNumFacturaAbono AS nNumFacturaAbono, 
 @nNumFactura1 AS nNumFactura1, 
 @nNumFacturaAbonoDe1 AS nNumFacturaAbonoDe1, 
 @nNumFacturaLiq AS nNumFacturaLiq, 
 @nImporteAbonos AS nImporteAbonos, 
 @nImporteFactura1 AS nImporteFactura1, 
 @nImporteFacturaAbonoDe1 AS nImporteFacturaAbonoDe1, 
 @nImporteFactura AS nImporteFactura, 
 @nImporteTotal AS nImporteTotal, 
 @nImporteAnticipos AS nImporteAnticipos, 
 ISNULL(@nImporteAbonosDescontar,0) AS nImporteAbonosDescontar, 
 @nImporteAbonosAbsorber AS nImporteAbonosAbsorber 
 
Los mercantiles tienen los mismos parámetros que los laborales, también la manera de 
conseguir la fecha de la liquidación que queremos consultar es con la misma función 
que los laborales. 
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Aquí en lugar de crear una tabla temporal como en los laborales, declaramos las 
variables que luego devolveremos al ejecutar el procedimiento almacenado. 
Lo que primero conseguimos son los datos del usuario y luego vamos recuperando el 
número de la factura y los distintos importes gracias al código del usuario consultado 
(que se pasa por parámetro) y la fecha de liquidación que se quiere consultar (se pasa 
el mes y año por parámetro y de ahí con la función fnUltimoDiaMes se consigue la 
fecha de liquidación deseada). Cada uno de los importes se van recuperando por la 
calve de cada concepto. 
En el caso de que en el mismo mes haya una segunda liquidación, lo sabemos si hay 
dos liquidaciones del mismo usuario con la misma fecha, en las variables 
correspondientes se ponen los importes que le corresponden, para que luego se 
muestren en la pantalla. En el caso de que no existan dos facturas para la misma fecha 
esos importes se ponen a cero para que no se muestren en la ventana de la liquidación. 
Al final se seleccionan todas las variables y se devuelven, para que luego se recojan los 
datos en el DataGrid para mostrarlos en la pantalla. 
Para las liquidaciones provisionales se hace de la misma manera, pero accediendo a 
las tablas que corresponden a las liquidaciones provisionales. 
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6.1. Mapa conceptual 
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6.2. Tablas de las liquidaciones 
 
 
 
 
 Fig. 6-2: Resumen de tablas de las liquidaciones 
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6.3. Páginas de laborales 
 
 
 
 
 
 Fig. 6-3: Páginas de las liquidaciones de laborales en ASP 
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 Fig. 6-4: Páginas de las liquidaciones de laborales en .NET 
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6.4. Páginas de mercantiles 
 
 
 
 
 Fig. 6-5: Páginas de las liquidaciones de mercantiles en ASP 
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 Fig. 6-6: Páginas de las liquidaciones de mercantiles en .NET 
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Cap. 7 Glosario 
 
Expediente: Operación o venta que el agente ha realizado. 
 
Liquidaciones: Conjunto de operaciones (expedientes) que se han registrado en un 
mes y que se le van a pagar a un agente (si la liquidación es provisional) o que ya se le 
ha pagado (si la liquidación es definitiva). 
 
Agente: Empleado de la empresa y usuario de la intranet que puede ser tanto laboral 
como mercantil. 
 
Mercantil: Usuarios de la intranet, pero que son autónomos, tienen la condición de 
empresa colaboradora, por lo que necesitan que la liquidación se muestre como 
factura. 
 
Laboral: Empleado de la empresa que no es mercantil, no es una empresa 
colaboradora y también usuario de la intranet. 
 
Usuarios de central: Empleados de la empresa, pero que no son vendedores, trabajan 
en las oficinas centrales y pueden necesitar consultar las liquidaciones definitivas por si 
hay algún problema, en estos casos pertenecen a los departamentos de Recursos 
Humanos y Back Office (aunque hay más departamentos). 
 
Líneas de la empresa: Distintas empresas a las que se le ofrecen los servicios de los 
comerciales de la empresa (La Caixa, Telefónica, Gas Natural, Cepsa…), cada usuario, 
salvo alguna excepción pertenece únicamente a una de las líneas. 
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Ratio de cancelación: Es el porcentaje de reducción aplicado, es decir, el porcentaje 
de expedientes cancelado con respecto a los expedientes cobrados durante todo un 
año. Este ratio sirve para evitar que los agentes cierren muchas operaciones (y las 
cobren) y que luego esas operaciones no sean efectivas porque esto es un gasto para 
la empresa y así asegurarse que los comerciales no firmen muchas ventas que luego 
no sean reales. 
 
Puntos: Según el tipo de producto que el agente ha vendido, se le tiene asignado un 
número de puntos determinado, después estos puntos tienen un valor en euros (cuanto 
más puntos tenga, más euros vale ese punto). A cada agente se le exige llegar a un 
número de puntos determinado para que no sea perjudicado (o beneficiado si son  
muchos puntos) luego en su salario. Sólo para los laborales, ya que los mercantiles no 
van por puntos, sino que cada producto que venden le corresponde una cantidad de 
euros determinada (diferente según el producto). 
 
Puntos de ausencia: Si los agentes están de baja, de permiso o vacaciones, estos 
días generan unos puntos para evitar que, por no haber llegado al mínimo de puntos 
exigidos, se les descuente dinero cuando no han tenido la posibilidad de vender por no 
haber podido trabajar en esos días. 
 
Fachada: Una de las partes en las que está dividido el código fuente de la intranet en la 
empresa, sirve de enlace entre la Web y el Acceso a Datos. 
 
Acceso a Datos: Una de las partes en las que está dividido el código fuente de la 
intranet en la empresa, sirve para crear la conexión y acceder a la base de datos y 
también se realiza la llamada al procedimiento correspondiente. 
 
Estado jefe de un expediente: Situación en la que se encuentra un expediente con 
respecto a su superior, este lo debe aprobar o denegar (según pertoque con cada 
expediente). Para que el expediente pueda llegar a ser cobrado por el agente el 
expediente debe ser aprobado por su jefe. 
 
Estado externo de un expediente: Situación en la que se encuentran los expedientes 
en relación a lo que nos indica la empresa cliente, este estado puede ser cruzado (que 
se va a cobrar), tramitado (pendiente), en incidencia, cancelado, etc. Dependiendo de 
este estado se cobrará o no el expediente. 
 
Producto: Artículo que se vende, cada expediente tiene uno. 
 
Grupo de productos: Conjunto de artículos, cada producto pertenece a un grupo, los 
hay muy diferentes como los de ADSL’s, líneas individuales, planes de pensiones, 
seguros, etc. 
 
DLL’s: Es una Biblioteca de enlace dinámico (dinamic-link library). Es el término con el 
que se refiere a los archivos con código ejecutable que se cargan bajo demanda de un 
programa por parte del sistema operativo. Esta denominación es exclusiva a los 
sistemas operativos Windows siendo ".dll" la extensión con la que se identifican estos 
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ficheros, aunque el concepto existe en prácticamente todos los sistemas operativos 
modernos. 
 
DataGrid: Control de lista enlazada a datos que muestra los elementos del origen de 
datos en una tabla. El control DataGrid permite seleccionar, ordenar y editar estos 
elementos. 
 
DataTable: Representa una tabla de datos relacionales de la memoria, los datos 
pueden ser locales de la aplicación basada en .NET en la que residen o se pueden 
llenar desde un origen de datos. 
 
DropDownList: Representa un control que permite al usuario seleccionar un único 
elemento de una lista desplegable. 
 
Label: Representa un control de etiqueta que muestra texto en una página Web. 
 
Procedimiento almacenado (stored procedure): es un programa (o procedimiento) el 
cual es almacenado físicamente en una base de datos. La ventaja de un procedimiento 
almacenado es que al ser ejecutado, en respuesta a una petición de usuario, es 
ejecutado directamente en el motor de bases de datos. Como tal, posee acceso directo 
a los datos que necesita manipular y sólo necesita enviar sus resultados de regreso al 
usuario, deshaciéndose de la sobrecarga resultante de comunicar grandes cantidades 
de datos salientes y entrantes. Los procedimientos pueden tener (o no) parámetros de 
entrada y pueden devolver (o no) algún tipo de dato, puede ser que simplemente 
actualice alguna tabla. 
 
Vista: Es una alternativa para mostrar datos de varias tablas. Una vista es como una 
tabla virtual que almacena una consulta de una o varias tablas. Los datos accesibles a 
través de la vista no están almacenados en la base de datos como un objeto. La vista 
almacena una consulta como un objeto para utilizarse posteriormente. Es útil para 
proteger datos, ya que se muestran los datos de las tablas, pero no se pueden 
“modificar” y de la misma manera se puede conseguir que algunos datos de esa(s) 
tabla(s) no sean visibles para el usuario. También es muy útil para trabajar con gran 
cantidad de datos y así poder filtrar esa información más fácilmente. 
 
Cast: Función de SQL que sirve para convertir un tipo de datos en otro, por ejemplo 
pasar de un entero a una variable varchar. 
 
Round: Función de SQL que sirve para concretar el número de dígitos que habrá 
después de la coma en un número decimal o para truncar el número que se pasa a la 
función. 
 
IsNull: Función de SQL que sirve para, en el caso de que el valor pasado sea null, 
especificar que valor se quiere devolver. 
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