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Abstract. La complejidad del proceso de desarrollo de los Almacenes
de Datos (AD) requiere una aproximacio´n sistema´tica para tener e´xito.
Una aproximacio´n ampliamente aceptada es la h´ıbrida, en la que requi-
sitos y fuentes de datos han de ser acomodados en un modelo h´ıbrido. El
inconveniente de esta aproximacio´n es que se pierden las relaciones entre
requisitos, elementos conceptuales y fuentes de datos, al no incluir traz-
abilidad expl´ıcita en el proceso. Debido a ello, la validacio´n de requisitos
se ve mermada y aumenta la complejidad de los procesos de Extraccio´n,
Transformacio´n y Carga. En este art´ıculo, proponemos un metamodelo
de trazas para ADs y detallamos las relaciones entre los requisitos y los
elementos conceptuales. Adema´s, mostramos la implementacio´n de reglas
Query/View/Transformation para automatizar la generacio´n de trazas,
evitando as´ı su elaboracio´n manual.
Key words: Trazabilidad, Almacenes de Datos, Requisitos, Model Driven
Architecture.
1 Introduccio´n
Los Almacenes de Datos (AD) integran datos de fuentes heteroge´neas en estruc-
turas multidimensionales (hechos y dimensiones), para dar soporte al proceso
de toma de decisiones [10, 13]. Por esta razo´n, el desarrollo del AD es un pro-
ceso complejo que ha de ser planificado cuidadosamente a fin de satisfacer las
necesidades de los usuarios.
Una aproximacio´n, ampliamente aceptada para el desarrollo de ADs, es la
aproximacio´n h´ıbrida. Esta aproximacio´n hace uso tanto de las fuentes de datos
como de los requisitos de usuario [17], identificando aquellos requisitos que no
pueden ser cubiertos en etapas tempranas del desarrollo. Primero, se recoge la
informacio´n de ambos mundos y, a continuacio´n, se resuelven las incompati-
bilidades acomodando requisitos y fuentes de datos en un u´nico modelo. Sin
embargo, esta aproximacio´n presenta un inconveniente. Al contrario que en un
desarrollo software habitual, un elemento del AD puede presentar corresponden-
cias tanto con requisitos como con las fuentes de datos de manera simulta´nea.
Dado que los elementos han de acomodarse, t´ıpicamente han de ser modifica-
dos, con lo que la trazabilidad por correspondencia de nombre se pierde con, al
menos, uno de los or´ıgenes que dieron lugar al elemento. Segu´n nuestra experi-
encia, estos cambios se realizan en pra´cticamente todos los proyectos, ya que es
habitual que los requisitos no concuerden con las fuentes de datos. Por ello, se
requiere un esfuerzo adicional para identificar que´ partes del AD corresponden,
no so´lo con cada requisito, sino tambie´n con cada parte de las fuentes.
En el proceso de acomodacio´n, las relaciones entre los distintos elementos no
son almacenadas, y por tanto estas relaciones se pierden, al no incluir trazabil-
idad de manera expl´ıcita en el proceso de desarrollo. Esta pe´rdida complica la
validacio´n de requisitos [23, 25, 28], resultando dif´ıcil conocer con exactitud el
estado en el desarrollo de cada requisito y tomar decisiones sobre implementa-
ciones alternativas, si, por ejemplo, un requisito no se puede cumplir. A pesar
de que la trazabilidad ha sido estudiada a fondo [1, 2, 4, 8, 9, 11, 21, 22, 25], ha
sido omitida casi por completo en el desarrollo de ADs. La u´nica mencio´n sobre
trazabilidad en este campo es la que se realiza en [16], donde so´lo se menciona
trazabilidad impl´ıcita por correspondencia de nombre.
En trabajos previos [15–18], hemos definido una aproximacio´n h´ıbrida para
el desarrollo de ADs en el contexto del marco Model Driven Architecture (MDA)
[19]. En nuestra aproximacio´n, los requisitos se especifican en un Modelo Inde-
pendiente de la Computacio´n (CIM) mediante un perfil de UML [16] basado
en el marco de i* [29]. A continuacio´n, los requisitos son derivados de manera
automa´tica, reconciliados con las fuentes de datos en un modelo h´ıbrido, y refi-
nados a lo largo de una serie de capas (Modelo Independiente de la Plataforma
(PIM) y Modelo Espec´ıfico de la Plataforma (PSM)), hasta que se alcanza la
implementacio´n final, como puede verse en la figura 1.
La derivacio´n automa´tica se realiza utilizando transformaciones modelo a
modelo, especificadas mediante reglas Query/View/Transformation (QVT) [20].
QVT es un lenguaje definido por el Object Management Group (OMG) y prop-
uesto como esta´ndar de transformaciones entre modelos. Sin embargo, dada
nuestra experiencia en proyectos reales, a pesar de disponer de este tipo de
transformaciones, la carencia de un soporte para trazabilidad imposibilita val-
idar adecuadamente los requisitos, introduciendo un sobrecoste cuando estos
cambian.
En este art´ıculo complementamos nuestros trabajos previos con la inclusio´n
del primer metamodelo de trazas adaptado para ADs, as´ı como describiendo la
manera de derivar de forma automa´tica los modelos de trazas correspondientes.
De esta forma, al incluir la trazabilidad, aumentamos la reutilizacio´n, el manten-
imiento y la comprensio´n de los modelos de requisitos [23, 28], y somos capaces
de analizar de manera sencilla que´ requisitos han sido cubiertos y que´ elementos
se vera´n afectados por un cambio en un requisito dado.
El resto del art´ıculo se encuentra estructurado de la siguiente manera. La
seccio´n 2 presenta trabajos relacionados sobre temas de trazabilidad. La seccio´n
3 introduce nuestro metamodelo para la trazabilidad en ADs y describe co´mo se
realiza la inclusio´n de los modelos de trazas necesarios en nuestra aproximacio´n.
La seccio´n 4 presenta las reglas QVT para la derivacio´n automa´tica de trazas,
as´ı como detalles de la implementacio´n en la herramienta Lucentia BI, basada
Fig. 1. Nuestra aproximacio´n para el desarrollo de ADs
en Eclipse. Finalmente, la seccio´n 5 describe las conclusiones y el trabajo futuro
a realizar en esta a´rea.
2 Trabajos Relacionados
En esta seccio´n discutiremos sobre las propuestas existentes en cuanto a trazabil-
idad en otros campos, sus beneficios e inconvenientes, y tambie´n describiremos
el estado actual dentro del campo de los ADs. En la actualidad, la trazabilidad
se estudia tanto en el campo de la Ingenier´ıa de Requisitos (IR), como en el de
Desarrollo Dirigido por Modelos (MDD).
La mayor parte del trabajo realizado hasta ahora ha sido en el campo de IR
[1–3, 8, 9, 22, 25, 30]. Algunos autores [8, 28] consideran ma´s compleja la trazabili-
dad previa a la especificacio´n de requisitos (pre-RS), dado que tiene que lidiar con
artefactos escritos en lenguaje natural y distintos puntos de vista. Por contra, la
trazabilidad posterior a la especificacio´n de requisitos (post-RS) es considerada
ma´s simple, ya que los requisitos se encuentran previamente modelados.
Los principales beneficios de la trazabilidad [2, 22, 23] son: (i) mejora el
ana´lisis del impacto de cambios, (ii) mejora la comprensio´n de los distintos mod-
elos (permitiendo identificar que´ partes de la implementacio´n satisfacen cada
requisito [2]), y (iii) aumento de la reusabilidad y del mantenimiento, dado que
el conjunto de elementos relacionados con un requisito es conocido gracias las
trazas. De esta forma, dichos beneficios ayudan a reducir los costes asociados
con el proyecto [22, 23].
Los principales inconvenientes mencionados sobre la trazabilidad son (i) la
no existencia de un metamodelo o definicio´n esta´ndar, (ii) la necesidad de crear
y almacenar manualmente las trazas, y (iii) la visio´n de la trazabilidad en s´ı
misma como una sobrecarga, hasta que resulta necesaria, a pesar de que sus
beneficios han sido comprobados [23]. Por ello, se crea una situacio´n que complica
la aplicacio´n exitosa de la trazabilidad en los proyectos.
De cara a solucionar el primer inconveniente, en [25] se propuso una clasi-
ficacio´n de ocho categor´ıas de trazas. Por otra parte, los u´ltimos dos inconve-
nientes pueden solventarse automatizando la generacio´n y almacenamiento de
trazas. Sin embargo, dado que en el campo de IR la trazabilidad esta´ centrada
en pre-RS, se requiere identificar trazas en documentos escritos t´ıpicamente en
lenguaje natural. Como resultado, se generan modelos de trazas que han de ser
supervisados manualmente, presentando un gran nu´mero de trazas que dificultan
la comprensio´n y visualizacio´n [27].
Por otro lado, en el campo MDD se suele utilizar el marco MDA [1, 4, 11,
21, 27]. El proceso de derivacio´n automa´tica comienza en la capa CIM, donde
se especifican los requisitos mediante modelos, t´ıpicamente intencionales. [6, 14,
16, 7, 24, 31]. En este sentido, la investigacio´n en trazabilidad en el campo MDD
se centra principalmente en post-RS, permitiendo que la automatizacio´n de la
trazabilidad sea ma´s sencilla y menos propensa a errores, ya que todos los ele-
mentos se encuentran modelados. No obstante, a pesar de ser ma´s restrictivo,
este campo tampoco dispone de un esta´ndar para los conceptos de trazabilidad,
existiendo principalmente dos definiciones distintas. La que utilizarmeos en este
art´ıculo es la presentada en [21], do´nde se define la trazabilidad como “[...] the
ability to chronologically interrelate uniquely identifiable entities in a way that
matters. [...] [It] refers to the capability for tracing artifacts along a set of chained
[manual or automated] operations.”
En el campo de los ADs, como indicamos previamente, no se menciona la
inclusio´n de trazabilidad en el proceso de desarrollo, a pesar de que las aprox-
imaciones existentes podr´ıan beneficiarse de ello. Dichas aproximaciones esta´n
basadas en transformaciones entre modelos a trave´s de distintas capas, bien sigu-
iendo el marco MDA [17] o un conjunto similar de capas [26]. Actualmente, cada
vez que se realiza algu´n cambio, la trazabilidad, tal y como se define en [21], se
pierde, dado que los elementos se encuentran asociados por correspondencia de
nombre. A su vez, perdemos todos los beneficios proporcionados por la trazabil-
idad, que podr´ıan obtenerse en el desarrollo de ADs con un coste reducido, dado
que las trazas son susceptibles de generarse de manera automa´tica. Adema´s, la
inclusio´n de la trazabilidad podr´ıa proporcionar soporte para automatizar pro-
cesos de ana´lisis sobre los modelos, como las me´tricas de calidad presentadas
en [26], permitiendo su ca´lculo automa´tico. De esta forma, se incrementar´ıa la
calidad de la implementacio´n final a la vez que se disminuyen los costes.
Dada la idiosincrasia de los ADs, necesitaremos diferenciar entre (i) trazas
provenientes de los requisitos (utilizadas para validacio´n de requisitos y ana´lisis
de impacto), (ii) trazas provenientes de las fuentes de datos (para realizar consul-
tas automa´ticas y derivar versiones iniciales de procesos de Extraccio´n, Transfor-
macio´n y Carga) y (iii) trazas de enlace entre elementos multidimensionales pre-
sentes en los modelos conceptuales, de acuerdo a sus relaciones particulares[15].
3 Una Aproximacio´n de Trazabilidad y un Metamodelo
de Trazas para Almacenes de Datos
Como indicamos previamente, si queremos realizar operaciones automa´ticas con
las trazas, debemos ser capaces de identificar el significado de cada una de el-
las. Por ello, necesitamos elaborar un conjunto de tipos de trazas que definan
la sema´ntica de las relaciones entre los distintos elementos. En esta seccio´n, in-
troduciremos los metamodelos de trazas propuestos en el campo MDD junto a
nuestro metamodelo propuesto para ADs.
3.1 Metamodelos de Trazabilidad basados en el marco de la
Arquitectura Dirigida por Modelos
Nuestra aproximacio´n de trazabilidad esta´ basada en el marco de trazas descrito
por el OMG, inclu´ıdo en el marco de MDA [19].
El metamodelo, presentado en la figura 2, esta´ compuesto por un Trans-
formation record, que representa la transformacio´n que produce las trazas. Di-
cho Transformation record contiene el conjunto de trazas generadas, as´ı como
metadatos asociados, como pueden ser los para´metros utilizados por la transfor-
macio´n cuando se ejecuto´. Para cada traza creada, existen de 0 a N elementos
de los modelos enlazados por ella. Como en el caso anterior, la traza puede tener
asociados metadatos, tales como que´ regla de la transformacio´n la creo´.
Fig. 2. Metamodelo para la trazabilidad en MDA
De acuerdo a esta propuesta, se creo´ el nu´cleo del ATLAS Model Weaver
(AMW) [5], utilizado para enlazar elementos entre distintos modelos. Este nu´cleo
constituye la base para la creacio´n de nuestro metamodelo extendido para traz-
abilidad.
3.2 Metamodelo Propuesto
Nuestro metamodelo propuesto para trazabilidad extiende el metamodelo de
AMW incluyendo los tipos necesarios para capturar la sema´ntica utilizada en
las relaciones presentes en ADs. El resultado de esta extensio´n se puede observar
en la figura 3, resaltado con un recuadro rojo. Para ma´s informacio´n acerca de
las clases base de weaving (clases que comienzan con W), consultar [5].
En este metamodelo, un TraceModel tiene un conjunto de modelos enlazados
(wovenModels) por el modelo de trazas. Cada uno de estos modelos enlazados
Fig. 3. Metamodelo de AMW extendido con enlaces semanticos para ADs
tiene una lista de referencias (ElementRef ), que identifican que´ elementos son
enlazados por las trazas. A su vez, el modelo de trazas tiene un conjunto de
TraceLinks, que definen las relaciones entre los elementos presentes en los mode-
los enlazados. Cada traza tiene un conjunto de elementos origen sourceElements,
que actuaron como fuente de la derivacio´n automa´tica, as´ı como un conjunto de
elementos destino targetElements, que se crearon como resultado de la derivacio´n.
Adema´s, una traza puede tener un padre, as´ı como un conjunto de trazas hi-
jas (propiedad heredada del modelo de weaving de AMW). Este aspecto resulta
importante, ya que permite agrupar las trazas formando jerarqu´ıas, y creando
distintos niveles de detalle en los modelos de trazas. De esta forma, el modelo
de trazas puede contener y visualizar cientos de trazas de manera escalable. Los
elementos enlazados por las trazas son representados por TraceLinkEnds, que
incluyen la referencia al identificador del elemento correspondiente.
De cara a incluir significado sema´ntico a las trazas en el metamodelo, ex-
tendemos el elemento TraceLink, alineando los tipos posibles con la clasificacio´n
realizada en [25]. Pese a que podr´ıamos haber utilizado un nu´mero ma´s reducido
de enlaces, dado que en nuestro caso Overlap y Conflict resultan pro´ximos,
hemos decidido, de cara a facilitar la interoperabilidad y estandarizacio´n, incluir
los elementos respetando su diferenciacio´n. No obstante, en nuestro caso, cada
traza incluira´ u´nicamente un u´nico sentido sema´ntico (dado que no introducimos
roles ya que se tratan a nivel CIM). Por ello, la definicio´n de cada tipo de traza
utilizado es la siguiente:
– Satisfiability y Dependency se utilizan para dar soporte a trazabilidad verti-
cal (entre capas distintas). En el primer caso, las trazas de este tipo recogera´n
las relaciones que provienen de los requisitos (CIM) a los elementos concep-
tuales (PIM). En el segundo caso, utilizaremos una especializacio´n del tipo
Dependency, Derived from, a fin de identificar las trazas provenientes de las
fuentes de datos hacia los elementos multidimensionales a nivel PIM.
– Evolution se incluyen para dar soporte a la trazabilidad horizontal, la cual
gestiona cambios realizados sobre elementos en la misma capa (e.g. de PIM
a PIM).
– Overlap y Conflict se utilizan para resolver conflictos derivados de la aproxi-
macio´n h´ıbrida, cuando un elemento proviene tanto de los requisitos como de
las fuentes de datos presentando formas distintas. En este caso, el disen˜ador
decidira´ que´ elemento sera´ derivado como solucio´n correcta al conflicto.
– Rationalization se incluyen como mecanismo para permitir al usuario re-
alizar sus propias anotaciones o cambios en el modelo, as´ı como describir las
decisiones tomadas.
Una vez que hemos presentado nuestro metamodelo de trazas, necesitamos
describir que´ modelos se creara´n y que´ informacio´n almacenara´n. Con el fin de
incluir soporte para trazabilidad en nuestra aproximacio´n, [16, 17], incluiremos
los modelos trazas que se muestran en la figura figura 4.
El primero de los modelos, CIM2PIMTrace, esta´ dedicado a dar soporte a
tareas relacionadas con los requisitos (como validacio´n de requisitos y de trans-
formaciones o ca´lculo de medidas basadas en las trazas), y hace expl´ıticas las
relaciones[16, 17] existentes entre los elementos del nivel CIM y aquellos del nivel
PIM. Este es un caso de trazabilidad vertical (el modelo origen y el destino se
encuentran en capas distintas), en el que todas las relaciones son perfectamente
conocidas, dado que se generan de manera automa´tica. Por ello, so´lo necesitamos
crear los elementos correspondientes al modelo de trazas de manera simulta´nea a
la creacio´n del modelo destino, mediante una transformacio´n modelo a modelo.
Este modelo almacenara´ principalmente trazas de tipo Satisfiability.
Fig. 4. Inclusio´n de modelos de trazas en el desarrollo de ADs
El segundo modelo, DS2PIMTrace, con una filosof´ıa similar al primero, da so-
porte a operaciones relacionadas con las fuentes de datos. Este modelo almacena
las trazas correspondientes a las relaciones entre las fuentes de datos, represen-
tadas en la capa PSM, y el PIM h´ıbrido. El PIM h´ıbrido es el resultado de la
transformacio´n que utiliza como entrada el primer modelo PIM (“PIM inicial”)
y las fuentes de datos. Este PIM h´ıbrido es trazado tanto al PIM inicial, de cara
a permitir trazar los requisitos a lo largo de todo el proceso, como a las fuentes
de datos, de cara a mantener las tablas y atributos fuente que participan en la
creacio´n del AD. Al igual que en el caso anterior, la trazabilidad de fuentes a
PIM h´ıbrido es trazabilidad de tipo vertical, almacena´ndose en este caso trazas
de tipo Derived from en el modelo DS2PIMTrace.
Los u´ltimos tres modelos de trazas, PIM2PIMTrace, PIM2PIMTrace2 y
PIM2PIMTrace3, se encargan de enlazar horizontalmente los elementos, a lo
largo de los sucesivos refinamientos que sufren a nivel PIM. El primero de los
modelos contiene u´nicamente trazas de tipo Evolution, y su funcio´n es la de
conectar los elementos que provienen de los requisitos con el PIM h´ıbrido. Por
otra parte, el modelo PIM2PIMTrace2 representa las relaciones intra-modelo
entre elementos provenientes de los requisitos y aquellos provenientes de las
fuentes de datos. Dado que estas relaciones no son propias del metamodelo de
ADs, son almacenadas en forma de trazas, mediante los tipos Overlap y Con-
flict. Overlap define una situacio´n en la que ambos elementos (provenientes de
requisitos y fuentes de datos) definen el mismo concepto de manera compatible,
estando en desacuerdo t´ıpicamente en el nombre. Por otro lado, Conflict define
una situacio´n en la que ambos elementos definen conceptos distintos. De esta
forma, el modelo PIM2PIMTrace2 es utilizado como acomodador de los elemen-
tos, y sus trazas han de ser definidas de manera manual, ya que t´ıpicamente no
existe informacio´n que gu´ıe el proceso de correspondencia. Finalmente, el modelo
PIM2PIMTrace3, recoge los elementos del PIM h´ıbrido que son utilizados para
derivar el modelo PIM final. Este modelo se elabora con informacio´n tanto del
modelo h´ıbrido como de las relaciones intra-modelo almacenadas previamente,
y contiene principalmente trazas de tipo Evolution.
Una vez que hemos definido el metamodelo de trazas, y los modelos corre-
spondientes, hemos de definir de manera formal la derivacio´n automa´tica de las
trazas mediante reglas QVT [20].
4 Implementacio´n de la Trazabilidad CIM a PIM en la
Herramienta Lucentia BI
En esta seccio´n mostraremos la definicio´n de las transformaciones necesarias
para la generacio´n trazas de CIM a PIM, de manera simulta´nea a la generacio´n
de elementos del AD, de forma que puedan ser consultadas y actualizadas a
lo largo del tiempo. Adema´s, tambie´n mostraremos co´mo se ha realizado la
implementacio´n en la herramienta Lucentia BI, basada en Eclipse.
De acuerdo a nuestra propuesta para el desarrollo de ADs [16, 17], utilizamos
una aproximacio´n h´ıbrida para derivar elementos en un PIM inicial a partir de
Fig. 5. QVT que deriva un hecho y sus trazas a partir de un proceso de negocio
los requisitos, utilizando reglas QVT. Las reglas QVT especifican una transfor-
macio´n comprobando si se cumple un patro´n definido en el modelo origen. Si
se cumple dicho patro´n, la regla QVT genera los elementos correspondientes al
patro´n especificado en el metamodelo destino. Dichas reglas QVT deben obtener
a nivel PIM cuatro elementos ba´sicos: hechos, atributos del hecho o medidas, di-
mensiones y niveles de jerarqu´ıa. La primera QVT, que mostramos en la figura
5, se encarga de la generacio´n del hecho y de sus correspondientes estructuras a
nivel PIM, a partir de un BusinessProcess en el modelo CIM.
En la parte izquierda de la transformacio´n se encuentra el metamodelo origen,
nuestro perfil de i* para modelado requisitos en ADs. El proceso de negocio se
encuentra modelado junto a sus objetivos relacionados, representados mediante
objetivos estrate´gicos, decisionales y de informacio´n. Estos objetivos modelan la
lo´gica del negocio, a partir de la cual obtenemos los requisitos de informacio´n,
que, a su vez, son descompuestos en medidas (indicadores de desempen˜o) y
contextos de ana´lisis. En la parte derecha de la transformacio´n se encuentran
los metamodelos destino. Por un lado, tenemos nuestro perfil multidimensional,
compuesto por el hecho (centro del ana´lisis y relacionado con el proceso de
negocio) y sus estructuras de empaquetamiento correspondientes (FactPackage
y StarPackage). Por otro lado, tenemos el metamodelo de trazas propuesto,
formado en este caso por la traza que hace expl´ıcita la relacio´n entre el proceso de
negocio y el hecho. Dicha traza tiene un elemento origen, el proceso de negocio, y
tres elementos destino, uno de los cuales, referente al StarPackage, se ha omitido.
La “C” en el centro de la figura significa que el modelo origen es comprobado
u´nicamente, mientras que la “E” indica que los modelos destino son forzados
a cumplir con la especificacio´n. Esto significa que, cada vez que se encuentra
el patro´n descrito en el modelo origen, los patrones objetivo son generados en
los modelos objetivo. Finalmente, la clau´sula Where modela las operaciones adi-
Fig. 6. Implementacio´n de la derivacio´n del hecho y su traza mediante co´digo ATL
cionales que se realizan sobre los elementos de la QVT. En este caso, se es-
pecifican las asignaciones de valores pendientes y una llamada a otra regla para
transformar la medida del proceso de negocio en un FactAttribute del hecho.
Esta regla QVT esta´ adaptada para resultar pro´xima a la implementacio´n.
En la figura 6, se puede ver la implementacio´n de esta regla en lenguaje ATL
[12]. De manera ana´loga a la regla QVT, la clau´sula from de la regla ATL
especifica los elementos origen relevantes, en este caso el proceso de negocio, y
cla´usula to los elementos destino que son generados: el hecho, sus paquetes y
la traza asociada. Finalmente, la clau´sula do (omitida) realiza las operaciones
adicionales necesarias, como la llamada a la regla Measure2FactAttribute.
La transformacio´n Measure2FactAttribute, mostrada en la figura 7, es similar
a la anterior. En este caso, una medida “m” del proceso de negocio se transforma
en un atributo del hecho “fa”. Uno de los aspectos ma´s relevantes de esta trans-
formacio´n es que, en este caso, se incluye el nuevo elemento dentro del hecho
previamente generado. Adema´s, aprovechando esta lo´gica, la traza de dicho atrib-
uto tambie´n puede incluirse dentro de la traza correspondiente, obteniendo un
agrupamiento pro´ximo al modelo que se genera, y simplificando la visualizacio´n
posterior del modelo de trazas.
Fig. 7. QVT para transformar una medida en un atributo del hecho correspondiente
y generar las traza asociada
Las dos transformaciones (una omitida) restantes se encargan de la gen-
eracio´n de dimensiones y niveles de jerarqu´ıa, a partir de contextos presentes
a nivel CIM. La generacio´n de una dimensio´n “d”, su paquete, y su nivel base
“b”, se realiza al encontrar un contexto “c” que constituye la ra´ız de un grupo
de contextos. En la figura 8 se muestra la transformacio´n correspondiente a este
caso.
Fig. 8. QVT para transformar un contexto en una dimensio´n
En ella, de manera ana´loga al caso del hecho, se genera una traza que enlaza
como origen el contexto “c” con los distintos elementos del nivel PIM generados.
El caso alternativo, omitido por razones de espacio, se da cuando un contexto
“c1” no es la ra´ız del grupo de contextos. En dicho caso el contexto se transforma
en una base “b1” y, una vez generado, se enlaza mediante una asociacio´n con
la base previa en la jerarqu´ıa. Al igual que en el caso de la medida, de cara
a mejorar la visualizacio´n, las trazas correspondientes a niveles superiores de
una jerarqu´ıa son inclu´ıdas dentro de la traza que enlaza el contexto ra´ız con la
dimensio´n en s´ı. A modo de ejemplo, al ejecutar las transformaciones sobre un
modelo CIM referente a una universidad, obtenemos como resultado el modelo
de trazas que se muestra en la figura 9.
En este modelo de trazas podemos observar las distintas trazas de tipo Sat-
isfiability Link que relacionan los elementos del nivel CIM con aquellos del nivel
PIM. Adema´s, tambie´n podemos observar la existencia de trazas anidadas, cor-
respondientes a elementos incluidos, bien dentro del hecho (atributos del hecho),
o bien dentro de una dimensio´n (bases), las cuales pueden desplegarse en caso de
ser necesario ver el detalle. Los elementos referenciados en el modelo de trazas
aparecen nombrados incluyendo su tipo, no obstante esto es so´lo una cuestio´n de
nomenclatura para facilitar la identificacio´n por parte del usuario, y no influyen
de manera alguna en el propio modelo de trazas. Finalmente, podemos observar
las referencias a los modelos enlazados, incluyendo el listado de elementos corre-
spondientes a cada uno. A pesar de que este modelo presenta el resultado de la
generacio´n de trazas a partir de un CIM basado en objetivos, las trazas podr´ıan
Fig. 9. Modelo de trazas entre CIM y PIM generado automa´ticamente
ser utilizadas para enlazar cualquier tipo de elemento en un CIM distinto de otra
propuesta, siempre que se pudiesen identificar de manera u´nica.
5 Conclusiones y Trabajo Futuro
En este art´ıculo hemos presentado el primer metamodelo de trazas adaptado para
el desarrollo de ADs, e integrado en el marco MDA. Hemos mostrado los distintos
tipos sema´nticos utilizados as´ı como los modelos de trazas necesarios para dar
soporte de trazabilidad en nuestro proceso de desarrollo. Adema´s, nos hemos
focalizado en las relaciones entre CIM y PIM, describiendo las transformaciones
QVT para derivar automa´ticamente los modelos de trazas correspondientes. El
gran beneficio de nuestra propuesta es la mejora en validacio´n de requisitos y
la facilidad para identificar el alcance de cada elemento. De esta forma, resulta
sencillo realizar ana´lisis de impacto y regenerar las partes afectadas.
Nuestros planes para el futuro inmediato son desarrollar un nuevo conjunto
de reglas QVT para explorar las relaciones entre elementos en el nivel PIM y
aquellos en el nivel PSM, y analizar el potencial de la informacio´n almacenada
en las trazas para dar soporte a ana´lisis automa´tico. Adema´s, tenemos pensado
desarrollar un marco reactivo para trazabilidad de cara a permitir que el man-
tenimiento sea lo ma´s automa´tico posible.
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