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Samenvatting 
 
De technische ontwikkeling van software is een ingewikkelde en tijdrovende activiteit die bestaat 
uit een proces, een architectuur en een notatie. Softwareontwikkelaars moeten oog hebben voor 
de waarde van deze aspecten om tot een ‘goed’ ontwerp van een grootschalig IT-project te 
kunnen komen.  
 
Het idee van de vergelijkende studie van de processen van B. Bruegge en C. Larman is geboren 
uit de vaststelling dat zowel de opkomst van UML 2.0 als de objectoriëntatie ook als 
technologische ontwikkelingen de laatste jaren een hernieuwde belangstelling voor 
methodologieën hebben gegenereerd. In ‘state of the art- methodologieën’ gebruikt de 
ontwikkelaar objectgeoriënteerde modellen om software te documenteren en te ontwikkelen. De 
introductie van UML 2.0 als de feitelijke standaard notatietechniek geeft een extra impuls aan de 
toenemende interesse voor ontwikkelmethodologieën. Daarnaast heeft ook de explosief 
groeiende toepassing van Java de belangstelling vergroot. 
 
Veel is al geschreven over wat UML is. Te weinig is nog geschreven over de concrete 
toepassingsmogelijkheden ervan. Na een periode van betrekkelijke rust maakt UML, 
gestimuleerd door de belangstelling voor objectoriëntatie, opnieuw zijn opwachting. De 
bedoeling van OO-methodologieën bestaat erin om de ontwikkeling van objectgeoriënteerde 
software zo goed mogelijk te ondersteunen. Deze studie koestert de ambitie om de 
gebruiksmogelijkheden van deze methodologieën in kaart te brengen.  
 
Naast een onderzoek van de vergelijking en mogelijkheden van methodologieën, streeft dit 
evaluatieproject een overzicht van de ‘state of the art’ op gebied van objectgeoriënteerd 
modelleren na, zowel op theoretisch als op praktisch vlak. Alle onderzochte facetten zijn 
uitgewerkt met dezelfde, erg eigentijdse, Arena gevalstudie: het beheer van speltornooien. Er is 
niet noodzakelijk een juiste oplossing. Oplossingen moeten in de eerste plaats bruikbaar zijn. 
 
In deze studie hebben we dan ook gekozen voor de invalshoek van Garvin die de individuele 
wensen en behoeften van ontwikkelaars als kwaliteitsnorm beschouwt. Kwaliteit is volgens deze 
opvatting subjectief.  
 
De methodes van Bruegge en Larman zijn compleet op gebied van procesbeschrijving. In beide 
processen worden beslissingen genomen met betrekking tot de te volgen stappen en hun 
volgorde. Heuristieken, methodes en OO-concepten sturen de verschillende fasen. De kwaliteit 
van het resultaat hangt af van vertrouwdheid van de ontwikkelaars met deze heuristieken, 
methodes en OO-concepten. Kennis en ervaring zijn de enige kwaliteitsgaranties. 
 
De evaluatie van methodologieën kan in de praktijk niet los staan van de visie die een organisatie 
of bedrijf op het gebruik van softwarearchitectuur en standaard ontwerpoplossingen heeft. Het is 
immers aan de organisatie om veel van de geschetste facetten door een eigen eisenpakket aan te 
scherpen tot criteria. Pas als het duidelijk is hoe bijvoorbeeld het gebruik van patronen binnen 
het organisatie-specifiek ontwikkelproces past, kunnen de verwachtingen voor ondersteuning 
een concrete vorm aannemen. Met een duidelijke visie en context kan de organisatie relevante 
facetten concretiseren in een evaluatiereferentiekader. In een dergelijk referentiekader worden de 
abstracte facetten concrete eisen en verwachtingen. 
 ix
Summary 
 
Developing software is a complex and time consuming activity that comprises a process, an 
architecture and a notation.  Software developers therefore need to focus on these aspects to 
design good large scale IT projects. 
 
This comparative study of the processes from B. Bruegge and C. Larman finds its origin in the 
observation that the rise of UML 2.0 and object orientation as well as technological developments 
have resulted in a renewed interest in methodologies for the past couple of years.  Software 
developers use state of the art methodologies to document and develop object oriented software 
models.  The introduction of UML 2.0 as the de facto standard notation and the huge increase of 
Java applications has given an extra impulse to the increased interest in methodologies. 
 
Much has been written about what UML is but too little has been written about its concrete 
applications.  Driven by the booming interest in object orientation, UML is again at the forefront 
of software development.  OO-methodologies aim to support the development of object oriented 
software as well as possible.  This project aspires to map the practical applications of these 
methodologies.  
 
This project also offers an overview of the state of the art in object oriented modelling (of 
developing), theoretically as well as and practically.  All quality factors have been examined with 
the same, very up to date Arena case study: management of game tournaments.  There is not 
necessarily one correct solution, the most important thing  is that solutions are user-friendly. 
 
This study uses the Garvin definition of quality whereby quality is defined as the situation in 
which a process meets the individual preferences and needs of developers.  In other words, 
quality depends on the individual user, and is therefore subjective so that it can only be 
measured qualitatively.  This comparative study of processes has first merged the individual 
needs and preferences of individual developers so as to meet the ‘quality demands’ of 
developers.  True quality, however, is also defined by other elements that inspire and stimulate 
developers. 
 
The processes of Bruegge and Larman are very complete in terms of process steps and their 
application order. In both processes decisions are taken in each step. Heuristics, methods and OO 
concepts form the basics of the different developing phases. The quality of the obtained result 
depends strongly on the developers’ skills in heuristics, methods and OO-concepts. Knowledge 
and experience are the most important quality ensuring parameters.  
 
In real life, the link between methodologies and the vision of an organization or enterprise on the 
use of software architecture and standard object solutions requires taking into account such a 
vision in evaluating methodologies.  Indeed, it is the task of the organization to specify the 
quality factors into criteria by establishing its own needs.  It is only when it is clear how, for 
example, the use of patterns fits within the production process of a specific organization that 
expectations for support can be shaped more concretely.  Therefore, a clear vision and context 
allow an organization to make relevant quality factors more concrete within an evaluation 
framework.  Such a framework turns abstract quality factors into concrete needs and 
expectations. 
 x
Hoofdstuk 1 
 
Inleiding 
 
 
 
 
 
In dit afstudeerwerk neem ik de modelgebaseerde software engineeringmethodes en -technieken bij 
de analyse en het ontwerp van een informatiesysteem van twee belangrijke auteurs Bernd Bruegge en 
Craig Larman onder de loep [1, 2]. Ik stel criteria op voor de vergelijking van de verschillende 
methodes en technieken, gebruik en evalueer ze.  
 
De handboeken van Larman en Bruegge danken hun goede reputatie aan de procesmatige aanpak bij 
de ontwikkeling van informatiesystemen. In de vergelijking van de verschillende methodes en 
technieken ga ik ervan uit dat de expliciete toepassing van het principe van de scheiding van 
verantwoordelijkheden (separation of concerns) een essentiële voorwaarde voor een goede 
modulariteit in de analyse en het ontwerp [5]. De verschillende abstractieniveaus bij het ontwikkelen 
van een systeem, de coherentie tussen de verschillende modellen en/of tussen de verschillende 
onderdelen van een bepaald model en de architectuur vormen de belangrijkste criteria in deze studie.  
 
Op basis van zowel de literatuur van beide auteurs als mijn praktische observaties, geef ik eerst de 
methodes en technieken die gelden voor: de specificatie, de analyse en het ontwerp. Vervolgens 
illustreer ik dit a.d.h.v. de Arena gevalstudie. Arena is een tornooibeheersysteem voor spellen. 
Tenslotte verklaar ik de conceptuele verschillen tussen de gebruikte methodes en technieken. 
 
De vergelijking van de methodologieën van Bruegge en Larman zal een praktische bijdrage leveren tot 
de ontwikkeling van modelgebaseerde OO-applicaties.  
Met deze vergelijkende studie streef ik een overzicht van de mogelijkheden en de ‘state of the art’ op 
het gebied van objectgeoriënteerd modelleren na.  
 
 
1.1 Achtergrond 
 
Objectoriëntatie is ooit begonnen als een programmeertechniek met bijhorende ondersteuning in een 
programmeertaal. De constructie van software moest toen procesmatig verlopen en omvatte ook veel 
meer dan alleen maar programmeren. Inmiddels staat de P in OOP (Object Oriënted Programming) 
voor zowel ‘Programming’, ‘Project’ als ‘Practices’, althans volgens Sigs-Datacom, de Duitse tak van 
het Amerikaans-Engelse 101 communications [49]. 
 
Software ontwikkeling vereist een transformatie en vertrekt hiervoor van een soort mentaal concept 
over een werkelijk wereldprobleem naar een computerimplementatie in hard- en software. De 
transformatie van werkelijke wereldconcepten naar een implementatie is moeilijk en dus foutgevoelig. 
Dit is zeker zo voor complexe systemen en mag daarom niet beschouwd worden als een rechttoe 
rechtaan proces [12].  
 
Softwareprocessen zijn vooral een hulpmiddel voor softwareontwerp en een leidraad bij het plannen. 
De realisatie van een ‘goed’ ontwerp is de grote uitdaging van software engineering. Voor 
softwareprocessen gelden vooral de ondersteuning van methodes en technieken binnen het 
ontwerpproces als beoordelingscriteria. De ruwe criteria voor de vergelijking van bestaande 
methodologieën moeten een antwoord zijn op deze algemene vraag: “Hoe kunnen ontwerpprocessen, 
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methodes en technieken bijdragen tot de ontwikkeling van betere software?” In deze thesis zoeken we 
een specifiek antwoord op de vraag: “Waarin verschillen de ontwerpprocessen van Bruegge en 
Larman [1, 2]?”.  
 
Objectgeoriënteerde analyse en ontwerp zijn de laatste jaren enorm geëvolueerd. Dit resulteerde in 
een uniforme taal UML 2.0 voor het ontwerp van objectgeoriënteerde applicaties. Hoewel er veel 
ervaring is opgedaan op gebied van softwareontwikkeling, bestaat ‘de oplossing’ voor ‘goede’ 
softwareontwikkeling nog steeds niet.  
 
De problemen bij de ontwikkeling en onderhoud van software ontstaan vaak uit een te expliciete 
nadruk op de implementatie van systemen. Een gebrek aan aandacht voor vereistenanalyse en 
architectuur (de structurele aspecten van een gekozen oplossing) kan leiden tot weinig flexibele en 
moeilijk te onderhouden software. 
 
Goede software is natuurlijk een relatief begrip. Er bestaan heel wat theorieën over de 
verbeteringsmogelijkheden van softwareontwikkeling [1, 2, 4, 6, 8, 16, 18, 19, 20, 23]. Een 
aandachtsverschuiving van implementatie van systemen naar de specificatie van deze systemen is 
zeker een mogelijkheid om softwareontwikkeling op een hoger niveau te brengen. Zowel 
ontwerpkennis als –ervaring kunnen het ontwikkelproces optimaliseren. Het gebruik van een 
architectuur en, op een wat lager abstractieniveau, van ontwerprichtlijnen en patronen, maakt het 
mogelijk na te denken over structurele aspecten van systemen zonder direct te verzanden in 
implementatiedetails. Architectuur levert, vooral bij complexe systemen, meer flexibele en beter 
herbruikbare software op. 
 
De extra aandacht voor structurele en gedragsaspecten van softwaresystemen heeft gevolgen: 
modelleren van software wordt in feite belangrijker dan implementeren. Optimale 
softwareontwikkeling vereist dan ook ondersteuning van de juiste ontwerp- en modelleeractiviteiten. 
Verschillende benaderingen richten zich hierop [1, 2, 8, 17, 20]. Het aanbod is ruim. De vraag is hoe 
een organisatie kan bepalen welke methodes en technieken een optimale ondersteuning bieden voor 
het eigen softwareontwikkelingsproces. Of, ruimer gesteld, welke methodes en technieken 
ondersteunen ontwikkelaars bij de creatie van betere modellen? Specificatie, architectuurbeschrijving 
en ontwerptechnieken spelen daarbij een belangrijke rol. Deze thesis gaat nader in op die eisen, door 
een vergelijkende studie te maken van twee bekende architectuur-gebaseerde ontwikkelings-
methodologieën. De eerste is van Bernd Bruegge, de tweede van Craig Larman [1, 2]. 
 
 
1.2 Onderzoek 
 
De kwaliteit van softwareprocessen is een omvangrijk onderwerp omdat kwaliteit en software 
engineering bij elkaar worden gebracht. Beiden zijn nog relatief jong. Kwaliteit kan echter bogen op 
een langere traditie dan software engineering. 
 
In deze thesis wordt vooral aandacht gegeven aan het vergelijken van processen. Van de verschillen 
probeer ik niet zozeer te zeggen welke de beste zijn, maar eerder voor welke context die verschillen 
het meest relevant zijn. 
 
Het komt er dus op aan het kwaliteitsvraagstuk te koppelen aan de specifieke omgeving van 
softwareontwikkeling. 
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1.3 Methode 
 
In deze opdracht vergelijken we de processen voor OOP van Bernd Bruegge en Craig Larman. Om 
processen te kunnen vergelijken en beoordelen op basis van kwaliteit wordt eerst de gebruikte 
definitie van kwaliteit en de aspecten van proceskwaliteit besproken. 
In hoofdstuk 2 wordt daartoe een summiere aanzet gegeven vanuit het vakgebied software 
engineering. In hoofdstuk 3 wordt de aanzet verder uitgewerkt met softwarekwaliteit.  
 
Beide processen richten zich op objectgeoriënteerde systemen, gebruiken UML als notatie, 
ontwikkelen een systeem iteratief en richten zich op de ontwikkeling van grote systemen (ruwweg: 
systemen waarvan we de ontwikkeltijd in mensjaren uitdrukken). De opdracht beperkt zich tot de 
methodes en technieken bij het front-end gedeelte van het volledige ontwikkeltraject: de specificatie, 
de analyse en het ontwerp.  
 
Eerst bestuderen we de handboeken: Object-Oriented Software Engineering van Bernd Bruegge, Allen H. 
Dutoit en Applying UML and Patterns van Craig Larman [1, 2]. Waar nodig vullen we ze aan met 
basishandboeken [3, 4, 5]. Dan bepalen we de criteria en vervolgens zetten we de gevalstudie op. Voor 
het toetsen van de criteria gebruiken we de Arena gevalstudie, software voor het beheer van spellen. 
Om Arena operationeel te maken wordt ze gecombineerd met afzonderlijke spellen. Hiervoor kiezen 
we het aangepaste dobbelsteenspel en monopoly [2]. Arena is voor dit onderzoek een representatieve 
gevalstudie: het heeft een duidelijk probleemdomein en heel wat vereisten en ontwerpproblemen. De 
Arena gevalstudie bespreken we in hoofdstuk 4: keuze van de gevalstudie. 
 
De gevolgde methode kent echter noodzakelijkerwijs enige beperkingen vanwege de omvang en de 
beschikbare tijd. 
 
Belangrijke punten in het onderzoek zijn de processen en de disciplines1, gehanteerd door de auteurs 
Bruegge en Larman. Om beide processen (geheel van methodes en technieken) te kunnen vergelijken 
en te toetsen aan de criteria, stellen we één gemeenschappelijke discipline voor.  
Verder kijken we in detail naar: 
 
• de formulering van de functionele en niet-functionele eisen, 
• de definitie van een analysemodel, 
• de opmaak van een bijhorend ontwerpmodel. 
 
De verschillende vaardigheden en controles bij de creatie van de modellen worden geëvalueerd. De 
taal UML is hier relatief onbelangrijk: het gaat erom tot een goede use-casebeschrijving, een goed 
analysemodel en een goed ontwerpmodel te komen. Het begrip “goed” betekent hier niet altijd de 
beste oplossing, maar wel een bevredigende oplossing in een korte tijd. In deze opdracht streven we 
naar een betrouwbare vergelijking van de verschillende methodes en technieken van de beide auteurs 
aan de hand van de lijst vooropgestelde criteria in hoofdstuk 3. Op die manier vergelijken we de voor- 
en nadelen van elke techniek. De conclusies zijn zowel kwalitatief als kwantitatief van aard. 
 
De afstudeeropdracht volgt de fasen van de objectgeoriënteerde levenscyclus. In het eerste deel 
(hoofdstukken 2, 3, 4) geven we een korte inleiding, gegevens over het evaluatieproces en de 
gevalstudie. De eigenlijke gevalstudie begint met de ontwikkeling van het tornooibeheersysteem 
Arena. Daarna kunnen we het eenvoudige dobbelsteenspel en monopoly integreren in Arena, een 
uitbreidbaar, aanpasbaar en schaalbaar raamwerk voor spellen. 
                                                          
1 In 2001 werd de oude UP term “workflow” vervangen door de nieuwe term “discipline”, OMG 
SPEM. 
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In het tweede deel (hoofdstukken 5, 6, 7, 8) behandelen we de eisen (functioneel en niet-functioneel), 
het opstellen van de use-case beschrijvingen en het opstellen van het bijhorende domeinmodel. In 
hoofdstuk 9 komen architectuur en ontwerppatronen, als richtlijnen voor een goed objectgeoriënteerd 
ontwerp, aan bod.  
Het zwaartepunt ligt in derde deel (hoofdstukken 10): het opstellen van een ontwerpmodel. 
Het geheel sluiten we in hoofdstuk 11 af met een evaluatie naar de bruikbaarheid de twee 
methodologieën over de verschillende ontwikkelingsfasen.  
 
De methodes en technieken, die in deze afstudeeropdracht voorkomen, zijn in vereenvoudigde vorm 
ook bruikbaar voor de ontwikkeling van kleine systemen [2]. De basisprincipes van objectoriëntatie, 
UML, proces, analyse, ontwerp, architectuur en databases beschouwen we als gekend. 
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Hoofdstuk 2 
 
Onderzoekscontext 
 
 
 
 
 
Dit hoofdstuk schetst de globale achtergrond van de vergelijkende studie: de context, de principes, de 
standaarden en de gebruikte processen bij de evaluatie van ontwikkelingsmethodologieën. In deze 
studie gaan we ervan uit dat een consequente toepassing van het principe van de scheiding van 
verantwoordelijkheden een goede modulariteit in analyse en ontwerp garandeert [2]. Ondanks het 
succes van objectoriëntatie is het niet altijd mogelijk bepaalde concepten in afzonderlijke modulaire 
eenheden onder te brengen. Dit heeft te maken met de decompositie van een probleem in klassen. Op 
die manier geraken verantwoordelijkheden of code verspreid over verschillende klassen. 
 
Objectgeoriënteerde analyse en ontwerp zijn gebaseerd op het OO-paradigma, aangevuld met 
bijkomende principes om de tekortkomingen (bijvoorbeeld, aanpasbaarheid, hergebruik, …) van OO 
aan te vullen bij het modelleren. In sectie 2.1 starten we met de context en motivatie. Sectie 2.2 
bespreekt de keuze van de literatuur. In sectie 2.3 motiveren we de keuze van de gevalstudie. Voor de 
realisatie van de gevalstudie gebruikten we case tools (sectie 2.4). In de secties 2.5 benadrukken we het 
belang van UML. Sectie 2.6 geeft  een algemeen overzicht van de verschillende gangbare modellen 
voor de ontwikkeling van informatiesystemen. In sectie 2.7 komt iteratieve modellering aan de beurt. 
Sectie 2.8 legt het principe van de scheiding van verantwoordelijkheden uit. 
 
In hoofdstuk 3 komen de criteria bij de evaluatie van methodologieën tot stand. We maken hiervoor 
gebruik van een referentiekader. 
 
 
2.1 Context en motivatie 
 
Software engineering vergaart de nagestreefde objectieven van het OO-paradigma bij de: 
  
• systeemontwikkeling, 
• toepassing van objectieven in specificaties van diensten en beperkingen,  
• toekenning van verantwoordelijkheden aan hardware en software, 
• evolutie van de vereisten. 
 
Tot adequate, consistente en volledige eisen komen is moeilijk en kritisch. Recente onderzoeken en 
handboeken hebben de positionering van software engineering als een zeer belangrijk domein in het 
onderzoek en in de praktijk van software bevestigd. We stellen ons hier de opdracht om: 
 
• criteria op te stellen waarmee we de processen van Bruegge en Larman kunnen vergelijken, 
• beide benaderingen op basis van de vooropgestelde criteria vergelijken, 
• de bruikbaarheid van de criteria te evalueren. 
 
Voor het opstellen van de criteria wordt uitgegaan van het kwaliteitsbegrip van Garvin [52, 53] 
 
Voor de vergelijking van de twee processen en de toetsing van de criteria gebruiken we 
literatuurstudie en de Arena gevalstudie [1, 2]. Arena bespreken we in 2.3.  
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Integratie van state-of-the-art technieken voor specificeren en modelleren spelen, gezien de snelle 
evolutie van UML, een belangrijke rol in de afstudeeropdracht. Pas nadat de individuele klassen en 
interface definities gemodelleerd zijn kan de implementatie beginnen. De nadruk ligt vooral op de 
technische aspecten, met een uitgesproken voorkeur voor een constructieve aanpak en kwaliteit. 
 
 
2.2 Keuze van de literatuur 
 
2.2.1 Algemeen 
 
Bruegge en Larman beschrijven verschillende processen met elk hun eigen technieken [1, 2]. Door de 
grote diversiteit van de beschreven oplossingen bestaat er eigenlijk geen klaar en duidelijk overzicht 
over waar en wanneer welke techniek de beste resultaten oplevert voor de ontwikkeling van 
informatiesystemen. Om de evenwaardigheid van de voorgestelde oplossingen te kunnen nagaan, 
vullen we de literatuurstudie aan met een uit te werken Arena gevalstudie. Het effect van de 
methodes en technieken van beide auteurs kwantificeren we op één of andere manier om zo een echte 
vergelijking mogelijk te maken. 
 
2.2.2 De handboeken van Bruegge en Larman 
 
Sinds een aantal jaren geldt UML als standaardmodelleertaal voor systeemontwikkeling. Bernd 
Bruegge en Craig Larman zijn twee belangrijke auteurs [1, 2]. Ze gebruiken  UML als notatie bij de 
procesmatige ontwikkeling van objectgeoriënteerde systemen. De processen van beide auteurs zijn 
incrementeel en iteratief. Ze richten zich vooral op de ontwikkeling van grote en complexe systemen. 
 
UML-diagrammen modelleren de werkelijkheid. Ze geven de realiteit echter niet exact weer. Ze 
vereenvoudigen ze zodat ieder model uitnodigt tot interpretatie. UML-diagrammen krijgen soms zeer 
uiteenlopende betekenissen toegekend. We gebruiken ze op heel verschillende manieren. UML 
specificeert immers een symboliek voor een aantal modelleerconcepten. Ze stelt echter bewust geen 
methodologie voor die bepaalt hoe use-casediagrammen, interactiediagrammen, klassediagrammen 
enzovoort in de respectievelijke stappen van systeemontwikkeling hun plaats moeten vinden. We 
weten niet: 
 
• welke modelleertechniek in welke fase op zijn plaats is, 
• hoe de onderscheiden technieken samenhangen, 
• wat het gewenste detailniveau is voor een bepaald diagram, 
• hoe het model zich vertaalt naar uiteindelijke code 
• … enz.. 
 
Bernd Bruegge en Craig Larman formuleren concrete antwoorden op deze vragen. Ze stellen daarbij 
procesgerichte benaderingen voor om UML-diagrammen in het objectgeoriënteerde 
systeemontwikkelingstraject te integreren. 
 
De auteurs Bruegge en Larman passen concepten toe met een effectief en bewezen praktisch nut. Hun 
systeemontwikkelingmethodologie richt zich naar Unified Process (UP) softwareontwikkeling. Dat 
gebeurt niet alleen op basis van UML, maar veeleer op basis van ‘een’ methodologie.  
De lineaire watervalbenadering  verloopt in onderscheiden, elkaar sequentieel opvolgende   fasen met 
een definitieve mijlpaal als afsluiter. UP ontwikkeling, daarentegen, verloopt in korte cycli. Elke 
cyclus ontwerpt, ontwikkelt, test en accepteert een goed afgebakend deel van de applicatie (een 
individuele use case). Dit verhoogt de flexibiliteit in grote mate omdat  recent verworven kennis of 
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gewijzigde eisen tot op het laatste moment meetellen. Bindende mijlpalen van al afgesloten fasen in 
het ontwikkelingstraject komen dus niet meer voor. 
 
Het boek van Bruegge geeft een korte introductie op UML en bevat een overzicht van de soorten, 
daarin gespecificeerde diagrammen. Larman echter integreert UML in de verschillende fasen van 
systeemontwikkeling. Bij beide auteurs loopt een gevalstudie als rode draad doorheen de volledige 
ontwikkelingscyclus. Bij Bruegge is dat een accident management systeem en bij Larman is dat een 
kassa systeem voor een groot warenhuis. 
Beide auteurs behandelen de applicatiearchitectuur en de vertaling van ontwerp naar code, een 
probleem bij UML-gebaseerde projecten, op platformonafhankelijke wijze in een n-tier architectuur. 
 
UML bevat nauwelijks concepten om user interfaces te modelleren. Ze komen dan ook niet aan bod en 
behoren tot het domein van utility management. Verder behandelen beide auteurs de dynamische 
interactiediagrammen (interactie tussen klassen) en de statische aspecten (het modelleren van 
structuur van en verbanden tussen objecten). Belangrijk is ook de ruime belangstelling voor patronen. 
De gegevenspersistentie en het vertalen van klassen naar relationele tabellen of files komen ook aan 
bod.  
 
Beide handboeken beschrijven de UML-modelleringsconcepten zelf vrij summier. Het zijn geen 
theorieboeken en zeker geen UML-cursussen. Hun sterkte ligt elders: ze tonen aan hoe we de 
verschillende modelleertechnieken nuttig en consistent in praktijk kunnen brengen en welke 
samenhang er daarbij tussen de verschillende diagrammen bestaat. Deze samenhang verschilt 
aanzienlijk bij de auteurs en vormt de feitelijke kern van deze afstudeeropdracht. Beide boeken 
ontlenen hun autoriteit aan de zeer rijke, concrete en projectmatige praktijkervaring van deze door de 
wol geverfde auteurs.. 
 
 
2.3 Keuze van de gevalstudie 
 
Mijn werk gaat over programma-analyse en –ontwerp. Het gaat niet over programmeren op methode 
en klasse niveau. Belangrijk is dat het probleemdomein voor het onderzoek “interessant” is, dwz. dat 
het probleemdomein veel sleutelconcepten bevat, en interessante (complexe) relationships de 
concepten verbindt. 
 
Het Arena project voldoet hier volledig aan: het heeft een duidelijk probleemdomein, heel wat 
vereisten en ontwerpproblemen [1]. Bovendien is het een realistisch probleem: de ontwikkeling van 
een multi-player online spelomgeving die draait op meerdere platformen in een peer-to-peer 
netwerkomgeving. Een three-tier architectuur ‘organiseert’ de spellen. Het is een ‘green-field’ project 
voor een nog niet bestaande software dat de Unified Modeling Language (UML) gebruikt voor de 
voorstelling van de componenten en hun onderlinge verbanden. Bovendien komen er in Arena geen 
complexe algoritmen voor en kan elke klasse gemakkelijk worden geïmplementeerd. 
Arena bevat twee duidelijke subsystemen: enerzijds het subsysteem voor het beheer van de spellen 
(three-tier architectuur) en anderzijds het subsysteem voor het spelen van een spel (peer-to-peer 
architectuur). De combinatie van de twee delen, aangevuld met afzonderlijke spellen, vormt één 
geheel. De Arena gevalstudie is typisch voor het domein van spelbedrijven, omdat uitbreidbaarheid 
en herbruikbaarheid hier heel belangrijk zijn. Nieuwe spellen moeten er gemakkelijk kunnen inpassen 
zonder dat een aanpassing van de Arena code (beheersaspecten) nodig is. 
De afzonderlijke spellen zoals dobbelsteenspel, monopoly, enzovoort zijn vanuit het standpunt van de 
ontwerper interessant omdat ze moeten werken als een simulatie met een zichtbare weergave van de 
opeenvolgende zetten door de spelers. De grote rijkdom aan op te lossen ontwerpproblemen, zoals de 
koppeling van spellen aan het Arena framework, zijn vooral relevant voor de ontwerpfase. Deze 
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thesis vult de Arena gevalstudie aan met twee mini gevalstudies: een dobbelsteenspel en monopoly 
[2]. 
 
 
2.4 Case tool 
 
De programma’s voor de ondersteuning van de UML diagrammen en modellen zijn Together Control 
Center 6.2 en Designer 2005 van Borland. 
 
 
2.5 Het principe van scheiding van verantwoordelijkheden 
 
Het principe van scheiding van verantwoordelijkheden (separation of concerns) is een fundamenteel 
principe van softwareontwikkeling. Het refereert naar de realisatie van systeemconcepten in 
afzonderlijke software eenheden.  
 
Dit principe is een manier om eenvoud te bereiken. Het gaat als volgt: iedere software eenheid mag 
slechts één verantwoordelijkheid hebben. Het geldt voor alle niveaus (opdrachten, methoden, klassen 
en subsystemen). Niet alleen moet elke software eenheid slechts één verantwoordelijkheid hebben, 
maar iedere verantwoordelijkheid van het systeem als geheel mag ook slechts op één plaats (in de 
code of het model) gerealiseerd zijn. Dit kan  door een groter aantal kleinere operaties (methoden in 
Java) te gebruiken [6]. Indien we dan iets wijzigen aan die verantwoordelijkheid, dienen we alleen op 
die plaats iets te veranderen. We noemen deze eis: het principe van lokaliteit of One rule, one place [6].  
 
De inherente voordelen van deze structuur omvatten: 
 
• een betere en gemakkelijker te begrijpen analyse, 
• een gemakkelijker te lezen code, 
• een hergebruik van systeemonderdelen op niveau van ontwerp, 
• een vlottere wijziging en/of uitbreiding. 
 
Een objectgeoriënteerde aanpak helpt ontwikkelaars om een probleem in beheersbare subproblemen 
op te splitsen. Zo kunnen we ze implementeren in een programmeertaal. Voor deze implementatie 
zagen verschillende programmeerparadigma’s en talen het levenslicht.  
 
Ondanks het succes van objectoriëntatie is het niet altijd mogelijk bepaalde concepten in afzonderlijke 
modulaire eenheden onder te brengen. Bepaalde kenmerken zoals logging, authenticatie, 
errorchecking, synchronisatie en sheduling kunnen we immers niet zomaar van het domeinmodel 
naar het oplossingsdomein overbrengen door een één-tot-één transformatie. Dit heeft te maken met de 
N-dimensionaliteit van de vereistenruimte in objectoriëntatie terwijl de ontwerp- en 
implementatieruimte ééndimensionaal is.  
 
Omdat flexibiliteit een kwaliteitseis is zijn een aantal begrippen belangrijk bij het ontwerp van 
flexibele software [6]. De gewenste eigenschappen zijn:  
 
(1) hoge cohesie of modulaire eenheden met een hoog verstaanbaarheidsniveau,  
(2) lage koppeling tussen modulaire eenheden met gemakkelijk te wijzigen klassen, 
(3) systeemonderdelen met een hoog hergebruiksniveau,   
(4) hoog aanpasbaarheidsniveau,  
(5) minder foutgevoeligere programma’s. 
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Bij zowel het analyseren als het ontwerp van objectgeoriënteerde systemen moeten we een 
helder onderscheid kunnen maken tussen: 
  
• doelen (betrouwbaarheid, aanpasbaarheid en herbruikbaarheid),  
• principes (abstractie, inkapseling), 
• softwaretechnieken (klassen en objecten, interfaces en typeringen, en overerving en              
polymorfie) om een objectgeoriënteerd systeem te kunnen realiseren 
 
Bij onderzoek naar de kwaliteit van de ontwerpmethodes en -technieken is het dus van belang om de 
scheidingscriteria voor verantwoordelijkheden en lokaliteit te onderzoeken a.d.h.v. koppeling, 
cohesie, de creatie van objecten, de expertise die objecten moeten bezitten en de controle over 
objecten. Scheiding van verantwoordelijkheden in software engineering geeft aan dat er tussen een 
idee en zijn implementatiesoftware meer is dan alleen programmeren. 
 
Analyse en ontwerp omvatten: de vaststelling van het probleemdomein, de logische oplossingen en 
de documentatie door software “blueprints”, geïllustreerd door een modelleertaal zoals de Unified 
Modeling Language (UML) [12]. De blueprints dienen als hulpmiddel tot reflectie enerzijds en als 
vorm van communicatie anderzijds. 
 
Implementatie is de mapping van design naar code. Met case tools kunnen we dit proces gedeeltelijk 
automatiseren. De productie van goede implementatie, de ontwerp artefacts (zoals UML 
interactiediagrammen en klassediagrammen) moeten expliciet de verantwoordelijkheden weergeven. 
 
Dit garandeert uiteraard niet dat we altijd tot goede software komen. Vooral wanneer de vereisten 
wijzigen kan dat problematisch zijn. Met een iteratief software ontwikkelingsproces, zoals het Unified 
Software Development Process (UP), kunnen ontwikkelaars wijzigende vereisten aanpassen en 
kwaliteitssoftware produceren [3]. 
 
2.6 UML 
 
De Uniform Modeling Language (UML) is relatief triviaal en onbelangrijk. Dit wil helemaal niet 
zeggen dat UML-toepassing niet nuttig is. De UML is enkel een standaard diagramnotatie. Ze bestaat 
uit: vierkanten, bubbels, lijnen en tekst. Zoals alle dynamische talen is UML steeds complexer 
geworden. Hierdoor komt  slechts een klein percentage van de mogelijkheden van de taal aan bod in 
de praktijk [41].  
 
Om ideeën op een meer formele en nauwkeurige manier te kunnen weergeven is een uitgebreidere 
kennis van UML noodzakelijk [41]. De Object Management Group (OMG) UML specification noemt 
het “a standard way to write a system’s blueprints,” [22]. De term blueprints komt uit de bouwkundige 
en elektrotechnische engineering.  
 
In de context van softwareontwikkeling en UML is kennis van de UML-notatie vaak synoniem van 
kennis over objectgeoriënteerde analyse en ontwerp. UML-kennis verwerven door een tekstboek te 
lezen of door een UML case tool te gebruiken heeft niets te maken met de analysevaardigheid in 
objecten of de bouw  van goed ontworpen objectgeoriënteerde systemen. Bruikbare UML 
diagrammen zijn het werk van ervaren, objectgeoriënteerde analisten, ontwerpers en programmeurs 
die volgens een bepaalde werkwijze of proces te werk gaan [1]. 
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2.7 Modellen 
  
Modellen zijn abstracties van de werkelijkheid. Ze zijn heel gebruikelijk voor de ontwikkeling van 
informatiesystemen. Belangrijk is dat UML geen modellen definieert en ook geen methode is: het is 
een diagramnotatie. 
 
Modellen zoals het domeinmodel of het use-casemodel zijn niet in UML gedefinieerd. UML definieert 
alleen laag-niveau diagramtypes, zoals “klassediagrammen” en “use-casediagrammen”. Het concept 
model is van een hoger niveau. Modellen ontwikkelen zich uit  verschillende methodes (of 
ontwikkelprocessen), zoals het Unified Process (UP), Feature-Driven Development (FDD), of Catalysis 
[4, 20, 35]. Elk van deze methodes definieert verschillende modellen met verschillende namen en 
doelstellingen, en gebruiken de UML notatie als standaard notatievorm voor de visualisatie van het 
model. Een model is niet noodzakelijk een verzameling van diagrammen. Zo bestaat een use-
casemodel bijvoorbeeld hoofdzakelijk uit tekstdocumenten. 
 
2.7.1 Het vereistenmodel 
 
Het use-casemodel is een populaire aanpak om de functionele en niet-functionele vereisten van een 
systeem weer te geven. Het bestaat uit verschillende artefacten, waaronder: 
 
• de use-casetekst (essentieel), 
• het optionele use-casediagram, 
• de aanvullende specificatie (niet-functionele vereisten). 
 
Nadien worden de eisen verder geanalyseerd en vastgelegd in een domeinmodel, een vorm die 
geschikt is voor verdere systeemontwikkeling. 
 
2.7.2 Het analysemodel 
 
Een typisch objectgeoriënteerd analysemodel is het domeinmodel. Het ziet eruit als als een 
verzameling UML klassediagrammen, toont de belanghebbenden de concepten en termen van het 
probleemdomein en maakt de relatie tussen de concepten duidelijk. Het domeinmodel is helemaal 
geen voorstelling van softwareklassen (bijvoorbeeld: Java) maar een conceptuele kijk. De klassen staan 
voor werkelijke-wereld domeinconcepten of abstracties van dingen in het probleemdomein. Het 
domeinmodel is in feite een visueel woordenboek van de domeinterminologie. In een domeinmodel 
horen ook klassen die overeenkomen met elementen uit de context en waarvan het helemaal niet 
zeker is of die ooit een tegenhanger in het uiteindelijke systeem krijgen. 
 
Het domeinmodel is onderdeel van de business modellering discipline. De tekstuele use cases 
bevatten domeinvocabularium en –concepten. Ze zijn dan ook de eerste bron van inspiratie als je een 
domeinmodel opstelt.  
 
2.7.3 Het ontwerpmodel 
 
Het ontwerpmodel ontstaat uit dynamische en statische artefacten. Die beschrijven  respectievelijk het 
dynamische gedrag van software objecten en hun statische klassedefinities. 
De nodige object interacties om de operaties vast te leggen geven we weer in  interactiediagrammen. 
UML voorziet twee interactie notatievormen: sequentie en communicatiediagrammen.  
 
Om de statische kant van het ontwerp weer te geven gebruiken we UML klassediagrammen. In het 
ontwerpmodel gebruiken we de klassedigrammen voor de grafische voorstelling van software 
objecten. ‘Agile’ modellering (letterlijk: wendbare modellering) promoot het aanmaken van modellen 
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of artefacten in parallel. De functionele vereisten, beschreven in de tekstuele use cases, en de niet-
functionele specificaties zijn de belangrijkste input voor objectontwerp. 
 
Andere diagrammen zoals UML package diagrammen kunnen de logische package structuur 
visualiseren. Deze structuur kunnen we laten overeenstemmen met modules/packages van de 
gebruikte programmeertaal. Die maken ook deel uit van het ontwerpmodel. UML klassediagrammen 
kunnen we ook gebruiken als we een datamodel schema opmaken. UML deployment diagrammen 
kunnen we toepassen voor de modellering van de fysische deployment van componenten naar 
verschillende besturingsysteemprocessen (of JVM processen) en naar verschillende computer 
knooppunten in een netwerk. UML kan de allesomvattende architectuur visueel samenvatten als een 
verzameling architecturale views, gebaseerd op de gekende N+1 architectuur view model [31]. 
 
 
2.8 Iteratieve modellering 
 
Een iteratief proces is georganiseerd in een reeks van kleine miniprojecten met vaste lengte, iteraties 
genoemd [1, 4]. Iedere iteratie stelt hier een volledige ontwikkelingscyclus voor. Het proces omvat 
vereisten, analyse, ontwerp, implementatie en testactiviteiten. Het resultaat van elke iteratie wordt 
getest, geïntegreerd en uitgevoerd. Belanghebbenden wijzigen vaak de vereisten.  
 
Elke iteratie kan nieuwe vereisten aanpakken (door een kleine deelverzameling van vereisten te 
kiezen of door de bestaande vereiste te herbekijken en ze aan te passen) en snel overgaan naar 
ontwerp, implementatie en testen. Zo kan het systeem incrementeel groeien in de tijd, iteratie per 
iteratie. Dit geeft het voordeel van een snelle feedback, de mogelijkheid om de vereisten of het 
ontwerp te wijzigen of de vereisten te begrijpen of het ontwerp aan te passen. 
 
Het Unified Process (UP), Feature driven development (FDD), en andere methodes promoten 
lichtgewicht incrementele modellering in een iteratieve en evolutionaire geest. Ze koesteren geen 
ambitie om een volledig use-casemodel of domeinmodel op te stellen en dan pas over te gaan naar 
programmeren in bijvoorbeeld Java. In de context van time-boxed iteratieve ontwikkeling moeten we 
starten met een stukje analyse en ontwerp (een paar uur per dag). 
 
 
2.9 Architectuurgebaseerde softwareontwikkeling 
 
Een architectuur beschrijft de algemene structuur van een systeem in termen van 
systeemcomponenten, de rollen die ze spelen en hun onderlinge relaties. De aandacht voor 
systeemspecificaties op architectuurniveau legt extra nadruk op softwaremodellering: de 
architectuurbeschrijving vormt de basis voor verdere softwareontwikkeling. Figuur 2.1 toont  in UML-
notatie de inbedding van het gebruik van architectuur en standaardoplossingen (bijvoorbeeld, Model-
View-Control architectuur) in het softwareontwikkelingsproces. De overgang van het domeinmodel 
naar het ontwerpmodel  wordt gerealiseerd door verschillende architectuurlagen. 
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Figuur 2.1:  Modelelementen voor de beschrijving van een softwarearchitectuur. 
 
Modellen zijn abstracties van de werkelijkheid, vastgelegd door ontwikkelprocessen. Een model 
bestaat uit verschillende artefacts (diagrammen en tekstdocumenten). Als eerste stappen in het  
softwareontwikkelingsproces stellen we een use-casemodel en een domeinmodel op [1, 2]. Figuur 2.2 
toont een gedeeltelijk domeinmodel voor het tornooibeheersysteem Arena. 
 
Nadat we de eisen en het domeinmodel hebben opgesteld, kiezen de ontwikkelaars een architectuur, 
of ze stellen er één op. Ze kunnen hierbij gebruik maken van standaard architecturen en standaard 
componenten. Een voorbeeld van een standaard architectuur is de bekende 3-lagen architectuur [1, 2]. 
Een toepassing van de 3-lagen architectuur voor het tornooibeheersysteem Arena ziet u in figuur 2.3. 
 
Figuur 2.2:  Een gedeeltelijk domeinmodel voor het tornooibeheersysteem Arena. 
 
 
Figuur 2.3:  3-lagen architectuur voor het tornooibeheersysteem Arena. 
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Na de architectuurfase volgen ontwerp en implementatie van de te bouwen software [1, 2]. 
Ideale softwareontwikkeling bereikt overeenstemming tussen het probleem in kwestie, een 
architectuur en de gewenste infrastructuur. Als ontwikkelaars daarbij technische beslissingen zo lang 
mogelijk kunnen uitstellen, komt dat ten goede van de aanpasbaarheid en herbruikbaarheid van het 
systeem. De afzonderlijke ontwikkelingsfasen komen in principe voor in ieder software-
ontwikkelingstraject, maar niet noodzakelijk met dezelfde invulling [1, 2]. De ontwikkelingsfasen 
worden doorlopen in meerdere afzonderlijke iteraties [4]. 
 
Bij hergebruik van de verworven kennis en de opgedane ervaring kan de kwaliteit van de opgestelde 
modellen aanzienlijk toenemen. Het gebruik van standaardarchitecturen en -oplossingen kan het 
ontwikkelproces aanzienlijk verbeteren en versnellen.  
Op basis van het in figuur 2.1 geschetste ontwikkeltraject kunnen we de criteria voor 
systeemontwikkelingsmethodologieën onderverdelen in: 
 
• ondersteuning van abstractieniveaus, 
• meta-ondersteuning. 
 
Ondersteuning van abstractieniveaus 
 
Ontwikkelaars kunnen op verschillende abstractieniveaus naar systemen kijken. De resultaten van de 
verschillende activiteiten van het ontwikkelproces worden vastgelegd in modellen. Tussen de 
verschillende soorten modellen bestaan logische verbanden. In feite zijn het verschillende ‘views’ op 
één en hetzelfde onderliggende model. Iedere view van vereisten tot en met code biedt de 
ontwikkelaar een andere beperkte kijk op dezelfde software. Views vereenvoudigen daardoor de 
omgang met grote, complexe systemen. Views worden meestal weergegeven door afzonderlijke UML-
diagrammen (zie figuur 2.1).  
 
Meta-ondersteuning 
 
Een methodologie moet niet alleen ondersteuning bieden voor de afzonderlijke fasen in het 
ontwikkelingsproces. Vragen als ‘Met welke stap moet ik beginnen?’, ‘Wat zijn de relevante concepten 
in deze stap en hoever moet ik deze uitwerken?’ en ‘Wat is de volgende stap?’ zijn voor de 
ontwikkelaar vaak moeilijk te beantwoorden. 
 
Een ontwikkelmethode beschrijft een koppeling tussen activiteiten, modellen en notatie enerzijds, en 
een ontwikkelproces anderzijds. Het proces beschrijft de te volgen stappen en de onderlinge volgorde 
van deze stappen. Idealiter zouden ontwikkelaars niet alleen ondersteund moeten worden bij het 
opstellen van modellen, maar ook bij het beslissen wanneer bepaalde activiteiten plaats zouden 
moeten vinden. 
 
De onderverdeling in ondersteuning van abstractieniveaus en meta-ondersteuning is een eerste aanzet 
tot een concreet referentiekader voor de vergelijking van methodologieën. Dit is het onderwerp van 
hoofdstuk 3. Een algemeen aanvaarde methode voor dit onderzoek is bij mijn weten niet bestaande. 
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Hoofdstuk 3 
 
Een referentiekader voor de vergelijking van methodes en 
technieken 
 
 
 
 
 
In sectie 1.1 van hoofdstuk 1 werden de algemene problemen behandeld bij de ontwikkeling van 
software. In sectie 2.9 van hoofdstuk 2 werd een kort overzicht gegeven van het verloop van 
softwareontwikkeling in een architectuurgebaseerde omgeving. Op basis van dit model stelden we 
twee criteria voorop: 
 
• ondersteuning van abstractieniveaus, 
• meta-ondersteuning. 
 
Dit hoofdstuk gaat verder in op het criterium ‘ondersteuning van abstractieniveaus voor de evaluatie 
van ontwikkelingsmethodologieën. In sectie 3.1, 3.2 en 3.3 verfijnen we de twee criteria tot fijnmazige 
referenties. In hoofdstuk 4 komt de Arena gevalstudie aan bod. 
 
 
3.1 Evaluatiestappen 
 
Om een vergelijking tussen de methodologieën van Bruegge en Larman te kunnen maken moeten 
kwantitatieve en kwalitatieve aspecten van beide methodologieën worden afgewogen tegenover een 
aantal kwaliteitsfactoren. In deze thesis worden alleen de categorie van factoren voor analyse en 
ontwerp onderzocht. 
 
Kwaliteit kan vanuit verschillende invalshoeken benaderd worden en is nooit absoluut, maar 
afhankelijk van de behoeften en voorkeuren van een individuele gebruiker (ontwikkelaar). Kwaliteit is 
in vele gevallen slechts beperkt kwantitatief te toetsen [53]. 
 
3.1.1 Kwaliteit 
 
Bij het formuleren van kwaliteitscriteria staan twee vragen centraal: 
 
• Wat wordt verstaan onder kwaliteit van een softwareproces? 
• Hoe bepaalt men welke kwaliteit nodig is? 
 
Volgens Van Dale is kwaliteit een bepaalde gesteldheid, hoedanigheid, mate waarin iets geschikt is 
om voor een bepaald doel te gebruiken [51].  
Garvin beschrijft en ordent op basis van onderzoek in de productie-industrie verschillende soorten 
kwaliteitsdefinities [52, 53]. De inzichten vanuit de productie-industrie kunnen we ook toepassen in 
het vakgebied software engineering. Van de vijf soorten definities van kwaliteit die we volgens Garvin 
kunnen onderscheiden wordt in deze studie alleen de gebruikersgerichte invalhoek toegepast. 
 
In deze invalshoek wordt kwaliteit beschouwd als datgene waardoor een product of voorwerp 
voldoet aan de individuele wensen en behoeften van gebruikers. Met andere woorden kwaliteit is wat 
de gebruiker ervan vindt. Kwaliteit is volgens deze opvatting subjectief en alleen op ‘kwalitatieve’ 
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wijze te meten en te toetsen. De gebruikersgebaseerde definitie heeft betrekking op die eigenschappen 
van producten die voor de gebruikers van doorslaggevend belang zijn. Het hanteren van deze 
definitie wil zeggen dat we ons richten op een geschikte combinatie van kenmerken van de processen 
die voor de ontwerper kwaliteit betekenen. De beperking van deze definitie voor de vergelijkende 
studie van processen houdt in dat individuele behoeften en voorkeuren van ontwikkelaars moeten 
verenigd worden zodat voldaan wordt aan ‘de kwaliteitseisen’ voor ontwikkelaars. Echte kwaliteit 
heeft echter ook te maken met extra’s waardoor ontwikkelaars enthousiast worden, geïnspireerd 
geraken enz. 
 
De afgelopen decennia werden veel benaderingen, methoden en technieken in het vakgebied van de 
software engineering ontwikkeld om zo goed mogelijk aan de eisen van de ontwikkelaars te voldoen. 
De kwaliteitseisen van ontwikkelaars zijn verenigd in de verschillende fasen van het ontwikkelproces, 
zoals: 
 
• het opstellen van eisen, of het identificeren van de behoeften van de gebruiker, 
• het analyseren van eisen, 
• het ontwerpen van een systeem. 
 
Het ontwerpen van software is mensenwerk, het eindproduct is dus niet alleen afhankelijk van een 
goed proces, maar vooral van factoren die met mensenwerk samenhangen, zoals: de eigenschappen 
van de organisatie, de kennis en het gedrag van het ontwikkelteam en de individuen in dat team. 
Resources zijn mensen en middelen. Daarom komen ook kosten en tijd aan de orde. Al deze extra 
kwaliteitsbepalende factoren worden niet behandeld in deze thesis. 
 
 
3.2 Het evaluatiemodel 
 
Het evaluatiemodel is een weergave van factoren die voldoende relevant zijn om een evaluatie te 
kunnen formaliseren.  
 
In de objectgeoriënteerde analyse en ontwerp gaan we ervan uit dat er niet noodzakelijk een beste 
oplossing moet gevonden worden [2]. Oplossingen voor een probleembeschrijving moeten gezien 
worden vanuit de context van bruikbaarheid. Vanuit de methodologie gezien kunnen we hetzelfde 
zeggen: ‘Hoe bruikbaar is ze om tot een ‘goede’ oplossing te komen?’. Factoren die hiertoe bijdragen 
zijn: 
 
• De invulling van functionele en niet-functionele eisen, 
• De communicatie tussen ontwikkelaars. 
 
Om de graad van meetbaarheid van deze doelstellingen te bepalen is veel ervaring vereist. 
 
Use cases zijn niet objectgeoriënteerd. De aanmaak van use cases kan dus niet gemeten worden aan de 
hand van OO-concepten. Ze hebben ze dus een aanzienlijk lagere gewichtsfactor vergeleken met de 
concepten die wel OO zijn. 
Daartegenover zijn heuristieken, methoden en technieken alsook kennis en ervaring in het toekennen 
van verantwoordelijkheden aan objecten en de communicatie tussen objecten kritisch omdat ze:  
 
1. nodig zijn om tot een goed ontwerp te komen, 
2. schaalbaarheid en onderhoudbaarheid van het systeem beïnvloeden. 
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De meeste aandacht in de vergelijkende studie moet dan ook gaan naar het toekennen van de 
verantwoordelijkheden aan objecten en de samenwerking tussen objecten. 
Vanuit de gebruikersgerichte (ontwikkelaars) invalshoek van kwaliteit [52,53] en software engineering 
komen we tot de volgende evaluatiecriteria voor methodologieën [25]: 
 
• de mogelijkheid om use cases aan te maken (vereistenanalyse), 
• de mogelijkheid om concepten, associaties en attributen vast te leggen in een domein- of 
analyse-objectmodel (analyse), 
• de mogelijkheid om contracten op te stellen, 
• de mogelijkheid om verantwoordelijkheden en samenwerkingen tussen software 
componenten vast te leggen (architectuur en patronen), 
• de mogelijkheid om alles samen te vatten in een ontwerpklassediagram (objectontwerp), 
• de mogelijkheid om ontwerpartefacten te mappen naar klassedefinities in een 
objectgeoriënteerde programmeertaal (implementatie). 
 
De volgende objectieven worden verder uitgewerkt in deze thesis: 
 
3.2.1 Vereistenanalyse 
 
Het hoofddoel van vereistenanalyse bestaat er volgens de software engineering in de functionele en 
niet-functionele systeemeisen te identificeren en vast te leggen in een voor gebruikers en 
opdrachtgever begrijpelijk model [25]. Aangezien de vereistenanalyse niet objectgeoriënteerd is 
worden de volgende benaderingen tussen de auteurs vergeleken: 
 
• het vereistenmodel (de verschillende artefacten), 
• de probleembeschrijving, 
• de manier van eisengaring (functionele en niet-functionele), 
• de aanwezigheid van metrieken om de eindevaluatie te valideren. 
 
3.2.2 Analyse 
 
De analyse onderzoekt de vereisten van het probleemdomein, door de nadruk te leggen op het zoeken 
en beschrijven van de concepten uit het probleemdomein [25]. Het analysemodel is een belangrijk 
artefact voor systeemontwikkelaars. In de evaluatie komen de volgende punten aan bod: 
 
• het model (domeinmodel/analyse-objectmodel), 
• het opsporen van de elementen (concepten, associaties, attributen en operaties), 
• de aanwezigheid van metrieken om de eindevaluatie te valideren. 
 
3.2.3 Contracten 
 
Een contract is beperking op de toestand van objecten [1]. Het wordt beschreven in: 
 
• pre-en postcondities, 
• invarianten, 
• overerving van contracten. 
• aanwezigheid van metrieken om de eindevaluatie te valideren. 
 
Contracten spelen een belangrijke rol bij kritische systemen zoals medische apparatuur met embedded 
software of systemen voor de besturing van een vliegtuig. Misverstanden tussen klant en ontwerper 
of tussen ontwerper en implementator kunnen bij zulke systemen rampzalige gevolgen hebben. Een 
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zeer nauwkeurige, formele specificatie is dan gewenst in termen van pre- en postcondities en 
invarianten. De volgende punten komen in de evaluatie aan bod: 
 
• de fase waarin contracten vastgelegd worden, 
• de specificatietaal, 
• de kwaliteitsmetrieken om het eindproduct te evalueren. 
 
3.2.4 Architectuur en patronen 
 
Software-architectuur is het hoog-niveau ontwerp van een systeem. Het beschrijft de belangrijkste 
eigenschappen van het systeem en is de primaire plaats om kwaliteitseigenschappen te waarborgen.  
Methodologen bieden ontwikkelaars verschillende gezichtspunten op het te ontwikkelen systeem. Dit 
gebeurt doorgaans op verschillende abstractieniveaus [1, 2]. Ook binnen een ontwerpfase kunnen we 
verschillende soorten ontwerpabstracties op een bepaalde manier gebruiken. Een voorbeeld hiervan is 
het gebruik van architecturen en patronen. 
 
Op architectuurniveau krijgt de algemene structuur van een systeem vaste vorm. Op een wat lager 
abstractieniveau werkt men met patronen. Zo zal het gebruik van GoF-ontwerppatronen en GRASP-
patronen deel uitmaken van het ontwerpproces [6, 2]. Hoe wordt het vastleggen van hogere 
ontwerpabstracties zoals architectuur en patronen ondersteund door Bruegge en Larman? De 
volgende punten komen aan bod: 
 
• de indeling in subsystemen, 
• de gelaagde architectuur, 
• het gebruik van patronen, 
• de aanwezigheid van metrieken om de eindevaluatie te valideren. 
 
3.2.5 Objectontwerp 
 
De objectontwerpfase is de overbrugging tussen de analyse- en ontwerpfase. De toekenning van de 
verantwoordelijkheden aan klassen en de communicatie tussen klassen krijgen vaste vorm. Om een 
kwalitatieve implementatie en maximaal voordeel uit de scheiding van verantwoordelijkheden te 
kunnen halen moeten zowel de analyse als ontwerpartefacten (zoals UML interactiediagrammen en 
ontwerpklassediagrammen) en de in hoofdstuk 2 besproken principes van hergebruik en flexibiliteit 
lage koppeling en hoge cohesie ondersteunen. Tijdens de analyse houden we nog geen rekening met 
de ontwerpcriteria koppeling en cohesie. 
Tijdens de ontwerpfase gaan we de criteria geleidelijk aan invoeren om de kwaliteit te beoordelen. 
Omdat vereisten kunnen veranderen gedurende de ontwikkeling en nieuwe verantwoordelijkheden 
kunnen voorkomen, moeten we dus nagaan hoe deze geïntegreerd kunnen worden in de software 
levenscyclus van Bruegge en Larman. De respectievelijke iteratieve software ontwikkelingsprocessen 
zijn normaal gezien in staat om wijzigende vereisten te controleren en kwaliteitssoftware te 
produceren. 
 
Hergebruik en flexibiliteit zijn gewenste eigenschappen voor ieder objectgeoriënteerd programma. 
Het zijn eigenschappen waar we in een objectgeoriënteerd ontwerp altijd naar streven. Bij de evaluatie 
wordt, zowel op het niveau van objecten als op dat van subsystemen, nagegaan wat deze termen 
betekenen en waarom het zulke wenselijke eigenschappen zijn (zie sectie 2.5). 
De volgende punten komen aan bod: 
  
• het ontwerpmodel, 
• het toekennen van verantwoordelijkheden aan klassen, 
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• de samenwerking tussen objecten, 
• de aanwezigheid van metrieken om de eindevaluatie te valideren. 
 
 
3.3 Facetten die niet onderzocht worden 
 
De technische analyse en ontwerp omvat meer dan de in sectie 3.2 besproken facetten. De volgende 
facetten maken geen deel uit van deze studie: 
 
3.3.1 Crosscutting concerns 
 
Tijdens het ontwikkelingsproces duiken heel wat “crosscutting concerns” op. Ze kunnen voorkomen 
in verschillende fases van de software levenscyclus. 
 
3.3.2 Refactoring 
 
Refactoring betekent dat we de structuur van objectgeoriënteerde software verbeteren zonder het 
extern zichtbaar gedrag te wijzigen. Deze techniek heeft zijn bruikbaarheid bewezen voor 
objectgeoriënteerde softwareontwikkeling van een programma op broncode niveau. 
 
3.3.3 Object persistentie 
 
In objectgeoriënteerde programmeertalen zoals Java is een object een instantie van een klasse. 
Objecten van een klasse hebben tijdens de uitvoering van een programma een bepaalde toestand (de 
waarden van de instantievariabelen). De toestand wil je dikwijls behouden tussen verschillende 
oproepen van het programma (meestal in een databank): het opslaan van objecten noemt men object 
persistentie. 
 
3.3.4 Documentatie 
 
Een ontwerp van een complex systeem bestaat al snel uit een grote hoeveelheid objecten en 
uitgebreide scenario’s voor de interactie tussen deze objecten. 
 
 
3.4 Evaluatie van methodologieën in de praktijk 
 
Hoe zouden methodologieën de ontwikkelaar kunnen ondersteunen bij de ontwikkeling van betere 
software? Dit laatste hangt nauw samen met het belang van software architectuur. Op basis van een 
architectuur-gebaseerd softwareontwikkelingsproces kwamen een aantal facetten aan het licht die 
nuttig zijn bij de vergelijkende studie van methodologieën. Welke rol spelen deze facetten in de 
praktijk? Hoe ziet een concrete selectie van een methodologie op basis van architectuur-gebaseerde 
softwareontwikkeling er uit? De tot nu toe besproken facetten vormen in feite de aanzet tot een 
referentiekader voor methodologieselectie. Deze thesis breidt de aanzet met meer gedetailleerde 
selectiecriteria uit: fijne criteria vastleggen is in dit werk een belangrijke doelstelling. Figuur 3.1 geeft 
weer hoe de facetten van toepassing kunnen zijn bij de selectie of evaluatie van een methodologie. 
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Figuur 3.1:  Methodologie-selectietraject. 
 
We gebruiken de gevalstudie Arena, een tornooibeheersysteem voor spellen (hoofdstuk 4), voor deze 
vergelijkende studie. Tabel 1 geeft een samenvatting van het gebruikte referentiekader. 
 
Tabel 3.1:  Referentiekader voor de evaluatie van methodologieën. 
facet categorie van criteria 
vereistenanalyse 
 
• probleembeschrijving 
• model voor functionele vereisten 
• niet-functionele vereisten 
• kwaliteitscriteria om het eindproduct te evalueren 
 
analyse 
 
• model 
• identificatie van elementen 
• kwaliteitscriteria om het eindproduct te evalueren 
 
contracten • ontwikkelingsfase 
• specificatie 
• kwaliteitscriteria om het eindproduct te evalueren 
 
architectuur en 
patronen 
• indeling in subsystemen 
• gelaagde architectuur 
• gebruik van patronen 
• kwaliteitscriteria om het eindproduct te evalueren 
 
objectontwerp • ontwerpmodel 
• toekennen van verantwoordelijkheden aan klassen 
• samenwerking tussen objecten 
• kwaliteitscriteria om het eindproduct te evalueren 
 
 
Deze studie vult het referentiekader aan met concrete evaluatiecriteria. Deze concrete evaluatiecriteria 
gaan vooral dieper in op moderne inzichten in objectgeoriënteerd ontwikkelen. Het gebruik van een 
evaluatiereferentiekader helpt de aandacht te verleggen van details naar de gewenste rol van 
methoden en technieken in het ontwikkelingsproces. 
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Hoofdstuk 4 
 
Gevalstudie Arena tornooibeheersysteem 
 
 
 
 
 
 
De Arena gevalstudie komt uit de praktijk: hoe organiseren spelbedrijven tornooien [45]? 
 
Het Arena systeem heeft een duidelijk probleemdomein. Heel wat vereisten en ontwerpproblemen 
vragen om een oplossing. Bovendien is het een realistisch probleem: de ontwikkeling van een 
gedistribueerde multi-player online spelomgeving voor de organisatie en begeleiding van tornooien, 
actief op meerdere platformen in een peer-to-peer netwerkomgeving. 
 
Arena is spelonafhankelijk. Organisatoren kunnen een nieuw spel toevoegen aan de Arena 
spelinterface en dit uploaden naar de Arena server. Arena kan ook tornooien van spelers en 
toeschouwers die zich gelijk waar op het internet bevinden aankondigen en begeleiden. Organisatoren 
kunnen ook nieuwe tornooistijlen definiëren, matchen organiseren voor spelers en klassementen 
berekenen door hun overwinningen en verliezen te registreren (en een speler tot winnaar uitroepen). 
 
Arena is een niet-triviaal en reëel voorbeeld waarbij we veel technische zaken (vb. toegangscontrole, 
…) en methodes (vb. toepassing van ontwerppatronen, specificeren van contracten, …) kunnen 
uitproberen. Bovendien is Arena een erg verfijnings- en uitbreidingsvriendelijk systeem.  
 
We starten met de initiële probleembeschrijving van de opdrachtgever en ontwikkelen zowel een use 
case model als een initieel domeinmodel (analyse objectmodel). We focussen ons op de realiteit, 
beschrijven eerst de verschillende artefacts en verfijnen ze later. Het is de bedoeling om over 
realistische trade-offs en ontwerpbeslissingen te discussiëren met het accent op operationele details 
die typisch niet zichtbaar zijn in illustratieve voorbeelden. Voor een goed begrip: ‘Arena’ is het 
algemene systeem, ‘arena’ is een specifieke instantie van het systeem. 
 
Gevalstudies kunnen starten als memo van de opdrachtgever, aangevuld met een aantal gesprekken 
en eventueel documenten over de belangrijkste functionaliteiten. Een gevalstudie kan echter ook een 
onmiddellijke probleembeschrijving zijn. Een business case kan ook een onderdeel zijn van de visie. 
Het geeft ook aan wat het systeem oplevert en waarom een investering in ontwikkeling de moeite 
waard is. Deze waarde hoeven we niet in geld uit te drukken. Het kan ook bijvoorbeeld om 
kwaliteitsverhoging van geboden dienstverlening gaan. 
  
We presenteren de gevalstudie hier als een visie of probleembeschrijving. Voor we echt van start gaan, 
geven we een kort antwoord op de vraag: “Wat is een probleembeschrijving?”.  
  
Probleembeschrijving (visiedocument) 
 
De projectmanager en de opdrachtgever maken een dergelijke probleembeschrijving op. Beiden willen 
een beter zicht krijgen op het systeem. De probleembeschrijving behandelt de huidige situatie, de te 
ondersteunen functionaliteit en de omgeving waarin het systeem moet draaien. Ze bepaalt ook de 
documenten die de opdrachtgever verwacht, de datum van oplevering en een verzameling van 
aanvaardbaarheidscriteria.  
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De probleembeschrijving kan ook beperkingen opleggen voor de ontwikkelomgeving, zoals de te 
gebruiken programmeertaal. De probleembeschrijving is geen nauwkeurige en volledige specificatie 
van het systeem. Het is eerder een erg degelijke samenvatting van twee projectdocumenten die nog 
moeten worden opgemaakt: het vereistenanalysedocument en het software project management plan [1]. 
 
De projectmanager en de opdrachtgever stellen de probleembeschrijving iteratief op. De opmaak is 
enerzijds een onderhandelingsactiviteit en informatiegaring anderzijds. Elke partij maakt kennis met 
de verwachtingen en beperkingen van de andere. Naast de zeer nauwkeurige beschrijving van de 
functionaliteit van het systeem kunnen ook concrete voorbeelden voorkomen, om er zeker van te zijn 
dat beide partijen dezelfde mening delen. Scenario’s beschrijven vaak zowel de actuele als de 
toekomstige situatie. 
 
Een voorbeeld van een probleembeschrijving volgens Bruegge: 
 
PROBLEEMBESCHRIJVING 
 
1. probleemdomein en objectieven, 
2. scenario’s, 
3. functionele vereisten, 
4. niet-functionele vereisten, 
5. productieomgeving, 
6. documenten, deadlines en aanvaardbaarheidscriteria. 
 
Sectie 1 beschrijft het probleemdomein. Sectie 2 behandelt scenario’s voor de interactie tussen de 
gebruikers en het systeem: de essentiële functionaliteit. Er komen scenario’s voor zowel de huidige als 
de toekomstige situatie. Sectie 3 geeft een samenvatting van de functionele vereisten. Sectie 4 vat de 
niet-functionele vereisten samen, inclusief de beperkingen van de opdrachtgever, zoals de keuze van 
de programmeertaal, herbruikbaarheid van componenten of de keuze van een afzonderlijk testteam. 
Sectie 5 beschrijft de productieomgeving, inclusief de platformvereisten, een beschrijving van de 
fysische omgeving, gebruikers, enz. Sectie 6 geeft de lijst van alle documenten en hun deadlines. 
 
De probleembeschrijving omvat alleen de essentiële punten voor systeemanalyse en -ontwerp.  
 
Planning: belangrijke mijlpalen 
 
• planning- en vereistenanalyse, 
• ontwerp, 
• objectontwerp, 
• implementatie in bijvoorbeeld Java, 
• integratie, 
• demonstratie, 
• projectarchivering, 
• review. 
 
Opmerking 
 
Larman heeft geen specifiek document voor de opmaak van de probleembeschrijving [2]. Pas tijdens 
de vereistenanalyse wordt, conform het Unified Proces, een visiedocument opgemaakt (zie hoofdstuk 
5).  
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4.1. Het probleemdomein 
 
Initiële probleembeschrijving 
 
Na een initiële vergadering met de opdrachtgever maken de projectmanager en de opdrachtgever de 
onderstaande probleembeschrijving op. Deze korte tekst beschrijft het probleem en de vereisten in 
detail en heeft nog niets te maken met een budget of een opleveringsdatum. 
 
ARENA probleembeschrijving (visiedocument) 
 
De populariteit van het Internet en het World Wide Web creërden de mogelijkheid voor een grote 
variëteit aan virtuele communities ook wel ‘organisatiewebsites’ genoemd. Dat zijn groepen van 
mensen met een gemeenschappelijke interesse. Ze hebben mekaar echter nog nooit persoonlijk 
ontmoet. Zulke virtuele communities kunnen van korte duur zijn (vb., een groep mensen ontmoeten  
elkaar in een chat room of spelen een tornooi) of van langere duur (vb., inschrijvers op een 
mailinglijst). Ze kunnen bestaan uit kleine groepen mensen of vele duizenden. 
 
Vele multi-player computerspellen bieden ondersteuning voor virtuele communities: de spelers van 
een bepaald spel. Spelers kunnen nieuws ontvangen over spel-upgrades, nieuwe speelvelden en 
spelregels. Ze kunnen matchen aankondigen en organiseren, scores vergelijken en tips uitwisselen. 
Een spelbedrijf gebruikt deze infrastructuur om inkomsten te genereren of om zijn producten te 
adverteren. 
 
Elk spelbedrijf ontwikkelt tegenwoordig de ondersteuning voor zo’n community in elk individueel 
spel. Elk bedrijf gebruikt een verschillende infrastructuur, verschillende concepten en voorziet 
verschillende niveaus van ondersteuning. Deze redundantie en inconsistentie resulteren in heel wat 
nadelen, zoals de leercurve voor spelers bij het toetreden tot elke nieuwe communauteit, voor 
spelbedrijven die de ondersteuning van nul moeten opbouwen en voor adverteerders die elke 
individuele communauteit afzonderlijk willen contacteren. Meer nog, deze oplossing biedt weinig 
mogelijkheden voor kruisbestuiving tussen de verschillende communities. 
Het Arena project gaat dus op zoek naar een generieke infrastructuur voor virtuele spelcommunities. 
 
 
4.2 Objectieven 
 
De streefdoelen van het Arena project zijn: 
 
• een infrastructuur voor de werking van een arena, met inbegrip van de registratie van nieuwe 
spellen en spelers, de organisatie van tornooien en de opvolging van de scores van de spelers, 
• een raamwerk voor de leden van de liga zodat ze aanpassingen kunnen doen aan het aantal 
en de volgorde van de matchen enerzijds en de aangroei van punten voor het klassement 
anderzijds, 
• een raamwerk voor de spelontwikkelaars, de ontwikkeling van nieuwe spellen of de 
aanpassing van bestaande spelen in het Arena raamwerk, 
• een infrastructuur voor adverteerders. 
 
 
4.3 Voorbeeldscenario’s 
 
In deze sectie illustreren we typische scenario’s van systeemgebruik. In de secties 4.4 en 4.5 definiëren 
we het bereik van het systeem.  
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4.3.1 Werking van een arena 
 
Alice wil wereldwijde monopoly-spellen activeren. Ze heeft, als onderdeel van een software 
engineering cursus, een monopoly-spel ontwikkeld dat past in het Arena spelraamwerk. Ze koopt een 
server en huurt een permanente hoge bandbreedte verbinding, installeert de Arena infrastructuur op 
de server en doet een upload van haar monopoly-implementatie. 
 
Ze definieert een knock-out tornooistijl, waarbij de deelnemers reeksen van drie spellen spelen. De 
winnaar van twee of meer spellen, in een gegeven reeks, wint de reeksen en gaat naar het volgende 
niveau, de verliezer is uitgeschakeld. Een raamwerk voor tornooistijlen stelt Alice in staat om  
meerdere complexe tornooistijlen te definiëren. In dit geval schrijft Alice een nieuwe Java klasse 
gevolgd door een upload naar de infrastructuur. 
 
Tenslotte definieert Alice een formule voor het ’Winner takes all’-klassement, waarbij de winnaar van 
een monopoly-spel klassementspunten vergaart. Klassementen bepalen de tornooitabel: hoog 
geklasseerde spelers kunnen elkaar dus niet ontmoeten in de eerste ronden.  
 
4.3.2 Organisatie en een tornooi spelen 
 
Jan, een vriend van Alice, is een monopoly-freak. Hij wil graag een tornooi organiseren. Alice 
registreert Jan in de arena als een ligalid. Jan definieert eerst een monopoly-liga voor beginners. Gelijk 
welke speler mag hieraan deelnemen. De tornooien in deze liga, alleen voor monopoly-spelers, 
hanteren de knock-out stijl volgens de formule ‘Winner takes all’, zoals door Alice gedefinieerd. Jan 
plant het eerste tornooi in de liga voor 16 spelers en het tornooi start de volgende dag. Hij kondigt het 
tornooi aan, over het Web, in een grote variëteit aan fora en stuurt mail naar leden van andere 
monopoly-communities. Spelers worden toegelaten op basis van het ‘eerst komt, eerst maalt-principe’. 
Ze registreren zich en ontvangen een elektronische token die ze kunnen gebruiken in dit tornooi. 
 
Het tornooi start op het geplande tijdsstip. Elke speler krijgt een match toegewezen. De speler heeft 
een beperkte tijd om hiermee te starten. Op dat ogenblik starten de spelreeksen. Indien een speler niet 
komt opdagen, verliest hij de match met forfait. Na de reeksen krijgen de winnaars de volgende match 
toegewezen. De tokens van de verliezers vervallen. Het tornooi gaat door tot de laatste reeksen 
gespeeld zijn. Een speler wordt tot winnaar van het tornooi uitgeroepen. Hij/zij ontvangt een virtuele 
tornooitrofee. De winnaar van het tornooi krijgt ook klassementspunten. Gedurende het tornooi 
kunnen toeschouwers de matchen volgen via de webserver. 
 
Jan kan nu nog tornooien organiseren in de liga door opnieuw spelers op de hoogte te brengen van  
de datum en hun prioriteit t.o.v. nieuwe spelers. 
 
4.3.3 Adverteren 
 
Terwijl Alice beslist om de arena op vrije basis te runnen, probeert zij haar werkingsonkosten te 
dekken door advertenties. Adverteerders kunnen advertenties displayen tijdens de individuele 
matchen of ze kunnen exclusieve sponsor van een tornooi worden. De organisatie laadt de 
advertentiebanners op voor het tornooi begint. De betrokken partijen leggen de betalingsafspraken  
vast. Het aantal toeschouwers en spelers bepaalt de advertentie-inkomsten. 
 
4.3.4 Uitbreiding van arena 
 
Door het succes van de monopoly-tornooien willen spelers hun spellen toevoegen aan arena. Ben, een 
dobbelsteenspel-freak past zijn single user spel aan het Arena spelraamwerk aan. Hij definieert een 
liga voor het dobbelsteenspel met bijhorend tornooischema: elke speler moet het spel tienmaal spelen. 
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Bij een totaal van zeven voegt de speler tien punten toe aan zijn score. De speler met de hoogste score 
wint het tornooi. Ben biedt het tornooi aan en verwerft de exclusieve sponsoring van een automerk. 
 
 
4.4 Functionele vereisten 
 
Arena ondersteunt vijf gebruikerstypes. Ze bezitten de volgende vaardigheden: 
 
• Operator: 
o voegt nieuwe spellen toe, 
o definieert nieuwe tornooistijlen (vb., knock-out tornooien, kampioenschappen, beste 
van reeksen), 
o legt nieuwe klassementsformules vast, 
o beheert het gebruikersbestand (nieuwe spelers en ligaleden registreren, nieuwe 
adverteerders toelaten). 
o  
• Ligaleden: 
o definiëren een nieuwe liga (selecteer spel + tornooistijl + klassementsformule + 
beginconditie), 
o  organiseren tornooien (selecteren liga + planning), 
o kondigen tornooien aan binnen de liga, 
o begeleiden tornooien (spelers toelaten, tornooi starten/cancelen, winnaar uitroepen en 
tornooi afsluiten). 
 
• Spelers:  
o registreren zich in een arena (vullen contactinformatie in, specifiëren spelinteresses, 
laten interesses weten), 
o doen aanvraag bij een liga, 
o spelen de toegewezen matchen/stappen uit het tornooi.  
 
• Toeschouwers (moeten zich niet registreren in een arena): 
o volgen gelijk welke match ‘live’ op hun scherm, 
o raadplegen scores en statistieken van gespeelde matchen en spelers.  
 
• Adverteerder(s): 
o laden nieuwe advertenties op, 
o selecteren een advertentieschema, (vb. tornooisponsor, matchsponsor, ligasponsor, 
enz.), 
o raadplegen het verschuldigde bedrag, 
o zeggen een advertentie op. 
 
 
4.5 Niet-functionele vereisten 
 
• Lage uitbatingkost.  
• De operator moet de installatie en administratie van een arena kunnen beheren zonder 
bijkomende softwarecomponenten en zonder de hulp van een fulltime systeemadministrator. 
• Uitbreidbaarheid. De operator moet nieuwe spellen kunnen toevoegen en nieuwe tornooistijlen/ 
klassementsformules bepalen. Zulke toevoegingen mogen het systeem tijdelijk onderbreken 
om er nieuwe modules (vb., Java klassen) aan toe te voegen zonder dat er systeemwijzigingen 
nodig zijn (spelonafhankelijkeid: de operator kan na deployment nieuwe spellen toevoegen). 
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Voorbeeld: we kunnen het ARENA systeem initieel deployen met een monopoly-spel en later 
configureren met een dobbelsteenspel zonder de ARENA-code te wijzigen. 
• Schaalbaarheid. Het systeem moet ondersteuning geven voor meerdere parallelle tornooien 
(vb., 10), elk tot 64 spelers en honderden simultane toeschouwers. 
• Lage bandbreedte netwerk. Spelers moeten matchen kunnen spelen via een 56K analoge modem 
of sneller. 
 
 
4.6 Productieomgeving: minimumvoorwaarden 
 
• Alle gebruikers hebben toegang tot een arena met een web browser die cookies, Javascript, en 
Java applets ondersteunt. De administratieve functies van de operator (vb., toevoeging van 
nieuwe spellen, tornooistijlen en gebruikers) zijn niet toegankelijk via het web. 
• Arena kan draaien op elk Microsoft of Unix operating system (vb., MacOS X, Linux, Solaris). 
 
Source code vereisten 
• Alle source code moet Java zijn, versie 1.4 compatibel. Het case tool Together Control Center 
versie 6.2 / Designer 2005 van Borland maakt de broncode aan. Alle broncode moet 
compileerbaar en uitvoerbaar zijn. 
• Elke interface en klasse (met uitzondering van ‘inner classes’) is een file op zich.  
• Elke source file bevat een package statement (een deel van het ontwerpproces omvat de 
organisatie van klassen en interfaces in afzonderlijke packages). 
 
 
4.7 Documenten 
 
De vereiste documenten zijn: 
 
• Systeem: vereistenanalyse, analysemodel, systeemontwerp (architectuur) en ontwerpmodel. 
• Management: probleembeschrijving (visiedocument), software project management plan. 
• Gebruiker: gebruikershandboek. 
• Executables: klassefiles, HTML download pagina. 
 
De Arena gevalstudie bevat een aantal spellen zoals: dobbelsteenspel en monopoly [2].  
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Mini gevalstudie dobbelsteenspel 
 
 
Probleem 
 
De regels zijn eenvoudig: voor elke ronde gooit de speler tien maal de twee dobbelstenen. Indien de 
som van de ogen van de twee dobbelstenen gelijk is aan zeven krijgt de speler tien punten bij (score := 
score + 10 punten). Op het einde van het spel wordt de score van de speler geregistreerd in de hoge 
score tabel. De speler mag zoveel ronden spelen als hij wil en kan alleen de hoge score tabel 
raadplegen. 
 
De objectieven van het dobbelsteenspel:  
 
• de gebruikersinterface, 
• beheer de hoge score in een file of relationele database, 
• gebruik bij de ontwikkeling een gelaagde architectuur. 
 
 
Functionele vereisten 
 
Het dobbelsteenspel ondersteunt één type gebruiker: spelers moeten matchen kunnen spelen, de 
historiek raadplegen of uit het spel stappen. 
 
 
  
Mini gevalstudie monopoly 
 
 
Probleem 
 
Monopoly is het spel waar je eigendommen koopt, verhuurt en verkoopt om je rijkdom te vergaren. 
De rijkste speler wint. Afhankelijk van het land bestaan er verschillende softwareversies van 
monopoly. Monopoly, als software, heeft typisch een mooie cliënt en web gebruikersinterfaces. 
 
 
Objectieven 
 
De regels van monopoly zijn ons welbekend. Bijna iedereen heeft dit spel gespeeld als kind of als 
tiener. De regels zijn online beschikbaar op vele websites. 
 
 
Functionele vereisten 
 
De softwareversie van het spel moet werken als een simulatie. Een persoon start het spel, geeft het 
aantal gesimuleerde spelers op en wacht op het resultaat. De monopoly-software moet ook de 
opeenvolgende gesimuleerde zetten van elke speler kunnen weergeven. 
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Hoofdstuk 5 
 
Vereistenanalyse 
 
 
 
 
 
De functionele en niet-functionele systeemeisen identificeren en vastleggen in een voor gebruikers (en 
opdrachtgever) begrijpelijk vereistenmodel (Bruegge) of use-casemodel (Larman) is het hoofddoel van 
de vereistenanalyse. In hoofdstuk 6 worden de eisen verder geanalyseerd en vastgelegd in het 
analyse-objectmodel (Bruegge) of domeinmodel (Larman), een vorm die geschikt is voor verdere 
systeemontwikkeling. 
 
Het leeuwenaandeel in dit hoofdstuk gaat naar de tekstuele beschrijving van de use cases. Dit is de 
echte vereisten- of use-casemodellering. Alhoewel UML niets zegt over de use-casetekst is alleen de 
tekst waardevol [5]. Een use-casebeschrijving is geen objectgeoriënteerd artefact. Het is enkel een 
beschrijving van de functionele vereisten en heeft een grote invloed op latere artefacten of modellen. 
 
Use cases krijgen een belangrijke rol toebedeeld in het Unified Process [5]. De UML heeft een 
elementaire use-casenotatie om weer te geven hoe actoren interageren met het systeem. De notatie 
specificeert noch een formaat voor de beschrijving van de use case, noch geeft ze aan hoe we de use 
case moeten gebruiken voor verdere modellering [5].  
 
Use cases zijn tekstdocumenten en geen diagrammen [5]. Use-casediagrammen tekenen als visueel 
hulpmiddel is alleen nuttig indien het beperkt blijft tot schetsen van de externe actoren en 
naamgeving van de use cases. Zulk een diagram dient als een soort contextdiagram voor het systeem 
[1].  
 
Het uitgebreide use-casesjabloon, dat de actor-systeem interactie in detail beschrijft, is een krachtig 
tool [5]. Ten eerste maakt het sjabloon een duidelijk onderscheid tussen de actie van de actor en het 
antwoord van het systeem door ze te scheiden in twee kolommen. Ten tweede krijgen we een 
duidelijk raamwerk voor het verdere verloop van het proces door het gebruik van sequentienummers 
voor de opeenvolging van acties, geïnitieerd door de actor en de antwoorden van het systeem. 
  
 
5.1 Vereistenmodellering volgens Bruegge 
 
De algemene benadering van software engineering is gebaseerd op een combinatie van bestaande 
objectgeoriënteerde en andere methoden. Voor de eisengaring en analyse gaat Bruegge uit van de use-
casegebaseerde methode OOSE van Jacobson. In zijn vereistenmodellering wordt vaak het verband 
gelegd met de analysefase, het onderwerp van volgend hoofdstuk. Dit omdat zowel in de 
eisengarings- als de analysefase het toekomstige systeen benaderd wordt vanuit de gebruikskant. In 
beide fasen is het contact tussen gebruikers en ontwikkelaars veelvuldig. 
 
Brugge voert voor eisengaring een aantal activiteiten uit die vooral gebaseerd zijn op vragen en 
heuristieken [1]. Ze vormen een goed vertrekpunt bij het vergaren van informatie voor de 
verschillende activiteiten en als volledigheidscontrole achteraf. 
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Het uitgangspunt is het vergaren van scenario’s waarbij gebruikers worden geobserveerd in hun 
huidige werkzaamheden en geïnterviewd [1]. Daarna worden toekomstscenario’s ontwikkeld en 
wordt de basis gelegd voor het toekomstige systeem. 
De activiteiten worden opgedeeld in: 
 
1. identificatie van actoren, 
2. identificatie van scenario’s, 
3. identificatie van use cases, 
4. identificatie van de relatie tussen actoren en use cases, 
5. identificatie van initiële analyseobjecten, 
6. identificatie van niet-functionele vereisten. 
 
De initiële probleembeschrijving wordt opgemaakt door de opdrachtgever of belanghebbenden en 
weergegeven volgens een eigen sjabloon. De volledige probleembeschrijving van Arena wordt 
weergegeven hoofdstuk 4. Het opstellen van de vereisten gebeurt door de opdrachtgever in 
samenwerking met de ontwikkelaar. Ze omvatten:  
 
• de functionele vereisten weergegeven in een vereistenmodel, 
• de niet-functionele vereisten, opgedeeld in bruikbaarheid, betrouwbaarheid, prestaties, 
ondersteunbaarheid, implementatie, gebruikersinterface, gebruik (documentatie, de 
beschikbare helpfuncties en eventuele tutorials), pakketten en wettelijke regels, 
• de mapping tussen niet-functionele vereisten en relevante use cases. 
 
We stellen het vereistenmodel en de niet-functionele vereisten op voor Arena. De uitwerkingen van 
de use case KondigTornooiAan werden overgenomen van Bruegge [1].  
 
5.1.1 Identificatie actoren, scenario’s en schermopmaak 
 
We identificeren voor elk type van gebruiker in de probleembeschrijving (hoofdstuk 4) vijf actoren 
(Operator, LigaEigenaar, Speler, Toeschouwer en Adverteerder). De basisfunctionaliteit van het systeem 
bestaat erin tornooien te organiseren en spellen te spelen. Voor deze basisfunctionaliteit ontwikkelen 
we een  voorbeeldscenario, organiseer tic tac toe tornooi (figuur 5.1). Een scenario helpt ons om de 
verwachtingen van de opdrachtgever, de grenzen van het systeem en de interactie tussen de gebruiker 
en het systeem beter te begrijpen. 
 
Voor de opmaak van schermen, als visuele ondersteuning, kunnen we gebruik maken van schetsen. 
Het ontwerp van de gebruikersinterface is een aparte taak en start pas nadat de functionaliteit 
voldoende stabiel is. 
 
Vragen voor de opdrachtgever 
 
Uitgaande van het scenario organiseer tic tac toe tornooi van figuur 5.1, stellen we een reeks vragen op 
voor de opdrachtgever (figuur 5.2). Op basis van de antwoorden van de opdrachtgever verfijnen we 
het scenario. 
 
Het voornaamste doel van “vragen voor de opdrachtgever” bestaat erin de noden van de 
opdrachtgever en het applicatiedomein te begrijpen. Eenmaal we het domein begrepen hebben en we 
een eerste versie van de vereistenspecificatie opgesteld hebben kunnen we met de opdrachtgever 
onderhandelen over de realisatie, de kosten en de prioriteiten van de vereisten. Eisenvergaring 
combineren met onderhandelen is, volgens Bruegge, in een vroeg stadium zeker af te raden. 
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Scenario 
 
Scenarionaam  
 
Deelnemende 
actor instanties 
 
Flow van 
events 
 
  
organiseer tic tac toe tornooi 
 
alice:                     Operator,  
jan:                        LigaEigenaar,  
ben:                      Toeschouwer,  
marie:                   Speler  
 
1. Jan, een vriend van Alice, is een tic-tac-toe fan en vrijwilliger om een 
tornooi te organiseren. 
2. Alice registreert Jan in Arena als een LigaEigenaar. 
3. Jan definieert eerst een monopoly beginnersliga. Gelijk welke speler 
kan deelnemen. Deze liga, toegewezen aan Tic-tac-toe spelers, 
bepaalt dat tornooien in deze liga een knock-out tornooistijl 
gebruiken, volgens de formule “ Winner Takes All”. 
4. Jan plant het eerste tornooi in de liga voor 16 spelers en het tornooi 
start de volgende dag. 
5. Jan kondigt het tornooi aan in verschillende fora op het web en 
stuurt mails naar monopoly leden van verenigingen. 
6. Ben en Marie ontvangen het mailbericht. 
7. Marie is geïnteresseerd en schrijft zich in. 19 andere spelers 
schrijven zich ook in. 
8. Jan plant 16 spelers voor het tornooi en neemt de 4 laatst 
ingeschreven spelers niet op. 
9. De 16 spelers, Marie inbegrepen, ontvangen een elektronische token 
voor de toegang tot het tornooi en het tijdstip van hun eerste match. 
10. Andere inschrijvers op de monopoly mailinglijst, Ben inbegrepen, 
ontvangen een tweede bericht over het tornooi, met de namen van 
de spelers en de planning van de matchen. 
11. Jan start het tornooi. De spelers hebben een beperkte hoeveelheid 
tijd om te starten met de match. Indien hij niet opdaagt, verliest de 
speler het spel. 
12. Marie speelt haar eerste match en wint. Ze gaat naar de volgende 
ronde en wordt gepland voor de volgende match tegen een andere 
winnaar van de eerste ronde. 
13. Na raadpleging van de home page van het monopoly tornooi merkt 
Ben de overwinning van Marie op en beslist hij om haar volgende 
match te bekijken. Hij selecteert de match en ziet de opeenvolging 
van zetten zoals ze zich voordoen. Hij ziet ook een 
advertentiebanner onderaan zijn browser, met de aankondiging van 
andere tornooien en monopoly producten. 
14. Het tornooi gaat door tot de laatste match, tot de winnaar bekend is. 
De ligagegevens met alle verworven punten in het tornooi komen in 
een bestand terecht. 
15. De winnaar van het tornooi accumuleert klassementspunten. 
16. Jan kan nu nog meer tornooien organiseren in de liga. Hij 
informeert gekende spelers over de datum en hun prioriteit t.o.v. 
nieuwe spelers. 
 
Figuur 5.1:  Scenario organiseer tic-tac-toe tornooi voor Arena. 
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Stappen 2, 7: Verschillende actoren registeren zich in het systeem. In het eerste geval, Jan registreert 
zich als een LigaEigenaar; in het tweede geval, een speler registreert zich in het systeem. 
 
• Registratie van gebruikers moet gebeuren volgens hetzelfde paradigma. Wie voorziet de 
registratie-informatie en hoe wordt de informatie gecontroleerd, gevalideerd en aanvaard? 
• Opdrachtgever: Twee processen worden door elkaar gehaald in de stappen 2 en 7, het registratieproces, 
waarbij nieuwe gebruikers (vb., een speler of een LigaEigenaar) hun identiteit bekend maken en het 
inschrijvingsproces, waarbij spelers melden dat ze deel willen nemen aan een specifiek tornooi. 
Gedurende het registratieproces zal de gebruiker informatie verschaffen over zichzelf (naam, toenaam, e-
mail) en zijn interesses (types van spellen en tornooien waarover ze wensen geïnformeerd te worden). 
De informatie wordt gevalideerd door de operator. Gedurende het inschrijvingsproces zullen spelers 
zich registreren voor het tornooi waaraan ze willen deelnemen. De LigaEigenaar gebruikt deze 
informatie om de matchen te plannen. 
• Omdat de informatie over de speler al gevalideerd werd door de operator kan de planning 
van de matchen volledig automatisch gebeuren? 
• Opdrachtgever: Ja, natuurlijk. 
 
Figuur 5.2:  Vragen opgesteld uit het scenario van figuur 5.1. Antwoorden van de opdrachtgever staan 
in italics.  
 
Hoog niveau scenario’s 
 
Na de verfijning van het eerste scenario bepalen de opdrachtgever en de ontwikkelaar de 
systeemgrenzen voor dat scenario. Dit wordt gedaan door een aantal korte scenario’s te identificeren 
voor elke actor. Deze scenario’s worden niet gedetailleerd, ze geven enkel een breed overzicht van de 
functionaliteit (figuur 5.3).  
 
 
 
Figuur 5.3:  Hoog-niveau scenario’s geïdentificeerd voor Arena. Opdrachtgevers en ontwikkelaars 
beschrijven kort de scenario’s. Ze verfijnen ze later om ambiguïteiten of onenigheden weg te werken. 
 
Wanneer er onenigheden of ambiguïteiten voorkomen worden specifieke scenario’s verder 
gedetailleerd. In deze gevalstudie zouden de scenario’s definieerKnockOutStijl en installeerTicTacToeSpel 
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kunnen worden verfijnd tot op het niveau van organiseerTicTacToeTornooi (figuur 5.1). Verfijningen 
van scenario’s omvatten meestal verschillende pagina’s. 
De volgende stap is het aanleggen van een verklarende woordenlijst van belangrijke termen. 
 
Verklarende woordenlijst 
 
De verklarende woordenlijst van de belangrijkste termen is nodig om de consistentie in de specificatie 
te bewaken en ervoor te zorgen dat we de termen van de opdrachtgever gebruiken. We stellen vast 
dat in de Arena gevalstudie Match, Spel, Tornooi en Liga applicatieconcepten zijn die nauwkeurig 
moeten worden gedefinieerd, omdat ze een verschillende interpretatie zouden kunnen hebben in 
andere spelcontexten. We realiseren dit door een actieve verklarende woordenlijst bij te houden. De 
definities worden aangepast naarmate we verder vorderen in het project (tabel 5.1).  
 
Tabel 5.1:  Verklarende woordenlijst voor Arena.  
Spel Een Spel is een competitie tussen een aantal Spelers volgens een aantal regels. In Arena 
is Spel een stukje software dat: de regels bepaalt, de vooruitgang van elke Speler 
bijhoudt, en beslist over de winnaar. Voorbeeld, tic tac toe en schaak zijn Spellen. 
Match Een Match is een gebeurtenis tussen twee of meer Spelers volgens de regels van het Spel. 
Het resultaat van de match kan zijn: één winnaar en verliezers, of een gelijkspel (er zijn 
geen winnaars of verliezers). Bij sommige Spellen is gelijkspel uitgesloten. 
Tornooi Een Tornooi is een opeenvolging van Matchen tussen Spelers. Tornooien eindigen met één 
enkele winnaar. De manier waarop Spelers punten en Matchen verzamelen worden 
gepland door de Liga die het Tornooi organiseert. 
Liga Een Liga vertegenwoordigt een community van actieve tornooien. Een Liga is 
geassocieerd met een specifiek Spel en Tornooistijl. Spelers ingeschreven in een Liga 
vergaren punten volgens een Klassementsysteem bepaald door de Liga. Voorbeeld, een 
beginnersliga voor schaak heeft een ander Klassementsysteem dan een gevorderde Liga. 
Tornooistijl De Tornooistijl definieert het aantal Matchen en bepaalt de volgorde waarin de Spelers 
spelen. Bijvoorbeeld, in een round robin Tornooistijl ontmoeten Spelers alle andere 
Spelers slechts eenmaal. In een knock out stijl gaat alleen de winnaar naar de volgende 
match. In een eenvoudige knock out stijl moet het aantal spelers een macht van 2 zijn. 
In een complexe knock out stijl wordt gelijk welk aantal spelers toegelaten. Deze 
voorwaarden zijn precondities bij het plannen van matchen.  
 
Eenmaal het bereik van het systeem goedgekeurd is tussen opdrachtgever en ontwikkelaar wordt de 
kennis geformaliseerd in hoog-niveau use cases. 
 
5.1.2. Identificatie van use cases 
 
Scenario’s worden door de ontwikkelaar gegeneraliseerd in use cases door het consolideren van de 
gerelateerde functionaliteiten. Niet gerelateerde functionaliteiten worden in meerdere use cases 
ondergebracht. 
 
Bij het nader bekijken van het scenario organiseerTicTacToeTornooi zien we dat er heel veel 
functionaliteiten in voorkomen die geïnitieerd worden door verschillende actoren. Generalisatie levert 
al snel vele pagina’s op. Splitsing in een aantal onafhankelijke use cases geïnitieerd door één actor ligt 
dus voor de hand. We beginnen met de functionaliteit ten aanzien van de gebruikers te splitsen in 
twee use cases: BeheerGebruikers, geïnitieerd door de Operator en Registreer, geïnitieerd door potentiële 
spelers en ligaleden (figuur 5.4). We identificeren een nieuwe actor Anoniem, die de potentiële 
gebruikers voorstelt die nog geen account hebben. Op dezelfde manier splitsen we de functionaliteit 
die te maken heeft met het browsen van gespeelde matchen en het beheer van gebruikersprofielen in 
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afzonderlijke use cases (BrowseTornooiHistoriek en BeheerEigenProfiel), geïnitieerd door respectievelijk 
de Toeschouwer en de Speler. Als laatste splitsen we de functionaliteit voor de creatie van nieuwe liga’s 
af in de use case DefinieerLiga. Een LigaEigenaar kan meerdere tornooien aanmaken binnen één liga. 
We gaan ervan uit dat de installatie van nieuwe spellen en stijlen gebeurt door de operator. Alle 
functionaliteit gerelateerd aan de installatie van nieuwe componenten consolideren we in de use case 
BeheerComponenten, geïnitieerd door de Operator. 
 
Al deze beslissingen stellen we voor in een use case diagram, aangevuld met een korte beschrijving 
van elke use case (figuur 5.4). Het use-casediagram als dusdanig beschrijft weinig functionaliteit en 
moet gezien worden als een overzicht van de verschillende beschrijvingen die in deze fase nog verder 
moeten worden uitgewerkt. 
  
Hoog niveau use case diagram 
 
 
  
Registreer Anonieme gebruikers registreren zich in een Arena als Speler of 
LigaEigenaar. Alvorens zich te kunnen inschrijven voor een tornooi 
moeten de spelers gekend zijn als gebruiker. Toeschouwers hoeven niet 
gekend te zijn. 
BeheerGebruikers De Operator aanvaardt registraties van LigaLeden en van Spelers, cancelt 
bestaande gebruikers, en onderhandelt met gebruikers over hun 
uitbreiding. 
BeheerComponenten De Operator installeert nieuwe spellen en definieert nieuwe tornooistijlen 
(generaliseert definieerKnockOutStijl en intalleerTicTacToeSpel). 
DefinieerLiga De LigaEigenaar definieert een nieuwe liga (generaliseert de eerste 
stappen van het scenario organiseerTicTacToeTornooi). 
OrganiseerTornooi De LigaEigenaar creëert en kondigt een nieuw tornooi aan, aanvaardt 
inschrijvingen van spelers, plant matchen, en start (kick-off) het tornooi. 
Gedurende het tornooi spelen spelers matchen en volgen toeschouwers 
de matchen. Op het einde van het tornooi krijgen spelers punten 
(generaliseert het scenario organiseerTicTacToeTornooi). 
BeheerAdvertenties De Adverteerder laadt the banners en sponsort de liga of tornooien 
(generaliseert sponsorTicTacToeBeginnersLiga). 
BeheerEigenProfiel De Spelers beheren hun eigen inschrijvingen op mailinglijsten en 
beantwoorden marketingonderzoeken. 
BrowseTornooiHistoriek Toeschouwers raadplegen statistieken van tornooien en spelers, en 
herspelen matchen die al afgelopen zijn (generaliseert het scenario 
analyseerTicTacToeTornooi). 
Figuur 5.4:  Hoog-niveau use cases geïdentificeerd voor Arena. 
 34
Hoog niveau use case OrganiseerTornooi 
 
De verschillende use cases uit het use-casediagram met hun deelnemende actoren, beginconditie, 
eindconditie en flow van events worden vervolgens verder uitgewerkt.  
In figuur 5.5, beschrijven we de opeenvolging van acties die uitgevoerd worden door de vier actoren 
(nodig om het tornooi te organiseren): de LigaEigenaar, verantwoordelijk voor de volledige activiteit; 
de Adverteerder, voor het oplossen van de exclusieve sponsoraangelegenheden; de potentiële Spelers 
die willen deelnemen; en de Toeschouwers. In de eerste stap beschrijven we de afhandeling van de 
sponsoringaangelegenheden. We maken dus eerst duidelijk dat gelijk welke sponsoring eerst moet 
worden afgehandeld alvorens het tornooi kan worden aangekondigd en de spelers zich kunnen 
inschrijven voor het tornooi. Het uitbesteden van de sponsoring was niet duidelijk beschreven in de 
scenario’s (alleen de sponsoring van liga’s werd beschreven). Na discussie met de opdrachtgever, 
hebben we beslist ook de sponsoring van een tornooi op te nemen. Dit gebeurt dan bij het begin van 
elk tornooi. Dit laat enerzijds toe nieuwe sponsors op te nemen in het systeem en anderzijds dat 
sponsors hun tornooi kunnen kiezen. Het komt er dus op neer dat het systeem de advertentiebanners 
gemakkelijker kan selecteren. 
 
In deze hoog-niveau use case hebben we de essentie van het organiseerTicTacToeTornooi scenario 
weergegeven in zes stappen, zonder in detail te treden. Door het beschrijven van elke use case op een 
hoog niveau brengen we alle relaties tussen de actoren waarvan het systeem kennis moet hebben in 
kaart. Dit resulteert tevens in een korte beschrijving van het systeem zodat het begrijpbaar is voor elke 
nieuwkomer in het project.  
 
Use case naam OrganiseerTornooi 
Deelnemende actoren Geïnitieerd door LigaEigenaar 
Communiceert met Adverteerder, Speler en Toeschouwer. 
Flow van events 1. De LigaEigenaar creëert een Tornooi en vraagt sponsoring van 
Adverteerders en kondigt het Tornooi aan (include use case 
KondigTornooiAan). 
2. De Spelers schrijven zich in voor het Tornooi (include use case 
SchrijfInVoorTornooi). 
3. De LigaEigenaar verwerkt de inchrijving van de Speler en kent hem 
matchen toe (include use case VerwerkInschrijving). 
4. De LigaEigenaar start het tornooi (include use case KickoffTornooi). 
5. De Spelers spelen de matchen zoals gepland en de Toeschouwers 
bekijken de matchen (include use case SpeelMatch). 
De LigaEigenaar roept een speler tot winnaar uit en archiveert het 
Tornooi (include use case ArchiveerTornooi).  
Beginconditie De LigaEigenaar is ingelogd in Arena. 
Eindconditie • De LigaEigenaar heeft het tornooi gearchiveerd in het Arena 
archief en de winnaar heeft nieuwe punten verworven in de liga, 
OF 
• De LigaEigenaar heeft het tornooi gecanceld en de spelers in de 
liga blijven ongewijzigd. 
Figuur 5.5:  De hoog-niveau use case OrganiseerTornooi. 
 
5.1.3. Verfijnen van use cases en identificatie van relaties 
 
Het verfijnen van use cases is nodig om de communicatie tussen de actoren onderling en tussen 
actoren en het systeem in kaart te brengen. Het is ook de bedoeling dat alternatieve en uitzonderlijke 
 35
gebeurtenissen worden ontdekt. Hiertoe doorlopen we elke stap in de flow van events in de use case 
van figuur 5.5. Het resultaat wordt weergegeven in figuur 5.6. 
 
Gedetailleerde use case diagram OrganiseerTornooi 
 
 
Figuur 5.6:  Gedetailleerde use cases voor de hoog-niveau use case OrganiseerTornooi. 
 
Gedetailleerde use case beschrijving KondigTornooiAan 
 
Figuur 5.7 geeft een beschrijving van de gebeurtenissen. 
 
Exceptions in KondigTornooiAan 
 
We identificeren nu de uitzonderingen (exceptions) die kunnen voorkomen in de gedetailleerde use 
case. Dit wordt gedaan door elke stap in de use case opnieuw te bekijken en alle events te identificeren 
die fout kunnen gaan. We beschrijven kort de behandeling van elke uitzondering en beelden de 
exception use cases af als uitbreidingen van de use case KondigTornooiAan. Figuur 5.8 identificeert de 
uitzonderingen die voorkomen in KondigTornooiAan. 
 36
Use case naam KondigTornooiAan 
Deelnemende 
actoren 
Geïnitieerd door LigaEigenaar 
Communiceert met Speler, Adverteerder, Toeschouwer 
Flow van events 1. De LigaEigenaar vraagt een nieuw tornooi aan. 
• Het systeem controleert of de LigaEigenaar nog niet het 
toegelaten aantal tornooien in de liga of in de arena 
heeft bereikt. Indien niet, dan toont het systeem een 
formulier. 
2. De LigaEigenaar geeft de naam, start- en einddatum van de 
inschrijvingen voor de Spelers, start- en einddatum van het 
tornooi en het maximum aantal Spelers. 
• Het systeem vraagt de LigaEigenaar of er naar een 
exclusieve sponsoring moet worden gezocht. Indien ja, 
toon een lijst met Adverteerders die als exclusieve 
sponsor willen optreden. 
3. Indien de LigaEigenaar beslist voor een exclusieve sponsor, 
dan selecteert hij een aantal namen van voorgestelde 
sponsors. 
• Het systeem bericht de geselecteerde sponsors over het 
komende tornooi en het bedrag voor exclusieve 
sponsoring. 
• Het systeem stuurt hun antwoorden naar de 
LigaEigenaar. 
4. Indien er geïnteresseerde sponsors zijn selecteert de 
LigaEigenaar er één. 
• Het systeem slaat de naam van de exclusieve sponsor 
op en factureert het bedrag op het account van de 
Adverteerder (manuele afhandeling). Vanaf nu zullen 
alle advertentiebanners, geassocieerd met het tornooi, 
geleverd worden door de exclusieve sponsor. 
• In het andere geval, indien er geen sponsors werden 
geselecteerd (enerzijds omdat de Adverteerders niet 
geïnteresseerd waren en anderzijds omdat de 
LigaEigenaar er geen geselecteerd heeft) worden de 
advertentiebanners willekeurig geselecteerd uit de pool 
van de Adverteerders. De facturatie gebeurt op basis van 
eenheden. 
• Bij het afsluiten van de sponsoring zal het systeem de 
LigaEigenaar voorzien van lijsten met Spelers, 
Toeschouwers en Adverteerders die mogelijk zouden 
kunnen geïnteresseerd zijn in een nieuw tornooi. 
5. De LigaEigenaar selecteert de groepen waarnaar een bericht 
mag worden gestuurd. 
• Het systeem creëert een home page in de arena voor het 
tornooi. Deze pagina wordt gebruikt als toegangspoort 
tot het tornooi (vb., om geïnteresseerde Spelers te 
voorzien van een inschrijvingsformulier en om 
Toeschouwers te motiveren om de matchen te bekijken). 
• Op de startdatum van de inschrijving stuurt het 
systeem een bericht naar elke geïnteresseerde speler 
met het adres van de home page van het tornooi. De 
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Spelers kunnen zich dan inschrijven voor het tornooi 
d.m.v. de InschrijvingVoorTornooi use case, en dit tot de 
einddatum van de inschrijvingen.  
Beginconditie • De LigaEigenaar is ingelogd in Arena 
Eindcondities • De sponsoring voor het tornooi ligt vast: één enkele 
Adverteerder heeft betaald of banners worden willekeurig 
getoond uit de gemeenschappelijke advertentiepool van 
Arena. 
• Potentiële Spelers hebben een bericht ontvangen betreffende 
het komende tornooi en kunnen zich inschrijven voor 
deelname. 
• Potentiële Toeschouwers hebben een bericht ontvangen 
betreffende het komende tornooi en weten wanneer het 
Tornooi start. 
• De homepage van het tornooi is voor iedereen beschikbaar. 
Niet vooraf voorhand gekende potentiële Toeschouwers 
kunnen de home page van het tornooi terugvinden via 
zoekmachines, of door browsen van de Arena home page.  
Kwaliteitseisen • Vraag en aanbod van Adverteerders vereist een nauwkeurige 
rechtsgeldigheid, zodat Adverteerders gefactureerd kunnen 
worden op hun aanbod. 
• Adverteerders moeten de mogelijkheid hebben om hun 
sponsering overeenkomst stop te zetten binnen een zekere 
periode, zoals voorgeschreven door de wet. 
Figuur 5.7:  De gedetailleerde use case KondigTornooiAan. 
 
De uitzonderingen die voorkomen zijn niet allemaal gelijk. De verschillende soorten uitzonderingen 
worden best behandeld in verschillende fasen van de ontwikkeling. In figuur 5.8 komen 
uitzonderingen voor die veroorzaakt worden door resource beperkingen (MaxAantalTornooienBereikt, 
GeenOvereenstemmendeSponsorGevonden). Uitzonderingen die geassocieerd worden met resource 
beperkingen worden over het algemeen best behandeld gedurende het ontwerp. Pas dan wordt het 
duidelijk welke resources beperkt zijn en hoe ze best verdeeld kunnen worden onder de verschillende 
gebruikers. Uitzonderingen geassocieerd met een ongeldige gebruikersinvoer worden best behandeld 
gedurende het ontwerp van de gebruikersinterface. Ontwikkelaars kunnen dan beslissen waar 
ongeldige invoer moet worden gecontroleerd, hoe foutboodschappen moeten worden weergegeven 
en hoe ongeldige invoer kan worden voorkomen. De derde categorie van uitzonderingen zijn 
applicatie-domeinbeperkingen. Deze moeten vroeg de aandacht krijgen van de opdrachtgever en de 
ontwikkelaar. Ze zijn niet direct evident voor de ontwikkelaar omdat ze te maken hebben met het 
domein. Indien ze overgeslagen worden vereisen ze later heel wat aanpassingen en wijzigingen aan 
het systeem. Een systematische manier om de uitzonderingen te vergaren bestaat erin, samen met de 
opdrachtgever en de domeinexpert, stap voor stap door de use case te gaan. 
 
 Vele uitzonderlijke gebeurtenissen kunnen enerzijds worden voorgesteld als een uitzondering (vb., 
AdverteerderKredietBereikt) of als een niet-functionele eis (vb., “ Een Adverteerder kan niet meer 
advertentiegeld spenderen dan het op voorhand afgesproken bedrag met de Operator bij de 
registratie.”). De laatste voorstelling is meer geschikt voor globale beperkingen die van toepassing zijn 
op meerdere use cases. Daartegenover is de eerste voorstelling meer geschikt voor gebeurtenissen die 
alleen voorkomen in één use case (vb.,” GeenOvereenstemmendeSponsorGevonden”). 
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AdverteerderKredietBereikt Het systeem verwijdert de Adverteerder van de lijst 
van potentiële sponsors. 
OngeldigeDatum Het systeem informeert de LigaEigenaar en prompt 
voor een nieuwe datum. 
MaxAantalTornooienBereikt De use case KondigTornooiAan wordt beëindigd. 
NaamInGebruik Het systeem informeert de LigaEigenaar en prompt 
voor een nieuwe naam. 
GeenOvereenstemmendeSponsorGevonden Het systeem slaat de exclusieve sponsor stappen 
over en kiest willekeurig advertenties uit een 
advertentiepool. 
Figuur 5.8:  Exceptions die voorkomen in KondigTornooiAan voorgesteld als uitbreidende use cases. 
 
In de gevalstudie Arena focussen we op het in detail specificeren van de interacties met betrekking tot 
de Adverteerders en de Spelers, omdat ze kritische rollen spelen bij het genereren van inkomsten. Use 
cases die te maken hebben met de administratie van het systeem of de installatie van nieuwe spellen 
of tornooistijlen worden later behandeld, omdat ze technischer van aard zijn en afhankelijk van het 
oplossingsdomein 
 
Voor het schrijven van de event flows, begincondities en eindcondities van de exceptionele use cases 
voor KondigTornooiAan kan ook gebruik worden gemaakt van include relationships om redundantie te 
vermijden.  
Het resultaat bestaat uit een vijftal korte use cases die een conditie beschrijven waaronder de 
exception zich voordoet en een flow van events voor de afhandeling. Figuur 5.9 is een voorbeeld van 
zo een exception.  
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Use case naam NaamInGebruik 
Deelnemende actoren Geïnitieerd door LigaEigenaar 
Flow van events • Arena informeert de LigaEigenaar dat het maximum 
aantal open tornooien voor deze liga is bereikt en geeft 
een lijst met al de open tornooien, gesorteerd op datum 
van beëindiging. 
• De KondigTornooiAan use case stopt. 
Beginconditie • Het maximum aantal open tornooien in de huidige liga is bereikt 
en de LigaEigenaar tracht een nieuw tornooi aan te maken. 
• Extend KondigTornooiAan. 
Eindcondities   
Figuur 5.9:  NaamInGebruik use case. 
 
5.1.4 Niet-functionele vereisten 
 
Niet-functionele vereisten komen uit een grote variëteit aan bronnen. In de probleembeschrijving 
werd al gesproken over prestatie- en implementatievereisten. In de gedetailleerde use case 
KondigTornooiAan ontdekten we legale vereisten voor de facturatie aan de Adverteerders. Uit de 
exceptions identificeerden we beperkingen op het bedrag dat Adverteerders kunnen spenderen. We 
komen dus veel niet-functionele vereisten tegen bij het schrijven en verfijnen van use cases. Omdat het 
moeilijk is om alle essentiële niet-functionele eisen te identificeren, maken we gebruik van de FURPS+ 
categorieën als checklist bij het stellen van vragen aan de opdrachtgever. De volgende tabel geeft de 
niet-functionele vereisten weer die we geïdentificeerd hebben voor Arena na het beschrijven van de 
gedetailleerde use case KondigTornooiAan. 
 
Tabel 5.2:  Geconsolideerde niet-functionele vereisten voor Arena, na de eerste versie van de 
gedetailleerde use case KondigTornooiAan. 
Bruikbaarheid 
(usability) 
• Toeschouwers moeten toegang hebben tot de lopende spellen zonder 
zich voorafgaand te registreren en zonder voorafgaande weet van het 
Spel. 
Betrouwbaarheid 
(reliability) 
• Crashes te wijten aan software bugs in de spelcomponenten van een 
Spel mogen ten hoogste éénmaal voorkomen in een Tornooi. De 
andere Tornooien moeten gewoon kunnen doorgaan. 
• Wanneer een Tornooi door een crash onderbroken wordt moet de 
LigaEigenaar het Tornooi kunnen herstarten. De laatste zet van elke 
Match kan ten hoogste verloren zijn. 
Prestaties 
(performance) 
• Het systeem moet meerdere parallelle Tornooien toelaten (vb., 10), met 
elk 64 Spelers en honderden simultane Toeschouwers. 
• Spelers moeten matchen kunnen spelen via een analoge modem. 
Ondersteunbaarheid 
(supportability) 
• De Operator moet nieuwe Spellen en Tornooistijlen kunnen toevoegen. 
Zulke toevoegingen laten toe dat het systeem tijdelijk onderbroken 
wordt, zodat nieuwe modulen (vb., Java klassen) kunnen worden 
toegevoegd aan het systeem. Wijzigingen aan het bestaande systeem 
zijn echter niet nodig. 
Implementatie 
(implementation) 
• Alle gebruikers moeten toegang hebben tot een Arena met een web 
browser die cookies, Javascript, en Java applets ondersteunt. 
Administratieve functies, gebruikt door de operator, zijn niet 
toegankelijk via het web. 
• Arena moet draaien onder gelijk welk Microsoft of Unix operating 
systeem (vb., MacOs X, Linux, Solaris). 
Gebruik (operation) • Een Adverteerder kan adverteren volgens een op voorhand maximum 
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vastgestelde limiet. Dit gebeurt via de Operator tijdens de registratie.  
Wettelijk (legal) • Vraag en aanbod van Adverteerders vereisen een veilige 
rechtsgeldigheid, zodat overeenkomsten uitsluitend kunnen worden 
opgebouwd op basis van hun vraag. 
• Adverteerders moeten hun sponsoring overeenkomsten kunnen 
cancelen binnen een vaste periode, zoals vastgelegd door de wet. 
 
5.1.5 Verdere uitwerking 
 
De overblijvende use cases worden op dezelfde wijze behandeld. De use-casebeschrijvingen van de 
use cases SchrijfInVoorTornooi en VerwerkInschrijvingen worden respectievelijk weergegeven in de 
figuren 5.10 en 5.11. Ze komen in hoofdstuk 10 (objectontwerp) aan bod. 
 
Use-casenaam SchrijfInVoorTornooi 
Deelnemende actoren Geïnitieerd door Speler. 
Flow van events 1. De Speler vraagt een inschrijving voor een aangekondigd tornooi.  
2. Arena controleert of het maximum aantal inschrijvingen 
voor dit tornooi al bereikt is. De Speler krijgt een 
waarschuwing indien het tornooi volzet is. 
3. In het andere geval controleert Arena of de speler al 
geregistreerd is in de Liga. Indien dat zo is, krijgt de Speler 
een bevestiging van inschrijving. Hij ontvangt dan een 
bericht met de matchplanning. De use case wordt 
beëindigd. 
4. In het andere geval controleert Arena of het klassement 
van de Speler overeenkomt met dat van het tornooi. 
Indien dit het geval is wordt de Speler automatisch 
toegevoegd aan de liga. De Speler krijgt een bevestiging 
van zijn toelating tot de liga en het tornooi. Bovendien 
verneemt hij dat hij van de matchplanning op de hoogte 
gebracht wordt.  
5. In het andere geval informeert het systeem de Speler 
waarom hij niet wordt toegelaten tot de Liga. 
6. In het andere geval verneemt de Speler waarom hij niet 
wordt toegelaten tot het Tornooi.  
Beginconditie • De Speler is ingelogd in Arena. 
Eindcondities • De speler krijgt toelating tot deelname aan het tornooi OF 
• De speler komt te weten waarom de inschrijving niet kan 
doorgaan. 
Figuur 5.10:  Use case SchrijfInVoorTornooi. 
 
De focus in figuur 5.10 ligt volledig op wanneer en hoe een Speler wordt toegelaten (en afgewezen) tot 
een liga. Alternatieve afhandelingen zijn dan: een wachtlijst wanneer er te veel spelers zich inschrijven 
en spelers die tegelijkertijd aan meerdere tornooien deelnemen. 
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Use case VerwerkInschrijvingen 
 
Use-casenaam VerwerkInschrijvingen 
Deelnemende actoren Geïnitieerd door LigaEigenaar 
Flow van events 1. De LigaEigenaar stelt de matchen op, op basis van de 
tornooistijl, voor de spelers die zich hebben 
ingeschreven voor een aangekondigd tornooi.  
• Arena controleert of tornooistijl overeenkomt 
met de georganiseerde matchen en het aantal 
spelers. 
2. De LigaEigenaar kent Spelers toe aan de matchen en 
beslist over de start- en einddatum van elke match. 
Beginconditie • De LigaEigenaar is ingelogd in Arena. 
Eindcondities • De matchen zijn gecreëerd. 
• De spelers zijn toegekend aan de matchen. 
• De speler wordt geïnformeerd over de start en einddatum 
van zijn eerste match.  
Figuur 5.11:  Use case VerwerkInschrijvingen. 
 
Uit de verklarende woordenlijst weten we dat Tornooistijl verantwoordelijk is voor de creatie van de 
Matchen, het toekennen van Spelers ingeschreven voor Tornooien en beslissen over de start- en 
einddatum van elke Match.  
 
 
5.2 Vereistenmodellering volgens Larman 
 
Larman volgt het Unified Process. Het eerste UP model is het use-casemodel. Het beschrijft de 
functionele systeemvereisten. Larman baseert zijn use-case-analyse vooral op het boek van Alister 
Cockburn ‘Writing Effective Use Cases’ [21].  
 
Het use-casemodel - een populaire aanpak om de functionele vereisten weer te geven - is een 
onderdeel van de vereistendiscipline in het UP. Het bestaat uit verschillende artefacten:  
 
• de use-casetekst (essentieel), 
• het optionele use-casediagram,  
• systeem-sequentiediagrammen (SSD’s), 
• optionele systeemoperatie contracten. 
 
SSD’s en systeemoperatiecontracten worden respectievelijk in hoofdstuk 7 en hoofdstuk 8 besproken. 
Het use-casemodel is niet het enige vereistenartefact in het Unified Process. Er zijn ook nog de 
aanvullende specificatie voor de niet-functionele vereisten, verklarende woordenlijst, visiedocument 
en business regels. Ze zijn allemaal noodzakelijk voor de vereistenanalyse. 
 
5.2.1 Opstellen van het visiedocument 
 
Het visiedocument legt de basis voor de volledige uitwerking van de eisen. In grote lijnen komt het 
overeen met de probleembeschrijving bij Bruegge. Inhoudelijk zitten ze op dezelfde lijn: een globale 
beschrijving van de belangrijkste systeemvereisten, de rol die het systeem moet vervullen en de 
reikwijdte (zie 5.1.1). 
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5.2.2 Identificatie van een aantal use cases in het korte formaat en maak het use-
casediagram 
 
Het opstellen van een use case begint met het kiezen van een geschikt doel en wie er verder betrokken 
is bij het realiseren ervan. Afhankelijk van wat er op een bepaald moment nodig is kunnen use cases 
heel kort of heel gedetailleerd worden weergegeven. We beginnen meestal met een aantal use cases te 
beschrijven in het korte formaat. Uit de probleembeschrijving van hoofdstuk 4 kunnen we de actoren 
Operator, LigaEigenaar, Speler, Toeschouwer en Adverteerder identificeren. Vervolgens gaan we voor de 
basisfunctionaliteit van het systeem een aantal use cases beschrijven in het korte formaat.  
  
Tornooi organiseren 
Een Ligalid organiseert een tornooi, definieert een liga en een tornooistijl. Vervolgens plant het Ligalid 
het tornooi, kondigt het aan over het web en stuurt berichten naar communities. Spelers registreren 
zich en spelen hun matchen. Op het einde van het tornooi wordt een speler tot winnaar uitgeroepen. 
Toeschouwers kunnen de matchen volgen. 
 
Tornooi aankondigen 
Een Ligalid vraagt een nieuw tornooi aan en kiest één of meerdere sponsors. Het Ligalid doet de 
aankondiging op een home page. De home page bevat ook een inschrijvingsformulier voor 
geïnteresseerde spelers.  
 
Inschrijven voor tornooi 
Spelers worden toegelaten op basis van wie eerst komt maalt. Ze registreren zich via het web door het 
invullen van een inschrijvingsformulier. Na hun inschrijving ontvangen ze een elektronische token die 
ze kunnen gebruiken in het tornooi voor het spelen van de matchen. 
 
Use case diagram 
 
De gevonden use-casediagrammen voor Arena zijn dezelfde als bij Bruegge. Dit omdat we de 
dezelfde wijze discussie met de opdrachtgever gevoerd hebben. In alle geval moet de oplossing de 
stappen bevatten om de voorwaarden te controleren waaronder de applicatie kan falen. Deze acties 
moeten nu, zoals bij Bruegge (zie figuur 5.9), afzonderlijk beschreven worden door gebruik te maken 
van de “extend” relatie.  De figuren 5.5, 5.6, 5.8 en 5.9 geven de use-casediagrammen en de relaties 
tussen use cases weer. Larman benadrukt dat het belang van een use-casediagram beperkt is. 
 
5.2.3 Volledige use case beschrijving 
 
De gedetailleerde beschrijving van een use case KondigTornooiAan in figuur 5.12 is het resultaat van 
diverse iteraties. De onderdelen waaruit het formaat bestaat is gebaseerd op Cockburn [28]. Larman 
geeft als richtlijn tien acties voor de beschrijving van het hoofdsuccesscenario. 
 
Use case: KondigTornooiAan 
___________________________________________________________________________ 
Primaire actor: LigaEigenaar 
Belanghebbenden en belangen: 
- LigaEigenaar: wil een tornooi kunnen aankondigen. 
- Adverteerder: wil een vlotte afhandeling van de sponsoraangelegenheden.  
- Toeschouwer: wil matchen kunnen volgen, statistieken raadplegen. 
Precondities: 
- De LigaEigenaar is ingelogd. 
Postcondities:  
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- De sponsoring voor het tornooi ligt vast: één enkele Adverteerder heeft betaald of banners worden 
getoond uit de gemeenschappelijke advertentiepool van de Arena. 
- Potentiële Spelers hebben een bericht ontvangen betreffende het komende tornooi en kunnen zich 
inschrijven voor deelname. 
- Potentiële Toeschouwers hebben een bericht ontvangen betreffende het komende tornooi en weten 
wanneer het tornooi start. 
- De homepage van het tornooi is voor iedereen beschikbaar. Niet op voorhand gekende potentiële 
Toeschouwers kunnen de home page van het tornooi terugvinden via zoekmachines, of door het 
browsen van de Arena home page. 
Niveau: Subfunctie 
Hoofdsuccesscenario 
1. De LigaEigenaar vraagt een nieuw Tornooi aan. 
2. Het Systeem controleert of de LigaEigenaar nog niet het maximum toegelaten aantal 
tornooien in de liga of in de arena heeft bereikt. Indien niet, dan toont het systeem een 
formulier. 
3. De LigaEigenaar geeft de naam, start- en einddatum van de inschrijvingen voor de Spelers, start- en 
einddatum van het tornooi en het maximum aantal toegelaten Spelers. 
4. Het Systeem vraagt de LigaEigenaar of er naar een exclusieve sponsoring moet worden 
gezocht. Indien ja, toon een lijst met Adverteerders die als exclusieve sponsor willen optreden. 
5. Indien de LigaEigenaar beslist voor een exclusieve sponsor, dan selecteert hij een aantal namen uit 
de lijst van voorgestelde sponsors. 
6. Het Systeem bericht de geselecteerde sponsors over het komende tornooi en het bedrag 
voor exclusieve sponsoring. 
7. Het Systeem stuurt de antwoorden van de Adverteerders naar de LigaEigenaar. 
8. Indien er geïnteresseerde sponsors zijn selecteert de LigaEigenaar er één. 
9. Het systeem slaat de naam van de exclusieve sponsor op en factureert het bedrag op de 
rekening van de Adverteerder (manuele afhandeling). Vanaf nu zullen alle 
advertentiebanners, geassocieerd met het tornooi, alleen voorzien worden door de exclusieve 
sponsor. 
10. Bij het afsluiten van de sponsoring zal het systeem de LigaEigenaar voorzien van lijsten 
met Spelers, Toeschouwers en Adverteerders die mogelijk zouden kunnen geïnteresseerd zijn 
in een nieuw tornooi. 
11. De LigaEigenaar selecteert de groepen waarnaar een bericht mag worden gestuurd. 
12. Het Systeem creëert een home page in de arena voor het Tornooi. Deze pagina wordt gebruikt 
als toegangspoort tot het Tornooi (vb., om geïnteresseerde Spelers te voorzien van een 
inschrijvingsformulier en om Toeschouwers te interesseren om de Matchen te bekijken). 
13. Op de startdatum van de inschrijving stuurt het systeem een bericht naar elke 
geïnteresseerde Speler met de link naar de home page van het Tornooi. De Spelers kunnen 
zich dan inschrijven voor het tornooi d.m.v. de use case SchrijfInVoorTornooi, en dit tot de 
einddatum van de inschrijvingen. 
Uitbreidingen (of alternatieven): 
2. Het maximum aantal Tornooien is bereikt. 
1. De LigaEigenaar beëindigt de use case.  
3a. Naam in gebruik. 
1. Het Systeem informeert de LigaEigenaar en prompt voor een nieuwe naam. 
3b. Ongeldige datum. 
1.    Het Systeem informeert het LigaEigenaar en prompt voor een nieuwe datum. 
5a. Geen exclusieve sponsor. 
1. Het Systeem slaat de exclusieve sponsor stappen over en kiest willekeurig advertenties uit een 
advertentiepool. 
8a. Geen geïnteresseerde sponsor gevonden. 
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1. Indien er geen sponsors werden geselecteerd (enerzijds omdat de Adverteerders niet 
geïnteresseerd waren en anderzijds omdat de LigaEigenaar er geen geselecteerd heeft) 
worden de advertentiebanners willekeurig geselecteerd uit de pool van de Adverteerders. De 
facturatie gebeurt op basis van eenheden. 
8b. Adverteerder krediet bereikt. 
1.    Het Systeem verwijdert de Adverteerder van de lijst van potentiële sponsors. 
Speciale vereisten: 
Zie aanvullende specificaties. 
Technologie en datavariatielijst: 
- De bevestiging kan door een e-mail naar de LigaEigenaar gestuurd worden, of door een verklaring 
op het scherm te laten verschijnen die de sponsor direct kan afdrukken. 
Gebruiksfrequentie: niet van toepassing. 
Open vragen: 
- Welke rol speelt de achterliggende advertentieadministratie? Is dit systeem aan het Arena gekoppeld 
of worden alle relevante gegevens bij het openen van de aankondiging van een tornooi daaruit 
overgenomen? 
De systeembeheerder, hier Operator genoemd is een primaire actor. Hij moet nieuwe spelen kunnen 
toevoegen, nieuwe tornooistijlen kunnen definiëren (vb., knock-out tornooien, kampioenschappen, 
beste van reeksen), nieuwe formules voor klassementen kunnen vastleggen, en gebruikers beheren 
(nieuwe spelers registreren, nieuwe ligaleden registreren, nieuwe adverteerders toelaten). De 
systeembeheerder of operator start en stopt het systeem, is betrokken bij aspecten van veiligheid en 
management van gebruikers. Mogelijk speelt de systeembeheerder ook een rol bij het installeren van 
nieuwe versies van software. Een mogelijke andere primaire actor is een waakhondsysteem, dat het 
gebruik van pc’s in een netwerk in de gaten houdt (bijvoorbeeld om te bekijken of alle 
netwerkverbindingen nog in orde zijn). Daarnaast is er wellicht ook een systeem dat gegevens 
periodiek logt.  
Als de LigaEigenaar de mogelijkheid krijgt de interactie af te breken tijdens de stappen 2-13. 
Bij de sectie Uitbreidingen (of alternatieven) wordt het volgende opgenomen. 
Uitbreidingen: 
2-13. LigaEigenaar wil de aankondiging van het tornooi afbreken: 
1. Systeem maakt gedane keuzes ongedaan. 
2. Systeem beëindigt de interactie. 
 
Figuur 5.12:  Volledige use-casebeschrijving voor de use case KondigTornooiAan. 
 
5.2.4 Andere vereisten 
 
Aanvullende specificatie 
 
In de aanvullende specificatie worden eisen vastgelegd die niet in het use-casemodel passen: 
kwaliteitseisen, domeinregels en technische beperkingen die te maken hebben met de omgeving van 
het systeem. Deze eisen worden bij Bruegge samengevat onder de noemer niet-functionele eisen (zie 
sectie 5.1.4). 
  
Verklarende woordenlijst 
 
De verklarende woordenlijst vervult eveneens zoals bij Bruegge een belangrijke belangrijke rol in de 
communicatie tussen alle betrokkenen bij de systeemontwikkeling (zie tabel 5.1). 
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5.2.5 Verdere uitwerking 
 
Zoals is sectie 5.1.4 worden de use cases SchrijfInVoorTornooi en VerwerkInschrijvingen weergegeven in 
de figuren 5.13 en 5.14. 
 
Use case: SchrijfInVoorTornooi 
___________________________________________________________________________ 
Primaire actor: Speler 
Belanghebbenden en belangen: 
- Speler: wil zich kunnen inschrijven voor een tornooi. 
Precondities:  
- De Speler is ingelogd in Arena. 
- Het Tornooi is aangekondigd. 
Postcondities:  
- De Speler krijgt toelating tot het tornooi OF 
- De Speler komt te weten waarom de inschrijving niet kan doorgaan. 
Niveau: Subfunctie 
Hoofdsuccesscenario 
1. De Speler vraagt een inschrijving voor een aangekondigd Tornooi. 
2. Het Systeem controleert of het maximum aantal inschrijvingen voor dit Tornooi bereikt is.  
3. Het Systeem controleert of de Speler al geregistreerd is in de Liga. De Speler verneemt dat        
    zijn inschrijving succesvol verlopen is en dat hij een bericht ontvangt zodra alle Matchen    
    gepland zijn. De Speler beëindigt de inschrijving. 
4. Het Systeem controleert of de Speler niet overboekt is om te verhinderen dat een Speler  
    zich inschrijft voor gelijktijdige tornooien. 
Uitbreidingen (of alternatieven): 
2. Het maximum aantal inschrijvingen is bereikt. 
1. De Speler verneemt dat het Tornooi volzet is.  
3. Het Systeem controleert of het Klassement van de Speler overeenkomt met dat van het Tornooi. 
1. De Speler wordt automatisch lid van de Liga en de Speler verneemt zijn toelating tot de Liga 
en het Tornooi. Hij krijgt informatie zodra de Matchen gepland zijn. 
2. In het andere geval verneemt de Speler waarom hij geen toelating tot de Liga krijgt. 
2-3. Speler wil de inschrijving voor het tornooi afbreken: 
1. Systeem maakt gedane keuzes ongedaan. 
2. Systeem beëindigt de interactie. 
4. De Speler is overboekt. 
1. De Speler verneemt dat het tornooi met andere tornooien overlapt waarvoor hij al is 
ingeschreven.  
Technologie en datavariatielijst: 
- De bevestiging kan via e-mail naar de Speler gaan of kan gebeuren door een printvriendelijke 
mededeling op het scherm te laten verschijnen.  
Open vragen: 
- Welke rol speelt de achterliggende liga-administratie? Is dit systeem aan Arena gekoppeld of komen  
alle relevante gegevens bij het openen van de aankondiging van een tornooi daaruit ? 
 
Figuur 5.13:  Volledige use-casebeschrijving voor de use case SchrijfInVoorTornooi. 
 
Use case: VerwerkInschrijvingen 
___________________________________________________________________________ 
Primaire actor: LigaEigenaar 
Belanghebbenden en belangen: 
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- LigaEigenaar: wil de matchen zo goed mogelijk organiseren. 
Precondities:  
- De LigaEigenaar is ingelogd in Arena. 
- De Spelers zijn ingeschreven. 
Postcondities:  
- De Matchen zijn gecreëerd 
- De Spelers zijn toegekend aan de Matchen. 
- De Speler wordt geïnformeerd over de start- en einddatum van zijn eerste Match. 
Niveau: Subfunctie 
Hoofdsuccesscenario 
1. De LigaEigenaar stelt de Matchen op, op basis van de Tornooistijl, voor de Spelers die zich hebben      
ingeschreven voor een aangekondigd Tornooi. 
2. Arena controleert of de Tornooistijl overeenkomt met de georganiseerde Matchen en het 
aantal Spelers.  
3. De LigaEigenaar kent Spelers toe aan de Matchen en beslist over de start- en einddatum van elke 
Match. 
 
Figuur 5.14:  Hoofdsuccesscenario voor de use case VerwerkInschrijvingen. 
 
 
5.3 Bruegge versus Larman 
 
Scenario’s 
 
Bruegge wil in de eerste plaats scenario’s vergaren waarbij hij gebruikers observeert en interviewt in 
hun huidige werkzaamheden (scenario-driven design) [1, 5]. ‘Scenario’ betekent hier: een concrete, 
gefocuste, informele beschrijving van één enkele functionaliteit van het systeem zoals één enkele 
gebruiker het gebruikt (“A narrative description of what people do and experience as they try to make 
use of computer systems and applications”) [48]. Anders gezegd: het gebruik van een systeem in 
termen van een reeks interacties tussen de gebruiker en het systeem. Use cases zijn dan abstracties die 
een groep van scenario’s beschrijven. Scenario’s kunnen verschillende toepassingen hebben 
gedurende de levenscyclus van een software. Bij vereistenanalyse zijn dat: as-is scenario’s en 
visionaire scenario’s. Bij tests hebben we evaluatiescenario’s en bij productieopstarts nemen we 
trainingscenario’s. Daarna komen er toekomstscenario’s en creëren we de basis voor de systeemeisen 
van de toekomst. Larman kent ook het begrip scenario, maar dan in de betekenis van instantie van een 
use case. 
 
Use cases 
 
Bruegge’s aanpak van softwareontwikkeling is gebaseerd op een combinatie van bestaande 
objectgeoriënteerde en andere methodes. Hij gaat uit van de use-casegebaseerde methode OOSE [4]. 
De gekozen aanpak voor use cases is specifiek volgens Constantine en Lockwood: use cases liggen aan 
de basis van gebruikersinterfaces [5, 49]. De gebruikersinterface speelt reeds vroeg in het 
analyseproces een belangrijke rol. Dit zal later blijken in hoofdstuk 6, de eigenlijke analyse.  
 
Bruegge sluit elke use case af met vragen aan de opdrachtgever. Dit komt overeen met het standpunt 
van Fowler: het einde van een use case is het startpunt voor vragen aan de opdrachtgever [5]. 
Hoe vinden we use cases bij Bruegge?  
1. Selecteer een verticale snede van het systeem (d.i. één scenario). Bespreek dit eerste scenario 
in detail met de gebruiker om zijn geprefereerde stijl te achterhalen. 
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2. Selecteer dan een horizontale snede (d.i. meerdere scenario’s) om het bereik van het syteem te 
kunnen definiëren. Gebruik hierbij illustratieve prototypes (mock-ups) als visuele 
ondersteuning. 
3. Zoek uit wat de gebruiker doet a.d.h.v. taakobservatie. 
4. Maak een use-casebeschrijving. 
 
Bij Larman begint het echte werk bij het opstellen van use cases, als belangrijk onderdeel van het 
werken aan de specificatie. Een use case geeft aan hoe we een systeem gebruiken om één bepaald doel 
te bereiken. Een use case opstellen begint dus met de keuze van een geschikt doel: niet te beperkt 
(‘gegevens van een speler afdrukken’), maar ook niet te uitgebreid (‘de inschrijving voor een tornooi 
verzorgen’). We moeten dan meteen bepalen voor wie dat nog een doel is en wie/wat er verder bij 
betrokken is: dit zijn de actoren van de use case.  
Zoals Larman aangeeft is zijn benadering van use cases gebaseerd op het werk van Cockburn. Het 
boek “Writing effective use cases” [21, 28] geldt als het standaardwerk op het gebied van use cases. 
Hoe vinden we use cases bij Larman? 
Larman baseert zich op de definitie van een elementair business proces (EBP). Een EBP is een taak die 
een persoon op een bepaald moment uitvoert en die ook van waarde is voor die persoon. Het komt er 
dus op aan doelen van het juiste niveau te kunnen vastleggen. Doelen kunnen van een te hoog of van 
een te laag niveau zijn. Alleen doelen van het juiste niveau komen kennelijk in aanmerking voor use 
cases. Voor de actor LigaEigenaar is KondigTornooiAan een doel van het juiste niveau. Voor de actor 
Speler is SchrijfInVoorTornooi een doel van het juiste niveau. Doelen van een te hoog niveau zijn 
bijvoorbeeld: voldoende klassementspunten vergaren om nationaal kampioen te worden of de beker van een 
tornooi verwerven. Doelen van een te laag niveau zijn bijvoorbeeld: het juiste wachtwoord ingeven of 
inloggen.  
 
Naamgeving 
 
Bruegge en Larman zijn het erover eens dat de naam van een use case moet beginnen met een 
specifiek, expliciet werkwoord [1, 2]. Bij Larman staat het werkwoord in de onbepaalde wijs (het ‘hele 
werkwoord’). Hij benoemt de use case vanuit het perspectief van het systeem. Dus bijvoorbeeld 
Inschrijven speler voor een tornooi. Bij Bruegge is het juist omgekeerd: de naamgeving gebeurt vanuit het 
perspectief van de gebruiker en het werkwoord staat in de bepaalde wijs. Bijvoorbeeld, Schrijf in voor 
tornooi. De naam van de use case met een werkwoord laten beginnen komt niet altijd goed over in het 
Nederlands. 
   
Types en formaten 
 
Afhankelijk van de behoeften op een bepaald moment, kan Larman use cases heel kort of zeer 
gedetailleerd weergeven. De drie gradaties van formaliteit zijn kort, informeel en volledig of uitgebreid.  
Het use-casesjabloon dat  Larman gebruikt, dateert van de beginjaren 1990 en is algemeen verspreid 
(zie figuur 5.12). Het sjabloon is beschikbaar via het web op http://alister.cockburn.us. Het start met 
het hoofdsuccesscenario. De romp van use case bestaat uit sequentiële genummerde stappen. De 
andere scenario’s zijn uitbreidingen of alternatieven op het hoofdsuccesscenario. 
 
De Cockburn stijl  is zeer geschikt om te brainstormen over alternatieven van het hoofdsuccesscenario 
[28]. Voor elke stap kunnen we de vraag stellen: “Hoe kan dit anders?” En, meer bepaald: “Wat zou er 
kunnen verkeerd gaan.” Fowler geeft, voor dit soort use-caseformaat, aan dat we best eerst kunnen 
brainstormen over al de extensies voor we overgaan tot de gevolgen [5]. 
Het use-casesjabloon van Bruegge bestaat uit zes velden (zie figuur 5.7) en is een aangepaste versie 
van Constantine & Lockwood. 
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Use-casestijlen 
 
Use cases kunnen voorkomen in twee stijlen: 
 
• essentiële stijl, zonder beschrijving van de gebruikersinterface, 
• reële stijl, met beschrijving van de gebruikersinterface. 
 
Larman beschrijft de grafische interface niet in de use-casetekst omdat hij use-case-ontwerp 
beschouwt als een ontwerp dat de gebruikersinterface voorafgaat. 
Bruegge maakt eerder gebruik van reële use cases. Ze tonen de realisatie en de praktische uitwerking 
ervan. Hij beschrijft de use case in termen van concrete input en outputtechnologie (bijvoorbeeld, als 
het om een GUI gaat, zal het karakteristieke afbeeldingen van de UI bevatten en beschrijvingen van de 
interactie). 
 
Start up use case 
 
Om een systeem te kunnen opstarten is er minstens een eenvoudige use case nodig. Start up use cases 
behoren voor beide auteurs tot de ontwerpfase. 
 
Prioriteiten tussen use cases 
 
Alleen Bruegge hanteert hiervoor een aantal heuristieken [1]. 
 
Identificatie van relaties tussen actoren en use cases 
 
Een complexe stap in de use-casebeschrijving kunnen we weergeven door een andere use case. In 
UML termen zeggen we dat de eerste use case “includes” de tweede use case. Er is echter geen 
standaard manier om een “included” use case weer te geven [5]. Figuur 5.5 toont de notatie van 
Bruegge. Larman gebruikt hiervoor de hyperlink notatie (onderlijnd). 
 
Bruegge gebruikt included use cases veelvuldig wat het hoofdsuccesscenario van de use case heel 
begrijpelijk maakt zodat ze ook voor andere use cases kunnen dienen. Het gevaar van deze aanpak is 
dat use cases opgesplitst worden in sub-use cases volgens functionele decompositie (de aanpak van 
gestructureerde systeemanalyse), wat volgens Fowler verloren tijd is omdat dit geen bijdrage levert 
tot de identificatie van objecten [5]. 
Het gebruik van include kan handig zijn volgens zowel Bruegge als Larman. Het gebruik van 
generalisatie raadt Larman af. Hij benadrukt dat include, extend en generalisatie slechts hulpmiddelen 
zijn. Use cases zijn belangrijk als middel om samen met de belanghebbenden uit te zoeken wat het 
systeem moet doen. Hoe dat precies in diagramvorm komt, is van ondergeschikt belang. 
De extend is vooral van toepassing wanneer we een bepaalde use case niet meer willen of kunnen 
veranderen. Figuur 5.8 toont het gebruik van extend. 
Extend versus include relaties komt in [1] ter sprake a.d.h.v. heuristieken. Het voordeel om het gedrag 
van help en exceptions te schrijven als extensions is dat we ze kunnen hergebruiken in verschillende 
use cases of in verschillende stappen van een enkele use case. Cockburn raadt aan geen extend use 
cases te gebruiken [28]. Volgens Bruegge moeten exceptionele use cases vooral worden gebruikt voor 
complexe gevallen. De triviale gevallen (vb., NaamInGebruik, MaximumAantalTornooienBereikt) kunnen 
dus worden weggelaten of beschreven in de aanroepende use case. 
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Validatie en verificatie 
 
Validatie is een proces om na te gaan of een software voldoet aan de verwachtingen van de 
belanghebbenden [1, 25]. Gebruikers valideren systeemgedrag door het reviewen van scenario’s [1]. 
Vereistenvalidatie is een controle van de specificatie op correctheid, volledigheid, consistentie, 
ondubbelzinnigheden en realiteit [1]. Vereistenverificatie is een controle of de software voldoet aan de 
specificatie. De specificatie is verifieerbaar indien, na het bouwen van het systeem, een herhaalbare 
test kan worden ontwikkeld om aan te tonen dat het systeem voldoet aan de vereisten. 
 
De termen correctheid, volledigheid, consistentie, duidelijkheid en realisme betekenen in grote lijnen dat de 
vereisten van de opdrachtgever overeenkomen met de visie van de opdrachtgever [1]. 
 
De termen verifieerbaarheid en traceerbaarheid zijn ook tamelijk vaag. Verifieerbaarheid is het antwoord 
op de vraag of een systeemeigenschap falsifieerbaarheid of niet. M.a.w. kunnen we de 
waarheid/correctheid ervan aantonen [1]? Verifieerbaarheid is hetzelfde als aantoonbaarheid. 
Falsifieerbaarheid is over het algemeen gemakkelijker te bereiken dan verifieerbaarheid. Bijvoorbeeld, 
met systeemtests kun je wel de aanwezigheid van fouten aantonen, maar niet de afwezigheid (tenzij je 
alle mogelijke testgevallen hebt geprobeerd wat i.h.a. onmogelijk is). Traceerbaarheid: een bepaalde 
functie of eigenschap van een systeem is traceerbaar als je ze kan terugvoeren op een eis. 
 
Sketches en prototypes 
 
Larman vindt sketches en prototypes nuttig bij bepaalde projecten. Alles wat te maken heeft met 
gebruikersinterface behoort volgens hem tot een andere discipline: ‘usability engineering’. Zijn sterk 
uitgesproken voorkeur voor use cases in ‘essentiële stijl’ verklaart dit. Bruegge hecht veel belang aan 
sketches en prototypes van grafische gebruikersinterfaces (gebruiker-computer interactieschermen). 
Hij gebruikt hiervoor de naam mock-ups, dit sluit nauw aan bij zijn reële use-casestijl. 
 
Niet-functionele vereisen/aanvullende specificatie 
 
Niet-functionele vereisten is een artefact van Bruegge. De aanvullende specificatie is een Unified 
Process artefact van Larman. Beide auteurs beschrijven hetzelfde aan de hand van het FURPS+ model 
van Hewlett Packard. Elke hoofdletter in deze afkorting staat voor een bepaald type eis; de + geeft aan 
dat deze opsomming nog niet volledig is en dat er ook nog enkele andere (minder belangrijke) soorten 
eisen zijn. De afkortingen van de verschillende soorten eisen zijn: 
 
• Functional requirement (functionele eis), 
• Usability (bruikbaarheid), 
• Reliability (betrouwbaarheid), 
• Performance (prestaties), 
• Supportability (ondersteunbaarheid). 
 
Bruegge heeft hiervoor geen apart document en beschouwt het als een stap in de eisengaring. Hij 
neemt de niet-functionele vereisten gewoon op in de sectie kwaliteitseisen van de use-
casebeschrijving. Hoewel Larman in zijn use-casesjabloon hiervoor ook een aparte sectie heeft, geeft 
hij er toch de voorkeur aan om de aanvullende specificaties op te nemen in een apart artefact met als 
groot voordeel dat de functionele vereisten die over meerdere use cases gaan ook mee kunnen worden 
opgenomen. Deze aspecten heten in de vakliteratuur ‘crosscutting concerns’. Een voorbeeld hiervan zijn 
veiligheidsaspecten van het systeem. 
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Visiedocument/ probleembeschrijving en verklarende woordenlijst 
 
Het visiedocument/probleembeschrijving en de verklarende woordenlijst tenslotte vervullen een 
belangrijke rol in de communicatie tussen alle betrokkenen bij de systeemontwikkeling. Beide auteurs 
besteden hier veel aandacht aan.  
Tabel 5.3 geeft een samenvatting per evaluatiecriterium. 
 
 
5.4 Besluit 
 
Het schrijven van alle gedetailleerde use cases, inbegrepen de uitzonderingen, maakt het 
leeuwenaandeel uit van eisenvergaring. De ideale situatie bestaat erin, alvorens het project toe te 
zeggen en te starten, elke use case gedetailleerd uit te schrijven en alle bijhorende applicatiedomeinen 
te bestuderen. In de praktijk gebeurt dit nooit. Voor grote systemen wordt veel documentatie 
geschreven die moeilijk consistent te houden is. Bovendien moet de eisenvergaring worden 
gefinancierd en zijn vele personen aanwezig van zowel de kant van de opdrachtgever als van de 
ontwikkelaars. Volledigheid is in een vroeg stadium meestal niet productief: stappen in de use cases 
wijzigen voortdurend bij de ontdekking van nieuwe domeinconcepten. De discussie over hoeveel use 
cases nu in detail moeten worden uitgeschreven en hoeveel er in het globale formaat mogen 
voorkomen is een kwestie van vertrouwen als economische aard: de opdrachtgever en de 
ontwikkelaars moeten het systeem voldoende goed begrijpen wat betreft de toezegging aan een 
planning, een budget, en een proces voor de afhandeling van toekomstige wijzigingen (met inbegrip 
van wijzigingen in de vereisten, planning, en budget). 
 
Tabel 5.3:   Evaluatietabel vereistenmodellering. 
 Bruegge Larman 
probleemstelling probleemstelling (eigen 
sjabloon) 
visiedocument (volgens UP) 
model voor de functionele 
vereisten: 
  
   scenario’s 
    
 
   use cases 
       
 
      - notatie 
      - types en formaten 
      - stijl 
      - prioriteiten 
      - include 
      - extend 
      - generalisatie 
vereistenmodel 
 
 
scenario-based design (M. 
Carol, M. Fowler) 
 
volgens OOSE, Constantine & 
Lockwood  
 
perspectief van de gebruiker 
kort, informeel en volledig 
reële stijl  
volgens heuristieken 
veel gebruikt  
veel gebruikt 
weinig gebruikt 
use-casemodel 
 
 
 
 
 
volgens Cockburn  
 
 
perspectief van het systeem  
één formaat 
essentiële stijl 
 
veel gebruikt 
weinig gebruikt 
wordt afgeraden 
niet-functionele vereisten FURPS+ 
 
onderdeel van de 
use-casebeschrijving 
FURPS+ 
 
aanvullend specificatie-artefact 
kwaliteitscriteria om het 
eindproduct te evalueren  
vragen en heuristieken 
 
vereistenvalidatie enverificatie 
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De benadering van Larman heeft heel wat voordelen: 
 
1. Het formaat van de volledige use-casebeschrijving is gebaseerd op de Cockburn stijl. Een stijl 
die zeer geschikt is om te brainstormen over alternatieven van het hoofdsuccesscenario. Het 
hoofdsuccesscenario is altijd duidelijk gescheiden van de alternatieven (vergelijk de figuren 
5.7 en 5.12).  
2. De granulariteit van de use cases wordt bepaald door een elementair business proces. 
Verschillende ontwikkelaars hebben hierdoor een zelfde kijk op use cases. Bijvoorbeeld, 
create, update en delete operaties kunnen nooit als use case voorkomen omdat ze niet 
beantwoorden aan de definitie van een elementair business proces.  
3. Voor applicaties met een complexe gebruikersinterface (veel navigatie en forms) is de 
essentiële stijl duidelijk een voordeel omdat het ontwerp van de applicatie en de 
gebruiksinterface dan volledig gescheiden zijn. 
4. De vereistenmodellering volgt het Unified Proces. Het artefact aanvullende specificaties 
bevat vereisten en beperkingen die niet voorkomen in het use-casemodel. De functionele 
vereisten die over meerdere use cases gaan kunnen dus ook mee worden opgenomen. 
Domeinregels kunnen ook worden opgenomen in het artefact aanvullende specificaties. 
 
De benadering van Bruegge wordt gekenmerkt door: 
 
1. De compacte stijl van use-casebeschrijving. 
2. De reële stijl heeft als voordeel dat de concrete input en output beschreven wordt. Voor 
applicaties met eenvoudige gebruikersinterface werkt de reële stijl het snelst. De reële stijl is 
nodig omdat in het analysemodel ook objecten die te maken hebben met de 
gebruikersinterface worden opgenomen. De grensobjecten moeten kunnen worden afgeleid 
uit de use-casebeschrijving (zie hoofdstuk 6). De applicatie en de gebruikersinterface worden 
samen ontwikkeld. 
3. De metrieken voor vereistenvalidatie (correctheid, volledigheid, consistentie, duidelijkheid 
en realisme) en vereistenverificatie (verifieerbaarheid en traceerbaarheid) zijn tamelijk vaag. 
Zoals de auteur het zelf zegt zal men meestal de aanwezigheid van fouten aantonen, maar 
niet de afwezigheid. 
 
Uit bovenstaande beschouwingen kunnen we besluiten dat de benadering van Bruegge meer geschikt 
is voor real-time en embedded systemen waarbij concrete input en output gewenst is van bij de start. 
De benadering van Larman daarentegen is meer geschikt voor enterprise applicaties met hun typisch 
complexe gebruikersinterface. De ondersteuning van het Unified Process is bij Larman zeker een groot 
pluspunt, vooral voor beginnende ontwikkelaars en projectmanagement. 
 
 52
Hoofdstuk 6 
 
Analyse 
 
 
 
 
 
De tweede fase van systeemontwikkeling is de analyse. Het hoofddoel is de systeemspecificatie uit de 
vereistenanalyse te formaliseren en vast te leggen in een analyse-objectmodel (Bruegge) of een 
domeinmodel (Larman).  
 
De vereistenmodellering beschrijven we in natuurlijke taal en diagrammen. Het analyse-objectmodel 
of domeinmodel daarentegen beschrijven we op een formele of semi-formele manier [1, 2]. Gebruikers 
en opdrachtgever hoeven hiervan immers niet op de hoogte te zijn. Alleen de systeemontwikkelaars 
gebruiken zo’n model als uitgangspunt voor het ontwerp. 
 
Larman heeft twee mechanismen om ontwikkelaars te helpen bij de identificatie van conceptuele 
klassen: (1) linguïstische analyse (noun-phrase identification), gebaseerd op de scenario’s van use 
cases en (2) een lijst van soorten conceptuele klassen. Bruegge gebruikt linguistische analyse en 
sequentiediagrammen. 
 
 
6.1 Analyse volgens Bruegge 
 
De activiteiten van de analysefase worden hoofdzakelijk door heuristieken geleid [1]. Ontwikkel een 
analyse-objectmodel vanuit het vereistenmodel en de verklarende woordenlijst uit de 
vereistenanalyse: 
 
• Vertrek van de use cases en probeer de belangrijkste objecten te identificeren. Maak een 
onderscheid tussen de entiteits-, grens- en controleobjecten, en verfijn ze door er 
attributen en associaties aan toe te voegen. Nadien bepalen we generalisatierelaties om 
redundanties te vermijden en voegen ze toe aan het analyse-objectmodel. 
• Gebruik sequentiediagrammen om na te gaan hoe de gevonden objecten samenwerken en 
welke hun verantwoordelijkheden zijn. 
• Gebruik eventueel ook activiteitendiagrammen en/of toestandsdiagrammen. 
 
De attributen en operaties worden gespecificeerd zonder typeaanduiding of parameters. 
We werken de Arena use case KondigTornooiAan uit (zie hoofdstuk 5). 
 
6.1.1 Identificatie van entiteitsobjecten 
 
Entiteitsobjecten stellen de concepten in het applicatiedomein voor. Om de entiteitsobjecten op te 
sporen starten we met de verklarende woordenlijst, opgesteld tijdens de vereistenanalyse. Bijkomende 
entiteitsobjecten en hun attributen identificeren we door de heuristieken van Abott toe te passen op de 
use case. We gebruiken alleen de noun phrases1. Figuur 5.7 geeft de use case KondigTornooiAan weer, 
na toepassing van de heuristieken van Abott voor de identificatie van entiteitsobjecten, met in het vet 
de noun phrases. 
 
We identificeren objecten die corresponderen met actoren in de use cases. Actoren zijn concepten in 
het applicatiedomein en zijn relevant voor het systeem (vb. voor toegangscontrole, documentie of 
auteurschap). Arena stelt elke LigaEigenaar voor als een object om er specifieke informatie in op te 
slaan, zoals contactinformatie, de liga’s die de eigenaar beheert, enzovoort. 
                                                          
1 Zelfstandige naamwoorden en bijvoeglijke bepalingen.  
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Niet alle noun phrases corresponderen met klassen. Bijvoorbeeld de naam van een tornooi is een noun 
phrase die refereert naar een attribuut van de klasse Tornooi. De Lijst van adverteerders is een associatie 
tussen de klasse Liga en de klasse Adverteerder. Een paar eenvoudige heuristieken maken het 
onderscheid tussen objecten, attributen en associaties:  
 
- Attributen zijn eigenschappen (bvb., naam van de adverteerder).  
- Attributen hebben elementaire types (start- en einddatum van een tornooi). 
- Zelfstandige naamwoorden die refereren naar verzamelingen zijn associaties: 
Arena – Adverteerder 
Arena – Interessegroepen 
Interessegroep – Speler, Toeschouwer, Adverteerder 
Interessegroep – Liga 
Interessegroep – Spel. 
 
Tabel 6.1 geeft de lijst weer van entiteitsobjecten, de attributen en de associaties die we tot nu toe 
geïdentificeerd hebben uit de use case KondigTornooiAan. We voegen de attributen toe aan de 
betreffende klassen en definiëren de nieuw gevonden klassen. Klassen definiëren is belangrijk omdat 
de namen moeten overeenstemmen met die van de belanghebbenden. Zo kunnen we de termen Spel 
en Match, afhankelijk van de context, verwisselen. In Arena zijn het onderscheiden concepten (Spel is 
een verzameling regels toegepast in een software; een Match is een competitie tussen Spelers). 
Geïdentificeerde objecten moeten ook overeenkomen met de termen in de verklarende woordenlijst 
waarmee we gestart zijn in de vereistenanalyse. Belanghebbenden gebruiken de verklarende 
woordenlijst om ambiguïteiten te ontdekken en als vorm van standaardterminologie tijdens de 
ontwikkeling. Korte definities opstellen, nadat we de klassen gevonden hebben, is de beste manier om 
ambiguïteiten en misopvattingen te voorkomen. 
 
De identificatie van entiteitsobjecten en gerelateerde attributen geeft vaak aanleiding tot een aantal 
bijkomende vragen voor de opdrachtgever. Zo moeten we onze ‘intuïtie’ bevestigen wanneer we 
impliciete attributen en associaties identificeren. M.a.w. we moeten dit controleren met de 
opdrachtgever. We verzamelen nu alle vragen die opgedoken zijn bij de identificatie en we gaan terug 
naar de opdrachtgever (of domeindeskundige). 
 
Vragen voor de opdrachtgever 
- Welke informatie moeten we in Account opslaan? Moeten we bijvoorbeeld een volledige logging 
van elke getoonde advertentiebanner opslaan? 
- Vragen adverteerders naar exclusieve sponsoring voor specifieke liga’s of voor de volledige 
arena? 
- Moeten we advertentiebanners associëren met spellen (om een betere selectie van banners te 
kunnen doen wanneer er geen exclusieve sponsoring is)? 
- Is er een verschil in het vaste bedrag voor exclusieve sponsoring tussen de liga’s of tornooien?  
 
6.1.2 Identificatie van grensobjecten 
 
Grensobjecten geven de interface weer tussen de actor en het systeem. Ze worden geïdentificeerd uit 
use cases en komen meestal overeen met de ruwe gebruikersinterface. Lay-out informatie of details 
van de gebruikersinterface, zoals knoppen en menu’s zijn te gedetailleerd. Gebruikersinterface 
schetsen worden typisch voor deze details gebruikt. Ze stellen concepten voor zoals windows, forms 
of hardware artefacten (zoals werkstations). Het voordeel hiervan is dat de belanghebbenden een 
visueel beeld hebben van de functionaliteit van het systeem. 
 
De Abott heuristieken leveren nauwelijks grensobjecten op. Om ze te vinden doorlopen we de use 
case KondigTornooiAan (figuur 5.7) en identificeren we de verschillende plaatsen die informatie tussen 
de actoren en het systeem uitwisselen. We focussen vooral op forms waarin actoren informatie 
meegeven met het systeem (bvb., de form gebruikt door de LigaEigenaar om een Tornooi te creëren). 
Bovendien concentreren we ons op de manier waarop het systeem informatie teruggeeft aan de 
actoren (bvb., een bericht voor sponsoring ontvangen door de Adverteerders). We gaan elke klasse, na  
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Tabel 6.1:   Entiteitsobjecten uit de use case KondigTornooiAan door toepassing van noun phrase. “(?)” 
zijn onzekerheden die tot de vragen aan de opdrachtgever leiden. 
Entiteitsobject Attributen en associaties Definities 
Account  
-      saldo 
- historiek van facturen (?) 
-      historiek van betalingen (?) 
Een Account stelt voor: 
-        het bedrag voor dat de Adverteerder nog 
         schuldig is,  
-        een historiek van de fracturen,  
-        een historiek van de betalingen. 
Adverteerder - naam 
- liga’s geïnteresseerd 
- inexclusieve sponsoring (?) 
- gesponsorde tornooien 
-      account 
Een actor met interesse om advertentiebanners te 
tonen tijdens de Matchen. 
Advertentie - geassocieerd spel (?) 
 
Het door de Adverteerder getoonde plaatje tijdens de 
Matchen. 
Arena - maximum aantal tornooien 
- vast bedrag voor 
sponsoring (?) 
- liga’s (impliciet) 
-      interessegroepen (impliciet) 
Een instantie van het Arena systeem. 
=> Adverteerder 
Spel  Een Spel is een competitie tussen een aantal Spelers 
volgens spelregels. In Arena is de term Spel een 
software die: 
-     de regels bewaakt,  
-     de vordering van elke Speler nagaat,  
-     beslist over de winnaar. 
InteresseGroep - lijst van spelers, 
       toeschouwers of 
       adverteerders 
- geïnteresseerde spellen en 
liga’s (impliciet) 
Interessegroepen zijn lijsten van Arena gebruikers met 
een gemeenschappelijke interesse (bvb. voor een spel 
of een liga).  
 
Interessegroepen dienen als mailinglijsten om 
berichten voor nieuwe events  naar potentiële actoren 
te sturen.  
Liga - maximum aantal tornooien 
- spel 
Een Liga is een gemeenschap. Ze organiseert 
Tornooien en is geassocieerd met een specifiek Spel 
en Tornooistijl.  
 
Spelers, ingeschreven bij een Liga krijgen punten in 
overeenstemming met het Puntensysteem van de Liga.  
LigaEigenaar - naam (impliciet) 
-       (maximum aantal liga’s)  
Een actor die Liga’s creëert en Tornooien organiseert 
in de Liga. 
Match - tornooi 
- spelers 
- (start) 
- (status) 
- (score) 
Een Match is een uitdaging tussen twee of meer 
Spelers in een Spel. Het resultaat van de Match kan 
één winnaar en verliezers of een gelijkspel (er zijn 
geen winnaars of verliezers) zijn. Bepaalde 
Tornooistijlen laten geen gelijkspel toe. 
Speler - naam (impliciet)  
Tornooi - naam 
- startdatum inschrijving 
- einddatum inschrijving 
- startdatum tornooi 
- einddatum tornooi 
- maximum aantal spelers 
-       exclusieve sponsor 
Een Tornooi bestaat uit een aantal Matchen tussen 
Spelers. Tornooien eindigen met één winnaar. De Liga 
die het Tornooi organiseert legt de manier vast 
waarop Spelers punten en Matchen verzamelen. 
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identificatie, opnieuw definiëren. Tabel 6.2 geeft de grensobjecten weer met hun definities die we 
geïdentificeerd hebben uit de use case KondigTornooiAan. 
 
De use case KondigTornooiAan is relatief complex en heeft meerdere actoren. Dit verklaart het relatieve 
hoog aantal grensobjecten. Elke use case moet tenminste één grensobject hebben (mogelijk gedeeld 
met andere use cases). 
 
Tabel 6.2:   Grensobjecten uit de use case KondigTornooiAan. 
Grensobject Definitie 
TornooiForm Form gebruikt door de LigaEigenaar om de kenmerken van een 
Tornooi door te geven bij aanmaak of wijziging ervan. 
VraagSponsoringForm Form gebruikt door de LigaEigenaar om sponsoring aan te 
vragen bij de Adverteerders. 
SponsoringVraag Bericht ontvangen van de Adverteerders voor aanvraag 
sponsoring.  
SponsoringAntwoord Bericht ontvangen door de LigaEigenaar en afkomstig van de 
Adverteerder voor exclusieve sponsoring van het tornooi. 
SelecteerExclusieveSponsorForm Form gebruikt door de LigaEigenaar om het onderwerp over de 
sponsoring af te sluiten. 
BerichtInteresseGroepenForm Form gebruikt door de LigaEigenaar om geïnteresseerde 
gebruikers in te lichten. 
InteresseGroepBericht Gereviseerd bericht van geïnteresseerde gebruikers over een 
nieuw Tornooi.  
 
Vragen voor de opdrachtgever 
- Wat doen we met sponsors die niet antwoorden? 
- Hoe adverteren we een nieuw tornooi als er geen relevante interessegroepen zijn? 
- Hoe lichten we gebruikers in (vb. email, telefoon, Arena berichtenbox)? 
 
6.1.3 Identificatie van controleobjecten 
 
Controleobjecten verzorgen de coördinatie tussen de grens- en entiteitsobjecten. Bij het begin van de 
use case zorgt men meestal voor een controleobject. Dit accumuleert al de nodige informatie om de 
use case te kunnen afhandelen. 
In KondigTornooiAan identificeren we een object KondigTornooiAanController dat alle berichten naar 
Adverteerders stuurt en verzamelt. Bovendien controleert het de beschikbaarheid van andere objecten 
en de verzending van berichten naar geïnteresseerde gebruikers. 
 
In het algemeen kunnen meerdere controleobjecten participeren in dezelfde use case. Dit gebeurt 
indien er bijvoorbeeld: 
 
• alternatieve flows van events gecoördineerd moeten worden, 
• meerdere werkstations asynchroon werken, 
• bepaalde controle informatie nog overblijft na de afhandeling van de use case. 
 
6.1.4 Modelleren van interacties tussen objecten 
 
We hebben een aantal entiteits-, grens- en controleobjecten geïdentificeerd die participeren in de use 
case KondigTornooiAan, alsook een aantal attributen en associaties. We stellen deze objecten voor in 
een sequentiediagram, een weergave van de interacties die plaats hebben tijdens de afhandeling van 
de use case. Hierdoor kunnen we bijkomende associaties en attributen identificeren (volledigheid van 
het model). Voor de duidelijkheid splitsen we het sequentiediagram in drie delen: 
 
• figuur 6.1 toont de interacties bij de creatie van een tornooi, 
• figuur 6.2 toont de workflow bij de vraag naar en de selectie van een exclusieve sponsor, 
• figuur 6.3 focust op de berichtgeving naar interessegroepen.  
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Het sequentiediagram van figuur 6.2 is interessant omdat het de identificatie van bijkomende 
associaties en attributen oplevert. Om de Adverteerder in te lichten hebben we contactinformatie nodig 
via een e-mailadres of een mailbox. We voegen consequent een contactattribuut email toe aan de klasse 
Adverteerder. We anticiperen en voegen ook contactattributen toe aan de klassen LigaEigenaar en Speler. 
 
Bij de opbouw van het sequentiediagram om berichten naar interessegroepen te sturen (figuur 6.3), 
stellen we vast dat de use case niet specificeert hoe we de geselecteerde sponsor kunnen inlichten. We 
voegen daarom consequent de nieuwe stap toe in de use case om alle geïnteresseerde sponsors te 
berichten alvorens de interessegroepen te berichten. Dit vereist een nieuw grensobject SponsorBericht. 
Gelijkaardige noden doen zich voor bij Interessegroep: BerichtInteresseGroepForm en 
InteresseGroepBericht, maar daar hebben we eerder al rekening mee gehouden. 
 
 
Figuur 6.1:  UML sequentiediagram voor de use case KondigTornooiAan, tornooi creëren workflow. 
 
 
 
Figuur 6.2:  UML sequentiediagram voor de use case KondigTornooiAan, sponsoring workflow. 
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Figuur 6.3:  UML sequentiediagram voor de use case KondigTornooiAan, interessegroep workflow. 
 
6.1.5 Review en consolidatie van het analyse-objectmodel 
 
Tot nu toe hebben we de meeste deelnemende objecten, hun associaties en attributen gevonden. We 
hebben de use-casebeschrijving aangepast en het bijhorende UML klassediagram getekend (figuur 
6.4). 
 
We focussen ons nu op de entiteitsobjecten. De opdrachtgever moet ze nauwkeurig herbekijken 
omdat het applicatie domeinconcepten zijn. We gebruiken de klasse Arena als root object in het 
systeem; de klasse Arena stelt een specifieke instantiatie voor. Voorbeeld, indien een instantiatie 
gegeven is, kunnen we een lijst van alle Interessegroepen, Adverteerders, LigaEigenaars, Spellen en 
Tornooistijlen opvragen via een query.  
 
Objecten worden niet gedeeld over instanties. Voorbeeld, LigaEigenaars behoren tot precies één 
instantie van het systeem. Indien een gebruiker een LigaEigenaar is in meerdere Arena instanties van 
het systeem dan heeft de gebruiker een LigaEigenaar account in elke instantie.  
We beslissen hierover gedurende de analyse op basis van onze interpretatie van de 
probleembeschrijving. We steunen op ervaring en kennis om het systeem te bouwen. In alle geval 
moeten we deze beslissingen met de opdrachtgever doorpraten en bevestigen. 
 
Vervolgens tekenen we de overervinghiërarchieën (figuur 6.5). Het is volgens Bruegge een goede 
gewoonte om tijdens de analyse, voor de schaalbaarheid, de twee afzonderlijk diagrammen (figuren 
6.4 en 6.5) te behouden. 
 
De abstracte klasse Gebruiker identificeerden we via generalisatie. Spel en Tornooistijl identificeerden 
we via specialisatie. De klassen TicTacToe en Schaak zijn concrete specialisaties van Spel. De klassen 
KnockOutStijl en RoundRobinStijl zijn ook concrete specialisaties van Tornooistijl. 
 
Tenslotte tekenen we het klassediagram met de associaties tussen de grens-, contole- en geselecteerde 
entiteitsobjecten geassocieerd met de use case KondigTornooiAan (figuur 6.6). 
Het klassediagram van figuur 6.4 focust hoofdzakelijk op de relatie tussen de applicatie-
domeinconcepten. Het klassediagram van figuur 6.6 focust op de concepten geassocieerd met de 
workflow van de use case op een grof niveau. Het controleobject verbindt de entiteitsobjecten en 
grensobjecten en toont  de coördinatie en sequentie  tussen de forms en de berichten. De 
sequentiediagrammen van de figuren 6.1 tot 6.3 maken duidelijk dat het controleobject meerdere 
grensobjecten creëert. Figuur 6.6 geeft een samenvatting van de objecten en associaties die 
participeren in de use case. Alleen de sequentiediagrammen geven een volledige flow van informatie 
weer.  
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Figuur 6.4:  Entiteitsobjecten na analyse van de use case KondigTornooiAan. 
 
 
 
Figuur 6.5:  Generalisatie tussen entiteitsobjecten. 
 
6.1.6 Verdere uitwerking 
 
Figuur 6.7 geeft het gedeeltelijk analyse-objectmodel met attributen, operaties en associaties tussen de 
klassen weer die werden gevonden tijdens de analysefase voor de use cases KondigTornooiAan, 
SchrijfInVoorTornooi en VerwerkInschrijvingen (zie hoofdstuk 5). De klasse TornooiForm is 
verantwoordelijk voor de generatie en verwerking van alle gebruikersinterface forms. De klasse 
TornooiController is verantwoordelijk voor de coördinatie van alle transacties tussen de TornooiForm 
en de entiteitsklassen: Liga, Tornooi, Speler, Adverteerder en Match. 
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Figuur 6.6: Associaties tussen grens-, controle- en geselecteerde entiteitsobjecten van de use case 
KondigTornooiAan. 
 
 
Figuur 6.7:  Gedeeltelijk analyse-objectmodel voor de use cases: KondigTornooiAan, SchrijfInVoorTornooi 
en VerwerkInschrijvingen. 
 
 
6.2 Analyse volgens Larman 
 
Net zoals bij het analysemodel volgens Bruegge gaan we met behulp van ‘noun phrase identification’ 
zoeken naar conceptuele klassen voor het hoofdsuccesscenario van de use case KondigTornooiAan. 
Eventuele kandidaat-attributen nemen we direct mee. Dit levert ons dezelfde lijst op als tabel 6.1. 
Verder bekijken we de probleembeschrijving (zie hoofdstuk 4) en zoeken we naar kandidaatklassen  
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die we bij de use case mogelijk gemist hebben. Dit levert geen nieuwe relevante begrippen op. Een 
aantal begrippen kunnen afvallen als kandidaatklasse zoals in sectie 6.1.1. 
 
 We zoeken nu ook met de lijst van categorieën van conceptuele klassen naar de klassen die in het 
domein van de use case thuishoren (tabel 6.3) [2]. 
  
Tabel 6.3:  Lijst van soorten conceptuele klassen 
Conceptuele-klassecategorie Kandidaat-klassen 
Business transacties   
Transactieregels 
 
 
Product of dienst i.v.m. business transacties of 
transactieregels 
 
Arena 
Waar slaan we  de transactie op? 
 
 
Rollen van mensen of organisaties i.v.m. transacties;  
actors in de use case 
Speler, Adverteerder, LigaEigenaar, Toeschouwer 
Locatie van transacties; locatie van diensten 
    
 
Belangrijke, te onthouden gebeurtenissen, vaak 
gebonden aan tijd of plaats  
Tornooi, Match 
Fysieke objecten 
 
 
Beschrijvingen van dingen 
 
 
Catalogussen 
 
 
‘Containers’ van andere dingen (fysieke informatie) 
   
Interessegroep 
Dingen in een ‘container’ 
   
Match (in een Tornooi) 
Andere samenwerkende systemen 
 
 
Financiële verslaglegging, contracten, juridische 
zaken 
 
Arena, Account 
Financiële instrumenten 
 
 
Planningen, handleidingen, documenten die 
regelmatig geconsulteerd worden om het werk te 
kunnen uitvoeren   
Arena, Account 
Door toepassing van de categorielijst en noun phrase analyse komen we tot de lijst van kandidaat 
conceptuele klassen voor het hoofdsuccesscenario van de use case KondigTornooiAan. 
 
Alleen relevante dingen mogen voorkomen. Zo komen in het arenadomein bij de eerste iteratie 
bepaalde concepten niet voor (zoals “Klassement”). Dus toon geen klasse Klassement in het model 
voor deze iteratie. 
 
We vullen vervolgens de lijst van veelvoorkomende associatietypes in (tabel 6.4) [2]. Deze lijst kan een 
groot aantal kandidaat-associaties opleveren. Het criterium ‘need to remember’ bepaalt of we 
associaties al dan niet opnemen  in het domeinmodel [2]. In de tabel 6.4 stellen A en B klassen voor. 
 
Tabel 6.4:  Lijst van veelvoorkomende associaties 
Associatiecategorie Kandidaat-associaties 
A is een transactie die verband houdt met transactie B 
 
 
A is een transactieregel (regel item) van transactie B 
 
 
A is een product of dienst voor een transactie (of regel 
item) B 
 
A is een rol die verband houdt met transactie B 
 
 
A is een fysiek of logisch onderdeel van B 
   
Adverteerder–Arena, LigaEigenaar–Arena, 
Tornooistijl–Arena, Spel–Arena, Interessegroep 
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Arena, Tornooistijl–Arena, Liga–LigaEigenaar, 
Tornooi–Liga, Match–Tornooi, Speler–Match, 
Speler-Inschrijving 
A is fysiek of logisch aanwezig in / op B 
  
 
A is een beschrijving van B 
   
 
A is  bekend bij / gelogd / vastgelegd of 
gerapporteerd in B  
  
 
A is  lid van B 
   
 
A is  organisatorisch onderdeel van B 
   
LigaEigenaar – Arena, TornooiStijl – Arena, Spel – 
Arena, Interessegroep – Arena, Adverteerder – 
Arena 
A maakt gebruik van of geeft leiding aan B 
   
LigaEigenaar – Liga, Liga – Tornooi, Tornooi – 
Match, Adverteerder – Account, Interessegroep – 
Gebruiker 
A volgt op B 
   
Vak - Vak 
 
De associaties zijn hoofdzakelijk afgeleid van de “need to remember” criteria en de lijst van veel 
voorkomende associaties [2]. 
 
Verder voegen we attributen en attribuuttypes toe als uit de context duidelijk wordt welke dat zijn. In 
andere gevallen laten we de types achterwege. We bepalen ze later in de ontwerpfase. De gekozen 
attributen tonen de informatievereisten voor het scenario KondigTornooiAan. Het domeinmodel voor 
de use case KondigTornooiAan komt overeen met het gevonden gedeeltelijk domeinmodel volgens 
Bruegge, zoals weergegeven in figuur 6.5. Het domeinmodel voor de drie use cases: KondigTornooiAan, 
SchrijfInVoorTornooi en VerwerkInschrijvingen komt overeen met figuur 6.7. Maar zonder de klassen 
TornooiForm en TornooiController en zonder operaties bij de klassen. 
 
 
6.3 Bruegge versus Larman 
 
Domeinmodel 
 
Het domeinmodel van Larman gaat over objecten uit de echte wereld, de omgeving van het beoogde 
systeem. We zitten hier in de analysefase en onderzoeken het probleem. De oplossingen komen pas 
later aan de orde in de ontwerpfase. In het domeinmodel kunnen we ook klassen opnemen die 
overeenkomen met de probleembeschrijving en niet in de use cases voorkomen. Hierdoor is het 
helemaal niet duidelijk of die ooit als softwareklasse in het uiteindelijke systeem zullen voorkomen. 
Voorbeeld, het concept Manager van Arena. Het domeinmodel bestaat uit een klassediagram: 
 
• met associaties, 
• met multipliciteiten bij de associaties, 
• met attributen bij de klassen,  
• zonder operaties bij de klassen. 
 
Analyse-objectmodel 
 
Het analyse-objectmodel van Bruegge gaat niet over de werkelijke wereld, maar over software. Het 
bevat naast de elementen van het domeinmodel ook nog: 
 
• windows of andere GUI-componenten, 
• verantwoordelijkheden of methoden. 
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Technieken om klassen te vinden 
 
Noun phrase identification levert alleen kandidaatklassen op. We kunnen de heuristieken niet 
mechanisch  toepassen. Iedere kandidaatklasse moet tegen het licht worden houden. 
Ook de lijst van soorten conceptuele klassen kan leiden tot ‘teveel’ klassen. Deze lijst kan veel 
kandidaatklassen opleveren die binnen het domein een rol spelen, maar ze hoeven niet allemaal van 
belang te zijn voor de relevante use case(s). Een nauwkeurige vergelijking van de lijst met relevante 
usecase(s) is dus noodzakelijk. Zo kunnen we ook voorkomen dat beide technieken relevante klassen 
niet aan het licht brengen. 
De lijst van zelfstandige naamwoorden en bijvoeglijke bepalingen bekomen door toepassing van de 
heuristieken van Abott moet nog worden opgeschoond met de regels: 
 
• vervang synoniemen door één term, 
• verwijder woorden die elementaire data-elementen voorstellen, maar laat data-elementen die 
enige structuur of gedrag vertonen beslist staan, 
• bij twijfel of een woord een data-element is of een object voorstelt, het woord als conceptuele 
klasse handhaven. 
 
De resultaten van de woordenlijstbenadering van Larman kunnen we dan, als extra controle, 
vergelijken met de lijst van conceptuele klassen, gevonden door toepassing van de heuristieken van 
Abott. Deze extra controle toont het nut aan van de lijst van conceptuele klassen (volledigheid). 
 
Associaties 
 
De lijst van veelvoorkomende associatietypes van Larman is een hulpmiddel bij het zoeken naar 
zinvolle associaties, zonder meer. We concentreren ons vooral op associaties waarvan de kennis over 
de verbinding voor een zekere tijd bewaard moet blijven (“need-to-know” associaties). Discussies of 
een bepaalde associatie wel in de lijst thuishoort en of deze wel onder de juiste kop is opgenomen, zijn 
zinloos. Het gaat er immers alleen om kandidaatassociaties te vinden. Ook wil de lijst geen associaties 
uitsluiten. De lijst kan ook gemakkelijk leiden tot associaties die van belang zijn voor het domein, 
maar niet voor de beschouwde use cases. De relevantie van de kandaat-associaties moeten we altijd 
controleren. In het domeinmodel is een associatie een aanduiding dat een relatie betekenis heeft in de 
werkelijke wereld. Het verplicht niet tot implementatie later. In het analyse-objectmodel worden 
associaties gevonden door toepassing van de heuristieken van Abott en sequentiediagrammen. Ze 
hebben hier een software-ontwerp betekenis. 
 
Attributen 
 
De benadering van attributen is voor beide auteurs dezelfde. We nemen alleen attributen op die 
volgens de use cases onthouden zouden moeten worden. De heuristieken van Abott worden door 
beide auteurs gebruikt. 
 
Tabel 6.5 geeft een samenvatting volgens belangrijkste criterium zoals vastgelegd in het 
referentiekader (zie hoofdstuk 3). 
 
 
6.4 Besluit 
 
De activiteiten van de analysefase worden door beide auteurs geleid door heuristieken en methoden. 
De kwaliteit van het resultaat wordt bepaald door de ervaring van de ontwikkelaars met deze 
heuristieken en methoden. 
 
Het grote verschil tussen beide auteurs zit in de benadering van het model. Het analysemodel is een 
softwaremodel dat bestaat uit een analyse-objectmodel en een dynamisch model. Het domeinmodel 
daarentegen is de werkelijke wereld. 
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Tabel 6.5:  Evaluatietabel voor de analyse. 
 Bruegge  Larman 
methode  verklarende woordenlijst + 
linguïstische analyse (Abott) + 
sequentiediagrammen 
 
verklarende woordenlijst + 
linguïstische analyse (Abott) + 
lijsten voor soorten conceptuele 
klassen en veelvoorkomende 
associaties 
model analyse-objectmodel bestaat uit: 
  - entiteits-, controle- en   
     grensklassen 
  - attributen 
  - associaties  
  - operaties 
 
het dynamisch model bestaat 
uit sequentiediagrammen 
domeinmodel bestaat uit: 
  - entiteitsklassen 
  - attributen 
  - associaties  
elementen (klassen, 
attributen en associaties 
moeten relevant zijn voor het 
ontwerpklassediagram 
hoeven niet relevant zijn voor 
het ontwerpklassediagram. 
associaties op basis van heuristieken en 
sequentiediagrammen 
op basis van ‘lijst van veel 
voorkomende associaties’ en 
het criterium ‘need to 
remember’ 
kwaliteitscriteria om het 
eindproduct te evalueren 
 
heuristieken van Abott voor 
klassen, associaties en 
attributen 
 
heuristieken voor entiteits- 
controle- en grensobjecten 
 
heuristieken voor 
sequentiediagrammen 
heuristieken van Abott voor 
concepten 
 
lijsten van soorten conceptuele 
klassen en veel voorkomende 
associaties 
 
Een vergelijking maken tussen conceptuele entiteitsklassen (Larman) en software entiteitsklassen 
(Bruegge) heeft weinig zin. De volgende kanttekeningen bij conceptuele klassen van het domeinmodel 
maken dit duidelijk: 
 
• het is beter om een domeinmodel met fijnkorrelige klassen te hebben dan om er weg te laten, 
• een domeinmodel is niet beter als er minder conceptuele klassen zijn, het is eerder 
omgekeerd, 
• een klasse vergeten is niet erg, het model kan later nog altijd aangevuld worden, 
• een klasse die alleen gedrag representeert kan ook bruikbaar zijn. 
 
De bovenstaande regels gelden uiteraard niet voor de softwareklassen in het analyse-objectmodel van 
Bruegge. 
De lijst van soorten concepten en de lijst van veelvoorkomende associaties zijn sterk georiënteerd naar 
bedrijfstoepassingen en vormen hiervoor een goede aanvulling op de heuristieken van Abott.  
De classificatie van analyse-objecten, in entiteits-, controle-, en grensobjecten is geïnspireerd op het 
model/view/controller (MVC) paradigma en het Java Swing user interface framework [1]. 
De scheiding tussen analyse en ontwerp is een pluspunt voor Larman. Zijn handboek is dan ook een 
uitstekende gids voor de beginnende ontwerper van bedrijfstoepassingen. De compacte éénmodel 
benadering van Bruegge richt zich meer naar real-time en embedded software applicaties, waar de 
scheiding tussen enerzijds analist en ontwerper en anderzijds tussen opdrachtgever en analist minder 
scherp zijn.  
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Hoofdstuk 7 
 
De interactie tussen actor en systeem 
 
 
 
 
 
Sequentiediagrammen tonen de interactie tussen objecten. Het systeem sequentiediagram (SSD) is een 
speciaal geval van een sequentiediagram: het toont de interactie tussen de actor en het systeem, die we 
hier beiden als object beschouwen. Het is een hulpmiddel,  geïntroduceerd door Larman zelf.  UML1  
en Bruegge kennen het begrip niet. Een systeem sequentiediagram is dus een specifieke toepassing 
van een sequentiediagram2. 
 
SSD’s worden door Larman gebruikt: 
1. als basis voor contracten (zie hoofdstuk 8), 
2. als input voor het ontwerpmodel (zie hoofdstuk 9). 
 
In dit hoofdstuk gaan we na in hoeverre er een overeenkomst bestaat bij Bruegge en we maken een 
vergelijking. 
 
 
7.1 Systeem sequentiediagrammen 
 
SSD’s geven de interactie tussen het systeem en zijn omgeving weer. In dat opzicht lijken ze op 
contextdiagrammen, toegepast in andere systeemontwikkelingmethodes.  
In een SSD is ook de volgorde van acties en reacties zichtbaar, in een contextdiagram niet. Bovendien 
heeft een contextdiagram in principe betrekking op het totale systeem en een SSD slechts op een enkel 
scenario van een use case.  
 
Figuur 7.1 geeft het systeem sequentiediagram voor de use case KondigTornooiAan weer (zie figuur 
5.12). Larman heeft bij de naamgeving van events een duidelijke voorkeur voor de betekenisweergave.  
Wanneer een tornooi-organisator op de knop ‘nieuw tornooi drukt’, geeft hij of zij daarmee aan dat er 
een nieuw tornooi begint. De gebeurtenis zelf (de druk op de knop is) is van minder belang. Daarom 
staan de namen van events in figuur 7.1 in de gebiedende wijs. Een gebeurtenis heeft hier dus de 
waarde van een opdracht. Voor resultaatwaarden gebruikt Larman een beschrijving van de 
betreffende waarde in kwestie. 
 
Om de door het systeem afgehandelde events te modelleren worden systeem sequentiediagrammen 
gebruikt. Het proces van Larman leidt deze direct af uit de uitgebreide use cases door de events te 
identificeren die gegenereerd worden van de gebruiker naar het systeem. Het gebruik van use-
casesjabloon met twee kolommen is hier handig (zie hoofdstuk 5). Het systeem sequentiediagram 
vormt dus een nauwkeurig raamwerk voor de verdere stappen in het proces. Het proces van Larman 
haalt hier enige mosterd uit de use case driven aanpak van Jacobson [4]. 
 
 
                                                          
1 Zelfde doelstelling als het Interaction Overview Diagram in UML 2.0.  
2 Systeem sequentiediagrammen kunnen ook worden gebruikt om de samenhang tussen systemen 
weer te geven. 
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Praktisch: 
 
• creëer systeem sequentiediagrammen voor elk use case hoofdsuccesscenario en veel 
voorkomende of complexe alternatieven of uitbreidingen, 
• elk sequentie-event in het diagram komt overeen met een interactie tussen de actor en het 
systeem, en is vastgelegd in de uitgebreide use-casebeschrijving. 
 
De SSD’s getekend vanuit de use-casebeschrijving geven de systeemoperaties weer waarvoor we 
optioneel contracten zouden kunnen schrijven. Het domeinmodel (zie hoofdstuk 6) geeft de objecten 
weer die we kunnen bespreken in de postcondities van contracten (zie hoofdstuk 8). 
 
 
Figuur 7.1:    Systeem sequentiediagram voor de use case KondigTornooiAan. 
 
 
7.2 De interactie tussen grens-en controleobject 
 
In hoofdstuk 6 hebben we bij Bruegge gezien dat controleobjecten de coördinatie verzorgen tussen de 
grens- en entiteitsobjecten. In het algemeen wordt een controleobject gecreëerd bij het begin van een 
use case en accumuleert het al de informatie die nodig is om de use case af te handelen. 
In de use case KondigTornooiAan identificeerden we een object :KondigTornooiAanController dat 
verantwoordelijk is voor het sturen en verzamelen van alle berichten naar Adverteerders, het 
controleren van de beschikbaarheid van andere objecten en het sturen van berichten naar 
geïnteresseerde gebruikers. 
Als we nu in de figuur 7.1 het object :Systeem vervangen door het controllerobject 
:KondigTornooiAanController dan zien we dat beide objecten dezelfde functie hebben voor de use 
case KondigTornooiAan.  
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In hoofdstuk 6 hebben we gezien dat grensobjecten de interface weergeven tussen de actor en het 
systeem. Ze worden geïdentificeerd uit use cases en komen meestal overeen met de ruwe 
gebruikersinterface. 
In de use case KondigTornooiAan identificeerden we een object :TornooiForm dat verantwoordelijk is 
voor het sturen en verzamelen van alle berichten naar :KondigTornooiAanController. 
In figuur 7.1 komt het grensobject :TornooiForm niet expliciet voor omdat het domeinmodel volgens 
Larman, zoals opgesteld in hoofdstuk 6, daar geen weet van heeft. 
 
Figuur 7.1 komt dus overeen met de figuren 6.1, 6.2 en 6.3 in hoofdstuk 6 wat betreft de communicatie 
tussen de actor en het controllerobject :KondigTornooiAanController. 
 
 
7.3 Bruegge versus Larman 
 
In het algemeen kunnen meerdere controleobjecten participeren in dezelfde use case. Bijvoorbeeld, 
indien er meerdere alternatieve flows van events moeten gecoördineerd worden. De verzameling van 
alle controllers vervult dan de rol van het object :Systeem. 
De verschillende benaderingen hebben alleen te maken met het feit dat het domeinmodel van Larman 
geen controleobjecten en operaties op controleobjecten kent en het analyse-objectmodel van Bruegge 
wel. Beide benaderingen doen hetzelfde: de communicatie tussen de actor en het systeem verzorgen; 
alleen de manier waarop is verschillend. Een voorkeur voor Bruegge of Larman voert ons terug naar 
hoofdstuk 6. Een analysemodel of een domeinmodel?  
 
Een alternatief voor het SSD is het UML activiteitendiagram. Het kan gebruikt worden voor: 
• de analyse van een use case, 
• de beschrijving van complexe sequentiële algoritmen en multithreading. 
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Hoofdstuk 8 
 
Contracten 
 
 
 
 
 
In dit hoofdstuk bespreken we het artefact contract. Het kan deel uitmaken van zowel de analyse als 
van het ontwerp [1, 2]. 
 
Volgens Bruegge specificeert een contract constraints op klassen in het objectontwerp [1]. Het gedrag 
van elke klasse en de grensgevallen vinden we terug in : 
 
• specificatie van pre- en postcondities, 
• specificatie van invarianten, 
• overerving van contracten. 
 
Volgens Larman specificeert een contract het verwerkingseffect van een systeem-event op de toestand 
van de objecten in het domein [2]. Het kan bijvoorbeeld aangeven dat een bepaalde systeem-event in 
een systeem sequentiediagram (SSD) (zie hoofdstuk 7): 
 
• bepaalde domeinobjecten moet creëren of vernietigen of, 
• een link tussen twee objecten moet leggen of verbreken of, 
• beperkingen op objecten moet inbouwen. 
 
Contracten kunnen we op drie manieren gebruiken: 
 
• tijdens de specificatiefase, om bepaalde eisen te verhelderen, 
• als basis voor het ontwerp en de implementatie, 
• als basis voor tests en testgevallen voor zowel operaties als use cases (gericht op verificatie en 
validatie). 
 
Deze vergelijkende studie gaat alleen over het eerste en het tweede gebruik. 
 
 
8.1 Systeem operatiecontracten volgens Larman 
 
Systeem operatiecontracten steunen op systeem sequentiediagrammen (SSD) (zie hoofdstuk 7). 
Normaal gezien hebben de ontwikkelaars genoeg aan de tekstuele use cases en de domeinkennis  om 
de details van de functionele specificatie te begrijpen. Soms is dit niet voldoende. Dat is bijvoorbeeld, 
het geval bij de systeemoperatie, verwerkInschrijvingen() voor Arena (zie figuur 5.14). Wat hier 
allemaal moet gebeuren is complex en gaat veel meer in detail dan je op het eerste zicht zou zeggen. 
Een use-casebeschrijving is niet direct geschikt om deze gedetailleerde flow van opeenvolgende acties 
weer te geven. In deze gevallen kan een systeem operatiecontract, een objectgeoriënteerd analyse-
artefact, goede diensten bewijzen. Een systeemoperatie is een input-event op het systeem als geheel, 
zoals maakTornooi(). SSD’s kunnen syteemoperaties expliciet voorstellen [2]. Bovendien zijn ze 
impliciet aanwezig in de use-casebeschrijving [1, 2]. Figuur 8.1 geeft het contract voor de tweede 
systeemevent in het SSD van figuur 7.1 weer. 
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Contract CO2: maakTornooi 
__________________________________________________________________________________________ 
Operatie:  maakTornooi(maxAantSpelers, naam, …) 
Kruisverwijzing: use cases: KondigTornooiAan 
Precondities:  -      er bestaat een instantie a van Arena, 
- er bestaat een instantie l van liga, 
- startTornooi en eindeTornooi zijn geldige data en eindeTornooi ligt niet 
na startTornooi, 
- startInschrijving en eindeInschrijving zijn geldige data en eindeTornooi 
ligt niet na startTornooi, 
- startTornooi – eindeTornooi < Calendar.Week, 
- maxAantalSpelers > 0. 
 
Postcondities:  -      er is een instantie t van Tornooi gecreëerd, 
- t.startTornooi is gelijk aan startTornooi, 
- t.eindeTornooi is gelijk aan eindeTornooi, 
- t.startInschrijving is gelijk aan startInschrijving, 
- t.eindeInschrijving is gelijk aan eindeInschrijving, 
- t is geassocieerd met l. 
 
Figuur 8.1:  Contract voor maakTornooi(naam, maxAantSpelers, …). 
 
Het systeem operatiecontract maakTornooi beschrijft in pre- en postconditieformaat het effect van een 
operatie in termen van wijzigingen aan objecten beschreven in het domeinmodel. De postcondities in 
het contract zijn beperkt tot de volgende categorieën: 
 
• gecreëerde instanties, 
• gevormde associaties, 
• gewijzigde attributen. 
 
De postcondities zijn dus beperkt tot wijzigingen aan de objecten en hun associatie in het 
domeinmodel. Postcondities zijn eigenlijk conceptuele wijzigingsopdrachten. Ze refereren naar 
software gedragingen en niet naar de creatie van objecten. In de ontwerpfase komen deze 
postcondities tot stand in termen van software. 
 
Postcondities volgens Larman 
 
Precondities formuleren de startvoorwaarden van de systeemoperatie waar het contract betrekking op 
heeft. We hoeven ze tijdens die operatie dan ook niet te controleren. Ze geven aan wat moet gelden na 
afloop van die systeemoperatie. Pre- en postcondities bakenen daarmee verantwoordelijkheden af: 
 
• de aanroeper van een systeemoperatie is verantwoordelijk voor de precondities, 
• de systeemoperatie zelf is verantwoordelijk voor de postcondities. Waar deze verdeling niet 
triviaal is kunnen contracten een belangrijke rol spelen. 
 
De realisatie van een use case (of van een use-casescenario) bestaat uit een opeenvolging van 
systeemoperaties o1, ..., on. Er bestaat een verband tussen de pre- en postcondities van de use case als 
geheel en die van de contracten bij elk van de systeemoperaties: 
 
• de precondities van o1 zijn gelijk aan de precondities van de use case, 
• de precondities van oi+1 moeten volgen uit de postcondities van oi, 
• de postcondities van on tenslotte zijn gelijk aan die van de use case als geheel. 
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Contracten vormen in zekere zin een schakel tussen de specificatie en het ontwerp. Pre- en 
postcondities klinken als toestandsveranderingen van objecten in het domeinmodel, maar stellen 
tegelijkertijd eisen aan het ontwerp in het algemeen en de representatie van de domeinobjecten op 
ontwerpniveau in het bijzonder. 
 
Larman laat die twee niveaus (domeinmodel en ontwerpmodel) enigszins door elkaar lopen. 
Enerzijds benadrukt hij dat het hier om toestandsveranderingen van domeinobjecten gaat. Anderzijds 
suggereert een eis als ‘een instantie t van Tornooi werd gecreëerd’ uit de postconditie van CO2 (figuur 
8.2) het bestaan van een klasse Tornooi in het ontwerpmodel. Bovendien maakt die eis duidelijk dat 
die postconditie betrekking heeft op die ontwerpklasse. Er wordt hier immers beschreven wat het 
systeem moet doen bij het uitvoeren van de methode maakTornooi(). 
Maar strikt gesproken is dat niet waar. Figuur 8.2 laat zien wat de eis wel is. Er moet namelijk een 
afbeelding bestaan van de genoemde objecten in het domeinmodel op softwareobjecten in het 
systeem. De transformatie daarvan bij het uitvoeren van de systeemoperatie moet voldoen aan het 
contract. We kunnen de ontwerpklassen dus nog volledig vrij kiezen. 
 
Postcondities beschrijven bij Larman alleen veranderingen in de toestand van objecten in het 
domeinmodel. Het betreffende domeinmodel erbij nemen en het goed bekijken wanneer men een 
contract opstelt is dan ook een aanrader. 
 
Software-
Objecten
Software-
objecten
systeemoperatie()
T T
Deze overgang wordt
beschreven door het
contract
DOMEINMODEL
ONTWERPMODEL
De systeemoperatie moet
het contract implementeren
 
 
Figuur 8.2:   Relatie tussen toestandsveranderingen in domeinmodel en ontwerpmodel. 
 
   
8.2 Contracten volgens Bruegge 
  
Bruegge gebruikt de Object Constraint Language (OCL): een formele specificatietaal die  specificaties 
d.m.v. condities beschrijft en goed aansluit bij UML. OCL moet constraints vastleggen die gelden bij 
UML diagrammen. De constraints nemen de vorm aan van expressies die een Boolean-waarde 
opleveren. De taal kent de standaard OO-elementen, zoals klassen, attributen en methoden. De 
ontwerper kan daar dus gebruik van maken en ernaar verwijzen in expressies. 
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Het voorbeeld uit 8.1 kan niet volledig beschreven worden in OCL omdat postcondities bij Larman 
alleen veranderingen in de toestand van objecten in het domeinmodel uitdrukken en geen operatie op 
een klasse. Het domeinmodel is nodig om een contract te kunnen opstellen.  
Omgekeerd, een OCL contract kan niet beschreven worden als een systeemcontract omdat: 
 
• De postconditie in OCL altijd een operatie op een klasse is. In de analysefase kan OCL niet 
worden toegepast op operaties omdat operaties in het domeinmodel bij Larman dan nog niet 
gekend zijn (zie hoofdstuk 6). 
• Systeemcontracten zich beperken tot de beschrijving van toestandsveranderingen in het   
domeinmodel. 
 
Alleen invarianten kunnen gebruikt worden om speciale vereisten in de analysefase van Larman 
eenduidig weer te geven. Bijvoorbeeld, een tornooi staat op stapel voor de duur van ten hoogste één 
week. Deze constraint betreft de attributen startTornooi en eindeTornooi van de klasse Tornooi. OCL 
geeft deze constraint weer als: 
 
context Tornooi inv: 
 eindeTornooi –startTornooi <= Calendar.Week 
 
Bruegge ziet contracten als een onderdeel van objectontwerp. Toch geeft hij een aantal aanwijzingen 
wanneer contracten in OCL vorm nuttig kunnen zijn in de analysefase: 
 
• in de communicatie met de belanghebbenden, 
• voor de nauwkeurigheid, 
• voor testvereisten. 
 
 
8.3 Larman  versus Bruegge 
 
Contracten volgens Larman detailleren het use-casemodel met contracten voor systeemoperaties: 
 
• Contracten beperken zich tot de beschrijving van toestandsveranderingen van 
domeinobjecten nadat de systeemoperatie is uitgevoerd. Ze leggen dus niet vast wat 
eventuele processen precies moeten doen of welke uitvoer er geproduceerd moet worden. 
• Contracten hebben alleen nut in complexe situaties. Meestal is de use-casebeschrijving 
voldoende. Contracten zijn een uitbreiding hierop. 
• Een contract betreft één operatie van het systeem, dus één onderdeel van een use-
casescenario. 
• Contracten bestaan uit: 
 
o Operatie: naam en argumenten. 
o Kruisverwijzing: naar alle plaatsen in scenario’s waar deze operatie voorkomt. 
o Precondities: veronderstellingen over de toestand van het systeem waaraan voldaan 
is voorafgaand aan de operatie en waarop blind kan worden vertrouwd. 
o Postcondities: ze beschrijven niet de acties die worden verricht of hoe ze worden 
verricht, maar vertellen in welke toestand het systeem zich bevindt na afloop van de 
operatie. 
 
• De belangrijkste types van veranderingen die moeten worden beschreven: 
 
o creatie en verwijdering van instanties van objecten, 
o verandering van waarden van attributen, 
o links tussen objecten die worden gecreëerd of vernietigd. 
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• Postcondities gebruiken het domeinmodel en kunnen leiden tot modificatie van het 
domeinmodel. Zie het als een wederzijdse check. 
• Tijdens het werken aan de specificaties kunnen postcondities niet echt volledig zijn. Zie het 
als een voorlopige gok waarvan de details in de ontwerpfase boven water kunnen komen. 
 
De waarde van systeem operatiecontracten in de analysefase zit in de abstractie van objecten: de vorm 
van de verschillende elementen die een domeinmodel bepalen. Vooral het systeem sequentiediagram 
bepaalt de context voor de opmaak van systeemcontracten omdat systeem sequentiediagrammen 
operaties vastleggen op systeemniveau. 
 
Praktisch: 
 
• specificeer postcondities voor elk systeem-event in het systeem sequentiediagram, 
• gebruik het conceptuele model voor de identificatie van gecreëerde objecten, gevormde 
associaties en gewijzigde attributen. 
 
De UML 2.0 standaard heeft de Object Constraint Language (OCL): een goed ontwikkelde formele 
taal, geknipt voor de beschrijving van contracten. Larman gebruikt OCL niet. Hij heeft daar twee 
redenen voor: 
 
• OCL, een latere toevoeging aan UML, was nog niet volledig uitgekristalliseerd toen hij zijn 
boek schreef. 
• De postconditie in OCL is altijd een methode op een klasse. In de analysefase van het proces is 
het nogal prematuur om OCL toe te passen omdat operaties nog niet geïdentificeerd  zijn. 
• We bevinden ons nog steeds in de black-box toestand. Larman zegt, “A system operation 
contract describes changes in the state of the overall system when a system operation is 
invoked.” 
 
Bruegge gebruikt geen zuiver constraint-gebaseerde specificaties omdat OCL uitdrukkingen de 
duidelijkheid niet ten goede komen. Hij geeft er de voorkeur aan de operaties te specificeren als een 
combinatie van constraints en natuurlijke taal omwille van de communicatie tussen ontwikkelaars. 
Bijvoorbeeld de invariant voor de klasse Tornooi waarbij de beperking moet gelden dat een tornooi 
ten hoogste één week mag duren. De invariant ziet er alsvolgt uit: 
 
context Tornooi inv: 
 eindeTornooi –startTornooi <= Calendar.Week 
 
Het sleutelwoord context geeft de entiteit weer waarop de uitdrukking slaat. Dan volgt het 
sleutelwoord inv, pre of post die overeenkomen met de UML stereotypes <<invariant>>, 
<<precondition>> of <<postcondition>>. Dan volgt de OCL uitdrukking. 
 
Tabel 8.1 geeft de samenvatting in een evaluatietabel. 
 
 
8.4 Besluit 
 
OCL contracten van Bruegge hebben de duidelijke voorkeur over systeemcontracten van Larman: 
 
(1) OCL is onderdeel van  UML 2.0, 
(2) OCL-condities kunnen door case tools vertaald worden naar broncode. 
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(3) Systeem operatiecontracten beperken zich tot de beschrijving van toestandsveranderingen van 
domeinobjecten.  
(4) Tijdens het werken aan de specificaties kunnen postcondities bij Larman niet volledig zijn. 
Eigenlijk zijn postcondities een voorlopige gok waarvan de details tijdens de ontwerpfase boven 
water zullen moeten komen. 
 
Het is echter relatief gemakkelijk een grote hoeveelheid constraints te schrijven voor elke klasse. Dit 
garandeert geenszins de leesbaarheid. Het schrijven van leesbare en correcte constraints is moeilijk [1]. 
Om dit enigszins op te vangen heeft Bruegge alternatieven in tekstuele vorm bedacht. 
 
Contracten hebben voor de auteurs een verschillende betekenis. Larman ziet het als een uitbreiding 
van het use-case- en domeinmodel, waarbij contracten een voorlopige gok zijn naar klassen, 
associaties en attributen. Voor Bruegge zijn het accurate definities op softwareklassen. 
 
Tabel 8.1:   Evaluatietabel voor contracten. 
 Bruegge Larman 
aanpak UML/OCL  
 
OCL is een goed 
ontwikkelde formele 
taal (UML 2.0) 
 
case tools kunnen 
OCL-condities vertalen naar 
broncode 
 
OCL contracten kunnen alternatief in een 
tekstuele vorm geschreven worden om de 
leesbaarheid te 
bevorderen 
use case driven aanpak van Jacobson:  
systeem 
operatiecontracten in combinatie met 
systeem 
sequentiediagrammen 
 
schakel tussen specificatie en ontwerp 
 
aanvulling op use-case en 
domeinmodel 
 
beperkt tot domeinconcepten 
 
 
uitdrukking invarianten,  
pre-en postcondities en 
overerving van contracten 
alleen pre-en postcondities en 
geen formele taal voor de beschrijving 
van postcondities 
 
postcondities uitgedrukt als: 
object creatie en vernietiging, 
attribuutwijziging, en associaties die 
worden aangemaakt en verwijderd 
schaalbaarheid compact nogal omslachtig 
fase ontwerpfase (analysefase) analysefase 
 
postcondities kunnen niet volledig zijn 
in de analysefase 
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Hoofdstuk 9 
 
Architectuur en patronen 
 
 
 
 
 
Na het opstellen van de eisen en het domeinmodel (of analysemodel) kiezen de ontwikkelaars een 
architectuur voor de oplossing of ze stellen er één op. Bij deze stap kunnen ontwikkelaars gebruik 
maken van standaardarchitecturen en standaardcomponenten. Na de architectuurfase volgt het 
ontwerpen van de te bouwen software. Dit is het onderwerp van hoofdstuk 10. 
 
Tijdens de architectuurfase wordt het analysemodel omgezet in het architectuurmodel. Dit is een 
veelomvattende activiteit met als belangrijkste doel een opsplitsing maken van het toekomstige 
systeem in deelsystemen. Dit zodanig dat elk deelsysteem ontwikkeld kan worden door een apart 
team. Het verder ontwikkelen van de deelsystemen gebeurt tijdens het objectontwerp.  
Het opsplitsen in deelsystemen wordt geleid door heuristieken en ervaring. Het is, evenals de 
analysefase, een iteratieve activiteit waarbij in het begin veel veranderingen optreden en nadien 
stabiliseren. 
 
In dit hoofdstuk wordt alleen gekeken naar de standaardarchitecturen en het opsplitsen in 
deelsystemen. 
 
 
9.1 Bruegge versus Larman 
 
Op abstract niveau stellen beide auteurs dezelfde eisen aan de software: 
 
• voldoen aan de functionele specificaties, 
• onderhoudbaar, 
• herbruikbaar. 
 
Bruegge en Larman bedoelen hiermee dat de software uit deelsystemen moet bestaan waarbij die 
deelsystemen of in ieder geval een aantal van die deelsystemen ingezet moet kunnen worden binnen 
een ander softwaresysteem om zo in de toekomst sneller tot nieuwe systemen te komen. 
 
Om aan bovenstaande eisen te voldoen moet de gevraagde functionaliteit zoals beschreven in de 
functionele specificatie opgedeeld worden in subfuncties. Dit vindt typisch plaats in de 
architectuurfase. Feitelijk wordt het softwaresysteem opgedeeld in deelsystemen waarbij in het ideale 
geval ieder deelsysteem een duidelijke subfunctie vertegenwoordigt. Zo’n deelsysteem moet volgens 
Bruegge voldoen aan de volgende criteria: 
 
• Minimale koppeling: het aantal deelsystemen waarmee een interface bestaat moet worden 
beperkt. 
• Maximale cohesie: de functionaliteit van een deelsysteem moet een sterke interne samenhang 
vertonen. 
• Afschermen van data: voor de gegevensuitwisseling met andere deelsystemen mag alleen 
gebruik worden gemaakt van de gedefinieerde interfaces van dit deelsysteem. 
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Afschermen van data 
Objectgeoriënteerde talen (Java, C++) en componenttechnologieën (Javabeans, COM) voorzien in 
eenvoudige mechanismen om de interfaces van een module te scheiden van interne 
implementatiedetails. Deze technieken schermen de data niet automatisch af. Het is de bedoeling dat 
de buitenwereld slechts op een beperkte manier (interfaces) gebruik kan maken van een bepaalde 
module. Subsysteeminterfaces mogen zo weinig mogelijk informatie bevatten over de implementatie 
opdat het laatste gewijzigd kan worden met zo min mogelijk gevolgen voor de andere deelsystemen. 
 
Minimale koppeling 
De graad van koppeling tussen deelsystemen in een systeem zegt iets over de onderhoudbaarheid van 
het systeem en de herbruikbaarheid van de verschillende deelsystemen in nieuwe systemen. Men 
streeft naar minimale koppeling tussen deelsystemen. Dit betekent dat een deelsysteem gekoppeld 
moet zijn met zo min mogelijk andere en dat de koppeling zo zwak mogelijk moet zijn. Het aantal 
deelsystemen waarmee een component is gekoppeld is af te leiden uit de logische structuur van het 
systeem. De richting van de koppeling is daarbij erg belangrijk. Als module A een functie van module 
B aanroept, is A afhankelijk van B, of module B is nodig om module A te laten functioneren. 
 
Maximale cohesie 
Cohesie zegt iets over de samenhang van functies binnen een deelsysteem. Een systeem met 
deelsystemen met hoge cohesie leidt tot een onderhoudbaar systeem. De reden is dat een functionele 
verandering leidt tot de aanpassing van slechts één deelsysteem, namelijk dat deelsysteem dat 
verantwoordelijk is voor de bewuste functie. Tevens zijn nieuwe modules inzetbaar in nieuwe 
systemen, omdat de modules een goed gedefinieerde functie vervullen onafhankelijk van de rest van 
het systeem. 
  
9.1.1 Architectuur 
 
De logische architectuur definieert software klassen in UML packages, subsystemen en lagen. Een 
laag is een gedetailleerde groepering van klassen, packages of subsystemen die een samenhangende 
verantwoordelijkheid weergeven voor een belangrijk aspect van het systeem. 
De belangrijkste input voor de architectuur zijn de niet-functionele eisen (zie hoofdstuk 5). 
 
Subsystemen worden geïdentificeerd uit de functionele vereisten van Area en het analysemodel. In 
Arena onderscheiden we deelsystemen: de spelorganisatie en het spelen van een spel. 
Voor de spelorganisatie kiezen we de standaard three-tier architectuur (figuur 9.1). ArenaBeheer kan 
op zijn beurt opgesplitst worden in GebruikerBeheer, SpelBeheer, AdvertentieBeheer, TornooiBeheer 
en Notificatie.  
Voor het deel spelen van een spel kan de peer-to-peer architectuur gekozen worden, omwille van de 
response tijd en schaalbaarheid. 
 
Op de mapping van subsystemen naar processoren en componenten wordt hier niet verder ingegaan. 
Een mogelijke impementatie is het J2EE framework, al dan niet met J2EE patronen. 
 
Bij de scheiding van model, view en controller wordt bij Bruegge de parallel getrokken met de 
verschillende soorten objecten die in de analysefase worden onderscheiden, respectievelijk entiteits-, 
grens- en controle-objecten (zie hoofdstuk 6). Dat is als volgt te begrijpen. Door de entiteitsobjecten 
onafhankelijk te maken van de grens- en controle-objecten kunnen de laatstgenoemde objecten 
gewijzigd worden zonder dat het invloed heeft op de entiteitsobjecten. Zoals het modeldeelsysteem in 
vergelijking met de andere deelsystemen een grotere stabiliteit heeft, zijn entiteitsobjecten ook 
stabieler dan de andere objecten. 
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Figuur 9.1:  Arena subsysteem decompositie, spelorganisatie. 
 
9.1.2 Ontwerppatronen 
 
Bruegge volgt Design Patterns van de auteurs Gamma, Helm, Johnson en Vlissides [47]. Een 
ontwerpprobleem wordt benaderd met patronen: standaardproblemen oplossen met beproefde 
standaardoplossingen. Deze aanpak is ondertussen een klassieker geworden voor ontwerpers. 
 
Larman benadert patronen op een eigen wijze, namelijk met zijn General Responsability Assignment 
Patterns. Hij neemt daarmee een ander standpunt in dan de Gang of Four. Hij presenteert een aantal 
patronen van de GoF en vergelijkt ze met zijn eigen GRASP-patterns en motiveert zijn standpunten. 
GRASP-patterns gaan meer over algemene ontwerpprincipes en minder over beproefde recepten. 
GRASP-patterns zijn daarmee ook bruikbaar als checks om een goed ontwerp te toetsen. De kracht 
van deze benadering schuilt in het idee dat objecten verantwoordelijkheden hebben. GoF-patterns zijn 
wat gesofistikeerder en daarmee ook complexer en minder bruikbaar voor checks, maar wel een bron 
van goede ideeën. De GRASP-patterns komen uitgebreid aan bod in Hoofdstuk 9 Objectontwerp. De 
GOF-pattterns worden door Larman niet gebruikt tijdens de eerste iteratie van architectuur. 
 
 
9.2 Besluit 
 
Beide auteurs beschrijven een systeem in termen van zelfstandige en geëncapsuleerde componenten 
waardoor herbruikbare en flexibele software ontstaat. 
  
Larman koppelt het ontwerp en de implementatie aan drie iteraties in de elaboratiefase van het UP. 
Deze koppeling is echter niet helemaal realistisch: bij de keuze van analyse, ontwerp en implementatie 
laat hij zich leiden door didactische overwegingen. Daardoor krijgen allerlei zaken die in een reëel 
project in de eerste iteratie van de elaboratiefase ook aan bod zouden komen, waaronder de 
softwarearchitectuur, nog geen aandacht.  
 
Bruegge en Larman refereren naar het boek ‘Design patterns’ om de klassestructuren aan te passen 
[47]. De bedoeling is dat het systeem gemodelleerd kan worden naar de klasse van objecten die men in 
de werkelijkheid kan onderscheiden. De meeste ontwerppatronen maken gebruik van abstracte 
klassen, die zijn niet altijd even herkenbaar. Kortom het duurt lang voordat het definitieve onderwerp 
zijn weg vindt. 
 
De kwaliteitscriteria, koppeling en cohesie, worden door Bruegge niet precies gedefinieerd. Er worden 
geen maten gegeven om koppeling en cohesie te meten. 
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Hoofdstuk 10 
 
Objectontwerp 
 
 
 
 
 
Dit hoofdstuk bespreekt de verschillende stappen, de fundamentele ontwerprichtlijnen voor het 
toekennen (Larman) of het verfijnen (Bruegge) van verantwoordelijkheden aan klassen. 
 
Bruegge gaat ervan uit dat het analysemodel met de entiteits-, grens-, en controleobjecten ook al de 
nodige attributen en operaties voor elk object bevat. Objectontwerp beschouwt hij als een verfijning 
voor het toekennen van de verantwoordelijkheden (operaties) aan klassen in het analysemodel. Dit 
door gebruik te maken van de Object Constraint Language (sectie 10.1).  
 
Larman heeft het in deze fase vooral over het toekennen van verantwoordelijkheden aan klassen. Het 
toekennen van verantwoordelijkheden en de verfijningen vormen één geheel. De gewenste 
eigenschappen, lage koppeling en hoge cohesie,  zoals besproken in hoofdstuk 2. komen hier aan bod. 
Ze zijn voor Larman essentieel om tot een goed objectgeoriënteerd ontwerpmodel of welgevormde 
klassen te komen (sectie 10.2).  
 
 
10.1 Objectontwerp volgens Bruegge 
 
De objectontwerpfase ziet Bruegge als een overbrugging tussen analyse- en systeemontwerpfase. De 
analysefase resulteerde in applicatieobjecten (met attributen en operaties, maar zonder 
typeaanduiding of parameters), die gebruikersconcepten representeren. De systeemontwerpfase of 
architectuur resulteerde in de ‘off-the-shelf’ componenten, die deels de hardware abstraheren. In de 
objectontwerpfase worden de applicatieobjecten verfijnd en de ‘off-the-shelf’ componenten aangevuld 
en aangepast. Bovendien worden de zogeheten ‘custom objects’ geïdentificeerd, zodat individuele 
ontwikkelaars de bijhorende klassen kunnen implementeren.  
De objectontwerpfase is een grotere uitdaging omdat ze de analyse- en systeemontwerpfase in 
complexiteit overtreft.   
 
De verschillende activiteiten van objectontwerp zijn ingedeeld in drie groepen: 
 
1. identificatie ontbrekende attributen en operaties, 
2. specificatie types, signaturen en zichtbaarheid, 
3. specificatie van contraten. 
  
We passen deze activiteiten toe op het Arena analyse-objectmodel van figuur 6.7. We beginnen met de 
specificaties van use case SchrijfInVoorTornooi en identificeren de ontbrekende attributen en operaties.  
 
10.1.1 Identificatie ontbrekende attributen en operaties 
 
Deze activiteit spoort de ontbrekende attributen op die te maken hebben met het systeem en 
onafhankelijk zijn van het domein (de attributen uit het domeinmodel worden gewoon overgenomen 
in het objectmodel). 
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Gedurende objectontwerp houden we rekening met het probleem van concurrerende tornooien en 
matchen (use case VerwerkInschrijvingen). We moeten ook controles inbouwen voor de uitvoering van 
de use case SchrijfInVoorTornooi. Spelers moeten ook de mogelijkheid hebben om sequentieel meerdere 
tornooien te spelen, omdat dit meer advertentie-inkomsten genereert en de kwaliteit van de matchen 
verhoogt.  
 
Use-casenaam SchrijfInVoorTornooi 
Deelnemende actoren Geïnitieerd door Speler. 
Flow van events 1. De Speler vraagt een inschrijving voor een aangekondigd tornooi.  
7. Arena controleert of het maximum aantal inschrijvingen 
voor dit tornooi al bereikt is. De Speler krijgt een 
waarschuwing indien het tornooi volzet is. 
8. In het andere geval controleert Arena of de speler al 
geregistreerd is in de Liga. Indien dat zo is, krijgt de Speler 
een bevestiging van inschrijving. Hij ontvangt dan een 
bericht met de matchplanning. De use case wordt 
beëindigd. 
9. In het andere geval controleert Arena of het klassement 
van de Speler overeenkomt met dat van het tornooi. 
Indien dit het geval is wordt de Speler automatisch 
toegevoegd aan de liga. De Speler krijgt een bevestiging 
van zijn toelating tot de liga en het tornooi. Bovendien 
verneemt hij dat hij van de matchplanning op de hoogte  
gebracht wordt.  
10. In het andere geval informeert het systeem de Speler  
waarom hij niet wordt toegelaten tot de Liga. 
11. Arena controleert of de Speler niet overboekt is 
(dubbele inschrijving of reeds ingeschreven voor 
andere tornooien die in tijd overlappen met dit 
Tornooi). Indien dat niet het geval is, krijgt de Speler 
een inschrijvingsbevestiging en laat het systeem hem 
weten dat hij van de matchplanning op de hoogte wordt 
gehouden. De use case wordt beëindigd. 
12. In het andere geval verneemt de Speler waarom hij niet 
wordt toegelaten tot het Tornooi. 
 
Beginconditie • De Speler is ingelogd in Arena. 
Eindcondities • De speler krijgt toelating tot deelname aan het tornooi OF 
• De speler komt te weten waarom de inschrijving niet kan 
doorgaan. 
Kwaliteitsvereisten 
• Een tornooi duurt ten hoogste één week. 
• Spelers kunnen alleen deelnemen aan een tornooi indien ze 
reeds ingeschreven zijn in de overeenstemmende liga. 
• Actieve spelers in een liga hebben tenminste al eens 
deelgenomen aan een tornooi van de liga. 
 
Figuur 10.1:   Gewijzigde use case SchrijfInVoorTornooi. Wijzigingen staan in vet. 
    
Om uit te drukken dat een speler niet kan inschrijven voor twee tornooien die op hetzelfde tijdstip 
plaats hebben, passen we eerst de use case SchrijfInVoorTornooi uit hoofdstuk 5 aan (zie figuur 10.1)  en 
 80
tekenen we vervolgens het interactiediagram (figuur 10.2). Dit levert een bijkomende operatie 
isSpelerOverboekt(s), die de start- en einddatum van het betreffende tornooi controleert op 
overlapping met andere tornooien waarvoor de speler al aanvaard is. 
We willen nu het object-ontwerpmodel van figuur 6.7 nog verfijnen met de volgende beperkingen: 
 
1. Een tornooi staat op stapel voor de duur van ten hoogste één week. 
2. Spelers kunnen alleen deelnemen aan een tornooi indien ze reeds ingeschreven zijn in de 
overeenstemmende liga. 
3. Het aantal actieve spelers in een liga bestaat uit het aantal dat tenminste al eens deelgenomen 
heeft aan een tornooi georganiseerd door de liga. 
 
 We nemen deze beperkingen mee op in de use case SchrijfInVoorTornooi onder kwaliteitseisen (zie 
figuur 10.1) 
 
Figuur 10.2:   Sequentiediagram voor de operatie schrijfInVoorTornooi(). 
 
Het bericht van s:Speler naar collection tornooien[i]Tornooi (UML 2.0 notatie voor multiobject 
Tornooi) wordt weggelaten. Berichten naar collections worden niet visueel weergegeven maar 
beschreven in contracten, wat de schaalbaarheid van de interactiediagrammen ten goede komt. 
 
10.1.2 Specificatie types, signaturen en zichtbaarheid 
 
Deze stap legt de types van de attributen, de signatuur van de operaties en de zichtbaarheid van de 
attributen en operaties vast (figuur 10.3). Het type van het attribuut maxAantSpelers bepaalt ook de 
operaties op dit attribuut: integers optellen, aftrekken, vermenigvuldigen of vergelijken. De operatie 
aanvaardSpeler heeft één parameter van het type Speler en heeft geen terugkeerwaarde. De signatuur 
voor aanvaardSpeler is dan aanvaardSpeler(s:Speler). De signatuur voor getMaxAantSpelers() is 
getMaxAantSpelers():int. 
Type-informatie is meestal onvoldoende om het bereik van het attribuut weer te geven. Het attribuut 
maxAantSpelers kan negatieve waarden aannemen. We lossen dit op met contracten, het onderwerp 
van sectie 10.1.3. 
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We bekijken verder de relatie tussen de geïdentificeerde klassen en de mogelijke 
implementatieklassen. Voor de tornooien waarin een speler aanvaard werd kiezen we de List interface 
(zie java.util package) omdat we hiermee gemakkelijk toegang kunnen hebben tot een geordende 
collection van objecten onafhankelijk van de onderliggende datastructuur. 
Vervolgens bepalen we de zichtbaarheid van elk attribuut en operatie. De drie UML niveaus van 
zichtbaarheid worden gebruikt: private (-), protected en public (+). Figuur 10.3 geeft de verfijning van 
het analyse-objectmodel van figuur 6.7 na toevoeging van de toevoeging van de types, signaturen en 
zichtbaarheid.  
 
Figuur 10.3:   Gedeeltelijk objectmodel van Arena. Use-caserealisaties: KondigTornooiAan, 
SchrijfInVoorTornooi en VerwerkInschijvingen. 
  
10.1.3 Specificatie van contracten 
 
Bij de specificatie van contracten wordt het gedrag van elke klasse en de grensgevallen beschreven in: 
 
• specificatie van pre- en postcondities, 
• specificatie van invarianten, 
• overerving van contracten. 
 
De publieke interface Tornooi bevat de methode aanvaardSpeler(s) om een speler toe te voegen aan 
het tornooi. Indien er een tornooi komt met maxAantSpelers gelijk aan nul, zal de methode 
aanvaardSpeler(s) altijd falen en kan het tornooi nooit starten. Door middel van een Booleaanse 
uitdrukking, waarin t een tornooi is, kunnen we deze invariant uitdrukken als: 
 
 t.getMaxAantSpelers() > 0 
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De methode aanvaardSpeler(s) moet er ook over waken dat de speler nog niet eerder werd 
ingeschreven en dat het maximum aantal spelers nog niet is bereikt. Dit kan in een preconditie met 
een Booleaanse uitdrukking, waarin t een tornooi is en s een speler: 
 
  !t.isSpelerAanvaard(s) and t.getAantSpelers() < t.getMaxAantSpelers() 
 
Nadat de speler geregistreerd is, moet het huidige aantal spelers precies één meer zijn dan voor de 
aanvaarding. We kunnen deze postconditie uitdrukken als: 
 
 t.getAantSpelers_naAanvaard = t.getAantSpelers_voorAanvaard + 1 
 
waarbij aantSpelers_voorAanvaard en aantSpelers_naAanvaard respectievelijk het aatal spelers zijn 
voor en na aanvaardSpelers(). 
 
De Object Constraint Language (OCL) gebruikt invarianten, precondities en postcondities om speciale 
of buitengewone vereisten eenduidig weer te geven. Het is ook mogelijk om constraints te gebruiken 
voor de volledige specificatie van een operatie. Bruegge gebruikt geen zuiver constraint-gebaseerde 
specificaties. Hij geeft er de voorkeur aan de operaties te specificeren als een combinatie van 
constraints en natuurlijke taal en dit omwille van de communicatie tussen ontwikkelaars.  
 
Contract voor aanvaardSpeler(s) in Tornooi 
 
Uit de use-casebeschrijving van figuur 10.1 kunnen we de volgende pre- en postcondities opstellen: 
 
context Tornooi::aanvaardSpeler(s) pre: 
 not isSpelerAanvaard(s) 
context Tornooi::aanvaardSpeler(s) pre: 
 getAantSpelers() < getMaxAantSpelers() 
context Tornooi::aanvaardSpeler(s) post: 
 isSpelerAanvaard(s) 
context Tornooi::aanvaardSpeler(s) post: 
 getAantSpelers() = @pre.getAantSpelers() + 1 
Het voorvoegsel @pre geeft de waarde van een attribuut aan.  
 
Contract voor het verwijderSpeler in Tornooi 
 
context Tornooi::verwijderSpeler(s) pre: 
 isSpelerAanvaard(s) 
context Tornooi:: verwijderSpeler(s) post: 
 not isSpelerAanvaard(s) 
context Tornooi::verwijderSpeler(s) post: 
 getAantSpelers() = @pre.getAantSpelers() – 1 
 
 
Contract over meerder klassen 
 
We willen nu het model verfijnen met de constraints opgenomen als kwaliteitseisen in de use case 
SchrijfInVoorTornooi (figuur 10.1). 
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De eerste constraint betreft de attributen startTornooi en eindeTornooi van de klasse Tornooi. De 
tweede constraint omvat drie klassen: Speler, Tornooi en Liga en hun associaties. De derde constraint 
omvat een verzameling van Matchen in een Tornooi (zie figuur 10.3).  
 
OCL geeft de eerste constraint weer als: 
 
context Tornooi inv: 
 eindeTornooi – startTornooi <= Calendar.Week 
 
De tweede constraint tussen Liga en Speler heeft een associatie met multipliciteit veel-op-veel. 
 
Om een onderscheid te maken tussen attributen in klassen van collections gebruikt OCL de dot 
notatie voor de toegang tot de attributen en de Æ operator voor de toegang tot collections. De tweede 
constraint wordt uitgedrukt als: 
 
context Tornooi::aanvaardSpeler(s) pre: 
 liga.spelersÆincludes(s) 
 
De context is de operatie aanvaardSpeler() in de klasse Tornooi. Om de klasse Speler te kunnen 
bereiken moeten we eerst navigeren via de associatie tussen Tornooi en Liga en dan via de associatie 
tussen Liga en Speler. We refereren naar de klasse Liga door gebruik te maken van de rolnaam van de 
associatie. Indien de rolnaam niet voorkomt, gebruiken we de naam van de klasse met als eerste letter 
een kleine letter. De volgende associatie waarlangs we navigeren is de associatie tussen Speler en Liga. 
Die resulteert in een set datastrucuur omwille van de multipliciteit “veel” van de associatie. We 
gebruiken de OCL operatie includes() op deze set om na te gaan of Speler s gekend is in de Liga. 
 
Navigeren binnen een verzameling van tenminste twee associaties met multipliciteit één-op-veel of 
veel-op-veel resulteert in een bag. In de context van een liga bevat liga.spelers de samenvoeging van 
alle spelersassociaties van de tornooien gerelateerd aan de huidige liga. Het resultaat van deze iteratie 
heeft tot gevolg dat dezelfde elementen meerdere keren kunnen voorkomen. Om de dubbels in deze 
bag te verwijderen, bijvoorbeeld om het aantal spelers te tellen in de liga die hebben deel genomen 
aan een tornooi, kunnen we de bag converteren in een set door gebruik te maken van de OCL operatie 
asSet. Constraint 3 wordt nu geschreven als: 
 
context Liga::getActieveSpelers post: 
 result = tornooien.spelersÆasSet 
 
Contract voor isSpelerOverboekt(s) in TornooiController 
 
De operatie isSpelerOverboekt(s) in de klasse TornooiController zal controleren of de speler zich wel 
kan inschrijven voor een bepaald tornooi. De klasse moet dus controleren of de speler nog niet eerder 
werd ingeschreven in het tornooi. Indien niet, moeten we alleen nog maar nagaan of het tornooi niet 
overlapt met andere tornooien waarvoor de speler al is ingeschreven. We kunnen dit uitdrukken met 
het volgende contract: 
 
/* isSpelerOverboekt veronderstelt dat de Speler nog geen deel uitmaakt van het betreffende Tornooi. 
*/ 
context TornooiController::isSpelerOverboekt(s) pre: 
 not s.tornooienÆincludes(tornooi) 
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Iteratie over collections 
 
/* Een speler kan niet aan twee tornooien deelnemen waarvan de datums elkaar overlappen. */ 
context TornooiController::isSpelerOverboekt(s) post: 
 result = s.tornooienÆexists(t | t.overlapt(tornooi)) 
 
Volledige verzameling OCL constraints voor aanvaardSpeler(s) in TornooiController 
 
/* pre- en postcondities voor de operatie aanvaardSpeler(s) */ 
context TornooiController::aanvaardSpeler(s) pre: 
 Tornooi.geadverteerd and 
  geïnteresseerdeSpelersÆincludes(s) and 
   not is SpelerOverboekt(s) 
context TornooiController::aanvaardSpeler(s) post: 
 tornooi.spelersÆincludes(s) 
 
Volledige verzameling OCL constraints voor de operaties selecteerSponsors(adverteerders) en 
adverteerTornooi() in TornooiController  
 
/* pre- en postcondities voor de operaties selecteerSponsors(adverteerders) en adverteerTornooi()  */ 
context TornooiController::selecteerSponsors(adverteerders) pre: 
 geïnteresseerdeSponsorsÆnotEmpty and 
  tornooi.sponsorsÆisEmpty 
context TornooiController::selecteerSponsors(adverteerders) post: 
 tornooi.sponsors.equals(adverteerders) 
context TornooiController::adverteerTornooi() pre: 
 tornooi.sponsorsÆisEmpty and 
  not tornooi.geadverteerd 
context TornooiController::adverteerTornooi() post: 
 tornooi.geadverteerd 
 
Invarianten en quantifiers 
 
Om nu na te gaan of alle matchen binnen een bepaald tijdsframe vallen, kunnen we respectievelijk de 
startdatums testen van alle matchen in het tornooi door gebruik te maken van forAll(). 
 
Invarianten op Tornooi en TornooiController 
 
context Tornooi inv: 
 matchenÆforAll(m:Match | m.start.after(t.start) and m.einde.before(t.einde)) 
 
De OCL operatie exists is gelijkwaardig aan de forAll(): 
 
context Tornooi inv: 
 matchenÆexists(m:Match | m.start.equals(start) 
 
De attributen start en einde moeten aan de klasse Match worden toegevoegd in het object 
ontwerpmodel (figuur 10.3). 
 
Invarianten zijn moeilijker te schrijven dan precondities en postcondities. Ze geven de essentiële 
eigenschappen weer van een klasse en overschrijven of breiden de operatie-specifieke operaties uit. 
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Een voorbeeld hiervan is het contract van de klasse TornooiController waarbij een speler niet kan 
deelnemen aan twee tornooien waarvan de datums overlappen: 
 
context TornooiController inv: 
 tornooi.spelersÆforAll(s| 
  s.tornooienÆforAll(t | 
   t <> tornooi implies not t.overlapt(tornooi))) 
 
Wanneer constraints gespecifiëerd worden over verschillende operaties worden ze complex en 
moeilijk te begrijpen en vooral wanneer de geneste forAll gebruikt wordt. 
 
Uit use case VerwerkInschrijvingen (figuur 5.11) volgt de constraint dat aan alle matchen alleen spelers 
mogen deelnemen die aanvaard zijn in het tornooi. 
 
Invarianten op Match 
 
/* Een match bestaat alleen uit spelers die aanvaard werden in het tornooi */ 
context Match inv: 
 spelersÆforAll(s | 
  s.tornooienÆexists(t | 
                                     t.matchenÆincludes(self))) 
 
Deze constraint gaat over drie collections: spelers, s.tornooien en t.matchen. Deze expressie kan 
vereenvoudigd worden door een bag te creëren tijdens de navigatie over de associaties: 
 
context Match inv: 
 spelers.tornooien.matchen.includes(self) 
 
Het is relatief gemakkelijk om een grote hoeveelheid constraints te schrijven. Dit garandeert geen 
leesbaarheid, omdat correcte constraints schrijven een moeilijke discipline is. Bruegge heeft een aantal 
heuristieken [1] om leesbare constraints te schrijven. Voorbeeld: vermijd constraints waarbij veel 
associaties betrokken zijn. Zo hou je de koppeling laag.  
 
De identificatie van ontbrekende operaties en de specificatie van contracten zijn overlappende 
activiteiten. Het schrijven van contracten dwingt ons om in detail te kijken naar de 
verantwoordelijkheid van iedere klasse. In ons voorbeeld hebben we een nieuwe klasse Ronde 
gevonden met associaties naar Match en Tornooistijl. 
 
Overervingcontracten 
 
In hoofdstuk 6 hebben we de overerving besproken tussen de klassen Gebruiker, LigaEigenaar, 
Speler, Toeschouwer en Adverteerder. De klasse gebruiker heeft een invariant: email <> nil zodat we 
iedere gebruiker kunnen informeren. Nu blijkt dat het niet nodig is dat toeschouwers en adverteerders 
een emailadres hebben. Toeschouwers en adverteerders moeten dus verdwijnen uit de 
overervinghiërarchie of we moeten de invariant moet opnieuw aanpassen.  
 
De concrete klasse EenvoudigeKnockOutStijl van de abstracte klasse Tornooistijl vereist dat het aantal 
spelers een macht van 2 is (zie hoofdstuk 5, verklarende woordenlijst). We kunnen dit uitdrukken met 
een preconditie op de operatie planMatchen(). De klasse ComplexeKnockOutStijl verzwakt de 
preconditie tot gelijk welk aantal spelers. 
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Uit het analyse-objectmodel (hoofdstuk 6) weten we dat de verantwoordelijkheid van Tornooistijl erin 
bestaat de lijst van spelers die wensen deel te nemen aan een tornooi te mappen naar een reeks van 
matchen. Voorbeelden van concrete tornooistijlen zijn: 
 
• KnockOutStijl: alleen winnaars kunnen overgaan naar een volgende match, 
• RoundRobinStijl: elke speler komt precies éénmaal uit tegen alle andere spelers. 
 
Op dezelfde manier als bij de use case SchrijfInVoorTornooi (figuur 10.1) doorlopen we de activiteiten 
10.1.1 tot 10.1.3. Het resultaat zie je in figuur 10.4. Uit het analysemodel weten we dat Tornooistijl de 
verantwoordelijkheid heeft om de lijst van Spelers die wensen deel te nemen aan een tornooi te 
mappen naar een reeks van matchen. Voorbeelden van concrete tornooistijlen zijn de KnockOutStijl, 
waarin alleen winnaars kunnen overgaan naar een volgende match en een RoundRobinStijl waarin 
elke speler precies éénmaal uitkomt tegen alle andere spelers. 
 
De publieke interface van de klasse Tornooistijl genereert een reeks van matchen. De matchen kunnen 
in parallel worden gespeeld (voorbeeld:  de eerste ronde van een kampioenschap) of als een reeks van 
matchen die voorkennis hebben (voorbeeld: in een knock-out tornooi moeten de beide halve finales 
gespeeld zijn, voor de finale kan starten). 
 
Bij de start van het tornooi zijn er een aantal matchen zonder spelers. In de knock-out stijl worden 
alleen matchen toegekend aan spelers na het beëindigen van de vorige match. De use case 
VerwerkInschrijvingen heeft heel wat vereisten op het gebied van: 
 
• voorstelling van de planning in een tabel, 
• incrementele planning van matchen, 
• spelonafhankelijkheid (specificatie van Arena in hoofdstuk 4). 
 
Het objectmodel zie je in figuur 10.4. De contracten voor TornooiStijl, Ronde, KnockOutStijl en 
KnockOutRonde, RoundRobinStijl en RoundRobinRonde vervolledigen dit model. Figuur 10.5 toont 
nog een aantal uitbreidingen. 
 
Figuur 10.4:   Object ontwerpmodel na de use-caserealisaties: KondigTornooiAan, SchrijfInVoorTornooi 
en VerwerkInschrijvingen. 
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Figuur 10.5:   Gedeeltelijk object ontwerpmodel na verdere uitbreidingen. 
 
De activiteiten: component selectie, herstructurering en optimalisering hebben geen equivalent in de 
methodologie van Larman, daarom worden ze voor de volledigheid alleen opgesomd. 
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10.2 Objectontwerp volgens Larman 
 
In deze sectie behandelen we de toekenning van verantwoordelijkheden aan klassen en hun 
samenwerking. We ontwikkelen eerst een ontwerpmodel voor één use case dat we (in latere iteraties) 
uitbreiden en, indien nodig, wijzigen voor volgende use cases. We vertrekken hierbij van de volgende 
uitgangspunten:  
 
• de use-casebeschrijving en het systeem sequentiediagram (zie hoofdstukken 5 en 7), 
• het domeinmodel (zie hoofdstuk 6), 
• eventuele contracten (zie hoofdstuk 8). 
 
De aanpak ziet er in grote lijnen als volgt uit: 
 
• Voor elk bericht naar het systeem uit de use-casebeschrijving bedenken we een bijhorend 
interactiediagram. Zo’n bericht vertegenwoordigt een bepaalde taak van het systeem. Hier 
vragen we ons af welke objecten betrokken zijn bij de uitvoering van die taak, hoe het 
berichtenverkeer tussen die objecten er uit zal zien en dus ook welke verantwoordelijkheden 
de bijbehorende klassen zullen krijgen. Het is een stap die creativiteit en zorgvuldige keuzes 
vereist. 
• Op grond van de verzameling interactiediagrammen bepalen we dan het 
ontwerpklassediagram. 
 
Larman giet de toekenning van verantwoordelijkheden aan klassen in ontwerprichtlijnen, Hij noemt 
ze  GRASP-patronen: Generalized Responsibility Assignment Software patterns. 
 
Een eenduidige definitie voor het begrip patroon is er niet. Larman promoot een aantal richtlijnen om 
in patronen te denken. Patronen zijn hier dwingende regels die bij het ontwerp gevolgd moeten 
worden. Het zijn geen vrijblijvende suggesties of opties. 
Er zijn twee types van verantwoordelijkheden: 
 
• Doen:  
o zelf doen, een object creëren, een berekening maken, 
o werk uitbesteden aan andere objecten, 
o werk van andere objecten besturen en coördineren. 
• Weten: 
o eigen, binnen object opgesloten, data-elementen kennen, 
o geassocieerde objecten kennen, 
o dingen kennen die kunnen worden afgeleid of berekend. 
 
In het algemeen omvat een (ontwerp)patroon een (ontwerp)probleem inclusief een bijhorende 
oplossing [47]. Er is pas sprake van een patroon als het probleem in verschillende situaties voorkomt, 
maar wel met overeenkomstige kenmerken, en als de oplossing uit de praktijk komt en daar zijn nut 
heeft bewezen. Een patroon heeft een naam, een doel en motivatie. 
 
10.2.1 Verantwoordelijkheden, interactiediagrammen en patronen 
 
Volgens Larman is de discussie over de precieze aard van een patroon niet zinvol. De auteur rekt het 
begrip patroon erg ver uit. De eerste vijf GRASP-patronen (zie sectie 10.2.2) zijn in feite algemene 
ontwerprichtlijnen, terwijl patronen juist sterk situatiegebonden zijn. Bij een patroon hoort altijd een 
probleemomschrijving. De probleemomschrijvingen in dit hoofdstuk zijn zeer algemeen, ze zullen in 
ieder objectgeoriënteerd programma optreden. De probleemomschrijvingen van ‘echte’ patronen zijn 
veel specifieker. Voorbeeld: vergelijk de probleemomschrijving van het patroon Creator (nog één van 
de meest specifieke) met die van het GoF-patroon Adapter [47]. 
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Creator 
 ‘Who should be responsible for creating a new instance of some class?” 
Ieder objectgeoriënteerd programma moet instanties creëren. Dit probleem is dus nauwelijks 
situatiegebonden. 
 
Adapter 
“How to resolve incompatible interfaces, or provide a stable interface to similar components with 
different interfaces?” 
Dit gaat wel om een concrete situatie: inbouwen van verschillende, bestaande componenten in een 
programma. 
 
10.2.2 Patronen, standaardregels voor ontwerpen 
 
De volgorde waarin Larman de eerste vijf patronen behandelt is nogal arbitrair. De samenhang tussen 
deze vijf patronen is als volgt: 
 
• Hoge cohesie en Lage koppeling zijn gewenste eigenschappen voor ieder objectgeoriënteerd 
programma; het zijn eigenschappen waar we in een objectgeoriënteerd ontwerp altijd naar 
streven. In hoofdstuk 2 werd uitgelegd wat deze termen betekenen en waarom het zulke 
wenselijke eigenschappen zijn. 
• De andere drie patronen geven richtlijnen om die gewenste eigenschappen te bereiken. 
Informatie expert is het meest algemeen. Het op te lossen probleem wordt omschreven als: 
“What is a general principle of assigning responsibilities to objects?” Creator en Controller 
kijken naar respectievelijk de creatie van objecten en de afhandeling van systeem-events. 
 
Bij voorkeur moet aan alle vijf patronen voldaan worden. Dat dit in de praktijk lukt is niet 
waarschijnlijk. De vijf patronen bieden een vorm van kritiek op analyse en ontwerp. Ieder knelpunt 
wijst op een zwak punt in de analyse of ontwerp. 
 
Informatie expert (of expert) 
 
De regel: het object dat de informatie heeft om iets te kunnen doen, moet het ook doen (of er althans 
een operatie voor hebben die anderen kunnen aanroepen). Objecten werken vooral op eigen 
informatie. Het is dus fout als je informatie uit een object haalt om daar elders dingen mee te doen. 
Laat het object het zelf doen. Het gaat hier om de juiste plaats voor taken aan te wijzen. Het 
beantwoordt de vraag: “Waar zal ik deze taak/verantwoordelijkheid plaatsen.”. Het antwoord is: het 
object dat de vereiste informatie heeft. 
 
Om verantwoordelijkheden aan klassen toe te kunnen kennen, moeten we eerst weten welke klassen 
in aanmerking komen. 
 
Het ontwerpmodel ontstaat in stappen opgebouwd, vandaar het advies om daar eerst te kijken. Als 
we beginnen met het eerste interactiediagram op te stellen is het ontwerpmodel uiteraard nog leeg. 
We kunnen dan in het domeinmodel zoeken naar geschikte klassen. 
 
We gaan dus niet het domeinmodel uitbreiden met methoden zoals bij Bruegge [1].  Sommige klassen 
uit het domeinmodel zullen in het ontwerpmodel helemaal niet voorkomen, terwijl het ontwerpmodel 
ook klassen zal bevatten die niet tot het domeinmodel behoren (denk bijvoorbeeld aan 
interfaceklassen). 
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Creator 
 
Een vraag bij het OO-ontwerp is wie een bepaald software object creëert. Dit is een “doen van” 
verantwoordelijkheid. In principe kan gelijk welk object dat doen en zal de ontwerper de 
beslissing moeten nemen. Larman maakt hier gebruik van het principe van “low 
representational gap (LRG)”. LRG betekent hier dat de gekozen softwareklasse een binding 
moet hebben met het domeinmodel. 
 
De regel: klasse B heeft de taak om instanties van klasse A te creëren als aan één van de volgende 
regels is voldaan: 
 
• B bevat A objecten. 
• B houdt alleen instanties bij van A’s. 
• B gebruikt  intensief A. 
• B heeft de initialiserende gegevens, noodzakelijk voor de creatie van A’s. 
Als er meer dan één mogelijke kandidaat is, kiezen we de klasse die A’s bevat. Niet iedere klasse  mag 
zomaar willekeurig andere objecten aanmaken. Aanmaken van objecten, administratie van 
objecten en vernietigen van objecten moeten per type op één centrale plaats gebeuren.  
  
Om te bepalen welke klasse in aanmerking komt voor de creatie van een instantie van een klasse A, 
kijken we eerst naar klassen die een een-op-veel-associatie hebben met klasse A, en wel een van het 
soort dat voorkomt in de eerste vier punten van de bovenstaande regel. 
 
De redenering die aan de basis van dit lijstje ligt, volgt. We willen een instantie van A laten creëren 
door een object dat die instantie in elk geval toch al moet kennen (want daardoor houden we de 
koppelingsgraad laag). Bij de vier eerstgenoemde soorten associaties is dat altijd het geval. Bestaat een 
dergelijke klasse niet, dan kunnen we terugvallen op de vijfde: we laten de instantie van A creëren 
door het object dat daar de gegevens voor heeft. 
 
Lage koppeling 
 
De regel: verdeel taken zodanig dat de koppeling met andere klassen laag wordt. Onder koppeling 
verstaan we de mate waarin een object verbonden is met, kennis nodig heeft van, of 
afhankelijk is van andere objecten. 
 
Toepassing van de richtlijnen uit de patronen Information expert en Creator leidt niet altijd vanzelf tot 
lage koppeling [2]. 
 
Hoge cohesie 
 
De regel: verdeel de verantwoordelijkheden zodanig dat ieder object een samenhangende groep taken 
heeft. 
 
Volgens Larman is het soms gerechtvaardigd om code in één klasse te groeperen als dit het 
onderhoud vergemakkelijkt. Bijvoorbeeld, het onderbrengen van alle databasetoegang in één klasse 
RDBOperation, overtuigt niet helemaal. Het is zeker een goed idee om kennis van SQL in aparte 
klassen onder te brengen, maar dat hoeft niet één klasse te zijn. Het is ook mogelijk om bijvoorbeeld 
met iedere klasse die gegevens uit de database gebruikt, een aparte SQLExpert-klasse te verbinden. 
Een ander voorbeeld is een gedistribueerd server object dat methoden op afstand beschikbaar stelt en 
dus ook op afstand aangeroepen wordt. 
 
Controller 
 
De regel: geef de verantwoordelijkheid voor het ontvangen en afhandelen van een systeem-event  aan 
een “event-handler”. 
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Een controller is dus een object dat geen deel uitmaakt van de GUI en dat systeem-events afhandelt.  
Er zijn  twee uitersten: 
 
• Eén controller handelt alle events af, bijvoorbeeld Systeem; zo’n controller is een ‘façade 
controller’. 
• Voor iedere use-caserealisatie een aparte controller. 
 
Een tussenvorm is één controller voor een groep gerelateerde use cases [8]. Larman vermeldt deze 
vorm niet. Bij de keuze van een dergelijke groep kan het handig zijn om de gebruikersinterface in het 
achterhoofd te nemen. Soms komen daarin verschillende vensters voor met invoervelden, knoppen en 
dergelijke. Verwante use cases maken dan vaak gebruik van hetzelfde venster. Met zo’n groep kan 
dan één controller geassocieerd worden. Bij een menustructuur geldt hetzelfde voor use cases die 
onder één (sub)menu vallen. 
 
Een controller doet zelf niet veel: hij delegeert voornamelijk taken aan andere objecten. Als een 
systeem relatief veel events kent, leidt een controller van type Systeem tot een klasse met lage interne 
samenhang. Larman noemt zo’n controller een ‘bloated controller’ (letterlijk: een opgeblazen 
controller). De regels van lage koppeling en hoge cohesie worden hier geschonden. 
 
Als controllerklasse kunnen we opteren voor een nieuwe klasse, die niet in het domeinmodel 
voorkomt. Soms bevat het domeinmodel echter een klasse die zich heel natuurlijk aandient als 
controller, bijvoorbeeld omdat deze toch al alle betrokken objecten beheert. Zo kunnen we in de Arena 
gevalstudie voor de use case OrganiseerTornooi de klasse Arena als controller kiezen. 
 
Eén controller voor de zes use cases in Arena is zeker geen goede keuze. Dit leidt tot een ‘opgeblazen 
controller’. We kunnen wel proberen de use cases in verwante groepen in te delen. Er zijn 
verschillende mogelijkheden. We zouden bijvoorbeeld alle use cases die iets met tornooi doen in één 
groep kunnen opnemen. Bijvoorbeeld, KondigTornooiAan, SchrijfInVoorTornooi en VerwerkInschrijvingen. 
Vanuit het domeinmodel bekeken is dat een goede indeling. We kiezen voor de naam 
TornooiController.  
 
Een andere invalshoek is de gebruikersinterface. We moeten dan eerst nadenken over de structuur 
van de grafische gebruikersinterface voor Arena. Het ontwerp van de GUI is echter een afzonderlijk 
ontwerp waarbij we menukeuzes opdelen in taken (use cases). Bij elke taak horen een 
toegankelijkheid en een controleobject. In de praktijk zal men er dan ook meestal de voorkeur 
aangeven om voor elke use case een aparte nieuwe controller te kiezen [2]. Het controleobject heeft 
dan ook een beperkte levensduur, de uitvoering van de use case. 
 
10.2.3 Use-case realisatie 
 
Het toepassen van de richtlijnen voor goed ontwerp leidt tot een ontwerp van samenwerkende 
objecten bestaande uit een aantal communicatie- of sequentiediagrammen [2]. 
 
In deze sectie gaan we, vanuit het domeinmodel en een use-casescenario, een ontwerp maken van het 
berichtenverkeer voor de realisatie van het scenario SchrijfInVoorTornooi. We kiezen daarvoor objecten 
en dus indirect ook ontwerpklassen die we verantwoordelijkheden toekennen volgens de richtlijnen 
van de vijf-GRASP-patronen. 
 
Het begrip use-caserealisatie beschrijft hoe een bepaalde use case in het ontwerpmodel ontstaat in 
termen van samenwerkende objecten [2]. De realisatie hoeft niet in één keer voor de hele use case te 
gebeuren. Meestal begint men met één of enkele scenario’s.  
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Use-caserealisaties worden ontworpen vanuit de tekst van een use case en vanuit eventuele 
contracten, die meer detail geven. 
 
Voor de keuze van de objecten in de interactiediagrammen kunnen we uitgaan van de klassen van het 
domeinmodel. Het is echter niet nodig en ook niet waarschijnlijk dat we precies deze klassen zullen 
gebruiken. Het domeinmodel is immers een beschrijving van het domein en niet van de 
softwareklassen in het systeem. Het is mogelijk dat sommige klassen in de software overbodig zijn. 
We zullen ook softwareklassen nodig hebben die in het domeinmodel niet voorkomen. 
 
In hoofdstuk 5 hebben we een gedeeltelijk domeinmodel voor Arena ontworpen en dit voor de use 
case SchrijfInVoorTornooi. Uit de analysefase weten we dat de use case meerdere systeemoperaties 
heeft. In deze uitwerking focussen we ons op de belangrijkste systeemoperaties, de initialisatie is de 
laatste stap. 
In deze uitwerking zullen we een controller per groep use cases kiezen (KondigTornooiAan, 
SchrijfInVoorTornooi en VerwerkInschrijvingen) en interactiediagrammen opbouwen voor een deel van 
de use case SchrijfInVoorTornooi (figuur 10.6). Naast de use-casebeschrijving zullen we bij het opstellen 
van de interactiediagrammen ook gebruik maken van het SSD (figuur 10.7) en het domeinmodel 
(figuur 10.8). De systeem-events uit het SSD gebruiken we als startpunt voor de interactiediagrammen 
en het domeinmodel als inspiratiebron voor ontwerpbeslissingen, het benoemen van klassen en de 
attributen. 
 
Use case: SchrijfInVoorTornooi 
___________________________________________________________________________ 
Primaire actor: Speler 
Belanghebbenden en belangen: 
- Speler: wil zich kunnen inschrijven voor een tornooi. 
Precondities: De Speler is ingelogd in Arena. 
           Het Tornooi is aangekondigd. 
Postcondities:  
- De Speler krijgt toegang tot het tornooi OF 
- De Speler komt te weten waarom de inschrijving niet kan doorgaan. 
Niveau: Subfunctie 
Hoofdsuccesscenario 
1. De Speler vraagt een inschrijving voor een aangekondigd Tornooi. 
2. Het Systeem controleert of het maximum aantal inschrijvingen voor dit Tornooi bereikt is.  
3. Het Systeem controleert of de Speler reeds geregistreerd is in de Liga. De Speler verneemt 
dat zijn inschrijving succesvol verlopen is en dat hij een bericht zal ontvangen zodra alle 
Matchen gepland zijn. De Speler beëindigt de inschrijving. 
4. Het Systeem controleert of de Speler niet overboekt is om te verhinderen dat een Speler zich 
inschrijft voor gelijktijdige tornooien. 
Uitbreidingen (of alternatieven): 
2. Het maximum aantal inschrijvingen is bereikt. 
2. De Speler wordt verwittigd dat het Tornooi volzet is.  
3. Het Systeem controleert of het Klassement van de Speler overeenkomt met dat van het Tornooi. 
3. De Speler wordt automatisch toegevoegd aan de Liga en de Speler verneemt zijn toelating tot 
de Liga en het Tornooi. Hij krijgt de nodige informatie zodra de Matchen gepland zijn. 
4. In het andere geval verneemt de Speler geïnformeerd waarom hij geen toelating tot de liga 
krijgt. 
2-3. Speler wil de inschrijving voor het tornooi afbreken: 
3. Systeem maakt gedane keuzes ongedaan. 
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4. Systeem beëindigt de interactie. 
4. De Speler is overboekt. 
2. De Speler wordt verwittigd dat het tornooi andere tornooien overlapt waarin hij reeds is 
ingeschreven.  
Speciale vereisten: 
Zie aanvullende specificaties. 
Technologie en datavariatielijst: 
- De bevestiging kan door een e-mail naar de Speler gaan of door een mededeling op het scherm te 
laten verschijnen die hij meteen kan afdrukken. 
Gebruiksfrequentie:  
Zie aanvullende specificaties. 
Open vragen: 
- Welke rol speelt de achterliggende liga-administratie? Is dit systeem aan het Arena gekoppeld 
of neemt het alle relevante gegevens bij het openen van de aankondiging van een tornooi 
daaruit over? 
 
Figuur 10.6:   Use-case SchrijfInVoorTornooi volgens Larman.  
 
Figuur 10.7:   SSD voor de use case SchrijfInVoorTornooi. 
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Figuur 10.8: Gedeeltelijk domeinmodel Arena. 
 
Figuur 10.9:   Communicatiediagram voor het hoofdsuccesscenario van de use case 
SchrijfInVoorTornooi. 
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Het eerste systeem-event aanvaardSpeler(s) uit het SSD (figuur 10.7) zorgt nog voor weinig actie. We 
stellen het interactiediagram op voor het hoofdsuccesscenario. 
 
Hoe aanvaardSpeler(s) ontwerpen? De systeemoperatie aanvaardSpeler(s) komt voor wanneer een 
individu-speler een UI actie (bijvoorbeeld klikken op de knop “registreer speler”) verricht om de 
aanvraag op te starten. 
 
Liga kan nu gaan verifiëren of de speler een ligalid is door een bericht find(s) te sturen naar het 
collectionobject LigaLid. 
 
“Wie is verantwoordelijk voor de creatie van speler?” Het creator patroon suggereert dat Tornooi 
verantwoordelijk is voor de creatie van Speler. Tornooi kan ook de nieuwe speler toevoegen aan de 
collection Speler. 
 
De instantie van Tornooi creëert eerst een nieuwe instantie van Speler. Tijdens de initialisatie wordt 
een nieuwe collection aangemaakt om de spelers te bewaren. Dan voegt de instantie van Tornooi de 
nieuwe speler toe aan het collection voor alle spelers. Figuur 10.9 toont het resultaat. De parameter s 
van het bericht voegToe is dezelfde als die van create: s. 
 
10.2.4 Het begrip zichtbaarheid 
 
Een use-caserealisatie bestaat uit een aantal interactiediagrammen. Deze interactiediagrammen 
moeten nu nog ontwerpklassediagrammen worden. Bij deze omvorming speelt de zichtbaarheid een 
belangrijke rol omdat die de associaties tussen de ontwerpklassen vastlegt. 
Onder zichtbaarheid van object B vanuit object A verstaan we dat A toegang heeft tot een referentie 
naar B. Zichtbaarheid is nodig om vanuit A een bericht naar B te kunnen sturen. Hiermee bedoelen we 
dat een methode B vanuit A geactiveerd wordt. 
Er zijn vier soorten zichtbaarheid voor een referentie naar een object: 
 
• Zichtbaarheid als attribuut of permanente zichtbaarheid: het object :A bevat zelf een referentie 
naar :B. Het ontwerpklassediagram geeft geen andere realisaties weer. Indien we de 
koppeling die het gevolg is van één van de andere drie realisaties toch expliciet willen 
weergeven in het ontwerpklassediagram, kunnen we dat doen door middel van UML-
stereotypen of met UML-afhankelijkheid (een gerichte stippellijn). 
• Zichtbaarheid als argument of parameter zichtbaarheid: de actieve methode in A heeft een 
referentie naar B gekregen. Vaak hebben we de situatie dat :A permanent zicht moet hebben 
op :B, maar dat :B nog niet bestaat bij de creatie van :A.  
• Lokale zichtbaarheid: de referentie naar B is een locale variabele in de actieve methode in A. 
• Globale zichtbaarheid: de referentie naar B is op een of andere manier globaal zichtbaar, 
bijvoorbeeld via een publiek attribuut van een klasse of een ander object. 
 
In de praktijk zetten we parameter- en lokale zichtbaarheid om naar attribuutzichtbaarheid wanneer 
we een langere zichtbaarheid willen. Bij parameter- of lokale zichtbaarheid is de zichtbaarheid beperkt 
tot de uitvoering van de methode waarin we een parameter doorgeven of waarin we een nieuwe 
instantie creëren of opvragen. 
 
Zichtbaarheid beïnvloedt de koppeling tussen objecten. Globale zichtbaarheid is traditioneel  
ongewenst. De andere vormen zijn aanvaardbaar. Een attribuut dat naar een ander object wijst moet 
echter privaat zijn. Zichtbaarheid van primitieve variabelen laat zich op gelijksoortige wijze 
beschrijven. 
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In tegenstelling tot zichtbaarheid is koppeling een relatie tussen klassen. We noemen een klasse A 
gekoppeld aan een klasse B wanneer een implementatie van A afhankelijk is van de publieke interface 
van B. Om A te kunnen compileren is dan ook B nodig. 
 
Een criterium voor een goed ontwerp verplicht ons om de koppeling laag te houden en niet de 
zichtbaarheid. Belangrijk is dat zichtbaarheid niet altijd leidt tot koppeling omdat we een klasse 
kunnen koppelen aan zijn superklasse. De koppeling tussen subklasse en superklasse werkt dan 
volgens het principe van polymorfie. De koppeling is in dit geval dan ook heel hoog. 
 
10.2.5 Het ontwerpklassediagram 
 
In vorige secties dienden use-caserealisaties en zichtbaarheid om tot een ontwerpklassediagram te 
komen met operaties en navigeerbare associaties. Alle klassen in het ontwerpklassediagram bevatten 
nu definities voor softwareklassen. Bepaalde klassen worden gesplitst, verdeeld over een 
overervingshiërarchie of omgevormd naar interfaces (in de betekenis van een concept van OO-talen 
zoals Java). Nieuwe klassen voegen we toe voor grafische user interface. Adaptorklassen maken we 
aan om een gemeenschappeliijke interface te kunnen presenteren voor onderling verschillende 
klassen. We nemen de attributen uit het domeinmodel over en we vullen ze eventueel aan. Bij de 
implementatie zal blijken dat we de waarden in een collection ergens permanent moeten opslaan. 
Figuur 10.10 toont het gedeeltelijk ontwerpklassediagram voor de use cases KondigTornooiAan en 
SchrijfInVoorTornooi. 
 
Figuur 10.10:   Ontwerpklassediagram voor de use cases KondigTornooiAan en SchrijfInVoorTornooi. 
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10.2.6 Samenvatting Larman 
 
Grasp patronen 
De fundamentele overwegingen van de interactiediagrammen tonen aan dat we een goed ontwerp 
kunnen modelleren. De keuze voor de toekenning van de verantwoordelijkheden aan objecten 
kunnen we uitleggen. 
De koppeling van klassen op basis van interactiediagrammen en de toekenning van een navigatie aan 
de associaties vormen een moeilijke stap in het ontwerp. 
 
Uitgangspunten voor asssociaties 
Als :A een bericht stuurt naar :B, dan moet :B zichtbaar zijn voor :A. Dit betekent echter niet dat er een 
associatie tussen A en B moet zijn; de zichtbaarheid kan immers ook tijdelijk zijn (met ontkoppeling 
houden we hier verder geen rekening). 
Soms is het op semantische gronden (dus door te kijken naar de functie van de betrokken klassen in 
het geheel) meteen duidelijk dat de zichtbaarheid permanent moet zijn en dus leidt tot een associatie. 
Dit is vaak het geval als de ontvanger een collection is. 
Permanente zichtbaarheid van :A naar :B leidt tot een eenzijdige associatie, in het klassediagram 
aangegeven door een pijl van A naar B. We spreken in dit kader ook van navigeerbaarheid (de 
associatie is navigeerbaar in de richting van de pijl). 
 
Ontwerp 
Ontwerp is onafhankelijk van het domeinmodel. Het domeinmodel is alleen een startpunt. Indien we 
nieuwe concepten, attributen of associaties ontdekken dan kunnen ze worden toegevoegd bij de 
opmaak van interactiediagrammen. Originele elementen in het domeinmodel kunnen niet relevant 
zijn in het ontwerpmodel. 
 
 
 
10.3 Vergelijking tussen Bruegge en Larman 
 
Controller 
Volgens Larman kunnen we een controller kiezen voor alle use cases of een aparte controller per use 
case. Bruegge start steeds met een aparte controller per use case. Pas tijdens objectontwerp kunnen we 
voor een ‘façade controller’ kiezen. Het geval waarbij we een controller aan een groep van use cases 
kunnen toekennen wordt niet behandeld. In dit laatste geval moeten we zelf een geschikte groepering 
bedenken. We kunnen hier een klasse uit het domeinmodel bij betrekken of nieuwe controllers 
introduceren. 
 
Schaalbaarheid 
Een klassediagram van enige omvang kan niet meer op een overzichtelijke wijze alle details bevatten. 
We gebruiken het dus hoofdzakelijk om de associaties tussen klassen in beeld te brengen. Dit als 
noodzakelijk overzicht. Alles wat geen functionaliteit van het systeem voorstelt zoals constructors, 
get- en setmethodes en private methodes kunnen we weglaten. 
Een ontwerp zowel volgens Bruegge als Larman is altijd onvolledig in vergelijking met de latere 
implementaties. Het ontwerp moet vooral een overzicht blijven geven en overeenstemmen met de 
code. De interactiediagrammen van Bruegge zijn kleiner. De operaties zijn grafisch minder 
gedetailleerd uitgewerkt omdat collections in contracten worden uitgewerkt. 
Het voordeel van het vastleggen van verantwoordelijkheden via interactiediagrammen is dat het 
volledige plaatje op één plaats wordt vastgelegd. Het nadeel is dat interactiediagrammen complex 
worden, wat de schaalbaarheid niet ten goede komt. Het is relatief gemakkelijk een grote hoeveelheid 
constraints te beschrijven in contracten. Dit garandeert geenszins de leesbaarheid. Een alternatief is 
CRC cards. Ze zijn heel arbeidsintensief en heel geschikt voor brainstormsessies [24]. 
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Contracten hebben ook nog als groot voordeel dat de aanroeper en de aangeroepene van een klasse 
steeds dezelfde aannames gebruiken. 
 
Statisch ontwerpen volgens “agile” 
UML klassediagrammen geven de statische kant van het ontwerp weer. In het ontwerpmodel stellen 
de klassedigrammen de software objecten grafisch voor. Agile modellering (letterlijk wendbare 
modellering) promoot de aanmaak van modellen of artefacten in parallel.  
Zowel Bruegge als Larman promoten de parallelle opbouw van interactiediagrammen en 
klassediagrammen. In het Unified Proces zijn deze interactiediagrammen en klassediagrammen 
onderdeel van het ontwerpmodel. De functionele vereisten, beschreven in de tekstuele use cases, en 
de aanvullende specificaties vormen de belangrijkste input voor objectontwerp. 
 
Contracten 
Optioneel kunnen we bij Larman operatiecontracten als aanvullende input gebruiken. Het 
domeinmodel kan ook optioneel als input dienst doen om te voldoen aan het objectgeoriënteerde 
principe van low representational gap. Dit wil zeggen dat we softwareklassen namen geven, 
geïnspireerd  op het domeinvocabularium (weergegeven in het domeinmodel). 
Systeemcontracten bepalen de grens tussen de analyse- en de ontwerpfasen. Postcondities beschrijven 
de nodige gegevens over het conceptuele model voor de contracten voor elke systeemoperatie. 
 
Communicatiediagrammen en patronen 
De vereiste object interacties om de systeemoperaties af te handelen nemen de vorm aan van  
interactiediagrammen. UML voorziet twee interactie notatievormen: sequentie en 
communicatiediagrammen. Bruegge gebruikt uitsluitend sequentiediagrammen. Larman verkiest 
communicatiediagrammen boven sequentiediagrammen omdat ze de dynamische flow van berichten 
goed weergeven. Bij complexe software met veel objecten en berichten is het communicatiediagram 
echter minder werkbaar en minder duidelijk. 
Welk diagram heeft de voorkeur? Hierop hebben we geen eenduidig antwoord. 
Communicatiediagrammen zijn iets efficiënter in ruimte omdat ze meer objecten kunnen bevatten. 
Wanneer communicatiediagrammen op een bord staan, kunnen we gemakkelijker lijnen en 
wijzigingen doorvoeren. Anderzijds bieden sequentiediagrammen het voordeel dat de volgorde van 
de berichten duidelijker is. Het interactiediagram vervult ook de postconditie van het 
operatiecontract. De gewone rechthoeken stellen in UML 2.0 enkelvoudige instanties of collections 
voor, zoals Java List of Map object. 
 
Ontwerp 
Bij Larman is ontwerp onafhankelijk van het domeinmodel. Het domeinmodel is alleen een startpunt. 
Indien we nieuwe concepten, attributen of associaties ontdekken dan kunnen ze worden toegevoegd 
bij de opmaak van interactiediagrammen. Originele elementen in het domeinmodel kunnen niet 
relevant zijn in het ontwerpmodel. 
Larman voegt aan de collaboratiediagrammen software patronen toe. Hij noemt ze GRASP (General 
Responsability Assignment Patterns) patronen. Ze geven de basisrichtlijnen voor de toekenning van 
verantwoordelijkheden aan klassen. Het toekennen van de verantwoordelijkheden aan klassen toont 
de invulling van de beweringen in de systeemcontracten. De patronen duiden aan welke objecten 
verantwoordelijk zijn voor de creatie van andere objecten, welke associaties nodig zijn en welke 
attributen we moeten aanpassen of toevoegen - de beweringen in de contracten -  door berichten  naar 
de andere objecten te sturen. De patronen zijn: Expert, Creator, High Cohesion, Low Coupling en 
Controller. 
Bij Bruegge is ontwerp afhankelijk van het analysemodel. Nieuwe concepten, attributen of associaties 
worden toegevoegd op basis van verschillende activiteiten van objectontwerp. 
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OO-concepten 
Een goed objectgeoriënteerd ontwerp moet de ontwerpproblemen aanpakken voor de code 
geschreven wordt. Een ontwerper beschikt over veel concepten en tools: UML, patronen, overerving, 
polymorfisme, inkapseling. Waarmee moeten we starten? Volgens Larman behoren overerving, 
package diagrammen, toestandsdiagrammen, patronen en persistentie frameworks tot de tweede 
iteratie. De eerste iteratie is absoluut de belangrijkste omdat ze een coherente weergave is van 
kernconcepten uit de analyse en het ontwerp. Eén van de belangrijkste concepten van objectoriëntatie 
is encapsulation. Larman definieert encapsulation als “ a mechanism used to hide the data, internal 
structure, and implementation details of an object”. 
Bruegge heeft geen equivalent voor de Grasp-patronen. Hij baseert zich voor de validatie van zijn 
ontwerp op de OO-concepten en de verzameling van functionele en niet-functionele vereisten. 
Bijvoorbeeld, het hergebruik van de klasse Speler, het invoeren van nieuwe soorten spellen met 
verschillende regels en de toevoeging van complexe regels aan bestaande spellen kunnen door 
inkapseling worden opgelost.  
 
Tabel 10.1  toont een samenvatting van de belangrijkste verschillen tussen Bruegge en Larman. 
 
Tabel 10.1:   Ontwerp volgens Bruegge en Larman. 
 Bruegge  Larman 
vertrekpunt  analysemodel 
 
ontwerp afhankelijk van het 
analysemodel bestaande uit 
ontwerpklassen, attributen, 
associaties en operaties 
systeem squentiediagram 
 
domeinmodel bestaande uit 
concepten, attributen en 
associaties 
 
eventueel system 
operatiecontracten 
 
ontwerp onafhankelijk van het 
domeinmodel 
interactiediagrammen Sequentiediagrammen + 
Heuristieken + OO-concepten 
communicatiediagrammen 
+ GRASP-patronen + eventueel 
systeem operatiecontracten + 
OO-concepten (vanaf de tweede 
iteratie in de elaboratiefase van 
het Unified Proces 
contracten OCL systeem operatiecontracten uit 
de analysefase 
validatie OO-concepten 
 
heuristieken voor 
sequentiediagrammen 
koppeling- en cohesiepatroon 
 
OO-concepten in de 2e iteratie 
schaalbaarheid compacte 
interactiediagrammen 
aangevuld met contracten in 
OCL 
uitgebreide 
interactiediagrammen 
navigatie van associaties niet gebruikt in het 
ontwerpklassediagram, is 
onderdeel van de mapping naar
code 
belangrijke ontwerpbeslissing 
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Hoofdstuk 11  
 
Besluit  
 
 
 
 
 
De technische ontwikkeling van software is een ingewikkelde en tijdrovende activiteit die bestaat uit: 
een proces, architectuur en notatie. Softwareontwikkelaars moeten oog hebben voor de waarde van 
deze aspecten om tot een ‘goed’ ontwerp van een grootschalig IT-project te kunnen komen. 
 
Het idee van deze vergelijkende studie is geboren uit de vaststelling dat zowel de opkomst van UML 
2.0 als de objectoriëntatie ook als technologische ontwikkelingen de laatste jaren een hernieuwde 
belangstelling voor methodologieën hebben gegenereerd. In ‘state of the art- methodologieën gebruikt 
de ontwikkelaar objectgeoriënteerde modellen om software te documenteren en te ontwikkelen. De 
introductie van UML 2.0 als de feitelijke standaard notatietechniek geeft een extra impuls aan de 
toenemende interesse voor ontwikkelmethodologieën. Daarnaast heeft ook de explosief groeiende 
toepassing van Java de belangstelling vergroot. 
 
Veel is al geschreven over wat UML is. Te weinig is nog geschreven over de concrete 
toepassingsmogelijkheden ervan. Na een periode van betrekkelijke rust maakt UML, gestimuleerd 
door de belangstelling voor objectoriëntatie, opnieuw zijn opwachting. De bedoeling van OO-
methodologieën bestaat erin om de ontwikkeling van objectgeoriënteerde software zo goed mogelijk 
te ondersteunen. Dit evaluatieproject koestert de ambitie om de gebruiksmogelijkheden van deze 
methodologieën in kaart te brengen.  
 
Naast een onderzoek van de mogelijkheden van methodologieën, streeft dit evaluatieproject een 
overzicht van de ‘state of the art’ op gebied van objectgeoriënteerd modelleren na, waarbij zowel op 
theoretisch als op praktische vlak. Alle onderzochte facetten zijn uitgewerkt met dezelfde, erg 
eigentijdse, Arena gevalstudie: het beheer van speltornooien. Er is niet noodzakelijk een juiste 
oplossing. Oplossingen moeten in de eerste plaats bruikbaar zijn. 
 
 
11.1 Bruegge versus Larman 
 
Algemeen 
 
De verschillende ontwikkelingsfasen, vereistenanalyse, analyse en ontwerp, ondergingen een 
grondige analyse. Hierbij diepten we de twee hoofdcriteria, ondersteuning van abstractieniveaus en 
meta-ondersteuning uit en plaatsten we ze in een referentiekader om methodologieën te vergelijken. 
 
Tabel 11.1 vat de globale kwaliteitscriteria samen. De verfijnde kwaiteitscriteria worden weergegeven 
in de tabellen 11.2, 11.3 en 11.4. 
 
De methodes van Bruegge en Larman zijn compleet op gebied van procesbeschrijving. Het UP van 
Larman heeft een reputatie van volledigheid. Het eigen proces van Bruegge sluit hier nauw bij aan. In 
beide processen worden expliciete beslissingen genomen met betrekking tot de te volgen stappen en 
de volgorde daarin. 
 
 101
Heuristieken, methoden en OO-concepten sturen de verschillende fasen. De kwaliteit van het resultaat 
hangt af van de mate waarin de ontwikkelaars vertrouwd zijn met deze heuristieken, methodes en 
OO-concepten. Kennis en ervaring zijn de enige kwaliteitsgaranties. 
 
Tabel 11.1:  Overzicht van de globale kwaliteitscriteria. 
Criterium Bruegge Larman 
ondersteuning van abstractie-
niveaus: 
 
   - vereistenanalyse 
   
   - analyse 
 
 
 
 
 
   - ontwerp 
 
 
 
heuristieken 
 
heuristieken + 
sequentiediagrammen 
 
 
 
 
de nadruk ligt op de verfijning 
van het analyse-objectmodel 
 
 
 
heuristieken 
 
heuristieken + lijsten van 
soorten conceptuele klassen en 
veelvoorkomende associaties + 
systeem sequentiediagrammen 
+ contracten 
 
de nadruk ligt op de kwaliteit 
bij de toekenning van 
verantwoordelijkheden 
meta-ondersteuning zorgvuldig gekozen stappen zorgvuldig gekozen stappen 
 
 
Vereistenanalyse 
 
Tabel 11.2:  Overzicht van de belangrijkste verschilpunten. 
Vereistenanalyse Bruegge Larman 
use-caseformaat 
 
granulariteit van de use cases 
 
use-casestijl 
Cockburn 
 
elementair business process 
 
essentiële stijl 
Constantine & Lockwood 
 
scenariogebaseerd 
 
reële stijl 
 
De benadering van Larman heeft heel wat voordelen: 
 
• Het formaat van de volledige use-casebeschrijving is gebaseerd op de Cockburn stijl. Een stijl 
die zeer geschikt is om te brainstormen over alternatieven van het hoofdsuccesscenario. 
• De granulariteit van de use cases wordt bepaald door een elementair business proces. 
Verschillende ontwikkelaars hebben hierdoor een zelfde kijk op use cases. 
• Voor applicaties met een complexe gebruikersinterface (veel navigatie en forms) is de 
essentiële stijl duidelijk een voordeel omdat het ontwerp van de applicatie en de 
gebruiksinterface dan volledig gescheiden zijn. 
 
De benadering van Bruegge wordt gekenmerkt door: 
 
• De compacte stijl van use-casebeschrijving (Constantine & Lockwood). 
• De reële stijl heeft als voordeel dat de concrete input en output beschreven wordt. Voor 
applicaties met eenvoudige gebruikersinterface werkt de reële stijl het snelst. De reële stijl is 
nodig omdat in het analysemodel ook objecten die te maken hebben met de 
gebruikersinterface worden opgenomen. De grensobjecten (boundary objects) moeten 
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kunnen worden afgeleid uit de use-casebeschrijving (zie hoofdstuk 6). De applicatie en de 
gebruikersinterface worden samen ontwikkeld. 
 
Uit bovenstaande beschouwingen kunnen we besluiten dat de benadering van Bruegge meer geschikt 
is voor real-time en embedded systemen waarbij concrete input en output gewenst is van bij de start. 
De benadering van Larman daarentegen is meer geschikt voor enterprise applicaties met hun typisch 
complexe gebruikersinterface.  
 
Analyse 
 
Tabel 11.3:  Overzicht van de belangrijste verschilpunten. 
Analyse Bruegge Larman 
model analyse-objectmodel domeinmodel 
 
Het grote verschil tussen beide auteurs zit in de benadering van het model. Het analysemodel is een 
softwaremodel dat bestaat uit een analyse-objectmodel en een dynamisch model. Het domeinmodel 
daarentegen is de werkelijke wereld. 
 
De scheiding tussen analyse en ontwerp is een pluspunt voor Larman. De compacte éénmodel 
benadering van Bruegge richt zich meer naar real-time en embedded software applicaties, waar de 
scheiding tussen enerzijds analist en ontwerper en anderzijds tussen opdrachtgever en analist minder 
scherp zijn.  
 
Duidelijkheid is een belangrijk criterium. Een methodologie ondersteunt verschillende soorten 
modellen, waartussen veel afhankelijkheden kunnen bestaan. Het is belangrijk dat de ontwikkelaar 
die complexiteit kan beheersen. Volledigheid heeft te maken met het soort van applicaties waarvoor 
de methodologie geschikt is. 
 
Een typisch objectgeoriënteerd analysemodel is het domeinmodel. Het ziet eruit als een verzameling 
UML klassediagrammen, toont de belanghebbenden de concepten en termen van het 
probleemdomein en maakt de relatie tussen de concepten duidelijk. Het domeinmodel is helemaal 
geen voorstelling van softwareklassen (bijvoorbeeld: Java) maar een conceptueel kijkgat op 
conceptuele klassen. Deze klassen staan voor werkelijke-wereld domeinconcepten of abstracties van 
dingen in het probleemdomein. Het domeinmodel is in feite een visueel woordenboek van de 
domeinterminologie. In een domeinmodel horen ook klassen die overeenkomen met elementen uit de 
context en waarvan het helemaal niet zeker is of die ooit een tegenhanger in het uiteindelijke systeem 
krijgen. 
 
Waarom deze rompslomp? We zijn gemakkelijker vertrouwd met het domein en zijn vereisten 
naarmate het probleem kleiner is en er minder nood is om dit artefact op te stellen. Wanneer het 
domein groot, nieuw en onbekend is voor de ontwikkelaars kan een domeinmodel aanzienlijk 
bijdragen op de volgende punten: 
 
• het leidt tot een beter begrip van het probleemdomein door de grafische weergave van de 
terminologie en de relatie tussen de concepten,  
• het verduidelijkt de relevante sleutelinformatie naar het probleem, 
• het geeft inspiratie voor de software klassen (in de domeinlaag van de architectuur) 
gedurende de ontwerpfase. 
 
Het domeinmodel is onderdeel van de business modellering discipline. De tekstuele use cases 
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bevatten heel wat domeinvocabularium en –concepten. Ze zijn dan ook de eerste bron van inspiratie 
als je het domeinmodel opstelt.  
 
Ontwerp 
 
Tabel 11.4:  Overzicht van de belangrijste verschilpunten 
Ontwerp Bruegge Larman 
toekennen van 
verantwoordelijkheden 
 
schaalbaarheid  
interactiediagrammen + 
contracten (OCL) 
 
compacte diagrammen 
interactiediagrammen + GRASP 
patronen 
 
uitgebreide diagrammen 
 
Larman legt het accent op de toekenning van verantwoordelijkheden via interactiediagrammen. Hij 
voegt aan de interactiediagrammen softwarepatronen toe (GRASP: General Resposability Assignment 
Patterns). Bruegge gebruikt interactiediagrammen en contracten.  
Het voordeel van het vastleggen van verantwoordelijkheden via interactiediagrammen is dat het 
volledige plaatje op één plaats wordt vastgelegd. Het nadeel is dat interactiediagrammen complex 
worden, wat de schaalbaarheid niet ten goede komt. Het is relatief gemakkelijk een grote hoeveelheid 
constraints te beschrijven in contracten. Dit garandeert geenszins de leesbaarheid. Een alternatief is 
het gebruik van CRC cards [24]. Niet de notatievorm maar wel de omschrijving van de 
verantwoordelijkheden is hier essentieel. 
 
Conclusie 
 
Beide benaderingen bevestigen dat mensen de meest doorslaggevende succesfactor zijn voor gelijk 
welk software project. De sleutel tot succes is de balans tussen menselijke kennis en proces-expertise. 
Grady Booch zegt het zo: “People are more important than any proces. Good people with a good 
process will outperform good people with no process every time.” Toch besteden beide boeken 
relatief weinig aandacht aan menselijke factoren. Het is duidelijk dat er geen silver bullet voor 
softwareontwikkeling bestaat. Beide boeken bevatten methoden en technieken die elkaar waard zijn. 
 
Het boek van Craig Larman is een diamantmijn van goede ideeën. Helaas heeft een diamantmijn een 
groot probleem. Je moet tonnen zand zeven om een beetje diamanten te vinden. Het is geen kluis met 
diamanten. Ik heb een aantal diamanten gezeefd uit de diamantmijn van Craig Larman. 
 
Bruegge kan ik best omschrijven met de behoudswet: een probleemoplossing verbetert of verslechtert 
niet recht evenredig met het aantal woorden dat eraan gewijd wordt.  
 
 
11. 2 Beperkingen 
 
De evaluatie van methodologieën kan in de praktijk niet los staan van de visie die een organisatie of 
bedrijf, op het gebruik van softwarearchitectuur en standaard ontwerpoplossingen heeft. Het is 
immers aan de organisatie om veel van de geschetste facetten door een eigen eisenpakket aan te 
scherpen tot criteria. Pas als het duidelijk is hoe bijvoorbeeld het gebruik van patronen binnen het 
organisatie-specifiek ontwikkelproces past, kunnen de verwachtingen voor ondersteuning een 
concrete vorm aannemen. Met een duidelijke visie en context kan de organisatie relevante facetten 
concretiseren in een evaluatiereferentiekader. In een dergelijk referentiekader worden de abstracte 
facetten concrete eisen en verwachtingen. 
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Het vergelijkend onderzoek enerzijds en de literatuurstudie anderzijds hebben zich toegespitst op de 
inhoud van de twee besproken methodologieën. Alle aandacht ging dus uit naar: 
 
• de aard en de inhoud van de criteria, gebruikt tijdens het ontwikkelproces, 
• de bijdrage van de criteria tot de verschillende ontwikkelingsfasen en de bijbehorende 
kwaliteitsaspecten en -controles. 
 
 
11.3 Wat niet aan bod is gekomen 
 
De analyse en ontwerp omvat meer dan de in deze thesis besproken facetten. De volgende facetten 
maken geen deel uit van deze studie: 
 
Crosscutting concerns 
 
Tijdens het ontwikkelingsproces duiken heel wat “crosscutting concerns” op. Ze kunnen voorkomen 
in verschillende fases van de software levenscyclus. 
 
Refactoring 
 
Refactoring betekent dat we de structuur van objectgeoriënteerde software verbeteren zonder het 
extern zichtbaar gedrag te wijzigen. Deze techniek heeft zijn bruikbaarheid bewezen voor 
objectgeoriënteerde softwareontwikkeling van een programma op broncode niveau. 
 
Object persistentie 
 
In objectgeoriënteerde programmeertalen zoals Java is een object een instantie van een klasse. 
Objecten van een klasse hebben tijdens de uitvoering van een programma een bepaalde toestand (de 
waarden van de instantievariabelen). De toestand wil je dikwijls behouden tussen verschillende 
oproepen van het programma (meestal in een databank): het opslaan van objecten noemt men object 
persistentie. 
 
Documentatie 
 
Een ontwerp van een complex systeem bestaat al snel uit een grote hoeveelheid objecten en 
uitgebreide scenario’s voor de interactie tussen deze objecten. 
 
Functionele objectgeoriënteerde modellering 
 
Activiteitenmodellering is in deze thesis amper aan bod gekomen. Beide auteurs baseren zich sterk op 
het objectgeoriënteerde paradigma. Er zijn echter meerdere domeinen waarbij modellering gebaseerd 
op functionele decompositie tot goede oplossingen heeft geleid [5]. Activiteitenmodellering heeft 
onder UML 2.0 heel wat verbeterde modelleermogelijkheden [36, 37, 38, 39]. De semantische basis 
voor activiteiten is nu gebaseerd op Petri netten i.p.v. op state machines in UML 1.5. Bovendien zijn de 
meeste nieuwe mogelijkheden gericht op de ondersteuning van de functionele flow in complexe 
business processen. Activiteitenmodelllering kan ook de coherentie tussen de diagrammen verifiëren 
en bijdragen tot objectcreatie. 
 
Software-levenscyclus 
 
Door onze aandacht toe te spitsen op methodes en technieken vergeten we vaak dat de levenscyclus 
van een softwareproduct veel meer omvat dan alleen een éénmalig ontwikkeltraject. Voor de 
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implementatie moeten we de software plannen, specificeren en modelleren. Na de implementatie 
moet de software in productie. De daarbij opduikende problemen kunnen leiden tot aanpassingen die 
we vervolgens weer moeten “uitrollen”. Om zo’n levenscyclus onder controle te krijgen zijn 
verschillende processen en ondersteunende hulpmiddelen nodig voor administratie, opslag en 
transport. 
 
Management 
 
Het managementstandpunt richt zich op methodes en technieken die veranderingsprocessen tijdens 
de ontwikkeling ondersteunen: 
 
• Rationale-management: beslissingen onderbouwen. De beslissende afwegingen vastleggen 
helpt ons om zorgvuldige beslissingen te nemen. verteren. 
• Testen: het systeem ten opzichte van de modellen valideren. Testen is een destructieve 
activiteit. Het gaat erom fouten te vinden, of anders gezegd: verschillen tussen het door de 
systeemmodellen gespecificeerde systeemgedrag en het gedrag van het werkende systeem.  
• Softwareconfiguratiebeheer: versie-, release- en verandering beheren. Configuratiebeheer gaat 
er specifiek over hoe we de wijziging van softwaresysteemonderdelen tijdens ontwikkeling en 
onderhoud organiseren. Configuratiebeheer en ontwikkeling zijn nauw met elkaar verweven. 
• Projectmanagement. Projectmanagement heeft zijn invloed op alle ontwikkelings- en 
managementactiviteiten van een softwareproject. Er ontstaan verbanden naar vrijwel alle 
ontwikkelingsfasen. Alle fasen worden vanuit een ander perspectief bekeken. 
 
Deze onderwerpen lijken nogal verschillend, maar zijn allen gericht op veranderingsbeheersing 
tijdens de volledige systeemontwikkeling.  
 
Toekomst 
 
De nieuwe UML 2.0 werd ontwikkeld om nog beter de modelgebaseerde ontwikkelingsmethoden te 
ondersteunen. Het traditionele gebruik van UML als een informeel tool om ideeën vast te leggen en te 
beschrijven zal echter blijven bestaan. 
 
Een ontwerp van een complex systeem bestaat al snel uit een grote hoeveelheid objecten en scenario’s 
voor de interactie tussen deze objecten. De UML 2.0 architectuur beschrijvingstaal maakt deze 
complexiteit voor een stuk beheersbaar. 
 
Zowel de verbeterde semantische precisie van UML 2.0, om modelleerconcepten te beschrijven als de 
verfijning van de processen zullen bijdragen tot een betere automatische codegeneratie. Om deze 
vorm van automatisering verder te ondersteunen is het nodig om elke ambiguïteit over de betekenis 
van een model weg te nemen. 
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