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別に，従来の中間命令列を使用しない，機能制限を加えた °at LMNtal から C
言語へのトランスレータ (e®ective °at LMNtal goal，以下 efg) の設計と実装
を行った．SLIM ベースのトランスレータは，中間命令を C 言語ソースコー










SLIM ベースのトランスレータでは *(2倍程度)倍，efg では *(10倍程度？)
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第 2章 LMNtal 言語の概要と特徴について解説する．
第 3章 SLIM の構成と特徴について解説する．
第 4章 その他の関連研究について説明する．
第 5章 SLIM ベーストランスレータについて解説する．


















リンクは，アトムの引数を 1 対 1 かつ双方向に接続する，グラフのエッジである．ア
トムの引数には必ず 1 つリンクが接続し，リンクは両端に必ずアトムの引数が接続して
いる．









































な実行を目指して C言語による実装が行われた．この実装を SLIM と呼ぶ．SLIM につ
いては後述する．
Java 版の実行時処理系の周辺機能として，膜の非同期実行，グラフ可視化 (UNY-
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最後に中間命令列の例を示す．図 2.6は，図 2.4にあげた append のループを表現した
ルールを中間命令列にコンパイルしたものである．始点 (ここでは c になっている)から
ヘッドのグラフを探し，ボディのグラフを生成している様子がわかる．¶ ³
findatom [1, 0, 'c'_3]





removeatom [1, 0, 'c'_3]
removeatom [2, 0, 'a'_3]
newatom [3, 0, 'a'_3]
newatom [4, 0, 'c'_3]
relink [3, 0, 1, 1, 0]
relink [3, 1, 2, 1, 0]
newlink [3, 2, 4, 1, 0]
relink [4, 0, 1, 0, 0]









本章では SLIM(Slim Lmntal IMplementation) について説明する．
3.1 概要
SLIM は LMNtal 実行時処理系の C 言語による実装である．Javaによる実行時処理
系と比較し，軽量高速に動作するよう工夫がなされている．
機能として，ルールを適用していく通常の LMNtal 実行機能と，可能なルール適用を
全て展開し，プログラムが取りうる状態について検証を行うモデル検査機能 [2] [1] があ
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本章では，SLIM 上に実装した中間命令列から C 言語ソースコードへのトランスレー
タについて説明する．
5.1 機能概要
SLIM ベーストランスレータは SLIM が読み込んだ中間命令列を，C 言語ソースコー
ドとして出力するものである．本機能は，SLIM の 1機能として提供しており，以下のコ
マンドで C 言語ソースコードを得ることができる．¶ ³
slim --translate xxx.il $>$xxx.cµ ´
出力した C 言語ソースコードは，SLIM の関数やマクロを使用するため，SLIM のソー
スコードを参照可能な環境でコンパイルし，動的ライブラリにする．¶ ³
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図 5.1 SLIM とトランスレータの構造
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for 探している種類のアトムについて {









同箇所への jump 命令が存在しうること，マッチング失敗時に jump 命令を越えたバック
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group 命令
group 命令は，バックトラックの入れ子を切断することで無駄な繰り返しを減らす命令
である．branch と group は or と and に対応し，概念的に似ているため，擬似コードの
表現が似通ったものになる．¶ ³
{

















後続の命令 ( 成功時は goto label_success，













このことから，基本としてはインタプリタ.c に F () が必要な場面では，トランスレー
タ.cには print\F ()00 が必要であると言える．これに引数部分を加えてやれば，基本とな
る中間命令の変換を行うことができる．SLIM 実行時にある引数 xが値 Vをとったとき，
インタプリタが実行のために必要とする値は中間変数配列の V 番目に入っているため，


























































































































































































はかなり大きくなっており，省メモリ表現という点では SLIM の設計が望ましい．図 6.7
に示すように，空白部分を 1 つのアトムとみなし，それが全ての自由リンクと接続して
第 6章 efg : e®ective °at LMNtal goal 25



















図 6.8 efg 実行時の動作


















































( a が A 個 ), ( x が X 個 )µ ´
この問題は，X 個 a が消えて終わるため，O(X) であると期待される．しかし実際には，
現在の SLIMでは，1 つ目のルールの試行が全て失敗するまでは 2 つ目のルールを試行





( a が A 個 ), ( x が X 個 )µ ´
まず x が可能な限り rm に書き換わり，その後 2 つ目のルールの試行が行われる．この












a(c) :- cを始点として探し，そこから aをマッチする







a(X), c(X) :- aを始点として探し，そこから cをマッチする





点で efg と SLIM の性能を向上比で比べられる問題は少ない．
7.2 SLIM ベーストランスレータ
SLIM ベーストランスレータは，基本的な動作は SLIM と共通であり，一部を高速化し
たものであるため，まず性能が低下することは無い．しかし，入力プログラム中のルール
の性質によって性能向上の具合は変化する．また，今回の実装では，一部の SLIM 拡張機
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能にも対応を行ったため，全解探査機能と併用した場合の性能についても調査を行った．
調査環境は表 7.1に示す．
CPU AMD Opteron(tm) 8222 Dual-Core x 8
CPU周波数 3.0GH
メモリ 256GB











図 7.1 SLIM ベーストランスレータの通常実行における性能
7.2.2 非決定実行に対する性能評価
図 7.2 SLIM ベーストランスレータの非決定実行における性能
7.3 efg
SLIM と SLIM ベーストランスレータの性能比が把握できたため，efg の性能測定とし
ては，SLIM との比較を主に行う．
第 7章 性能測定 31
調査環境は表 7.3に示す．


















append によるリストの走査性能を調査するのが目的であるため，一回の append 処理
の最中に他のルールが反応することが無いように記述してある．
前述のとおり，efg は整数を直接扱う機能が未実装であるため，代替表現を用いる必要











図 7.3 append 操作を繰り返した時の実行時間
図 7.4 append 操作を繰り返した時の性能向上 図 7.5 append 操作を繰り返した時の性能向上
プログラムの実行時間の計測結果を図 7.3に示す．同時に，SLIM での実行を 1とした
場合の性能向上比について，計測結果を図 7.4に示す．リストのアペンドという比較的単









Josephus 問題は，X 個のノードを持つ環状リストに対し，N 個飛ばしで要素を取り外
していき，環状リストが空になるまで続けた時，外した順の要素の系列を求める問題で
ある．
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