Sheet metal bending is a process in which bends are formed using a combination of a punch and a die. A very large number of mechanical products such as furniture panels, shelves, cabinets, housing for electro-mechanical devices etc. are created by using the sheet metal bending process. Bending tools need to satisfy the following two criteria:
INTRODUCTION
Increasing emphasis on more personalized products and shrinking product lives is resulting in major changes in manufacturing practices. As we move towards mass customization, we will need ways to handle a wider variety of product mix on the shop floors. So far, very little attention has been paid in process planning systems to exploit commonality in tooling and fixturing across multiple parts. Most process planning systems currently handle one part Figure 1 : Sheet Metal Bending † Author to whom all correspondence should be addressed at a time, attempting to find the best plan for every part. Such planners fail to identify commonality among parts and cannot select common tooling and shared fixtures that work for multiple parts. This results in more frequent tool changes and reduced overall throughput time. Most traditional process planning systems work by matching part features to existing manufacturing resources (i.e., tools and fixtures). We have developed a new two step approach that allows us to perform tool design for multiple parts. The idea behind this approach is as follows. Rather than directly matching part features to manufacturing process, we first identify the constraints imposed by a part feature on the tooling that will be used to create that feature. In the second step, we gather all the constraints imposed by various features in various parts and perform constraint-driven tool design to identify the punch shape that works for multiple parts.
For a detailed description of sheet-metal bending processes, readers are referred to handbooks on this subject [Amad81], [Bens97] , [Poll88] and [Wils62] . In a typical problem, we are given a final part and a starting flat part. The flat part needs to be bent along the bend lines to create the final part. In this paper, we describe a methodology for automatically synthesizing the shapes of bending punches. Bending tools need to satisfy the following two criteria: (1) tools should be able to withstand bending forces, and (2) tool shapes should be such that there is no toolpart interference. In this paper, we describe a systematic methodology for automatically designing bending punches. We create parametric geometric models of punches. These parametric models describe the family of possible punch shapes. Using the part geometry and parametric punch shape models, we automatically generate constraints on tool parameters that eliminate the possibility of part-tool interference. We use mixed integer programming techniques to identify parameters of punch shapes that result in the maximum punch strength. Finally, we perform strength analysis of the designed punch shape to verify that the designed punch shape is capable of withstanding the bending forces.
PUNCH DESIGN BACKGROUND
In order to perform satisfactorily, the punch shape should satisfy the following three criteria:
Compatibility with Bend Geometry:
The punch radius should be compatible with the inside radius of the bend.
The angle of the punch should be smaller than the bend angle.
Punch Strength:
The punch should be strong enough to withstand the bending forces. Bending forces depend on the part material, part thickness, and a variety of bending related parameters. Whether a given punch shape will be able to withstand forces or not can be determined by identifying the stresses in the punch. We use the following formula to identify bending forces [Eary74] . The formula for per unit length bending force (F) is given by, Figure 2 : Part tool interference
where L is the span of sheet metal, t is the sheet metal thickness, S is the nominal ultimate tensile stress of the part material. Given the bending force and the punch shape, several different techniques can be used to compute the stresses in the punch. Such possibilities include use of Finite Element Analysis (FEA), or conservative analytical approximation of various portions of punch shapes. We are primarily concerned with the stresses in the main punch body and use FEA. Our approach to punch strength analysis will be described in Section 7.
3. Interference: The shape of punch should be such that there is no part tool interference between the punch and any intermediate workpiece shape. Such interferences distort the workpiece and may cause damage to the pressbrake. Figure 2 shows potential interference problems if the punch shape is not chosen carefully.
RELATED WORK

Sheet Metal Bending Process Planning
Process planning for the sheet metal bending operations involves tasks that include the selection of the tool, blank length calculation, calculation of force required to carry out the bending, bending sequence determination and other related tasks. Tool design/selection is an important part of process planning for small batch manufacturing in sheet metal bending. Representative work in the field of process planning includes work by Bourne et al. [Bour92] , Gupta et al. [Gupt98, Gupt99] . Most previous work in sheet metal process planning has primarily focussed on using standard strength of material formulas and using a generate and test approach to select a punch from the database of available punches to eliminate part tool interference. Unfortunately, generate and test approach is time consuming and does not allow us to synthesize new punch shapes that can work for multiple parts.
Parametric Shape Optimization
Parametric design optimization is found to be a useful tool for the method of shape optimization. The solving of shape optimization problem involves finding the ideal shape of a body by satisfying the various constraints on its form. The input to such problems is a continuous function of one or more parameters. Using shape optimization in the early tool development process allows the tool designer to determine a near-optimal design without using timeconsuming 'trial and error' methods. Defining the shape of an object in terms of parameters helps in modeling the object and also the finite element analysis of the object. Vajna et al.[Vajn99] . Traditional parametric shape optimization techniques often utilize gradient search. Unfortunately, when we try to design punches for multiple parts, very few feasible solutions exist. Therefore, gradient search techniques don't work well for the punch design problem being addressed in this paper.
OVERVIEW OF SOLUTION METHODOLOGY
Problem Statement
The problem being addressed in this paper involves identifying a common punch shape that can be used to bend multiple sheet metal parts. Traditionally, tool engineers determine a punch for each part that is to be fabricated. In the present manufacturing scenario where there are multiple parts in the product mix, the process of finding a tool for each part results in frequent tool changes. The aim of this paper is to present a punch design methodology that will help in designing a punch for bending multiple parts in a single setup.
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We assume the following information is available before the process of punch design:
1. Parametric model of the punch. Figure 3 shows a parametric model of a gooseneck punch. A gooseneck punch is being considered because of the flexibility it gives in terms of geometry. There are restrictions imposed on values of these parameters by the punch manufacturers. These restrictions depend on the size of the punch press, the vertical travel of the punch, the number of punch holders in the press, etc. These restrictions are the constraints that the punch design should satisfy.
2. Geometric models for a set of parts. Currently our approach is restricted only to 2.5D parts. These types of parts are quite often referred to as sash-type parts in the sheet metal industry. The geometric models of the parts are defined completely by the dimensions of their faces and the bend angle between these faces. All the parts that are being considered in this paper have a bend angle of . 0 90 3. Operation sequences for each part in the given part set. For each part, the operation sequence specifies the order in which the part will be bent. The sequence of bending operations is explicitly defined. This bending sequence is expressed in terms of the bend edges. Since each edge can be bent in two different orientations, the edge that is outside the press-brake is identified along with the bend line.
Overview of Approach
The following approach is proposed to solve the problem described in the previous section. The approach has the following steps:
1. Generate constraints on punch parameters. The first step involves generating constraints on the punch parameters by performing interference checks between the parametric punch shape and various intermediate workpiece shapes resulting during the bending process. The approach for generating intersection constraints is described in detail in Section 5. As a second step, the constraints on punch parameters are used to find a punch shape that satisfies all intersection constraints that are generated while trying to maximize the punch strength at the same time. A formulation that combines mixed integer programming and enumeration technique is used to carry out this step. The approach for this step is described in detail in Section 6.
3. Verify that the designed punch can withstand stresses resulting from the bending forces. It is important that the punch that is designed is able to withstand the bending forces. Finite element methods are used to determine if the resulting punch will be able to withstand the bending forces or not. The approach for this step is described in Section 7.
PUNCH PARAMETER CONSTRAINT GENERATION
Generating Constraints to Eliminate Interference
In order to eliminate the possibility of interference between the part shape and punch shape, none of the line segments defining the punch profile should intersect with line segments defining the workpiece profile. Therefore, to avoid interference between punch and part, we need to identify conditions that eliminate the possibility of intersection between the two line segments. Figure 4 shows two different line segments that are defined by their end points. Let A be the line segment defined by ( ) and ( ). Similarly, let B be the line segment defined by ( ) and ( ).
Any point on the line segment A is given by:
where, u is a parameter. For a point to be on A, 0 ≤ u ≤ 1.
Similarly, any point on the line segment B is given by:
where, is a parameter. For a point to be on B, 0 ≤ ≤ 1. 
If the two line segments A and B are not parallel, then the two line segments will not intersect if and only if:
This can be interpreted as given below: Figure 5 shows punch profile coordinates in terms of punch parameters. For every pair of lines on punch profile and part profile, we can write a set of constraints that eliminates the possibility of intersection between these two lines using the above described conditions. Therefore, if we consider all pairs of lines on punch profiles and part profiles, then we can generate a comprehensive set of constraints that eliminate the possibility of intersection between punch and workpiece shapes. n For the case shown in Figure 6 , taking into consideration the part line having end points (-22.62, 22.62) and (6.36, 38.89 ) and the punch line having end points (L4, L8) and (L4, L9), the value of D is less than zero with the range of given punch parameters, which gives the following set of disjunctive constraints:
Since these constraints are disjunctive in nature, in order to eliminate the possibility of intersection, atleast one of these constraints should be satisfied.
Heuristics to Eliminate Unnecessary Constraints
The punch parameter constraint generation method discussed in Section 5.1 involves automatically generating constraints for eliminating intersection between every line of the part with every line of the punch. This process may result in a very large number of constraints. This results in a time consuming optimization process. In order to reduce the number of constraints, two heuristics can be applied to remove those constraints that are redundant.
• Profile Partitioning Heuristics. The first heuristic that eliminates redundant constraints involves dividing the punch and part profiles into two segments. The extreme points on a punch divide the punch profile into two profile segments as shown in Figure 7 . Similarly the part profile can also be divided into two profile segments at the bend. The division of the profiles of the punch and part into segments helps in reducing the number of constraints in the following manner. The part-profile segments on side A need to be checked for interference with only the punch-profile segments on side A as can be seen in Figure 7 . Similarly, the part-profile segments 
on side B need to be checked for interference with only the punch-profile segments on side B. This heuristic is based on the following observation. Any part-profile line segment on side A will intersect with the punchprofile line segment on side A before intersecting with the punch-profile line segment on side B. Therefore, if there is an intersection between the part-profile segment and punch-profile segment on side A, then intersectioncheck between the part-profile segment on side A and the punch-profile segment on side B need not be carried out. This method reduces the total number of constraints that need to be included in the optimization process. If the punch and the part profiles are divided equally into two profile segments, then the reduction in the number of constraints is 50%.
• Heuristics for Identifying Redundant Constraints. The second heuristic is to eliminate constraints that correspond to those pairs of line segments that will never intersect. This is done to ensure that all constraints that play no role in determining the punch parameters are eliminated. From the conditions described in Section 5.1, two line segments will intersect if the values of u and lie within the range of [0, 1] . Similar to the nonintersection conditions described in the Section 5.1, intersection conditions can also be written, that must be satisfied by the two line segments in order for them to intersect. Such intersection conditions are then used to eliminate redundant constraints. If a line segment on the workpiece and a line segment on a punch does not satisfy intersection condition for all values in the given punch parameters' range, then it can be safely assumed that these two line segments will never intersect in that range. Hence, all constraints that would otherwise have been generated can now be safely eliminated. The parameters that define the punch only have a certain range of values based on manufacturer specifications. For example, consider two line segments as shown in Figure 8 , then it can be concluded that the two line segments will never intersect. This heuristic when used in tandem with the profile partitioning heuristic helps eliminate a very large percentage of the redundant disjunctive constraints that were originally generated. From the implementation of this heuristic, it was observed that there was approximately 75% reduction in the number of constraints by using these two heuristics. This reduction in constraints helps in making the punch design process more tractable and easier to solve.
SYNTHESIZING TOOL SHAPE USING TOOL PARAMETER CONSTRAINTS
Section 5.1 describes the mathematical condition that ensures that two line segments do not intersect. These conditions result in constraints containing the parameters that define the two line segments. From the constraint equations, it is clear that for any two line segments to satisfy the non-intersection criteria, atleast one of the four constraints has to be satisfied. Intersection constraints are therefore (1) conditional as the constraint to be chosen depends on the sign of the denominator, D and (2) commercial optimization packages are available that solve disjunctive constraints. Therefore it is necessary to convert these OR-type of conditional disjunctive constraints to AND-type of conjunctive constraints. For converting the disjunctive constraints to a form that can be used in optimization formulation, we use additional constraint control variables be used to selectively include or exclude constraints.
Constraint Control Variables for Handling Disjunctive Constraints
This section describes the method used to convert disjunctive constraints to conjunctive constraints. In order to handle disjunctive constraints, integer constraint control variables are introduced. The following example shows how the disjunctive constraints generated for the intermediate parts are handled using constraint control variables. Constraint control variables I 1 , I 2 , I 3 , I 4 are introduced. These variables are integers and must satisfy the following conditions:
Since I 1 , I 2 , I 3 , I 4 are integers and are in the range of [0,1], the above five conditions ensure that only one of the constraint control variable takes the value 0. All the other constraint control variables should take the value 1.
Consider the example shown in Figure 6 . The constraint control variables are added to these disjunctive constraints in the following manner: 
where γ is a very large number, significantly greater then the possible numerical value of the left sides of above described constraints (i.e., of the order of 10 6 ). The disjunctive constraints are converted to conjunctive constraints in the following manner. When I 1 = 0 and I 2 = I 3 = I 4 = 1, − 
The above equations show that one of the four initial conditions is retained while the rest of the conditions become trivially true because of the very large value of γ. If this condition is satisfied then the two line segments will not intersect. However if the condition is not satisfied, the iteration continues where the constraint control variables I 2 , I 3 , I 4 will successively take the value of zero. Whenever a constraint control variable is set to 1, the constraint to which it has been applied becomes trivially true due to a very large negative number being added to its value. Whenever, a constraint control variable is set to 0, it reverts back to its original form. These constraint control variables allow these disjunctive (OR type) constraints to be handled as conjunctive (AND type) constraints. The Integer programming engine used automatically tries various appropriate combinations of constraint control variables to select the right constraint.
Constraint Control Variable for Handling Conditional Constraints Based on the Sign of D
As described in Section 5.1, some of the constraints generated depend upon the sign of D. Many times it is not possible to know the sign of D, upfront. It is important that the sign of D be determined correctly to ensure that the right constraints are generated. Whenever, the sign of D can be established, it is not necessary to use the constraint control variables that are being defined here. However, there are cases in which sign of D cannot be established and it can either become positive or negative depending on the value of parameters. In such cases it becomes imperative that constraint control variables are used to handle these conditional constraints.
From Section 5.1, we know that
When the two line segments are parallel (i.e., D = 0), it is important that no constraints are added. To ensure this, constraint control variables T 1 , T 2 and T 3 are introduced. These constraint control variables are integers and must satisfy the following conditions:
These conditions ensure that only one of the constraint control variable can take the value of 0. All other constraint control variables should take the value of 1. Now, these constraint control variables are added to the conditional constraints in the following manner. Let us assume that the equations are of the format C/D. Then the conditional constraints can be seen to clearly satisfy the following rules: Therefore, the formulation only allows the right combination of constraints. These constraints are those that determine the shape of the punch.
Combined Mixed Integer/Enumeration Formulation
Techniques described in Sections 6.1 and 6.2 convert the conditional and disjunctive constraint formulations to nonlinear mixed integer formulations using integer constraint control variables. The convenient method to solve this optimization formulation would be to use mixed integer optimization solvers. However, the currently available commercial solvers do not have the capability to solve optimization formulation that includes integer constraint control variables and non-linear constraints. However, there are solvers that can solve mixed integer formulation with linear constraints. These solvers take only a few seconds to solve even large mixed integer formulations. In order to use these solvers, the constraints need to be converted into a linear format.
Consider the parametric shape of the gooseneck punch as shown in Figure 5 . The intermediate shape of the sheet metal part is already defined in terms of co-ordinate points, which are numerical in nature. From the parametric form of the punch, it can be perceived that giving numerical values to the parameter set (L1, L3, L4, L5, L6, L10) or the parameter set (L2, L7, L8, L9) will ensure that the constraints generated will be linear in nature. In this particular problem, since the number of parameters in the set (L2, L7, L8, L9) are lesser in number, they shall be given numerical values. The parameters are given a numerical value by an iteration method, where these parameters are introduced in a loop, starting from the lowest value and ending with the highest value of their respective parameter range. This results in all the constraints being converted from a non-linear format to a linear format.
Consider the example as shown in Figure 6 . The constraints that are generated are: 0 8 6 9 6 ) 9 8 ( 36 . 6 0 9 6 8 6 ) 9 8 ( 62 . 22 
The parameters L8 and L9 are in the range of [70, 73] and [43, 46] respectively. Iterating the above equations over the parameter range of L8 and L9 reduces the above constraints into a linear form. During the first iteration, the value of L8 = 70 and L9 = 43. This changes the constraints as given below: 
The solution methodology presented here utilizes a combination of mixed integer optimization techniques with enumeration techniques. Figure 9 shows the combined mixed integer and enumeration formulation used to design a punch that will be able to bend multiple parts. The steps for the combined formulation are as follows:
• Step 1: During this step the disjunctive nature of the constraints is removed by using constraint control variables. Section 6.1 gives a complete description of this process.
•
Step 2: The conjunctive constraints resulting from step 1 are still conditional in nature. To remove this conditional nature, integer constraint control variables are introduced. Section 6.2 gives a complete description of this process.
Step 3: Mixed integer non-linear constraints result from step 2. Parameters are identified that will convert the constraints into a linear format. These parameters are then iterated over their respective parameter ranges. This results in linear mixed integer constraints.
Step 4: The linear mixed integer constraint formulation is solved using the CPLEX solver of AMPL. The result of this optimization gives the values of the punch parameters that will ensure that there is no interference between the various sheet metal parts and the resulting punch. The punch parameter value of each cycle is checked with the solution of the previous iteration. If the present solution results in a more optimal solution, then the present parameter solution set replaces the previously obtained values. At the end of the iterative cycle, the best solution of punch parameter values determines a punch shape that will not interfere with any of the sheet metal parts.
The advantage of using such a combination method is the time saved in using fast mixed integer solvers. Consider the parametric punch profile shown in Figure 5 . In this case, the punch shape is defined by 10 different parameters. If purely enumeration techniques were used to determine a punch shape that will not interfere with the sheet metal parts, the time taken to solve such a problem would have been very large. By using the mixed integer solver, the enumeration is reduced to just four parameters. An optimization process that takes a few seconds now replaces the large amount of time required to enumerate the six parameters over their respective parameter range. This exponential reduction in time saved makes this combination of mixed integer/enumeration formulation very beneficial.
The strength of the punch depends on many factors like the material of the punch and the cross section of the punch. For the mixed integer formulation discussed in this chapter, the cross section of the punch is used as the objective increases the width of the main punch body and therefore increases the punch strength. This objective function is only a surrogate objective function. The actual strength of the punch is checked using finite element analysis methods.
IMPLEMENTATION DETAILS
This section discusses the implementation of the algorithm explained in Section 5. Section 7.1 explains the system architecture of the implementation of these algorithms. Figure 10 shows the various modules of the implementation system. Section 7.2 presents an example run of the implementation system.
System Architecture
The implementation system architecture consists of four main components. These components are:
• Geometric Reasoning Component: The geometric reasoning is carried out using C++ and ACIS. ACIS is a 3D geometric modeler developed by Spatial Technologies. ACIS is delivered as a library of classes written in C++.
• Optimization Component: The optimization is carried out using AMPL. AMPL is a modeling language for linear, nonlinear, and integer programming problems. AMPL has been chosen because of its ability to solve large mixed integer optimization problems. Additionally, AMPL can be called using C++ and the results of AMPL can be retrieved into other file formats. • Graphical User Interface (GUI): The graphical user interface is developed using Java. The rendering of the parts, punch and the interaction between these two is carried out using Java 3D, a package in Java 2. Java 3D provides the ability to create and maneuver solid models.
• Finite Element Analysis Component: ANSYS is a finite element modeling and analysis package for numerically solving a wide variety of mechanical problems. In the present system architecture, ANSYS is being used to carry out structural analysis. ANSYS is used to carry out stress calculations to analyze the effects of the bending forces on the punch strength.
The implementation procedure involves the following steps:
1. Given the dimensions of the part and its final shape, intermediate part shapes are generated using C++ programs. The co-ordinates of the end points of the intermediate part shape are stored to a file.
2. Using the co-ordinates of the intermediate part and the co-ordinates of the punch and substituting them in the equations shown in Section 5.1, the constraints are generated for each pair of lines, one of the punch and the other of the part. The heuristics described in Section 5.2 are applied to eliminate the redundant constraints. The constraints that remain are then saved to another file.
3. We have then implemented our constraint solver using AMPL, which takes the above constraint file as the input and optimizes to give the values of the parameters that satisfy the constraints.
Example Run of the Implementation System
This section gives an example run of the system. Consider the ten parts shown in Figure 11 . The material chosen for the parts was low carbon steel having a thickness of 1.5mm. The punch material is Tool Grade Steel having a HRC 
Part Selection
When the part selection button is clicked, the frame shown in Figure 12 is displayed. The main features of this frame are:
1. Workspace Selection: The user can create a new workspace or open an existing workspace. This workspace denotes the directory that the user will be using during the process of designing the punch.
2. Part Selection: By clicking on the "BROWSE" button, the user chooses the file denoting the dimensions of a part. This file having the ".part" extension contains the dimensions as well as the bend angles for the part chosen. The part that is chosen is then displayed on the screen.
3. Bend Sequence: When the "Enter the Bend Sequence" button ( Figure 12 ) is clicked, the frame shown in Figure  13 appears on the screen. In this frame, the user can choose the bend sequence for the part that was chosen. The user clicks on the faces of the part displayed on the screen to choose the edge that needs to be bent and the orientation of the part during this process of bending. Thus, the user clicks on two adjacent faces of the part to denote the edge that needs to be bent. The second face clicked denotes that face of the part that needs to be outside the punch press. The status box helps the user determine if the bend edge chosen has already been chosen in the bend sequence. It also tells the user when all the bend edges have been chosen. When all the bend edges of the part are chosen, the "SUBMIT DATA" button is clicked. This causes the creation of the ".seq" file for the part.
The user can go back to the Part Selection frame and choose multiple parts. For the example considered, the user chooses the ten parts and determines the sequence of bending operations for each of the parts.
Tool Specifications
When the "Tool Specifications" button is clicked, the frame shown in Figure 14 is displayed on screen. This frame helps to determine the range for the parameters that define the gooseneck punch. When the user clicks on the "Tool Figure" button, a parametric figure of the punch that is being designed is displayed on screen as shown in Figure 14 . The user is given the flexibility to determine the range for the parameters of the punch. The user enters the upper and lower values for each of the parameters. Clicking the "Submit" button will create a new child process, which runs a C++ program that automatically creates the constraints file. This C++ program takes the ".part" and ".seq" files for all the parts chosen and the parametric form of the punch, as input. It then automatically creates the constraints using the algorithm and heuristics explained in Section 5.1 and Section 5.2. The user then returns to the main frame of the GUI. For the example considered, the parameters for the punch have lower and upper values as given below: 5  .  6  0  1  5  73  8  69  25  6  12  23  4  18  82  2  77   43  9  40  82  7  79  10  5  7  42  3  35  55  1 
Other restrictions on the size of the punch were determined to be the following:
L1-L4 30, Apart from these constraints on the punch parameters, the other constraints are the ones that are generated as a result of the check for interference between the punch and the part.
Optimization
When the user clicks on the "Optimization" button in the main frame, the optimization process is carried out using the AMPL software package. Clicking the "Optimize" button causes a child AMPL process that involves the following steps:
tool, checking this parametric shape for interference with the various intermediate part shapes and then optimizing the punch for strength while constrained by the interference formulations developed in this paper.
2. Ability to handle disjunctive and conditional constraints. This paper developed an approach to convert conditional and disjunctive type of constraints to continuous "AND" type of constraints using constraint control variables that take only values of zero and one. This approach helps to convert a set of disjunctive constraints to a set of easily solvable constraints.
