Abstract -This paper presents a new approach for constructing libraries for building processing-intensive multimedia software. Such software is ciirrently constructed either "from scratch" o r by using high-level libraries. We have found that the second approach produces inefficient code, while the first approach is time-consuming. We therefore designed and implemented Dali, a set of reusable, high-performance primitives and abstractions that are ait an intermediate point in this design space. By decomposing common multimedia data types and operations into thin abstractions and primitives, programs written using Dali are shorter and more reusable then hand-tuned C code, yet achieve competitive performance. This paper describes the design aind implementation of Dali.
INTRODUCTION
Recently, the multimedia research community has begun to examine the systems problems that arise in processing intensive multimedia applications. These applications include content-based retrieval and understanding [4, 5] , video piroduction [6] , and transcoding for heterogeneity and bandwidth adaptation [ 1, 2] .
The lack of a high-performance toolkit that researchers can use to build processing-intcnsivc multimedia applications is hindering the progress of this research.
Currently, researchers have several options when constructing processing intensive multimedia applications, none of which is very good. They can develop code from scratch, but the complex nature of common multimedia encoding schemes (e.g., MPEG) makes this approach impractical. A second option is to modify an existing code base (e.g. m p e g q l a y ) to add the desired functionality. However, this approach requires understanding thousands of lines o f code and usually results in a coniplex system that is difficult to debug, maintain, and reuse. A third option is to use standard libraries, such as ooMPEG or the IJG JPEC library. Such libraries provide a high-level API that hide many details, making optimization difficult or impossiblc. Furthermore, interoperability between the libraries is problematic. These concerns led us to develop Dah, a library for building processingintensive multimedia software. Dali consists of a set of simple, interoperable, highperformance primitives and abstractions that can be composed to create higher level operations and data types. Dali lies between the high-level APIs provided by common libraries and low-level C code. It exposes some low level operations and data structures but provides a higher level of abstraction than C . We have found that this design makes it possible to write compact high-performance, processingintensive multimedia software.
The challenge of Dali was to design a library of hnctions that (1) allowed us to write code whose performance was competitive with hand-tuned C code, (2) allowed us to perform almost any optimization we could think of without breaking open the abstractions, and (3) could be composed in interesting, unforeseen ways. The rest of this paper is organized as follows. To show how Dali is used, we describe it in section 2 through an example. Section 3 describes the design principles of Dali. The implementation and its performance is briefly discussed next, and we conclude by presenting our plans for Dali.
ElXAMPLE OF DALI
In this section, wc present an example of Dali program that illustrate its use and power. To understand Dali, it is helphl to understand the data types that Dali provides. We list the basic abstractions in Table 1 . Beside these basic abstractions, Dlali also has abstractions to store encoding-specific information, such as headers // A l l o c a t e s t h e d a t a s t r u c t u r e s 2 BitParser *bp = B i t P a r s e r N e w O ; // needed f o r decoding. 
// Find o u t t h e width, h e i g h t and h = s e q h d r -> h e i g h t ;
//minimum amount of d a t a needed v b v s i z e = seqhdr~.vbv_buf_size; // to decode t h e v i d e o s e q u e n c e . 
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// If w e e n c o u n t e r a GOP h e a d e r , // s k i p i t s i n c e we d o n ' t c a r e // a b o u t t h e i n f o r m a t i o n from t h e // G O P h e a d e r . // If w e e n c o u n t e r a seuqence end // marker, we s e t done t o 1 t o // t e r m i n a t e t h e w h i l e l o o p . // f i l e t o make s u r e t h e r e a r e // a t l e a s t v b v s i z e bytes i n bs Figure 1 . Dali code to decode the I-frames of an MPEG video to RGB format Explicit Memory Allocation. In Dali, the programmer allocates and frees all non-trivial memory resources using new and free primitives (e.g., B1 tStreamNew anld BitStreamFree). Functions mver allocate temporary memory -if such memory is required to complete an operation (scratch space, for example), the programmer must allocate it and pass it to the routine as a parameter. Explicit memory allocation allows the programmer to reduce or eliminate paging, and make the performance of the application more predictable.
Dali provide two mechanisms for sharing memory between abstractions: clipping and casting. In clipping, one abstraction "borrows" memory from another of the same fype. For example, to decode part of the grayscale image in an MPEG I-frame, we create a clipped DCTImage that contains the required subset of DCT blocks from the decoded I-frame and perform IDCT on that clipped image. Casting refers to sharing of memory between objects of different types. For instance, we can read a gray image file into Bitstream, parse the headers, and cast the remaining data into a ByteImage. Sharing of memory eliminates unnecessary copying and processing.
Specialization. Many Dali primitives implement special cases of a more general operation. The special cases can be combined to achieve the same functionality of the general operalion, and have a simple, fast implementation whose performance is predictable An example is image scaling. Instead of providing one primitive that scales an image by an arbitrary factor, Dali provides five primitives to Shrink an inlage (Shrink4x4, Shrink2x2, Shrinkaxl, Shrinklx2, and ShrinkBilinear) and five others to expand and image.
Exposing Structures. Dali exposes the structure of compressed data in two ways. First, Dali exposes intermediate structures in the decoding process. We have seen an exaniple of this in the MPEG decoding program presented in Figure  1 . Dali also exposes the structure of the underlying bit stream, which can be exploit by programmers for better performance. For example, a program that searches for an event in a MPEG video stream might initially cull the data set by examining only the I-frames. Such optimizations are impossible using libraries that hide the encoding structure from programmers.
Sharing of Memory.

IMPLEMENTATION AND PERFORMANCE
Dali is currently implemented a:j a C run time library with approximately 50K lines of code. A Tcl and Java binding is also available. It has been ported to Win95/NT, SunOS 4, Solaris, and ~Linux. The Dali library is divided into several packages according to their functionality and data type support. Supported data type includes PNM, GIF, JPEG, WAV, MPEG and AVI. The mde can be dolwnloaded from http://www.cs.c!ornell.edu/dali/.
To evaluate the performance (of Dali, we are writing simple utilities and comparing them to similar utilities widely used in the research community. So far, 0u.r results are very encouraging. For example, our Dali MPEG to PPM decoding prlegram is about 150 lines long but is 10% faster than the Berkeley MPEG player on a Sparc 203. We also compare the performance of a JPEG decoder, JPEG encoder and MPEG encoder written in Dali with d j p e g , c j p e g and Berkeley MPEG encoder and found that our Dali programs run at least as fast as these highly optimized C code
CONCLUSION AND FUTURE WORK
We think that Dali will be a useful tool to the community because it allows efficient, reusable, processing-intensive multimedia software to be built with relatively small effort, and provides a vehicle through which research groups that uses this software can exchange their results. We are currently enhancing Dali with support for MPEG-2, MPEG-4 and H.263. We are also building a multithreaded implementation of Dali and integrating Dali into the Mash [3] . Mash is a toolkit for constructing multimedia applications such as vic and vat. Integrating Dali into Mash will allow us to build many interesting applications, such as a programmable media gateway where users can upload Dali programs that process multimedia data as it flows through the network.
