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Dedication:

This project is dedicated to my mother, Janet, who could have really used a great grading
program during her many years as a teacher.
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Abstract
As part of the University of Alabama in Huntsville's Computer Science Undergraduate
Program, students are required to take CS 499: Senior Design. In Senior Design, students are
broken up into teams and randomly assigned a project to be completed over the course of the
semester. Our team's project was the Instructor Grading Program (IGP).
The goal of this project is to create a grading program that will not only take care of grade
calculations but will also serve to support additional instructor needs with respect to grading. This
program will allow teachers to create new courses/recreate previous courses by using templates,
create new assignments, assign student grades, and perform statistics calculations, among other
things. This paper attempts to describe the design and implementation of the IGP, as well as the
problems that our team faced and how they were overcome.
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Introduction
In academic institutions, instructors assign numeric and/or letter grades to student
assignments. To perform grade keeping, many instructors use a spreadsheet application such as
Microsoft Excel. Some instructors, including many that work at UAH, use a Learning
Management System such as Canvas or BlackBoard to record grades. The problem with these
programs is that they can be rather unwieldy to use, often requiring training on the part of the
teacher and a stable Internet connection. Some instructors still record grades manually in a grade
book, using calculators to calculate final grades at the end of each term. A need has been
identified for a grading program that will not only take care of all calculations but will also serve
to support additional instructor needs with respect to grading. The goal of this project is to create
such a program.
With the IGP, the teacher is able to perform gradebook management tasks on their local
computer, using a minimalist GUI to easily create new courses, students, and assignments.
Teachers can, with minimal technical knowledge, calculate statistics on student scores, save
student information and progress, and even generate graphical representations of student
performance across multiple courses to help better evaluate their own teaching ability.
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Requirements
As a senior-level Computer Science course, much was expected from this program. The
goal of the project was to create a program that supports most of the features of modern-day
programs like Canvas or Excel. Below are the required features of the IGP as outlined in the
project specifications:
1. User can specify assignment categories and individual assignments within each category
with their own weight and maximum score.
2. User can elect to drop the lowest N scores within each category.
3. User can keep scores on multiple classes over multiple terms.
4. The system shall have a means for handling missing grades.
5. User can specify a grading scale for the final averages.
6. User may modify all information stored at any time during the term, with recalculated
results if necessary.
7. The system shall produce statistics for each assignment and for final averages. These
statistics shall include the mean, median, mode, and standard deviation.
8. Student information is maintained. This shall include name, student number, and other
information as needed.
9. Reports can be displayed on screen or in print on individual assignments, and/or overall
grades, as a gradebook spreadsheet.
10. User can sort information in either displays or printouts by student number, name, grade,
etc.
11. Blank listings of students (student information without grades) for each class can be
produced.
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12. On-line help is available for all functions.
13. Grading scale and/or category list and/or assignment list can be re-used from a previous
term or class.
14. User can ask “what-if” questions: Temporary changes can be made to the
categories/weights/scale/parameters, and the user can view the result without changing
the current values. The option to make the changes permanent shall be available.
15. User can print separate grade reports for each student.
16. The system shall support multiple classes for a single instructor.
17. All data is protected against access and modification except by its intended user.
Since this Capstone Project was undertaken as part of CS-499 rather than HON-499,
additional requirements were created and agreed upon between our team and the project director:
1. User can track student attendance. Attendance records for each student can be created
and stored, and student attendance can also be factored into the calculation of the
students’ final grade.
2. User can generate a graphical representation of student performance in a specific course,
as well as a graph comparing student grades to student attendance.

The project also has several constraints for development:
1. The project must be portable (program can be run across different environments)
2. User may run the program on a PC under Windows or on a Macintosh under OS X
3. Program must be robust (Assume most users are not computer-knowledgeable. Systems
should be able to recover from errors, particularly input mistakes).
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Program Design
The first step in the completion of the IGP was the selection of the tools we would be
using to create the program. After being assigned the project, the group decided to use Python 3,
PyQt5, SQLite, and GitHub.
Python is an interpreted, object-oriented programming language that is well known for its
simplicity and large library of modules that could be used for program development. Python was
the common language known between all group members and is a relatively easy language in
which to program, so we chose it. There are currently two versions of Python, Python 2 and
Python 3, but we chose to use Python 3 since it is the more modern version.
For Graphical User Interface (GUI) development, the group chose PyQt5. PyQt5 is a
modern, well-documented GUI library. PyQt5 comes with a great Integrated Development
Environment (IDE) for GUI development called Qt Developer, allowing most of our GUI
creation to be done using a drag-and-drop approach; however, the linking of the GUI elements to
program functionality was still performed manually. The reason we chose PyQt5 over the betterdocumented PyQt4 is because PyQt5 is the version more compatible with Python 3.
No group member had much database experience, so we ultimately decided on SQLite
for our database development. SQLite is a relational database management tool that had a great,
easy to use Python library. Perhaps more importantly is that SQLite allows all database
operations to be performed locally without any setup or configurations. This means that the
teacher does not require any technical experience or even an Internet connection to use the
program.
Finally, the team used GitHub for version control. GitHub allowed us to be able to
record changes in the code, as well as share what we had accomplished with the rest of the team.
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Going into the project, only Chris and I were familiar with GitHub, but getting Jacob and Matt
familiar with using GitHub was a fairly simple task. Ultimately, it was decided that I would also
manage the GitHub repository since I was the most familiar with using GitHub.

UML Diagrams
The program can be broken down into two sections, Base Classes and GUI classes.
Base Classes

Figure 1: The UML Diagram for the Base Classes

At the top level is the CourseManager class. The CourseManager is responsible for
maintaining a list of Courses taught by the user, as well as which Course the user is currently
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manipulating. All interactions between our GUI and Base Classes go through the
CourseManager. With the way that our database is structured, whenever the program starts, the
CourseManager begins loading in all the information on each Course that belongs to the user. It
does this by looping through the ‘courseList’ table, using the course UUID for each course as the
kick off point to get to the object the Course wants to instantiate, such as the StudentList or the
AssignmentCategoryDict.
Next is the main object, the Course. The Course contains information on the course such
as name, number, section, and semester, as well as a StudentList, GradeScale,
AssignmentCategoryDict, and an AttendanceDictionary. The StudentList is a wrapper class for a
list of Students for a course. We chose to use wrapper classes to make database manipulations
easier to manage. Each course also has a GradeScale, which is a wrapper for a dictionary
mapping letter grades to their minimum numerical value. Courses also have an
AttendanceDictionary that is used to keep track of student attendance, mapping dates to the
UUIDs of the students that attended that day.
At the next level we have our AssignmentCategoryDict, which maps the UUIDs of
different categories such as ‘Tests’ or ‘Homework’ to the AssignmentCategory object that they
belong to. Each AssignmentCategory has a list of Assignments that belong to it, and each
Assignment has a Grades object that contains a mapping of student UUIDs to their grade for that
assignment.
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GUI Classes

Figure 2: The UML diagram for the GUI classes

The main class for the GUI is MainDisplay, which is the class we used for the main GUI
frame that our program uses. The MainDisplay frame is the one that the user interacts with the
most, as it has the Course Tree for users to select their Course, several menus that display
options on actions to perform, and the actual gradesheet, itself. MainDisplay also has a
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CourseManager object that it uses to interact with the Courses we load in from the database.
Every other class is representative of a pop-up window that appears when the user selects an
action from the MainDisplay to be performed.

Relational Database Designs
We have one database that every user has access to, the ‘users’ database. This database
contains a single table, ‘users’, which contains the hashed usernames and passwords of all the
users. The usernames and passwords are all hashed with the SHA-512 hashing scheme.

Figure 3: The 'users' table containing account credentials

We have a database devoted to each user in our ‘users’ database. Under each user
database, there are several useful tables. The most important one is the ‘courseList’ table, which
includes the name, number, section, semester, course UUID, and attendance points for each
Course. Each of our objects contains a UUID that is uniquely generated by one of Python’s
built-in libraries. This UUID will remain the same no matter what changes are made to the
Course; everything else can be changed by the user.
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Figure 4: The 'courseList' table

There are four tables that directly use the Course UUID in their name to link them to a
specific Course. The first is our ‘student_list’ table, which contains the unique UUID for each
student, as well as their ID, name, and email. The student ID, name, and email fields can be
changed at any time.
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Figure 5: The 'student_list' table

The second table is our ‘grade_scale’ table, which simply contains the minimum values
for each letter grade for the Course.

Figure 6: The 'grade_scale' table

The third table is our ‘attendance’ table, which contains a mapping of class dates to the
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UUIDs of the present students.

Figure 7: The 'attendance' table

The fourth table is our ‘categories’ table, which contains the name, drop count, and
unique UUID for each Course. The name and drop count can be changed at any time.

Figure 8: The 'categories' table
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Each of the UUIDs in the ‘categories’ table for a course links to a separate table for that
Assignment Category containing the information on all the assignments for that category. This
includes the assignment’s name, point value, and the unique UUID that identifies that
assignment.

Figure 9: An assignment category table

Finally, we have the table for an individual assignment that references the
‘assignment_uuid’ field of a given assignment category. This table contains a mapping of
student UUIDs to the grade that they earned for that assignment.
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Figure 10: An Assignment table

Although it took a lot of careful planning to execute our database design, the payoff of
easily tracing through, loading from, and saving to the database using UUIDs made our efforts
worthwhile.
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Using the Program
Program Installation
To install this program, you need several things. First and foremost is the program code.
You can download the program by proceeding to the URL
https://github.com/meeksjt/SuperTeacherGradebook499, clicking on the green ‘Clone or
download’ button, and then downloading the ZIP file. Using a program such as WinRar or 7Zip, you can extract the program as seen below:

Figure 11: Extracting the project

If you are aware of how to navigate through your program directory using the Command
Prompt in Windows or the Terminal in Mac OS, then you can proceed to the ‘src’ folder inside
the project directory you just extracted. Otherwise, perform the following steps for
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Windows/Mac OS, depending on your operating system:
Windows:
Using the File Explorer, navigate to the project’s ‘src’ directory, then highlight and copy
the filepath at the top of the File Explorer. Open a new instance of Command Prompt, then type
‘cd ’ and paste the copied filepath. After you run this command, you will be in the project
directory from which you will execute the program.
Mac OS:
First, of note is the fact that the due to the Retina Display on many Mac OS computers,
you may need to modify the display in order for the program to be viewed properly. You can do
this by going to System Preferences -> Displays, selecting Scaled, and selecting the third option
from the left.
Using Finder, navigate to the project directory, right click the ‘src’ directory and click
‘Get Info’. You can copy the filepath like below.

Figure 12: Copying filepath on Mac

Open the Terminal and enter ‘cd ‘, and paste in your filepath. Finally, run the command
‘cd src’.

21

Now that you are in the ‘src’ directory, the next step is to install Python 3. If you do not
already have Python 3 installed on your computer, it is very simple to install. Go to
https://www.python.org/downloads/ and click the button labeled ‘Download Python 3.x.x’,
where the x’s represent the most up-to-date version of Python 3. You can scroll down and select
and download the Python 3 installer that best suits you: for Mac OS users, use the installer link
that best suits you; for Windows users, use the ‘Windows x86-64 executable installer’ link if you
are using Windows 64-bit, and use the ‘Windows x86 executable installer’ if you are using
Windows 32-bit. Going through the Python installer is very intuitive.
After you have installed Python, there are two last commands to run. The first is ‘pip3
install PyQt5’, which will install all of the packages that our GUI requires. The second is ‘pip3
install plotly’, which will install the package that our program uses to generate the graphics for
student grades and grades vs. attendance. From this point on, whenever you want to execute the
program, just navigate to the ‘src’ directory and run the command ‘python main.py’ on Windows
or ‘python3 main.py’ on Mac.

Use Cases
Use Cases are lists of steps for how to complete certain actions in a system. Below are
all of the various use cases that are available to the user. Each use case includes a brief
description of what the use case is designed to accomplish, the preconditions that must be met
for the use case to be successfully implemented, and the steps for completing the use case.
Case 1: Starting the Program
Brief Description:
This use case deals with properly starting the execution of the IGP.
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Preconditions:
1. User has downloaded all program files to a known directory.
2. User has installed all necessary packages (PyQt5, plotly) for execution.
Steps:
1. User navigates to the ‘src’ directory of the project.
2. User executes the command ‘python main.py’
3. User proceeds to Use Case 2.
4. After successful login, user can proceed to use the program.
Case 2: Logging In
Brief Description:
This use case deals with logging into the program using proper login credentials.
Preconditions:
1. User has already started executing the program as specified in Use Case 1.
2. User already has an account. If this is untrue, proceed to Use Case 3 before
continuing.
Steps:
1. User enters their account username and password into the specified fields on
the login GUI frame.
2. User clicks on the ‘Login’ button. Account credentials are then hashed and
compared to the stored values in the ‘users’ database.
3. If the credentials are valid, the user is logged into their database and proceeds
to Use Case 4. Otherwise, the user is prompted to enter proper credentials.
Case 3: Creating an Account
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Brief Description:
This use case deals with the user creating their own account to store their
gradebook.
Preconditions:
1. User has started the execution of the program
Steps:
1. From the login GUI, user clicks the ‘Create Account’ button.
2. User enters in a unique username and password and re-enters their password
for password verification.
3. User clicks the ‘Create Account’ button.
4. If the username was unique to the local database of users, and the passwords
entered match, then the account and its associated databases are created, and
the user is returned to the login GUI. Otherwise, the user is prompted to
correct any input mistakes made.
Case 4: Creating a Course
Brief Description:
This use case deals with the user creating a course to add to their gradebook.
Preconditions:
1. User has successfully logged in.
Steps:
1. On the main GUI frame, user clicks the ‘+’ button on the bottom of the leftside toolbar, and then selects ‘Add Course’ from the pop-up menu.
2. User clicks the ‘Create New Course’ button.
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3. User fills out the name, number, section, semester, and attendance points
fields, then clicks the ‘Grade Scale’ tab.
4. User designates numerical values for the Grade Scale, then clicks the
‘Assignments’ tab.
5. User adds the preferred number of assignment categories and their associated
drop count values, then clicks the ‘Save Course’ button.
Case 5: Selecting a Course
Brief Description:
This use case deals with the user selecting which course’s gradebook that they
wish to view and manipulate.
Preconditions:
1. User has successfully logged in.
Steps:
1. On the main GUI frame, user selects the course name that they want from the
left-side toolbar.
Case 6: Creating a New Student
Brief Description:
This use case deals with the user creating a new student that is capable of being
assigned to a course.
Preconditions:
1. The user has a course selected.
Steps:
1. On the main GUI frame, user clicks the ‘+’ button on the bottom of the left-
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side toolbar, and then selects ‘Add Student’ from the pop-up menu.
2. User fills out the ‘Student Name’ field, and then optionally fills out the
‘Student Email’ and ‘Student ID’ fields.
3. User clicks the ‘Create New Student’ button.
Case 7: Creating an Assignment
Brief Description:
This use case deals with the user creating a new assignment for their course.
Preconditions:
1. The user has a course selected.
2. The user has at least one assignment category created for the course
Steps:
1. On the main GUI frame, user clicks the ‘+’ button on the bottom of the leftside toolbar, and then selects ‘Add New Assignment’ from the pop-up menu.
2. User selects an Assignment Category from the drop-down menu of
assignment categories for that course and fills out the fields for the
assignment’s name and point value.
3. User clicks the ‘Create Assignment’ button
Case 8: Creating an Attendance Record
Brief Description:
This use case deals with the user creating a new attendance record for their
course.
Preconditions:
1. The user has a course selected
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Steps:
1. On the main GUI frame, user clicks the ‘+’ button on the bottom of the leftside toolbar, and then selects ‘Add Attendance Record’ from the pop-up
menu.
2. User selects the date that they want to create an Attendance record for from
the Calendar at the top of the frame.
3. User selects the checkboxes of the students present.
4. User clicks the ‘Save the Date’ button.
Case 9: Saving the Gradebook
Brief Description:
This use case deals with the user saving their gradebook to their local database.
Preconditions:
1. The user has a course selected.
Steps:
1. On the main GUI frame, user clicks the save button in the middle of the
bottom of the left-side toolbar, and then selects ‘Save Gradesheet’ from the
pop-up menu.
Case 10: Reverting to a Previous Save
Brief Description:
This use case deals with the user loading the gradebook data last saved. Any
changes made to student grades since the last gradebook save will be lost.
Preconditions:
1. The user has a course selected.
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Steps:
1. On the main GUI frame, user clicks the save button in the middle of the
bottom of the left-side toolbar, and then selects ‘Load Gradesheet’ from the
pop-up menu.
Case 11: Editing an Assignment
Brief Description:
This use case deals with editing a previously created assignment.
Preconditions:
1. The user has a course selected.
2. The user has a single assignment checkbox from the top row of the gradebook
selected.
Steps:
1. On the main GUI frame, user clicks the edit button (second from the left) at
the bottom of the left-side toolbar, and then selects ‘Edit the Check-marked
Assignment’ from the pop-up menu.
2. User modifies the assignment name and point values to suit their new desire.
3. User clicks the ‘Save Assignment’ button.
Case 12: Editing a Student
Brief Description:
This use case deals with editing a student in a course.
Preconditions:
1. The user has a course selected.
2. The user has a single student checkbox from the leftmost column of the
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gradebook selected.
Steps:
1. On the main GUI frame, user clicks the edit button (second from the left) at
the bottom of the left-side toolbar, and then selects ‘Edit the Check-marked
Student’ from the pop-up menu.
2. User modifies the student name, ID, and email fields to suit their new desire.
3. User clicks the ‘Save Student Info’ button.
Case 13: Editing Basic Course Information
Brief Description:
This use case deals with editing basic course information (course name, number,
section, semester, and attendance point values).
Preconditions:
1. The user has a course selected.
Steps:
1. On the main GUI frame, user clicks the edit button (second from the left) at
the bottom of the left-side toolbar, and then selects ‘Edit the Highlighted
Course’ from the pop-up menu.
2. User modifies the course name, number, section, semester, and attendance
point fields to suit their new desire.
3. User clicks the ‘Save’ button.
Case 14: Editing a Grade Scale
Brief Description:
This use case deals with editing the grade scale of a course.

29

Preconditions:
1. The user has a course selected.
Steps:
1. On the main GUI frame, user clicks the edit button (second from the left) at
the bottom of the left-side toolbar, and then selects ‘Edit the Highlighted
Course’s Grade Scale’ from the pop-up menu.
2. User modifies the grade scale values to suit their new desire.
3. User clicks the ‘Save’ button.
Case 15: Editing the Course Categories
Brief Description:
This use case deals with editing the course categories of a course.
Preconditions:
1. The user has a course selected.
Steps:
1. On the main GUI frame, user clicks the edit button (second from the left) at
the bottom of the left-side toolbar, and then selects ‘Edit the Highlighted
Course’s Categories’ from the pop-up menu.
2. User modifies the categories to suit their new desires. Deleting a previously
created category also deletes all assignments under that category.
3. User clicks the ‘Save Categories’ button
Case 16: Displaying the Student Roster
Brief Description:
This use case deals with displaying the student roster of a course.
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Preconditions:
1. The user has a course selected.
Steps:
1. On the main GUI frame, user clicks the stats button (leftmost) at the bottom of
the left-side toolbar, and then selects ‘Display Student Roster’ from the popup menu.
2. User can also save the student roster to the ‘student_rosters’ directory by
clicking the ‘Save Student Information’ button on the resulting pop-up
window.
Case 17: Calculating Final Grades
Brief Description:
This use case deals with calculating and displaying the final grade of the students
using the numbers displayed in the gradebook.
Preconditions:
1. The user has a course selected.
Steps:
1. On the main GUI frame, user clicks the stats button (leftmost) at the bottom of
the left-side toolbar, and then selects ‘Calculate Final Grades’ from the pop-up
menu.
2. The two rightmost columns now contain data for the number of accumulated
points the student has earned, and their letter grade based off the course grade
scale.
Case 18: Calculating Assignment Statistics
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Brief Description:
This use case deals with calculating statistics on the course assignments based on
student grades.
Preconditions:
1. The user has a course selected.
Steps:
1. On the main GUI frame, user clicks the stats button (leftmost) at the bottom of
the left-side toolbar, and then selects ‘Calculate Assignment Statistics’ from
the pop-up menu.
2. The user can also save the assignment statistics to the
‘student_assignment_statistics’ directory by clicking on the ‘Save Assignment
Statistics’ button on the resulting pop-up window.
Case 19: Saving Individual Student Reports
Brief Description:
This use case deals with saving individual student reports for the course.
Preconditions:
1. The user has a course selected.
2. The user has the checkboxes of the students they want to save reports for
checked.
Steps:
1. On the main GUI frame, user clicks the stats button (leftmost) at the bottom of
the left-side toolbar, and then selects ‘Save Student Reports’ from the pop-up
menu.
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Case 20: Calculating Final Grade Statistics
Brief Description:
This use case deals with calculating statistics on the final student grades for the
course.
Preconditions:
1. The user has a course selected.
Steps:
1. On the main GUI frame, user clicks the stats button (leftmost) at the bottom of
the left-side toolbar, and then selects ‘Calculate Final Grade Statistics’ from
the pop-up menu.
2. The user can also save these final grade statistics to the ‘final_grades_stats’
directory by clicking on the ‘Save Final Grade Statistics’ button on the
resulting pop-up window.
Case 21: Generating Graphs
Brief Description:
This use case deals with generating graphical representations for final letter grade
frequencies and final grades vs. student attendance.
Preconditions:
1. The user has a course selected.
Steps:
1. On the main GUI frame, user clicks the stats button (leftmost) at the bottom of
the left-side toolbar, and then selects the ‘Plot Grades vs. Attendance and
Letter Grade Frequency’ from the pop-up menu.
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Case 22: Creating a Course from a Template
Brief Description:
This use case deals with the user creating a course like a previous course to add to
their gradebook.
Preconditions:
1. User has successfully logged in.
2. A course has been previously created.
Steps:
1. On the main GUI frame, user clicks the ‘+’ button on the bottom of the leftside toolbar, and then selects ‘Add Course’ from the pop-up menu.
2. User clicks the ‘Create New Course using previous Template’ button.
3. User selects a previous course from the drop-down menu.
4. User fills out the name, number, section, semester, and attendance points
fields.
5. User clicks the ‘Create Course’ button.
Case 23: Deleting a Student
Brief Description:
This use case deals with deleting a student from a course.
Preconditions:
1. The user has a course selected.
2. The user has a single student checkbox from the leftmost column of the
gradebook selected.
Steps:
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1. On the main GUI frame, user clicks the ‘-‘ button at the bottom of the left-side
toolbar.
Case 24: Deleting an Assignment
Brief Description:
This use case deals with deleting an Assignment from a Course.
Preconditions:
1. The user has a Course selected
2. The user has a single assignment checkbox from the top row of the gradebook
selected
Steps:
1. On the main GUI frame, user clicks the ‘-‘ button at the bottom of the left-side
toolbar.
Case 25: Deleting a Course
Brief Description:
This use case deals with deleting a Course from a user’s list of Courses
Preconditions:
1. The user has a Course selected
2. The user does not have any of the checkboxes from the gradebook selected
Steps:
1. On the main GUI frame, user clicks the ‘-‘ button at the bottom of the left-side
toolbar.
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My Experience
The development of our program was divided into five sprints, with each sprint having a
different goal to accomplish. Sprint #1 was the planning phase where we decided on team roles,
meeting times, developer tools, etc. We also created the Software Development Plan, which was
our rough outline of what work needed to be accomplished by what date. Sprint #2 was devoted
to our Top-Level Design, which was planning out the GUI and database design and how they
would need to interact with each other. We also spent time reading up on PyQt and SQLite.
Sprint #3 was dedicated to beginning the implementation of our ideas from Sprint #2, creating
the basic database functionality and several of the GUI windows. Sprints #4 and #5 were
dedicated to continuing/finishing the implementation and debugging.
We ran into several problems over the course of the semester. The biggest problem was
time allocation. Since we all had other classes and jobs to occupy us, the amount of time that we
could dedicate each week to working on the project was not as much as I would have liked. Near
the end of the semester, we had to start putting in long hours over the weekend to meet the
deadline. I think that if this project had been our only task to work on, it would have gone much
more smoothly.
Another problem we ran into was the unexpected difficulty of combining the database
and GUI. Over the first three sprints, Chris and I focused most of our efforts on the main GUI
frame and several of the utility windows, while Jacob and Matt worked on database
functionality. When it finally came time to start connecting the pieces, we realized that some of
the database code that had been written did not suit the GUI frontend that had been created. This
was likely a result of a lack of communication between the two subgroups of the team. This
problem was remedied by Jacob and me spending one weekend together redesigning and coding
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the database and several of the back-end classes that our program uses, such as Assignment and
AssignmentCategory.
The biggest problem we had was sorting. One of our project requirements centered
around the teacher being able to sort their gradebook by student name or the grade for a
particular assignment. We realized too late that, due to an earlier design decision on how to
implement the gradebook display, we were going to be unable to sort by grade. We included a
row and column of checkboxes in our gradebook in order for the user to easily select what
student/assignment that they want to manipulate. Sorting the table also sorted the checkbox
rows, which negatively impacted several key functionalities of the program. We were able to get
around this by sorting the database entries by student name. Due to the fact that we had to store
student grades as text values rather than floats to cover the option of a teacher not including a
grade for a student, we could not do the same for student grades.
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Conclusion
Overall, I am very pleased with how the Instructor Grading Program turned out. While
we were unable to entirely meet one of our requirements, our group was able to construct a
minimalist, easy-to-use program that any teacher would love to have. I was very pleased with
my performance in the group. I took on the role of team lead/developer, scheduling team
meetings, allocating roles and user stories for everyone to complete, and working to keep the
team motivated and focused. This was the largest scale project that I have worked on to date,
with more than 12,000 lines of code divided amongst many classes.
The thing I enjoyed most about working on this project was the chance to work on GUI
development. Up to this point in my CS career I had not done any GUI work, so the chance to
develop a new skill in a critical area of Computer Science was invaluable. I also enjoyed the
opportunity to lead a small group of developers to complete a large project that I think many
teachers would love to be able to use.

