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Kljub razvoju cenovno dostopnejših tehnologij izdelave in izstrelitve satelitov 
pa so stroški tovrstnih projektov še vedno visoki, tako pri strojni in programski 
komponenti satelita kot tudi podporni infrastrukturi za upravljanje z njim. Stroškom 
strojne komponente satelita in infrastrukture se ne da izogniti, razen na račun večjih 
tveganj za neuspešno izveden projekt, slabšo kakovost oz. okrnjeno izvedbo rešitve. 
Na drugi strani pa digitalna doba s svojim razvojem in dostopnostjo preko 
medmrežja ponuja možnosti za znižanje stroškov izdelave programske komponente 
vsaj določenih podsistemov oz. podporne infrastrukture. 
 
Naloga mojega diplomskega dela je torej raziskati možnosti za načrtanje 
programa za izračun trajektorije vesoljskega plovila z uporabo izključno 
odprtokodnih programskih orodij in programskih knjižnic, kot tudi praktična izvedba 
opisanega programa. Naloga programa je računanje stanj vesoljskega plovila v 
prihodnosti, iz podanih informacij o začetnem stanju, z uporabo različnih računskih 
metod. Iskano stanje sta vektorja pozicije in hitrosti. Rezultati programa so 
izračunani podatki v obliki tekstovnih datotek ter vizualizacija dobljene rešitve v 
dvodimenzionalnem in trodimenzionalnem prostoru. 
 
V diplomskem delu, katerega namen je študija ocene lege satelita z 
odprtokodnimi orodji in primerjava različnih metod, sem uporabil sledeča 
programska orodja oz. knjižnice: C++, Code::Blocks, knjižnica programskih funkcij 
za rabo v astrodinamiki, odeint, OpenGL, freeglut, Notepad++. Izhodiščne podatke o 
stanju satelita predstavljajo seti elementov TLE. Za računanje lege satelita v 
prihodnosti se uporabita analitični metodi SGP4 in Keplerjeva metoda, ter numerična 
metoda Runge−Kutta četrtega reda. Rezultati izračunov so predstavljeni vizualno v 
dvodimenzionalnem in trodimenzionalnem prostoru, številsko pa so zapisani v 





   
naslednjega izdanega seta TLE. Ta predstavlja končno stanje izračuna bodoče lege 
satelita iz začetnega stanja, podanega v prvem setu TLE. Ocenili smo tudi numerične 
napake izračuna z metodo Runge−Kutta četrtega reda za naš konkreten primer. 
 
Ključne besede: simulacija, satelit, tirnica, odprtokodna orodja, odprtokodne 
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Abstract 
Despite the decreasing costs of satellite development and launch technologies, 
the expenditure of such projects is still high. This includes the hardware and software 
components of a satellite as well as the supporting infrastructure needed to operate it. 
The costs of hardware component cannot be avoided without inducing higher risks of 
an unsuccessful project, decreased quality or removing some of the components. 
However, the digital age, through its progress and Internet accessibility, provides us 
with possibilities of reducing costs for software development for at least some of the 
subsystems or supporting infrastructure.  
 
This thesis deals with researching the possibilities of developing a program that 
computes the future satellite positions by using exclusively open source tools and 
software libraries. It shall also result in its implementation. The task of the program 
is computing future states of the spacecraft based on the input initial state by using 
different computational methods. The states that we want to obtain are position and 
velocity vectors. The program output is computed data in form of text files as well as 
solution visualization in two dimensional and three dimensional space. 
 
In the thesis, which studies satellite position estimation using open source tools 
and compares computation methods, I have used the following open source tools and 
programming libraries: C++, Code::Blocks, astrodynamics software library, odeint, 
OpenGL, freeglut, Notepad++. The initial satellite position data is supplied with TLE 
sets. For computing future positions of satellites, the analytical SGP4 and Kepler 
methods are being used, as well as numerical method fourth order Runge−Kutta. 
Results of computation are presented graphically in two dimensional and three 






                                                                                                                               
estimated with use of next available TLE set for the given satellite. This set is also 
the final state of future position computation from the initialstate, given by the initial 
TLE set. We have also observed numerical error of the fourth order Runge−Kutta 
numerical error for this particular analysis.  
 
Key words: simulation, satellite, trajectory, open source tools, open source 
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1  Uvod 
Vesoljsko tehniko ter izstreljevanje vesoljskih plovil v orbito iz mnogih 
razlogov povezujemo z gospodarsko močnimi državami in vojaškimi silami ali zelo 
premožnimi korporacijami. V zadnjem obdobju pa je postala izdelava satelitov ter 
njihova izstrelitev dostopnejša širšemu spektru organizacij. Odkar so v razvoju razni 
miniaturni sateliti pa se z gradnjo in izstrelitvijo satelita ukvarjajo tudi izobraževalne 
ter raziskovalne ustanove. S sledenjem satelitom se nenazadnje ukvarjajo tudi 
ljubiteljski navdušenci nad vesoljsko tehniko. Kljub temu pa se je težko izogniti 
velikim stroškom za izdelavo programske ter strojne opreme, ki spada k celotnemu 
projektu izgradnje ter upravljanja s satelitom. Za uspešno upravljanje satelita 
potrebujemo program, ki preko različnih računskih metod izračuna prihodnja stanja 
satelita (vektorja položaja in hitrosti) ter rezultate grafično predstavi uporabniku. V 
pričujočem delu sem raziskal možnosti za načrtanje programa z uporabo izključno 
brezplačnih in odprtokodnih orodij ter prosto dostopnih podatkov o satelitih.  
  
V ta namen sem v prvem delu naloge predstavil področje astrodinamike. To je 
aplikativna veda, ki se ukvarja s preučevanjem gibanja vesoljskih plovil pod vplivom 
različnih dejavnikov okolja, izhaja pa iz balistike in nebesne mehanike. Velik del 
analize gibanja vesoljskih plovil sloni na fizikalni formulaciji problema dveh teles, ki 
je v tem delu naloge tudi predstavljen. Temelji na Newtonovih zakonih težnosti in 
obravnava gibanje ene točkaste mase okoli druge pod vplivom sile težnosti. 
Preučevanje gibanja vesoljskih plovil se zaradi vpliva različnih motenj na njihove 
tirnice razlikuje od preučevanja gibanja naravnih nebesnih teles. Za boljši vpogled v 
to specifiko področja astrodinamike sem naštel in opisal še glavne vzroke motenj. 
 
Drugi del naloge predstavi koordinatne sisteme, zapise podatkov stanja satelita 
ter računske metode za določanje stanja satelita v prihodnosti. Uporaba ustreznih 




ECI je inercialen in za to v njem veljajo Newtonovi zakoni, na katerih temelji velik 
del astrodinamike. Na drugi strani je v rabi sistem ECEF, katerega osi so pripete na 
Zemljo in se hkrati z njo tudi vrtijo. Izkaže se kot precej bolj praktičen za določanje 
lokacije satelita glede na neko referenčno točko na Zemlji oz. pretvorbo v 
zemljepisno širino in dolžino projekcije satelita na Zemljo. Poleg tega pa je 
izrednega pomena tudi standardizacija sistemov, saj bi bila sicer izmenjava podatkov 
med ponudniki in uporabniki zelo otežena. K standardiziranim koordinatnim 
sistemom spadajo tudi načini enoznačnega opisa orbite ter stanj satelita. V tem delu 
opišem vektorja položaja in hitrosti, Keplerjeve orbitalne elemente ter set elementov 
TLE. Pri upravljanju satelita nas poleg trenutnega položaja najbolj zanima stanje 
satelita v prihodnosti. V ta namen se uporabljajo različne računske metode, ki iz 
začetnega stanja satelita določijo stanje v izbranem času v prihodnosti. Metode se v 
glavnem delijo na analitične in numerične. Vsaka izmed metod ima svoje prednosti. 
Prednost analitičnih metod je predvsem hitrost, saj je rezultat izračuna neposredno 
podano končno stanje. Na drugi strani numerične metode za izračun končnega stanja 
potrebujejo vmesne korake (iteracije), kar upočasni proces izračuna. Vendar pa imajo 
v primerjavi z analitičnimi metodami to prednost, da v izračunu omogočajo 
natančnejše upoštevanje motenj na tirnico. 
 
V tretjem delu naloge sem predstavil izbiro orodij za izdelavo praktične 
implementacije rešitve ter rezultate svojega dela. Našteta so odprtokodna programska 
orodja in programske knjižnice, ki sem jih uporabil za posamezen del implementacije 
programa. Namen programa je, kot že omenjeno, izračun stanj vesoljskega plovila v 
prihodnosti ter vizualizacija dobljenih rešitev. Opisana je tudi zgradba končnega 
izdelka ter potek delovanja. Temu sledijo še grafični ter številski rezultati, preko 
katerih lahko določimo uspešnost izvedbe praktičnega dela naloge. Uporabljena 









2  Astrodinamika 
2.1  Definicija in razlaga pojma 
Astrodinamika predstavlja ključni pojem in osrednjo tematiko pričujočega 
dela. V ta namen je potrebno v začetku pojem definirati ter omeniti razlike od drugih 
pogosto rabljenih pojmov na področju obravnave gibanja teles v vesolju. 
Pri pregledovanju različnih slovarjev se v povezavi z astrodinamiko pogosto 
pojavlja pojem orbitalna mehanika. Veliko slovarjev in drugih virov pojma enači, v 
stroki pa med astrodinamiko ter orbitalno mehaniko obstaja razlika. Orbitalna 
mehanika je namreč precej bolj splošen izraz, katerega rabo zajema preučevanje 
gibanja katerihkoli teles v vesolju. Tipično pa je v uporabi kadar govorimo o 
nebesnih telesih, kot so Sonce, planeti, Luna, kometi itd. Na drugi strani pa je pojem 
astrodinamika vezan na preučevanje gibanja vesoljskih teles, ki so človeškega izvora, 
kot so sateliti, medplanetarne sonde itd. Čeprav so zakoni fizike univerzalni in ne 
ločujejo med umetnimi in naravnimi telesi v vesolju (in res je velik del obravnave pri 
astrodinamiki zelo podoben ali enak tej pri orbitalni mehaniki), pa obstajajo 
specifike, zaradi katerih je ločena obravnava nujna. Umetni sateliti in sonde so glede 
na naravna nebesna telesa (Sonce, planeti, lune) precej manjši in nepravilnih oblik. 
Zaradi oblike in precej nižje mase na vesoljska plovila veliko bolj vplivajo različni 
dejavniki, ki pri gibanju naravnih nebesnih teles običajno ne igrajo tako vidne vloge. 
Poleg sil, ki delujejo na satelite in sonde, na katere človek ne more vplivati pa so tu 
še sile, katerih prisotnost človek načrtno vstavi v sistem. Predvsem gre tu za raketni 
pogon in potisnike, s pomočjo katerih se vesoljsko plovilo postavi v želeno stanje oz. 
to stanje vzdržuje. Takšne specifike so ključne za vpeljavo pojma in področja 
astrodinamike, ki je z naglim razvojem vesoljskih tehnologij večjo veljavo pričelo 
dobivati šele z začetkom petdesetih let prejšnjega stoletja. Avtorja Griffin in French 
podata sledečo definicijo:  
Astrodinamika je preučevanje gibanja umetnih objektov v vesolju, ki so 
podvrženi tako naravnim kot umetno povzročenim silam [1]. 
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2.2  Problem dveh teles 
Čeprav sta orbitalna mehanika in astrodinamika obsežni področji, pa je temelj 
za ves nadaljnji razvoj t.i. problem dveh teles. Zanima nas matematični zapis za 
sistem dveh mas, ki se pod vplivom sile težnosti gibljeta okoli težišča sistema. 
Poudariti je potrebno, da osnovni zapis zanemari mnoge faktorje in vplive, ki so sicer 
nujni za natančnejšo obravnavo gibanja teles v vesolju. Vendar je njegov namen, da 
služi kot osnova, čeprav je v mnogih primerih dober približek dejanskega stanja. 
Sistem naj predstavljata dve točkasti masi, m1 in m2, ki se nahajata v 
nepospešenem koordinatnem sistemu z izhodiščem v točki O. Iz izhodiščne točke O 
pa na m1 in m2 kažeta vektorja 𝐫1 in 𝐫2. Položaj mase m2 glede na maso m1 določa 
enačba   
 𝐫21 =  𝐫𝟐 −  𝐫𝟏 (2.1) 
 
Po Newtonovem zakonu o težnosti masa m1 deluje na maso m2 s silo 
 





Na enak način deluje masa m2 na maso m1 s silo 
 














). Enačbi, ki opisujeta gibanje mas m1 in m2 pa dobimo iz 
drugega Newtonovega zakona 
 










Če enačbi (2.4) in (2.5) delimo z masama m1 oz. m2, ter odštejemo enačbo (2.5) od 
enačbe (2.4), dobimo izraz za spreminjanje položaja mase m2 glede na m1 
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Od sedaj bomo privzeli, da je masa telesa m1 veliko večja od mase telesa m2. Takšen 
primer bi predstavljali recimo Sonce in planet, ali pa Zemlja in satelit. Ob tej 
predpostavki velja približek: m1 + m2 ≈ m1. Enačba (2.6) tako postane 
 





Če govorimo izključno o kroženju manjšega telesa okoli primarnega telesa lahko 
izpustimo indeks "21", in 𝐫 = 𝐫21 bo pomenilo položaj mase m2 glede na m1. Zaradi 
velike razlike v masi imenujemo m1 tudi primarno telo. Kot zelo praktična se izkaže 
tudi vpeljava novega parametra – gravitacijskega parametra µ = Gm1 . Gravitacijski 
parameter je specifičen vsakemu nebesnemu telesu in se ga da tudi veliko natančneje 
določiti kot G in m1 posamično. Vrednost µ za Zemljo je podana v tabeli [7]. Sedaj 
pridemo do končnega izraza za gibanje telesa z maso m2 okoli telesa z maso m1  
 





Iz enačbe (2.8) je razvidno, da zaradi predpostavke o razmerju mas (m1 >> m2 ) na 
gibanje manjšega telesa njegova lastna masa praktično ne vpliva. Po formulaciji 
problema dveh teles je nujno opozoriti na predpostavke, ki smo jih za namen 
izpeljave privzeli in lahko v realnih problemih le bolj ali manj držijo: 
 
 masa manjšega telesa je zanemarljiva v primerjavi s primarnim,  
 koordinatni sistem, ki smo ga določili za izpeljavo, je inercialen,  
 za obe telesi velja da sta krožno simetrični in z enakomerno gostoto, 
 na sistem ne deluje nobena druga sila poleg sile težnosti obeh mas. 
 
2.3  Motnje 
Na koncu prejšnjega podpoglavja smo izpostavili predpostavke, ki smo jih 
privzeli za namen formulacije problema dveh teles. Očitno je, da čeprav so mnoge 
izmed njih v veliko primerih dobri približki realnega stanja, uporaba takšnih 
predpostavk v praksi izloči veliko vplivov na sistem, ki so sicer prisotni. Iskanje 
bodočega stanja sistema dveh mas je tako z rešitvijo problema dveh teles le bolj ali 
manj dober približek. Med tem, ko sta lahko v mnogih primerih prvi dve 
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predpostavki dobro upravičeni, pa sta zadnji dve predpostavki le redko v zadovoljivi 
meri sprejemljivi. Primarna telesa v osončju nimajo enakomerne gostote po vsem 
svojem volumnu. Prav tako niso krožno simetrična. Na primer, za Zemljo je znana 
oblika geoida, izrazito nepravilne oblike pa sta Marsovi luni Fobos in Deimos. Vplivi 
na sistem, ki preprečujejo orbito konstantne oblike ali konstantnih parametrov, se s 
tujko imenujejo perturbacije, pri nas pa jim pogosteje pravimo motnje. Obravnavamo 
jih lahko kot dodane motnje glede na prvotni model sistema dveh teles. Ker se 
pričujoče delo ukvarja predvsem s trajektorijami vesoljskih plovil v zemeljski orbiti 
napravimo pregled glavnih motenj, ki vplivajo na orbito satelitov v bližini Zemlje. 
2.3.1  Nepravilnost zemeljskega težnostnega polja 
Za namen formulacije problema dveh teles smo predpostavili, da sta obe telesi 
točkasti masi. Ker pa Zemlja ni popolna krogla z enakomerno porazdelitvijo mase po 
vsem svojem volumnu, na telesa v bližini Zemlje deluje neenakomerno težnostno 
polje. Potrebno je torej zapisati enačbo gibanja telesa v bližini Zemlje, z 
upoštevanjem vpliva nepravilnosti zemeljskega težnostnega polja. Matematično so 
sile omenjene motnje izražene s funkcijo potenciala U [3]. Poleg oddaljenosti telesa 
od Zemlje (r) sta za določitev sile motnje pomembni tudi projekciji njegove 
zemljepisne dolžine λ in zemljepisne širine φ na Zemljo. Z Mz označimo maso 












𝑃𝑛 sin 𝜑 +
∞









𝑛=0 (sin 𝜑)(𝐶𝑛𝑚 cos(𝑚𝜆) + 𝑆𝑛𝑚 sin 𝑚𝜆)
]              (2.9) 
 
 
Pnm so Legendrovi polinomi stopnje n in reda m. Koeficiente Jn, Cnm in Snm v praksi 
ocenijo z opazovanjem gibanja satelitov, za potrebe izračunov pa so dostopni v 
tabelah [8]. Daleč najvplivnejši koeficient je J2 in mnogi poenostavljeni modeli 
zemeljskega težnostnega polja preostale zanemarijo.  
2.3.2  Težnost Sonca in Lune 
Do sedaj smo vselej poleg opazovanega manjšega telesa (satelita) obravnavali 
le silo težnosti primarnega telesa (Zemlje). Ker pa so v osončju še druga nebesna 
telesa je lahko njihov vpliv nezanemarljiv. Če govorimo o gibanju satelita v bližini
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Zemlje je pogosto pomembno upoštevati sili težnosti Sonca in Lune [3]. To še 
posebno velja za satelite pri večji oddaljenosti od površja Zemlje (denimo 
geostacionarni sateliti). Luna je sicer res nekajkrat lažja od Zemlje, sila težnosti pa 
upada s kvadratom razdalje, vendar je (glede na preostale razdalje v osončju) precej 
blizu Zemlji. Na drugi strani je Sonce v primerjavi z Luno zelo oddaljeno od Zemlje. 
Vendar ima zaradi svoje ogromne mase Sonce vpliv tudi v okolici Zemlje, predvsem 
na satelite v oddaljenejših tirnicah okrog Zemlje, kot v primeru Lune. V večini 
primerov lahko pri obravnavi trajektorij satelitov v bližini Zemlje vplive preostalih 
planetov zanemarimo. Enačbo za gibanje satelita pod vplivom zgolj težnosti 
primarnega telesa lahko razširimo z dodano silo težnosti preostalih teles, ki jih 
želimo vključiti v analizo. 
2.3.3  Upor zemeljskega ozračja 
 Upor zemeljskega ozračja je najmočnejša motnja v nizkih zemeljskih orbitah, 
ki deluje na gibanje satelitov [3]. Zaradi ozračja imajo sateliti v nizkih zemeljskih 
orbitah tudi precej krajšo življenjsko dobo, saj se (glede na satelit) delci nenehno 
zaletavajo v satelit in s tem povzročajo silo v nasprotni smeri gibanja satelita. Zaradi 
tega sateliti izgubljajo na višini in brez korekcij orbite s potisniki sčasoma padejo na 
Zemljo. Mednarodna vesoljska postaja (ISS) kroži okrog Zemlje na precej nizki 
višini (okoli 410 m) in za vzdrževanje višine potrebuje redne korekcije s pomočjo 
natančno odmerjenih potiskov. Pri analizi vpliva trenja z ozračjem na gibanje satelita 
nastopita dve glavni težavi. Prva težava je ne preveč natančno poznavanje modela 
gostote zemeljskega ozračja. Slabo je poznano dogajanje z ozračjem v troposferi in 
ionosferi. Poleg tega pa nanj vpliva tudi spreminjajoče zemeljsko magnetno polje ter 
sončev veter. Druga težava je določanje sile, ki deluje na satelit ob trenju z ozračjem, 
saj je le–ta odvisna tako od lastnosti satelita (oblika, masa) kot tudi gostote ozračja. 
Standardni model pojemka zaradi trenja z ozračjem predstavlja sledeča enačba 
 










kjer je cD je brezdimenzijski faktor, ki določa kako vplivna je sila trenja na določen 
satelit. Pogosta vrednost tega faktorja znaša ~ 2.2, odvisen pa je od oblike satelita. ρ 
je gostota ozračja na višini, kjer se nahaja satelit. A je površina satelita, ki je med 
gibanjem izpostavljena trenju. Razen parametra ρ so preostali koeficienti razmeroma 
konstantni, predvsem pa specifični za vsak posamezen satelit. Vsakega izmed teh 
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parametrov je težko določiti posamično, z opazovanjem gibanja satelita pa jih je lažje 
oceniti kot celoto. V ta namen se pogosto uporabi t.i. balistični koeficient, oz. BC. 
 





Kot že rečeno je določanje gostote ozračja ρ na določeni višini zelo težka naloga. V 
izračunih se v ta namen uporabljajo aproksimacijski modeli. Najenostavnejši med 
njimi je statični eksponencialni model. Izražen je z enačbo 
 





V enačbi (2.12) sta ρ0 in h0 referenčna gostota ter referenčna višina. H je skalirna 
konstanta, hel  pa višina satelita nad elipsoidom Zemlje (elipsoid je nekoliko 
natančnejši model oblike Zemlje, v primerjavi s kroglo). Tabela 2.1 našteje nekaj 
obstoječih modelov za določanje gostote ozračja ter intervale višin, na katerih se 
modeli smatrajo za uporabne. 
 
 
Ime modela Interval višine 
Eksponencialni model 0 – 1000 km 
Standardno ozračje 0 – 1000 km 
CIRA 25 – 2500 km 
Harris–Priester 120 – 2000 km 
Jacchia–Roberts 70 – 2500 km 
DTM 200 – 1200 km 
NRLMSIS–00 0 – 2000 km 
GOST 120 – 1500 km 
Tabela 2.1:  Modeli gostote ozračja 
 
2.3.4  Sila pritiska sončne svetlobe 
Sonce s svojim delovanjem v osončje nenehno izstreljuje fotone. Fotoni z 
obstreljevanjem satelita povzročajo pritisk na njegovo površino. Posledica tega 
pritiska pa je sila, ki deluje kot motnja na trajektorijo satelita. Težavo povzroča 
Astrodinamika  9 
 
 
analiza in napovedovanje sončevih ciklov in variacij v njegovi aktivnosti. V času 
močnih sončevih izbruhov je lahko vpliv motnje zaradi sile pritiska sončne svetlobe 
večji od vseh ostalih (odvisno od višine). V času mirnejšega delovanja Sonca pa je 
vpliv praktično zanemarljiv. Analiza vpliva sevalnega pritiska Sonca vsebuje tako 
določanje sile, ki ga povzroča, kot tudi določanje intervala, ko je satelit skrit za 
Zemljino senco. Takrat sončevi fotoni satelita ne obstreljujejo. Druga težava pa je 
natančno določanje lastnosti materialov satelita in njegove orientacije. Kot v primeru 
trenja z ozračjem je tudi pri sevalnem pritisku Sonca pomembno, kolikšna površina 
satelita je izpostavljena Soncu. Poleg neposrednega pritiska sončevih fotonov pa na 
satelit deluje tudi pritisk zaradi fotonov odbitih z Zemlje. Pojav se imenuje albedo, 
njegov vpliv pa znaša približno 30% neposrednega pritiska s strani Sonca. Silo, ki 
nastane kot posledica pritiska Sončevega sevanja na satelit, lahko zapišemo z enačbo 
 










[3]. cR je odbojnost materiala satelita, A je površina satelita 
izpostavljena Soncu, 𝒓𝑠 pa vektor, ki kaže od satelita proti Soncu. 
2.3.5  Potisna sila 
Potisna sila je učinek na pospešek satelita, ki ga povzročajo raketni pogon 
satelita in potisniki. Za razliko od preostalih motenj je potisna sila načrtovana in 
povzročena z namenom. Običajno je to zaradi vzdrževanja orbite (izničitev vplivov 
zunanjih motenj), lahko pa tudi z namenom spremembe orbite. Že kratkotrajen sunek 
sile lahko močno spremeni parametre orbite. Močnejši in pa daljši sunki lahko 
plovilo izstrelijo iz zemeljske orbite, kar je primer ob cilju doseganja Lune ali ostalih 
planetov. V grobem je sila potiska funkcija pretoka mase in specifičnega impulza 
goriva (Isp) [3]. Tako sila potiska kot pretok mase sta spremenljivi količini in to 
odvisnost od časa je potrebno ustrezno modelirati. Sila potiska je podana z enačbo 
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mc je trenutna masa satelita, saj se le–ta ob izgorevanju goriva seveda spreminja.  
2.3.6  Ostale motnje 
Do sedaj omenjene motnje imajo najmočnejši vpliv na spremembo trajektorije 
satelita v zemeljski orbiti, obstajajo pa tudi še druge. Na polje sile v okolici Zemlje 
delujejo plime [3]. Obstaja več vrst plim, najpogosteje omenjene pa so plime zaradi 
premikov zemeljske mase ter oceanske plime. Obe vrsti plimovanj sta izredno 
kompleksni in težavni za modeliranje, zaradi njune prisotnosti pa zemeljsko 
težnostno polje ni statično. Na premike zemeljske mase vplivajo sile težnosti ostalih 
nebesnih teles, predvsem Lune, pa tudi delovanje aktivne notranjosti Zemlje. Oblika 
Zemlje se tako s časom deformira. Oceanske plime imajo velik vpliv zaradi 
premikov ogromne mase vode. Premiki tolikšnih količin vode so posledica delovanja 
sile težnosti Lune in Sonca. Zemeljsko magnetno polje povzroča navor na satelit in s 
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3  Koordinatni sistemi in računske metode pri določanju 
lege satelita 
Da je enačba (2.8), ki opredeli gibanje položaja telesa pod vplivom sile težnosti 
drugega (primarnega) telesa, uporabna tudi v praksi moramo natančno določiti in 
standardizirati koordinatni sistem (ali sisteme), v katerem enačbo uporabljamo. Po 
izpeljavi enačbe (2.8) smo omenili predpostavke, ki smo jih privzeli za namen 
formulacije problema dveh teles. Ena izmed njih pravi, da je koordinatni sistem, v 
katerem izpeljemo rešitev inercialen. To je pomembno, saj v inercialnem sistemu 
veljajo Newtonovi zakoni in za to je takšen sistem uporaben pri računanju 
spreminjanja stanj vesoljskega plovila. Hitro pa postane očitno, da si je v takšnem 
sistemu zelo težko predstavljati položaj satelita glede na neko referenčno točko na 
Zemlji. Poleg gibanja satelita se namreč vrti tudi Zemlja. Da odpravimo to težavo 
vpeljemo poleg splošnega inercialnega sistema tudi koordinatni sistem, katerega osi 
so "pritrjene" na Zemljo in se skupaj z njo tudi vrtijo. 
3.1  ECI in ECEF koordinatna sistema 
  ECI (Earth Centered Inertial) je inercialni koordinatni sistem s središčem v 
težišču Zemlje. X os ECI sistema kaže v smer pomladišča. Pomladišče je točka na 
nebu, kjer se ob spomladanskem enakonočju nahaja Sonce. Z os ECI sistema gre 
skozi severni tečaj, Y os pa dopolni pravokotni desnosučni koordinatni sistem. 
Čeprav se sistem smatra kot inercialen pa ima v resnici zaradi precesije zemeljske osi 
tudi komponento gibanja in pomladišče tako ni več v konstantni točki. Učinek 
precesije je sicer minimalen, saj je perioda precesijskega gibanja 25800 let [5]. 
Konfiguracijo sistema ECI ponazarja slika 3.1. Položaj Zemlje je prikazan v štirih 
letnih časih, od pomladi do zime, gledano z leve zgoraj. Razvidno je, da osi ECI 
koordinatnega sistema vedno kažejo v isto smer, ne glede na trenutni položaj Zemlje 
tekom revolucije. 





Slika 3.1:  ECI koordinatni sistem. Prikazna je konstantna orientacija sistema ECI tekom celotne 
revolucije Zemlje [6] 
 
Na drugi strani pa se osi sistema ECEF (Earth–Centered, Earth–Fixed) vrtijo skladno 
z rotacijo Zemlje in glede na osončje ne kažejo vedno v isto smer. Takšen sistem je 
nujen za določanje položaja satelita glede na izbrano referenčno točko na Zemlji. 
Sistem ECEF ima tudi izhodišče v težišču Zemlje. X os sistema kaže v smeri 
presečišča ekvatorja z ničtim poldnevnikom, Z os pa gre, prav tako kot pri ECI, skozi 
severni tečaj. Y os dopolni pravokotni desnosučni koordinatni sistem. Slika 3.2 
prikazuje ECEF koordinatni sistem ob različnih rotacijah. Za primerjavo je dodan 
tudi sistem ECI. Razvidna je razlika med konstantno orientacijo sistema ECI in 









Slika 3.2:  ECEF koordinatni sistem. Modro obarvane osi ECEF sistema se vrtijo hkrati z rotacijo 
Zemlje. Rdeče obarvane osi ECI sistema imajo konstantno orientacijo [6] 
 
3.2  Transformacija med ECI in ECEF 
Za učinkovito rabo računskih postopkov v namen računanja tirnic vesoljskih 
plovil je potrebno imeti možnost pretvorbe iz enega sistema v drugega. Zemeljske 
postaje, ki spremljajo položaje satelitov, imajo preko poznane zemljepisne dolžine in 
širine natančno določen položaj v sistemu ECEF. Ker so podatki o položaju satelitov, 
ki jih izmerijo postaje, relativni glede na lego postaje, so relativni tudi podatki o 
položaju satelitov pridobljeni v sistemu ECEF. Če želimo napovedati položaj satelita 
v prihodnosti moramo izračun opraviti v inercialnem koordinatnem sistemu. Na tej 
točki nastopi transformacija iz ECEF sistema v ECI. Ker pa nas navadno zanima 
izračunani položaj satelita v prihodnosti glede na neko referenčno točko na Zemlji 
sledi vnovična transformacija, tokrat iz ECI sistema nazaj v ECEF. Glavni faktor 
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razlike med orientacijama ECI in ECEF sistemov v dveh različnih trenutkih je 
rotacija Zemlje. Njena kotna hitrost znaša ω0 = 7.292 × 10
-5
 rad/s [7]. Poleg rotacije 
Zemlje pa na spremembo orientacije vplivajo še precesija, nutacija in gibanje pola 
[3]. Transformacijo vektorja med ECI in ECEF sistemoma v določenem trenutku 
podaja enačba 
 
 𝐫ECI =  [𝑃(𝑡)][𝑁(𝑡)][𝑅(𝑡)][𝑊(𝑡)]𝐫ECEF (3.1) 
 
P je matrika precesije, N je matrika nutacije, R je matrika rotacije in W je matrika 
gibanja pola. Vrednosti matrik niso konstantne, saj modelirajo časovno spremenljivo 
gibanje orientacije Zemlje. Pri vsaki transformaciji moramo torej podati tudi trenutek 
(običajno dan po Julijanskem koledarju) kateremu pripada določena meritev oz. 
napoved pozicije satelita. Natančnejši izračun vrednosti transformacijskih matrik 
zahteva vnos določenih parametrov, ki jih redno merijo observatoriji po svetu [9]. 
Eden izmed virov parametrov je observatorij USNO (The United States Naval 
Observatory) [10]. Podatki se redno osvežujejo, na podlagi modelov pa so 
napovedane tudi vrednosti parametrov v prihodnosti. Primer izpisa parametrov na 
spletnem strežniku USNO prikazuje slika 3.3. Ob omembi observatorija USNO velja 
izpostaviti prosto dostopno programsko knjižnico NOVAS (Naval Observatory 
Vector Astrometry Software) [11]. Kot že izraženo v imenu je knjižnica namenjena 
pretežno rabi v astrometriji. Ker pa je razmeroma enostavna za uporabo in vsebuje 
zelo priročne funkcije, kot na primer transformacije med koordinatnimi sistemi, je 
njena uporaba možna tudi na drugih področjih. Na voljo je v programskih jezikih C, 
















Slika 3.3:  Primer izpisa parametrov orientacije Zemlje 
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3.3  Keplerjevi elementi 
Za enoznačen opis orbite nebesnega telesa v trodimenzionalnem prostoru 
potrebujemo šest parametrov. Ena izmed možnih predstavtev orbite je dvojica 
vektorjev položaja in hitrosti, ki pripadata nebesnemu telesu v nekem trenutku 
(epohi). Vsak izmed omenjenih vektorjev ima tri komponente in skupno imamo šest 
parametrov, ki enoznačno določajo orbito nebesnega telesa. Precej boljšo predstavo o 
vizualni podobi orbite pa dobimo z uporabo Keplerjevih elementov [5]. Keplerjeve 
elemente lahko smatramo kot posledico Keplerjevih zakonov. Imenovani so po 
znanem nemškem matematiku in astronomu, ki jih je formuliral. Keplerjevi elementi 
so našteti in opisani v tabeli 3.1. 
  
 
Ime elementa Oznaka Opis 
Naklon orbite i 
Naklon orbite predstavlja kot med ekvatorialno ravnino in 
ravnino orbite. Linija vozlov je določena s presečiščem 




Rektascenzija dvižnega vozla je kot med osjo, ki kaže v 
pomladišče in dvižnim vozlom. Dvižni vozel je točka v orbiti, 
kjer satelit preide izpod ekvatorialne ravnine nad njo. 
Velika polos a 
Velika polos definira velikost orbite. Velika polos je polovica 
razdalje med točko na orbiti, ki je najbližje gorišču v katerem se 
nahaja Zemlja (periapsida) elipse in točko, ki je od periapside 
najbolj oddaljena (apoapsida).  
Ekscentričnost ε 
Ekscentričnost je parameter, ki opisuje obliko elipse, torej 
orbite v primeru Keplerjevih elementov. Vrednost 




Argument periapside je kot med smerjo, ki kaže iz gorišča proti 
dvižnemu vozlu in smerjo, ki kaže iz gorišča proti periapsidi.  
Srednja anomalija v 
epohi 
M0 
Srednja anomalija nam pove, kje na orbiti se nahaja opazovan 
satelit. Zavzema vrednosti med 0° in 360°, meri pa se od 
periapside.  
Tabela 3.1:  Keplerjevi elementi 
 
Tabelo 3.1 dopolni slika 3.4, na kateri so predstavljeni Keplerjevi elementi. 
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Slika 3.4:  Prikaz Keplerjevih elementov [5] 
3.4  Elementi TLE 
Opazovanje in napovedovanje položaja satelitov izvaja več organizacij, med 
seboj pa si pogosto podatke tudi izmenjujejo. Zaradi omenjenih dejavnosti je nujno 
potreben standarden format za hrambo in distribucijo podatkov o orbitalnih 
elementih vesoljskih teles, ki je obenem tudi enostaven za uporabo in dostopen vsem. 
Primer takšnega formata podatkov predstavlja set elementov TLE (Two–Line 
Element) [12]. Elementi za mnoge satelite in ostale objekte v zemeljski orbiti (med 
drugim tudi za Mednarodno vesoljsko postajo in celo nekatere vesoljske smeti) so v 
standardnem formatu v obliki tekstovne datoteke dostopni na spletu [13]. Opišimo 
format TLE na primeru Mednarodne vesoljske postaje (ISS–Zarya) z dne 28.11.2014 
[14]:  
 
ISS (ZARYA)              
1 25544U 98067A   14332.58910941  .00017957  00000-0  30426-3 0  4745 
2 25544  51.6479   4.4865 0007347  76.6789  59.8701 15.51576064916832 
 
Prva vrstica predstavlja ime satelita, kateremu pripada obravnavani set elementov. 
Potem pa v dveh vrsticah sledi 17 parametrov, ki jih opišemo v tabeli 3.2. Elementi 
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setov TLE so podani v koordinatnem sistemu ECI, natančneje v izvedbi TEME (True 
Equator Mean Equinox) [15]. 
 
 
Vrednost parametra Pomen parametra 
1 Tu se prične prva vrstica. 
25544U Unikatna številčna oznaka satelita + razred ( U pomeni unclassified ) 
98067A 
Prvi dve cifri predstavljata leto izstrelitve (1998). 067 pomeni 67. izstrelitev 
tega leta. A je oznaka tovora v primeru, da je bilo ob izstrelitvi na raketi več 
tovorov. 
14332.58910941 
Prvi dve cifri predstavljata leto epohe (2014). Preostanek pa pomeni dan v 
letu (332. dan in 0.58910941 dneva )  
.00017957 Odvod po času števila obkroženj Zemlje v enem dnevu deljen z 2. 
00000-0 Drugi odvod po času števila obkroženj v enem dnevu deljen s 6. 
30426-3 Koeficient motnje zaradi sevalnega tlaka Sonca. 
0 Tip efemeride. 
4745 Zaporedna številka seta. 
2 Tu se prične druga vrstica. 
25544 Identifikacijska številka satelita. 
51.6479 Naklon orbite (51.6479°) 
4.4865 Rektascenzija dvižnega vozla (4.4865°) 
0007347 Vrednost ekscentričnosti orbite za decimalno vejico (0.0007347) 
76.6789 Argument periapside (76.6789°) 
59.8701 Srednja anomalija (59.8701°) 
15.51576064916832 Število obkroženj Zemlje, ki jih satelit opravi v enem dnevu. 
Tabela 3.2:  Razlaga parametrov formata TLE na primeru ISS 
3.5  Metode računanja stanja satelita v prihodnosti 
Po pridobitvi podatkov o trenutnem stanju satelita je običajno naša naslednja 
naloga izračun stanja satelita za nek trenutek oz. časovni interval v prihodnosti. Kot 
stanje satelita imamo največkrat v mislih dvojico vektorjev položaja in hitrosti, ki 
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pripadata satelitu v danem trenutku, ker je z dvojico omenjenih vektorjev orbita 
satelita v celoti definirana. Za izračun stanja satelita v prihodnosti obstajajo različne 
metode. Zgodovinsko so se prvo razvile analitične, ki so v precejšnji meri še danes 
uporabne. Predvsem to velja kadar želimo hitro oceno stanja v prihodnosti na podlagi 
izmerjenega začetnega stanja. Analitične metode so bolj uporabne pri računanju stanj 
planetov kot satelitov v zemeljski orbiti, saj na satelite vpliva veliko že omenjenih 
motenj, ki jih je težje vključiti v analitični izračun. Za napovedovanje stanj satelitov 
v zemeljski orbiti so precej bolj uporabne numerične metode. Več pozornosti 
numeričnim metodam je prinesel šele nagel razvoj računalniške tehnologije v 20. 
stoletju. Če so sprva omejitve procesne zmogljivosti in velikosti spomina prvih 
digitalnih računalnikov oteževale učinkovito rabo numeričnih metod pa teh omejitev 
že dolgo ni več prisotnih. Moderni računalniki namreč omogočajo rabo numeričnih 
metod z zadovoljivo hitrostjo in natančnostjo, zaradi česar so numerične metode pri 
analizi gibanja teles v vesolju nepogrešljive. Poleg numeričnih in analitičnih metod 
obstajajo tudi semi-analitične metode. Namen semi-analitičnih metod je združitev 
prednosti analitičnih metod (hitrost) in numeričnih metod (natančnost). Primer semi-
analitične metode v astrodinamiki predstavlja DSST (Draper Semianalytical Satellite 
Theory) [16]. Pričujoče delo se posveti analitičnim in numeričnim metodam. 
3.5.1  Analitični izračuni 
Analitične metode računanja stanja satelita v prihodnosti so prisotne že najdlje. 
Najosnovnejša med njimi je Keplerjeva metoda. Za izračun potrebujemo začetno 
stanje satelita (torej vektorja začetnega položaja in hitrosti ali Keplerjeve elemente) 
ter časovni razmak med epoho začetnega stanja ter epoho, za katero nas zanima 
končno stanje satelita [3]. Nadgradnja osnovne Keplerjeve metode vključuje še nekaj 
motenj in se včasih z okrajšavo imenuje PKepler. Pri tej metodi prav tako podamo 
začetno stanje satelita ter časovni razmak med začetno in končno epoho, ki nas 
zanima. Metoda PKepler upošteva motnjo Keplerjevih elementov tirnice zaradi 
koeficienta zemeljskega težnostnega polja J2. Poleg tega imamo izračunu možnost 
podati tudi oceno prvega in drugega odvoda števila obkroženj Zemlje satelita v enem 
dnevu, če sta oceni na voljo. V tem primeru se z omejeno mero natančnosti upošteva 
tudi učinek upora zemeljskega ozračja, parametra pa lahko tudi izpustimo, če ju ne 
poznamo ali ne želimo vključiti v izračun. Precej kompleksnejša od predhodno 
omenjenih metod pa je metoda SGP4 (Simplified General Perturbations – 4) [17]. 
Metoda SGP4 je zasnovana za enostavno rabo v povezavi z elementi TLE. Set 
elementov TLE satelita, katerega stanje v prihodnosti nas zanima, predstavlja vhodni 
podatek za izračun. Poleg seta TLE podamo funkciji še tri časovne parametre, in 
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sicer: epoha začetka izračuna, izražena s številom minut od epohe seta TLE, epoha 
končnega stanja v minutah od epohe začetka izračna, ter korak izračuna v minutah. 
Možnost določitve koraka nam omogoča generiranje efemerid satelita za želeni 
časovni interval. Rezultat izračuna je tekstovna datoteka, ki vključuje trinajst 
stolpcev s podatki v številu vrstic, ki je odvisno od časovnega intervala ter koraka 
izračuna, ki smo ga podali funkciji ob začetku (datoteka lahko vsebuje tudi prvo 
vrstico z identifikacijsko številko satelita). Prvi stolpec vsebuje čas izračuna, izražen 
v minutah od začetne epohe. Naslednji trije stolpci predstavljajo vektor položaja 
satelita v kilometrih. Stolpci od petega do sedmega predstavljajo vektor hitrosti 
satelita v kilometrih na sekundo. Koordinatni sistem v uporabi je ECI (natančneje 
TEME). Preostalih šest stolpcev vsebuje podatek o epohi izračuna v univerzalnem 
koordiniranem času (UTC). Format stoplcev je: leto, mesec, dan, ura, minute, 
sekunde. Primer vsebine izhodne tekstovne datoteke izračuna z metodo SGP4 
predstavlja slika 4.1. Vse do sedaj omenjene metode, vključno s SGP4, so za namen 
programiranja aplikacij prosto dostopne na spletu v obliki programske knjižnice [18]. 
Programska knjižnica je na voljo v večih programskih jezikih (C++, Matlab, Fortran 
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Slika 3.5:  Vsebina izhodne tekstovne datoteke metode SGP4 
3.5.2  Numerični izračuni 
Ena izmed glavnih prednosti uporabe numeričnih metod pri iskanju stanj 
satelitov v prihodnosti je v natančnosti in zmožnosti ustreznejšega upoštevanja večih 
različnih motenj. Mnogi analitični modeli motenj so zelo grobi približki opisa 
dejanskih pojavov. Poleg tega so analitični modeli običajno statični, med tem ko se v 
resnici okolje spreminja (sončeva aktivnost, razmere v ozračju) in za dosego večje 
natančnosti so potrebne stalne meritve in korekcije. Enostaven način zapisa enačbe 
gibanja vesoljskega telesa je t.i. Cowellova formulacija, podana z enačbo  
 
 ?̈?2 = −
µ
|𝐫|3
𝐫 + 𝐚𝑚𝑜𝑡𝑒𝑛𝑗 (3.2) 
 
Vidimo, da gre v bistvu le za razširitev problema dveh teles z dodanim pospeškom, 
ki je posledica vpliva motenj. Prednost tega zapisa je, da lahko sami izberemo katere 
motnje na tirnico satelita želimo upoštevati v izračunu in vplive teh motenj linearno 
prištejemo k vplivu sile težnosti primarnega telesa. Problem dveh teles, ki je opisan z 
enačbo (2.8), je linearna diferencialna enačba drugega reda in kot takšna zelo
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primerna za uporabo v numeričnih postopkih. Enačbi (2.8) lahko znižamo red in tako 
dobimo dve linearni diferencialni enačbi prvega reda [4]. To naredimo z vpeljavo 
novega vektorja stanj 𝒚, ki je sestavljen iz vektorjev položaja satelita ter hitrosti 
satelita 
  




Z odvodom vektorja stanj 𝒚 po času dobimo sistem šestih diferencialnih enačb 
prvega reda 
 
 ?̇? =  [?̇?
?̈?




Za reševanje linearnih diferencialnih enačb prvega reda obstaja veliko različnih 
numeričnih metod, ki so pogosto že vključene v programskih paketih (običajno 
imenovane ODE) oz. so na voljo v obliki programskih knjižnic. Najenostavnejša 
numerična metoda za reševanje linearnih diferencialnih enačb prvega reda je 
Eulerjeva integracijska metoda. Metoda je pravzaprav rezultat diskretizacije 
diferencialne enačbe in njenega razvoja v Taylorjevo vrsto, pri kateri se ne 
upoštevajo členi, ki so višji od prvega reda. Metoda je podana z enačbo 
 
 𝒚(𝑡0 + ℎ) ≈ 𝒚𝟎 + ℎ?̇?0 = 𝒚𝟎 + ℎ𝑓(𝑡0, 𝒚𝟎)  (3.5) 
 
𝒚𝟎 = 𝒚(𝑡0) je začetni pogoj funkcije, h je integracijski korak, 𝑓 pa je desna stran 
diferencialne enačbe (3.4). V praksi se Eulerjeve metode ponavadi ne uporablja, ker 
so njeni rezultati preveč nenatančni. Običajno služi kot referenca za primerjavo 
metod in v demonstrativne namene, saj je na primeru Eulerjeve integracijske metode 
razmeroma enostavno pojasniti namen in delovanje numeričnih metod za reševanje 
linearnih diferencialnih enačb prvega reda. Veliko boljšo izbiro od Eulerjeve 
integracijske metode predstavlja serija metod Runge-Kutta. Med bolj priljubljenimi 
je metoda Runge-Kutta četrtega reda (pogosto RK4 ali RK45), ki predstavlja dober 
kompromis med natančnostjo, hitrostjo in enostavnostjo implementacije. Metoda 
Runge-Kutta četrtega reda je formulirana z naslednjimi enačbami 
 
 𝒚(𝑡0 + ℎ) ≈ 𝒚𝟎 + ℎ𝛷𝑅𝐾4 (3.6) 
 





(𝑘1 + 2𝑘2 + 2𝑘3 + 𝑘4) (3.7) 
 
 𝑘1 =  𝑓(𝑡0, 𝒚𝟎) (3.8) 
 𝑘2 =  𝑓(𝑡0 + ℎ/2, 𝒚𝟎 + ℎ𝑘1/2) (3.9) 
 𝑘3 =  𝑓(𝑡0 + ℎ/2, 𝒚𝟎 + ℎ𝑘2/2) (3.10)   
 𝑘4 =  𝑓(𝑡0 + ℎ, 𝒚𝟎 + ℎ𝑘3) (3.11) 
 
Ena izmed prosto dostopnih implementacij numeričnih postopkov za rabo s 
programskim jezikom C++, ki med drugimi vsebuje tudi Eulerjevo metodo ter 
metodo Runge-Kutta četrtega reda, je programska knjižnica odeint [19]. Rezultati 
izračunov z numerične metodami so podrvežni napaki zaradi neupoštevanja členov 
višjega reda v formulaciji same metode. Ob uporabi numeričnih metod s pomočjo 
digitalnega računalnika se poleg že omenjene napake zavedamo še napake zaradi 
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4  Izdelava programa in rezultati 
4.1  Izbrana orodja 
Izbrani programski jezik za izdelavo glavne komponente diplomskega dela, 
torej programa za računanje prihodnjih stanj satelita ter vizualizacijo rešitve, je C++ 
[20]. Jezik je bil ustvarjen kot nadgradnja programskega jezika C tako, da je C-ju 
dodal razrede, in tudi ime jezika C++ je bilo tedaj "C z razredi." Poleg 
proceduralnega načina programiranja je bilo tako omogočeno tudi objektno 
orientirano programiranje. C se sedaj smatra kot podmnožica jezika C++ in tudi v 
praksi se lahko velika večina programov in knjižnic, spisanih v C-ju, brez 
modifikacij prevede s prevajalnikom za C++ oz. vključi v ostale programe, napisane 
v C++. V splošnem velja prepričanje, da je pred pričetkom učenja jezika C++ nujno 
potrebno poznati (vsaj osnove) C-ja, vendar temu ni tako. Čeprav je C++ obsežnejši 
in vsebuje funkcionalnost C-ja, je kljub temu povsem samostojen jezik. Na nek način 
bi lahko veljalo ravno obratno, saj je prehod iz načina razmišljanja za proceduralno 
programiranje (C) na objektno orientiran način (C++) lahko, po letih uporabe 
proceduralnega načina programiranja, zaradi tega nekoliko težji. Glavni razlogi za 
izbiro jezika C++ kot jezik implementacije moje rešitve so: 
 
 deluje na veliko platformah, 
 prevede se v strojno kodo platforme in se tako izvaja zelo hitro, 
 vsebuje obsežno standardno knjižnico z uporabnimi funkcijami, 
 na voljo je veliko prosto dostopnih in odprtokodnih orodij in knjižnic. 
 
Razvojno okolje (oz. IDE – integrated development environment), ki sem ga izbral za 
izdelavo programa, je odprtokodna rešitev Code::Blocks [21]. Code::Blocks je 
zmogljivo orodje, a kljub temu enostavno za uporabo. Čeprav ima Code::Blocks 
vgrajen urejevalnik besedil sem kot samostojni urejevalnik tekstovnih datotek, ki so 
vsebovale kodo ali podatke, uporabljal prav tako odprtokodno aplikacijo Notepad++ 
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[22]. Za implementacijo operacij, povezanih z astrodinamiko (propagacija orbite, 
pretvorbe časa in koordinatnih sistemov), sem uporabil že omenjeno prosto dostopno 
knjižnico funkcij za rabo v astrodinamiki [18]. Za implementacijo metode Runge-
Kutta četrtega reda pa sem uporabil prav tako že omenjeno odprtokodno knjižnico 
odeint [19]. Grafični del projekta, torej vizualizacijo izračunanih podatkov o stanjih 
satelita, pa opravi odprta specifikacija OpenGL [23]. V podporo specifikaciji 
OpenGL uporabim še freeglut [24], ki poskrbi za kreacijo okna, v katerem 
izrisujemo, ter nudi vmesnik z vhodnimi napravami (miška, tipkovnica). 
Odprtokodne programske knjižnice so izredno uporabne iz večih razlogov. Niso 
zgolj način zmanjšanja stroškov razvoja dela oz. alternativa nabavi plačljivega 
programskega paketa. Preko izvorne kode lahko uporabnik tudi spozna njihovo 
delovanje in tako bolje razume in predvidi delovanje svojega končnega izdelka, ki 
vsebuje programsko knjižnico drugega avtorja. Ena izmed možnih težav pri uporabi 
programskih knjižnic tujega izvora so težave s kompatibilnostjo. Plačljiva 
programska oprema običajno nudi redne popravke in se zavezuje h kakovostni 
tehnični podpori. Tako uporabniku ni treba izgubiti veliko časa na težavi, temveč se 
lahko hitreje vrne k prvotni nalogi. Pri izdelavi svojega dela sem imel dokaj malo 
težav s kompatibilnostjo. Večina jih je bila posledica uporabe posebnih funkcij za 
specifičen prevajalnik. Težavo sem v večini primerov lahko rešil z zamenjavo 
nekompatibilne funkcije z drugo, ustreznejšo funkcijo. Večjo težavo so mi 
predstavljale vsebinske napake v izvorni kodi, kar je sprva privedlo do napačnih 
izračunov nekaterih funkcij. Čeprav jih ni bilo veliko so takšne napake običajno zelo 
težko izsledljive in terjajo veliko časa za odkritje in popravek. Za reševanje takšne 
težave je nujno potrebno poznavanje algoritmov, ki jih implementira problematična 
funkcija, sicer so možnosti za odkritje in popravek napake praktično nične.  
4.2  Opis programa 
Namen mojega programa je vizualizacija rešitve izračuna stanj satelita v 
prihodnosti, v dvodimenzionalnem in trodimenzionalnem prostoru v obliki sklenjene 
tirnice satelita, na podlagi vhodnega podatka. Vhodni podatek predstavlja začetno 
stanje satelita in je podan v TLE. Za izračun stanj satelita v prihodnosti sem se 
odločil za uporabo treh metod, ki se med seboj razlikujejo v načinu računanja končne 
rešitve. Prva izbrana metoda je Keplerjeva metoda, saj predstavlja analitično rešitev 
problema dveh teles. Druga izbrana metoda je SGP4, ki je prav tako analitična 
metoda, vendar vključuje učinke motenj na tirnico satelita. Tretja izbrana metoda pa 
je Runge-Kutta četrtega reda, saj je dobro poznan primer numerične metode. Razlika
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med analitičnimi in numeričnimi metodami je v tem, da analitična metoda kot rešitev 
ponudi končno stanje neposredno, numerična metoda pa do končne rešitve pride 
preko večih izračunov vmesnih stanj – iteracij. Potreba po izračunu večih stanj se 
zaradi daljšega izračuna večkrat izkaže kot nepraktična. V našem primeru pa je prav 
nasprotno, saj bo vizualizacija rešitve sklenjena tirnica satelita, ki je sestavljena iz 
večih vmesnih stanj. V ta namen bo potrebno pri analitičnih metodah uporabiti 
zanko, da pridemo do enakega učinka, torej izračuna končne rešitve skupaj z 
vmesnimi stanji. Celoten program sem razdelil na pet ločenih enot (podprogramov). 
Natančneje, tri enote služijo izračunu vseh potrebnih podatkov o stanjih satelita 
(ECEF koordinate, zemljepisna širina in dolžina), ki so potrebni za končni grafični 
prikaz rezultatov iz začetnih pogojev (podanih v TLE). Preostali enoti pa podatke o 
stanjih satelita izrišeta – ena enota v dvodimenzionalnem prostoru, druga enota pa v 
trodimenzionalnem prostoru. Uporabljene so generične metode (dostopne na spletu) 
za prikaz površin in teles, na katere so pripete teksture. Povezave med programi in 
potek prehajanja podatkov od ene enote do druge prikazuje diagram na sliki 4.1.  
 
Slika 4.1:  Diagram poteka programa 
 
4.2.1  SGP4/start 
Enota SGP4/start predstavlja vstopno točko, saj program kot vhodni podatek 
zahteva tekstovno datoteko, ki vsebuje TLE satelita, ki ga želimo obravnavati. Za 
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potrebe naše naloge podamo še začetni čas v minutah od epohe izbranega TLE, 
končni čas v minutah od epohe ter korak propagacije, prav tako v minutah. Osnova 
za SGP4/start je preizkusni program TestSGP4, ki se nahaja v knjižnici funkcij za 
rabo v astrodinamiki [18]. Program TestSGP sem za potrebe naloge razširil. Poleg 
izhodne datoteke s podatki o stanjih satelita, kot prikazano na sliki 3.5, SGP4/start 
ustvari tudi tekstovne datoteke s stanji satelita, in sicer položaj in hitrost satelita v 
ECI in ECEF koordinatnih sistemih ter zemljepisno širino in dolžino. Zaradi 
praktičnosti, na primer kasnejše zapisovanje v polje oz. array za potrebe računskih 
operacij v programu, je vsaka izmed serij podatkov zapisana v posamični tekstovni 
datoteki, vključno s posameznimi komponentami vektorjev položaja in hitrosti. 
Izračunani podatki o položajih satelita v sistemu ECEF ter zemljepisni širini in 
dolžini v prihodnosti so že podatki, ki se uporabijo za vizualizacijo rešitve. Začetno 
stanje satelita v koordinatah ECI (vektorja položaja in hitrosti), ki ga program dobi 
posredno preko TLE, pa predstavlja vhodni podatek za izračun stanj v prihodnosti s 
Keplerjevo metodo ter metodo Runge-Kutta četrtega reda.  
4.2.2  Runge-Kutta-4 
Enota Runge-Kutta-4 z uporabo istoimenske numerične metode izračuna stanja 
satelita v prihodnosti iz začetnih pogojev (vektorja položaja in hitrosti ob začetnem 
času), ki sta ena izmed izhodnih podatkov enote SGP4/start. Izhodna podatka enote 
Runge-Kutta-4 sta torej tekstovni datoteki, ki vsebujeta stanja vektorjev položaja in 
hitrosti satelita v prihodnosti v koordinatnem sistemu ECI. Program Runge-Kutta-4 
je prikazan v dodatku A. 
4.2.3  Kepler&ZDZS 
Enota Kepler&ZDZS (zemljepisna širina in zemljepisna dolžina okrajšana z 
ZDZS) vsebuje več postopkov, ki izračunajo še zadnje podatke, ki so potrebni za 
končno vizualizacijo rešitve. V podprogramu se z uporabo Keplerjeve metode 
izračunajo bodoča stanja satelita na podlagi začetnih stanj, ki smo jih dobili iz 
podprograma SGP4/start. Izračunana stanja po Keplerjevi metodi se prevedejo še v 
koordinatni sistem ECEF ter zemljepisno širino in dolžino, ter na to izpišejo v 
tekstovne datoteke. Izračun zemljepisne širine in dolžine upošteva Zemljo v obliki 
elipsoida z različnima polmeroma glede na ekvator in glede na pola, in ne 
konstantnega ekvatorja, kot v primeru krogle. Rezultati so tako natančnejši. 
Podprogram na podoben način izvrši še pretvorbo izračunanih stanj satelita po 
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metodi Runge-Kutta iz sistema ECI v sistem ECEF ter pripadajoči zemljepisno širino 
in dolžino v obliki tekstovne datoteke. Sedaj imamo vse potrebne podatke (tekstovne 
datoteke), da lahko izvršimo generiranje grafičnega prikaza rešitev. Program 
Kepler&ZDZS je prikazan v dodatku B. 
4.2.4  2D-Projekcija 
Enota 2D–Projekcija izvrši prikaz rezultatov izračuna stanj satelita v 
prihodnosti v dvodimenzionalnem prostoru. V tuji literaturi pogosto zasledimo izraz 
groundtrack, ki pomeni projekcijo tirnice satelita na zemljevid Zemlje. Za izris 
projekcije potrebujemo izračunane podatke o zemljepisnih širinah in dolžinah satelita 
ob različnih trenutkih v času. Tekstovne datoteke z omenjenimi podatki so vhod v 
enoto 2D–Projekcija (pridobili smo jih v drugih enotah programa), ta enota pa jih 
prebere in shrani v polja. Z uporabo freeglut inicializiramo okno, na katerega bomo 
preko specifikacije OpenGL risali sliko, ki se nam bo izrisala na zaslonu. Za ozadje 
(zemljevid) potrebujemo sliko v bitnem formatu, ki jo v programu naložimo kot 
teksturo in izrišemo na ozadje okna. Na teksturo izrišemo še ekvator ter ničti 
poldnevnik za referenco. Risanje projekcije tirnice satelita pa izvršimo z zanko s 
pričetkom v začetni točki in koncem v zadnji podani točki stanja satelita (v tem 
primeru zemljepisna širina in dolžina). Za izris tirnice potrebujemo zaporedje 
podanih točk, ki jih v sklenjeno krivuljo poveže ukaz GL_LINE_STRIP [25]. 
Koordinatni sistem za dvodimenzionalo izrisovanje grafike preko specifikacije 
OpenGL ne sovpada s sistemom zemljepisnih širin in dolžin Zemlje. Za to je pred 
vnosom posamezne točke v funkcijo risanja potrebno izvršiti še ustrezno preslikavo 
(premik po x in y oseh). Program 2D–Projekcija je prikazan v dodatku C. 
4.2.5  3D-Zemlja 
Vhodni podatki za enoto 3D–Zemlja so tekstovne datoteke, ki vsebujejo 
podatke o ECEF koordinatah satelita. Program datoteke prebere in podatke shrani v 
poljih, ki kasneje služijo kot vhodni parametri v funkciji izrisovanja. Za izris 
rezultatov izračuna stanj satelita v trodimenzionalnem prostoru je prav tako potrebno 
inicializirati okno. Teksturo površja Zemlje pa tokrat pripnemo na kroglo, ki jo 
ustvarimo s funkcijo gluSphere. Za risanje v trodimenzionalnem prostoru uporablja 
specifikacija OpenGL desnosučni koordinatni sistem. To nam olajša delo, saj smo iz 
drugih podprogramov pridobili podatke o stanjih satelita v koordinatnem sistemu 
ECEF, ki je ravno tako desnosučni. Kljub temu pa je bilo potrebno nameniti več 
pozornosti koordinatnim osem, saj se x, y in z osi ECEF koordinatnega sistema ne 
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skladajo z x, y in z osmi koordinatnega sistema specifikacije OpenGL. Vnos 
podatkov v koordinatni sistem za izrisovanje na zaslon za to izgleda kot  
 
 𝑂𝑝𝑒𝑛𝐺𝐿(𝑥, 𝑦, 𝑧) = 𝑅𝐸𝐶𝐸𝐹 (𝑦, 𝑧, 𝑥) (4.1) 
 
Pri izbiri osnovne enote za dolžino imamo proste roke in lahko izberemo neko 
obstoječo enoto, ali pa vpeljemo svojo, na primer preko skaliranja. Sam sem se 
odločil za kilometer, saj so v kilometrih podana tudi vsa stanja satelita, ki jih bomo 
prikazovali na zaslonu. Določiti moramo tudi oddaljenost gledalca (kamere) od 
koordinatnega izhodišča. Izbor je poljuben, moj pa je bil 30,000 km. Knjižnica 
freeglut omogoča interakcijo uporabnika s programom preko miške in tipkovnice. 
Tako sem lahko programu dodal zmožnost rotacije pogleda na izrisan prizor preko 
vseh treh osi s pritiski na določene tipke tipkovnice. Izris tirnice se tudi v primeru 
trodimenzionalnega prikaza opravi z zanko in ukazom GL_LINE_STRIP, ki poveže 
točke (ECEF koordinate položaja satelita) v sklenjeno krivuljo – orbito satelita. 
Program 3D–Zemlja je prikazan v dodatku D. 
4.3  Rezultati 
Demonstracijo delovanja programa bomo opravili s prikazom rezultatov 
simulacij. To bomo storili s pomočjo nekaj testnih primerov. Ti bodo s svojimi 
specifikami ponudili možnost za preizkus teoretičnih konceptov astrodinamike ter 
omogočili podajanje sklepnih ugotovitev o uspešnosti izvedene naloge. 
4.3.1  Opazovanje tirnice Mednarodne vesoljske postaje v obdobju 100 minut 
Delovanje programa sem prvo preveril na primeru Mednarodne vesoljske 
postaje (ISS). Set TLE, ki bo služil kot vhodni podatek v program je 
 
ISS (ZARYA)              
1 25544U 98067A   14332.58910941  .00017957  00000-0  30426-3 0  4745 
2 25544  51.6479   4.4865 0007347  76.6789  59.8701 15.51576064916832 
 
Za interval opazovanja stanj postaje sem izbral 100 minut. To nam omogoča 
opazovanje celotne obkrožitve Zemlje, saj je perioda orbite postaje nekaj več kot 90 
minut. Korak izračuna je 1 minuta. Postopek delovanja programa, od prvega koraka 
(vnos TLE) do vizualizacije rešitve, je prikazan na sliki 4.1. V enoti 2D–Projekcija 
sem s funkcijo glColor3f nastavil ločene barve za izris tirnice, ki so rezultat različnih
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metod. Tirnica izračunana z metodo SGP4 se izriše z belo barvo, tirnica izračunana s 
Keplerjevo metodo se izriše z rdečo barvo, tirnica izračunana z metodo Runge–Kutta 
četrtega reda pa z zeleno barvo. Projekcija na dvodimenzionalni zemljevid Zemlje je 
prikazana na sliki 4.2. 
 
Slika 4.2:  Rezultat enote 2D-Projekcija 
Z majhnim krožcem je označena projekcija začetnega položaja postaje, ki je 
pravzaprav že prvi korak izračuna po začetni poziciji, podani s TLE. Veliki krožci 
označujejo končni položaj, torej končno projekcijo položaja postaje. Krožci 
končnega položaja so obarvani skladno z barvo metode, katere končni rezultat 
označujejo. Podrobnejši ogled izrisane slike pokaže, da se rezultata metod SGP4 in 
Keplerjeve metode nekoliko razlikujeta. To je pričakovano, saj metoda SGP4 
upošteva tudi različne vplive motenj, med tem ko jih Keplerjeva metoda ne. 
Rezultata izračunov po Keplerjevi metodi ter izračuna po metodi Runge–Kutta 
četrtega reda se prekrivata, kar je bilo vidno ob izključitvi risanja rešitve za 
Keplerjevo metodo. Takšen izid ne preseneča, saj kljub razliki v načinu izračuna obe 
metodi uporabljata isti model, ki obravnava problem dveh teles brez motenj. 
Možnost za razhajanja rezultatov sicer obstajajo zaradi numerične napake metode 
Runge–Kutta, vendar v tem primeru se je obdobje stotih minut izkazalo za prekratko, 
da bi napake prišle do izraza. Slika 4.3 prikazuje približan pogled na del površja na 
Zemlji, kjer se zaključijo projekcije tirnic. Razlika med končnimi stanji, čeprav 
majhna, je sedaj vidnejša. Rezultat enote 3D–Zemlja pa prikazuje slika 4.4. 
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Slika 4.3:  Približan izris zaključkov tirnic 
 
  
      Slika 4.4:  3D-Zemlja 
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Tirnice se pri trodimenzionalnem prikazu obarvajo enako kot pri 
dvodimenzionalnem, le rezultat metode SGP4 sem obarval modro namesto belo. 
Tirnice se sicer zaradi belega ozadja ne bi videlo. Pri takšnem pogledu na tirnice je 
težko opaziti tako majhne razlike med rezultati različnih metod, izmenično barvanje 
(na videz ene) tirnice pa je le posledica notranjega delovanja grafične programske ter 
strojne opreme. Prikaz tirnice s perspektive iznad ravnine orbite prikazuje slika 4.5. 
Slika 4.5:  Pogled iznad ravnine tirnice 
Podajmo še rezultate izračunanih končnih stanj postaje v številski obliki. Njihov 
pregled je podan v tabeli 4.1. XECEF, YECEF in ZECEF so komponente pozicijskega 
vektorja postaje v sistemu ECEF. Podane so za vsako izmed treh uporabljenih metod. 




XECEF (SGP4) -5381.44 km 
XECEF (Kepler) -5346.83 km 
XECEF (Runge–Kutta 4) -5346.81 km 
YECEF (SGP4) -4077.76 km 
YECEF (Kepler) -4115.46 km 
YECEF (Runge–Kutta 4) -4115.47 km 
ZECEF (SGP4) 720.238 km 
ZECEF (Kepler) 765.783 km 
ZECEF (Runge–Kutta 4) 765.761 km 
Zemljepisna širina (SGP4) 6.12707°  
Zemljepisna širina (Kepler) 6.51572° 
Zemljepisna širina (Runge–Kutta 4) 6.51553° 
Zemljepisna dolžina (SGP4) -142.847° 
Zemljepisna dolžina (Kepler) -142.414° 
Zemljepisna dolžina (Runge–Kutta 4) -142.414° 
Višina nad  površjem Zemlje (SGP4) 412.301 km 
Višina nad površjem Zemlje (Kepler) 412.718 km 
Višina nad povrpšjem Zemlje (Runge–Kutta 4) 412.711 km 
Tabela 4.1:  Primerjava rezultatov izračuna končnih stanj postaje 
 
Program, ki izpiše izhodna stanja v tekstovne datoteke, je lahko vsestransko 
uporaben. Takšen primer je naveza z odprtokodnim programom GNU Octave [26]. 
Octave lahko prebere tekstovno datoteko, podatke pa shrani v spremenljivko. Ko 
imamo podatke shranjene v spremenljivki lahko z njimi zlahka manipuliramo ali pa 
jih denimo prikazujemo z grafi. Funkcionalnost pokažimo na primeru ocene 
numerične napake računske metode Runge–Kutta četrtega reda. Privzamemo lahko, 
da smo z izračunom s pomočjo Keplerjeve metode dobili točno rešitev problema 
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dveh teles. V tem primeru lahko podamo oceno numerične napake metode Runge–
Kutta z absolutno vrednostjo razlike norm pozicijskih vektorjev, izračunanih z 
obema metodama. Izračun ocene numerične napake opisuje enačba (4.2)    
 
 𝑒 ≈  | { ‖𝒓𝐸𝐶𝐸𝐹−𝑅𝐾4‖ − ‖𝒓𝐸𝐶𝐸𝐹−𝐾𝑒𝑝𝑙𝑒𝑟‖ } | (4.2) 
 
Izračun napake numerične metode v odvisnosti od števila pretečenih minut oz. 
računskih korakov prikazuje graf na sliki 4.6.  
Slika 4.6:  Ocena napake numerične metode v odvisnosti od števila pretečenih korakov 
Graf na sliki 4.6 pokaže, da absolutna napaka vektorja pozicije satelita v obdobju 
opazovanja stotih minut ne preseže 15 metrov. Ker vrednosti napak nihajo v tako 
ozkem območju (glede na razdalje v orbiti) lahko kot glavni razlog za napake 
navedemo zaokroževanje zadnjih decimalnih mest izračnanih vrednosti. Glede na 
projekciji pozicije satelita na površino Zemlje, prikazani na sliki 4.2., vrednosti 
napake ne presenečajo. Tirnici, izračunani po Keplerjevi metodi ter numerični 
metodi Runge–Kutta, se namreč v tolikšni meri prekrivata, da je na projekciji vidna 
samo ena izmed njiju.  
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4.3.2  Opazovanje pozicije Mednarodne vesoljske postaje v intervalu med 
dvema izdajama setov TLE 
Ker računska metoda SGP4 vsebuje učinke motenj na orbito satelita jo lahko 
upravičeno smatramo kot najtočnejšo izmed treh, ki jih obravnavamo. Kljub temu pa 
želimo tudi rezultate metode SGP4 primerjati z nekim referenčnim stanjem. Za 
pozicije satelitov, pridobljene iz spletnega vira [13] v splošnem velja, da se vrednosti 
njihovih absolutnih napak pozicije v epohi danega TLE običajno gibljejo okoli 1 
kilometra. Gre za grobo oceno, ki pa velja za velik del objavljenih setov. Zanima nas 
tudi, kako se veča napaka izračunanih bodočih pozicij satelita z vsakim 
(simuliranim) dnem propagacije ob uporabi metode SGP4. Groba ocena napake, ki se 
uporablja v praksi, se običajno giblje med 1 in 3 kilometri na dan propagacije. Ob 
primerjavi rezultatov izračuna pozicije satelita ob naslednjem izdanem TLE se 
moramo torej zavedati tudi prisotnosti omenjenih napak. Poskus propagacije 
trajektorije satelita v intervalu med dvema izdajama TLE naredimo na primeru 
sledečih setov 
 
ISS (ZARYA)              
1 25544U 98067A   14333.62093542  .00018278  00000-0  30912-3 0  4792 
2 25544  51.6479 359.3618 0007334  80.1612  63.7216 15.51615797916990 
 
ISS (ZARYA)              
1 25544U 98067A   14334.84938227  .00018267  00000-0  30843-3 0  4864 
2 25544  51.6481 353.2609 0007409  84.4494  85.9478 15.51661358917186 
 
Iz podatkov o epohah obravnavanih setov vidimo, da znaša razlika v času izdaje 
enega in drugega seta 1768.9634 minut (dan je dolg 1440 minut). Zaradi lažjega in 
poenotenega nastavljanja časovnih parametrov različnih metod ohranimo iteracijski 
korak nastavljen na 1 minuto. Epoha drugega seta TLE se torej nahaja med dvema 
iteracijskima korakoma. Približek rešitve za ustrezno epoho bomo dobili s pomočjo 
linearne interpolacije. Formula za izračun je 
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𝑥 je čas, v katerem iščemo interpolirano vrednost spremenljivke y. 𝑥0 in 𝑥1 sta 
iteraciji, med katerima se nahaja 𝑥. 𝑦0 in 𝑦1 sta vrednosti spremenljivke, ki jo želimo 
interpolirati, v časih 𝑥0 in 𝑥1. Ob analizi končnih rezultatov se poleg ostalih že 
omenjenih napak torej zavedamo še napake ob izračunu interpolacije. Rezultate 




XECEF (TLE1 končni) -5943.5 km 
XECEF (TLE2 začetni) -5943.85 km 
YECEF (TLE1 končni) 3163.1 km 
YECEF (TLE2 začetni) 3163.42 km 
ZECEF (TLE1 končni) 870.93 km 
ZECEF (TLE2 začetni) 871.395 km 
Zemljepisna širina (TLE1 končni) 7.4166° 
Zemljepisna širina (TLE2 začetni) 7.4202° 
Zemljepisna dolžina (TLE1 končni) 151.98° 
Zemljepisna dolžina (TLE2 začetni) 151.977° 
Višina nad površjem Zemlje (TLE1 končni) 411.59 km 
Višina nad površjem Zemlje (TLE2 začetni) 411.608 km 
Dolžina pozicijskega vektorja (TLE1 končni) 6789.402 km  
Dolžina pozicijskega vektorja (TLE2 začetni) 6789.396 km 
| RECEFX (TLE1 končni) – RECEFX (TLE2 začetni) | 0.35 km 
| RECEFY (TLE1 končni) – RECEFY (TLE2 začetni) | 0.32 km 
| RECEFZ (TLE1 končni) – RECEFZ (TLE2 začetni) | 0.465 km 
Skupna razlika med RECEF (TLE1 končni) in RECEF (TLE2 začetni) 0.66 km 
Tabela 4.2:  Izračun položajev satelita na intervalu izdaje dveh setov TLE z metodo SGP4 
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Napravimo oceno rezultatov po pregledu parametrov v tabeli 4.2, zlasti skupne 
razlike med pozicijskima vektorjema. Vidimo lahko, da smo z metodo SGP4 prišli 
do rešitve, ki je precej blizu začetnemu stanju v epohi naslednjega izdanega seta 
TLE. Omenili smo, da je napaka v epohi posameznega seta TLE okoli 1 km, napaka 
metode SGP4 v času propagacije enega dneva pa med 1 – 3 km. Za dva seta 
elementov in propagacijo orbite za (približno) en dan bi to skupaj lahko pomenilo kar 
okoli 5 km napake. V našem primeru je bila razlika v razdalji med pozicijskima 
vektorjema le 0.66 km. Eden od razlogov za tako dobro ujemanje je lahko objekt, ki 
ga obravnavamo v analizi. Mednarodna vesoljska postaja je namreč ves čas tarča 
meritev s strani zemeljskih postaj. Zaradi tega lahko pričakujemo natančnejše 
podatke o začetnem stanju v TLE. Nenazadnje se z boljšimi opazovanji objekta lahko 
ustrezneje ocenijo tudi parametri, ki skrbijo za upoštevanje vplivov motenj na tirnico. 
Napravimo še primerjavo izračunanih končnih stanj s preostalima metodama 
(Keplerjeva ter Runge–Kutta četrtega reda). Tudi v tem primeru za pridobitev rešitve 
uporabimo linearno interpolacijo. Rezultati so podani v tabeli 4.3 
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XECEF (SGP4) -5943.5 km 
XECEF (Kepler) -5964.56 km 
XECEF (Runge–Kutta 4) -5965.98 km 
YECEF (SGP4) 3163.1 km 
YECEF (Kepler) 2749.02 km 
YECEF (Runge–Kutta 4) 2747.37 km 
ZECEF (SGP4) 870.93 km 
ZECEF (Kepler) 1714.31 km 
ZECEF (Runge–Kutta 4) 1711.89 km 
Zemljepisna širina (SGP4) 7.4166° 
Zemljepisna širina (Kepler) 14.7175° 
Zemljepisna širina (Runge–Kutta 4) 14.6963° 
Zemljepisna dolžina (SGP4) 151.98° 
Zemljepisna dolžina (Kepler) 155.254° 
Zemljepisna dolžina (Runge–Kutta 4) 155.272° 
Višina nad  površjem Zemlje (SGP4) 411.59 km 
Višina nad površjem Zemlje (Kepler) 411.381 km 
Višina nad povrpšjem Zemlje (Runge–Kutta 4) 411.348 km 
Tabela 4.3:  Primerjava rezultatov izračuna končnih stanj postaje na intervalu med dvema 
zaporednima setoma elementov TLE 
 
Čas opazovanja stanj je tokrat precej daljši v primerjavi s 100 minutami v 
predhodnem primeru. Opazne so večje razlike v končnih vrednostih pozicijskih 
vektorjev med metodo SGP4, ki upošteva motnje, ter preostalima metodama, ki 
motenj ne upoštevata. Tudi razlike v razdalji končnega pozicijskega vektorja med 
Keplerjevo metodo in metodo Runge–Kutta so v tem primeru že preskočile iz reda 
metrov v red kilometrov. Na podoben način, kot smo to storili v predhodnem 
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primeru, analizirajmo še oceno numerične napake skozi celoten interval izračuna za 
trenutno obravnavani primer. Graf je podan na sliki 4.7 
 
Slika 4.7:  Ocena napake numerične metode v odvisnosti od števila pretečenih korakov pri daljšem 
intervalu izračuna 
Rdečim krožcem, ki predstavljajo posamezne točke izračuna numerične napake, smo 
dodali regresijsko premico modre barve. Izračun smo opravili v programskem paketu 
Octave s podatki iz izhodnih tekstovnih datotek, ki so bile naložene v spremenljivke. 
Ker je bil tokratni interval opazovanja stanj precej daljši kot v predhodnem primeru 
je prišlo do izraza naraščanje napake numerične metode Runge–Kutta četrtega reda. 
Vidimo, da je v danem intervalu linearni potek naraščanja napake dober približek, 
naklon krivulje pa znaša približno 2 cm/minuto. Prikaz razlike v izračunanih končnih 
stanjih satelita podajmo še s projekcijo tirnice na dvodimenzionalni zemljevid 
Zemlje. Čas opazovanja je bil tokrat tako dolg, da bi bil izris vseh stanj zelo 
nepregleden. Izris stanj bomo za to omejili na zadnjih 100 minut opazovanja. 
Rezultat prikazuje slika 4.8 
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Slika 4.8:  Zadnjih 100 minut projekcije tirnic na zemljevid pri daljšem intervalu izračuna 
Številski rezultati, ki so nakazovali precej večje neujemanje končnih stanj, so za 
razliko od projekcije predhodnega primera tokrat vidni tudi na poteku tirnice postaje. 
Večji rdeči krožec, ki predstavlja končno pozicijo izračunano s Keplerjevo metodo, 
je vidno oddaljen od belega krožca, ki predstavlja končno pozicijo izračunano z 
metodo SGP4. Tudi tokrat pa so stanja, dobljena z numerično metodo Runge–Kutta 
četrtega reda, preveč podobna stanjem, dobljenim s Keplerjevo metodo, da bi bila 
razlika opazna na projekciji. Približan izris zaključkov tirnic je prikazan na sliki 4.9 
 
 
Slika 4.9:  Približan izris zaključkov tirnic pri daljšem intervalu izračuna 
Pod rdečim krožcem končnega stanja je nekoliko opazen tudi zelen krožec, ki 
predstavlja končno stanje, izračunano z numerično metodo. Vseeno pa je razlika 
bistveno premajhna, da bi se krožca izrisala na ločenih pikslih. Za zaključek tega 
primera pokažimo še vizualizacijo rešitev v trodimenzionalnem prostoru. Tudi tokrat 
si oglejmo le zadnjih 100 minut opazovanega intervala. Rezultat je na sliki 4.10 
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Slika 4.10:  Zadnjih 100 minut opazovanega intervala v trodimenzionalnem prostoru 
 
4.3.3  Primer daljšega intervala opazovanja stanj tirnice Mednarodne vesoljske 
postaje 
V  obeh dosedanjih primerih opazovanja tirnice smo s Keplerjevo metodo in 
numerično metodo Runge–Kutta četrtega reda dobili rezultate, ki so se v vizualizaciji 
rešitve prekrivali. Zadnji primer, kjer je bil interval opazovanja precej daljši kot v 
prvem primeru, je vendar pokazal izrazit vpliv naraščanja numerične napake 
sorazmerno z naraščanjem števila izvršenih korakov. Tokrat je naša namera 
podkrepiti rezultate prejšnjega primera ter potrditi znano lastnost naraščanja napake 
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numeričnih metod z naraščanjem števila iteracij. V ta namen si izberimo interval 
opazovanja 6000 minut. To pomeni tudi 6000 iteracij numerične metode in 100 ur 
dolg interval opazovanja stanj satelita. Že v začetku povejmo, da je tako dolg interval 
opazovanja popolnoma nepraktičen za analizo gibanja dejanskih satelitov. Tako 
daleč v prihodnost se stanj ne da napovedati z zadovoljivo natančnostjo. Poleg tega 
pa v stotih urah celo sateliti v geostacionarni orbiti štirikrat (v sistemu ECI) 
obkrožijo Zemljo. V tako dolgem intervalu lahko zemeljske postaje izvedejo dovolj 
meritev stanj satelita, da propagacija orbite tako daleč v prihodnost za običajne 
namene uporabe niti ni potrebna. Izris zadnjih 100 minut projekcije stanj postaje je 
prikazan na sliki 4.11 
 
Slika 4.11:  Projekcija stanj zadnjih 100 minut v dobi opazovanja 100 ur 
Razhajanja med rešitvami metode SGP4, ki vključuje vplive motenj, ter rešitvami, ki 
teh vplivov ne vključujejo, so po pričakovanjih tokrat še izrazitejša. Nekoliko manj 
po pričakovanjih je, kljub precej daljšemu času opazovanja, dobro ujemanje med 
rešitvami Keplerjeve metode in rešitvami numerične metode Runge–Kutta četrtega 
reda. Podrobnejši ogled projekcije končnega stanja pa tokrat le dopusti zaznati 
majhno razliko med izračunom s Keplerjevo metodo ter metodo Runge–Kutta. Izris 
je prikazan na sliki 4.12. Izbrani set TLE je bil tudi v tem primeru sledeči  
 
1 25544U 98067A   14332.58910941  .00017957  00000-0  30426-3 0  4745 
2 25544  51.6479   4.4865 0007347  76.6789  59.8701 15.51576064916832 
 




Slika 4.12:  Približan izris končnih stanj, izračunanih s Keplerjevo metodo ter metodo Runge–Kutta 
četrtega reda 
 
Znova nas zanima analiza numeričnih napak metode Runge–Kutta četrtega reda. 
Lotili se je bomo na podoben način kot v prejšnjem primeru. Ocena numerične 
napake skozi celoten interval izračuna za trenutno obravnavani primer je podan z 
grafom na sliki 4.13 
Slika 4.13:  Numerična napaka metode Runge-Kutta četrtega reda ob času opazovanja 100 ur
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Pri času opazovanja stanj postaje 100 ur je iz slike 4.13 vidno, da linearen model 
naraščanja numerične napake zadovoljivo opisuje situacijo le nekako do prvih 2000 
minut opazovanja. Zgornja meja napake nato začne nelinearno naraščati in pri stotih 
urah že krepko preseže 150 metrov. Opozoriti je potrebno, da je govora le o 
računanju modela problema dveh teles, ki ne upošteva motenj. Če bi bili v numerični 
izračun vključeni še vplivi motenj bi bilo potrebno opraviti ločeno analizo 
numeričnih napak v primerjavi z ustrezno analitično metodo, ki upošteva iste motnje. 
Metode, ki ne upoštevajo vplivov motenj v primerjavi z metodami, ki jih upoštevajo, 
so za opazovanje stanj satelita v daljšem časovnem obdobju neustrezne. To je očitno 
že iz dvodimenzionalne projekcije na sliki 4.11. V informativne namene pa vseeno 
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Parameter Vrednost 
XECEF (SGP4) 6046.58 km 
XECEF (Kepler) 6567.63 km 
XECEF (Runge–Kutta 4) 6561.3 km 
YECEF (SGP4) 607.632 km 
YECEF (Kepler) 1729.52 km 
YECEF (Runge–Kutta 4) 1749.93 km 
ZECEF (SGP4) 3015.47 km 
ZECEF (Kepler) 163.818 km 
ZECEF (Runge–Kutta 4) 190.783 km 
Zemljepisna širina (SGP4) 26.5352° 
Zemljepisna širina (Kepler) 1.3905° 
Zemljepisna širina (Runge–Kutta 4) 1.61947° 
Zemljepisna dolžina (SGP4) 5.73849° 
Zemljepisna dolžina (Kepler) 14.7533° 
Zemljepisna dolžina (Runge–Kutta 4) 14.9335° 
Višina nad  površjem Zemlje (SGP4) 410.162 km 
Višina nad površjem Zemlje (Kepler) 415.389 km 
Višina nad povrpšjem Zemlje (Runge–Kutta 4) 415.213 km 
Tabela 4.4:  Primerjava končnih stanj po 100 urah opazovanja 
4.4  Sklepne ugotovitve  
Po opravljenih preizkusih lahko potrdim, da je izvedba moje naloge uspela po 
načrtih, ki sem si jih zastavil v uvodu pričujočega dela. Preizkusi so pokazali, da je s 
takšnim programom možno z zadovoljivo natančnostjo računati bodoča stanja 
vesoljskih plovil v zemeljski orbiti. To še zlasti velja, če imamo na voljo podatke o 
satelitu v obliki seta TLE in uporabimo metodo SGP4. V manjši meri smo lahko 
zadovoljni z natančnostjo metod, ki ne upoštevajo motenj na tirnico satelita. Izmed 
takšnih sem v svojem delu preizkusil analitično Keplerjevo metodo ter numerično
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metodo Runge–Kutta četrtega reda. Kljub temu pa tudi omenjeni metodi dajeta 
dovolj dobre rezultate, če je naš interval opazovanja ustrezno kratek. Prva izbira 
metode za računanje stanj satelita v prihodnosti, med preizkušenimi v mojem delu, je 
nedvomno SGP4. Relevantnost dobljenih rezultatov, izračunanih z metodo SGP4, 
lahko potrdimo s primerjavo z rezultati iz spletnih mest, ki ponujajo grafični in 
številski podatek o trenutni legi Mednarodne vesoljske postaje. V kombinaciji s 
setom TLE nam po grobih ocenah ponudi natančnost izračuna pozicije približno 2 – 
4 kilometre na dan simuliranega časa gibanja satelita, kar vključuje tudi negotovost 
uporabljenega seta TLE. Takšna natančnost je pri intervalu enega dneva dober 
rezultat. Upoštevamo pa lahko tudi dejstvo, da stanja satelitov zemeljske postaje 
spremljajo ves čas. V večini primerov operaterjem satelitov, ki pogosto potrebujejo 
posodobljene podatke, za to ni potrebno računati stanj za tako dolgo obdobje vnaprej. 
Za krajše časovno obdobje se lahko kot primerne izkažejo numerične metode, ker 
imajo možnost upoštevanja motenj, ki niso podane z analitičnim zapisom, ali pa je 
njihov analitični zapis slabši model. Na voljo so tudi metode višjega reda kot je 
četrti, s čimer bi lahko pričakovali boljše rezultate. Zadovoljivo svoje delo opravi 
tudi vizualizacija v dvodimenzionalnem in trodimenzionalnem prostoru. Poleg 
številskih rezultatov je grafični prikaz zelo pomemben za predstavo trenutne lege 
satelita in njegovih leg v prihodnjem času. S pomočjo grafičnega prikaza lahko hitro 
ocenimo oddaljenost satelita od neke referenčne točke na Zemlji. Prav tako pa lahko 
že s hitrim ogledom vizualizirane rešitve ocenimo denimo prihodnje čase preletov 
satelita nad izbrano točko na Zemlji. S svojim delom sem uspel predstaviti obširnost 
možnosti, ki jih ponuja uporaba odprtokodnih programskih orodij in knjižnic. Zlahka 
si lahko zamislimo nadgradnje mojega programa, ki vključujejo denimo grafični 
uporabniški vmesnik, izris stanj satelita v realnem času, izbiro računske metode za 
posamezen satelit, možnost prikazovanja tirnic poljubnega števila izbranih satelitov 
za poljuben čas v prihodnosti in tako naprej. 
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5  Zaključek 
V pričujočem delu sem uspel predstaviti pojem astrodinamike ter s tem 
natančneje obrazložil uvrstitev omenjenega področja med ostala sorodna področja 
fizike in inženirstva. Obenem so omenjene tudi temeljne naloge astrodinamike ter 
primeri iz prakse, ki opisujejo zahtevnost a hkrati tudi pomembnost področja pri 
uporabi vesoljskih tehnologij ter raziskovanja vesolja.  
 
Moja glavna naloga pa je bila raziskati možnosti za izdelavo programa za 
računanje stanj vesoljskega plovila v prihodnosti iz podanega začetnega stanja, z 
uporabo različnih računskih metod. Rezultat programa bi bili izračunani podatki v 
obliki tekstovnih datotek ter vizualizacija dobljene rešitve v dvodimenzionalnem in 
trodimenzionalnem prostoru. Program pa je moral biti spisan z uporabo izključno 
odprtokodnih orodjih ter programskih knjižnic. Naloga mi je uspela, saj sem uspel 
zadostiti omenjenim kriterijem, kar je vidno in natančneje opisano v poglavjih o 
izdelavi programa in rezultatih.  
 
Temu sledi sklep, da je zastavljena naloga mojega zaključnega dela, s 
predhodno opisanimi zahtevami, tudi izvedljiva. Prosto dostopne programske 
knjižnice omogočajo izdelavo praktično kakršnihkoli algoritmov za računanje in 
grafični prikaz rezultatov. Najverjetneje glavni omejitvi za dosego poljubnih ciljev 
prestavljata le izkušenost programerja ter čas, ki ga ima na voljo za izpeljavo 
projekta od zamisli do končnega izdelka. S kompleksnostjo zastavljenega cilja 
sorazmerno narašča tudi čas, potreben za izvedbo. Kljub temu pa lahko namensko 
spisan program stroškovno upraviči čas, potreben za izvedbo. Razlog za to je ta, da 
program vključuje le tiste funkcionalnosti, ki so potrebne za rabo v določenem 
projektu. Izvajalec projekta tako ne plača za funkcionalnosti, ki jih ne bo potreboval. 
Poleg tega pa kot avtor programa pozna njegovo delovanje in mu tekom uporabe 
dogradi dodatne funkcionalnosti, če se pojavi potreba po tem.  
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Dodatek 
V nadaljevanju sledi programska koda, uporabljena pri izračunu rezultatov ter 
njihovo vizualizacijo. Poglavje o izdelavi programa opisuje njegov potek, namen 
vsakega podprograma ter vsebovane programske knjižnice. Dodatek je razdeljen na: 
 








A  Runge-Kutta-4 
const double GM = 398600.4418; // parameter μ 
const double korak = 60.0; // korak izracuna 
const double t_koncni = 60.0*100.0; // koncni cas izracuna 
 




double string1, string2, string3, string4, string5, string6; 
 
typedef boost::array< double , 6 > stanja; 
 
// sistem – problem dveh teles  
 
        void problem_dveh_teles( const stanja &x , stanja &y , double t ) 
    { 
        double mag_x, mag_x_kubik; // magnituda vektorja R in kubik magnitude R 
 
        mag_x = sqrt( x[0]*x[0] + x[2]*x[2] + x[4]*x[4] ); 
        mag_x_kubik = pow( mag_x, 3.0 ); 
 
        y[0] = x[1] ; 
        y[1] = -GM * x[0] / mag_x_kubik; 
        y[2] = x[3] ; 
        y[3] = -GM * x[2] / mag_x_kubik; 
        y[4] = x[5] ; 
        y[5] = -GM * x[4] / mag_x_kubik; 
    } 
 
// observator, ki se izvrsi ob zakljucku vsake iteracije 
 
    void izpisuj_stanja( const stanja &x , const double t ) 
    { 
 
                    // shrani izracunane podatke v tekstovne datoteke 
 
                    ofstream RK4ReciX("RK4R_eci_X.txt", ios_base::app); 
                    RK4ReciX << x[0] << endl; 
                    RK4ReciX.close(); 
 
                     
 
 
                    ofstream RK4ReciY("RK4R_eci_Y.txt", ios_base::app); 
                    RK4ReciY << x[2] << endl; 
                    RK4ReciY.close(); 
 
                    ofstream RK4ReciZ("RK4R_eci_Z.txt", ios_base::app); 
                    RK4ReciZ << x[4] << endl; 
                    RK4ReciZ.close(); 
 
                    ofstream RK4VeciX("RK4V_eci_X.txt", ios_base::app); 
                    RK4VeciX << x[1] << endl; 
                    RK4VeciX.close(); 
 
                    ofstream RK4VeciY("RK4V_eci_Y.txt", ios_base::app); 
                    RK4VeciY << x[3] << endl; 
                    RK4VeciY.close(); 
 
                    ofstream RK4VeciZ("RK4V_eci_Z.txt", ios_base::app); 
                    RK4VeciZ << x[5] << endl; 
                    RK4VeciZ.close(); 
 
 
    } 
 
int main(int argc, char **argv) 
{ 
 
// zacetne pogoje iz tekstovnih datotek shranimo v polja 
 
ifstream ReciX_SGP("SGP_R_eci_X.txt"); 
ReciX_SGP >> string1; 




ReciY_SGP >> string2; 




ReciZ_SGP >> string3; 




VeciX_SGP >> string4; 




VeciY_SGP >> string5; 







VeciZ_SGP >> string6; 





//     RUNGE-KUTTA 4       // 
///////////////////////////// 
 
// dolocitev zacetnih pogojev 
double x1 = R_ECI_start[0]; 
double x2 = V_ECI_start[0]; 
double x3 = R_ECI_start[1]; 
double x4 = V_ECI_start[1]; 
double x5 = R_ECI_start[2]; 
double x6 = V_ECI_start[2]; 
 
//        x[0] = R_x 
//        x[1] = V_x 
//        x[2] = R_y 
//        x[3] = V_y 
//        x[4] = R_z 
//        x[5] = V_z 
 
//        y[0] = V_x 
//        y[1] = A_x 
//        y[2] = V_y 
//        y[3] = A_y 
//        y[4] = V_z 
//        y[5] = A_z 
 
stanja x = { x1, x2, x3, x4, x5, x6  };  // zacetni pogoji 
 
// pricni izracun: 
 
// Runge-Kutta cetrtega reda 
 
integrate_const( runge_kutta4< stanja >() , problem_dveh_teles, x,  0.0, t_koncni-korak , korak , 
izpisuj_stanja ); 
 
        return 0; 
 




B  Kepler&ZDZS 
// K = Kepler 
// RK4 = Runge-Kutta 4. reda 
 




// casovni parametri izracuna 
double korak = 60.0; 
double t_koncni = 60.0*100; 
double t_trenutni = 0.0; 
 





// zacetne pogoje iz tekstovnih datotek shranimo v polja 
 
ifstream ReciX_SGP("SGP_R_eci_X.txt"); 
ReciX_SGP >> string1; 




ReciY_SGP >> string2; 




ReciZ_SGP >> string3; 




VeciX_SGP >> string4; 








VeciY_SGP >> string5; 




VeciZ_SGP >> string6; 
V_ECI_start[2] = string6; 
VeciZ_SGP.close(); 
 
// pretvorba med stopinjami in radiani 
double deg2rad = pi/180.0 ; 
double rad2deg = 57.295779513 ; 
 
std::vector< std::vector<double> > Vektor; 
 
// vektorja pozicije in hitrosti za vmesne izracune v ECI 
double KpozicijaEnd[3], RK4pozicijaEnd[3]; 
double KhitrostEnd[3]], RK4hitrostEnd[3]; 
 
// vektorja pozicije in hitrosti za vmesne izracune v ECEF 
double KR_ecef[3], RK4R_ecef[3]; 
double KV_ecef[3], RK4V_ecef[3]; 
double A_ecef[3] = {0.0,0.0,0.0}; 
 
// casovni parametri za pretvorbe casa 
int KmesecJ, KdanJ, KuraJ, KminuteJ; 
double KsekundeJ; 
 
int RK4mesecJ, RK4danJ, RK4uraJ, RK4minuteJ; 
double RK4sekundeJ; 
 
// zemljepisna sirina, zemljepisna dolzina in visina nad povrsjem Zemlje 
double KvisinaGeoc, KvisinaGeod, Ksirina, Kvisinanadelipsoidom; 
double RK4visinaGeoc, RK4visinaGeod, RK4sirina, RK4visinanadelipsoidom; 
 
// parametri za rezultate casovnih pretvorb 
double KtimeUT1, KtimeTUT1, KtimeJDUT1, KtimeUTC, KtimeTAI, KtimeTT, 
       KtimeTTT, KtimeJDTT, KtimeTCG, KtimeTDB, KtimeTTDB, KtimeJDTDB, KtimeTCB; 
 
double RK4timeUT1, RK4timeTUT1, RK4timeJDUT1, RK4timeUTC, RK4timeTAI, RK4timeTT, 
       RK4timeTTT, RK4timeJDTT, RK4timeTCG, RK4timeTDB, RK4timeTTDB, RK4timeJDTDB, 
RK4timeTCB ; 
 
int letoTLE = 2014; 
double danTLE = 333.62093542; 
 
// inicializacija parametrov za pretvorbo ECI-ECEF 
double deltaPSI, deltaEPS, trueEPS, meanEPS, omega_nut; 
iau80data iau80rec; 







//    KEPLER    // 
///////////////// 
 
// casovne pretvorbe 
astTime::days2mdhms(letoTLE, danTLE, KmesecJ, KdanJ, KuraJ, KminuteJ, KsekundeJ ); 
 
astTime::convtime(letoTLE, KmesecJ, KdanJ, KuraJ, KminuteJ, KsekundeJ, 0, -0.404122, 35.0, 
KtimeUT1, KtimeTUT1, KtimeJDUT1, KtimeUTC, KtimeTAI, KtimeTT, 
KtimeTTT, KtimeJDTT, KtimeTCG, KtimeTDB, KtimeTTDB, KtimeJDTDB, KtimeTCB); 
 
coordFK5::nutation(KtimeTTT, -4.42295521276653e-7, -5.8613974046199e-8, iau80rec, 
                   'r', deltaPSI, deltaEPS, trueEPS, meanEPS, omega_nut, Vektor  ); 
 
// zanka za izracun stanj satelita s Keplerjevo metodo 
 
for ( t_trenutni = 0.0 ; t_trenutni < t_koncni ; t_trenutni+=korak ) 
{ 
 
ast2Body::kepler(R_ECI_start, V_ECI_start, t_trenutni, KpozicijaEnd , KhitrostEnd); 
 
astTime::invjday(KtimeJDUT1, letoTLE, KmesecJ, KdanJ, KuraJ, KminuteJ, KsekundeJ); 
 
                   astTime::convtime(letoTLE, KmesecJ, KdanJ, KuraJ, KminuteJ, KsekundeJ, 0, -0.404122, 
35.0, 
                   KtimeUT1, KtimeTUT1, KtimeJDUT1, KtimeUTC, KtimeTAI, KtimeTT, 
                   KtimeTTT, KtimeJDTT, KtimeTCG, KtimeTDB, KtimeTTDB, KtimeJDTDB, KtimeTCB); 
 
coordFK5::iau76fk5_itrf_teme(KR_ecef, KV_ecef, A_ecef, eFrom, KpozicijaEnd, KhitrostEnd, A_ecef, 
                   KtimeTTT, 0.1071, 0.2516, KtimeJDUT1, 0.0009208, Vektor  ); 
 
ast2Body::ijk2ll(KR_ecef, KtimeJDUT1, KvisinaGeoc, KvisinaGeod, Ksirina, Kvisinanadelipsoidom); 
 
                   // shrani izracunane podatke v tekstovne datoteke 
 
                    ofstream KRecefX("KR_ecef_X.txt", ios_base::app); 
                    KRecefX << KR_ecef[0] << endl; 
                    KRecefX.close(); 
 
                    ofstream KRecefY("KR_ecef_Y.txt", ios_base::app); 
                    KRecefY << KR_ecef[1] << endl; 
                    KRecefY.close(); 
 
                    ofstream KRecefZ("KR_ecef_Z.txt", ios_base::app); 
                    KRecefZ << KR_ecef[2] << endl; 
                    KRecefZ.close(); 
 
                    ofstream KVecefX("KV_ecef_X.txt", ios_base::app); 
                    KVecefX << KV_ecef[0] << endl; 
                    KVecefX.close(); 
 
                    ofstream KVecefY("KV_ecef_Y.txt", ios_base::app); 
                    KVecefY << KV_ecef[1] << endl; 




                    ofstream KVecefZ("KV_ecef_Z.txt", ios_base::app); 
                    KVecefZ << KV_ecef[2] << endl; 
                    KVecefZ.close(); 
 
                    ast2Body::ijk2ll(KR_ecef, KtimeJDUT1, KvisinaGeoc, KvisinaGeod, Ksirina, 
Kvisinanadelipsoidom); 
 
                    ofstream KlatGC("K_latGC.txt", ios_base::app); 
                    KlatGC << KvisinaGeoc*rad2deg << endl; 
                    KlatGC.close(); 
 
                    ofstream KlatGD("K_latGD.txt", ios_base::app); 
                    KlatGD << KvisinaGeod*rad2deg << endl; 
                    KlatGD.close(); 
 
                    ofstream Klon("K_lon.txt", ios_base::app); 
                    Klon << Ksirina*rad2deg << endl; 
                    Klon.close(); 
 
                    ofstream Kvisina("K_visina.txt", ios_base::app); 
                    Kvisina << Kvisinanadelipsoidom << endl; 
                    Kvisina.close(); 
 
 
KtimeJDUT1 += korak/86400.0; 
 




//    Pretvorba koordinat RK4     // 
//////////////////////////////////// 
 
int stevilo_vrstic = 0; 
int st_vrstica = 0; 
string vrstica; 
double f1, f2, f3, f4, f5, f6; 
 




















    ifstream RK41("RK4R_eci_X.txt"); 
 
// preberi ECI koordinate iz tekstovnih datotek in jih zapisi v polja 
 
    while(RK41 >> f1) 
    { 
    RK4R_eci_X[st_vrstica] = f1;  
    st_vrstica++; 
    } 
    st_vrstica = 0; 
    RK41.close(); 
 
    ifstream RK42("RK4R_eci_Y.txt"); 
 
    while(RK42 >> f2) 
    { 
    RK4R_eci_Y[st_vrstica] = f2;  
    st_vrstica++; 
    } 
    st_vrstica = 0; 
    RK42.close(); 
 
    ifstream RK43("RK4R_eci_Z.txt"); 
 
    while(RK43 >> f3) 
    { 
    RK4R_eci_Z[st_vrstica] = f3;  
    st_vrstica++; 
    } 
    st_vrstica = 0; 
    RK43.close(); 
 
    ifstream RK44("RK4V_eci_X.txt"); 
 
    while(RK44 >> f4) 
    { 
    RK4V_eci_X[st_vrstica] = f4;  
    st_vrstica++; 
    } 
    st_vrstica = 0; 
    RK44.close(); 
 
    ifstream RK45("RK4V_eci_Y.txt"); 
 
    while(RK45 >> f5) 
    { 
    RK4V_eci_Y[st_vrstica] = f5;     
    st_vrstica++; 
    } 
    st_vrstica = 0; 




    ifstream RK46("RK4V_eci_Z.txt"); 
 
    while(RK46 >> f6) 
    { 
    RK4V_eci_Z[st_vrstica] = f6;  
    st_vrstica++; 
    } 
    st_vrstica = 0; 
    RK46.close(); 
 
// casovne pretvorbe 
 
astTime::days2mdhms(letoTLE, danTLE, RK4mesecJ, RK4danJ, RK4uraJ, RK4minuteJ, RK4sekundeJ ); 
 
astTime::convtime(letoTLE, RK4mesecJ, RK4danJ, RK4uraJ, RK4minuteJ, RK4sekundeJ, 0, -0.404122, 
35.0, 
RK4timeUT1, RK4timeTUT1, RK4timeJDUT1, RK4timeUTC, RK4timeTAI, RK4timeTT, 
RK4timeTTT, RK4timeJDTT, RK4timeTCG, RK4timeTDB, RK4timeTTDB, RK4timeJDTDB, RK4timeTCB); 
 
coordFK5::nutation(RK4timeTTT, -4.42295521276653e-7, -5.8613974046199e-8, iau80rec, 






// v zanki pretvori ECI koordinate v ECEF 
 
for ( iteracija = 0 ; iteracija < stevilo_vrstic; iteracija++ ) 
{ 
 
astTime::invjday(RK4timeJDUT1, letoTLE, RK4mesecJ, RK4danJ, RK4uraJ, RK4minuteJ, RK4sekundeJ); 
 
astTime::convtime(letoTLE, RK4mesecJ, RK4danJ, RK4uraJ, RK4minuteJ, RK4sekundeJ, 0, -0.404122, 
35.0, 
                  RK4timeUT1, RK4timeTUT1, RK4timeJDUT1, RK4timeUTC, RK4timeTAI, RK4timeTT, 
                  RK4timeTTT, RK4timeJDTT, RK4timeTCG, RK4timeTDB, RK4timeTTDB, RK4timeJDTDB, 
RK4timeTCB); 
 
RK4RECI[0] = RK4R_eci_X[iteracija]; 
RK4RECI[1] = RK4R_eci_Y[iteracija]; 
RK4RECI[2] = RK4R_eci_Z[iteracija]; 
 
RK4VECI[0] = RK4R_eci_X[iteracija]; 
RK4VECI[1] = RK4R_eci_Y[iteracija]; 
RK4VECI[2] = RK4R_eci_Z[iteracija]; 
 
 
coordFK5::iau76fk5_itrf_teme(RK4R_ecef, RK4V_ecef, A_ecef, eFrom, RK4RECI, RK4VECI, A_ecef, 
                   RK4timeTTT, 0.1071, 0.2516, RK4timeJDUT1, 0.0009208, Vektor  ); 
 




ast2Body::ijk2ll(RK4R_ecef, RK4timeJDUT1, RK4visinaGeoc, RK4visinaGeod, RK4sirina, 
RK4visinanadelipsoidom); 
 
                    ofstream RK4RecefX("RK4R_ecef_X.txt", ios_base::app); 
                    RK4RecefX << RK4R_ecef[0] << endl; 
                    RK4RecefX.close(); 
 
                    ofstream RK4RecefY("RK4R_ecef_Y.txt", ios_base::app); 
                    RK4RecefY << RK4R_ecef[1] << endl; 
                    RK4RecefY.close(); 
 
                    ofstream RK4RecefZ("RK4R_ecef_Z.txt", ios_base::app); 
                    RK4RecefZ << RK4R_ecef[2] << endl; 
                    RK4RecefZ.close(); 
 
                    ofstream RK4VecefX("RK4V_ecef_X.txt", ios_base::app); 
                    RK4VecefX << RK4V_ecef[0] << endl; 
                    RK4VecefX.close(); 
 
                    ofstream RK4VecefY("RK4V_ecef_Y.txt", ios_base::app); 
                    RK4VecefY << RK4V_ecef[1] << endl; 
                    RK4VecefY.close(); 
 
                    ofstream RK4VecefZ("RK4V_ecef_Z.txt", ios_base::app); 
                    RK4VecefZ << RK4V_ecef[2] << endl; 
                    RK4VecefZ.close(); 
 
                    ast2Body::ijk2ll(RK4R_ecef, RK4timeJDUT1, RK4visinaGeoc, RK4visinaGeod, RK4sirina, 
RK4visinanadelipsoidom); 
 
                    ofstream RK4latGC("RK4_latGC.txt", ios_base::app); 
                    RK4latGC << RK4visinaGeoc*rad2deg << endl; 
                    RK4latGC.close(); 
 
                    ofstream RK4latGD("RK4_latGD.txt", ios_base::app); 
                    RK4latGD << RK4visinaGeod*rad2deg << endl; 
                    RK4latGD.close(); 
 
                    ofstream RK4lon("RK4_lon.txt", ios_base::app); 
                    RK4lon << RK4sirina*rad2deg << endl; 
                    RK4lon.close(); 
 
                    ofstream RK4visina("RK4_visina.txt", ios_base::app); 
                    RK4visina << RK4visinanadelipsoidom << endl; 
                    RK4visina.close(); 
 
 
RK4timeJDUT1 += korak/86400.0; 
 
} // konec for zanke 
 
    return 0; 
 









double * SGP_lon; 
double * SGP_latGD; 
double * Kepler_lon; 
double * Kepler_latGD; 
double * RK4_lon; 
double * RK4_latGD; 
 
void izbrisiTeksturo( GLuint tekstura) 
{ 
  glDeleteTextures( 1, & tekstura); 
} 
 
float razmerje = 1.f; 
 
void izrisi() { 
 
    // izrisemo teksturo na ozadje 
 
    glClearColor (0.0,0.0,0.0,1.0); 
    glClear (GL_COLOR_BUFFER_BIT | GL_DEPTH_BUFFER_BIT ); 
 
    glDisable( GL_DEPTH_TEST ); 
    glMatrixMode(GL_PROJECTION); 
    glLoadIdentity(); 
    glOrtho(0.0f, 1024.0, 512.0, 0.0, 0.0, 1.f); 
 
    glEnable( GL_TEXTURE_2D ); 
    glBindTexture( GL_TEXTURE_2D, tekstura); 
 
    glColor3f(1.0f,1.0f,1.0f); 
    glBegin (GL_QUADS); 
    glTexCoord2d(0.0,0.0); glVertex2d(0.0,0.0); 
    glTexCoord2d(1.0,0.0); glVertex2d(1024.0,0.0); 
    glTexCoord2d(1.0,1.0); glVertex2d(1024.0,512.0); 
    glTexCoord2d(0.0,1.0); glVertex2d(0.0,512.0); 




    glDisable(GL_TEXTURE_2D); 
 
    // risanje na teksturo 
 
    glEnable( GL_DEPTH_TEST ); 
    glDepthMask(GL_TRUE); 
 
    glLoadIdentity(); 
    glMatrixMode(GL_PROJECTION); 
    glOrtho(0.0f, 1024.0, 512.0, 0.0, 0.0, 1.f); 
 
glColor3f(77.0/256.0, 151.0/256.0, 188.0/256.0); // barva crte 
glLineWidth(1.0); // debelina crte 
 
glEnable (GL_LINE_STIPPLE); // omogoci stipple  
glLineStipple (1, 0x00FF);  // crtkana crta 
 
glBegin(GL_LINE_STRIP); // ekvator 
   glVertex2f(0.0, 256.0); 
   glVertex2f(1024.0, 256.0); 
glEnd(); 
 
glBegin(GL_LINE_STRIP); // greenwich  
   glVertex2f(512.0, 512.0); 
   glVertex2f(512.0, 0.0); 
glEnd(); 
 
glDisable (GL_LINE_STIPPLE); // onemogoci stipple 
 
 
const double PI = 3.1415926535898  ; 
GLint st_tock = 100; 
double kot; 
double rad1 = 5.0; 
double rad2 = 20.0; 
 
glColor3f(256.0/256.0, 256.0/256.0, 256.0/256.0); // bela barva 
 
double stop_lon1 = (SGP_lon[stevilo_vrstic-1]+180.0)*512.0/180.0; 
double stop_lat1 = (SGP_latGD[stevilo_vrstic-1]+90.0)*256.0/90.0; 
 
double stop_lon2 = (Kepler_lon[stevilo_vrstic-1]+180.0)*512.0/180.0; 
double stop_lat2 = (Kepler_latGD[stevilo_vrstic-1]+90.0)*256.0/90.0; 
 
double stop_lon3 = (RK4_lon[stevilo_vrstic-1]+180.0)*512.0/180.0; 
double stop_lat3 = (RK4_latGD[stevilo_vrstic-1]+90.0)*256.0/90.0; 
 
// krozec na zacetni poziciji 
 
glBegin(GL_LINE_LOOP); 
for (int i = 0; i < st_tock; i++) { 
   kot = 2*PI*i/ st_tock; 














glColor3f(256.0/256.0, 256.0/256.0, 256.0/256.0); // bela barva 
 
// izrisi projekcijo trajektorije 
 
    glBegin(GL_LINE_STRIP); 
 
    for (int stevec = 0; stevec < stevilo_vrstic; stevec++) 
    { 
 
    if(stevec!= 0 ) 
    { 
        if ( ( copysign(1.0, SGP_lon[stevec-1])==copysign(1.0, SGP_lon[stevec]) ) || ( 
(2.0*fabs(SGP_lon[stevec]) < 30.0 )) ) 
        { 
        glVertex2f( (SGP_lon[stevec]+180.0)*512.0/180.0, (SGP_latGD[stevec]+90.0)*256.0/90.0 ); 
        } 
        else 
        { 
            glEnd(); 
            glBegin(GL_LINE_STRIP); 
        } 
    } 
 
    } 
    glEnd(); 
 
    glLineWidth(1.0); 
 
// izrisi krozec na koncni poziciji 
glBegin(GL_LINE_LOOP); 
for (int i = 0; i < st_tock; i++) { 
   kot = 2*PI*i/ st_tock; 













glColor3f(235.0/256.0, 46.0/256.0, 46.0/256.0); // rdeca barva 
 
// izrisi projekcijo trajektorije 
 
    glBegin(GL_LINE_STRIP); 
 
    for (int stevec = 0; stevec < stevilo_vrstic; stevec ++) 
    { 
 
    if(stevec!= 0 ) 
    { 
        if ( ( copysign(1.0, Kepler_lon[stevec -1])==copysign(1.0, Kepler_lon[stevec]) ) || ( 
(2.0*fabs(Kepler_lon[stevec]) < 30.0 )) ) 
        { 
        glVertex2f( (Kepler_lon[stevec]+180.0)*512.0/180.0, (Kepler_latGD[stevec]+90.0)*256.0/90.0 ); 
        } 
        else 
        { 
            glEnd(); 
            glBegin(GL_LINE_STRIP); 
        } 
    } 
 
    } 




// izrisi krozec na koncni poziciji 
glBegin(GL_LINE_LOOP); 
for (int i = 0; i < st_tock; i++) { 
   kot = 2*PI*i/ st_tock; 











glColor3f(69.0/256.0, 206.0/256.0, 69.0/256.0); // zelena barva 
 
// izrisi projekcijo trajektorije 
 
    glBegin(GL_LINE_STRIP); 
 
    for (int stevec = 0; stevec < stevilo_vrstic; stevec ++) 
    { 
 
    if(stevec!= 0 ) 
    { 
 
 
        if ( ( copysign(1.0, RK4_lon[stevec-1])==copysign(1.0, RK4_lon[stevec]) ) || ( 
(2.0*fabs(RK4_lon[stevec]) < 30.0 )) ) 
        { 
        glVertex2f( (RK4_lon[stevec]+180.0)*512.0/180.0, (RK4_latGD[stevec]+90.0)*256.0/90.0 ); 
        } 
        else 
        { 
            glEnd(); 
            glBegin(GL_LINE_STRIP); 
        } 
    } 
 
    } 
    glEnd(); 
 
    glLineWidth(1.0); 
 
// izrisi krozec na koncni poziciji 
glBegin(GL_LINE_LOOP); 
for (int i = 0; i < st_tock; i++) { 
   kot = 2*PI*i/ st_tock; 





// prenesi sliko iz bufferja na zaslon 
 
    glutSwapBuffers(); 
} 
 
void ponastaviOkno (int sirina, int visina) { 
 
    razmerje = static_cast<float>(sirina) / visina ; 
 
    glViewport (0, 0, (GLsizei) sirina, (GLsizei) visina); 
    glMatrixMode (GL_PROJECTION); 
    glLoadIdentity (); 
    gluPerspective (60, (GLfloat) sirina / (GLfloat) visina, 1.0, 100.0); 




int main (int argc, char **argv) { 
 
    string vrstica; 
    ifstream SGPlon("SGP_lon.txt"); 
 
    stevilo_vrstic = 0; 
 
 while (getline(SGPlon, vrstica)) 
{ 









     int st_vrstica = 0; 
    double f1, f2, f3, f4, f5, f6; 
 
   // preberi podatke iz datotek in jih izpisi v polja 
 
    SGP_lon = new double [stevilo_vrstic]; 
    SGP_latGD = new double [stevilo_vrstic]; 
    Kepler_lon = new double [stevilo_vrstic]; 
    Kepler_latGD = new double [stevilo_vrstic]; 
    RK4_lon = new double [stevilo_vrstic]; 
    RK4_latGD = new double [stevilo_vrstic]; 
 
 
    SGPlon.open("SGP_lon.txt"); 
 
    while(SGPlon >> f1) 
    { 
    SGP_lon[st_vrstica] = f1;  
    st_vrstica++; 
    } 
    st_vrstica=0; 
    SGPlon.close(); 
 
    ifstream SGPlat("SGP_latGD.txt"); 
 
    while(SGPlat >> f2) 
    { 
    SGP_latGD[st_vrstica] = -f2;  
    st_vrstica++; 
    } 
    st_vrstica=0; 
    SGPlat.close(); 
 
    ifstream Klat("K_latGD.txt"); 
 
    while(Klat >> f3) 
    { 
    Kepler_latGD[st_vrstica] = -f3;  
    } 
    st_vrstica=0; 
    Klat.close(); 
 
    ifstream Klon("K_lon.txt"); 
 
    while(Klon >> f4) 
    { 
    Kepler_lon[st_vrstica] = f4; 
    st_vrstica++; 
    } 
 
 
    st_vrstica=0; 
    Klon.close(); 
 
    ifstream RK4lat("RK4_latGD.txt"); 
 
    while(RK4lat >> f5) 
    { 
    RK4_latGD[st_vrstica] = -f5;  
    st_vrstica++; 
    } 
    st_vrstica=0; 
    RK4lat.close(); 
 
    ifstream RK4lon("RK4_lon.txt"); 
 
    while(RK4lon >> f6) 
    { 
    RK4_lon[st_vrstica] = f6;  
    st_vrstica++; 
    } 
    st_vrstica=0; 
    RK4lon.close(); 
 
 
    glutInit (&argc, argv); 
    glutInitDisplayMode (GLUT_DOUBLE | GLUT_RGB | GLUT_DEPTH); 
    glutInitWindowSize (1024, 512); 
    glutInitWindowPosition (100, 100); 
    glutCreateWindow ("2D-Projekcija"); 
    glutDisplayFunc (izrisi); 
    glutIdleFunc (izrisi); 
    glutReshapeFunc (ponastaviOkno); 
 









    glutMainLoop (); 
    izbrisiTeksturo( tekstura ); 
 







D  3D-Zemlja 








double rotacija = 0.2; 
 
double * SGP_X; 
double * SGP_Y; 
double * SGP_Z; 
double * Kepler_X; 
double * Kepler_Y; 
double * Kepler_Z; 
double * RK4_X; 
double * RK4_Y; 




void pritiskTipke(unsigned char tipka, int x, int y) 
 { 
 
   if (tipka =='a') 
    { 
    rotacija1 += rotacija; 
    if (rotacija1 >360) rotacija1 -= 360; 
    } 
 
    if (tipka =='d') 
    { 
    rotacija2 += rotacija; 
    if (rotacija2 >360) rotacija2 -= 360; 
    } 
 
    if (tipka =='w') 
    { 
    rotacija3 += rotacija; 
    if (rotacija3 >360) rotacija3 -= 360; 
 
 
    } 
 
   if (tipka =='s') 
    { 
    rotacija4 += rotacija; 
    if (rotacija4 >360) rotacija4 -= 360; 
    } 
 
    if (tipka =='q') 
    { 
    rotacija5 += rotacija; 
    if (rotacija5 >360) rotacija5 -= 360; 
    } 
 
    if (tipka =='e') 
    { 
    rot6 += rotacija; 
    if (rotacija6 >360) rotacija6 -= 360; 




// nalozi teksturo 
 
GLuint loadTexture(Image* slika) { 
 
  GLuint tekstura; 
  glGenTextures(1, &tekstura);  
  glBindTexture(GL_TEXTURE_2D, tekstura);  
  glTexImage2D(GL_TEXTURE_2D,                 
         0,                             
         GL_RGB,                        
         slika->width, slika->height,   
         0,                             
         GL_RGB,  
         GL_UNSIGNED_BYTE,  
         slika->pixels);                  
         return tekstura;  
} 
 
void inicializacija()  
{ 
  glEnable(GL_DEPTH_TEST); 
  glEnable(GL_NORMALIZE); 
  glEnable(GL_COLOR_MATERIAL); 
  quad = gluNewQuadric(); 
 
  Image* slika = loadBMP("Zemlja.bmp"); 
  _tekstura = loadTexture(slika); 







void ponastaviOkno (int sirina, int visina) 
 { 
  glViewport(0, 0, sirina, visina); 
  glMatrixMode(GL_PROJECTION); 
  glLoadIdentity(); 
  gluPerspective(45.0, (float)sirina / (float)visina, 1.0, 40000.0); 
} 
 
void izrisi() { 
 
  glClearColor (1.0,1.0,1.0,1.0); 
 
  glClear(GL_COLOR_BUFFER_BIT | GL_DEPTH_BUFFER_BIT); 
 
  glMatrixMode(GL_MODELVIEW); 
  glLoadIdentity(); 
 
  glTranslatef(0.0f, 0.0f, -30000.0f); 
 
  glEnable(GL_TEXTURE_2D); 
  glBindTexture(GL_TEXTURE_2D, _tekstura); 
 
  glTexParameteri(GL_TEXTURE_2D, GL_TEXTURE_MIN_FILTER, GL_NEAREST); 










  gluQuadricTexture(quad,1); 
 
  glPushMatrix(); 
 
  glRotatef(90.0f, 1.0f, 0.0f, 0.0f); 
  glRotatef(-180.0f, 0.0f, 0.0f, 1.0f); 
 
  gluSphere(quad,6400.0,400.0,400.0); 
 
  glPopMatrix(); 
 
  glLineWidth(3.0); 
 










glColor3f(83.0/256.0, 101.0/256.0, 202.0/256.0); // modra barva 
 
    glBegin(GL_LINE_STRIP); 
 
    for (int stevec = 0; stevec < stevilo_vrstic; stevec ++) 
    { 
    glVertex3f(SGP_Y[stevec], SGP_Z[stevec], SGP_X[stevec]); 
    } 
    glEnd(); 
 
////////////// 




glColor3f(235.0/256.0, 46.0/256.0, 46.0/256.0); // rdeca barva 
 
    glBegin(GL_LINE_STRIP); 
 
    for (int stevec = 0; stevec < stevilo_vrstic ; stevec ++) 
    { 
    glVertex3f(Kepler_Y[stevec], Kepler_Z[stevec], Kepler_X[stevec]); 
    } 
    glEnd(); 
 
///////////////////// 




glColor3f(69.0/256.0, 206.0/256.0, 69.0/256.0); // zelena barva 
 
    glBegin(GL_LINE_STRIP); 
 
    for (int stevec = 0; stevec < stevilo_vrstic; stevec ++) 
    { 
    glVertex3f(RK4_Y[stevec], RK4_Z[stevec], RK4_X[stevec]); 
    } 
    glEnd(); 
 
glColor3f(1.0f, 1.0f, 1.0f); 
 
// izrisi sliko iz bufferja na zaslon 
 





int main(int argc, char** argv) 
{ 
 
    string vrstica; 




    stevilo_vrstic = 0; 
 





    SGPRX.close(); 
 
    int st_vrstica = 0; 
    double f1, f2, f3, f4, f5, f6, f7, f8, f9; 
 
    SGP_X = new double [stevilo_vrstic]; 
    SGP_Y = new double [stevilo_vrstic]; 
    SGP_Z = new double [stevilo_vrstic]; 
 
    Kepler_X = new double [stevilo_vrstic]; 
    Kepler_Y = new double [stevilo_vrstic]; 
    Kepler_Z = new double [stevilo_vrstic]; 
 
    RK4_X = new double [stevilo_vrstic]; 
    RK4_Y = new double [stevilo_vrstic]; 
    RK4_Z = new double [stevilo_vrstic]; 
 
// nalozi podatke iz tekstovnih datotek 
 
    SGPRX.open("SGPR_ecef_X.txt"); 
 
    while(SGPRX >> f1) 
    { 
    SGP_X[st_vrstica] = f1;  
    st_vrstica++; 
    } 
    st_vrstica=0; 
    SGPRX.close(); 
 
    ifstream SGPRY("SGPR_ecef_Y.txt"); 
    while(SGPRY >> f2) 
    { 
    SGP_Y[st_vrstica] = f2;  
    st_vrstica++; 
    } 
    st_vrstica=0; 
    SGPRY.close(); 
 
    ifstream SGPRZ("SGPR_ecef_Z.txt"); 
    while(SGPRZ >> f3) 
    { 
    SGP_Z[st_vrstica] = f3;  
    st_vrstica++; 
    } 
    st_vrstica=0; 




    ifstream KRX("KR_ecef_X.txt"); 
    while(KRX >> f4) 
    { 
    Kepler_X[st_vrstica] = f4;  
    st_vrstica++; 
    } 
    st_vrstica=0; 
    KRX.close(); 
 
    ifstream KRY("KR_ecef_Y.txt"); 
    while(KRY >> f5) 
    { 
    Kepler_Y[st_vrstica] = f5;  
    st_vrstica++; 
    } 
    st_vrstica=0; 
    KRY.close(); 
 
    ifstream KRZ("KR_ecef_Z.txt"); 
    while(KRZ >> f6) 
    { 
    Kepler_Z[st_vrstica] = f6;  
    st_vrstica++; 
    } 
    st_vrstica=0; 
    KRZ.close(); 
 
    ifstream RK4RX("RK4R_ecef_X.txt"); 
    while(RK4RX >> f7) 
    { 
    RK4_X[st_vrstica] = f7;  
    st_vrstica++; 
    } 
    st_vrstica=0; 
    RK4RX.close(); 
 
    ifstream RK4RY("RK4R_ecef_Y.txt"); 
    while(RK4RY >> f8) 
    { 
    RK4_Y[st_vrstica] = f8;  
    st_vrstica++; 
    } 
    st_vrstica=0; 
    RK4RY.close(); 
 
    ifstream RK4RZ("RK4R_ecef_Z.txt"); 
    while(RK4RZ >> f9) 
    { 
    RK4_Z[st_vrstica] = f9;  
    st_vrstica++; 
    } 
    st_vrstica=0; 





  glutInit(&argc, argv); 
  glutInitDisplayMode(GLUT_DOUBLE | GLUT_RGB | GLUT_DEPTH); 
  glutInitWindowSize(800, 800); 
  glutCreateWindow("3D-Zemlja"); 
  inicializacija(); 
  glutDisplayFunc(izrisi); 
  glutIdleFunc (izrisi); 
  glutKeyboardFunc(pritiskTipke); 
  glutReshapeFunc(ponastaviOkno); 
  glutMainLoop(); 
 
return 0; 
} 
 
 
 
