Abstract. Telecommunication services are widespread and subject today to tensions on a competitive market. Telecommunication service design is more and more software oriented. To reduce time to market and cost of services, a service designer better need to simulate and evaluate his design earlier. The approach proposed in this paper is to reduce the abstraction gap between modeling and simulation phases using model transformation. But manual transformations are so far time consuming and error prone. As a trustworthy solution, model based techniques and associated transformations permit to systematically link service models with simulation phase before realization. We thus propose as a first contribution a meta-model dedicated to concepts of IP Multimedia Subsystem core network as a case study. Our meta-model constrains and defines such network entities to be used in the code generation, which is our second contribution. The implementation of a video conference service permits to illustrate our workbench.
Introduction
During the recent years, telecommunication economy has been expanding rapidly, due to the increasing numbers of network and Internet users, and huge expansion of the available bandwidth. Clients of an operator require high quality of service and easy access (in terms of configuration use, interface,...) with reasonable fees. They can nowadays pay their bills, buy goods, download/upload files, chat and join video conferences. . . using their mobile phones or other types of terminals. It is important for telecommunication service providers to design and implement such new telecom services in an efficient way before realization, so they can enter the service market more rapidly, trustworthy, and successfully.
Designing a new service is still a daunting task: from an early informal expression of user's needs, the provider should design, develop, test,... and integrate it in a platform/environment. For the design phase, we can consider a high level abstraction of the service, which makes it possible for the designer to cope with the complexity. In this proposal, our purpose is to assist this designer, as domain experts having finally to combine a high level abstraction with a low level one, e.g. network components and connectors. The low level expertise make it possible to design, plan, connect, and configure several equipments such as routers and switches, while the high level provides a higher abstraction which provides to each component an interface, a behavior, features and properties.... The issue is to reconcile both levels.
A recent PhD dissertation explored a new Domain Specific Modeling Language (DSML) [10] , where designers can design new telecom service models using a friendly and graphical user interface including high level of abstraction entities and relationships. The proposed Domain Specific Modeling Language (DSML extensions on ArchiMate) respects a multi-layer framework called the Enterprise Architecture (EA) from the Open Group [24] .This architecture is composed of three main layers (Business, Application, and Technology) that differ in the abstraction level and provide complementary view points. The associated tool produces models that need to be implemented to provide the service function analysis. Nevertheless, models contain information that can be used to simulate behavior or check properties, e.g. check message-flow to discover eventual design errors. Once a model is designed, the next step is to verify this model by simulation which can give early feedbacks on the service. These feedbacks will make it possible to detect and identify flows and errors in the design, which are to be corrected. With this approach, deployment cost and time could ultimately be reduced. Our main goal is to establish a link between models and suitable well known simulators, depending on the domain.
Telecommunication services is the domain of interest in this paper. The aforementioned approach is tested using network traffic measurement reports to evaluate the behavior of service models produced by a defined DSML, then to make modifications to the models accordingly. The Core Network used for the service simulation process as a case study is the well known IP Multimedia Subsystem (IMS). Our first contribution in this paper is in producing a meta-model that defines the IMS core network in the technology layer of the EA [11] . This provides the link between the other higher level layers and the network level, as it includes the IMS components and the most important functions needed for implementing a new telecom service. A designer will use the DSML to produce his telecom service models that conform to the proposed meta-model. From this model the designer can obtain the simulation scenario as a configuration file specific for a network simulator. This is achieved by using model transformation (code generation) step which is our second contribution.
In Section 2, we highlight the benefits of models and metamodeling approaches for telecom services, and we describe why model driven engineering approach is a proper approach. Also we indicate briefly to the concepts of Archi-Mate and Enterprise Architecture and the relation between them. In Section 3, we present briefly the concepts of the IMS and its basic protocol, to show why it is a potential suitable solution for new service implementation. In Section 4, we present our first contribution in designing an IMS dedicated meta-model, and how to use it so as to represent a service using networking simulators which is our second contribution. Such simulations make it possible to analyze and test service behaviors and message-flows so a designer can make the modifications on his early design whenever necessary. In Section 5, we illustrate how models can be used and applied in the context of a video conference service. Obviously, the IMS core network is used as our framework architecture.
2 Development with models in Model Driven Engineering
Model Driven Engineering
Definition 1 (Model [20] ). is a simplified representation or an abstract description of a part of the world named the system.
The Meta-Model (MM)"defines by itself a language for describing a Specific Domain of interest" [8] . The motivation from designing a MM is the large number of possible domain-specific models that conform to it.
Definition 2 (Model Driven Engineering (MDE) [10] ). is a software development method which focuses on creating and exploiting domain models. It allows the exploitation of models to simulate, estimate, understand, communicate and produce code.
In MDE, models are considered as the unifying concept in IT engineering, and they can appear in different forms (λ-models) due to the specific needs [18] . Models are useful, as they are powerful for documenting, decomposing complexity of systems. They are known as the initial design diagrams that are used to communicate ideas between developers [18] as they have the capability of describing the system in terms of entities, properties, functions, and relationships.
Model Driven Engineering has been investigated with success in software engineering [16, 22] and new techniques have been developed such as model transformation [14] . Numerous support tools have been developed these last years and Eclipse plays a central role in IT domain nowadays.
Eclipse forms a complete development environment as it provides tools for modeling, such as Meta-tools (Eclipse Modeling Framework), editors, compilers,. . . . EMF supports graphical editors to deal with different types of models such as ecore files. Eclipse also contains a lot of model transformation languages such as XPAND [15] , ATL [2], QvT [21] . The concept behind the meta-tool is that it allows specification and generation of another tool [13, 12] . We see that eclipse forms a complete environment that supports the Model Driven Engineering approach. 
Enterprise Architecture and ArchiMate
Enterprise Architecture (EA) [17] :"is an instrument to articulate an enterprise's future direction, while also serving as a coordination and steering mechanism toward the actual transformation of the enterprise". ArchiMate [1] : "is an open and independent enterprise architecture modeling language to support the description, analysis and visualization of architecture within and across business domains in an unambiguous way".
Enterprise Architecture specifies how the services and products are offered by processes and applications. In order to manage complexity of service design, EA (Fig 1) decomposes an Enterprise into two dimensions, the aspect dimension and the layer one. The layer dimension purpose is to separate between specifications of designers into different layers of abstraction. The aspect dimension provides an aspect conceptualization of an enterprise. Both dimensions divide the framework to smaller cubes, each cube forms a viewpoint. ArchiMate (Fig  1) offers a modeling language to design the architecture.
IP Multimedia Subsystem (IMS)

Definition and reasons of choice
Definition 3 (IP Multimedia Subsystem (IMS) [4] ). is an architectural framework for delivering Internet Protocol (IP) multimedia services IP multimedia Subsystem (Fig.2 ) can be integrated with Internet, as it handles all communications in Packet Domain. Also it plays an important mediation role which allows the operators to provide common services between 3G, Wi-Fi and other wired IP networks like Digital Subscriber Line (DSL). Those features make IMS a suitable core network to rely on when designing telecom services that may [9] work on different types of devices (Mobile, PDA, Laptop,. . . ). Telecom Services are becoming more and more software based. IMS gives a solution for such a revolution due to its Application Server (AS) component [9] , and the structure of the signaling protocol used to initialize the sessions (SIP protocol) which is an application layer protocol [6] . [6] : is an IETF-defined signaling protocol widely used for controlling communication sessions such as voice and video calls over Internet Protocol (IP). The protocol can be used for creating, modifying and terminating two-party (unicast) or multiparty (multicast) sessions. Sessions may consist of one or several media streams.
Session Initiation Protocol (SIP)
SIP is used in IMS as the basic signaling protocol to create sessions and manage them, as it is based on the structure of the wide used Internet protocol HTTP. SIP service developers can use all the service frameworks developed for HTTP, such as CGI (Common Gateway Interface) and Java servlets [9] . SIP does not differentiate the User-to-Network Interface (UNI) from a Network-toNetwork Interface (NNI), but it works as end-to-end.
In NS-2 simulator [19] , there were efforts to simulate the SIP protocol and integrate it to IMS core network. For this context, we compared between the capabilities of NS-2 and the capabilities of OPNET simulator. We found that OPNET [5] was more adequate than NS-2 because OPNET provides higher level of abstraction by creating customized higher level applications. In OPNET, one can define his new customized application using the task configuration entity provided by OPNET. 4 A meta-model for IMS and code generation process
IMS meta-model proposal
We have selected Enterprise Architecture (EA) [23] to present meta-model in a way that fits well the expertise of Network Architect. We have selected the ArchiMate standard to model the IMS Architecture. Aspects native to ArchiMate are derived from [24] and [23] . In (Fig 3) , the entities that are tagged with (S character) are the structural ones, entities that are tagged with (B character) are the behavioral ones, while the Information entities are tagged with (i character). One can link between the colors of the entities in (Fig 3) to those in (Fig 1) .
Meta-model design justification
When building a meta-model for IMS, we have numerous solutions in joining the entities and their relations. We have proposed a meta-model that appears in (Fig.3) . We provide below a few explanations and rationale: The MM is divided into 3 sections from aspect point of view, the artifact entity on the left "informational aspect", the Behavioral entities in the middle, and the structural entities on the right. The InfrastructureInterface and the InfrastructureService entities are positioned on the top of the MM, this shows the separation between the structural aspect and the behavioral one. The structural aspect represents the hardware part, while the behavioral one represents the software part of IMS core network. But there is also a usage relationship between them, where the InfrastructureService is assigned to the InfrastructureInterface. For example, the PDF (Policy Decision Function) is assigned to the P-CSCF node type [9] . The InfrastructureService accesses the Artifact entity. This is logical, as software functions need sometimes input of data to perform their tasks. In the list below, we present the rest of rationales grouped by their aspects:
-Structural Entities
• The connection between the NodeInterface entity and the protocol entity is the aggregation relationship. The NodeInterface should contain at least one protocol to use to communicate with other entities.
• The connection between the NodeInterface entity and the CommunicationPath entity is an association relationship. This means that an interface should have a physical communication media to send/receive data. "NodeInterface deals with software and the hardware concepts".
• Every node entity has an aggregation relationship with the NodeInterface entity. The source entity can have a group of the target entities, which are initiated and controlled by the source entity. For example: HSS has many interfaces with other nodes due to its central role. So it has (Fig.2) Cx interfaces with the S-CSCF and I-CSCF, and Si interface with IM-SSF,. . .
• A protocol entity can be: a Diameter, CAP, or SIP (inheritance relationship between the Protocol entity and the mentioned protocol types). But there are many other protocols used in IMS and we just included some of them. One can extend the Meta-Model (Fig.3) and add new protocols.
• The CommunicationPath represents the communication route that may pass through several non-IMS nodes such as routers.
• A network entity is connected to the CommunicationPath entity through realizes relationship, so the CommunicationPath is implemented by a Network.
-Behavioral Entities
• Every behavioral entity inherits its specifications from the TechnologyFunction entity. This relation provides the ability of defining common specifications for all behavioral entities such as the triggering relationship that is targeted from the TechnologyFunction to itself. For example, the StartSession function can call the PDF (Policy Decision Function) as they are both TechnologyFunctions.
• Every behavioral entity is connected to a node entity through an assignment relationship, so a node cannot use a behavior that is not assigned to it. A node function could be one or sequence of behaviors that are assigned to that node, triggering relationship provides that sequence. This meta-model (Fig.3) contains the types of the entities and relationship definitions that will constrain the next step when a new service model will be fed to the code-generation engine. For example, every entity in the service model of type that is not defined in the meta-model will be rejected. 
Code Generation Engine
Our objective is to provide a link between the service model and the simulators. After providing the meta-model in the previous section, we defined the constraints, entities, and relationships of the service model using the DSML [11] . Now we need to configure the network simulator automatically to present the same network and functionality design of the service model. In model driven engineering, model transformation provides an adequate solution for our objective. Model Transformation has many types [20] , but what we need for our objective is the Model to Text (M2T) type. After comparing between ATL, and XPAND we found that the XPAND is more adequate language for our objective as it is a M2T model transformation language. Now we can generate text files in a format that is targeted to the specifications of the network simulator.
XPAND Model Transformation Language [3]
, is a statically-typed template language featuring polymorphic template invocation, aspect oriented programming, functional extensions, a flexible type system abstraction, model transformation and validation. Includes an editor which provides features like syntax coloring, error highlighting, navigation, refactoring and code completion.To start the code generation process presented in the (Fig.4) we need the two models: Meta-Model that defines the entities of the service model and the relationships between them, and the Service Model that conforms to the MetaModel and describes the service structural and behavioral entities. Also we need the XPAND template. Fig.5 shows an example of checking realization relationships. One can see that XPAND code contains iterations, lists, and conditions.
Video Conference Example using IMS
Video Conference [7] : is a set of telecommunication technologies which allow two or more locations to communicate by simultaneous two-way video and audio Fig. 6 . IMS Conference joining message flow chart [9] transmissions. It has also been called 'visual collaboration' and is a type of groupware. The Meta-model is the same which proposed in (Fig.3 ), the service model was divided into two models: structural model, and behavioral model due to their large sizes. The service models that includes the specifications of the Joining Conference Case study are presented in [11] , where the service design contains models for the 3 ArchiMate layers; not only the technology layer.
Behavioral model to Task configuration in OPNET
In OPNET simulator, we have the customized application feature. The application events are defined in the task configuration entity in the same scenario configuration file that contains the network structural description. The idea is to transform the behavioral service model into events that are configured automatically in the task configuration table inside OPNET scenario. The behavioral service model described in [13] is following the flow chart in (Fig.6 ) [9] . After running the scenario (that is generated by the code generation engine using Eclipse) in OPNET simulator, we can trace the message flow chart described in (Fig.6 ) on the 2D-Animation screen (OPNET). The succession in calling behaviors, there is a relationship called (Triggering Relationship). The triggering relationship is defined in the meta-model (Fig.3) . Fig. 7 . UDP traffic received by Application Server in the Joining conference scenario; generated using OPNET Fig. 8 . UDP Traffic sent by P-CSCF11 node in the joining conference scenario, generated using OPNET
Measurement Analysis
We are going to take two charts from the measurement reports produced by OPNET, one for the Application Server and the other is for the P-CSCF and analyze them. In the figure (Fig.7) , the chart presents the traffic received by the Application Server node (AS). There are two traffic areas that are separated by the dashed line ("the starting time of our application is set to start after 80 seconds"), the traffic to the left of that line is a routing protocol one, while the traffic shown to the right is the joining conference application traffic. In the figure (Fig.8) , the P-CSCF node starts its packet exchange before the application server; P-CSCF application-traffic starts at the time "1,30 minutes". The separation period between the peaks in (Fig.7) is smaller than the corresponding one in the (Fig.8 ). This is because there are 4 nodes that need to finish their roles before returning the (Session Progress) SIP message back. The case is different when we talk about the Application Server, which should negotiate for the session setup with the MRFP and S-CSCF as presented in (Fig.6 ). After the session resources are reserved, AS sends the SIP message containing the session description (Session Progress) back to the user agent through the P-CSCF. That is why the time period between the peaks is narrow in the AS chart comparing to that in the P-CSCF.
Conclusion and Future work
In this paper, we have presented our results on modeling telecom services based on a Model Driven Engineering approach. Model based techniques and transformations are powerful ways to build and execute a model with a link to network simulators. Simulation can further provide insightful results that may be used to modify models. We have selected IP Multimedia Subsystem (IMS) as the architectural framework of the modeling platform due to its wide usage in the domain. Selecting IMS for our technology layer gives the feature of various IP applications selection possibilities, that a designer could use in building his service-functions.
Our first main contribution is (1) a meta-model to describe IMS. Using Metamodels in the design cycle gives the design models re-usability, variability, and commonality, and permits the configuration of each specific application to be selected according to the domain specifications. With this meta-model, integrated in the Eclipse development environment, we have been able to provide our second contribution: to (2) represent IMS within network simulators and perform checks/analysis to the designed service (e.g. videoconferencing). With the video conference example, we have shown how, using the IMS meta-model and code generation, that it is possible to generate configuration files for various simulators and execute them. Through this, it is thus possible to execute more or less a model. For the future, on the one hand, the authors propose to investigate how the mentioned simulation results can be fed into the various model directly, so as to assist designers during the various phases, and especially after potential reconfigurations and supporting non regression. On the other hand, based on the Model Driven Engineering Techniques, we plan to investigate more deeply how several model transformation could be managed so as to simulate and check higher abstract models on several tools, in which preferable order and at the right time. Almost, a defined tool chain is also susceptible to be acquainted with specific information such as certification levels of tools for trustworthiness.
