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RESUMO
MALDETECT: UMA METODOLOGIA AUTOMATIZA´VEL DE DETECC¸A˜O
DE MALWARES DESCONHECIDOS
Autor: Leandro Silva dos Santos
Orientador: Dino Macedo Amaral
Programa de Po´s-graduac¸a˜o em Engenharia Ele´trica
Bras´ılia, Junho de 2016
O cena´rio de ataques ciberne´ticos, acompanhando a modernizac¸a˜o das ferramentas
de detecc¸a˜o e remoc¸a˜o, tem se tornando cada vez mais complexo de ser detectado e
mitigado. Com isso as ferramentas tradicionais de detecc¸a˜o e remoc¸a˜o de ameac¸as
esta˜o cada vez menos eficiente, principalmente por aquele seguimento que utiliza uma
abordagem de detecc¸a˜o baseada em assinatura. Este trabalho propo˜e uma metodologia
automatiza´vel de detecc¸a˜o de malwares desconhecidos, ou seja, aqueles que na˜o foram
detectados pelas ferramentas tradicionais. A metodologia apresentada neste trabalho,
denominada aqui por Maldetect, coleta e correlaciona caracter´ısticas comportamentais
t´ıpicas de co´digos maliciosos, que esta˜o presente no dump memo´ria vola´til, com o
objetivo de identificar os artefatos que mais realizam atividades t´ıpicas de malware.
Ale´m disso, foi constru´ıda uma ferramenta usando as linguagens de programac¸a˜o PHP
e Python, denominada Maldetect Tool, a qual automatiza a metodologia proposta.
Esta ferramenta analisou dumps da memo´ria vola´til infectados com co´digos maliciosos
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The scenario of cyber attacks, following the modernization of detection and removal
tools is becoming increasingly complex to be detected and mitigated. Thus the tradi-
tional tools of detection and removal of threats are becoming less efficient, especially
by those that use a signature-based detection approach. This paper proposes an au-
tomatable method of detecting unknown malware, ie those that were not detected by
traditional tools. The methodology presented in this work, called here by Maldetect,
collects and correlates typical behavioral characteristics of malicious code, which are
present in the volatile memory dump , in order to identify artifacts that most perform
typical activities of malware. Moreover, it was built a tool using the languages of PHP
and Python, called Maldetect Tool, which automates the proposed methodology. This
tool analyzed the volatile memory dumps infected with malicious code and generated
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1 INTRODUC¸A˜O
O cena´rio de ataques ciberne´ticos, acompanhando a modernizac¸a˜o das ferramentas de
detecc¸a˜o e remoc¸a˜o, tem se tornando cada vez mais complexo de ser detectado e mi-
tigado. A indu´stria de antiv´ırus (AV) tem se demonstrado ineficiente contra ameac¸as
avanc¸adas, principalmente por aquele seguimento que utiliza detecc¸a˜o baseada em as-
sinaturas. Este tipo de detecc¸a˜o pode ser burlada pelos malwares que utilizam te´cnicas
de polimorfismos e metamorfismo (BAILEY et al., 2007). Apesar disso, o AV ainda
possui seu espac¸o no arsenal de seguranc¸a da informac¸a˜o.
Inicialmente, os malwares tinham objetivos simples, como apagar arquivos ou provocar
erros, ou ainda executar atividades indesejadas em um computador, as quais eram per-
cebidas pelos usua´rios. Pore´m, com o avanc¸o dos malwares, alguns tipos ja´ sa˜o capazes
de capturar, interceptar e ate´ sequestrar dados relevantes das v´ıtimas. Este u´ltimo
tipo de malware (chamados de ransomware(AJJAN, 2013)) criptografa os arquivos da
v´ıtima e pedem pagamento em dinheiro (geralmente utilizam a moeda digital bitcoin1)
em troca da decifragem destes arquivos (BLUNDEN, 2011).
Existe ainda o conceito de Advanced Persistent Threats - APT (Ameac¸a Persistente
Avanc¸ada), a qual geralmente possui alvos espec´ıficos e utiliza te´cnicas avanc¸adas,
como a explorac¸a˜o de uma ou mais vulnerabilidades 0-day e o uso de certificados
falsificados, para comprometer as estac¸o˜es de seus alvos(YANG; TIAN; DUAN, 2014).
Assim, na maior parte dos casos, na˜o sa˜o produzidos por indiv´ıduos isolados, mas
sim por instituic¸o˜es, crime organizado ou governos que mediante objetivos espec´ıficos
ajudam a financiar tais atividades(BLUNDEN, 2011). Geralmente, este tipo de ameac¸a
e´ usado em atividades de espionagem ou sabotagem (LI, 2011). Sa˜o exemplo de ameac¸as
avanc¸adas persistentes:
* Stuxnet: seus alvos eram as usinas nucleares do Ira˜ e tinha o objetivo de impedir
ou dificultar que eles produzissem armas nucleares. Este co´digo malicioso pode




* Operac¸a˜o Aurora: foi uma se´ria de ataques que tinha como alvo mais de 30
grandes empresas, tais como: Google e Adobe. Estes ataques exploravam uma
vulnerabilidade 0-day do Internet Explorer (MACAFEE, 2010).
* Uroburos: este rootkit e´ composto por dois arquivos: um driver e um mini sistema
de arquivos encriptado. Tinha como objetivo roubar informac¸o˜es e seu principal
alvo era os Estados Unidos(DATA, 2014).
A forense de memo´ria vola´til e´ umas das principais te´cnicas utilizadas para analisar
essas ameac¸as avanc¸adas, pois e´ eficiente na identificac¸a˜o de caracter´ısticas comporta-
mentais t´ıpicas de rootkits e outros tipos de malware(STU¨TTGEN; COHEN, 2013).
Ale´m disso, a ana´lise de memo´ria permite reconstruir o estado original do sistema
no momento da coleta, identificar quais arquivos esta˜o sendo acessados, as conexo˜es
de redes que foram abertas, dentre outros dados relevantes para a detecc¸a˜o de ac¸o˜es
realizadas pelos co´digos maliciosos(LIGH et al., 2010).
Dessa forma, este trabalho propo˜e uma metodologia automatiza´vel de ana´lise de memo´ria
vola´til, denominada Maldetect. Esta e´ capaz de coletar carater´ısticas comportamentais
e correlacionar as informac¸o˜es de forma a identificar quais artefatos sa˜o os potenciais
malwares. E com base nesta metodologia, foi constru´ıda uma ferramenta que automa-
tiza a ana´lise do dump de memo´ria vola´til do Sistema Operacional Window 7. Ao final
e´ apresentado os resultados das ana´lises realizadas por esta ferramenta.
1.1 JUSTIFICATIVA E MOTIVAC¸A˜O
O instituto AV-TEST independente de seguranc¸a de TI registra mais de 390 mil novos
malwares por dia (AV-TEST, 2015). A figura 1.1 mostra o gra´fico da quantidade de
novos malwares que foram detectados por este instituto nos u´ltimos dez anos. Os
dados apresentados foram coletados ate´ o dia 03 de junho de 2016, por isso o nu´mero
de artefatos de 2016 e´ menor que o de 2015. Observando este aumento de criac¸a˜o
de novos co´digos malicioso, que sa˜o considerados 0-day, fica claro que me´todos de
detecc¸a˜o baseado em assinaturas na˜o sa˜o suficientes para proteger os atuais sistemas
de informac¸a˜o. Dessa forma, este projeto apresenta uma metodologia de detecc¸a˜o de
ameac¸as ciberne´ticas baseada na identificac¸a˜o de anomalias comportamentais, obtidas
a partir da ana´lise de memo´ria vola´til do Sistema Operacional.
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Figura 1.1: Gra´fico de novos malwares detectados pelo instituto AV-TEST nos u´ltimos 10
anos (AV-TEST, 2015).
1.2 METODOLOGIA
A metodologia do presente trabalho consistiu, em primeiro lugar, em fazer uma revisa˜o
bibliogra´fica referente ao tema proposto. Levantou-se as metodologias de ana´lise de
memo´ria vola´til existentes e trabalhos relacionados. As bibliografias levantadas servi-
ram de base para a elaborac¸a˜o a metodologia proposta neste trabalho. Ale´m disso,
foi realizado um estudo de casos para construir o proto´tipo de uma ferramenta que
automatizou tal metodologia.
1.3 OBJETIVOS
Este trabalho tem como objetivo elaborar uma metodologia automatiza´vel de ana´lise
de memo´ria vola´til que seja capaz de detectar os artefatos que mais realizam atividades
t´ıpicas de malware. Este objetivo geral sera´ divido nos seguintes objetivos espec´ıficos:
* Estudar as metodologias existentes e os trabalhos relacionados;
* Propor uma nova metodologia baseada nas existentes, de maneira que suas fases
possam ser realizadas de forma automatizada;
* Construir uma ferramenta que automatize a metodologia proposta;
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* Utilizar a ferramenta constru´ıda para realizar a ana´lise automatizada de dumps
de memo´ria vola´til infectados com co´digo malicioso.
1.4 ORGANIZAC¸A˜O DA DISSERTAC¸A˜O
Este trabalho esta´ organizado da seguinte forma: o cap´ıtulo 2 apresenta as ferramentas
e metodologias de ana´lise de memo´ria para detecc¸a˜o de artefatos maliciosos. O cap´ıtulo
3 detalha as fases da metodologia Maldetect para detecc¸a˜o de malwares desconhecidos
a partir da ana´lise do dump de memo´ria vola´til. O cap´ıtulo 4 descreve as te´cnicas
utilizadas na construc¸a˜o de uma ferramenta que implementa a metodologia Maldetect
para o Sistema Operacional Windows 7. O cap´ıtulo 5 apresenta os resultados obtidos a
partir da execuc¸a˜o da Maldetect Tool para detecc¸a˜o de artefatos maliciosos em dumps
de memo´ria vola´til de estac¸o˜es infectadas e por fim, no u´ltimo cap´ıtulo, sa˜o feitas as




Ana´lise de memo´ria vola´til foi um dos principais temas do desafio de 2005 do Digi-
tal Forensic Research Workgroup (DFRWS), o que motivou um esforc¸o de pesquisa
e desenvolvimento de ferramentas nesta a´rea(DFRWS, 2005). Este desafio deu in´ıcio
aos estudos de ana´lise de memo´ria usando te´cnicas forenses. Em (VO¨MEL; FREI-
LING, 2011), Vo¨mel publicou um survey que apresenta va´rias te´cnicas de aquisic¸a˜o
de memo´ria baseada em software e hardware. Mostrando, tambe´m, va´rias te´cnicas de
ana´lise de processos, de recuperac¸a˜o de chave criptogra´fica, de ana´lise de registro de
sistemas, de redes, de arquivos, do estado do sistema e de uma aplicac¸a˜o espec´ıfica
baseada nas estruturas de memo´ria do Sistema Operacional. Essas te´cnicas sa˜o am-
plamente utilizadas na ana´lise manual de memo´ria vola´til.
Em (HU et al., 2013), Liang Hu et al. mostrou a importaˆncia de automatizar o processo
de ana´lise de memo´ria vola´til. O artigo propo˜e automatizar a ana´lise de memo´ria
baseada em dois fluxos (DLL flow e Process flow). Em cada fluxo sa˜o coletados diversos
dados que sera˜o processados e correlacionados gerando um relato´rio. Pore´m, apenas
os dados do fluxo de DLL sa˜o processados automaticamente.
Em (ESHAN, 2014), outra soluc¸a˜o de automatizac¸a˜o da ana´lise de memo´ria foi apre-
sentada por Fahad - Associate Director Security Research and Analytics UBS AG. Ela
e´ composta de treˆs fases: primeiro e´ a aquisic¸a˜o da memo´ria para um drive seguro que
fique oculto para o usua´rio. Segundo, e´ a execuc¸a˜o do Volatility2 para extrac¸a˜o das
informac¸o˜es relevantes contidas no dump da memo´ria. As duas primeiras fases sera˜o
executas a cada 30 minutos. Por fim, essas informac¸o˜es sa˜o enviadas para um servidor
central que fara´ a ana´lise. Esta fase executara´ um algoritmo de comparac¸a˜o do dump
atual com as informac¸o˜es contidas na base de dados. Com essa abordagem, e´ poss´ıvel
identificar a criac¸a˜o de novas conexo˜es de redes, novos servic¸os, alterac¸a˜o e criac¸a˜o de
chaves de registros, entre outros dados. O problema e´ o aumento do processamento do
host e o volume de dados sendo transferidos pela rede.
2Framework de ana´lise de memo´ria vola´til. http://www.volatilityfoundation.org/
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Figura 2.1: Resultado da aquisic¸a˜o de memo´ria com te´cnicas de antiforense ativada(STU¨TT-
GEN; COHEN, 2013).
Como a ana´lise de memo´ria tem sido amplamente aplicada na identificac¸a˜o de co´digo
malicioso, existem alguns cuidados que devem ser levados em considerac¸a˜o na fase de
coleta da memo´ria vola´til, pois o processo de aquisic¸a˜o, geralmente, requer a execuc¸a˜o
de co´digo na ma´quina infectada. Este processo pode ser interferido pelo malware
em execuc¸a˜o. Em (STU¨TTGEN; COHEN, 2013), Johannes analisou va´rias te´cnicas
antiforense que interferiam na aquisic¸a˜o da memo´ria e testou as principais ferramentas
com o objetivo de identificar quais delas seriam resistentes a estas te´cnicas. O resultado
encontrado pode ser observado na figura 2.1 e nenhuma ferramenta foi resistente a todas
as principais te´cnicas antiforense.
2.2 METODOLOGIAS DE ANA´LISE DE MEMO´RIA VOLA´TIL
No campo da computac¸a˜o forense, a ana´lise de memo´ria vola´til pode trazer resultados
mais eficazes na detecc¸a˜o de co´digos malicioso do que a ana´lise de artefatos de disco,
ja´ que a ana´lise de memo´ria identifica as ac¸o˜es que esta˜o sendo executadas pelo Sis-
tema Operacional e pelos aplicativos em execuc¸a˜o no momento da coleta do dump da
memo´ria vola´til.
Ale´m disso, a ana´lise de memo´ria pode prover va´rias informac¸o˜es sobre o estado do
sistema em tempo de execuc¸a˜o, por exemplo: quais processos esta˜o em execuc¸a˜o, co-
nexo˜es de rede abertas e comandos executados recentemente. Os dados que ficam
criptografados no disco, geralmente na˜o esta˜o criptografados ao serem carregados na
memo´ria vola´til. Tambe´m e´ poss´ıvel encontrar na memo´ria chaves criptogra´ficas, ar-
quivos confidenciais e histo´rico dos browsers no modo de navegac¸a˜o anoˆnima (LIGH et
al., 2014).
Dessa forma, a seguir sa˜o descritas treˆs metodologias de ana´lise de memo´ria vola´til para
detecc¸a˜o de artefatos maliciosos, as quais constituira˜o a base da metodologia proposta
neste trabalho.
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2.2.1 METODOLOGIA DO SANS - SYSTEM ADMINISTRATION, NETWOR-
KING AND SECURITY
A metodologia do SANS de ana´lise de memo´ria vola´til esta´ focada na busca de artefatos
maliciosos residentes em memo´ria, ou seja, em execuc¸a˜o no Sistema Operacional. Sua
descric¸a˜o na˜o esta´ concentrada em um u´nico documento, mas e´ descrita em alguns
casos de uso e posters pu´blicos. Em (LEE, 2013) a metodologia e´ apresentada como
sendo o nono passo da busca por malwares desconhecidos, como mostra a Figura 2.2.
Esta metodologia e´ composta de seis passos, alguns desses passos ja´ sa˜o executados
em uma ana´lise padra˜o de memo´ria, e outros sa˜o espec´ıficos para encontrar artefatos
maliciosos. A ana´lise de memo´ria vola´til nos fornece resultados capazes de identi-
ficar te´cnicas usadas por rootkits, os quais procuram dificultar sua detecc¸a˜o atrave´s
da alterac¸a˜o do comportamento normal do Sistema Operacional. Assim, este tipo de
co´digo malicioso pode ocultar sua localizac¸a˜o no sistema de arquivos e sua execuc¸a˜o
em memo´ria.
Figura 2.2: Metodologia de ana´lise de memo´ria do SANS, adaptado de (LEE, 2013).
2.2.1.1 Identificar processos estranhos
Na fase de ana´lise de processos, devemos coletar algumas informac¸o˜es, tais como: nome
do processo, caminho no sistema de arquivos do Sistema Operacional, processo “pai”,
linha de comando, hora de inicializac¸a˜o e SIDs (security identifier). Esses dados sera˜o
usados para: identificar processos leg´ıtimos; verificar a escrita correta do nome; iden-
tificar caminhos suspeitos dos processos; verificar o “pai” do processo; e identificar
paraˆmetros de linha de comando que iniciou o processo. Um processo e´ denominado
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processo “pai” (PPID- parent pid) quando ele cria outro processo (este e´ denominado
processo “filho”) (WOODHULL; TANENBAUM, 2000).
2.2.1.2 Analisar DLLs e handles de processos
Para realizar a ana´lise de DLLs e processos e´ preciso identificar as diferenc¸as entre
programa e processo. Um programa e´ uma sequeˆncia esta´tica de instruc¸o˜es; ja´ um
processo conte´m um conjunto de recursos usados por uma instaˆncia de um programa.
Em (RUSSINOVICH; SOLOMON; IONESCU, 2012) sa˜o apresentados componentes
de um processo do Sistema Operacional Windows:
* Um espac¸o de enderec¸amento virtual;
* Um programa executa´vel;
* Um lista de handles3 para va´rios recursos do sistema (por exemplo: portas de
comunicac¸a˜o, sema´foros e arquivos abertos);
* Uma lista de Threads ;
* Um contexto de seguranc¸a; e
* Lista de DLLs (dynamic-link libraries) associadas.
Nesta fase, sa˜o analisados os handles associados aos processos de maneira a identi-
ficar alguma atividade maliciosa. Muitos malwares usam um handle do tipo mutex 4
(acroˆnimo para o termo em ingleˆs, mutal exclusion, ou exclusa˜o mu´tua) para identificar
se o malware ja´ foi instalado na ma´quina da v´ıtima, e caso o mutex desse malware es-
teja presente na ma´quina o co´digo malicioso na˜o executa nenhuma tarefa. Ale´m disso,
deve-se verificar os caminhos em disco das DLLs, pois apesar de terem nomes leg´ıtimos
podem estar armazenados em direto´rios diferentes do padra˜o do Sistema Operacional.
3Refereˆncia abstrata para um recurso (RUSSINOVICH; SOLOMON; IONESCU, 2012).
4Mecanismo de sincronizac¸a˜o usado para serializar o acesso a` um recurso (RUSSINOVICH; SO-
LOMON; IONESCU, 2012).
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2.2.1.3 Avaliar os artefatos de rede
Durante a ana´lise dos artefatos de rede deve-se identificar as portas TCP suspeitas e
os processos associados a elas, bem como os indicativos da presenc¸a de backdoors e a
reputac¸a˜o dos IP’s que a ma´quina esta´ conectada. Dessa forma, podemos identificar
atividades t´ıpicas de co´digos malicioso com relac¸a˜o as conexo˜es de rede(TILBURY,
2012).
2.2.1.4 Procura por evideˆncias de injec¸a˜o de co´digo
Em (TILBURY, 2012), sa˜o apresentadas duas te´cnicas de injec¸a˜o de co´digo:
* Injec¸a˜o de DLLs : muito utilizada pelos malwares, eles utilizam algumas cha-
madas de sistema, tais como: VirtualAllocEx(), CreateRemoteThread e SetWin-
dowsHookEx() para carregar uma DLL no contexto de um processo ja´ em execuc¸a˜o;
* Processos ocos : o malware cria uma nova instaˆncia de um processo leg´ıtimo e
substitui a a´rea de co´digo do processo leg´ıtimo pelo seu co´digo malicioso e obteˆm
as DLLs, os handles e outros recursos do processo original.
A detecc¸a˜o de injec¸a˜o de co´digo pode ser feita varrendo a memo´ria procurando por
setores marcados com permissa˜o de escrita e execuc¸a˜o e que na˜o tenham um mapea-
mento para um arquivo. Tambe´m pode ser feita uma comparac¸a˜o entre o co´digo de
memo´ria e co´digo do arquivo em disco para verificar o n´ıvel de similaridade(TILBURY,
2012).
2.2.1.5 Verificac¸a˜o de assinaturas de hooking
Hook pode ser definido como uma te´cnica utilizada por rootkits para modificar o com-
portamento normal de um mo´dulo ou func¸a˜o de um processo. Este ataque pode ser a
n´ıvel de kernel ou a n´ıvel de usua´rio dependendo do n´ıvel de permissa˜o de execuc¸a˜o do
processo alvo do ataque.
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Basicamente, existem quatro te´cnicas utilizadas pelos rootkits que devem ser verificadas
nesta fase da metodologia. Deve-se verificar a System Service Descriptor Table (SSDT)
- tabela que conte´m um array de ponteiros para as func¸o˜es de tratamento de cada
system call. As entradas da SSDT podem ser alteradas pelos rootkits e, assim, o co´digo
malicioso pode modificar a sa´ıda e/ou a entrada das chamadas de sistema e esconder
processos, arquivos e/ou chaves de registros (RUSSINOVICH; SOLOMON; IONESCU,
2012).
Ale´m disso, drivers maliciosos podem utilizar a Interrupt Descriptor Table - estru-
tura de dados que armazena os enderec¸os das func¸o˜es de tratamento de interrupc¸a˜o e
excec¸o˜es de processos - para realizar um hook em todas rotinas de tratamento ou em
apenas um ponto, modificando o comportamento normal da rotina de tratamento de
interrupc¸a˜o (LIGH et al., 2010).
Outra te´cnica utilizada e´ o hook driver (Hooking the I/O Request Packet - IRP), na
qual os rootkits alteram a IRP - estrutura de dados que conte´m co´digos para identifi-
car as operac¸o˜es desejadas e buffers de dados que sera˜o lidos ou escritos pelo driver.
Geralmente, o mo´dulo “tcpip.sys” e´ atacado com esta te´cnica(LIGH et al., 2010).
Por u´ltimo, pode ser usada a inline hook, tambe´m conhecida como Dynamic code
patching, que sobrescreve os primeiros bytes de um func¸a˜o com a instruc¸a˜o de jump
(instruc¸a˜o JMP do assembly (HYDE, 2010)). Dessa forma, o fluxo de execuc¸a˜o sera´
redirecionado para a func¸a˜o do co´digo malicioso, e ao final de sua execuc¸a˜o este podera´
retornar para a func¸a˜o original (OROSZLANY, 2008).
2.2.1.6 Dump de processos, DLLs e drivers suspeitos
Nesta fase, espera-se obter uma lista dos poss´ıveis artefatos malicioso que precisam de
uma ana´lise mais profunda. Para esses poss´ıveis malwares deve-se realizar um dump
do processo correspondente da memo´ria e realizar uma revisa˜o de strings, varredura
com antiv´ırus, engenharia reversa e outras te´cnicas que possibilitem a detecc¸a˜o de
atividades maliciosas.
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2.2.2 BUSCA POR MALWARES NOS PROCESSOS EM MEMO´RIA
Em (LIGH et al., 2014), Michael Hale et al. descreve sete objetivos da ana´lise de
memo´ria para se encontrar um malware, que sa˜o:
2.2.2.1 Recuperar linhas de comandos e caminho dos processos
O Process Environment Blobk (PEB), que e´ membro da estrutura de memo´ria EPROCESS5,
conte´m o caminho completo do processo, a linha de comando que iniciou o processo,
ponteiros para a heap do processo, entre outras informac¸o˜es. Essas informac¸o˜es ajudam
a localizar o arquivo executa´vel no disco e descobrir informac¸o˜es sobre como o processo
foi instanciado na memo´ria da estac¸a˜o infectada.
2.2.2.2 Analisar heaps
A Heap de um processo e´ uma regia˜o de memo´ria onde sera˜o armazenadas varia´veis
alocadas dinamicamente. Quando na˜o se sabe, antes da execuc¸a˜o do processo, o ta-
manho da a´rea de memo´ria necessa´ria para armazenar uma determinada estrutura de
dados, este processo aloca dinamicamente uma regia˜o da a´rea de heap para armazenar
este dado. Na linguagem C, esta ac¸a˜o de alocac¸a˜o e´ realizada pela func¸a˜o malloc e a li-
berac¸a˜o de memo´ria e´ realizada pela func¸a˜o free, ambas manipulam a heap do processo
(COIMBRA, 2011).
Dessa forma, os dados que as aplicac¸o˜es manipulam (dados recebidos via rede, ou
textos digitados em um processador de texto) possuem uma boa chance de estarem
armazenados na heap do processo. Assim, quando se esta´ em busca de uma informac¸a˜o
espec´ıfica manipulada pelo processo em ana´lise, obteˆm-se maior efetividade analisando
a heap primeiro, antes de verificar as regio˜es de memo´ria que conte´m DLLs, arquivos
mapeados e a pilha.
5Estrutura de dados que armazena va´rias informac¸o˜es de um processo carregado em memo´ria no
Sistema Operacional Windows
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2.2.2.3 Inspecionar varia´veis de ambiente
Existem famı´lias de malwares que marcam sua presenc¸a com a criac¸a˜o de varia´veis
de ambiente. Outros malwares manipulam os valores das varia´veis de ambientes para
gerar comportamentos maliciosos em outros processos. Algumas varia´veis que sa˜o
tipicamente manipuladas por co´digos maliciosos, sa˜o:
* PATH: armazena o caminho dos executa´veis;
* PATHEXT: extenso˜es atribu´ıdas aos programas executa´veis;
* Caminho dos direto´rios tempora´rios;
* Caminho dos direto´rios de documentos, histo´rico de internet e dados de aplicac¸o˜es
dos usua´rios;
* ComSpec: localizac¸a˜o do cmd.exe;
2.2.2.4 Detectar backdoors com handles padro˜es
Atrave´s da ana´lise dos handles dos processos, identifique se a entrada e sa´ıda de um
processo esta˜o sendo direcionados a um socket de rede remoto para um atacante. Uma
te´cnica muito comum, usada pelos backdoors, e´ criac¸a˜o de um socket de rede associado
a um processo “cmd.exe” de tal forma que toda sa´ıda do processo seja transmitido
pela rede e todo dado recebido via socket de rede seja transformado em entrada para
o processo.
2.2.2.5 Enumerar DLLs
Uma Dynamic Link Libraries (DLL) e´ conjunto de co´digos e func¸o˜es que podem ser
exportadas e utilizadas por mais de um processo ao mesmo tempo. Dessa forma,
essas bibliotecas promovem o uso eficiente da memo´ria e a reutilizac¸a˜o de co´digos
(MICROSOFT, 2014).
As Dynamic Link Libraries possuem co´digos e recursos que podem ser compartilhados
entre processos, por isso e´ comum entre os malwares a te´cnica de injetar DLLs em
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processos leg´ıtimos. Esta te´cnica e´ capaz de criar uma thread no processo alvo cujo
co´digo pertence a DLL injetada. Assim, o co´digo malicioso na˜o cria um novo processo
dificultando sua detecc¸a˜o. Durante a ana´lise, deve-se verificar se existe alguma DLL
na˜o vinculada, se o caminho das DLLs no sistema de arquivos sa˜o adequados e o
contexto em que as mesmas esta˜o carregadas.
2.2.2.6 Extrair arquivos portable executable (PE) da memo´ria
Portable Executable e´ o formato padra˜o dos arquivos bina´rios executa´veis do Sistema
Operacional Windows. Este e´ o formato dos arquivos com as seguintes extenso˜es:
.exe (executa´veis), .dll (Dynamic Link Libraries), .cpl (Control Panel Applets), .com
(arquivode comandos), entre outros. A estrutura ba´sica do cabec¸a dos arquivos PE e´
apresentado na figura 2.3
Figura 2.3: Estrutura ba´sica do cabec¸alho de arquivos PE
Estes arquivos PE, ou seja, arquivos executa´veis, podem ser extra´ıdos do dump de
memo´ria vola´til em ana´lise para uma verificac¸a˜o mais profunda deste artefato. Pore´m,
um processo ao ser carregado na memo´ria sofre algumas alterac¸o˜es que devem ser
consideras durante a ana´lise do artefato extra´ıdo. Por exemplo, o hash md5 do dump
do processo extra´ıdo da memo´ria pode na˜o ser o mesmo hash do arquivo no disco. Mas,
e´ poss´ıvel usar um fuzzy hash(ZHANG; YIN; HAO, 2005) para determinar o grau de
similaridade do arquivo extra´ıdo da memo´ria com o arquivo original em disco.
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2.2.2.7 Detectar injec¸a˜o de co´digo
A injec¸a˜o de co´digo e´ um tipo de ataque em que o co´digo malicioso e´ capaz de adicionar
um conjunto de instruc¸o˜es no processo alvo e forc¸ar sua execuc¸a˜o no contexto do
processo v´ıtima do ataque. A seguir sa˜o apresentados quatro te´cnicas de injec¸a˜o de
co´digo:
* Injec¸a˜o remota de DLLs: o processo malicioso forc¸a o processo alvo a carregar
uma DLL espec´ıfica;
* Injec¸a˜o remota de co´digo: o processo malicioso escreve co´digo na a´rea de memo´ria
do processo alvo e forc¸a sua execuc¸a˜o;
* Injec¸a˜o reflexiva de DLL: o processo malicioso escreve o co´digo da DLL no espac¸o
de memo´ria do processo alvo; e
* Injec¸a˜o em processo oco: o processo malicioso inicia uma nova instaˆncia de um
processo leg´ıtimo em modo suspenso e enta˜o e´ feita uma sobrescrita da a´rea de
co´digo do processo leg´ıtimo pelo co´digo malicioso e sua execuc¸a˜o e´ iniciada.
2.2.3 METODOLOGIA DE ANA´LISE DE MEMO´RIA
Em (MALIN; CASEY; AQUILINA, 2008), sa˜o descritos os objetivos da ana´lise de
memo´ria, especificamente no contexto de ana´lise de co´digo malicioso:
- Coletar os metadados dispon´ıveis, tais como: detalhes de processos, conexo˜es de
rede, e outras informac¸o˜es associadas ao potencial malware;
- Para cada processo de interesse, se poss´ıvel, recuperar o arquivo executa´vel da
memo´ria para ana´lise; e
- Para cada processo de interesse extrair mais dados da memo´ria, por exemplo,
usua´rios, senhas e chaves criptogra´ficas.
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2.3 FERRAMENTAS DE ANA´LISE DE MEMO´RIA VOLA´TIL
Este cap´ıtulo apresenta as principais caracter´ısticas do Volatility Framework e da Re-
dline, que sa˜o ferramentas de ana´lise de memo´ria vola´til. Apesar de existirem outras
ferramentas que realizam esta ana´lise, estas na˜o possuem licenc¸a de gratuita para uso.
2.3.1 Volatitlity Framework
O Volatility Framework e´ uma colec¸a˜o de ferramentas, implementada em Python, capaz
de extrair artefatos digitais de um dump da memo´ria vola´til (RAM). O Volatility e´
licenciado pela GNU General Public License 2, possui co´digo aberto e e´ gratuito. Sua
arquitetura permite a inclusa˜o de novas funcionalidades atrave´s da criac¸a˜o de novos
plugins (LIGH et al., 2014).
O Volatility e´ capaz de analisar o dump de memo´ria das verso˜es 32-bits e 64-bits dos
sistemas operacionais Windows, Linux, Mac e 32-bits do Android. O Volatility suporta
a inclusa˜o de novos sistemas operacionais devido a sua arquitetura modular. Pore´m,
o Volatility na˜o possui como objetivo ser uma ferramenta de aquisic¸a˜o de memo´ria.
Ale´m disso, esta ferramenta na˜o possui interface gra´fica e seu uso e´ atrave´s de linha de
comando (LIGH et al., 2014), como mostra a Figura 2.4.
As funcionalidades do Volatility sa˜o realizadas pelos plugins instalados na ferramenta.
Atrave´s da criac¸a˜o de novos plugins e´ poss´ıvel adicionar novos recursos tornando-a mais
adapta´vel aos novos desafios de detecc¸a˜o de co´digos maliciosos. Em (FOUNDATION,
2015), sa˜o apresentados os plugins do Volatility 2.4, os quais sa˜o agrupados na seguintes
categorias:
* Image Identification: identificac¸a˜o do sistema operacional e suas estruturas de
dados;
* Processes and DLLs : lista os processos e DLLs carregadas na memo´ria;
* Process Memory : recupera informac¸o˜es espec´ıficas de um ou mais processos;
* Kernel Memory and Objects : lista e verifica componentes do kernel ;
* Networking : recupera atividades de rede do dump da memo´ria;
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Figura 2.4: Volatility em linha de comando.
* Registry : recupera dados armazenados nos registros do sistema operacional;
* Crash Dump, Hibernation e Conversion: executa o parser e analisa informac¸o˜es
de arquivos de hibernac¸a˜o e crash dumps, bem como realiza a conversa˜o entre
esse tipos de arquivos; e
* Miscellaneous : agrupa os plugins de tipos diversos.
2.3.1.1 Usando o Volatility e Comandos Ba´sicos
O arquivo principal para execuc¸a˜o do Volatility e´ o vol.py. Como argumento de linha
de comando para o vol.py pode ser passado o arquivo de dump de memo´ria, o profile
e o plugin que deseja executar. Segue o uso gene´rico da linha de comando:
1 $ python vo l . py −f <FILENAME> −−p r o f i l e=<PROFILE> <PLUGIN> [ARGS]
A seguir um exemplo de uso do Volatility para execuc¸a˜o do plugin psscan no arquivo
de dump “\home \maldetect \dump.dmp” de um ma´quina com Windows 7 64bits:
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1 $ python vo l . py −f /home/ maldetect /dump .dmp −−p r o f i l e=Win7Sp1x64 psscan
2.3.1.2 Criando um plugin
Para desenvolver um novo plugin, deve-se criar um classe em Python, a qual deve ser
uma extensa˜o da classe commands.Command e sobrescrever alguns me´todos. Especifi-
camente, deve ser sobrescrito dois me´todos: calculate (neste me´todo deve ser inserido o
co´digo que implementa a funcionalidade do plugin) e render text (usado para formatar
o resultado do plugin). Veja a seguir o co´digo do ExamplePlugin (LIGH et al., 2014):
1 import v o l a t i l i t y . u t i l s as u t i l s
2 import v o l a t i l i t y . commands as commands
3 import v o l a t i l i t y . win32 . ta sk s as ta sk s
4
5 class ExamplePlugin (commands .Command) :
6 ””” Este e´ um p l u g i n de exemplo ”””
7
8 def c a l c u l a t e ( s e l f ) :
9 ””” Este me´todo conte´m as i n s t r u c¸ o˜ e s que e s t e p l u g i n i r a´
r e a l i z a r ”””
10
11
12 def r e n d e r t e x t ( s e l f , outfd , data ) :
13 ””” Este me´todo formata o r e s u l t a d o do p l u g i n para se r
impresso na c o n s o l e de comando ’ ’ ’ ’ ’ ’
2.3.2 Redline
Redline e´ um ferramenta gratuita, produzida pela empresa Mandiant, e e´ usada para
para detectar assinaturas de co´digos maliciosos em hosts atrave´s da ana´lise de memo´ria
vola´til. Ela possui suporte apenas para o sistema operacional Windows. A figura 2.5
apresenta a tela inicial da interface gra´fico da Redline.
Esta ferramenta auxilia o analista a manter o foco no alvo da investigac¸a˜o oferecendo
um workflow de investigac¸a˜o e dados auxiliares para otimizar o tempo de ana´lise.
Primeiro apresentaremos os recursos auxiliares que podem ser utilizados durante a
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Figura 2.5: Volatility em linha de comando.
ana´lise e em seguida os passos de investigac¸a˜o sugerido pela ferramenta (MANDIANT,
2012).
2.3.2.1 Recursos usados na investigac¸a˜o
A ferramenta oferece treˆs principais recursos que suportam as atividades de investigac¸a˜o
de co´digos maliciosos em memo´ria vola´til, os quais sa˜o descritos abaixo (MANDIANT,
2012):
* Pontuac¸a˜o de I´ndice de Risco de Malware: o ı´ndice de risco de malware e´ uma
pontuac¸a˜o que a ferramenta atribui para os processos que sa˜o mais prova´veis de
terem sido atacados por um co´digo malicioso. Esta pontuac¸a˜o na˜o determina que
o processo e´ um malware, mas identifica os processos que merecem mais atenc¸a˜o
durante a investigac¸a˜o, o que geralmente otimiza a ana´lise;
* Indicativos de comprometimento (IOCs): a Redline utiliza um padra˜o aberto,
desenvolvido pela pro´pria Mandiant, para descrever as anomalias encontradas
durante a ana´lise um artefato malicioso. Este padra˜o de descric¸a˜o tambe´m facilita
a troca de informac¸o˜es com outras ferramentas;
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* Lista branca de MD5 : a Mandiant tem extra´ıdo milho˜es de hashes das va´rias
verso˜es do sistema operacional Windows e criado uma lista de hashes de arquivos
conhecidos como livres de infecc¸a˜o maliciosa. Assim, esta lista pode ser usada
durante a investigac¸a˜o para filtrar apenas arquivos suspeitos e assim otimizar a
ana´lise.
2.3.2.2 Passos de investigac¸a˜o
A ferramenta Redline sugere seis passos de investigac¸a˜o a serem seguidos, sa˜o eles(MANDIANT,
2012):
* Revisa˜o de processos baseado em uma pontuac¸a˜o de ı´ndice de risco de Malware:
nesta etapa um ranking dos processos e´ criado baseado no ı´ndice de risco do
processo e assim a ana´lise pode ser priorizada. Cada processo apontado pela
ferramenta deve ser investigado manualmente para se determinar se e´ um co´digo
malicioso;
* Revisa˜o de conexo˜es/portas de rede: a ferramenta identifica uma lista de ativi-
dades de redes para que possam ser analisadas de forma a detectar atividades
incomuns ou maliciosas;
* Revisa˜o de sec¸o˜es/DLLs em memo´ria: nesta etapa, sa˜o detectadas as sec¸o˜es de
memo´rias at´ıpicas e verifica-se se existem DLLs na˜o assinadas e/ou que esta˜o
sendo usadas por apenas um processo. Geralmente, as DLLs leg´ıtimas sa˜o assi-
nadas e usadas por va´rios processos. Se estiver usando a lista branca de MD5 e´
poss´ıvel detectar DLLs que na˜o pertencem a lista de arquivos conhecidos como
livres de malwares ;
* Revisa˜o de Handles na˜o confia´veis : por padra˜o, a Redline so´ apresenta handles
que na˜o sa˜o usados por pelo menos quatro processos confia´veis ou que sa˜o usados
por poucos processos;
* Revisa˜o de Hooks : a ferramenta detecta a lista dos hooks que foram considerados
como na˜o confia´veis. Pore´m estes devem ser investigados mais profundamente de
maneira manual, ja´ que e´ uma ana´lise complexa para ser automatizada. Podem
ser apresentados as seguintes categorias de hooks : Untrusted Hooks, IDT Hooks,
SSDT Hooks e IRP Hooks ;
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* Revisa˜o de Drivers e Devices : nesta etapa e´ recomendado que seja feita uma
ana´lise manual dos drivers. Caso esteja utilizando a lista branca de MD5, esta
etapa podera´ ser otimizada.
2.3.3 Comparac¸a˜o
As duas ferramentas oferecem recursos u´teis durante a ana´lise de memo´ria vola´til,
pore´m possuem algumas diferenc¸as que sa˜o apresentas na tabela 2.1.
Tabela 2.1: Comparac¸a˜o entre a Redline e o Volatility
Caracter´ıstica Redline Volatility
Open source Na˜o Sim
Multiplataforma Na˜o Sim
Possui Interface gra´fica Sim Na˜o
Possui whitelist de hashes conhecidos Sim Na˜o
Possui workflow de investigac¸a˜o Sim Na˜o
Execuc¸a˜o via linha de comando Na˜o Sim
Extensa˜o de funcionalidades por meio de plugins Na˜o Sim
Para este projeto optou-se por utilizar o Volatility Framework, pois os recursos desta
ferramenta pode ser estendido atrave´s da criac¸a˜o de novos plugins, o que permite adi-
cionar e customizar nova funcionalidades. Dessa forma, e´ poss´ıvel recuperar atributos
espec´ıficos dos artefatos contidos no dump de memo´ria vola´til para realizar as etapas
da metodologia proposta.
Ale´m de ser uma ferramenta multiplataforma desenvolvida em Python, sua execuc¸a˜o
atrave´s de linha de comando permite automatizar a execuc¸a˜o de suas funcionalidades.
O que facilita a captura dos resultados via script.
Tambe´m, e´ uma ferramenta robusta que suporta analisar o dump de memo´ria vola´til
de va´rios sistemas operacionais. Assim como, e´ poss´ıvel criar novos perfis para que a
ferramenta seja capaz de interpretar novos tipos de sistemas operacionais.
20
Por outro lado, a ferramenta Redline possui um workflow de investigac¸a˜o semelhante as
metodologias existentes apresentadas no cap´ıtulo anterior. Ale´m disso, tambe´m possui
importantes conceitos, como: indicativos de comprometimentos e pontuac¸a˜o de ı´ndice
de riscos de malware. Este conceitos foram incorporados na metodologia proposta que
sera´ apresentado no pro´ximo cap´ıtulo.
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3 METODOLOGIA MALDETECT
Este cap´ıtulo descreve a metodologia Maldetect que se assemelha a metodologia do
SANS descrita no cap´ıtulo 2. Esta metodologia apresenta conceitos que podem ser
aplicados a qualquer S.O. A Maldetect coleta e correlaciona informac¸o˜es comporta-
mentais dos artefatos (processos, bibliotecas dinaˆmicas, drivers e outros) residentes no
dump de memo´ria vola´til e identifica quais caracter´ısticas sa˜o t´ıpicas de co´digos mali-
ciosos. Para melhor entendimento, a figura 3.1 apresenta um resumo de cada fase da
metodologia proposta e a seguir estas sera˜o descritas em detalhes.
3.1 Pre´-ana´lise
A pre´-ana´lise e´ uma fase de preparac¸a˜o e otimizac¸a˜o da metodologia. Possui como
objetivo coletar dados relevantes, os quais sa˜o espec´ıficos do dump de memo´ria a ser
analisado, a fim de parametrizar a ana´lise a ser realizada. A partir destes dados,
pode ser criada uma linha base contendo as atividades consideradas na˜o-nocivas ao
funcionamento do sistema. Por exemplo, para analisar de um servidor de banco de
dados devera´ ser coletada qual a porta de conexa˜o de rede que a aplicac¸a˜o esta´ sendo
executada, pois, sena˜o estas conexo˜es sera˜o consideradas anoˆmalas durante a ana´lise
do dump de memo´ria vola´til.
3.2 Ana´lise de processos
Para se realizar as verificac¸o˜es necessa´rias desta fase da metodologia, algumas in-
formac¸o˜es devem ser coletadas de cada processo em execuc¸a˜o no dump de memo´ria
vola´til em ana´lise. Esses dados devem ser no mı´nimo os seguintes: nome, caminho
completo, PID, PPID, linha de comando de inicializac¸a˜o, hora de inicializac¸a˜o, hora
de te´rmino, processos filhos, prioridade de execuc¸a˜o, dono do processo, sessa˜o em que
esta´ sendo executado, nu´mero de threads em execuc¸a˜o e nu´mero de handles.
Ale´m disso, deve-se conhecer a lista dos processos do nu´cleo do Sistema Operacional
a ser analisado, assim como diversas caracter´ısticas consideradas na˜o-nocivas destes
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Figura 3.1: Metodologia Maldetect
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processos. A partir desses dados, a metodologia Maldetect filtra a lista dos processos
do nu´cleo do Sistema Operacional do dump da memo´ria vola´til a ser analisado e com-
para se, neste caso, as caracter´ısticas destes artefatos apresentam alguma anomalia.
Para cada anomalia detectada, devera´ ser armazenada sua descric¸a˜o e os artefatos en-
volvidos recebera˜o uma pontuac¸a˜o de acordo com o tipo de comportamento anoˆmalo
identificado. Esta pontuac¸a˜o sera´ processada na fase apropriada da metodologia.
Ainda nesta fase, devem ser usadas te´cnicas que percorrem a lista de processos em
execuc¸a˜o por caminhos diferentes, com o objetivo de encontrar quais processos utili-
zam te´cnicas de ocultac¸a˜o (VO¨MEL; FREILING, 2011), ou seja, processos que apesar
de estarem em execuc¸a˜o na˜o seriam listados no gerenciador de tarefas do Sistema Ope-
racional.
Por fim, deve-se verificar se os bina´rios esta˜o sendo executados a partir de pastas
tempora´rias e se existem processos com nomes similares aos processos do nu´cleo do
Sistema Operacional, visto que muitos co´digos maliciosos usam nomes com grafias
erradas para tentar passar desapercebido como um processo na˜o-nocivo do Sistema
Operacional.
3.3 Ana´lise de bibliotecas dinaˆmicas e handles
Durante a ana´lise das bibliotecas dinaˆmicas, que estavam em memo´ria no momento da
captura da memo´ria vola´til, deve-se verificar se ha´ alguma que na˜o possui v´ınculo, ou
seja, aquelas que na˜o fazem parte da lista de threads de um processo. Ale´m disso, sera´
identificada a existeˆncia de bibliotecas sendo executadas diretamente no contexto de
um processo hospedeiro que tem apenas o objetivo de fazer a carga da biblioteca em
memo´ria.
Tambe´m, devem ser analisados os contextos nos quais as bibliotecas foram carregadas,
ou seja, verificar se o objetivo da biblioteca tem correspondeˆncia com o objetivo geral
do processo. Essa verificac¸a˜o permite detectar processos que tipicamente na˜o deveriam
realizar conexo˜es de rede, mas possuem threads de bibliotecas dinaˆmicas que sa˜o usadas
para realizar atividades de rede.
Outra caracter´ıstica a ser verificada, e´ a localizac¸a˜o no sistema de arquivos no qual as
bibliotecas esta˜o armazenadas, a fim de identificar quais esta˜o em pastas tempora´rias
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ou suspeitas. Ainda nesta fase, a metodologia Maldetect requer a verificac¸a˜o da es-
crita correta do nomes de bibliotecas previamente conhecidas como parte do nu´cleo do
Sistema Operacional.
Por fim, os handles do tipo mutexes devem ser comparados com uma blacklist de nomes
usados por malwares ja´ conhecidos. Geralmente, este e´ um recurso muito utilizado pelos
co´digos maliciosos para identificar se a ma´quina ja´ foi infectada. Tambe´m, deve-se
identificar a existeˆncia de pipes (mecanismo que redireciona a sa´ıda de uma programa
como entrada de outro) redirecionando entradas e sa´ıdas de um processo para um
programa remoto, pois esta te´cnica e´ muito usada por backdoors (LIGH et al., 2014).
3.4 Ana´lise de Artefatos de Rede
O acesso a rede e´ utilizado pelos malwares para diferentes fins, tais como: extravio
de informac¸o˜es, download de novos componentes, comunicac¸a˜o com a central de co-
mandos, infecc¸a˜o de novas v´ıtimas, disparo de envio de e-mails em massa e ataques de
negac¸a˜o de servic¸os. Dessa forma, deve-se listar as portas de rede que esta˜o em modo
listening do protocolo TCP e verificar quais delas sa˜o consideradas como suspeitas.
Para realizar esta ana´lise, a metodologia Maldetect preveˆ um conhecimento pre´vio de
quais portas sa˜o na˜o-nocivas para o Sistema Operacional que esta´ sendo analisado, es-
tas portas sa˜o armazenadas em uma whitelist. Assim, todas as portas listadas no dump
de memo´ria vola´til que na˜o esta˜o nesta whitelist sera˜o consideradas como suspeitas e
os processo ligados a estas portas recebem uma pontuac¸a˜o que e sera´ processada na
fase correspondente.
Nesta fase, as informac¸o˜es coletadas na pre´-ana´lise ajudam na identificac¸a˜o das portas
suspeitas e na˜o-nocivas. Caso a ma´quina em ana´lise seja um servidor FTP e na pre´-
ana´lise tenha sido informado que a porta 21 do protocolo TCP em modo listening e´
uma porta na˜o-nociva, enta˜o durante a ana´lise o artefato que fez o bind na porta 21
na˜o sera´ considerado anoˆmalo. Pore´m, caso estas informac¸o˜es na˜o sejam conhecidas
previamente deve-se considerar as portas que na˜o pertencem ao funcionamento normal
do Sistema Operacional como anomalias.
Ale´m disso, deve-se realizar uma verificac¸a˜o dos IP’s de destino de conexo˜es estabe-
lecidas com uma blacklist de IP’s maliciosos. E por fim, deve-se verificar se existem
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interfaces de rede em modo promı´scuo, assim como, quais processos esta˜o fazendo uso
das conexo˜es de rede e se os mesmos deveriam fazer uso deste recurso.
3.5 Busca por injec¸a˜o de co´digo
As te´cnicas usadas nesta etapa devem ser capazes de identificar as assinaturas de
injec¸a˜o de co´digo, tal como a injec¸a˜o de bibliotecas dinaˆmicas e sobrescrita de co´digo
assembly em memo´ria. Os artefatos que possuem a´reas de memo´ria marcadas como
READ/WRITE/EXECUTE sa˜o pontuados como suspeitos para serem correlacionados
com outras anomalias, pois sa˜o os poss´ıveis alvos de ataques de injec¸a˜o de co´digo.
Ale´m disso, deve-se verificar a existeˆncia de processos ocos, os quais foram descritos
no cap´ıtulo 2.
3.6 Busca por hooks
Hook e´ uma te´cnica utilizados pelos co´digos maliciosos para modificar o comportamento
normal de uma func¸a˜o. Esta te´cnica pode ser utilizada em n´ıvel de kernel e em n´ıvel
de usua´rio. Portanto, nesta fase, deve-se verificar a existeˆncia de ambos os tipos de
hooks. No n´ıvel de kernel deve-se verificar, pelo menos, os seguintes:
- Alterac¸o˜es na tabela que armazena os ponteiros para as func¸o˜es de tratamento
das chamadas de sistema;
- Modificac¸o˜es no vetor que armazena os ponteiros para as func¸o˜es de tratamento
de interrupc¸o˜es do Sistema Operacional;
- Inserc¸a˜o ou substituic¸o˜es de instruc¸o˜es assembly no in´ıcio do co´digo da func¸a˜o
alvo do ataque; e
- Modificac¸o˜es nas a´reas de buffers dos drivers.
Ja´ no n´ıvel de usua´rio deve-se verificar a tabela de importac¸a˜o e de exportac¸a˜o de
func¸o˜es do artefato, identificando se os enderec¸os contidos nestas tabelas esta˜o dentro
da faixa de enderec¸o da biblioteca que possui a func¸a˜o importada. Ainda nesta fase,
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deve-se verificar a existeˆncia de execuc¸a˜o de programas em modo debug e a existeˆncia
de threads o´rfa˜s. Todas as anomalias identificadas recebem uma pontuac¸a˜o que sera´
correlacionada e processada na fase apropriada.
3.7 Dump de processos, bibliotecas dinaˆmicas e drivers suspeitos
Essa etapa da metodologia tem o objetivo de aprofundar a ana´lise dos poss´ıveis co´digos
maliciosos identificados nas outras fases. Estes artefatos sera˜o reconstru´ıdos a partir
do dump de memo´ria que esta´ sendo analisado. Os artefatos podem ser: processos,
drivers ou bibliotecas dinaˆmicas. Apo´s a extrac¸a˜o do co´digo bina´rio, deve-se calcular
o hash MD5 ou SHA256 destes arquivos e ser comparados com uma base de hash de
malwares ja´ conhecidos, como o Virustotal.
Ale´m disso, outra verificac¸o˜es devem ser realizadas, tais como:
- Identificac¸a˜o de strings suspeitas (URL, enderec¸os IPs, email, CPF e nomes de
arquivos de sistema);
- Identificac¸a˜o de chamadas de sistemas comuns entre os malwares ;
- Identificac¸a˜o de nomes suspeitos das sec¸o˜es do assembly ; e
- Ca´lculo da entropia dos arquivos para identificac¸a˜o de te´cnicas de ofuscac¸a˜o de
co´digo (LYDA; HAMROCK, 2007).
3.8 Processamento, Correlac¸a˜o e Relato´rio
Os dados coletados e armazenados nas fases anteriores sa˜o correlacionados nesta fase
e o relato´rio da ana´lise e´ gerado. O relato´rio devera´ apresentar todos os artefatos
que receberam pontuac¸a˜o nas fases anteriores em ordem decrescente, de forma que os
artefatos que esta˜o no topo da lista possuem maior probabilidade de ser um co´digo
malicioso. Ale´m disso, devera´ apresentar cada anomalia identificada como t´ıpica de
malware.
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Para complementar o relato´rio, outras informac¸o˜es relativas a estes poss´ıveis malwares
podem ser coletadas a partir de outra fontes. Essas fontes podem ser histo´rico de
navegadores, log do Sistema Operacional, lista de arquivos recentemente acessados,
anomalias de timeline, histo´rico de comandos executados e data de compilac¸a˜o do
arquivo executa´vel.
3.9 Criac¸a˜o da base de conhecimento
Na u´ltima fase, deve-se utilizar padro˜es de descric¸a˜o de indicativos de comprometimen-
tos (IOC) para alimentar a base de conhecimento. Como exemplo, podem ser gerados
IOC’s baseado no framework OpenIOC (framework open source capaz de descrever as
caracter´ısticas comportamentais dos malwares(LOCK, 2013)). Este padra˜o descreve
carater´ısticas comportamentais que permite identificar um malware. Ale´m disso, per-
mite o compartilhamento de informac¸o˜es em uma linguagem comum.
No caso da Maldetect, algumas verificac¸o˜es na˜o esta˜o descritas nestes padro˜es abertos e,
por isso, sera´ usado um padra˜o pro´prio para descric¸a˜o dos IOC’s encontrados. Os IOC’s
detectados sera˜o descrito em um arquivo XML que permite documentar as anomalias
encontradas de um determinado artefato. Um exemplo deste arquivo sera´ apresentado
na sec¸a˜o 5.4.
Nesta fase, o arquivo XML gerado em cada ana´lise podera´ ser comparado com a base
de conhecimento e assim verificar se as anomalias detectadas ja´ existem na base. Dessa
forma, sera´ poss´ıvel identificar artefatos diferentes que realizam os mesmos comporta-
mentos anoˆmalos e inferir se estes artefatos sa˜o da mesma familia e/ou sa˜o produzidos
pelos mesmo grupo de pessoas.
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4 TE´CNICAS DE AUTOMATIZAC¸A˜O DA
METODOLOGIA MALDETECT PARA WINDOWS
Neste trabalho, atendendo aos requisitos da metodologia Maldetect, foi constru´ıda uma
ferramenta que implementa cada fase da metodologia de forma a automatizar as ta-
refas de detecc¸a˜o de artefatos maliciosos residentes em dumps de memo´rias vola´teis.
A figura 4.1 mostra a tela inicial desta ferramenta, denominada de Maldetect Tool, a
qual foi implementa nas linguagens PHP e Python. Para um melhor entendimento do
funcionamento desta ferramenta, a figura 4.2 mostra a arquitetura e interac¸a˜o da Mal-
detect Tool com os recursos externos. Os principais recursos sa˜o: Volatility, VirusTotal,
IPVoid6 e a base de conhecimento.
Foi criado um reposito´rio no github (https://github.com/maldetect/maldetect) para
disponibilizar os relato´rios contendo os resultados das ana´lises realizadas com a Mal-
detect Tool. A seguir sera˜o descritas as te´cnicas utilizadas na construc¸a˜o da Maldetect
Tool para o estudo de caso da ana´lise de memo´ria vola´til do Sistema Operacional
Windows 7.
4.1 Pre´-ana´lise
Esta fase tem o objetivo de coletar informac¸o˜es para otimizar a execuc¸a˜o da ana´lise do
dump de memo´ria. Nesta fase, a Maldetect Tool coleta estas informac¸o˜es e configura a
ferramenta armazenando os seguintes dados:
* Image Path: este campo deve ser preenchido com localizac¸a˜o no sistema de ar-
quivo onde esta´ armazenado o dump de memo´ria a ser analisado. O formato do
dump deve ser compat´ıvel com os formatos aceitos pelo Volatility.
* Profile: e´ usado para armazenar o Sistema Operacional e sua arquitetura. Deve
ser usado o padra˜o aceito pelo Volatility. Como a Maldetect Tool foi constru´ıda
6IPVoid e´ um servic¸o online e gratuito que faz ana´lise de IP e DNS baseado em blacklist. Acessado
em http://www.ipvoid.com/
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Figura 4.1: Tela inicial da versa˜o beta da Maldetect Tool.
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Figura 4.2: Arquitetura da Maldetect Tool para o caso de ana´lise de memo´ria vola´til do
Sistema Operacional Windows 7. O plugin procinfo na˜o faz parte da lista de plugins do
Volatility e foi criado especialmente para a automatizac¸a˜o da metodologia Maldetect.
apenas para o Sistema Operacional Windows 7 sera˜o aceitos apenas os seguintes:
Win7SP0x86, Win7SP0x64, Win7SP1x86, Win7SP1x64.
* System root: e´ o caminho no sistema de arquivos onde o Sistema Operacional
Windows 7 esta´ instalado na ma´quina a ser analisada.
* Base Directory Volatility: direto´rio onde os arquivos tempora´rios gerados pelo
Volatility sera˜o armazenados durante a execuc¸a˜o da Maldetect Tool
* Wget Volatility: direto´rio onde os arquivos tempora´rios gerados pelo Wget sera˜o
armazenados durante a execuc¸a˜o da Maldetect Tool
* Network Ports: e´ usado para armazenar as portas de redes do protocolo TCP
que sera˜o consideradas como na˜o-nocivas ao sistema. Caso seja necessa´rio inserir
mais de uma porta, basta separar por v´ıgula, conforme exemplo: 80,443,8080.
Os dados coletados nesta fase sa˜o armazenados em uma tabela no banco de dados
MySQL que possui os campos descritos na tabela 4.1.
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Tabela 4.1: Estrutura f´ısica da Tabela config do banco de dados MYSQL que armazena as






dir base volatility text
wget dir text
network port varchar(200)
4.2 Ana´lise de processos
Para executar as tarefas desta fase da metodologia Maldetect e´ necessa´rio conhecer
quais sa˜o os processos do nu´cleo do Sistema Operacional. No caso do Windows 7, os
principais processos analisados pela Maldetect Tool sa˜o: System, Smss, Csrss, Wini-
nit, Services, Lsass, Svchost, Lsm, Winlogon, Explorer, Conhost, Rundll32, Taskhost,
IExplore e CMD.
Para cada um desses processos um conjunto de verificac¸o˜es sa˜o realizadas para determi-
nar quais caracter´ısticas na˜o esta˜o de acordo com um sistema livre de co´digo malicioso.
A tabela 4.2 apresenta o conjunto de verificac¸o˜es realizada pela Maldetect Tool.
Tabela 4.2: Verificac¸a˜o dos processos do Sistema Ope-
racional Windows 7 (RUSSINOVICH; SOLOMON; IO-




Procura por processos que possuem nomes similares;
Apenas um processo deve estar em execuc¸a˜o;
Verificar se o PID e´ 4;
Verificar se o PPID e´ 0;
Este processo deve possuir um filho e o nome do processo filho deve
ser smss.exe.
smss.exe
Procura por processos que possuem nomes similares;
Apenas um processo deve estar em execuc¸a˜o;
Verificar se o processo “pai” e´ o processo system e o PID do pai
deve ser 4;
O base priority do processo deve ser 11;
O username do processo deve ser S-1-5-18 (Local System)
O caminho do processo em disco deve ser $SYSTEMROOT\system32;
Este processo na˜o deve possuir filhos;
O paraˆmetro session running deve ser 0.
csrss.exe
Apenas um processo pode estar em execuc¸a˜o por session running ;
Procura por processos que possuem nomes similares;
O caminho do processo em disco deve ser $SYSTEMROOT\system32;
O username do processo deve ser S-1-5-18 (Local System);
Os processos csrss.exe na˜o devem possuir “pai”;
O processo csrss.exe que executa na session running zero deve possuir
base priority 13.
wininit.exe
Procura por processos que possuem nomes similares;
Apenas um processo deve estar em execuc¸a˜o;
Na˜o deve possuir processo “pai”;
O username do processo deve ser S-1-5-18 (Local System);
Este processo possui treˆs filhos: lsass.exe, lsm.exe e services.exe;
O base priority deve ser 13;
O caminho do processo em disco deve ser $SYSTEMROOT\system32;
O session running deve ser zero.
services.exe
Procura por processos que possuem nomes similares;
Apenas um processo deve estar em execuc¸a˜o;
O processo “pai” deve ser o wininit.exe;
O username do processo deve ser S-1-5-18 (Local System)
O session running deve ser zero;
O caminho do processo em disco deve ser $SYSTEMROOT\system32;
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lsass.exe
Procura por processos que possuem nomes similares;
Apenas um processo deve estar em execuc¸a˜o;
O processo “pai” deve ser o wininit.exe;
O username do processo deve ser S-1-5-18 (Local System)
O session running deve ser zero;
O caminho do processo em disco deve ser $SYSTEMROOT\system32;
O base priority deve ser 9.
svchost.exe
Procura por processos que possuem nomes similares;
O processo “pai” deve ser o services.exe;
O caminho do processo em disco deve ser $SYSTEMROOT\system32;
O username deve ser um dos seguintes: S-1-5-18 (Local System),
S-1-5-19 (NT Authority/Local Service) ou
S-1-5-20 (NT Authority/Network Service);
O base priority deve ser 8;
A linha de comando deve possuir o paraˆmetro -k.
lsm.exe
Procura por processos que possuem nomes similares;
Apenas um processo deve estar em execuc¸a˜o;
O processo “pai” deve ser o wininit.exe;
Este processo na˜o deve possuir filhos;
O caminho do processo em disco deve ser $SYSTEMROOT\system32;
O base priority deve ser 8;
O username do processo deve ser S-1-5-18 (Local System);
O session running deve ser zero.
winlogon.exe
Procura por processos que possuem nomes similares;
Apenas um processo deve estar em execuc¸a˜o;
Este processo na˜o deve possui “pai” em execuc¸a˜o;
O username do processo deve ser S-1-5-18 (Local System);
Este processo pode na˜o possuir filhos, mas se tiver sera´ o userinit.exe;
O base priority deve ser 13;O session running deve ser um;
O caminho do processo em disco deve ser $SYSTEMROOT\system32;
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explorer.exe
Procura por processos que possuem nomes similares;
Apenas um processo deve estar em execuc¸a˜o;
Este processo pode na˜o possuir “pai”, mas se tiver sera´ o userinit.exe;
O username sera´ o usua´rio da sessa˜o;
O caminho do processo em disco deve ser $SYSTEMROOT\
O base priority deve ser 8.
conhost.exe
Procura por processos que possuem nomes similares;
O processo “pai” deve ser o csrss.exe;
O caminho do processo em disco deve ser $SYSTEMROOT\system32.
rundll32.exe
Procura por processos que possuem nomes similares;
O caminho do processo em disco deve ser $SYSTEMROOT\system32.
iexplore.exe
Procura por processos que possuem nomes similares;
O caminho do processo em disco deve ser \Programs Files\Internet
Explorer ou \Programs Files (x86)\Internet Explorer
cmd.exe
Procura por processos que possuem nomes similares;
Normalmente o “pai” e´ o explorer.exe;
O caminho do processo em disco deve ser $SYSTEMROOT\system32;
outros processos
Verificar quais processos esta˜o sendo executados a partir de pastas tem-
pora´rias, downloads, users e appdata.
Segundo (FOUNDATION, 2015), o Volatility possui treˆs plugins para extrair a lista
de processos em execuc¸a˜o na memo´ria vola´til no momento da captura, os quais sa˜o
descritos a seguir:
* pslist : percorre a lista de processos e mostra os seguintes atributos dos processos:
offset, process name, process ID, parent process ID, nu´mero de threads, nu´mero
de handles, data e hora de in´ıcio e fim do processo. Este plugin na˜o e´ capaz de
mostrar processos ocultos.
* pstree: exibe a lista de processos em formato de a´rvore e mostra os seguintes atri-
butos: process name, process ID, parent process ID, nu´mero de threads, nu´mero
de handles, data e hora de in´ıcio e fim do processo.
* psscan: este plugin e´ capaz de mostrar processos inativos ou processos ocultos.
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Ele mostra os seguintes atributos: offset, process name, process ID, parent process
ID, Page Directory Base (PDB), data e hora de in´ıcio e fim do processo.
Dessa forma, os plugins ja´ existentes no Volatility na˜o retornam todas as informac¸o˜es
consideradas relevantes para as verificac¸o˜es que devem ser realizadas nesta fase. Enta˜o,
com o intuito de implementar esta ana´lise, foi necessa´ria a construc¸a˜o de um novo plugin
em Python para o Volatility, que foi denominado como procinfo. O plugin constru´ıdo ex-
trai os seguintes atributos da lista de processos: PID, PPID, PROCESS NAME, BASE-
PRIORITY, PATH, COMMAND LINE, SESSIONID, CREATE TIME, EXIT TIME,
HANDLES, THREADS e USERNAME.
A partir destes atributos, foi poss´ıvel realizar todas as verificac¸o˜es que esta˜o na tabela
4.2, as quais, de acordo com a metodologia sa˜o necessa´rias para se detectar compor-
tamentos anoˆmalos nos processos residentes em memo´ria no momento da captura. O
co´digo completo deste plugin pode ser encontrado no Apeˆndice A, segue abaixo parte do
co´digo do plugin constru´ıdo que mostra a coleta dos atributos retornado pelo procinfo:
1 class ProcInfo (commands .Command) :
2
3 def i n i t ( s e l f , con f i g , ∗ args ) :
4 ””” Este func¸ a˜o r e g i s t r a o paraˆmetro −o na l i n h a de
comando para que o o f f s e t s e j a informado
5 Uso do p l u g i n sem o f f s e t : v o l −f [ dump ] −−p r o f i l e
=[ p r o f i l e ] p r o c i n f o
6 Uso do p l u g i n com o f f s e t : v o l −f [ dump ] −−p r o f i l e
=[ p r o f i l e ] p r o c i n f o −−o f f s e t =[ o f f s e t ]
7 ”””
8 commands .Command. i n i t ( s e l f , con f i g , ∗ args )
9 s e l f . c o n f i g . add opt ion (’offset’ , s h o r t o p t i o n=’o’ ,
d e f a u l t=None ,
10 help=’Physical Address’ , type=’int’ )
11
12
13 def c a l c u l a t e ( s e l f ) :
14 ””” Esta func¸ a˜o obte´m um p o n t e i r o para l i s t a de processos ,
e no caso do o f f s e t s er informado obte´m um p o n t e i r o
para e s t r u t u r a de memo´ria do processo ”””
15 c o n f i g= s e l f . c o n f i g
16 addr space = u t i l s . l o a d a s ( s e l f . c o n f i g )
17 i f ( c o n f i g . o f f s e t != None ) : ”””Caso o o f f s e t s e j a
infomado ”””
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18 o f f s e t = taskmods . D l l L i s t .
v i r t u a l p r o c e s s f r o m p h y s i c a l o f f s e t (
addr space , c o n f i g . o f f s e t ) . o b j o f f s e t
19 y i e l d obj . Object ("_EPROCESS" , o f f s e t = o f f s e t , vm
= addr space )
20 else : ”””Caso o o f f s e t na˜o s e j a informado ”””
21 for proc in ta sk s . p s l i s t ( addr space ) :
22 y i e l d proc
23
24 def r e n d e r t e x t ( s e l f , outfd , data ) :
25 ””” Esta func¸ a˜o imprimi o r e s u l t a d o ”””
26 out fd . wr i t e ("PID ;| PPID ;| PROCESS_NAME ;| BASEPRIORITY
;| PATH ;| COMMAND_LINE ;| SESSIONID ;| CREATE_TIME ;|
EXIT_TIME ;| HANDLES ;| THREADS ;| USERNAME\n" )
27 for proc in data :
28 token = proc . ge t token ( )
29 s i d s = l i s t ( token . g e t s i d s ( ) )
30 s i d s t r i n g = s i d s [ 0 ]
31 i f s i d s t r i n g in wel l known s id s :
32 sid name = " ({0})" . format ( we l l known s id s [
s i d s t r i n g ] )
33 else :
34 s id name re = f i n d s i d r e ( s i d s t r i n g ,
we l l known s id r e )
35 i f s id name re :
36 sid name = " ({0})" . format ( s id name re )
37 else :
38 sid name = ""
39
40 out fd . wr i t e ("{0} ;| {1} ;| {2} ;| {3} ;| {4} ;|
{5} ;| {6} ;| {7} ;| {8} ;| {9} ;| {10} ;|
{11}\n" . format ( proc . UniqueProcessId , proc .
InheritedFromUniqueProcessId , proc .
ImageFileName , proc . Pcb . BasePr ior i ty , proc . Peb .
ProcessParameters . ImagePathName , proc . Peb .
ProcessParameters . CommandLine , proc . Peb .
Ses s ionId , proc . CreateTime , proc . ExitTime , proc
. ObjectTable . HandleCount , proc . ActiveThreads ,




Para facilitar o acesso a`s informac¸o˜es coletadas pelo plugin procinfo, foi constru´ıdo
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um mo´dulo em PHP, denominado de process analyser, que realiza um parser destas
informac¸o˜es e as carrega em uma tabela do banco de dados MySQL. A estrutura
da tabela do banco de dados que armazenas essas informac¸o˜es obtidas do dump de
memo´ria, denominada process, e´ apresentada na tabela 4.3.
Tabela 4.3: Estrutura f´ısica da tabela process do banco de dados MySQL que armazena as



















Apo´s a carga no banco de dados, os valores desses atributos sa˜o verificados se esta˜o
de acordo com a documentac¸a˜o da Microsoft conforme mostra a tabela 4.2. Para cada
divergeˆncia encontrada, os processos envolvidos recebem uma pontuac¸a˜o de acordo com
o tipo de anomalia. Os valores desta pontuac¸a˜o esta˜o na tabela 4.9.
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Ainda nesta fase, devem ser usadas te´cnicas para detectar processos ocultos (hidden
process), para tal foi utilizado o plugin psxview do Volatility. Este plugin acessa a
lista de processos da estrutura EPROCESS de maneiras diferentes, e por isso, tem
a capacidade de detectar um processo na˜o vinculado. O plugin procinfo na˜o e´ capaz
de identificar um processo oculto, pore´m, atrave´s do offset do processo oculto obtido
pelo plugin psxview, o procinfo e´ capaz de extrair todas as informac¸o˜es de um processo
oculto.
4.3 Ana´lise de bibliotecas dinaˆmicas e handles
Para executar as tarefas desta fase, foi constru´ıdo um mo´dulo para a Maldetect Tool
que possui as seguintes func¸o˜es: checkMutex, checkHandleBackdoor, loadDLLs, check-
NetwotkDLL, checkDLLPath e checkUnlikedDLL. As func¸o˜es realizam as seguintes ve-
rificac¸o˜es:
* checkMutex : para realizar a verificac¸a˜o de mutex foi criada uma blacklist para
consulta. Essa lista pode ser incrementada a medida que va´rias ana´lises forem
realizadas e novos mutexes forem detectados como identificadores de co´digos ma-
liciosos. O mutex e´ muito usado pelos malwares para identificar se a ma´quina ja´
foi contaminada. Em (SEGER, 2014), foi apresentado que o mutex “2gvwnqjz1”
e´ muito usado pelos malwares, pois em todos os casos onde foi encontrado estava
associado a um co´digo malicioso. A Maldetect Tool utiliza o plugin mutantscan do
Volatility para extrair a lista de mutex utilizado por cada processo. Caso algum
dos mutexes pertencentes a um processo esteja na blacklist de mutexes maliciosos
este processo recebe a pontuac¸a˜o correspondente a anomalia detectada, conforme
tabela 4.9. A tabela 4.4 apresenta a blacklist de mutexes utilizada pela Maldetect
Tool.
* checkHandleBackdoor: primeiro foi realizada uma busca na tabela de processos
por todos os processos com nome de “cmd.exe” e em seguida executou-se o plugin
handles do Volatility para cada processo “cmd.exe” em execuc¸a˜o, a fim de encon-
trar caracter´ısticas t´ıpicas de co´digos maliciosos. Caso alguns desses processos
possua um handle do tipo File com valor “\Device\Afd\Endpoint”, pois e´ um
comportamento comum dos Backdoors(LIGH et al., 2014), este processo recebera´
a pontuac¸a˜o correspondente a esta anomalia detectada, conforme tabela 4.9.
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Tabela 4.4: Blacklist de mutexes utilizada pela Maldetect Tool
Mutex Famı´lia de co´digo malicioso associado
2gvwnqjz1 diversas
AVIRA ZEUS
svchost test started TLD3
Flameddos Bifhost











* loadDLLs: atrave´s do plugin dlllist do Volatility, listou-se todas as DLLs carre-
gadas estaticamente por cada processo e usando o ldrmodules do Volatility foi
poss´ıvel listar as DLLs carregadas dinamicamente pelos processos, ou seja, aque-
las que foram carregadas pela func¸a˜o de sistema LoadLibrary. Armazenou-se estas
informac¸o˜es numa tabela do banco de dados MySQL. A Tabela 4.5 apresenta a
estrutura da tabela que armazena as informac¸o˜es de DLLs extra´ıdas do dump de
memo´ria em ana´lise.
* checkNetwotkDLL: as DLLs winsock32.dll, ws2 32.dll, wininet.dll e urlmon.dll ti-
picamente sa˜o utilizadas por processos que realizam conexo˜es de rede no Sistema
Operacional Windows 7. Enta˜o, a Maldetect Tool lista quais processos carre-
garam alguma dessas DLLs e permite que o usua´rio identifique quais processos
tipicamente na˜o fazem acesso a rede e mesmo assim esta˜o utilizando alguma des-
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Tabela 4.5: Estrutura f´ısica da tabela DLL do banco de dados MySQL que armazena as









tas DLLs. Dessa forma, estes processos carregaram uma DLL fora de contexto e
sera´ atribu´ıda uma pontuac¸a˜o correspondente a essa anomalia, conforme tabela
4.9.
* checkDLLPath: esta func¸a˜o realiza uma consulta no banco de dados para en-
contrar quais DLLs na˜o esta˜o armazenadas na pasta padra˜o do Sistema Ope-
racional. No caso do Sistema Operacional Windows 7 a pasta padra˜o e´ “win-
dows\system32”, se for 64bits a pasta padra˜o e´ “windows\SysWOW64”. Estas
DLLs sa˜o listadas em uma tabela onde o usua´rio da Maldetect Tool pode marca´-
las como DLL em caminho suspeito. Ale´m disso, esta func¸a˜o atribui uma pon-
tuac¸a˜o de anomalia para DLLs que esta˜o armazenadas no sistema de arquivos em
caminhos que contenham as palavras “appdata”, “users”, “downloads” e “temp”,
conforme tabela 4.9.
* checkUnlikedDLL: para verificar quais DLLs na˜o esta˜o vinculadas foi utilizado
o plugin ldrmodules do Volatility, o qual percorre a lista de DLLs de formas
diferentes.
4.4 Ana´lise de Artefatos de Rede
As informac¸o˜es de conexo˜es de rede foram extra´ıdas do dump de memo´ria em ana´lise
atrave´s o plugin netscan do Volatility. Estas informac¸o˜es foram armazenadas em uma
tabela do banco de dados MySQL. A figura 4.6 apresenta a estrutura desta tabela.
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Ale´m disso, foi feito um estudo em um dump de memo´ria do Sistema Operacional
Windows 7 livre de infecc¸a˜o de co´digos maliciosos para se determinar quais portas de
rede podem ser consideradas na˜o-nocivas. Dessa forma, foram identificadas as seguintes
portas apresentadas na tabela 4.7.
Tabela 4.6: Estrutura f´ısica da tabela nertwork do banco de dados MySQL que armazena as











Apo´s a carga das informac¸o˜es no banco de dados, as porta informadas pelo usua´rio
na pre´-ana´lise e as atividades de rede consideradas na˜o-nocivas sa˜o marcadas como
normais. A Maldetect Tool analisa as outras atividades de rede em duas etapas: portas
em modo Listening e conexo˜es estabelecidas. As func¸o˜es que realizam respectivamente
estas etapas sa˜o: checkLocalPort e checkRemoteIP. A seguir sera˜o descritas as veri-
ficac¸o˜es realizadas por estas etapas:
* checkLocalPort: nesta func¸a˜o, as portas do protocolo TCP que esta˜o em estado
Listening, e que na˜o fazem parte da whitelist de portas do Windows 7 apresentada
na tabela 4.7 e, tambe´m, na˜o foram informadas na fase de pre´-ana´lise, sera˜o
consideradas como suspeitas e os processos que esta˜o associados a elas recebem
a pontuac¸a˜o correspondente com a anomalia detectada, conforme tabela 4.9.
* checkRemoteIP: ao consultar o banco de dados pode-se obter a lista de todas
as atividades de rede que na˜o esta˜o em modo Listening. A partir desta lista,
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cada IP remoto de uma conexa˜o e´ consultado em base de reputac¸a˜o de IP’s para
determinar se a ma´quina esta´ se comunicando com uma estac¸a˜o conhecida como
maliciosa. A blacklist utilizada pela Maldetect Tool e´ a base do IPVoid. Caso
algum dos IP’s consultados retornem como suspeitos, o processo associado a`quela
conexa˜o recebe a pontuac¸a˜o da anomalia encontrada, conforme tabela 4.9.
4.5 Busca por injec¸a˜o de co´digo
A Maldetect Tool utiliza o plugin malfind do Volatility para identificar as a´rea de
memo´rias sa˜o pass´ıveis de serem v´ıtimas de injec¸a˜o de co´digo. Este plugin mapeia
as a´reas de memo´ria que esta˜o marcadas como PAGE EXECUTE READWRITE, as
quais possuem permissa˜o de escrita e execuc¸a˜o. Assim, os processos associados a
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essas a´reas sa˜o marcados como suspeitos e recebem a pontuac¸a˜o correspondente. Este
plugin tambe´m detecta processos ocos, caso o atacante na˜o tenha alterado as flags de
permissa˜o da a´rea de memo´ria substitu´ıda pelo co´digo malicioso.
4.6 Busca por hooks
A especificac¸a˜o da metodologia Maldetect preveˆ a detecc¸a˜o de hooks a n´ıvel de usua´rio e
a n´ıvel de kernel. No caso do Sistema Operacional Windows, o hook a n´ıvel de usua´rio
ocorre atrave´s da alterac¸a˜o da import address table (IAT), da export address table
(EAT) e o inline hook. O IAT e o EAT fazem parte do cabec¸alho portable executable
(PE). A IAT armazena o nome da func¸a˜o, o nome da DLL e o enderec¸o da memo´ria
que armazena a func¸a˜o. Este enderec¸o de memo´ria pode ser alterado pelo atacante e
substitu´ıdo pelo enderec¸o de memo´ria do co´digo malicioso, conforme mostra a figura
4.3.
De forma similar ocorre no hook do EAT, pore´m o enderec¸o alterado e´ uma func¸a˜o
exportada pelo mo´dulo v´ıtima do co´digo malicioso, conforme mostra a figura 4.4. Por
fim, no inline hook a primeira instruc¸a˜o do co´digo assembly de um func¸a˜o exportada
pelo mo´dulo atacado pelo co´digo malicioso e´ sobrescrita por uma instruc¸a˜o JMP do
assembly para o enderec¸o de memo´ria da func¸a˜o do malware.
Para detectar estes treˆs tipos de hooks a Maldetect Tool utiliza o plugin apihooks. Para
o caso do hook de IAT o plugin verifica se o enderec¸o de memo´ria de cada entrada da
tabela de importac¸a˜o pertence a` faixa de enderec¸o de memo´ria do mo´dulo correspon-
dente da func¸a˜o importada. Para detectar alterac¸o˜es na EAT, o plugin verifica se o
enderec¸o de cada func¸a˜o exportada pertence a` faixa de enderec¸o de memo´ria do mo´dulo
que exporta tais func¸o˜es. Ale´m disso, verifica se o in´ıcio dessas func¸o˜es possuem um
jump (instruc¸a˜o JMP do assembly) para um enderec¸o de memo´ria que na˜o pertence
ao range de enderec¸o de memo´ria do mo´dulo. Vale ressaltar que estes treˆs tipos de
hook podem ser classificados como hook a n´ıvel de kernel, caso o mo´dulo atacado esteja
sendo executado com permissa˜o de kernel.
Os principais tipos de hooks a n´ıvel de Kernel do Sistema Operacional windows 7 sa˜o
as alterac¸o˜es na System Service Descriptor Table (SSDT), I/O Request Packets IRP
e Interrupt Descriptor Table (IDT). A SSDT e´ um tabela que armazena enderec¸os
de func¸o˜es exportadas pelo kernel do Sistema Operacional, o plugin ssdt do Volatility
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Figura 4.3: Exemplo de hook de IAT no processo exemplo.exe onde o enderec¸o da func¸a˜o
CreateFileW e´ substitu´ıdo pelo enderec¸o da func¸a˜o maliciosa.
Figura 4.4: Exemplo de hook de EAT na DLL exemplo.dll onde o enderec¸o da func¸a˜o expor-
tada ReadFile e´ substitu´ıdo pelo enderec¸o da func¸a˜o maliciosa.
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Figura 4.5: Exemplo de inline hook na DLL exemplo.dll onde o in´ıcio da func¸a˜o exportada
ReadFile e´ substitu´ıdo pela instruc¸a˜o JMP do assembly que redireciona a execuc¸ao para a
func¸a˜o maliciosa.
verifica se os enderec¸os armazenados nesta tabela esta˜o dentro do range de memo´ria
correto. Os enderec¸os contidos nesta tabela precisam estar dentro do range de memo´ria
do “ntoskrnl.exe” e “win32k.sys”. Os plugins irp e idt do Volatility detectam os outros
dois tipos de hooks verificando os enderec¸os armazenados no vetor de tratamento de
interrupc¸a˜o e buffer de dados dos drivers.
Por fim, nesta fase a Maldetect Tool utiliza o plugin threads do Volatility para verificar
se existem threads o´rfa˜s em execuc¸a˜o no dump de memo´ria em ana´lise. A thread orfa˜
e´ um te´cnica usada pelo co´digo malicioso para se ocultar no sistema, uma thread orfa˜
e´ uma thread que se desvinculou do mo´dulo original que criou a thread.
A automatizac¸a˜o da ana´lise de hooks com objetivo de diferenciar um hook malicioso de
um na˜o-nocivo e´ uma tarefa dif´ıcil, ja´ que esta te´cnica tambe´m e´ usada por processos
leg´ıtimos. Por isso, a Maldetect Tool identifica como um hook suspeito aqueles realiza-
dos por artefatos que ja´ receberam pontuac¸a˜o maior ou igual a 5. Assim, essa fase so´
deve ser executada ao final das ana´lises das fases anteriores.
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4.7 Dump de processos, bibliotecas dinaˆmicas e drivers suspeitos
Nesta fase, sa˜o listados os processos em ordem decrescente do ranking de anomalias
encontradas nas fases anteriores. Assim, o analista pode escolher os artefatos que sera˜o
extra´ıdos da memo´ria para uma ana´lise mais aprofundado neste artefato. Para realizar
a extrac¸a˜o destes artefatos foi utilizado os seguintes plugins do Volatility : procdump,
ddldump e moddump. Apo´s a extrac¸a˜o, e´ calculado o hash sha256 do artefato obtido e
utilizando a API em python do Virustotal e´ realizada uma consulta ao banco de dados
do Virustotal para determinar se existe alguma refereˆncia ao hash em questa˜o. Para
cada antiv´ırus que detecta o artefato com um co´digo malicioso, este artefato recebe um
ponto no ranking de anomalias.
4.8 Processamento, Correlac¸a˜o e Relato´rio
Todas as informac¸o˜es obtidas nas fases anteriores sa˜o processadas e correlacionadas
de tal forma que os poss´ıveis co´digos maliciosos recebam uma pontuac¸a˜o para cada
anomalia encontrada, conforme 4.9. Nesta fase, os processos que carregaram uma DLL
considerada como suspeita tera˜o sua pontuac¸a˜o acrescida do valor da pontuac¸a˜o da
DLL. Por exemplo, caso o ranking do processo seja 15 e possui v´ınculo com duas
DLLs com as seguintes pontuac¸o˜es: 5 e 3. Ao final do processamento o processo tera´
pontuac¸a˜o final igual a 23.
Quanto maior a sua pontuac¸a˜o, mais anomalias o processo possui. A descric¸a˜o de cada
anomalia detectada nas fases anteriores foi armazenada na base de dados para fins de
relato´rio. Ale´m disso, para compor o relato´rio final a Maldetect Tool coleta as seguintes
informac¸o˜es:
* valores da chave de registro Microsoft\Windows\CurrentVersion\Run (usada para
armazenar programas que sera˜o executados junto com a inicializac¸a˜o do Win-
dows);
* histo´rico de acesso do Internet Explorer;
* histo´rico de comandos do cmd.exe.
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Para capturar essas informac¸o˜es foram utilizados respectivamente os seguintes plugins
do Volatility : printkey, iehistory e cmdscan. A Maldetect Tool gera um relato´rio em
PDF contendo todos os artefatos que receberam uma pontuac¸a˜o de anomalias, assim
como as anomalias de rede, o histo´rico de comandos do “cmd.exe” e acessos do Internet
Explorer. O Apeˆndice B apresenta um relato´rio gerado pela ferramenta.
4.9 Criac¸a˜o da base de conhecimento
Na u´ltima fase da metodologia, o analista pode escolher quais processos ele gostaria de
gerar o arquivo de IOC para compor a base de conhecimento. Este arquivo possui o
formato XML onde sa˜o descritas as anomalias encontradas durante as fases anteriores
da metodologia. A base de conhecimento e´ uma tabela no banco de dados MySQL que
armazena o XML gerado nesta fase. Ale´m disso, pode ser realizada uma busca pelo
IOC armazenado na base para averiguar se o artefato identificado ja´ foi identificado
como co´digo malicioso em ana´lises anteriores. A tabela 4.8 mostra a estrutura da base
de conhecimento.
Tabela 4.8: Estrutura f´ısica da tabela known db do banco de dados MySQL que armazena os
XMLs dos IOCs dos artefatos maliciosos identificados durante a ana´lise do dump de memo´ria
vola´til.
Coluna Tipo
id known db int(11)
ioc text
date date
4.10 Mo´dulos e outras considerac¸o˜es da implementac¸a˜o
A Maldetect Tool possui um mo´dulo de controle para cada fase da metodologia, con-
forme mostra a figura 4.6. A figura tambe´m mostra as principais func¸o˜es desses mo´dulos
e cada func¸a˜o e´ responsa´vel pela verificac¸a˜o de uma caracter´ıstica comportamental
t´ıpica de co´digos maliciosos.
Ale´m disso, a medida que cada func¸a˜o de verificac¸a˜o detecta uma anomalia, o artefato
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Figura 4.6: Mo´dulos de controle de cada fase da metodologia Maldetect e suas principais
func¸o˜es.
associado a este comportamento recebe uma pontuac¸a˜o conforme mostra a tabela 4.9.
Os valores das pontuac¸o˜es foram obtidas de forma heur´ıstica, e tem o objetivo de
aplicar maior pontuac¸a˜o ao comportamento mais comum entre os co´digos malicioso.
Essa pontuac¸a˜o podera´ ser readequada a medida que va´rias ana´lises forem realizadas de
forma a incorporar o conhecimento de uma mudanc¸a no comportamento dos malwares.






Base priority incorreto 1
PPID incorreto 2
Pai ou filho de um processo suspeito 4
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Processo sendo executado a partir
de uma pasta tempora´ria
5
Processo que possui mutex suspeito 5
Processo que possui caracter´ısticas de backdoor 5
Processo que carregou DLL fora de contexto 2
Processo que utiliza te´cnicas de ocultac¸a˜o 3
Processo filho do cmd.exe 2
Processo que possui a´rea de memo´ria com
permissa˜o de escrita e execuc¸a˜o 1
Processo que carrega uma DLL suspeita pontuac¸a˜o da DLL suspeita
Username incorreto 1
DLL em caminho incorreto 2
DLL na˜o vinculada 2
Thread o´rfa˜ 2
Realiza Hook 5
Processo em modo debug 2
Session running incorreto 1
Porta ou conexa˜o suspeita 1




Um ponto para cada antiv´ırus que
detectar o artefato como malware
Linha de comando do svchost.exe sem paraˆmentro -k 4
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5 RESULTADOS E DISCUSSO˜ES
Como prova de conceito da metodologia Maldetect e validac¸a˜o da implementac¸a˜o re-
alizada pela ferramenta Maldetect Tool, foram realizadas cinco ana´lises de dumps de
memo´ria vola´til infectados com co´digos maliciosos diferentes. A seguir, sera´ descrito o
ambiente criado para captura dos dumps infectados e sua posterior ana´lise pela Mal-
detect Tool.
5.1 Ambiente de Laborato´rio
Para realizar estas ana´lises, foi criado um ambiente de laborato´rio com duas estac¸o˜es
virtualizadas, utilizando a ferramenta VirtualBox, com as seguintes especificac¸o˜es:
* Uma ma´quina virtualizada com o Sistema Operacional Windows 7 Professional
Service Pack 1, com 1GB de memo´ria, 25GB de HD, uma interface de rede (modo
rede interna) e uma CPU. Esta ma´quina na˜o possui nenhum antiv´ırus instalado
nem acesso a` Internet.
* Uma ma´quina virtualizada com o Sistema Operacional Linux Kali, com 2GB
de memo´ria, 64GB de HD, duas interfaces de rede (uma em modo rede interna
e outra em modo bridge) e duas CPUs. Uma interface de rede para transferir
arquivos da ma´quina Windows para o Linux e outra interface com conexa˜o com
a Internet. A Maldetect Tool esta´ instalada nesta ma´quina virtual.
O distribuic¸a˜o Linux Kali foi escolhida porque possui va´rias ferramentas utilizadas em
testes de penetrac¸a˜o, ana´lise forense de disco e de memo´ria vola´til. Ou seja, possui
instalada as ferramentas necessa´rias para execuc¸a˜o da Maldetet Tool, em especial o
Python e o Volatility.
A figura 5.1 mostra a topologia da rede utilizada para realizar a captura e ana´lise do
dump de memo´ria.
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Figura 5.1: Topologia da rede do laborato´rio de ana´lise automa´tica de dump de memo´ria.
5.2 Procedimentos
Ao final da instalac¸a˜o do Sistema Operacional Windows 7, criou-se um snapshot da
ma´quina virtual livre de co´digo malicioso no VirtualBox. Em seguida, foi executado
cada malware listado na tabela 5.1 e realizou-se a captura do dump da memo´ria da
estac¸a˜o infectada com cada um dos co´digos maliciosos utilizando a ferramenta Dumpit7.
Os dumps de memo´ria obtidos foram transferidos para a ma´quina com o Sistema Ope-
racional Kali Linux onde foram analisados de forma automatizada utilizando a Malde-
tect Tool. A ferramenta na˜o sabia previamente nenhuma informac¸a˜o sobre o artefato
malicioso que havia nos dumps de memo´ria.
Foi realizada uma ana´lise automa´tica de quatro dumps de memo´ria de uma ma´quina
Windows 7 infectada com os seguintes malwares : jackal8, nfe.xml.exe9, CiGPxdM.exe10
7Dumpit e´ uma ferramenta para aquisic¸a˜o de memo´ria vola´til do Sistema Operacional Windows.







Analisou-se um malware menos conhecido pelos antiv´ırus como e´ o caso do jackal.exe.
Inclusive, o antiv´ırus Kaspersky na˜o o detectou como sendo um co´digo malicioso. A
tabela 5.1 mostra a taxa de detecc¸a˜o desses malwares no Virustotal.
Tabela 5.1: Resultado da submissa˜o dos co´digos maliciosos ao VirusTotal.
Malwares Taxa de detecc¸a˜o Data da Ana´lise
jackal.exe 20 / 57 26/04/2015 15:30:39 UTC
nfe.xml.exe 34 / 57 26/04/2015 15:34:43 UTC
NF-e 18454310845.exe 40 / 57 26/04/2015 15:40:05 UTC
CiGPxdM.exe 46 / 57 26/04/2015 15:37:12 UTC
Adicionalmente, realizou-se a ana´lise de um dump de memo´ria de Windows 7 64 bits
(LIGH et al., 2014) por estar infectado com um malware que cria um processo oculto
para verificar a efica´cia de detecc¸a˜o da Maldetect Tool. A seguir sera˜o mostrados os
resultados dessas ana´lises realizadas pela Maldetect Tool.
5.3 Resultados
Esta sec¸a˜o descrevera´ as anomalias detectadas durante a execuc¸a˜o de cada fase da
metodologia implementada pela Maldetect Tool.
5.3.1 Ana´lise de Processos
A tabela 5.2 apresenta os processos suspeitos e as anomalias encontradas durante
a ana´lise do dump de memo´ria vola´til infectado com cada malware. Os processos
suspeitos detectados nas ana´lises dos dumps de memo´ria infectado com os malwa-
res CIGPxdM.exe e NF-e 18454310845.exe possuem nomes de processos leg´ıtimos do
Sistema Operacional (mspaint.exe e svchost.exe), pore´m a localizac¸a˜o no sistema de
arquivo esta´ incorreta. Na ana´lise do malware jackal.exe, foi detectado como anomalia
11md5: f9856997401fd45a38790dcb1402537e
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a criac¸a˜o de dois processos “filhos”, chamados de “cmd.exe”, pois o processo “cmd.exe”
normalmente e´ filho do processo “explorer.exe”.
O processo suspeito que foi detectado na ana´lise do dump de memo´ria infectado com o
malware “nfe.xml.exe” possui este nome (MALDETECT-PC.exe) pois era o hostname
da ma´quina com o Sistema Operacional Windows 7, onde o co´digo malicioso foi exe-
cutado. E por fim, o processo detectado na ana´lise do Dump infectado (LIGH et al.,
2014) e´ um processo oculto, ou seja, na˜o seria listado pelo gerenciador de processos do
Sistema Operacional. Para coletar as informac¸o˜es deste processo foi necessa´rio utilizar
a opc¸a˜o –offset do plugin procinfo, conforme descrito no cap´ıtulo anterior.
Tabela 5.2: Atividades t´ıpicas de co´digos maliciosos en-
contradas na fase de ana´lise de processos e seus respecti-
vos artefatos. O ranking e´ o somato´rio da pontuac¸a˜o das
anomalias detectadas conforme a tabela 4.9
Malwares Artefato Ranking Atividade maliciosa
jackal.exe jackal.exe.exe 4 Cria dois processos cmd.exe!
nfe.xml.exe MALDETECT-PC.exe 5
Este processo esta sendo







CiGPxdM.exe mspaint.exe 4 Filho de Processo suspeito!














5.3.2 Ana´lise de bibliotecas dinaˆmicas e handles
A tabela 5.3 apresenta as anomalias dos artefatos suspeitos detectadas nesta fase.
Nas ana´lises dos malwares “CIGPxdM.exe”, “jackal.exe” e “nfe.xml.exe”, identificou-
se DLLs carregadas fora de contexto, pois sa˜o DLLs utilizadas para realizar ativi-
dades de rede e os processos que as carregaram na˜o sa˜o conhecidos como artefatos
que, geralmente, usam este tipo de recurso. No caso da ana´lise do co´digo malici-
oso “CIGPxdM.exe”, os processos de Calculadora (calc.exe) e Microsoft Paint (ms-
paint.exe), com certeza na˜o deve fazer uso de recurso de rede e, portanto, na˜o deveriam
ter carregado DLLs neste contexto.
Apesar da ana´lise do “NF-e 18454310845.exe” na˜o ter detectado anomalia nesta fase,
o processo suspeito “svchost.exe”, detectado na fase anterior, carregou uma DLL de
rede. Pore´m, ele possui nome de um processo que tipicamente utiliza recursos de rede.
Na ana´lise do Dump infectado (LIGH et al., 2014), foi detectado, como anomalia, uma
DLL em memo´ria que estava localizada no sistema de arquivos na pasta “users”.
Tabela 5.3: Atividades t´ıpicas de co´digos maliciosos en-
contradas na fase de ana´lise de bibliotecas dinaˆmicas e
handles de processos. O ranking e´ o somato´rio da pon-
tuac¸a˜o das anomalias detectadas conforme a tabela 4.9









Carrega uma DLL num
contexto suspeito!
CiGPxdM.exe mspaint.exe 6
Carrega treˆs DLLs num
contexto suspeito!
CiGPxdM.exe calc.exe 6
Carrega treˆs DLLs num
contexto suspeito!
Dump infectado encodedll.dll 7
DLL armazenada na
pasta “users”
DLL em caminho suspeito!
NF-e 18454310845.exe — 0
Nenhuma atividade maliciosas
detectada nesta fase!
5.3.3 Ana´lise de Artefatos de Rede
A tabela 5.4 apresenta as anomalias dos artefatos suspeitos detectadas em cada uma
das ana´lises realizadas. Na ana´lise do malware “jackal.exe”, o processo suspeito abriu
a porta 9090 em modo listening, como esta porta na˜o foi informada como sendo na˜o
nociva na fase pre´-ana´lise e na˜o faz parte da lista de portas do Sistema Operacional,
esta atividade de rede foi marcada como suspeita pela Maldetect Tool.
Ja´ na ana´lise do Dump infectado (LIGH et al., 2014), trata-se de conexo˜es estabeleci-
das para IP’s de baixa reputac¸a˜o12, pore´m sete das oito conexo˜es detectadas estavam
em estado de CLOSED e assim seus IP’s na˜o estavam mais dispon´ıveis em memo´ria no
momento da captura do dump, por isso sa˜o falsos positivos. Assim, apenas um IP sus-
peito possui um conexa˜o em modo ESTABLISHED que e´: 207.171.163.151 (detectado
como suspeito por 2/40 blacklist pelo IPVoid).
Tabela 5.4: Atividades t´ıpicas de co´digos maliciosos en-
contradas na fase de ana´lise de artefatos de rede. O ran-
king e´ o somato´rio da pontuac¸a˜o das anomalias detecta-
das conforme a tabela 4.9
Malwares Artefato Ranking Atividade maliciosa
12IP’s com histo´rico de conexo˜es suspeitas de atividades maliciosas
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Dump infectado iexplorer.exe 8 Oito conexo˜es suspeitas
NF-e 18454310845.exe — 0
Nenhuma atividade maliciosas
detectada nesta fase!
5.3.4 Busca por injec¸a˜o de co´digo
A tabela 5.5 apresentada as anomalias detectadas nesta fase. As anomalias identifica-
das nas ana´lises dos dumps de memo´ria infectados com os malwares “CIGPxdM.exe”
e “NF-e 18454310845.exe”, podem indicar que sa˜o processos ocos, ou seja, processos
que podem ter sidos carregados de maneira leg´ıtima pore´m tiveram seus co´digos subs-
titu´ıdos em tempo de execuc¸a˜o. Para confirmar este suspeita seria necessa´ria uma
comparac¸a˜o entre o conteu´do do processo em memo´ria com o conteu´do do arquivo
localizado no sistema de arquivos, pore´m esta comparac¸a˜o na˜o faz parte da metodo-
logia Maldetect, pois a metodologia tem como premissa apenas a ana´lise do dump da
memo´ria vola´til.
Tabela 5.5: Atividades t´ıpicas de co´digos maliciosos en-
contradas na fase de busca por injec¸a˜o de co´digo. O
ranking e´ o somato´rio da pontuac¸a˜o das anomalias de-
tectadas conforme a tabela 4.9





Possui a´rea de memo´ria com a
flag de write exec!
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CiGPxdM.exe svchost.exe 1
Possui a´rea de memo´ria com a
flag de write exec!
CiGPxdM.exe mspaint.exe 1
Possui a´rea de memo´ria com a
flag de write exec!
CiGPxdM.exe calc.exe 1
Possui a´rea de memo´ria com a
flag de write exec!
Dump infectado explorer.exe 1
Possui a´rea de memo´ria com a
flag de write exec!
NF-e 18454310845.exe svchost.exe 1
Possui a´rea de memo´ria com a
flag de write exec!
5.3.5 Busca por hooks
A tabela 5.6 apresenta as anomalias detectadas nesta fase. Todos os hooks detectados
nesta fase sa˜o em n´ıvel de usua´rio, mostrando que nenhum co´digo malicioso conseguiu
escalar privile´gio para executar um hook em n´ıvel de Kernel. Outra fato interessante, e´
que todos burlaram as mesmas func¸o˜es da DLL wow64.dll (Wow64PrepareForDebuguerAtach
e Wow64SupendLocalthread ). Estas func¸o˜es atacadas permitem que o co´digo mali-
cioso coloque um processo em modo de depurac¸a˜o, como as ferramentas de debuguer
realizam, e assim poderem pausar sua execuc¸a˜o e alterar seus co´digos e reiniciar sua
execuc¸a˜o.
Tabela 5.6: Atividades t´ıpicas de co´digos maliciosos en-
contradas na fase de busca por hooks. O ranking e´ o
somato´rio da pontuac¸a˜o das anomalias detectadas con-
forme a tabela 4.9

















Dump infectado iexplorer.exe 10
Processo realiza dois
hooks suspeitos
NF-e 18454310845.exe svchost.exe 10
Processo realiza dois
hooks suspeitos!
5.3.6 Dump de processos, bibliotecas e drivers suspeitos
A tabela 5.7 apresenta os resultados da consulta ao Virustotal utilizando hashes sha-
256 dos artefatos suspeitos. Os artefatos que foram detectados por algum antiv´ırus
receberam pontuac¸a˜o igual ao nu´mero de hits de detecc¸a˜o. E´ normal que alguns artefa-
tos na˜o sejam conhecidos pelo VirusTotal, visto que o processo reconstru´ıdo a partir do
dump de memo´ria sofre algumas alterac¸o˜es em relac¸a˜o ao arquivo em disco. Outro fato
que contribui para na˜o detecc¸a˜o do VirusTotal e´ que estes artefatos detectados durante
a execuc¸a˜o da Maldetect Tool pode na˜o ser o mesmo co´digo usado para disseminac¸a˜o
do malware.
Tabela 5.7: Atividades t´ıpicas de co´digos maliciosos en-
contradas na fase de dump de processos, bibliotecas e
drivers suspeitos. O ranking e´ o somato´rio da pontuac¸a˜o
das anomalias detectadas conforme a tabela 4.9
Malwares Artefato Ranking Atividade maliciosa
jackal.exe jackal.exe.exe 12
Taxa de Detecc¸a˜o do









Taxa de Detecc¸a˜o do




Dump infectado mswinnt.exe 2
Taxa de Detecc¸a˜o do
Virustotal: 2 / 56!
Dump infectado iexplorer.exe 0
Taxa de Detecc¸a˜o do
Virustotal: 0 / 55!
Dump infectado encodedll.dll 1
Taxa de Detecc¸a˜o do
Virustotal: 1 / 56!
NF-e 18454310845.exe svchost.exe 0
Na˜o encontrado no
Virustotal!
5.3.7 Processamento, Correlac¸a˜o e Relato´rio
Nesta fase, as pontuac¸o˜es de cada anomalia foram processadas e correlacionadas, ge-
rando o ranking final de cada artefato. Tambe´m foi gerado um relato´rio em PDF
de cada ana´lise que esta´ dispon´ıvel no reposito´rio do GitHub no seguinte enderec¸o:
https://github.com/maldetect/.
Ale´m disso, foram coletadas as informac¸o˜es de histo´rico de comandos do prompt,
histo´rico de navegac¸a˜o do Internet Explorer e o valor da chave de registro Micro-
soft\Windows\CurrentVersion\Run as quais esta˜o dispon´ıveis nos relato´rios das ana´lises.
5.3.8 Criac¸a˜o da base de conhecimento
Nesta fase, os artefatos que receberam alguma pontuac¸a˜o correspondente a`s anoma-
lias detectadas nas fases anteriores, conforme tabela 4.9, sa˜o apresentados em ordem
decrescente e permite as seguintes ac¸o˜es:
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• GerarIOC: sera´ gerado o XML contendo a lista de anomalias realizada por um
determinado artefato, as quais foram detectadas durante a ana´lise.
• CompararIOC: realiza uma busca no banco de conhecimento se o XML corres-
pondente a um determinado artefato ja´ esta´ armazenado.
• SalvarIOC: armazena o XML no banco de dados de conhecimento.
5.4 Resumo das ana´lises
A tabela 5.8 mostra os artefatos considerados maliciosos pela Maldetect Tool e as
respectivas atividades t´ıpicas de malwares encontradas.
Tabela 5.8: Atividades t´ıpicas de co´digos maliciosos en-
contrados e seus respectivos artefatos.
Malwares Artefato Ranking Atividade maliciosa
jackal.exe jackal.exe.exe 33
Cria dois processos cmd.exe!
Mutex malicioso encontrado:
Dassara !
Porta ou conexa˜o suspeita!
Backdoor!
Taxa de Detecc¸a˜o do Virustotal:
12 / 57!
Carrega treˆs DLLs num
contexto suspeito!
nfe.xml.exe MALDETECT-PC.exe 8
Este processo esta sendo
executado a partir da pasta
appData!
Carrega uma DLL num contexto
suspeito!
Possui a´rea de memo´ria com a







Possui a´rea de memo´ria com a




Filho de Processo suspeito!
Possui a´rea de memo´ria com a
flag de write exec!





Carrega treˆs DLLs em
contexto suspeito!
Possui a´rea de memo´ria com a
flag de write exec!
Processo realiza dois
hooks suspeitos
Dump infectado mswinnt.exe 22
Utiliza te´cnicas de ocultac¸a˜o
de processos!






Carrega uma DLL que
possui anomalias detectadas!
Dump infectado iexplorer.exe 19
Possui a´rea de memo´ria com a
flag de write exec!
Oito conexo˜es suspeitas!
Taxa de Detecc¸a˜o do
Virustotal: 0 / 55!
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Dump infectado encodedll.dll 8
Processo executado da
pasta “users”
DLL em caminho suspeito!
Taxa de Detecc¸a˜o do
Virustotal: 1 / 56!





Possui a´rea de memo´ria com a
flag de write exec!
Percebeu-se que os malwares tentaram dificultar sua detecc¸a˜o usando nomes de pro-
cessos correspondentes a` nomes de processos leg´ıtimos do Sistema Operacional. Foram
usados os seguintes nomes: svchost.exe (nome de processo que pertence ao nu´cleo
do Sistema Operacional Windows 7), mspaint.exe (Microsoft Paint Brush) e calc.exe
(Calculadora do Windows).
O jackal.exe foi executado a partir da pasta “c:\windows\system32” na tentativa de
passar desapercebido como um processo leg´ıtimo do Windows 7.
Todos co´digos maliciosos testados foram detectados. Ale´m disso, a automatizac¸a˜o
proposta, implementada pela Maldetect Tool, reduziu consideravelmente o tempo de
ana´lise da memo´ria vola´til em relac¸a˜o a ana´lise manual. A Maldetect Tool e´ capaz
de identificar um malware desconhecido, pois detecta caracter´ısticas comportamentais
t´ıpicas de co´digo malicioso. Ou seja, caso um malware 0-day utilize alguma das te´cnicas
descrita neste trabalho, o mesmo seria identificado como um co´digo indesejado e o
relato´rio final apresentaria va´rias informac¸o˜es que auxiliariam na ana´lise do malware.
Os relato´rios gerado pela Maldetect Tool apresenta todas as informac¸o˜es relevantes
coletadas durante a ana´lise e direciona a atenc¸a˜o do analista para os artefatos que
realmente realizam atividades t´ıpicas de malware, o que deixa claro qual foi o artefato
malicioso encontrado.
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Vale ressaltar que a Maldetect Tool na˜o e´ uma ferramenta de ana´lise de dinaˆmica
de malware, mas sim uma ferramenta de detecc¸a˜o de co´digos maliciosos baseada em
comportamentos anoˆmalos identificados atrave´s da ana´lise do dump de memo´ria vola´til.
Por fim, na u´ltima fase da metodologia, um XML contendo a descric¸a˜o das anoma-
lias comportamentais detectadas pode ser gerado. Este arquivo possui os indicativos
de comprometimentos (IOC) e pode ser salvo para popular a base conhecimento da
Maldetect Tool. Ao final de cada ana´lise, estes indicativos de comprometimentos po-
dem ser comparados com a base de conhecimento para determinar se e´ uma artefato
desconhecido ou se ja´ existe um outro artefato que gerou as mesmas caracter´ısticas
comportamentais. A seguir um exemplo do XML gerado pela Maldetect Tool para a
ana´lise do malware NF-e 18454310845.exe que criou o artefato malicioso svchost.exe.
1 <maldetect>
2 <f a s e 1>
3 <svchost>
4 <ppid>Na˜o Encontrado</ ppid>







9 </ f a s e 1>
10 <f a s e 2></ f a s e 2>
11 <f a s e 3></ f a s e 3>
12 <f a s e 4>
13 < i n j e c t i o n c o d e>
14 <memory write exec>t rue</ memory write exec>
15 </ i n j e c t i o n c o d e>
16 </ f a s e 4>
17 <f a s e 5></ f a s e 5>
18 <f a s e 6></ f a s e 6>
19 </ maldetect>
A Maldetect Tool ainda esta´ em desenvolvimento, e esta´ na versa˜o beta para testes e
melhorias das te´cnicas de detecc¸a˜o de anomalias comportamentais t´ıpicas de co´digos
maliciosos.
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6 CONCLUSO˜ES E TRABALHOS FUTUROS
Neste trabalho, estudou-se treˆs metodologias de ana´lise de dump de memo´ria vola´til, as
quais, embasaram a elaborac¸a˜o da Maldetect, que e´ uma metologia automatiza´vel para
detecc¸a˜o de malwares desconhecidos. A Maldetect coleta e correlaciona informac¸o˜es
comportamentais dos processos, DLLs e drivers de um dump de memo´ria vola´til (RAM)
e identifica quais desses comportamentos sa˜o t´ıpicos de co´digos maliciosos. A metodolo-
gia pode ser utilizada para detectar as ameac¸as que sa˜o consideradas na˜o-convencionais,
tais como, malwares que exploram vulnerabilidades 0-day e malwares desconhecidos.
Com base nesta metodologia, foi constru´ıda uma ferramenta utilizando as linguagens
Python e PHP, denominada Maldetect Tool, a qual implementa a metodologia Malde-
tect. A ferramenta utiliza recursos do Volatility para extrair informac¸o˜es do dump de
memo´ria vola´til. E, para coletar os dados dos processos em execuc¸a˜o na memo´ria, no
momento da aquisic¸a˜o do dump, foi constru´ıdo o plugin procinfo para o Volatility.
Ale´m disso, a Maldetect Tool detectou malwares com baixa taxa de detecc¸a˜o no Vi-
rusTotal. Essa detecc¸a˜o foi baseada na identificac¸a˜o de anomalias comportamentais.
Assim, demonstrou-se que este tipo de detecc¸a˜o e´ mais eficaz que a detecc¸a˜o base-
ada em assinatura utilizada pela maioria dos antiv´ırus, ja´ que pequenas modificac¸o˜es
no co´digo do malware podem alterar sua assinatura sem alterar seu comportamento
malicioso.
Assim, apesar do aumento da complexidade e do avanc¸o das te´cnicas utilizadas pelos
malwares modernos, coletar e correlacionar informac¸o˜es comportamentais de va´rias
fontes e´ uma das maneiras eficientes de detecta´-los.
A Maldetect Tool suporta a incorporac¸a˜o de novas te´cnicas de detecc¸a˜o e assim pode-
se utilizar um ciclo de aperfeic¸oamento, tal como o PDCA (PLAN-DO-CHECK-ACT)
para realizar melhorias na metodologia e na ferramente constru´ıda. Ou seja, a partir da
ana´lise de um novo malware, que utilizou uma te´cnica na˜o detectada pela ferramenta
proposta ou na˜o prevista na metodologia, este conhecimento pode ser incorporado a`
Maldetect Tool e novos malwares que utilizem a mesma te´cnica sera˜o detectados a
partir de enta˜o.
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A soluc¸a˜o apresentada neste projeto na˜o substitui as ferramentas tradicionais de de-
tecc¸a˜o de artefatos maliciosos, pois detecta co´digos indesejados que burlaram as ferra-
mentas tradicionais e infectaram uma ou mais estac¸o˜es. Dessa forma, a Maldetect Tool
trata o risco residual deixado pelas soluc¸o˜es ja´ existentes. Ale´m disso, seguindo uma
metodologia de ana´lise e automatizando suas tarefas, ocorre uma reduc¸a˜o considera´vel
no tempo da ana´lise da memo´ria vola´til. Isso permite o monitoramento e a varredura
de va´rios computadores de uma rede em intervalos de tempos curtos. Logo, o tempo de
detecc¸a˜o de um ataque que burlou os mecanismos tradicionais tambe´m sera˜o reduzidos,
o que pode impedir o “espalhamento” para outras estac¸o˜es.
Em trabalhos futuros, sugere-se a implementac¸a˜o para outros Sistemas Operacionais e a
ampliac¸a˜o da base de conhecimento dos indicativos de comprometimentos dos va´rios ti-
pos de co´digos malicioso, com o objetivo de aplicar te´cnicas de aprendizado de ma´quina.
E, assim, agrupar os malwares mediante algumas caracter´ısticas intr´ınsecas, a fim de
ajudar na mitigac¸a˜o e no combate aos co´digos maliciosos ainda na˜o-conhecidos.
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A Co´digo do plugin : procinfo
1 import v o l a t i l i t y . u t i l s as u t i l s
2 import v o l a t i l i t y . commands as commands
3 import v o l a t i l i t y . win32 . ta sk s as ta sk s
4 import re
5 import v o l a t i l i t y . obj as obj
6 import v o l a t i l i t y . p lug in s . taskmods as taskmods
7
8 ””” Trecho de c o´d igo r e t i r a d o do p l u g i n g e t s i d s ”””
9 def f i n d s i d r e ( s i d s t r i n g , s i d r e l i s t ) :
10 for reg , name in s i d r e l i s t :
11 i f reg . s earch ( s i d s t r i n g ) :
12 return name
13
14 we l l known s id r e = [
15 ( re . compile (r’S-1-5-[0-9-]+-500’ ) , ’Administrator’ ) ,
16 ( re . compile (r’S-1-5-[0-9-]+-501’ ) , ’Guest’ ) ,
17 ( re . compile (r’S-1-5-[0-9-]+-502’ ) , ’KRBTGT’ ) ,
18 ( re . compile (r’S-1-5-[0-9-]+-512’ ) , ’Domain Admins’ ) ,
19 ( re . compile (r’S-1-5-[0-9-]+-513’ ) , ’Domain Users’ ) ,
20 ( re . compile (r’S-1-5-[0-9-]+-514’ ) , ’Domain Guests’ ) ,
21 ( re . compile (r’S-1-5-[0-9-]+-515’ ) , ’Domain Computers’ ) ,
22 ( re . compile (r’S-1-5-[0-9-]+-516’ ) , ’Domain Controllers’ ) ,
23 ( re . compile (r’S-1-5-[0-9-]+-517’ ) , ’Cert Publishers’ ) ,
24 ( re . compile (r’S-1-5-[0-9-]+-520’ ) , ’Group Policy Creator Owners’ ) ,
25 ( re . compile (r’S-1-5-[0-9-]+-533’ ) , ’RAS and IAS Servers’ ) ,
26 ( re . compile (r’S-1-5-5-[0-9]+-[0-9]+’ ) , ’Logon Session’ ) ,
27 ( re . compile (r’S-1-5-21-[0-9-]+-518’ ) , ’Schema Admins’ ) ,
28 ( re . compile (r’S-1-5-21-[0-9-]+-519’ ) , ’Enterprise Admins’ ) ,
29 ( re . compile (r’S-1-5-21-[0-9-]+-553’ ) , ’RAS Servers’ ) ,
30 ]
31
32 wel l known s id s = {
33 ’S-1-0’ : ’Null Authority’ ,
34 ’S-1-0-0’ : ’Nobody’ ,
35 ’S-1-1’ : ’World Authority’ ,
36 ’S-1-1-0’ : ’Everyone’ ,
37 ’S-1-2’ : ’Local Authority’ ,
38 ’S-1-2-0’ : ’Local (Users with the ability to log in locally)’ ,
39 ’S-1-2-1’ : ’Console Logon (Users who are logged onto the physical
console)’ ,
71
40 ’S-1-3’ : ’Creator Authority’ ,
41 ’S-1-3-0’ : ’Creator Owner’ ,
42 ’S-1-3-1’ : ’Creator Group’ ,
43 ’S-1-3-2’ : ’Creator Owner Server’ ,
44 ’S-1-3-3’ : ’Creator Group Server’ ,
45 ’S-1-3-4’ : ’Owner Rights’ ,
46 ’S-1-4’ : ’Non-unique Authority’ ,
47 ’S-1-5’ : ’NT Authority’ ,
48 ’S-1-5-1’ : ’Dialup’ ,
49 ’S-1-5-2’ : ’Network’ ,
50 ’S-1-5-3’ : ’Batch’ ,
51 ’S-1-5-4’ : ’Interactive’ ,
52 ’S-1-5-6’ : ’Service’ ,
53 ’S-1-5-7’ : ’Anonymous’ ,
54 ’S-1-5-8’ : ’Proxy’ ,
55 ’S-1-5-9’ : ’Enterprise Domain Controllers’ ,
56 ’S-1-5-10’ : ’Principal Self’ ,
57 ’S-1-5-11’ : ’Authenticated Users’ ,
58 ’S-1-5-12’ : ’Restricted Code’ ,
59 ’S-1-5-13’ : ’Terminal Server Users’ ,
60 ’S-1-5-14’ : ’Remote Interactive Logon’ ,
61 ’S-1-5-15’ : ’This Organization’ ,
62 ’S-1-5-17’ : ’This Organization (Used by the default IIS user)’ ,
63 ’S-1-5-18’ : ’Local System’ ,
64 ’S-1-5-19’ : ’NT Authority/Local Service’ ,
65 ’S-1-5-20’ : ’NT Authority/Network Service’ ,
66 ’S-1-5-32-544’ : ’Administrators’ ,
67 ’S-1-5-32-545’ : ’Users’ ,
68 ’S-1-5-32-546’ : ’Guests’ ,
69 ’S-1-5-32-547’ : ’Power Users’ ,
70 ’S-1-5-32-548’ : ’Account Operators’ ,
71 ’S-1-5-32-549’ : ’Server Operators’ ,
72 ’S-1-5-32-550’ : ’Print Operators’ ,
73 ’S-1-5-32-551’ : ’Backup Operators’ ,
74 ’S-1-5-32-552’ : ’Replicators’ ,
75 ’S-1-5-32-554’ : ’BUILTIN\Pre-Windows 2000 Compatible Access’ ,
76 ’S-1-5-32-555’ : ’BUILTIN\Remote Desktop Users’ ,
77 ’S-1-5-32-556’ : ’BUILTIN\Network Configuration Operators’ ,
78 ’S-1-5-32-557’ : ’BUILTIN\Incoming Forest Trust Builders’ ,
79 ’S-1-5-32-558’ : ’BUILTIN\Performance Monitor Users’ ,
80 ’S-1-5-32-559’ : ’BUILTIN\Performance Log Users’ ,
81 ’S-1-5-32-560’ : ’BUILTIN\Windows Authorization Access Group’ ,
82 ’S-1-5-32-561’ : ’BUILTIN\Terminal Server License Servers’ ,
83 ’S-1-5-32-562’ : ’BUILTIN\Distributed COM Users’ ,
84 ’S-1-5-32-568’ : ’BUILTIN\IIS IUSRS’ ,
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85 ’S-1-5-32-569’ : ’Cryptographic Operators’ ,
86 ’S-1-5-32-573’ : ’BUILTIN\Event Log Readers’ ,
87 ’S-1-5-32-574’ : ’BUILTIN\Certificate Service DCOM Access’ ,
88 ’S-1-5-33’ : ’Write Restricted’ ,
89 ’S-1-5-64-10’ : ’NTLM Authentication’ ,
90 ’S-1-5-64-14’ : ’SChannel Authentication’ ,
91 ’S-1-5-64-21’ : ’Digest Authentication’ ,
92 ’S-1-5-80’ : ’NT Service’ ,
93 ’S-1-5-86-1544737700-199408000-2549878335-3519669259-381336952’ : ’WMI (
Local Service)’ ,
94 ’S-1-5-86-615999462-62705297-2911207457-59056572-3668589837’ : ’WMI (
Network Service)’ ,
95 ’S-1-5-1000’ : ’Other Organization’ ,
96 ’S-1-16-0’ : ’Untrusted Mandatory Level’ ,
97 ’S-1-16-4096’ : ’Low Mandatory Level’ ,
98 ’S-1-16-8192’ : ’Medium Mandatory Level’ ,
99 ’S-1-16-8448’ : ’Medium Plus Mandatory Level’ ,
100 ’S-1-16-12288’ : ’High Mandatory Level’ ,
101 ’S-1-16-16384’ : ’System Mandatory Level’ ,
102 ’S-1-16-20480’ : ’Protected Process Mandatory Level’ ,
103 ’S-1-16-28672’ : ’Secure Process Mandatory Level’ ,
104 }
105
106 ”””Fim do t r e c h o de c o´d igo r e t i r a d o do p l u g i n g e t s i d s ”””
107
108 class ProcInfo (commands .Command) :
109
110 def i n i t ( s e l f , con f i g , ∗ args ) :
111 ””” Este func¸ a˜o r e g i s t r a o paraˆmetro −o na l i n h a de
comando para que o o f f s e t s e j a informado
112 Uso do p l u g i n sem o f f s e t : v o l −f [ dump ] −−p r o f i l e
=[ p r o f i l e ] p r o c i n f o
113 Uso do p l u g i n com o f f s e t : v o l −f [ dump ] −−p r o f i l e
=[ p r o f i l e ] p r o c i n f o −−o f f s e t =[ o f f s e t ]
114 ”””
115 commands .Command. i n i t ( s e l f , con f i g , ∗ args )
116 s e l f . c o n f i g . add opt ion (’offset’ , s h o r t o p t i o n=’o’ ,
d e f a u l t=None ,
117 help=’Physical Address’ , type=’int’ )
118
119
120 def c a l c u l a t e ( s e l f ) :
121 ””” Esta func¸ a˜o obte´m um p o n t e i r o para l i s t a de processos ,
e no caso do o f f s e t s er informado obte´m um p o n t e i r o
para e s t r u t u r a de memo´ria do processo ”””
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122 c o n f i g= s e l f . c o n f i g
123 addr space = u t i l s . l o a d a s ( s e l f . c o n f i g )
124 i f ( c o n f i g . o f f s e t != None ) : ”””Caso o o f f s e t s e j a
infomado ”””
125 o f f s e t = taskmods . D l l L i s t .
v i r t u a l p r o c e s s f r o m p h y s i c a l o f f s e t (
addr space , c o n f i g . o f f s e t ) . o b j o f f s e t
126 y i e l d obj . Object ("_EPROCESS" , o f f s e t = o f f s e t , vm
= addr space )
127 else : ”””Caso o o f f s e t nA˜£o s e j a informado ”””
128 for proc in ta sk s . p s l i s t ( addr space ) :
129 y i e l d proc
130
131 def r e n d e r t e x t ( s e l f , outfd , data ) :
132 ””” Esta func¸ a˜o imprimi o r e s u l t a d o ”””
133 out fd . wr i t e ("PID ;| PPID ;| PROCESS_NAME ;| BASEPRIORITY
;| PATH ;| COMMAND_LINE ;| SESSIONID ;| CREATE_TIME ;|
EXIT_TIME ;| HANDLES ;| THREADS ;| USERNAME\n" )
134 for proc in data :
135 token = proc . ge t token ( )
136 s i d s = l i s t ( token . g e t s i d s ( ) )
137 s i d s t r i n g = s i d s [ 0 ]
138 i f s i d s t r i n g in wel l known s id s :
139 sid name = " ({0})" . format ( we l l known s id s [
s i d s t r i n g ] )
140 else :
141 s id name re = f i n d s i d r e ( s i d s t r i n g ,
we l l known s id r e )
142 i f s id name re :
143 sid name = " ({0})" . format ( s id name re )
144 else :
145 sid name = ""
146
147 out fd . wr i t e ("{0} ;| {1} ;| {2} ;| {3} ;| {4} ;|
{5} ;| {6} ;| {7} ;| {8} ;| {9} ;| {10} ;|
{11}\n" . format ( proc . UniqueProcessId , proc .
InheritedFromUniqueProcessId , proc .
ImageFileName , proc . Pcb . BasePr ior i ty , proc . Peb .
ProcessParameters . ImagePathName , proc . Peb .
ProcessParameters . CommandLine , proc . Peb .
Ses s ionId , proc . CreateTime , proc . ExitTime , proc
. ObjectTable . HandleCount , proc . ActiveThreads ,







B Relato´rio do malware NF-e 18454310845.exe gerado pela
ferramenta
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Maldetect Data Emissão: 27/11/2015
Maldetect: Detecting Unknown Malware
Processos Maliciosos Encontrados:
PID process_name ranking anomaly_description log_information




Área de memória com flag de write_exec!
Processo realiza um hook suspeito na função:
wow64.dll!Wow64PrepareForDebuggerAttach at
0x74c3d438!





4c42, nÃ£o encontrado na base do virustotal!
1344 DumpIt.exe 15 Este artefato esta sendo executado a partir da
pasta users!
Processo realiza um hook suspeito na função:
wow64.dll!Wow64PrepareForDebuggerAttach at
0x74c3d438!
Processo realiza um hook suspeito na função:
wow64.dll!Wow64SuspendLocalThread at
0x74c3c174!
1928 explorer.exe 3 Porta ou conexão suspeita!
Porta ou conexão suspeita!
Área de memória com flag de write_exec!
252 svchost.exe 2 Porta ou conexão suspeita!
Porta ou conexão suspeita!
1800 svchost.exe 1 Área de memória com flag de write_exec!
1548 msiexec.exe 1 Área de memória com flag de write_exec!
2404 mscorsvw.exe 1 Área de memória com flag de write_exec!
2628 mscorsvw.exe 1 Área de memória com flag de write_exec!
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472 conhost.exe 1 Caminho incorreto!
DLLs Maliciosas Encontrados:
base DLL ranking anomaly_description
Atividades de Rede Suspeitas:
PID process_name protocol local_ip local_port remote_ip remote_port state
252 svchost.exe TCPv4 - 49268 127.0.0.1 80 CLOSED
1928 explorer.exe TCPv4 - 49267 127.0.0.1 80 CLOSED
252 svchost.exe TCPv4 - 49264 224.0.0.22 80 CLOSED
1928 explorer.exe TCPv4 - 49266 255.255.255.255 80 CLOSED
Histórico de Acessos do iexplore.exe:
pid url
Histórico de Comando do cmd.exe:
**************************************************
CommandProcess: conhost.exe Pid: 644
CommandHistory: 0x356650 Application: cmd.exe Flags: Allocated, Reset
CommandCount: 1 LastAdded: 0 LastDisplayed: 0
FirstCommand: 0 CommandCountMax: 50
ProcessHandle: 0x60
Cmd #0 @ 0x3551c0: ipconfig
Cmd #15 @ 0x300158: 6
Cmd #16 @ 0x355950: 5
**************************************************
CommandProcess: conhost.exe Pid: 2636
CommandHistory: 0xb6700 Application: DumpIt.exe Flags: Allocated
CommandCount: 0 LastAdded: -1 LastDisplayed: -1
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FirstCommand: 0 CommandCountMax: 50
ProcessHandle: 0x60
Cmd #15 @ 0x60158:
Cmd #16 @ 0xb5030:
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