Abstract
Introduction
Programming style: Scala's immutability, functional programming, irst-class XML make it rather similar to XQuery. Scala's for-comprehensions were inspired by Philip Wadler from his work with XQuery. [1] Ecosystem: Scala's seamless Java interoperation gives you access to all of Java's libraries, the JVM [2] and many outstanding Scala libraries 1 2 3 . Scalability: Scala's scalability and design negate the need for design patterns in solving a language's design laws. It is everything that Java should have been.
XML handling: Scala's XML handling includes the standard XML types such as Element, Attribute, Node. It also includes the NodeSeq type which extends Seq [Node] (a sequence of nodes), meaning that all of Scala's collections functionality for sequences is available for XML types. he key Scala XML documentation can be found at its author's Burak Emir's Scala XML book [3] , scala.xml API 4 and scala-xml GitHub repository 5 .
Five minutes to understanding Scala
his paper covers a relevant selection of Scala's capabilities. here are many great resources to learn about traits, partial functions, case classes, etc. We will cover the necessary essentials for this paper. See Scala crash course [4] and a selected presentation [5] for detailed walk-throughs. Like with XQuery and other functional programming languages we recommend programming Scala in an immutable fashion, although Scala allows you to program in an Object Oriented fashion or hybrid of the two, making it especially suited to migrating from a Java code base.
Scala's types are static, strong and mostly inferred, to the extent that it can feel like a scripting language [6] . Your IDE and Scala's compiler will inform you of your program's correctness very early on -including XML well-formedness.
Scala's 'implicits' enable you to deine new methods on values in a limited scope. With implicits and type inference your code becomes very compact [7] [8] . In fact, this paper displays types only for the sake of clarity.
Scala is about expressions, not statements. he last expression in a block of expressions is the return value. he same applies to if-statements and try-catch.
Scala is best used from within IntelliJ IDEA and Eclipse with the Scala IDE plug-in. [9] 2.1. Values and functions Scala Vector (2, 3, 4, 5, 6) his example however can be slimmed down to
Vector (2, 3, 4, 5, 6) Where x => x + 1 is an anonymous (lambda) function. It can be slimmed down further to
Vector (2, 3, 4, 5, 6) Scala's collections, such as lists, sets and maps come in mutable and immutable lavours [10] . hey will be used throughout the examples.
Strings and string interpolation
he triple double-quote syntax negates escaping of double-quotes in string literals. E.g. val title = """An introduction to "Scala"""" Scala supports string interpolation [11] similar to that in PHP, Perl and CofeeScript -with the 's' modiier: val language = "Scala" val interpolatedTitle = s"""An introduction to "$language""""
String interpolation turns $language into ${language.toString}.
Scala's triple-quoted strings may be multi-line, as shown in the examples section.
Named parameters
Where further clarity for method calls is needed, you can use named parameters:
def makeLink(url: String, text: String) = s"""<a href="$url">$text</a>""" makeLink(text = "XML London 2014", url="http://www.xmllondon.com/") <a href="http://www.xmllondon.com/"> XML London 2014</a>
For-comprehensions
For-comprehensions [12] will be familiar to a programmer who has used Python, LINQ, XQuery, Ruby, Haskell, F#, Erlang, Clojure. You can rewrite the previous example (1 to 5).map(x => x + 1) as a for-comprehension:
for ( x <-(1 to 5) ) yield x + 1
Vector (2, 3, 4, 5, 6) hese comprehensions yield results by iterating over multiple collections:
val software = Map( "Browser" -> Set("Firefox", "Chrome", "Internet Explorer"), "Office Suite" -> Set( "Google Drive", "Microsoft Office", "Libre Office") ) for { (softwareKind, programs) <-software program <-programs if program endsWith "e" } yield s"$softwareKind: $program" val tree = <document> <embedded xmlns="urn:test:embedding"> <description> <referenced xmlns="urn:test:referencing"> <metadata> <title xmlns="">Untitled</title> </metadata> </referenced> </description> </embedded> </document> (tree \\ "_").
filter(_.namespace == "urn:test:referencing" Map( 2 -> NodeSeq(<number>2</number>, <number>5</number>, <number>8</number>), 1 -> NodeSeq(<number>1</number>, <number>4</number>, <number>7</number>, <number>10</number>), 0 -> NodeSeq(<number>3</number>, <number>6</number>, <number>9</number>)) val jokes = <jokes> <pun rating="fine"> <question>Q: Why did the functions stop calling each other?</question> <answer>A: Because they had constant arguments.</answer> </pun> <pun rating="extreme"> <question>Why do CompSci students need glasses?</question> <answer>To C#<!--C# is a Microsoft programming language -->.</answer> </pun> </jokes> Querying descendant attributes works as expected 
Scala XML is unidirectional and immutable
Unlike the XPath model, Scala XML is unidirectional, i.e. a node does not know its parent, so lacks reverse axes, also no forward/sibling axes. his was done because adding in parents is expensive whilst maintaining immutability. For many problem spaces that may not matter. If it does for you then you are free to fall back to the full XPath/XQuery/XSLT model as shown below
XQS
We use a tiny wrapper library called XQS (XQuery for Scala) [14] in various places throughout this paper. Its main aim is to allow for a Scala metaphors when using XQuery. However even outside of XQuery usage, it allows for easy interoperation between the worlds of Scala XML and Java DOM. For example in the XPath example below, it supplies toDom to turn Scala XML to a w3c DOM, and the ability to turn a NodeSet into a Scala NodeSeq. We found XSLT more efective than Scala for designing XML transformations as XSLT has been designed explicitly for this task. hus we can mix-and-match transformations when XSLT is nicer than Scala and viceversa. John Snelson's transform.xq showcases mixed transforms with querying in XQuery [15] . Alike can be achieved in Scala. 
XML Pull Parsing from Scala

Extensibility
Using Scala's "implicits" you can enrich types by adding new functionality.
val oo = <oo> <x id="1">123</x> <x id="2">1234</x> <x id="x">xxxxx</x> <x id="3">1235</x> </oo>
Treating attribute values, which are strings, as doubles, implicitly when needed, and without any NumberFormatExceptions. Uses the scala.util.Try class that wraps exceptions in a functional manner implicit def toSafeDouble(st: String) = scala.util.Try{st.toDouble}.getOrElse(Double.NaN) (oo \ "x").filter( _ \@ "id" < 3)
NodeSeq(<x id="1">123</x>, <x id="2">1234</x>) (oo \\ "@id").map(_.text: Double). filterNot(_.isNaN).sum
Here are some examples of selecting multiple items according to their index:
val root = <nodes> <node>a (0)</node> <node>b (1)</node> <node>c (2)</node> <node>d (3)</node> <node>e (4)</node> <node>f (5)</node> <node>g (6)</node> <node>h (7)</node> <node>i (8) NodeSeq(<node>a (0)</node>, <node>e (4)</node>, <node>h (7)</node>) nodes(1 to 3) NodeSeq(<node>b (1)</node>, <node>c (2)</node>, <node>d (3)</node>) nodes(1 to 3, 5 until 7) NodeSeq(<node>b (1)</node>, <node>c (2)</node>, <node>d (3)</node>, <node>f (5)</node>, <node>g (6)</node>) Note that root can alternatively be generated using:
his is how we lookup elements by namespace. You can see how extensible Scala becomes (using Appendix A, he showNamespace(-s) methods):
val tree = <document> <embedded xmlns="urn:test:embedding"> <description> <referenced xmlns="urn:test:referencing"> <metadata> <title xmlns="">Untitled</title> </metadata> </referenced> </description> </embedded> </document> implicit class nsElement(nodeSeq: NodeSeq) { val regex = """^\{(.+)\}(.+)$""".r def \\#(path: String): NodeSeq = { val regex(namespace, el) = path for { node <-nodeSeq \\ el if node.namespace == namespace } yield node } def \#(path: String): NodeSeq = { val regex(namespace, el) = path for { node <-nodeSeq \ el if node.namespace == namespace } yield node } } (tree \\# "{urn:test:referencing}_").
map(showNamespace).mkString("\n") {urn:test:referencing}referenced {urn:test:referencing}metadata
Further Extensibility: XQuery-like constructs
Here we implement the XQuery 3.0 use case Q4 Part 3 [19] .
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XQuery code:
<result>{ for $store in /root/*/store let $state := $store/state group by $state order by $state return <state name="{$state}">{ for $product in /root/*/product let $category := $product/category group by $category order by $category return <category name="{$category}">{ for $sales in /root/*/record[ store-number = $store/store-number and product-name = $product/name] let $pname := $sales/product-name group by $pname order by $pname return <product name="{$pname}" total-qty="{sum($sales/qty)}"/> }</category> }</state> }</result> val allStores = loadXML("stores.xml") \ "store" groupByOrderBy "state" val allProducts = loadXML("products.xml") \ "product" groupByOrderBy "category" val allRecords = loadXML("sales-records.xml") \ "record" groupByText "product-name" <result>{ for { (state, stateStores) <-allStores storeNumbers = (stateStores \ "store-number").textSet } yield <state name={state}>{ for { (category,products)<-allProducts productRecords = allRecords.filterKeys{(products\"name").textSet} } yield <category name={category}>{ for { (productName, productSales)<-productRecords filteredSales = productSales.filter(n => storeNumbers(n\"store-number" text) ) if filteredSales.nonEmpty totalQty = (filteredSales \ "qty").map(_.text.toInt).sum } yield <product name={productName} total-qty={totalQty.toString}/> }</category> }</state> }</result> An extensibility class used is attached in Appendix B, Extensions for NodeSeq.
Performance vs XQuery
Assumptions
Core i7-3820 @ 3.6 GHz, 4 core, Windows 7 Professional, 64 bit, 16 GB Ram, Java 7 u51 64bit, default JVM settings. Scala 2.11, XMLUnit, XQJ interfaces, XQS Scala bindings 2 XQuery implementations A and B. Sources are located on GitHub [20].
Methodology
Using prepared statements for the XQuery, can be switched of, B performance drops like a stone without it, and not really fair, so turn on prepared statements. Scala has no concept of these, as there is nothing to prepare or parse. Also cached the conversion of XML to a DOMSource for the XQuery, so we don't measure that efort when timing the XQueries. Put in switch to serialize results to string, so as to ensure that any potential lazy values are materialized. Selected various queries from [21] also a XQuery 3.0 example from [19] . Runs both XQuery and Scala in a single run, 3 runs of 10,000 queries, with the results of the irst 2 runs thrown away to get a good JVM jit warmup. Its very easy to get misleading results from badly thought out benchmarks. Warm up is very important, JVM runs best when code is hotspotted. For each query we emits the XQuery time, Scala time, and the ratio of these times, XQuery:Scala. We plot a graph of these values, showing irst 2 values as a bar, the ratio as a line.
Benchmarks
Impl A XQuery vs Scala (Prep Statements, serialized) 6. Practicality
Enterprise usage
Scala is well established in enterprises [22] . While having access to the JVM Scala makes it easy to reuse the solid and tested libraries of the JVM ecosystem as well as an enterprise's legacy Java code [23] . Scala's terseness makes domain modelling much more precise [24] . Enterprise can migrate slowly to using all-Scala. he amount of code to maintain decreases, so number of moving parts decreases.
ScalaTest
ScalaTest, then test either your whole domain with property based testing, and ensure that the parties you are dealing with understand what your XML processing code does. Again, whether your XML processing code is inside Scala, XSLT, XQuery or MarkLogic, makes no diference. XMLUnit works nicely with Scala. 6 . We would like to see more research in querying with Scala such as Fatemeh Borran-Dejnabadi's paper [26] .
Other integration features
Conclusions
Possibilities with using Scala for XML processing are almost limitless. Pick and mix how you want to process your XML in Scala: powerful collections methods, forcomprehensions, XML generation, XPath, XSLT, XML databases and XQuery engines via XQS/XQJ, XML streaming via StAX. Scala makes it possible to simplify complex logic into domain speciic programs and use a combination of the best tools for achieving your targets. As Java has not advanced as far in terms of the language, Scala has secured the niche of the efective programmer and the efective business. For you as a functional programmer Scala's concepts will already be familiar. You lose none of your existing Java ecosystem and gain so much more. It is another important tool in your armoury for eicient and lucid data processing.
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