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1 Εισαγωγή
Ζούμε στην εποχή της πληροφορίας.  Οι  ηλεκτρονικοί  υπολογιστές  μας  έδωσαν την 
δυνατότητα να μπορούμε να αποθηκεύουμε χιλιάδες πληροφορίες σε διάφορες μορφές 
αρχείων πάρα πολύ εύκολα και οικονομικά. Αυτή η υπερπληθώρα πληροφοριών όμως 
δημιούργησε ένα σημαντικό πρόβλημα. Όσο περισσότερες οι διαθέσιμες πληροφορίες 
τόσο  περισσότερος  κόπος  χρειάζεται  για  να  βρει  ο  χρήστης  την  πληροφορία  που 
χρειάζεται. Αυτό συμβαίνει γιατί θα πρέπει να ψάξει ανάμεσα σε περισσότερα αρχεία. 
Επίσης  στο  σύγχρονο  περιβάλλον  των  επιχειρήσεων  σχεδόν  όλες  οι  πληροφορίες 
αποθηκεύονται σε ψηφιακή μορφή και  δεν αποθηκεύονται  κάπου κεντρικά αλλά σε 
διάφορους υπολογιστές οι οποί είναι συνδεδεμένοι στο  Intranet της εταιρίας, γεγονός 
που περιπλέκει  ακόμη περισσότερο την κατάσταση.  Έτσι  όταν ένας υπάλληλος της 
εταιρίας ψάχνει για παράδειγμα ένα λογιστικό φύλλο που περιέχει της πώλησης του 
τριμήνου ή ένα έγγραφο word το οποίο περιέχει μία οδηγία του ΔΣ της εταιρίας μπορεί 
να χάσει πάρα πολλές εργάσιμες ώρες στην προσπάθειά του για να τα βρει.
Σκοπός της παρούσας διπλωματικής είναι  να προτείνει  μια λύση στο παραπάνω 
πρόβλημα με την δημιουργία μιας μηχανής αναζήτησης πλήρους κειμένου η οποία θα 
λειτουργεί σε επιχειρηματικά  Intranet και θα χρησιμεύει  στην εξεύρεση πληροφοριών 
που βρίσκονται σε αρχεία διαφορετικών τύπων που είναι διασκορπισμένα σε αυτό. 
Σκοπός της αναζήτησης πλήρους κειμένου είναι να παρέχει στον χρήστη τα αρχεία 
που παρέχουν τις πληροφορίες που ζήτησε ο χρήστης. Ο συνηθέστερος τρόπος για να 
γίνεται αυτό είναι   με ένα ερώτημα  που δίνετε από τον χρήστη. Έπειτα η μηχανή 
ελέγχει για το εάν υπάρχουν οι όροι που έδωσε ο χρήστης στα διαθέσιμα αρχεία. Η πιο 
απλή μέθοδος  υλοποίησης για αυτό είναι να ανοίγονται και να σαρώνονται με την 
σειρά  όλα  τα  έγγραφα,   όπως  είναι  εύκολα  κατανοητό  αυτός  ο  τρόπος  δεν  είναι 
αποδοτικός  και  ούτε  μπορεί  να  χρησιμοποιηθεί  για  μεγάλο  αριθμό  αρχείων.  Κατά 
συνέπεια δεν είναι κατάλληλος για συχνή χρήση από πολλούς χρήστες ταυτόχρονα. Για 
να λυθούν  αυτά  τα  προβλήματα ο  βέλτιστος  τρόπος  είναι  να  γίνεται  εξαγωγή των 
πληροφοριών που περιέχουν τα αρχεία και   η αποθήκευσή ώστε να είναι εύκολη η 
ανάκτησή τους. Έτσι όταν οι χρήστες  εισάγουν ερωτήματα στην μηχανή δεν  είναι 
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αναγκαίο να συγκρίνονται τα κείμενα αλλά μόνο να γίνεται  ζήτηση με τους όρους της 
αναζήτησης μέσω του πίνακα του ευρετηρίου
Στην παρούσα διπλωματική θα υλοποιηθεί μια μηχανή αναζήτησης που θα έχει όλα 
τα παραπάνω χαρακτηριστικά, δηλαδή θα  δεικτοδοτεί αρχεία διαφόρων τύπων όπως 
αρχεία του Microsoft  office, καθώς και έγγραφα άλλων τύπων όπως pdf, djvu,  html, 
chm,  κ.τ.λ.,  επίσης  θα  έχει  και  μια  διεπαφή  χρήστη  για  την  πιο  εύκολη  υποβολή 
ερωτημάτων αλλά και για την δημιουργία σύνθετων ερωτημάτων μέσω αυτής. Για  την 
επίτευξη όλων των παραπάνω θα χρησιμοποιηθεί η υπηρεσία ευρετηρίου, ο Microsoft 
Information Server, ο Microsoft SQL Server 2005 καθώς και η τεχνολογία ASP.NET
Τέλος το υπόλοιπο κείμενο διαμορφώνεται ως εξής: Στο κεφάλαιο 2 παρουσιάζεται 
η επιστήμη της ανάκτησης πληροφοριών και πως χρησιμοποιείτε για την δημιουργία 
μηχανών αναζήτησης. Το κεφάλαιο 3 περιέχει μια αναλυτική παρουσίαση της μηχανής 
αναζήτησης ενώ στο κεφάλαιο 4 παρουσιάζεται η αναζήτηση πλήρους κειμένου στον 
SQL Server 2005. Στο κεφάλαιο 5 περιγράφετε η δημιουργία της μηχανής αναζήτησης 
που έγινε για την παρούσα εργασία ενώ στο τελευταίο κεφάλαιο υπάρχει μια σύγκριση 
των  τεχνολογιών  που  χρησιμοποιήθηκαν  σε  αυτήν  την  εργασία  με  άλλες 
ανταγωνιστικές.  Επίσης  στο  τελευταίο  κεφάλαιο  αναφέρεται  και  το  μέλλον  των 
τεχνολογιών  της  Microsoft που  χρησιμοποιήθηκαν  για  την  υλοποίηση  της  μηχανής 
αναζήτησης της παρούσας διπλωματικής.
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2 Ανάκτηση πληροφοριών και 
μηχανές αναζήτησης
Μια  μηχανή  αναζήτησης  πλήρους  κειμένου  βασίζεται  πάνω  στην  επιστήμη  της 
ανάκτησης  πληροφοριών,  γι’  αυτό  τον  λόγο  στο  κεφάλαιο  αυτό  θα  γίνει  μια 
παρουσίαση της θεωρίας ανάκτησης πληροφοριών, η οποία είναι απαραίτητη για την 
καλύτερη  κατανόηση του  τρόπου  λειτουργίας  της  μηχανής  που  θα  αναπτυχθεί  στα 
πλαίσια της διπλωματικής εργασίας.
2.1 Μια σύντομη εισαγωγή στην ανάκτηση 
πληροφοριών
Όπως αναφέρθηκε και στο εισαγωγικό κείμενο του κεφαλαίου, οι μηχανές αναζήτησης 
βασίζονται στην θεωρία ανάκτησης πληροφοριών· μάλιστα μπορεί να ειπωθεί πως οι 
μηχανές αναζήτησης αποτελούν την κυριότερη εφαρμογή της επιστήμης της ανάκτησης 
πληροφοριών. Πριν δοθεί ο ορισμός ενός συστήματος  ανάκτησης πληροφοριών πρέπει 
να ειπωθεί τι σκοπό έχει ένα σύστημα πληροφοριών και ποια προβλήματα καλείτε να 
λύσει. 
Στο  κεφάλαιο  1  ειπώθηκε  πως  σήμερα   βρισκόμαστε  στην  κοινωνία  της 
πληροφορίας και του διαδικτύου και υπάρχει μια υπερπληθώρα πληροφοριών, η οποία 
λόγω  του  τεράστιου  μεγέθους  της  προκαλεί  προβλήματα.  Μάλιστα  σε  πολλές 
περιπτώσεις  στην  προσπάθεια  εύρεσης μιας  πληροφορίας  το  μεγαλύτερο μέρος  του 
χρόνου σπαταλάτε στο ψάξιμο για την πληροφορία και στην ανάγνωση μη σχετικών 
εγγράφων   πάρα  στην  ανάγνωση  του  σχετικού  εγγράφου.  Ο  σκοπός  λοιπόν  ενός 
συστήματος ανάκτησης πληροφοριών είναι να βοηθάει τους χρήστες του να βρουν τα 
έγγραφα  που  περιέχουν  της  πληροφορίες  που  θέλουν  δαπανώντας  όσο  το  δυνατόν 
λιγότερο  κόπο  και  χρόνο.  Για  να  κατανοηθεί  το  πόσο  σημαντικά  είναι  αυτά  τα 
συστήματα μπορεί κάποιος να δει την τεράστια εμπορική και οικονομική επιτυχία των 
μηχανών  αναζήτησης  όπως  η  Google,  ηYahoo κ.α.  Περνώντας  σε  έναν  πιο  γενικό 
ορισμό μπορεί να ειπωθεί πως η ανάκτηση πληροφοριών είναι η επιστήμη της εύρεσης 
πληροφοριών σε έγγραφα, της εύρεσης εγγράφων που περιέχουν την πληροφορία, της 
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εύρεσης μεταδεδομένων γι’ αυτά τα έγγραφα και, τέλος, μέσα σε βάσεις δεδομένων οι 
οποίες μπορεί να είναι είτε μεμονωμένες σχεσιακές βάσεις, είτε βάσεις υπερκειμένου 
όπως ο παγκόσμιος ιστός [6.3,6.3,6.3,6.3,6.3,6.3,6.3]. 
Όπως  φαίνεται  και  από  τον  ορισμό,  η  ανάκτηση  πληροφοριών  είναι  ένα 
διεπιστημονικό  πεδίο  που  είναι  βασισμένο  στην  επιστήμη  της  πληροφορικής,  στα 
μαθηματικά,  στη στατιστική, στην βιβλιοθηκονομία,  και στην γλωσσολογία.  Επίσης 
πρέπει να τονιστεί ιδιαιτέρα ότι η ανάκτηση πληροφοριών είναι διαφορετική από την 
ανάκτηση δεδομένων με την οποία πολλές φορές συγχέεται και για αυτό στον Πίνακας
1 παρουσιάζονται οι διαφορές τους. Επίσης πρέπει να αναφέρουμε ότι σήμερα, παρόλο 
που  έχει  γίνει  μεγάλη  πρόοδος,  παρουσιάζονται  πολλές  δυσκολίες  στην  απευθείας 
εύρεση  πληροφοριών  από  έγγραφα  γιατί  υπάρχουν  πολλά  προβλήματα  λόγω  της 
μεγάλης αμφισημίας της γλώσσας, της σημασιολογίας των προτάσεων κ.τ.λ.[6.3]. Γι’ 
αυτόν τον λόγο τα περισσότερα από τα συστήματα που είναι σε λειτουργία, όπως και το 
σύστημα  που  θα  δημιουργηθεί  για  τον  σκοπό  της  παρούσας  εργασίας, 
προσανατολίζονται κυρίως στην εύρεση των εγγράφων άλλα και εικόνων και άλλων 
μορφών δεδομένων που περιέχουν την πληροφορία. 
Πίνακας 1: Διαφορές μεταξύ της ανάκτησης δεδομένων και της ανάκτησης πληροφοριών
Ανάκτηση δεδομένων Ανάκτηση πληροφοριών
Ταίριασμα Ακριβές Συνήθως το ταίριασμα γίνεται 
μερικώς και με την πιο δυνατή 
καλή προσπάθεια(best match)
Τρόπος  εξαγωγής 
συμπερασμάτων 
Συμπερασματικός Επαγωγικός
Μοντέλο Ντετερμινιστικό Στοχαστικό
Γλώσσα ερωτημάτων Τεχνητή (πχ SQL) Φυσική γλώσσα
Προδιαγραφές ερωτημάτων Πλήρης Μη πλήρης 
Επιστροφή αποτελεσμάτων Που να ταιριάζουν απολύτως 
στο ερώτημα
Σχετικά με το ερώτημα
Ευαισθησία  σε  σφάλματα 
στην  σύνταξη  των 
ερωτημάτων
Μεγάλη, σε περίπτωση λάθος 
σύνταξης  δεν  επιστέφονται 
αποτελέσματα
Μεγάλη ανοχή σε σφάλματα
 Τα  κυριότερα  ζητήματα  που  απασχολούν  την  επιστήμη  της  ανάκτησης 
πληροφοριών είναι τα εξής:
1. Η ανάλυση του περιεχομένου
2. Η δομή αποθήκευσης του ευρετηρίου
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3. Ο μηχανισμός αξιολόγησης για το πόσο σχετικά είναι τα έγγραφα με αυτό 
που ζητάει ο χρήστης
Στα κεφάλαια 3,4 θα περιγράφει αναλυτικά το πώς αυτά τα μέρη υλοποιούνται για την 
Υπηρεσία Ευρετηρίου[κεφάλαιο  3] και για την αναζήτηση πλήρους κειμένου του MS 
SQL Server 2005 [κεφάλαιο 4].
Για  περισσότερες  πληροφορίες  σχετικά  με  την  ανάκτηση  πληροφοριών  μπορεί 
κάποιος να ανατρέξει στα βιβλία [6.3,6.3,6.3]και στις ιστοσελίδες και τα πρακτικά των 
συνεδρίων των οργανώσεων : Text retrieval (TREC, http://trec.nist.gov/ ), ACM Special 
Interest Group on Information retrieval (ACM SIGIR,  http://www.acm.org/sigir/) και 
Natural Language processing and Information Retrieval Group (NIST,  http://www-
nlpir.nist.gov/).  Επίσης πολλές πληροφορίες καθώς και οι  τελευταίες εξελίξεις πάνω 
στον χώρο παρατίθενται στο επιστημονικό περιοδικό Journal of Information Retrieval 
της Springer.
2.2 Μοντέλα συστημάτων ανάκτησης πληροφοριών
Κατά  τη  διάρκεια  της  ύπαρξης  της  επιστήμης  της  ανάκτησης  πληροφοριών  έχουν 
δημιουργηθεί διάφορα μοντέλα με τα οποία μπορεί να φτιαχτεί ένα σύστημα ανάκτησης 
πληροφοριών. Κάθε μοντέλο διαθέτει τα δικά του πλεονεκτήματα και μειονεκτήματα 
και γι’ αυτό τα περισσότερα συστήματα που βρίσκονται σε λειτουργία σήμερα συνήθως 
υλοποιούν  ένα  συνδυασμό  αυτών  των  μοντέλων  έτσι  ώστε  να  εκμεταλλεύονται 
καλύτερα τα πλεονεκτήματα του καθενός αλλά και να ελαχιστοποιούν τα προβλήματα 
που  έχει  το  κάθε  μοντέλο.  Σε  αυτόν  τον  κανόνα  δεν  αποτελούν  εξαίρεση  και  οι 
τεχνολογίες  εύρεσης  της  Microsoft όπως  η  υπηρεσία  ευρετηρίου  και  η  αναζήτηση 
πλήρους κειμένου του MS SQL Server 2005.
Τα μοντέλα χωρίζονται κυρίως με βάση τρία χαρακτηριστικά. Το πρώτο από αυτά 
είναι  τα  είδη  ερωτημάτων  που  δέχεται  το  σύστημα,  το  δεύτερο είναι  το  είδος  του 
αλγόριθμου που χρησιμοποιείται για να επιστρέφει τα αποτελέσματα στον χρήστη και 
το τρίτο χαρακτηριστικό είναι ο τρόπος αποθήκευσης του ευρετηρίου στο σύστημα. Σε 
αυτήν την ενότητα θα περιγράφουν τα μοντέλα των δύο πρώτων χαρακτηριστικών, ενώ 
τα διαθέσιμα μοντέλα για τον τρόπο αποθήκευσης των ευρετηρίων μπορούν να βρεθούν 
στην  παράγραφο  2.3.2 του  παρόντος  κεφαλαίου.  Τέλος  πρέπει  να  αναφέρουμε  ότι 
κάποια μοντέλα ερωτημάτων συνδυάζονται καλύτερα με κάποια συγκεκριμένα μοντέλα 
αλγορίθμων και με συγκεκριμένες μορφές δεδομένων. 
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2.2.1 Μοντέλα βάσει του είδους των υποστηριζόμενων ερωτημάτων
1.  Boolean ερωτήματα
2. Εκτεταμένα Boolean ερωτήματα
3. Ανυσματικά ερωτήματα
4. Ερωτήματα σε φυσική γλώσσα
5. Ασαφή ερωτήματα (Fuzzy queries)
6. Ερωτήματα με βάση επιλογή από λεξικό
7. Ερωτήματα που βασίζονται στην SQL
Απλά και εκτεταμένα Boolean ερωτήματα
Οι  δύο  πρώτες  μορφές  των  ερωτημάτων  είναι  οι  πιο  γνωστές  και  οι  πιο 
διαδεδομένες.  Η  πρώτη  στηρίζεται  στην  άλγεβρα  Boole.  Σε  αυτά  τα  ερωτήματα  ο 
χρήστης για να βρει τις πληροφορίες που θέλει, σχηματίζει το ερώτημα συνδυάζοντας 
όρους μαζί με τους τελεστές AND, OR, NOT, XOR. Η συνήθης σειρά εκτέλεσης αυτών 
των  τελεστών  με  σειρά  προτεραιότητας  είναι:  NOT,  AND,  OR και  XOR.  Για  να 
αλλάξει η σειρά εκτέλεσης των τελεστών μπορούν να χρησιμοποιηθούν παρενθέσεις, 
όπως ακριβώς στα μαθηματικά. 
Τα απλά Boolean ερωτήματα παρουσιάζουν πολλά προβλήματα [6.3] και γι’ αυτό 
δημιουργήθηκε μια εκτεταμένη μορφή τους, η οποία περιέχει παραπάνω τελεστές που 
δεν στηρίζονται στην άλγεβρα Boole. Συνήθως οι τελεστές αυτοί είναι 3. Ο πρώτος από 
αυτούς  μας  επιτρέπει  να  ορίζουμε  πόσο  κοντά  είναι  οι  όροι  που  ψάχνουμε.  Για 
παράδειγμα στην υπηρεσία ευρετηρίου γράφοντας  Dog{near dist = 50,  unit =  word} 
Cat θα μας επιστρέψει κείμενα στα οποία η λέξη dog απέχει το πολύ 50 λέξεις από την 
λέξη cat. Συνήθως η απόσταση αυτή μετριέται και από τις δύο πλευρές της λέξης, αλλά 
μπορεί  η αναζήτηση να γίνει  μόνο προς τα πίσω ή προς τα μπροστά.  Ο δεύτερος 
τελεστής βρίσκει λέξεις οι οποίες είναι δίπλα, δηλαδή η απόστασή τους είναι 0. Τέλος ο 
τρίτος τελεστής μας επιτρέπει να βρίσκουμε φράσεις μέσα στα κείμενα. Ο πιο συνήθης 
τρόπος υλοποίησης του είναι να περικλείεται η φράση ανάμεσα σε “” π.χ. το ερώτημα 
“μια ωραία μέρα” θα μας επιστρέψει κείμενα που περιέχουν ακριβώς την φράση αυτή.
Ανυσματικά ερωτήματα
 Σε αυτού του είδους τα ερωτήματα, τα έγγραφα και τα ερωτήματα αναπαρίστανται 
σαν ανύσματα. Σε αυτά κάθε όρος του ερωτήματος/εγγράφου αποτελεί και ένα στοιχείο 
του ανύσματος, για παράδειγμα μπορεί να δοθεί το ερώτημα [γάτα, σκύλος], έπειτα 
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υπολογίζεται το εσωτερικό γινόμενο του ανύσματος με καθένα από τα ανύσματα των 
εγγράφων και βρίσκονται τα σχετικά έγγραφα. Πληροφορίες για τον τρόπο λειτουργίας 
αυτών των ερωτημάτων στην υπηρεσία ευρετηρίου υπάρχουν στην ενότητα ανυσματικά 
ερωτήματα του [3.3.3].
Ερωτήματα σε φυσική γλώσσα
Στα μοντέλα που στηρίζονται σε φυσική γλώσσα ο χρήστης περιγράφει με αυτή την 
πληροφορία που χρειάζεται, για παράδειγμα ο χρήσης μπορεί να γράψει «Θέλω όλα τα 
κείμενα που περιέχουν πληροφορίες για την νεότερη ιστορία της Ελλάδος  αλλά όχι για 
την  περίοδο  των  δύο  παγκοσμίων  πολέμων».  Επίσης  πολλά  συστήματα  δέχονται 
ερωτήσεις από τον χρήστη, για παράδειγμα ο χρήστης μπορεί να γράψει «Ποιες είναι οι 
πιο μεγάλες πόλεις της Ελλάδος;». 
Παρόλο  που  τέτοιου  είδους  συστήματα  είναι  πιο  φιλικά  και  εύχρηστα 
παρουσιάζουν  πολλά  μειονεκτήματα.  Κυριότερο  από  αυτά  είναι  η  δυσκολία 
κατανόησης  από  τον  υπολογιστή  της  ανθρώπινης  γλώσσας  στην  οποία  εισέρχεται 
πολλές φορές το στοιχείο της υποκειμενικότητας αλλά και το γεγονός ότι πρέπει να 
γίνει  για  πολλές  διαφορετικές  γλώσσες  που θα  πρέπει  να  υποστηρίζει  το  σύστημα. 
Επίσης σοβαρές δυσκολίες υπάρχουν στον χειρισμό των αρνητικών προτάσεων, μια και 
αυτές μπορούν να εκφραστούν με πολλούς διαφορετικούς τρόπους. Τέλος, ενώ τέτοιου 
είδους  συστήματα  είναι  κατάλληλα  για  περιστασιακούς  και  αρχάριους  χρήστες,  οι 
έμπειροι  χρήστες  βρίσκουν  πολύ  κουραστικό  το  γεγονός  ότι  πρέπει  να  γράφουν 
ολόκληρες περιγραφικές προτάσεις για να βρουν αυτό που θέλουν και καταφεύγουν 
στο να γράφουν μόνο τους όρους που θέλουν να βρουν και κατά συνέπεια θέτουν την 
δυνατότητα φυσικής γλώσσας του συστήματος σε αχρηστία. Για να ξεπεραστούν αυτά 
τα  μειονεκτήματα  συνήθως  τα  συστήματα  που  υποστηρίζουν  φυσική  γλώσσα 
υποστηρίζουν ταυτόχρονα και ερωτήματα Boolean έτσι ώστε να ανταποκρίνονται στις 
ανάγκες  όλων  των  χρηστών,  παράδειγμα  τέτοιου  συστήματος  είναι  η  μηχανή 
αναζήτησης ask (www.ask.com)
Ασαφή ερωτήματα
Τα ασαφή ερωτήματα παρέχουν την δυνατότητα στον χρήστη να ψάξει για όρους 
χρησιμοποιώντας  μοτίβα.  Για  παράδειγμα  για  να  επιστραφούν  όλα  τα  κείμενα  που 
περιέχουν όλες τις λέξεις που αρχίζουν από τα γράμματα σπίτ πρέπει να γράψει σπίτ*. 
Τέτοιου είδους ερωτήματα είναι κατάλληλα για τις περιπτώσεις που ο χρήστης δεν είναι 
σίγουρος  για  την  ορθογραφία  των  όρων  που  ψάχνει.  Επίσης  είναι  κατάλληλα  για 
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συλλογές οι οποίες έχουν δημιουργηθεί μέσω οπτικής αναγνώρισης χαρακτήρων γιατί 
σε αυτές τις συλλογές υπάρχει μεγάλη πιθανότητα λάθος αναγνώρισης μιας λέξης [6.3].
Τέλος,  τέτοιου  είδους  ερωτήματα  αυξάνουν  την  ανάκληση  γιατί  επιστρέφουν 
περσότερα  έγγραφα  αλλά  μειώνουν  την  ακρίβεια  των  αποτελεσμάτων  γιατί 
επιστρέφουν  και  πολλά  έγγραφα  τα  οποία  τυχαίνει  να  χρησιμοποιούν  τις  ίδιες 
ακολουθίες γραμμάτων, λέξεων κ.τ.λ. [6.3].
Ερωτήματα με βάση επιλογή από λεξικό
Σε πολλά συστήματα, αντί ο χρήστης να θέτει κάποιου είδους ερώτημα για να βρει 
τις πληροφορίες που θέλει, επιλέγει από ένα λεξικό τους όρους για τους οποίους θέλει 
να βρει πληροφορίες. Οι όροι αυτοί παίρνονται από το ευρετήριο και έτσι ο χρήστης 
επιλέγει όρους για τους οποίους υπάρχουν σίγουρα έγγραφα μέσα στο σύστημα. Αντί 
για όρους, πολλά συστήματα χρησιμοποιούν διάφορες θεματικές ενότητες, οι οποίες 
χωρίζονται περαιτέρω σε ενότητες ή θησαυρούς που περιέχουν τις λέξεις με ιεραρχική 
σειρά  αρχίζοντας  από  την  πιο  γενική  έννοια  και  καταλήγοντας  στις  πιο  ειδικές. 
Παράδειγμα  τέτοιων  συστημάτων  είναι  τα  directories αρκετών  γνωστών  μηχανών 
αναζήτησης όπως το Yahoo, η Google αλλά και τα ελληνικά in.gr και pathfinder.gr. 
Ερωτήματα που βασίζονται στην SQL
Πολλά συστήματα χρησιμοποιούν ένα  είδος  δομημένης  γλώσσας ερωτημάτων η 
οποία μοιάζει συνήθως με την τυπική  SQL των βάσεων δεδομένων. Τέτοιου είδους 
συστήματα είναι πολύ δύσκολο να χρησιμοποιηθούν από αρχάριους αλλά δίνουν πάρα 
πολλές  δυνατότητες στους  έμπειρους  χρήστες  γιατί  τους παρέχουν ευελιξία  και  την 
δυνατότητα να γράψουν πολύπλοκα ερωτήματα. Συνήθως όσες μηχανές αναζήτησης 
παρέχουν  API με  το  οποίο  μπορεί  να  δημιουργηθεί  μια  εφαρμογή  αναζήτησης, 
παρέχουν και την δυνατότητα για τέτοιου είδους ερωτήματα, γιατί είναι πολύ εύχρηστα 
και  κατάλληλα  για  προγραμματισμό.  Για  τα  SQL ερωτήματα  που  υποστηρίζει  η 
υπηρεσία ευρετηρίου υπάρχουν πληροφορίες στο [3.3.4].
2.2.2 Μοντέλα με βάση τους αλγόριθμους
Σε αυτήν την ενότητα παρουσιάζονται οι κατηγορίες στις οποίες ανήκουν οι διάφοροι 
αλγόριθμοι  που στηρίζονται  τα συστήματα ανάκτησης πληροφοριών.  Οι  κυριότερες 
κατηγορίες είναι οι παρακάτω:
1. Μοντέλα ανυσματικού χώρου
2. Μοντέλα βασισμένα στις πιθανότητες
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3. Μοντέλα βασισμένα στην φυσική γλώσσα
4. Μοντέλα βασισμένα στην συσταδοποίηση (clustering)
Μοντέλα ανυσματικού χώρου
Στα μοντέλα αυτά όλα τα έγγραφα αναπαρίστανται σαν ανύσματα μέσα σε ένα ν-
διάστατο χώρο. Τα ανύσματα αυτά έχουν συνήθως σαν στοιχεία τους όρους από τους 
οποίους αποτελείται το κάθε έγγραφο και κάθε όρος έχει σαν βάρος την συχνότητα που 
εμφανίζεται  μέσα  σε  όλη  την  συλλογή.  Λόγω  του  ανυσματικού  χώρου  που 
χρησιμοποιείτε αυτά τα μοντέλα είναι πολύ εύκολο να παρουσιαστούν οπτικά. 
Μοντέλα βασισμένα στις πιθανότητες
Σε αυτού του είδους τα μοντέλα πρώτα παράγεται το αρχείο των αποτελεσμάτων 
σύμφωνα με το ερώτημα και έπειτα υπολογίζονται διάφορα στατιστικά μεγέθη για τα 
έγγραφα που περιέχει. Σύμφωνα με αυτά τα στατιστικά μεγέθη καθορίζεται πιο από 
αυτά  έχει  την  μεγαλύτερη  πιθανότητα  να  περιέχει  τις  πληροφορίες  που  ζητάει  ο 
χρήστης  και  όσα  ξεπερνούν  ένα  προκαθορισμένο  όριο  πιθανότητας  (π.χ.  50%) 
επιστρέφονται σαν αποτελέσματα.
Μοντέλα βασισμένα στην φυσική γλώσσα
Στα μοντέλα που βασίζονται στην φυσική γλώσσα οι αλγόριθμοι που βρίσκουν τα 
σχετικά έγγραφα δεν βασίζονται μόνο στην στατιστική αλλά και σε συντακτικές και 
σημασιολογικές πληροφορίες οι οποίες αντλούνται από τα έγγραφα. Για να επιτευχθεί 
αυτό οι  αλγόριθμοι  δεν  αντιμετωπίζουν κάθε λέξη απομονωμένα,  αλλά τα έγγραφα 
θεωρούνται σαν ολότητα. Τα πιο απλά συστήματα για να το επιτύχουν αυτό τοποθετούν 
στο ευρετήριο ολόκληρες προτάσεις ενώ τα πιο πολύπλοκα τοποθετούν στο σύστημα 
έννοιες και θέματα. Επίσης χρησιμοποιείτε γραμματική και συντακτική ανάλυση για 
την καλύτερη ευρετηρίαση των όρων. Για παράδειγμα σε ένα κείμενο που περιέχονται 
πληροφορίες για το πετρέλαιο στο Μεξικό και για το φυσικό αέριο στην Ρωσία, ένα 
σύστημα που είναι βασισμένο στην φυσική γλώσσα θα καταλάβαινε την διαφορά και 
δεν θα το επέστρεφε σαν απάντηση στο ερώτημα «φυσικό αέριο στο Μεξικό».
Μοντέλα βασισμένα στην συσταδοποίηση
Σε αυτού του είδους τα μοντέλα το σύνολο των εγγράφων του συστήματος χωρίζεται σε 
ομάδες. Σκοπός είναι αυτές οι ομάδες να είναι εσωτερικά όσο το δυνατόν  ομοιογενείς 
ενώ ταυτόχρονα οι ομάδες μεταξύ τους να είναι όσο το δυνατόν ανομοιογενείς. Έτσι 
όλα τα έγγραφα που είναι στην ίδια ομάδα είναι σχετικά μεταξύ τους και περιέχουν 
πληροφορίες που είναι χρήσιμες για όποιον ψάχνει ένα έγγραφο της ομάδας αυτής.
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Εικόνα 1: Αποτελέσματα από ένα σύστημα που υποστηρίζει συσταδοποίηση
.
Τα  συστήματα  που  είναι  βασισμένα  στην  συσταδοποίηση  επιστρέφουν,  σαν 
αποτέλεσμα στο ερώτημα του χρήστη, όλα τα έγγραφα που είναι στην ίδια ομάδα που 
περιέχει ένα έγγραφο σχετικό με αυτό. Στην Εικόνα 1 (που προέρχεται από την μηχανή 
αναζήτησης Vivisimo) στα αριστερά φαίνονται όλες οι ομάδες (clusters) των εγγράφων 
που είναι σχετικές με τον όρο jaguar.
2.3 Δημιουργία ευρετηρίων για συστήματα 
ανάκτησης πληροφοριών και μηχανές 
αναζήτησης
Ένα πολύ σημαντικό και καθοριστικό μέρος ενός συστήματος ανάκτησης πληροφοριών 
είναι το ευρετήριο, το οποίο αποτελεί και τον συνδετικό κρίκο όλων των μερών του 
συστήματος. Η σημαντικότητα του ρόλου του ευρετηρίου μπορεί να γίνει κατανοητή 
και από το γεγονός  ότι  τα αποτελέσματα που επιστρέφονται  από το σύστημα είναι 
βασισμένα στα  δεδομένα που περιέχονται  στο  ευρετήριο  και  στον  τρόπο που είναι 
αποθηκευμένα σε αυτό.
Η δημιουργία και η δομή των ευρετηρίων αποτελεί έναν κλάδο από μόνη της και γι’ 
αυτό  σε  αυτό  το  σημείο  θα  αναφερθεί  μόνο  η  σχετική  θεωρία  πάνω  στην  οποία 
βασίζονται  η  Υπηρεσία Ευρετηρίου και  η  λειτουργία  πλήρους  αναζήτησης του MS 
SQL Server 2005.
Αναλυτικότερα  αυτή  η  ενότητα  αποτελείται  από  3  μέρη.  Στο  πρώτο  από  αυτά 
περιγράφεται ο τρόπος που επεξεργάζονται τα έγγραφα για να εξαχθούν από αυτά τα 
δεδομένα που θα τοποθετηθούν στο ευρετήριο. Στο δεύτερο μέρος περιγράφονται οι 
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δομές δεδομένων που αποθηκεύονται τα ευρετήρια και στο τρίτο μέρος υπάρχει ένα 
παράδειγμα για καλύτερη κατανόηση των όσων έχουν αναφερθεί.
2.3.1 Δημιουργία των δεδομένων του ευρετηρίου
Για  να δημιουργηθεί  το  ευρετήριο  πρέπει  πρώτα να εξαχθούν τα δεδομένα που θα 
περιέχονται σε αυτό. Τα δεδομένα του ευρετηρίου προέρχονται από δύο πηγές, η πρώτη 
είναι  τα μεταδεδομένα  του κάθε έγγραφο και  η  δεύτερη είναι  τα περιεχόμενα του 
εγγράφου.
Τα μεταδεδομένα προέρχονται  κυρίως από το  λειτουργικό  σύστημα και  από τα 
αρχεία των εγγράφων που είναι  προς ευρετηρίαση.  Για να συγκεντρωθούν αυτά τα 
δεδομένα χρειάζονται  δύο  τύποι  αλγορίθμων.  Ο πρώτος  συλλέγει  δεδομένα από το 
σύστημα αρχείων του λειτουργικού συστήματος (FAT,  NTFS κ.τ.λ. ). Αυτό περιέχει 
δεδομένα  όπως  οι  ιδιότητες  του  αρχείου,  το  είδος  του,  το  μέγεθος  του,  η  ημέρα 
δημιουργίας του κτλ. Επειδή όμως κάθε τύπος εγγράφου έχει και  μεταδεδομένα (για 
παράδειγμα  τα  αρχεία  του  MS Word περιέχουν  πληροφορίες  για  το  ποιος  είναι  ο 
συντάκτης του κειμένου, πόσες λέξεις έχει το έγγραφο, περίληψη του κειμένου κτλ.) 
υπάρχει και ένας δεύτερος τύπος αλγόριθμου ο οποίος είναι  συγκεκριμένος για κάθε 
τύπο αρχείου και εξάγει τα συγκεκριμένα μεταδεδομένα των εγγράφων για τα οποία 
είναι φτιαγμένος. 
Όμως ο κύριος όγκος των δεδομένων που υπάρχουν στο ευρετήριο προέρχεται από 
το περιεχόμενο τον εγγράφων. Η διαδικασία για την δημιουργία αυτών των δεδομένων 
αποτελείται από δύο βήματα[6.3].
Το  πρώτο  βήμα  είναι  η  ανάλυση  εγγράφων.  Σε  αυτό  το  βήμα  πρέπει  να  γίνει 
ανάλυση του πώς είναι οργανωμένο και διαμορφωμένο ένα έγγραφο. Για παράδειγμα 
σε ένα έγγραφο κειμένου υπάρχουν τίτλοι, κεφάλαια, ενότητες, φωτογραφίες, εικόνες, 
διαγράμματα,  πίνακες  κτλ.  Αφού γίνει  η  ανάλυση καθορίζεται  τι  αποτελεί  χρήσιμη 
πληροφορία και καταγράφεται, π.χ. σε ένα έγγραφο κειμένου καταγράφονται οι λέξεις 
από τις οποίες αποτελείται. Σε δεύτερο στάδιο, αφού έχουν συλλεχθεί οι όροι που είναι 
προς  ευρετηρίαση πρέπει  να κανονικοποιηθούν για  να είναι  πιο αποτελεσματικό το 
ευρετήριο που θα παραχθεί από αυτούς. Όσον αφορά τις λέξεις (επειδή ο κύριος σκοπός 
της  παρούσας εργασίας  είναι  μια  μηχανή αναζήτησης σε  κείμενα),  αυτό  μπορεί  να 
επιτευχθεί με τους 3 παρακάτω τρόπους.
1. Η χρήση θησαυρού για λέξεις που έχουν το ίδιο νόημα
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2. Η απαλοιφή λέξεων που χρησιμοποιούνται συχνά και είναι κοινές (noise words)
3.  Η αντικατάσταση κάποιων παραγόμενων λέξεων με τις ρίζες τους (stemming) 
καθώς και όλων των κλίσεων ενός ρήματος με το απαρέμφατό του.
Εικόνα 2: Τα στάδια της διαδικασίας για την δημιουργία του ευρετηρίου
Σχετικά με  τον πρώτο τρόπο η χρήση ενός θησαυρού είναι  πολύ χρήσιμη γιατί 
πολλές φορές οι μηχανές δεν επιστρέφουν αποτελέσματα σχετικά με τις πληροφορίες 
που ζητάει ο χρήστης γιατί  αυτές  δεν είναι γραμμένες με τους όρους που έδωσε ο 
χρήστης αλλά με λέξεις που είναι συνώνυμες με τους όρους αυτούς. Για παράδειγμα 
μπορεί κάποιος να ψάχνει πληροφορίες σχετικά με τα σπίτια και οι πληροφορίες που 
χρειάζεται να υπάρχουν σε κείμενα με την λέξη «οικία» αντί για τη λέξη «σπίτι».
Όσον αφορά τον δεύτερο που είναι η απαλοιφή διαφόρων κοινών λέξεων όπως το 
γιατί,  και,  το,  μετά,  κτλ.  γίνεται επειδή αυτές οι  λέξεις δεν προσφέρουν καθόλου ή 
προσφέρουν λίγες  πληροφορίες  για  την  αναζήτηση.  Αυτό,  σε  συνδυασμό με  το ότι 
αυτές οι λέξεις εμφανίζονται πολύ συχνά, σημαίνει ότι πιάνουν πολύτιμο αποθηκευτικό 
χώρο  αλλά  και  δυσχεραίνουν  χρονικά  τους  υπολογισμούς  που  γίνονται  για  την 
εξεύρεση των αποτελεσμάτων που θα επιστραφούν στον χρήστη. Για την απαλοιφή 
αυτών  των  λέξεων χρησιμοποιείται  ένας  κατάλογος  ο  οποίος  περιέχει  τις  λέξεις  οι 
οποίες  δεν  θα  περιλαμβάνονται  στο  ευρετήριο  που  δημιουργείται  (stop list).  Όμως 
υπάρχουν και κάποιοι που έχουν υιοθετήσει αντίθετη άποψη.  Σύμφωνα με τους Witten, 
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Moffat και  Bell[6.3] η χρήση της λίστας απαλοιφής λέξεων δεν οδηγεί σε σημαντική 
μείωση  του  χώρου  αποθήκευσης  γιατί  οι  λέξεις  αυτές  συνήθως  είναι  μικρές  και 
χρειάζονται  λίγα  μπιτ  για  αναπαρασταθούν.  Τέλος  στην  ιστοσελίδα 
http://www.ranks.nl/tools/stopwords.html μπορούν να βρεθούν λίστες  noise words για 
πολλές γλώσσες.
 Ο  τρίτος  τρόπος  είναι  η  γραμματική  επεξεργασία  των  λέξεων.  Για  να 
πραγματοποιηθεί  αυτό  εκτελείται  ένας  αλγόριθμος  ο  οποίος  συνήθως  αφαιρεί  τα 
προθέματα, τα επιθέματα, μετατρέπει τα ρήματα στο απαρέμφατο τους και μετατρέπει 
όλες τις παράγωγες λέξεις στην ρίζα από την οποία προήρθαν. Η χρήση αυτών των 
αλγορίθμων  έχει  και  πλεονεκτήματα  και  μειονεκτήματα.  Το  πλεονέκτημα  από  την 
γραμματική επεξεργασία  των λέξεων είναι  ότι  καταχωρούνται  λιγότερες  λέξεις  στο 
ευρετήριο,  οπότε  υπάρχει  το ίδιο  κέρδος  όπως στην περίπτωση της  απαλοιφής των 
κοινών  λέξεων,  δηλαδή  κέρδος  σε  αποθηκευτικό  χώρο  αλλά  και  σε  υπολογιστική 
δύναμη  όταν  γίνεται  η  επεξεργασία  του  ερωτήματος.  Άλλο  πλεονέκτημα  είναι  ότι 
επιστρέφονται στον χρήστη έγγραφα που περιέχουν παράγωγες λέξεις των όρων που 
έδωσε  ο  χρήστης.  Πολλές  φορές  αυτά  τα  έγγραφα  περιέχουν  τις  πληροφορίες  που 
ζητάει  ο  χρήστης,  αλλά  χωρίς  την  χρήση  της  γραμματικής  επεξεργασίας  δεν  θα 
επιστρέφονταν στον χρήστη, εκτός και εάν αυτός  έθετε ξανά το ερώτημα “κλίνοντας 
γραμματικά” κάθε φορά τους όρους, κάτι που είναι πολύ χρονοβόρο και δύσκολο. Για 
παράδειγμα  μπορεί  κάποιος  να  ψάχνει  πληροφορίες  χρησιμοποιώντας  την  λέξη 
αυτοκίνητα,  με την γραμματική επεξεργασία θα επιστρέφονταν και έγγραφα τα οποία 
περιέχουν  την  λέξη  αυτοκίνητο.  Σαν  τελευταίο  πλεονέκτημα   αυτής  της  μεθόδου 
αναφέρεται  το γεγονός ότι  σε περίπτωση που ο χρήστης δώσει έναν όρο γραμμένο 
λάθος ορθογραφικά, η γραμματική επεξεργασία μπορεί να διορθώσει αυτό το λάθος και 
έτσι ο χρήστης θα πάρει τα επιθυμητά αποτελέσματα. Έκτος όμως από πλεονεκτήματα 
η  γραμματική  επεξεργασία  των  λέξεων  έχει  και  μειονεκτήματα.  Η  χρήση  της 
γραμματικής  επεξεργασίας  λέξεων  απαιτεί  πρόσθετη  υπολογιστική  δύναμη  γιατί  ο 
αλγόριθμος τρέχει κάθε φορά που δημιουργείται ή ανανεώνεται το ευρετήριο αλλά και 
κάθε φορά που ο χρήστης θέτει ένα ερώτημα στην μηχανή αναζήτησης, επιπροσθέτως 
οι  αλγόριθμοι  αυτοί  είναι  κατά  κανόνα  πολύπλοκοι  και  χρειάζονται  αρκετή 
υπολογιστική ισχύ.  Ένα επιπλέον μειονέκτημα είναι  ότι  αυξάνεται  η πιθανότητα να 
επιστραφούν αποτελέσματα τα οποία δεν είναι σχετικά με τους όρους που έδωσε ο 
χρήστης.  Τέλος  πολλές  φορές  δημιουργούνται  προβλήματα  όσον  αφορά  την  χρήση 
κύριων ονομάτων και  τοπωνυμιών,  για  παράδειγμα μπορεί  ο  χρήστης  να  κάνει  μια 
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αναζήτηση  θέτοντας  σαν  όρο  ένα  ονοματεπώνυμο  π.χ.  Νίκος  Σιδεράς  και  να  του 
επιστραφούν αποτελέσματα σχετικά με τον σίδερο!
Υπάρχουν πάρα πολλοί αλγόριθμοι για την γραμματική επεξεργασία  γλώσσας. Ο 
πιο  ευρέως  χρησιμοποιούμενος  και  γνωστός  είναι  ο  αλγόριθμος  Porter.  Η  επίσημη 
σελίδα  του  αλγορίθμου  είναι   http://www.tartarus.org/~martin/PorterStemmer 
/index.html,  αυτή  περιέχει  υλοποίηση  του  αλγορίθμου  σε  πολλές  γλώσσες 
προγραμματισμού,  μια  άλλη υλοποίηση του αλγορίθμου στην γλώσσα  c++ υπάρχει 
στην  ιστοσελίδα  http://www.oleandersolutions.com/stemming.html.  Εκτός  από  τον 
αλγόριθμο του  Porter,  άλλος  γνωστός  αλγόριθμος  για  την  γραμματική επεξεργασία 
γλώσσας  είναι  ο  αλγόριθμος  Lovins ,  η  υλοποίησή  του  σε  διάφορες  γλώσσες 
προγραμματισμού  μπορεί  να  βρεθεί  στην  σελίδα 
http://www.cs.waikato.ac.nz/~eibe/stemmers/index.html.  Τέλος  πρέπει  να  γίνει 
αναφορά  στην  γλώσσα  snowball,  η  οποία  είναι  μια  γλώσσα  επεξεργασίας 
αλφαριθμητικών  που  δημιουργήθηκε  αποκλειστικά  για  την  δημιουργία  αλγορίθμων 
γραμματικής  επεξεργασίας.  Η  γλώσσα  snowball μπορεί  να  βρεθεί  στην  σελίδα 
http://snowball.tartarus.org/ στην οποία περιέχονται και πολλοί αλγόριθμοι για πολλές 
γλώσσες.
Η ελληνική γλώσσα είναι αρκετά δύσκολη για την δημιουργία ενός αλγόριθμου 
γραμματικής  επεξεργασίας.  Κάποιοι  από  τους  λόγους  που  συμβαίνει  αυτό  είναι  οι 
παρακάτω : είναι πολύπλοκη γραμματικά, μια λέξη μπορεί να τονίζεται σε διαφορετικό 
γράμμα ανάλογα με την χρήση της και τέλος σε πολλές περιπτώσεις τα κείμενα είναι 
γραμμένα  στα  ελληνικά  αλλά  με  λατινικούς  χαρακτήρες,  γεγονός  δυσκολεύει  σε 
μεγάλο βαθμό την ανάκτηση τέτοιον κειμένων. Γι’ αυτούς τους λόγους δεν υπάρχουν 
πολλοί αλγόριθμοι γι’ αυτήν και συνήθως χρησιμοποιούνται γενικοί αλγόριθμοι που 
απλώς μετατρέπουν τα πεζά σε κεφαλαία κτλ. Παρόλα αυτά έχουν γίνει κάποιες αρκετά 
σημαντικές  προσπάθειες  όσον  αφορά  την  ελληνική  γλώσσα.  Μια  από  τις  πιο 
σημαντικές μπορεί να θεωρηθεί ο αλγόριθμος που δημιουργήθηκε από το G. Ntai[6.3]. 
Ο  αλγόριθμος  αυτός  είναι  βασισμένος  σε  κανόνες  και  στην  σελίδα 
http://people.dsv.su.se  /~hercules/greek_stemmer.gr.html μπορεί  κάποιος να πάρει  το 
στέμμα της λέξης που θέτει όπως αυτό δημιουργείται από τον αλγόριθμο. Επίσης είναι 
σημαντικό  να  αναφερθεί  ο  αλγόριθμος  γραμματικής  επεξεργασίας  γλώσσας  που 
αναπτύχθηκε από τον Ντουμπουλάκη Στέφανο και χρησιμοποιείται στο project groogle 
του Πανεπιστημίου Κρήτης[6.3]. Επίσης πρέπει να αναφερθεί το σύστημα  NER του 
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project MITOS το οποίο δημιουργήθηκε από την ελληνική κυβέρνηση, το Οικονομικό 
Πανεπιστήμιο Αθηνών, το Ινστιτούτο Δημόκριτος κ.α.[6.3]. Τέλος, ο Φ. Λαζαρίνης στο 
[6.3] περιγράφει την δημιουργία ενός αλγόριθμου γραμματικής επεξεργασίας γλώσσας.
2.3.2 Δομές δεδομένων  για τα ευρετήρια.
Υπάρχουν πολλές δομές δεδομένων για την αποθήκευση των ευρετηρίων. Σε αυτήν την 
παράγραφο θα γίνει  μια πιο εκτεταμένη αναφορά για την δομή του ανεστραμμένου 
πίνακα  (inverted index),  γιατί  αυτή  είναι  η  δομή  που  χρησιμοποιείται  από  τις 
τεχνολογίες Microsoft Search των οποίων μέρος αποτελούν η υπηρεσία ευρετηρίου και 
η λειτουργία αναζήτησης πλήρους κειμένου του  SQL Server 2005. Όμως για λόγους 
πληρότητας παρουσιάζονται ονομαστικά και άλλες δομές δεδομένων καθώς και πηγές 
στις οποίες μπορούν να βρεθούν περισσότερες λεπτομέρειες για αυτές.
Συνοπτική περιγραφή κυριότερων δομών δεδομένων
Μια από τις πιο χρησιμοποιούμενες δομές είναι τα επιθεματικά δέντρα (suffix tree) τα 
οποία ονομάζονται και δέντρα  PAT. Αυτά είναι δέντρα τα οποία είναι φτιαγμένα για 
την  αποθήκευση  αλφαριθμητικών  δεδομένων.  Περισσότερες  πληροφορίες  για  αυτά 
μπορούν να βρεθούν στα [6.3,6.3,6.3,6.3].  Άλλη δομή δεδομένων είναι 
Εικόνα 3: Αναπαράσταση ενός suffix tree για την λέξη banana$
τα  ευρετήρια  Ν-gram.  Αυτά  χρησιμοποιούνται  για  να  αποθηκεύουν  ακολουθίες 
δεδομένων n μήκους αντικειμένων (όπου αντικείμενα μπορεί να είναι λέξεις προτάσεις 
κ.τ.λ.),  και  χρησιμοποιούνται  κυρίως  για  text mining και  στατιστική  επεξεργασία 
φυσικής γλώσσας, περισσότερες πληροφορίες μπορούν να βρεθούν στα [6.3,6.3]. Οι 
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πίνακες  εγγράφων-όρων  είναι  άλλη  μια  δομή  που  χρησιμοποιείται  ευρέως  για  την 
φυσική επεξεργασία γλώσσας και είναι η κύρια δομή δεδομένων που χρησιμοποιείται 
για  Latent Semantic Analysis[6.3].  Σε  αυτούς  κάθε  κείμενο  μετατρέπεται  σε  μια 
μαθηματική  μήτρα  έτσι  ώστε  μπορεί  να  επεξεργαστεί  σαν  ολότητα,  περισσότερα 
μπορούν να βρεθούν στο [6.3]. Τέλος πρέπει να αναφερθούν τα αρχεία υπογραφής (sig-
nature file structure)  τα  οποία  αποτελούν  συμπιεσμένες  μορφές  αποθήκευσης 
ευρετηρίων και έχουν το πλεονέκτημα ότι καταλαμβάνουν λίγο αποθηκευτικό χώρο και 
είναι γρήγορα στην προσπέλασή τους, περισσότερα μπορούν να βρεθούν στο [6.3,6.3].
Εικόνα 4: Παράδειγμα πίνακα εγγράφων-όρων για της προτάσεις D1-I like databases και D2=I 
hate databases.
Ανεστραμμένοι πίνακες
Μετά την παραπάνω σύντομη αναφορά, σε αυτήν την παράγραφο θα περιγράφει η πιο 
κοινή μορφή αποθήκευσης ευρετηρίου που χρησιμοποιείται σχεδόν από όλες σχεδόν τις 
εμπορικές  μηχανές  αναζήτησης,  δηλαδή ο  ανεστραμμένος  πίνακας  ή  ανεστραμμένο 
ευρετήριο. Ένας από τους λόγους που τον καθιστούν δημοφιλή είναι ότι βασίζεται στην 
συμπίεση  ακεραίων  η  οποία  έχει  σημειώσει  μεγάλη  πρόοδο  τα  τελευταία  χρόνια 
[6.3,6.3,6.3]. Αντίστοιχα με τα αρχεία υπογραφής (signature file structure), επιτρέπει 
την δραματική μείωση του απαιτούμενου χώρου αποθήκευσης καθώς και την ταχύτητα 
επεξεργασίας τους αλλά και την γρήγορη επεξεργασία των ερωτημάτων που θέτονται 
στο ευρετήριο. 
Υπάρχουν  2  βασικοί  τύποι  ανεστραμμένων  πινάκων.  Ο ανεστραμμένος  πίνακας 
ευρετηρίου κειμένου και ο ανεστραμμένος πίνακας κειμένου θέσης. Παρακάτω γίνεται 
μια αναφορά και στους δύο.
Ο πρώτος τύπος ανεστραμμένων πινάκων ονομάζεται πίνακας ευρετηρίου κειμένου 
και αποτελείται από δύο μέρη, από μία ανεστραμμένη λίστα κειμένου και ένα λεξικό 
[6.3,6.3,6.3]. Το λεξικό περιέχει όλους τους διακριτούς όρους των ευρετηριαζόμενων 
αρχείων που προήλθαν από την διαδικασία της κανονικοποίησης, για κάθε έναν από 
αυτούς τους όρους και αποθηκεύεται με έναν δείκτη  προς την ανεστραμμένη λίστα 
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κειμένου για αυτόν τον όρο καθώς και με άλλες χρήσιμες πληροφορίες για τον όρο. Η 
ανεστραμμένη  λίστα  κειμένου  είναι  μοναδική  για  κάθε  όρο  και  προσομοιάζει  το 
ευρετήριο που έχουν τα βιβλία στο τέλος, δηλαδή περιέχει δείκτες προς τα κείμενα που 
περιέχουν τον όρο με την μορφή αυξόντων αριθμών τοποθετημένων σε αύξουσα σειρά. 
Ο πίνακας ευρετηρίου κειμένου περιέχει τις ανεστραμμένες λίστες κειμένου για όλους 
τους όρους.  Παρακάτω ακολουθεί  ένα αναλυτικό παράδειγμα για την καλύτερη και 
πληρέστερη κατανόηση.
Πίνακας 2: Τα κείμενα προς ευρετηρίαση
Α/Α Περιεχόμενο
1 Αθήνα:  Η  Αθήνα  είναι  η  πρωτεύουσα  της 
Ελλάδος,  έχει  πολύ  πληθυσμό  και  πολλά 
μνημεία
2 Πειραιάς:  Ο  Πειραιάς  είναι  το  μεγαλύτερο 
λιμάνι της Ελλάδος και είναι δίπλα στην Αθήνα
3 Παρίσι:  Το  Παρίσι  είναι  μια  μεγάλη,  όμορφη 
πόλη  και  αποτελεί  την  πρωτεύουσα  της 
Γαλλίας.
4 Λονδίνο:  Το Λονδίνο έχει  ένα μεγάλο ποτάμι 
και είναι η μεγαλύτερη πόλη της Αγγλίας.
5 Θεσσαλονίκη:  Η  Θεσσαλονίκη  είναι  μια 
αμφιθεατρικά  χτισμένη  πόλη  με  λιμάνι  και 
αποτελεί  την δεύτερη μεγαλύτερη πόλη στην 
Ελλάδα
Στον  Πίνακας 2 βρίσκονται τα κείμενα που θα χρησιμοποιηθούν στο παράδειγμα. 
Αφού γίνει χωρισμός των κειμένων στα στοιχεία που τα αποτελούν, η αφαίρεση των 
διάφορων κοινών λέξεων (noise words) καθώς και η γραμματική επεξεργασία τους, 
δημιουργείται  το  λεξικό  που  φαίνεται  στον  Πίνακας  3 .  Έπειτα,  για  κάθε  όρο  του 
λεξικού δημιουργείται  η  ανεστραμμένη λίστα ευρετηρίου-κειμένου η οποία περιέχει 
τον  αύξων  αριθμό  όλων  των  εγγράφων  που  περιέχουν  τον  όρο,  τέλος  όλες  οι 
ανεστραμμένες  λίστες  ενώνονται  μαζί  και  δημιουργείται  ο  ανεστραμμένος  πίνακας 
ευρετηρίου-κειμένου ο οποίος φαίνεται στον Πίνακας 4.
Πίνακας 3: Λεξιλόγιο των κειμένων του παραδείγματος
Λέξη Δείκτης 
Λίστας
Συχνότητα 
Εμφάνισης
Λέξη Δείκτης 
Λίστας
Συχνότητα 
Εμφάνισης
Αγγλία Δ1 1 Μεγάλη Δ11 2
Αθήνα Δ2 3 Μεγαλύτερο Δ12 3
Αμφιθεατρικά Δ3 1 Μνημεία Δ13 1
Αποτελεί Δ4 2 Όμορφη Δ14 1
Γαλλία Δ5 1 Παρίσι Δ15 2
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Δεύτερη Δ6 1 Πληθυσμός Δ16 1
Δίπλα Δ7 1 Πόλη Δ17 3
Ελλάδα Δ8 3 Ποτάμι Δ18 1
Λιμάνι Δ9 2 Πρωτεύουσα Δ19 2
Λονδίνο Δ10 2 Χτισμένη Δ20 1
 Πίνακας 4 Ανεστραμμένο ευρετήριο-κείμενο του παραδείγματος
Διεύθυνση 
Ανεστραμμένης 
Λίστας-κειμένου
Περιεχόμενα 
Ανεστραμμένης 
Λίστας-κειμένου
Διεύθυνση 
Ανεστραμμένης 
Λίστας-κειμένου
Περιεχόμενα 
Ανεστραμμένης 
Λίστας-κειμένου
Δ1 {4} Δ11 {3,4}
Δ2 {1,2} Δ12 {2,4,5}
Δ3 {5} Δ13 {1}
Δ4 {3,5} Δ14 {3}
Δ5 {3} Δ15 {3}
Δ6 {5} Δ16 {1}
Δ7 {2} Δ17 {3,4,5}
Δ8 {1,2,5} Δ18 {4}
Δ9 {2,5} Δ19 {1,3}
Δ10 {3} Δ20 {5}
Στην συνέχεια δίνεται ένα ερώτημα με τους παρακάτω δύο όρους: μεγάλη, πόλη. 
Για την ανάκτηση των σχετικών κειμένων πρώτα από το λεξιλόγιο βρίσκεται ο όρος με 
την  μικρότερη  συχνότητα  που  στην  περίπτωσή  μας  είναι  η  λέξη  «μεγάλη»,  έπειτα 
τοποθετείται  στην  προσωρινή  λίστα  απαντήσεων  η  ανεστραμμένη  λίστα  του  όρου 
«μεγάλη»,  δηλαδή {3,4}.  Στην συνέχεια ανακτάται  η ανεστραμμένη λίστα κειμένου 
του όρου με την επόμενη μικρότερη συχνότητα, δηλαδή η λίστα της λέξης «πόλη» και 
κόβονται όλα τα στοιχεία από αυτήν που είναι μεγαλύτερα του μεγαλύτερου όρου που 
βρίσκονται στην προσωρινή λίστα απαντήσεων δηλαδή αφαιρείται το κείμενο με τον 
αριθμό 5. Έτσι η λίστα των απαντήσεων που επιστρέφεται είναι η {2,3,4} .
H δεύτερη πιο διαδεδομένη μορφή ανεστραμμένου πίνακα είναι ο ανεστραμμένος 
πίνακας  κειμένου-θέσης  [6.3,6.3].  Αυτή  η  μορφή  αποτελεί  μια  επέκταση  της 
προηγούμενης και έχει την επιπλέον δυνατότητα να αποθηκεύει και την ακριβή θέση 
των όρων μέσα στα κείμενα. Στον Πίνακας 5 παρουσιάζεται ο ανεστραμμένος πίνακας 
κειμένου-θέσης που δημιουργήθηκε από τα δεδομένα του παραδείγματός μας. Σε αυτόν 
μπορούμε να δούμε πως η λέξη «Παρίσι» που έχει την διεύθυνση Δ15 υπάρχει στο 
τρίτο κείμενο από τον αριθμό που είναι μέσα στις {}, έπειτα ο αριθμός που βρίσκεται 
μέσα στις [] δηλώνει το πόσες φορές υπάρχει η 
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Πίνακας 5: Ανεστραμμένος πίνακας κειμένου-θέσης
Διεύθυνση 
Ανεστραμμέ
νης Λίστας-
κειμένου
Περιεχόμενα 
Ανεστραμμένης Λίστας-
κειμένου
Διεύθυνση 
Ανεστραμμέ
νης Λίστας-
κειμένου
Περιεχόμενα Ανεστραμμένης 
Λίστας-κειμένου
Δ1 {4[1,(14)]} Δ11 {3[1,(6)],4[1,(6)]}
Δ2 {1[2,(1,3],2[1,14]} Δ12 {2[1,(6)],4[1,(11)],5[1,(15)]}
Δ3 {5[1,(6)]} Δ13 {1[1,(14)]}
Δ4 {3[1,(10)],5[1,(12)]} Δ14 {3[1,(7)]}
Δ5 {3[1,(14)]} Δ15 {3[2,(1,3)]}
Δ6 {5[1,(14)]} Δ16 {1[1,(11)]}
Δ7 {2[1,(12)]} Δ17 {3[1,(8)],4[1,(12)],5[1,(8)]}
Δ8 {1,[1,(8)]2[1,(9)],5[1,(18)]} Δ18 {4[1,(7)]}
Δ9 {2,[1(7)]5[1,(10)]} Δ19 {1[1,(6)],3[1,(12)]}
Δ10 {3[2,(1,3)]} Δ20 {5[1,(7)]}
λέξη στο κείμενο, δηλαδή δύο φορές. Τέλος οι αριθμοί μέσα στις () υποδηλώνουν τις 
θέσεις που βρίσκεται η λέξη, δηλαδή η λέξη «Παρίσι» βρίσκεται στην 1η και την 3η 
θέση.  Άλλο παράδειγμα είναι  λέξη «πρωτεύουσα» με αριθμό διεύθυνσης Δ19. Σε αυτή 
βλέπουμε  ότι  η  λέξη  εμφανίζεται  στο  1ο και  στο  3ο κείμενο  ({1[1,(6)],3[1,(12)]}), 
εμφανίζεται και στα δύο κείμενα από μία φορά ({1[1,(6)],3[1,(12)]}) και τέλος στο 1ο 
κείμενο βρίσκεται στην 6η κατά σειρά θέση ενώ στο 3ο κείμενο βρίσκεται στην 12η θέση 
({1[1,(6)],3[1,(12)]}).  Αυτή  η  μορφή  ανεστραμμένου  πίνακα  ενώ  χρειάζεται 
περισσότερο αποθηκευτικό χώρο σε σχέση με τον ανεστραμμένο πίνακα ευρετηρίου-
κειμένου έχει πολλά πλεονεκτήματα γιατί μας επιτρέπει να ξέρουμε το ακριβές σημείο 
που εμφανίζεται ο όρος και να το παρουσιάζουμε μαζί με τον τίτλο του κειμένου στα 
αποτελέσματα. Άλλο πλεονέκτημα αυτής της μορφής είναι ότι το σύστημα ανάκτησης 
πληροφοριών μπορεί και να δέχεται ερωτήματα στα οποία ζητάμε έναν σύνθετο όρο 
που αποτελείτε  από πολλούς  όρους  που θέλουμε να είναι  μαζί  π.χ.  “μεγάλη πόλη” 
επειδή υπάρχει η πληροφορία για το ποιοι όροι είναι δίπλα ή σε κοντινή απόσταση. 
Άλλο  πολύ  σημαντικό  πλεονέκτημα  είναι  ότι  διευκολύνει  την  διαβάθμιση  των 
αποτελεσμάτων γιατί περιέχονται πληροφορίες για το πόσες φορές εμφανίζεται ο κάθε 
όρος μέσα στο κείμενο, έτσι κείμενα που περιέχουν πιο πολλές φορές τους ζητούμενους 
όρους παρουσιάζονται στα αποτελέσματα πριν από αυτά που τους περιέχουν λιγότερες 
φορές [6.3,6.3].
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2.4 Αξιολόγηση συστημάτων ανάκτησης 
πληροφοριών
Ο στόχος ενός συστήματος ανάκτησης πληροφοριών και κατ’ επέκταση μιας μηχανής 
αναζήτησης  πλήρους  κειμένου  είναι  να  επιστρέφει  τα  έγγραφα  που  έχουν  τις 
πληροφορίες που ζήτησε ο χρήσης, οπότε μπορεί  να θεωρηθεί πως μπορεί να γίνει 
πολύ εύκολα αξιολόγηση ενός τέτοιου συστήματος από τον χρήστη. Δυστυχώς ενώ κάτι 
τέτοιο είναι εφικτό οι αξιολογήσεις που κάνουν οι χρήστες μπορούν να είναι σχετικές 
και εξαρτώνται σε μεγάλο βαθμό εάν έθεσαν σωστά το ερώτημα στο σύστημα  και εάν 
έψαξαν  με  τους  σωστούς  όρους,  τους  έγραψαν σωστά ορθογραφικά κ.τ.λ.   Αν και 
ευτυχώς τα σημερινά συστήματα ανάκτησης πληροφοριών έχουν δυνατότητες όπως ο 
αυτόματος  ορθογραφικός  έλεγχος  που  βοηθούν  να  ξεπεραστούν  αυτά  τα  εμπόδια, 
παραμένει αναγκαίο να καθοριστούν κάποια μεγέθη με τα οποία μπορεί να μετρηθεί η 
απόδοση ενός  συστήματος ανάκτησης πληροφοριών έτσι  ώστε να είναι  δυνατόν να 
μετρηθούν  οι  διαφορές  ανάμεσα  στα  διάφορα  διαθέσιμα  συστήματα  αλλά  και  οι 
διάφορες  βελτιώσεις  που  μπορούν  να  γίνουν  σε  αυτά.  Στην  παρούσα  ενότητα  θα 
αναφερθούν τα κυριότερα από αυτά.
Συνοπτικά μπορούμε να αναφέρουμε ότι  οι  παράγοντες που επηρεάζουν ένα 
σύστημα ανάκτησης πληροφοριών είναι οι εξής [6.3]:
1. Το πλήθος των εγγράφων της συλλογής του συστήματος και οι πληροφορίες 
που αυτά παρέχουν
2. Ο χρόνος που χρειάζεται το σύστημα από την στιγμή που ο χρήστης θέτει το 
ερώτημα μέχρι το σύστημα να επιστρέψει τα αποτελέσματα 
3. Ο τρόπος παρουσίασης των αποτελεσμάτων 
4. Η προσπάθεια που πρέπει να καταβάλει ο χρήστης από την πλευρά του για 
να βρει τις πληροφορίες που ζητάει 
5. Η  ακρίβεια  του  συστήματος,  δηλαδή  στο  ποσό  σχετικά  είναι  τα 
αποτελέσματα που επιστρέφονται στον χρήστη
6.  Η  ανάκληση  του  συστήματος,  δηλαδή  πιο  ποσοστό  εγγράφων  από  τα 
σχετικά με το ερώτημα του χρήστη έχουν επιστραφεί σαν απάντηση από το 
σύστημα.
Από αυτά τα πιο σημαντικά είναι το 5 και το 6 και γι’ αυτό η αναφορά σε αυτά θα 
είναι εκτενέστερη.
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Ακρίβεια και ανάκληση
Η ακρίβεια και  η ανάκληση (precision and recall)  είναι  τα δύο από τα πιο γνωστά 
μεγέθη για την μέτρηση της απόδοσης ενός συστήματος ανάκτησης πληροφοριών.
Ξεκινώντας με την ακρίβεια αυτή μπορεί να οριστεί σαν το ποσοστό των σχετικών 
εγγράφων για τις πληροφορίες που ζήτησε ο χρήστης προς το σύνολο των εγγράφων 
που του επεστράφησαν από το σύστημα.  Η ακρίβεια σαν μέτρο είναι υποκειμενικό και 
εξαρτάται  από  τον  χρήστη  που  κάνει  την  αξιολόγηση  γιατί  μπορεί  δύο  άτομα  να 
ψάχνουν με  τους  ιδίους  όρους  αλλά  για  το  κάθε  άτομο  τα  αποτελέσματα να  είναι 
χρήσιμα ή όχι αναλόγως με το τι  ακριβώς θέλει να βρει από το σύστημα αλλά και 
αναλόγως με τις είδη υπάρχουσες γνώσεις του. Πληροφορίες  για μεθόδους που έχουν 
αναπτυχθεί για να ξεπεραστεί η αντικειμενικότητα της ακρίβειας υπάρχουν στο [6.3].
Εικόνα 5: Μαθηματικός Ορισμός της ακρίβειας
Η ανάκτηση που είναι το άλλο σημαντικό μέτρο ορίζεται σαν το ποσοστό του 
συνολικού αριθμού των σχετικών εγγράφων που υπάρχουν στο σύστημα  προς  τον 
αριθμό των εγγράφων που ανακτήθηκαν από το σύστημα για το ερώτημα του χρήστη. 
Για να μετρηθεί η ανάκληση σαν μέγεθος πρέπει το άτομο που κάνει την αξιολόγηση 
να έχει πολύ καλή γνώση του περιεχομένου και του αριθμού όλων των εγγράφων που 
υπάρχουν  διαθέσιμα  στο  σύστημα  έτσι  ώστε  να  ξέρει  τον  ακριβές  αριθμό  των 
εγγράφων που είναι σχετικά με το ερώτημα για να μπορεί να μετρήσει την ανάκληση.
Εικόνα 6: Μαθηματικός Ορισμός της ανάκλησης
Όπως γίνεται πολύ εύκολα αντιληπτό τα δύο αυτά μεγέθη έρχονται σε σύγκρουση 
μεταξύ τους. Στην περίπτωση της ακρίβειας για να αυξηθεί το ποσοστό της πρέπει το 
σύστημα να είναι πιο αυστηρό στα αποτελέσματα που επιστρέφει, κάτι που έχει σαν 
αποτέλεσμα  πολλά  σχετικά  με  το  ερώτημα  έγγραφα  να  μην  επιστρέφονται  σαν 
-21-
απαντήσεις  και  κατά  συνέπεια  να  μικραίνει  το  ποσοστό  της  ανάκλησης.  Στην 
περίπτωση της ανάκλησης για να επιστραφεί όσο το δυνατόν μεγαλύτερο ποσοστό των 
σχετικών εγγράφων πρέπει το σύστημα να κάνει την ανάκτηση με περισσότερο ευρεία 
κριτήρια,  κάτι  που  έχει  σαν  αποτέλεσμα να  επιστρέφονται  πολλά  άχρηστα  για  τον 
χρήστη  έγγραφα,  το  οποίο  συνεπάγεται  και  μικρότερο  ποσοστό  ακρίβειας. 
Πληροφορίες σχετικά με την «χρυσή τομή» της ακρίβειας και την ανάκλησης μπορούν 
να βρεθούν στα [6.3,6.3].  Η Εικόνα 7 που είναι από το συνέδριο ανάκτησης κειμένου 
(TREC) που διοργανώνεται από την υπηρεσία  DARPA του αμερικανικού υπουργείου 
αμύνης δείχνει τα ποσοστά ακρίβειας/ανάκλησης που μπορούν να επιτευχθούν [6.3]. 
Εικόνα 7: Γράφημα επιτεύξιμων συνδυασμών ακρίβειας ανάκλησης
Πριν τελειώσει αυτή η ενότητα πρέπει να γίνει αναφορά στο γεγονός ότι υπάρχουν 
πολλά άλλα μεγέθη μέτρησης της απόδοσης των συστημάτων ανάκτησης πληροφοριών 
όπως η μέση ακρίβεια,  F-measure κ.α.  Περισσότερες πληροφορίες  σχετικά με  αυτά 
μπορούν να βρεθούν στα [6.3,6.3,6.3].
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3 Υπηρεσία Ευρετηρίου
Σε αυτή την ενότητα περιγράφεται η υπηρεσία ευρετηρίου (Indexing service) των MS 
windows καθώς και οι δυνατότητές που αυτή παρέχει.
3.1 Λειτουργία και Δυνατότητες
3.1.1 Λειτουργία 
Η αρχική ονομασία της υπηρεσίας ευρετηρίου ήταν εξυπηρετητής ευρετηρίου και η 
χρήση  της  περιοριζόταν  στο  να  δημιουργεί  ευρετήρια  από  τα  περιεχόμενα 
εξυπηρετητών Web. Στην παρούσα μορφή της έχει επιπλέον την δυνατότητα να κάνει 
καταλόγους και από τα τοπικά αρχεία του χρήστη αλλά και να χρησιμοποιεί ιδιότητες 
του αρχείου όπως ο συντάκτης, εταιρία κ.α. για την δημιουργία των ευρετηρίων. Για 
την δημιουργία του ευρετηρίου χρησιμοποιούνται ειδικά φίλτρα  που ονομάζονται ifil-
ters. Υπάρχει ένα φίλτρο για κάθε τύπο εγγράφου, δηλαδή υπάρχει ένα φίλτρο για τα 
.doc και ένα άλλο για τα .pdf. Μέσω αυτών των φίλτρων η υπηρεσία ευρετηρίου μπορεί 
και ανοίγει τα διάφορα έγγραφα και να εξάγει το περιεχόμενο, της ιδιότητες και τα 
χαρακτηριστικά του κάθε εγγράφου. Περισσότερα σχετικά με τα φίλτρα αναφέρονται 
σε ξεχωριστή ενότητα παρακάτω [3.2].
Ο  τρόπος  λειτουργίας  της  Υπηρεσίας  ευρετηρίου  είναι  σχετικά  απλός  στην 
κατανόησή του και είναι ο παρακάτω:
1. Η  υπηρεσία  ευρετηρίου  σαρώνει  τα  περιεχόμενα,  τις  ιδιότητες  και  τα 
χαρακτηριστικά των αρχείων για τα οποία θέλουμε να δημιουργηθεί ευρετήριο 
2. Δημιουργείται  το  ευρετήριο  που  περιέχει  όλες  της  πληροφορίες  που  εμείς 
ζητάμε να περιέχει
3. Ο  χρήστης  θέτει  ερωτήματα  μέσω  της  φόρμας  ερωτήματος  της  Υπηρεσίας 
ευρετηρίου 
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4. Η υπηρεσία ευρετηρίου επιστρέφει τα αποτελέσματα ιεραρχημένα (παρακάτω 
αναφέρεται  σε  αντίστοιχο  κεφάλαιο  αναλυτικά  ο  τρόπος  με  τον  οποίο 
ιεραρχούνται τα αποτελέσματα στο χρήστη)
5. Ανάλογα με τις  ρυθμίσεις  που έχουμε κάνει,  κάθε φορά που τοποθετούνται 
καινούργια έγγραφα (για τα οποία πρέπει υπάρχουν τα κατάλληλα φίλτρα) στον 
κατάλογο που έχουμε ορίσει να παρακολουθείται από την υπηρεσία ευρετηρίου 
σαρώνονται και αποθηκεύονται οι σχετικές πληροφορίες στο ευρετήριο.
Το κύριο χαρακτηριστικό πάνω στο οποίο είναι δομημένη η υπηρεσία ευρετηρίου 
είναι οι ιδιότητες (properties). Αυτές είναι οι ιδιότητες που καταγράφει ο Indexing Ser-
vice κατά  την  διάρκεια  της  σάρωσης  των  εγγράφων  για  την  δημιουργία  του 
ανεστραμμένου  ευρετηρίου.  Αυτές  περιλαμβάνουν  κάποια  βασικά  στοιχεία  του 
εγγράφου όπως το περιεχόμενο, μέγεθος, ημερομηνία δημιουργίας κ.α. Όμως μπορούν 
να  καταγράφονται  και  άλλα  στοιχεία  σε  αυτές  μέσω των  Ifilters.  Στην  [Εικόνα  8] 
βλέπουμε τις προκαθορισμένες ιδιότητες όπως αυτές φαίνονται μέσα από την υπηρεσία 
ευρετηρίου.
Εικόνα 8: Οι προκαθορισμένες ιδιότητες
Η υπηρεσία ευρετηρίου υποστηρίζει  δύο τύπους ερωτημάτων,  ο  πρώτος είναι  η 
γλώσσα SQL και ο δεύτερος είναι μια γλώσσα που λέγεται διάλεκτος 2. Όσον αφορά 
την τελευταία, αυτή υποστηρίζει 3 τύπους ερωτημάτων σχετικά με τις ιδιότητες, αυτοί 
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είναι: τα σχεσιακά ερωτήματα, τα ερωτήματα εύρεσης προτύπων, και τα ανυσματικά 
ερωτήματα.
Στις  παρακάτω  ενότητες  υπάρχει  αναλυτικά  η  αρχιτεκτονική  της  υπηρεσίας 
ευρετηρίου  καθώς και τα είδη ερωτημάτων που υποστηρίζονται. 
3.1.2 Σε ποιους απευθύνεται
Η  υπηρεσία  ευρετηρίου  στοχεύει  σε  όλους  τους  χρήστες  των  windows,  αποτελεί 
αναπόσπαστο κομμάτι του λειτουργικού συστήματος και την συναντάμε αρκετά συχνά 
σε λειτουργίες του όπως όταν χρησιμοποιούμε το  CTR+F για να βρούμε κάτι,  όταν 
πατάμε εύρεση μέσα από την εξερεύνηση των windows ακόμα και σε περιπτώσεις που 
χρησιμοποιούμε τον βοηθό εύρεσης του  Ms Office.  Εκτός  όμως από τις  παραπάνω 
λειτουργίες  η  υπηρεσία  ευρετηρίου  μπορεί  να  χρησιμοποιηθεί  και  για  να  την 
δημιουργία  εξειδικευμένων  εφαρμογών  αναζήτησης.  Επίσης  έχει  την  δυνατότητα 
επέκτασης των καταλόγων σε απομακρυσμένα μηχανήματα έτσι ώστε να είναι δυνατόν 
να δημιουργούνται  εφαρμογές  που  θα  εξυπηρετούν  πολλούς  χρήστες   να  βρίσκουν 
αρχεία σε πολλά μηχανήματα. Μια άλλη δυνατότητα της υπηρεσίας ευρετηρίου είναι το 
να ψάχνει σε ιστοσελίδες. Έτσι μπορεί να δημιουργηθεί μια εξειδικευμένη εφαρμογή 
που να ψάχνει ιστοσελίδες. 
Για να είναι πιο εύκολη η δημιουργία εφαρμογών μέσω της υπηρεσίας ευρετηρίου 
υποστηρίζονται   πολλά  προγραμματιστικά  εργαλεία,  τα  οποία  περιλαμβάνουν:  την 
γλώσσα ερωτημάτων SQL, μια ευρεία γκάμα από γλώσσες προγραμματισμού, OLE DB 
και συμβατότητα με τις τεχνολογίες ADO και ADO.net
3.1.3 Χαρακτηριστικά
Τα χαρακτηριστικά της υπηρεσίας ευρετηρίου είναι τα ακόλουθα:
Πρόσβαση στα δεδομένα- Η υπηρεσία ευρετηρίου δεν χρησιμοποιεί κάποιο πρωτόκολλο 
για την συλλογή δεδομένων αλλά χρησιμοποιεί  το αρχείο συστήματος (file system) 
τόσο των τοπικών μηχανημάτων αλλά και  των απομακρυσμένων.  Όσον αφορά  το 
περιεχόμενο  ιστοσελίδων  η  υπηρεσία  ευρετηρίου  χρησιμοποιεί  την  βάση 
μεταδεδομένων  από  τον  IIS για  να  καταλάβει  πως  γίνεται  η  αντιστοίχηση  μεταξύ 
αρχείων και ιστοσελίδων. Στην συνέχεια χρησιμοποιεί αυτές τις πληροφορίες για να 
ανακτήσει  το  περιεχόμενο  τον  ιστοσελίδων,  όμως  επειδή  δεν  χρησιμοποιεί  κάποιο 
πρωτόκολλο  δεν  μπορεί  να  χρησιμοποιήσει  και  το  HTTP με  αποτέλεσμα  να   μην 
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σαρώνονται τα περιεχόμενα δυναμικών ιστοσελίδων και γενικότερα ιστοσελίδων που 
αντλούν  τα  δεδομένα  τους  από  βάσεις  δεδομένων  όπως  π.χ.  εξατομικευμένων 
ιστοσελίδων.
Φίλτρα:  Η υπηρεσία ευρετηρίου χρησιμοποιεί  τα εγκατεστημένα φίλτρα (ifilter) που 
υπάρχουν στο σύστημα και αλλά τα οποία μπορούν να εγκατασταθούν από τον χρήστη. 
Ιεράρχηση αποτελεσμάτων:  Για την ιεράρχηση των αποτελεσμάτων χρησιμοποιούνται 
αλγόριθμοι vector based. Ο προκαθορισμένος αλγόριθμος που χρησιμοποιείται είναι η 
απόσταση Jaccard.
Υποστήριξη  σχήματος(schema support):  Η  υπηρεσία  ευρετηρίου  χρησιμοποιεί  την 
κονσόλα διαχείρισης της Microsoft και μέσω αυτής μπορεί ο χρήστης να επιλέγει και 
να βλέπει  ποια χαρακτηριστικά αποθηκεύονται  από το κάθε έγγραφο καθώς και  να 
διαχειρίζεται την υπηρεσία. 
Επεκτασιμότητα: Η  υπηρεσία  ευρετηρίου  παρέχει  πάρα  πολλές  δυνατότητες 
επεκτασιμότητας που την καθιστούν σαν μια πολύ καλή πλατφόρμα για δημιουργία 
εφαρμογών αναζήτησης. 
Γλώσσες  ερωτημάτων: Η  υπηρεσία  ευρετηρίου  παρέχει  υποστήριξη  για  μια  ευρεία 
γκάμα τρόπων με τους οποίους μπορεί να δέχεται ερωτήματα. 
3.2 Ifilters
Σε αυτήν την ενότητα  υπάρχει  μια  περιγραφή των διαθέσιμων  ifilters καθώς  και  ο 
τρόπος  που  μπορούν  να  παραμετροποιηθούν  έτσι  ώστε  να  αποκτήσει  η  μηχανή 
αναζήτησης την λειτουργικότητα που χρειάζεται. 
Διαθέσιμα Ifilters 
Όπως  είχε  αναφερθεί  και  πριν,  τα  Ifilters χρησιμοποιούνται  για  να  προστεθεί  η 
δυνατότητα  σάρωσης  των  ιδιοτήτων  και  των  χαρακτηριστικών  από  συγκεκριμένα 
έγγραφα.  Τα  φίλτρα  υποστηρίζονται  από  πολλές  εφαρμογές  όπως  η  υπηρεσία 
ευρετηρίου και ο SQL Server.
Πίνακας 6: προεγκαταστημένα ifilters
Τύπος εγγράφου       Ifilter
ASCX, ASP, ASPX, CSS, HHC, HTA, HTM, 
HTML, HHT, HTW, HTX, ODC, STM
nlhtml.dll
DOC, DOT, POT, PPS, PPT, XLB, XLC, XLS, 
XLT
offfilt.dll
TXT, ASM, BAT, C, CPP, CXX, CMD, DEF, query.dll
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DIC, H, HPP, XML, ... as plain text
RTF rtffilt.dll
EML mimefilt.dll
Τα  Windows XP έχουν  προεγκατεστημένα  ifilters για  πολλά  είδη  αρχείων.  Ο 
Πίνακας  6 παρουσιάζει  ποια  είναι  αυτά.  Εκτός  όμως  από  τα  παραπάνω,  πολλές 
εφαρμογές της  Microsoft εγκαθιστούν  ifilters για τους δικούς τους τύπους αρχείων. 
Παραδείγματα τέτοιων εφαρμογών αποτελούν το OneNote 2003 που εγκαθιστά φίλτρο 
για τα αρχεία ONE και το Tablet PC Journal application που εγκαθιστά το φίλτρο JNA. 
Επιπροσθέτως  μπορούμε  να  βρούμε  και  να  εγκαταστήσουμε  και  άλλα  ifilters από 
δικτυακούς  τόπους  όπως  το  http://addins.msn.com/ της  Microsoft και  το 
http://www.ifilter.org/. Ο Πίνακας 7 παρουσιάζει σχεδόν όλα τα φίλτρα που υπάρχουν. 
Πληροφορίες  σχετικά με την δημιουργία ifilters μπορούν να βρεθούν στο [6.3]
Πίνακας 7: ifilters ανά κατασκευαστή
Τύπος εγγράφου Κατασκευαστής
CAB Citeknet
CEL Alna AB
CHM Citeknet
DAT (Palm Desktop) Bloggit
DGN Alna AB
DWF IFilterShop
DWG Autodesk 
GIF IFilterShop
EPS, PS, PSD IFilterShop
EXE Citeknet
HLP Citeknet
MHT Citeknet
JPG, JPEG AimingTech , IFilterShop , PixVue
MP3 meticulus
MPP Net Intent
MSG Alna AB , Hallogram Publishing , IFilterShop
PNG IFilterShop
PDF Adobe, IFilterShop
PRT Net Intent
RAR Alna AB , Citeknet
RTF Microsoft
SHTML IFilterShop
SLDPRT, SLDDRW, SLDASM Net Intent
SVG IFilterShop
TIF, TIFF PixVue, IFilterShop
VCF IFilterShop
VDX, VSD, VSS, VST, VSX, 
VTS
Microsoft
WMA, WMV IFilterShop
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WP Corel
XML Microsoft, QuiLogic
ZIP 4-Share, Alna AB, Citeknet, IFilterShop
Σε αυτό  το σημείο αξίζει  να σημειωθεί  ότι  όταν  γίνεται  η  εγκατάσταση ενός  νέου 
φίλτρου δεν σαρώνονται αμέσως τα έγγραφα που υποστηρίζονται από το φίλτρο αλλά 
πρέπει εμείς να επιλέξουμε να γίνει καινούργια σάρωση.
3.2.1 Έλεγχος εγκατεστημένων Ifilters
Υπάρχουν δύο τρόποι για να ελέγξουμε πια ifilters είναι εγκατεστημένα στο σύστημά 
μας. Ο πρώτος είναι να χρησιμοποιήσουμε κάποιο εξειδικευμένο λογισμικό όπως το 
ifilter explorer από την  Citeknet και ο δεύτερος είναι να ελέγξουμε κάποιες εγγραφές 
στο μητρώο των  windows. Για να γίνει αυτό, πηγαίνουμε στο μητρώο και ψάχνουμε 
την  τιμή  που  παίρνει  ο  persistant  handler  στην  εγγραφή 
HKEY_LOCAL_MACHINE\SOFTWARE\Classes .τύπος αρχείου. Π.χ. για τα αρχεία 
htm θα παίρναμε την παρακάτω εγγραφή 
\HKEY_LOCAL_MACHINE\SOFTWARE\Classes
    .htm
        PersistentHandler
            {EEC97550-47A9-11CF-B952-00AA0051FE20}
Ας ονομάσουμε αυτήν την τιμή Α. Στην συνέχεια βρίσκουμε την τιμή του persistant 
handler για το ifilter στην ακόλουθη διεύθυνση
\HKEY_LOCAL_MACHINE\
SOFTWARE\
Classes\CLSID\<Τιμή του Α>\
PersistentAddinsRegistered\ 
Συνεχίζοντας το παράδειγμά μας θα παίρναμε κάτι ανάλογο με το παρακάτω
HKEY_LOCAL_MACHINE\SOFTWARE\Classes\CLSID
        {EEC97550-47A9-11CF-B952-00AA0051FE20}
             = REG_SZ HTML File Persistent Handler
        PersistentAddinsRegistered
             {89BCB740-6119-101A-BCB7-00DD010655AF}
                 = REG_SZ {E0CA5340-4534-11CF-B952-00AA0051FE20}
Ας ονομάσουμε αυτήν την τιμή Β. Τελειώνοντας για να βρούμε το dll του φίλτρου 
ψάχνουμε αυτή την εγγραφή
HKEY_LOCAL_MACHINE\SOFTWARE\Classes\CLSID\<Τιμή του Β>\InprocServer32. 
Δηλαδή στο παράδειγμα μας θα φαίνεται το nlhtml.dll
\HKEY_LOCAL_MACHINE\SOFTWARE\Classes\CLSID
     {E0CA5340-4534-11CF-B952-00AA0051FE20}
        = REG_SZ HTML Filter
        InprocServer32
            = REG_SZ nlhtml.dll
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3.3 Γλώσσες Eρωτημάτων 
Σε αυτήν την ενότητα θα αναφερθεί ποιες γλώσσες υποστηρίζονται από την υπηρεσία 
ευρετηρίου καθώς και η σύνταξή τους και ο τρόπος με τον οποίο μπορούμε να της 
χρησιμοποιήσουμε.
3.3.1 Υποστηριζόμενες γλώσσες
Η υπηρεσία ευρετηρίου από την  έκδοση 3.0 και  μετά υποστηρίζει  3  διαφορετικούς 
τρόπους  για  να  θέτουμε  ερωτήματα  σε  αυτήν.  Οι  τρόποι  αυτοί  είναι  η  διάλεκτος 
ερωτημάτων 1, η διάλεκτος ερωτημάτων 2 καθώς και μια επέκταση της γλώσσας SQL. 
Η  διάλεκτος  1  είναι  στην  πραγματικότητα  η  γλώσσα  ερωτημάτων  που 
χρησιμοποιούταν από την υπηρεσία ευρετηρίου σε παλαιότερες εκδόσεις (μέχρι και την 
έκδοση 3.0) και παραμένει μονό για λόγους συμβατότητας με παλαιότερες εκδόσεις. Σε 
περίπτωση που χρησιμοποιείτε η διάλεκτος 1 πρέπει δηλώνετε να  μέσα στο ερώτημα.  
Η διάλεκτος 2 είναι καινούργια και έχει δύο μορφές, την σύντομη (short) και την 
εκτεταμένη  (long).  Η  σύντομη  μορφή  της  είναι  στην  ουσία  ένα  υποσύνολο  της 
διαλέκτου 1 με ορισμένες όμως ασυμβατότητες.. 
Όσον αφορά την γλώσσα τυποποιημένων ερωτημάτων έχει ειδικές επεκτάσεις που 
χρησιμοποιούνται  για  να  θέτουν  ερωτήματα  στα  ευρετήρια  των  καταλόγων.  Η 
επεκτάσεις αυτές θεωρούν πως κάθε κατάλογος είναι ένα πίνακας στον οποίο οι στήλες 
περιέχουν τις ιδιότητες των εγγράφων (που καθορίζονται από τα φίλτρα) και οι σειρές 
είναι τα έγγραφα.
Στην παρούσα εργασία θα περιγραφούν η διάλεκτος 2 καθώς και η  γλώσσα SQL.
3.3.2   Ιδιότητες
Ο πυρήνας αλλά και ταυτόχρονα αυτό που αποτελεί το μεγαλύτερο πλεονέκτημα της 
υπηρεσίας ευρετηρίου είναι τα ifilters και οι ιδιότητες των εγγράφων που καταγράφουν. 
Οι ιδιότητες είναι πολύ σημαντικές γιατί πάνω σε αυτές βασίζεται το αποτέλεσμα και 
καθορίζουν  πάνω  σε  ποια  πράγματα  μπορεί  να  γίνει  αναζήτηση.  Ανάλογα  με  τις 
ανάγκες κάθε μηχανής αναζήτησης πρέπει να δημιουργούνται και να καταγράφονται 
στο ευρετήριο οι κατάλληλες ιδιότητες. Στην ουσία κάθε έγγραφο αντιπροσωπεύεται 
από τις ιδιότητες του και τα πάντα καθορίζονται από αυτές, από την αρχική σάρωση 
των εγγράφων και το τι αυτή καταγράφει από κάθε αρχείο, μέχρι και την εκτέλεση των 
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ερωτημάτων τα οποία χρησιμοποιούν τις  ιδιότητες  για  να βρουν τα πιο  κατάλληλα 
έγγραφα. 
Ονόματα των ιδιοτήτων
Στην  Εικόνα  8 παρουσιάστηκαν  μερικές  από  τις  προκαθορισμένες  ιδιότητες  που 
υπάρχουν στην υπηρεσία ευρετηρίου. Μια γραμμή από την  Εικόνα 8 είναι η εξής: 
f29f85e0-4ff9-1068-ab91-08002b27b3d9(SummaryInformation)  0x02    DocTitle.  Σε 
αυτήν διακρίνουμε τις 3 διαφορετικές ονομασίες που έχει μια ιδιότητα. Κάθε ιδιότητα 
καθορίζεται από μια COM συμβατή ονομασία, το οποίο σημαίνει ότι αποτελείται από 
ένα καθολικό αναγνωριστικό (το οποίο ονομάζεται GUID) και το οποίο καθορίζεται για 
ένα σετ ιδιοτήτων (δηλαδή υπάρχει μια ομάδα ιδιοτήτων που σχετίζονται μεταξύ τους 
και έχουν ίδιο GUID) και από μια δομή PROPSPEC (η οποία καθορίζει ένα αριθμητικό 
αναγνωριστικό ή όνομα). Αυτά τα δύο καθορίζουν μοναδικά το όνομα κάθε ιδιότητας. 
Στο  παράδειγμα  που  δίνεται  εδώ  το  f29f85e0-4ff9-1068-ab91-08002b27b3d9 
(SummaryInformation) αποτελεί το GUID και το 0x02 το PROPSPEC. Εκτός όμως από 
αυτά τα δύο κάθε ιδιότητα μπορεί να έχει προαιρετικά και φιλικά ονόματα όπως στο 
παράδειγμά μας το DocTitle από το οποίο μπορεί να καταλάβει εύκολα κάποιος ότι 
περιέχει  τον τίτλο του εγγράφου.  Κάθε ιδιότητα μπορεί να έχει  παραπάνω από ένα 
φιλικά ονόματα όπως π.χ. το όνομα της ιδιότητας σε διάφορες γλώσσες.
Τύποι ιδιοτήτων
Υπάρχουν  δύο  τύποι  ιδιοτήτων,  ο  πρώτος  είναι  ιδιότητες  κειμένου  και  ο  δεύτερος 
ιδιότητες  που  παίρνουν  τιμές.  Ο  πρώτος  χρησιμοποιείται  για  να  περιγράφει  το 
πολύπλοκο  περιεχόμενο  των  εγγράφων  ενώ  ο  δεύτερος  είναι  κατάλληλος  για  να 
περιγράφει μια ιδιότητα που έχει μια μοναδική τιμή για όλο το κείμενο. Τα ονόματα 
των ιδιοτήτων κειμένου μπορούν να συσχετιστούν μόνο με μη μορφοποιημένο κείμενο. 
Αντιθέτως τα ονόματα των ιδιοτήτων που παίρνουν τιμές είναι συσχετισμένα με ένα ID 
το οποίο ισχύει για το τύπο των δεδομένων της ιδιότητας και μία τιμή αυτού του τύπου 
δεδομένων. Το όνομα του τύπου των δεδομένων μπορεί να είναι είτε αριθμητικό είτε με 
χαρακτήρες.  Επίσης  οι  αριθμητικές  ιδιότητες  μπορούν  να  αποθηκεύονται  σε  μια 
προσωρινή κρυφή μνήμη. Σε αυτές τις περιπτώσεις δίπλα από τον τύπο της ιδιότητας 
δηλώνεται και το μέγεθος που αυτή δεσμεύει στην προσωρινή μνήμη, καθώς και το εάν 
αποθηκεύεται στην κύρια μνήμη ή σε κάποιο δευτερεύων μέσο αποθήκευσης. Ο τύπος 
της ιδιότητας είναι πολύ σημαντικός γιατί από αυτόν εξαρτάται το πως δημιουργείται 
το ευρετήριο κατά την διάρκεια σάρωσης των εγγράφων αλλά και το πώς εκτελούνται 
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τα ερωτήματα.  Αναλυτικότερα στοιχεία  για  το  πως  γίνονται  αυτές  οι  δύο  εργασίες 
καθώς και το πώς μπορούν να δημιουργηθούν νέες ιδιότητες υπάρχουν στα αντίστοιχα 
κεφάλαια.
Ifilters και ιδιότητες
Τα  Ifilters και οι ιδιότητες είναι στενά συνδεδεμένες μεταξύ τους μια και τα πρώτα 
είναι που τοποθετούν τιμές στις ιδιότητες από τα έγγραφα που σαρώνουν. Υπάρχουν 
όμως και ιδιότητες τιμών οι οποίες παίρνουν τις τιμές τους με άλλους τρόπους όπως για 
παράδειγμα  από  την  διασύνδεση  των  αποθηκευτικών  μέσων.  Ο  δημιουργός  τις 
διασύνδεσης ενός  ifilter έχει  την δυνατότητα να <<σαρώσει>> τα περιεχόμενα ενός 
εγγράφου  με  πολλούς  τρόπους.   Παρακάτω  παρουσιάζονται  παραδείγματα  των 
μεθόδων  (οι  οποίες  αποτελούν  και  καλές  πρακτικές)  με  τις  οποίες  η  υπηρεσία 
ευρετηρίου σαρώνει τα έγγραφα μέσα από τα ifilters.
Πίνακας 8: Μέθοδοι Ifilter
Μέθοδος Τι επιστρέφει
Ifilter::Init Επιστρέφει  των αριθμό των σημαιών  Ifilter Flag 
που υπάρχουν. Εάν αυτός είναι 1 τότε η Υπηρεσία 
Ευρετηρίου  χρησιμοποιεί  τις  διασυνδέσεις 
IPropertySetStorage  και  IPropertyStorage  για  να 
έχει  πρόσβαση  σε  εξωτερικές  ιδιότητες 
αριθμητικού  τύπου  καθώς  και  για  να  βρει  των 
αριθμό αυτών τον ιδιοτήτων.
Ifilter::GetChunk Αυτή  η  μέθοδος  επιστρέφει  το  έγγραφο  σε 
<<κομμάτια>>  Κάθε  κομμάτι  αποτελείτε  από  3 
μέρη  τα  οποία  είναι  :  ο  τύπος  του  (  τιμής  ή 
κείμενο),  το  όνομα  του  και  μια  μεταβλητή  που 
δηλώνει  την θέση του μέσα στο έγγραφο.  Τέλος 
κάθε κομμάτι περιέχει και μια ιδιότητα εγγράφου η 
οποία  δείχνει  από  πιο  έγγραφο  προέρχεται  το 
κομμάτι 
Ifilter::GetText Αυτή η μέθοδος επιστρέφει μια ιδιότητα κειμένου 
από το κομμάτι
Ifilter::GetValue Αυτή η μέθοδος επιστρέφει μια ιδιότητα τιμής από 
το κομμάτι
Για να γίνουν τα παραπάνω πιο κατανοητά θα παρουσιαστεί ένα παράδειγμα. 
Έστω ότι υπάρχει το έγγραφο που παρουσιάζεται στην Εικόνα 9
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Εικόνα 9: Η δομή ενός εγγράφου
Σε αυτήν βλέπουμε γραφικά πως διαχειρίζεται ένα έγγραφο η υπηρεσία ευρετηρίου. 
Αρχικός καλούνται οι μέθοδοι IPropertySetStorage και IPropertyStorage για να πάρει 
την  εξωτερική  ιδιότητα   DocTitle.  Έπειτα  μέσω τις  χρήσης  ενός  ifilter παίρνετε  η 
εσωτερική ιδιότητα  Book. Αυτές οι δύο ιδιότητες μαζί περιγράφουν όλο το έγγραφο. 
Μετά τα ifilter σαρώνουν το εσωτερικό του εγγράφου αναγνωρίζουν τα κομμάτια που 
ορίζονται  από  τις  ιδιότητες  Contents  και  Chapter (οι  οποίες  περιγράφουν  τα 
περιεχόμενα του κειμένου και τους  δίνουν τιμές).
Βέλτιστες Πρακτικές
Για να μην δημιουργούνται προβλήματα κατά την  εφαρμογή των  ifilter  θεωρείται 
καλή  πρακτική  για  τους  σχεδιαστές  εφαρμογών  της  υπηρεσίας  ευρετηρίου  να 
χρησιμοποιούν σετ από ιδιότητες που τις γνωρίζουν καλά έτσι ώστε να όταν τίθεται ένα 
ερώτημα στον πελάτη τις εφαρμογής αυτή να μπορεί να ψάξει για αυτές τις ιδιότητες σε 
όλα τα είδη αρχείων που είναι εγγεγραμμένα με κάποιο ifilter (δηλαδή υπάρχει κάποιο 
ifilter το οποίο καταγράφει ιδιότητες για αυτά). Οι εφαρμογές πελάτη που καλούν την 
διασύνδεση ενός ifilter μπορούν να ζητήσουν ποιος ιδιότητες χρειάζονται δηλώνοντας 
τις κατά την διάρκεια κλήσεις τις μεθόδου  Ifilter::Init.  Ο  Πίνακας 9 δείχνει  μερικές 
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ιδιότητες που θεωρούνται  ότι  είναι  κατάλληλες  για  την χρήση τους  από εφαρμογές 
πελάτη.
Πίνακας 9: κατάλληλες ιδιότητες για εφαρμογές
Όνομα ιδιότητας Περιγραφή
Text Παίρνει το κείμενου από τις ιδιότητες αποθήκευσης ενός αρχείου
Description Χρησιμοποιείται για να δημιουργήσει τις περιλήψεις των εγγράφων 
που  παρουσιάζονται  μαζί  με  τα  αποτελέσματα  του  ερωτήματος. 
Κάνει την χρήση του φίλτρου για HTML αρχεία
Title Ο τίτλος του εγγράφου που υπάρχει στις ιδιότητες των εγγράφων 
των εφαρμογών του Microsoft Office
Subject Το θέμα του εγγράφου που υπάρχει στις ιδιότητες των εγγράφων 
των εφαρμογών του Microsoft Office
Author Ο/οι  συγγραφείς  του εγγράφου που υπάρχουν στις  ιδιότητες των 
εγγράφων των εφαρμογών του Microsoft Office
Keywords Οι <<λέξεις κλειδιά>> του εγγράφου που υπάρχουν στις ιδιότητες 
των εγγράφων των εφαρμογών του Microsoft Office
Comments Τα  σχόλια  του  εγγράφου  που  υπάρχουν  στις  ιδιότητες  των 
εγγράφων των εφαρμογών του Microsoft Office
Ιδιότητες και ερωτήματα
Αφού δημιουργηθεί  το  ευρετήριο  με  τον  τρόπο  που  ειπώθηκε,  μπορούν  να  τεθούν 
ερωτήματα τα οποία συγκρίνουν  όρους  με τις τιμές που έχουν οι διάφορες ιδιότητες 
και  η  υπηρεσία ευρετηρίου επιστρέφει  τα πιο  κατάλληλα έγγραφα σύμφωνα με  τις 
ιδιότητες. Όλες οι ιδιότητες που είναι τύπου κειμένου μπορούν να προσπελαστούν από 
ερωτήματα περιεχομένου ενώ όλες οι ιδιότητες τιμών μπορούν να δεχθούν σχεσιακά 
ερωτήματα,  ερωτήματα  κατάταξης,  ανάκτησης  και  περιεχομένου.  Σε  παρακάτω 
ενότητες  υπάρχει  αναλυτικά  ο  τρόπος  που  συντάσσονται  όλα  τα  ερωτήματα και  οι 
δυνατότητες  τους.  Στον  Πίνακα  10 υπάρχουν  παραδείγματα  ερωτημάτων  προς  τις 
ιδιότητες.
Πίνακας 11: Παραδείγματα ερωτημάτων σε ιδιότητες
Είδος ερωτήματος Ερώτημα
Ερώτημα περιεχομένου @Chapter "Confessions" 
WHERE CONTAINS(Chapter,"Confessions")
Σχεσιακό SELECT DocTitle
FROM SCOPE()
WHERE CONTAINS(Chapter,"Confessions")
Ανάκτησης SELECT DocTitle
FROM SCOPE()
WHERE Book = 'Stormy Night'
Κατάταξη  σύμφωνα  με  ένα 
χαρακτηριστικό
SELECT DocTitle, Book
FROM SCOPE()
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WHERE CONTAINS(Chapter,"Confessions")
ORDER BY DocTitle Book DESC
Ιδιότητες και Κατάλογοι Web
Επειδή ο βασικός σκοπός τις παρούσας εργασίας είναι να δημιουργηθεί μια μηχανή 
αναζήτησης για Intranet θεωρείται αναγκαίο να αναφερθούν ορισμένα πράγματα για τις 
ιδιότητες  των  καταλόγων  web.  Ο  Πίνακας  12 παρουσιάζει  τις  προκαθορισμένες 
ιδιότητες που υπάρχουν για τους καταλόγους Web
Πίνακας 12: Οι προκαθορισμένες ιδιότητες των web καταλόγων
Όνομα ιδιότητας Περιεχόμενο ιδιότητας
Access Τελευταία φορά χρήσης του εγγράφου
All Επιτρέπει σε ένα ερώτημα να ψάχνει στο περιεχόμενο όλων των 
ιδιοτήτων
AllocSize Χώρος που καταλαμβάνει το αρχείο στον δίσκο
Attrib Οι ιδιότητες που έχει το αρχείο στο σύστημα αρχείων (εγγραφή, 
ανάγνωση κ.τ.λ.)
ClassId Τι είδους είναι το αρχείο. Δηλαδή έγγραφο του office, αρχείο του 
photoshop κ.τ.λ.
Characterization Η περίληψη του  αρχείου  που  δημιουργείται  από την  υπηρεσία 
ευρετηρίου
Contents Τα περιεχόμενα του αρχείου. Μπορούν να προσπελαστούν από 
ερώτημα αλλά όχι να ανακτηθούν
Create Ημερομηνία δημιουργίας του αρχείου
Directory Η διαδρομή του αρχείου στον δίσκο
DocAppName Το όνομα της εφαρμογής που δημιούργησε το έγγραφο
DocAuthor Το όνομα του δημιουργού του εγγράφου
DocByteCount Το νούμερο των byte που έχει το έγγραφο
DocCategory Τύπος του εγγράφου π.χ. memo, schedule ή white paper
DocCharCount Το πλήθος των χαρακτήρων που περιέχονται στο έγγραφο
DocComments Τα σχόλια του εγγράφου
DocCompany Το όνομα της εταιρίας για την οποία δημιουργήθηκε το έγγραφο
DocCreatedTm Ώρα δημιουργίας του εγγράφου
DocEditTime Συνολικός χρόνος επεξεργασίας του εγγράφου
DocKeywords Λέξεις κλειδιά του εγγράφου
DocLastAuthor Όνομα του τελευταίου χρήστη που επεξεργάστηκε το έγγραφο
DocLastPrinted Ημερομηνία τελευταίας φοράς που εκτυπώθηκε το έγγραφο
DocLastSavedTm Ώρα που αποθηκεύτηκε το έγγραφο τελευταία φορά
DocLineCount Αριθμός των γραμμών που περιέχονται στο έγγραφο
DocManager Όνομα του μάνατζερ του δημιουργού του εγγράφου
DocNoteCount Αριθμός των σημειώσεων που περιέχονται σε ένα αρχείο Power-
Point
DocPageCount Αριθμός των σελίδων του εγγράφου
DocParaCount Αριθμός των παραγράφων του εγγράφου
DocPartTitles Τα ονόματα των μερών του εγγράφου (πχ στα φύλλα εργασίας τα 
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φύλλα  και  τα  βιβλία,  στις  παρουσιάσεις  ο  αριθμός  των  slides 
κ.τ.λ.)
DocRevNumber Τρέχουσα έκδοση του εγγράφου
DocSecurity Δικαιώματα του εγγράφου
DocSlideCount Αριθμός slide τις παρουσίασης
DocSubject Θέμα του εγγράφου
DocTemplate Όνομα του template που χρησιμοποιήθηκε για την δημιουργία του 
εγγράφου
DocThumbnail Εικόνα προεπισκόπησης του εγγράφου
DocTitle Τίτλος του εγγράφου
DocWordCount Αριμθός των λέξεων που περιέχονται στο έγγραφο
FileIndex Το id του εγγράφου στην υπηρεσία ευρετηρίου
FileName Το όνομα του εγγράφου
Img_Alt Το κείμενο τις φωτογραφίας που χρησιμοποιείται στο alt tag
Path Η διαδρομή του αρχείο στον σκληρό δίσκο
ShortFileName Το όνομα του αρχείο την σύντομη μορφή του (8.3 χαρακτήρες)
Size Το μέγεθος του αρχείου σε bytes
USN Update sequence number.  Είναι  διαθέσιμο  μόνο  όταν 
χρησιμοποιείται το σύστημα αρχείων NTFS
Write Η τελευταία φορά που έγινε εγγραφή στο αρχείο
Εκτός όμως από αυτές τις προκαθορισμένες ιδιότητες μπορούν να δημιουργηθούν 
και άλλες για να καλύψουν τις συγκεκριμένες ανάγκες τις εκάστοτε επιχείρησης. Για να 
δημιουργηθούν νέες ιδιότητες πρέπει αυτές να δηλωθούν κάτω από το τμήμα [names] 
στο  αρχείο  idq.  Η  σύνταξη  που  ακολουθείτε  είναι  η  ακόλουθη: Propertyname 
( Datatype ) = GUID ["Name" | propid]  Σε αυτήν όπου  Propertyname δηλώνετε το 
όνομα τις ιδιότητας. Τα άλλα στοιχεία είναι αυτά όπως τα περιγράψαμε πιο πάνω. Το 
name είναι το φιλικό όνομα και το propid είναι το id τις ιδιότητας που δηλώνεται. Για 
καλύτερη κατανόηση ακολουθεί ένα παράδειγμα για την δημιουργία μιας ιδιότητας με 
το όνομα sales. Για να γίνει αυτό δηλώνεται η παρακάτω γραμμή στο αρχείο idq : 
MetaDescription(DBTYPE_WSTR) = d1b5d3f0-c0b3-11cf-9a92-00a0c908dbf1 "Sales"
Έπειτα καθορίζουμε το meta tag στα αρχεία html. Έστω ότι έχουμε 3 αρχεία που είναι 
τα παρακάτω:
 File1.htm:
<META NAME="Sales" CONTENT="Projections for 1999">
 File2.htm:
<META NAME="Sales" CONTENT="Projections for 2000">
 File3.htm:
<META NAME="Sales" CONTENT="Sales in 1998">
Έπειτα εάν δοθεί το ερώτημα @metadescription projections θα επιστραφούν τα αρχεία 
file1.htm  και file2.htm
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Σύνταξη τον ιδιοτήτων
Αυτή η ενότητα αναφέρεται στο πως γίνεται η σύνταξη των ιδιοτήτων. H σύνταξή της 
είναι κοινή για όλα τα είδη ερωτημάτων σε όλες τις  υποστηριζόμενες γλώσσες της 
υπηρεσίας ευρετηρίου.
Η σύντομη μορφή ακολουθεί  το  πρότυπο  @όνομα_ιδιότητας,  ενώ η εκτεταμένη 
χρησιμοποιεί  το  tag prop (το  closing tag ./prop δεν  είναι  απαραίτητο  αλλά 
υποστηρίζεται) και έχει την μορφή {prop name = όνομα_ιδιότητας } [{/prop}]. Εάν δεν 
δηλώσουμε κάποια ιδιότητα στο ερώτημά μας χρησιμοποιείται η CONTAINS η οποία 
καταγράφει το περιεχόμενο των εγγράφων.
Σε  αυτό  το  σημείο  ακολουθούν  κάποιοι  γενικοί  κανόνες  που  ισχύουν  για  τις 
ιδιότητες και πρέπει να λαμβάνονται υπόψη όταν δίνονται ερωτήματα. Οι ημερομηνίες 
πρέπει να είναι της μορφής yyyy/mm/dd hh:mm:ss ή yyyy-mm-dd hh:mm:ss. Σχετικά με 
το έτος μπορούν να μην δοθούν τα δύο πρώτα νούμερα, σε αυτή την περίπτωση εάν τα 
δοθέντα νούμερα είναι έως και 29 σαν ημερομηνία θεωρείται από το 2000 έως το 2029 
ανάλογα με τα νούμερα που δόθηκαν, εάν πάλι είναι μεγαλύτερα από 29 θεωρείται ότι 
είναι από το 1930 έως το 1999. Στην περίπτωση που χρειάζονται ημερομηνίες σχετικά 
με  την  τρέχουσα  ημερομηνία  δίνεται  το  σύμβολο  –  ή  +  ακολουθούμενο  με  έναν 
ακέραιο και το γράμμα για την χρονική μονάδα που χρειάζεται, για παράδειγμα εάν 
χρειάζονται όλα τα έγγραφα με χθεσινή ημερομηνία δίνεται -1 (d). Για κάθε χρονική 
μονάδα υπάρχουν και τα αντίστοιχα γράμματα, έτος (y), μήνας (m), ημέρα (d), ώρα (h), 
λεπτό (n), δευτερόλεπτο (s). Επίσης σε περίπτωση που δίνουμε δευτερόλεπτα μπορούμε 
να  δώσουμε  και  χιλιοστά  του  δευτερολέπτου  με  τον  ακόλουθο  τρόπο  03:452, 
χρησιμοποιώντας 3 ψηφία μετά τα δευτερόλεπτα. 
Για  τις  χρηματικές  μονάδες  μέτρησης  δεν  χρησιμοποιείται  καμία  συγκεκριμένη 
χρηματική μονάδα εκ των προτέρων και είναι της μορφής χχ,λλ όπου χχ το νόμισμα και 
όπου λλ η υποδιαίρεσή του. Για λογικές τιμές ισχύει (t) ή (true) για τιμές που είναι 
αληθείς  και (f) ή (false) για τιμές που είναι ψευδείς. 
Σε περίπτωση που ζητούμενο είναι μια ανυσματική ιδιότητα (σημειώνονται στον 
πίνακα των ιδιοτήτων ότι έχουν τύπο  VT_VECTOR) δίνεται με την μορφή (I1;I2;I3) 
όπου I1,I2,I3 είναι τα Ii μέρη της ιδιότητας αυτής. 
Οι αριθμητικές τιμές μπορούν να δίνονται είτε σε δεκαδική είτε σε δεκαεξαδική 
μορφή. Στην δεύτερη περίπτωση πρέπει να τοποθετείται το 0x πριν από την τιμή.
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3.3.3 Διάλεκτος 2
Σε αυτή την  ενότητα αναφέρεται  ο  τρόπος  σύνταξης της διαλέκτου 2 και  στις  δύο 
μορφές  της  (σύντομη και  εκτεταμένη).  Επίσης  αναφέρονται  και  τα  υποστηριζόμενα 
είδη ερωτημάτων της διαλέκτου 2 και παρατίθενται αρκετά παραδείγματα για να γίνει 
πιο κατανοητή.
Σύνταξη της διαλέκτου 2
Η σύνταξη της διαλέκτου 2 είναι παρόμοια με την σύνταξη της Standard Generalized 
Markup Language και έχει δύο μορφές, την εκτεταμένη και την σύντομη. Σε αυτό το 
σημείο αναφέρονται κάποια γενικά στοιχεία για την σύνταξη της για να γίνει αργότερα 
πιο κατανοητή η σύνταξη των διαφορετικών ειδών ερωτημάτων που υποστηρίζονται. 
Η διάλεκτος 2 υποστηρίζει tags  τα οποία περικλείονται μεταξύ αγκυλών {}. Κάθε tag 
έχει και το αντίστοιχο  tag κλεισίματος. Επίσης κάθε  tag υποστηρίζει και ένα σύνολο 
ιδιοτήτων.  Έτσι  είναι  πολύ  εύκολο  να  κατασκευαστούν  πολύπλοκα  ερωτήματα.  Η 
γενική μορφή που χρησιμοποιείται είναι η ακόλουθη:
{query-tag attribute1=value1, attribute2=value2, ...} query expression 
{/query-tag}
Αυτή είναι η εκτεταμένη μορφή των ερωτημάτων. Η μορφή αυτή είναι κατάλληλη για 
πολύπλοκα ερωτήματα καθώς και για την δημιουργία ερωτημάτων τα οποία μπορούν 
εύκολα να τροποποιηθούν. Η σύντομη μορφή της διαλέκτου 2 είναι παρόμοια με την 
διάλεκτο 1  και η σύνταξή της δίνεται παρακάτω σε κάθε τύπο ερωτημάτων. Η σύντομη 
μορφή δεν υποστηρίζει  όλες τις  λειτουργίες  της διαλέκτου 2 και είναι  δύσκολη για 
πολύπλοκα ερωτήματα. Όμως είναι πολύ εύχρηστη για απλά και συχνά ερωτήματα.
Τελεστές 
Η διάλεκτος 2 υποστηρίζει 3 είδη τελεστών: τελεστές απόστασης, Boolean τελεστές και 
τον τελεστή contains. Όπως τα ερωτήματα, έτσι και οι τελεστές έχουν δύο μορφές,  την 
σύντομη και την εκτεταμένη. Για την πρώτη χρησιμοποιούνται σύμβολα ενώ για την 
δεύτερη λέξεις. 
Οι λογικοί τελεστές είναι οι AND, ΟR και NOT. Ο τελεστής AND χρησιμοποιείτε 
για να εκφράσει ότι πρέπει να ισχύουν και τα δύο, δηλαδή όταν ψάχνουμε λέξεις να 
υπάρχουν και οι δύο στο έγγραφο και στην περίπτωση που το ερώτημα αφορά τιμές να 
ισχύουν και  οι  δύο,  π.χ.  ένα έγγραφο που συντάχτηκε πριν δύο βδομάδες  και  είναι 
μεγαλύτερο από 100 byte. Ο λογικός τελεστής OR δηλώνει ότι πρέπει να ισχύει είτε το 
ένα  είτε  το  άλλο,  π.χ.  στο  ερώτημα  Θεσσαλονίκη  OR Λευκός  Πύργος να  υπάρχει 
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τουλάχιστον ένας από τους δύο όρους. Ισχύει το ίδιο και όταν χρησιμοποιούμε το OR 
για ερωτήματα τιμών όπως μέγεθος κτλ. Ο λογικός τελεστής NOT χρησιμοποιείται με 
δύο τρόπους. Στον πρώτο (AND NOT) για να χρησιμοποιούμε το NOT σε δεδομένα πχ. 
Πληροφορίες για τα windows AND NOT Vista και στην δεύτερη μορφή του (NOT) για 
τιμές δεδομένων όπως για παράδειγμα ! @size > 100 (= όχι μέγεθος αρχείου πάνω από 
100 bytes).
Ο  τελεστής  NEAR είναι  τελεστής  απόστασης,  είναι  πιο  πολύπλοκος  και 
χρησιμοποιείται για να βρίσκει όρους που είναι κοντά ο ένας στον άλλο πχ. το ερώτημα 
πληροφορίες  NEAR Θεσσαλονίκη  ψάχνει  για  έγγραφα  που  έχουν  την  λέξη 
Θεσσαλονίκη κοντά στην λέξη πληροφορίες.  Η προκαθορισμένη απόσταση είναι 50 
λέξεις.  Η  πλήρη  μορφή  του  ερωτήματος  με  τις  παραμέτρους  είναι  {NEAR  dist  = 
dist_value, unit =  unit_value} (εκτεταμένη μορφή). Σε αυτό το dist είναι η απόσταση 
μεταξύ των δύο όρων (που στον  Indexing Server δεν μπορεί να ξεπερνάει το 50), το 
unit σημαίνει τη μονάδα και μπορεί να είναι ένα από τα ακόλουθα:  word (λέξη),  sent 
(πρόταση),  par (παράγραφος),  chap (ενότητα)  (στον  Indexing Server υποστηρίζεται 
μόνο η λέξη). Η σύντομη μορφή του τελεστή είναι NEAR, ~. Για χρήση ενός τελεστή 
σαν όρο ερωτήματος τον τοποθετούμε ανάμεσα σε “” π.χ.“John and Maria”. Ο Πίνακας
13 περιέχει όλους τους υποστηριζόμενους τελεστές.
Πίνακας 13:Τελεστές
Τελεστές Εκτεταμένη μορφή Σύντομη μορφή
AND AND &
OR OR |
NOT(binary) AND NOT &!
NOT(Unary) NOT !
NEAR NEAR dist = dist_value, unit 
= unit_value
NEAR, ~
 Σχετικά  με  την  σειρά  εκτέλεσης  των  τελεστών  είναι  η  εξής  κατά  σειρά 
προτεραιότητας: 1.NOT , 2.AND και NEAR, 3. OR. Επίσης οι τελεστές εκτελούνται με 
σειρά  από  αριστερά  προς  τα  δεξιά.  Τέλος  μπορούν  να  χρησιμοποιηθούν  και 
παρενθέσεις  και  ότι  βρίσκεται  μέσα  σε  αυτές  έχει  προτεραιότητα.  Ο  Πίνακας  14 
περιέχει παραδείγματα χρήσης των τελεστών
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Πίνακας 14: παραδείγματα τελεστών
Για να ανακτηθούν 
έγγραφα
Παράδειγμα Αποτέλεσμα
 που περιέχουν και τους 
δύο όρους
Red AND Dog Έγγραφα που περιέχουν την λέξη  red 
και την λέξη dog
έναν  από  τους  δύο 
όρους
Red OR Dog Έγγραφα  που  περιέχου  τουλάχιστον 
μια από τις λέξεις red, dog.
Τον πρώτο αλλά όχι τον 
δεύτερο όρο
Red AND not Dog Έγγραφα που περιέχουν την λέξη  red 
αλλά όχι την λέξη dog
τρεις  όρους  που 
βρίσκονται  κοντά  μέσα 
στο κείμενο
(red~dog)~cat Έγγραφα που περιέχουν τις λέξεις red, 
dog και  cat σε  απόσταση  μικρότερη 
των 50 λέξεων
Που  έχουν  διαφορετική 
τιμή μια ιδιότητας
NOT @size=100 Έγγραφα  που  έχουν  διαφορετικό 
μέγεθος από 100 byte.
Το  τρίτο  και  τελευταίο  είδος  τελεστή  είναι  ο  τελεστής  CONTAINS.  Αυτός 
χρησιμοποιείται για να βρεθούν συγκεκριμένες λέξεις η φράσεις μέσα σε μια ιδιότητα. 
Για παράδειγμα το σχεσιακό ερώτημα {prop name=Contents} Contains {freetext} big 
red truck επιστρέφει έγγραφα που περιέχουν μία από τις 3 λέξεις. Ο CONTAINS είναι ο 
πιο  συχνά  χρησιμοποιούμενος  τελεστής  και  είναι  ο  προκαθορισμένος  τελεστής  της 
υπηρεσίας ευρετηρίου.
Σταθμισμένοι όροι
Σε αυτήν την παράγραφο θα αναφερθεί το πώς μπορεί να γίνει στάθμιση της βαρύτητας 
των όρων που δίνονται  σε ένα ερώτημα.  Δίνοντας βαρύτητα σε κάποιους από τους 
όρους όταν δίνεται το ερώτημα επηρεάζετε η σειρά κατάταξης των αποτελεσμάτων. Η 
υπηρεσία ευρετηρίου υποστηρίζει δύο τρόπους για στάθμιση των όρων. Ο πρώτος είναι 
τα αριθμητικά βάρη η χρήση τις γίνεται με το tag weight και είναι η ακόλουθη {weight 
value= n} query term. To n παίρνει τιμές από 0.0 έως 1.0 (εξαρτάται από την μηχανή 
αναζήτησης για το πώς θα ερμηνευθεί) και δεν υπάρχει closing tag.  Ένα παράδειγμα 
σχεσιακού ερωτήματος που χρησιμοποιεί αριθμητικά βάρη είναι το παρακάτω: {weight 
value=0.25} dog OR {weight value=0.50} cat OR {weight value=1.00} pig.
Ο δεύτερος τρόπος στάθμισης ο οποίος δεν διαφέρει από τον πρώτο στον τρόπο 
λειτουργίας είναι με το tag coercion. Η σύνταξή του είναι η ακόλουθη: {coerce} query 
term.  To tag αυτό αναγκάζει την μηχανή αναζήτησης να κατατάξει πιο μπροστά τα 
έγγραφα  που  περιέχουν  τον  όρο με  το  μεγαλύτερο βάρος.  Στην  ουσία  υπάρχει  για 
μπορεί  να για να  υπάρχει  η δυνατότητα να ορίζεται  η χρήση του ανάλογα με τον 
κατασκευαστή της εκάστοτε μηχανής αναζήτησης.
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Υποστηριζόμενα είδη ερωτημάτων
Η υπηρεσία ευρετηρίου υποστηρίζει την δυνατότητα για διαφορετικά είδη ερωτημάτων. 
Αυτά χωρίζονται στις εξής κατηγορίες : 
1) Ερωτήματα περιεχομένου (content queries)
2) Ερωτήματα ιδιοτήτων (property value queries)
Τα οποία περιέχουν τα 
α) σχεσιακά ερωτήματα
β) ερωτήματα εύρεσης προτύπων
3) Ανυσματικά ερωτήματα (vector queries)
Κάποια από αυτά τα είδη ερωτημάτων είναι πιο αποδοτικά για απλές αναζητήσεις 
και  κάποια  άλλα  είναι  πιο  αποδοτικά  για  πιο  πολύπλοκα  ερωτήματα.  Σε  γενικές 
γραμμές  τα  ερωτήματα  περιεχομένου  είναι  κατάλληλα  για  απλές  αναζητήσεις  που 
αναφέρονται  στα  περιεχόμενα  του  κειμένου,  ενώ  τα  ανυσματικά  ερωτήματα  για 
πολύπλοκα ερωτήματα και τέλος τα ερωτήματα ιδιοτήτων βρίσκονται κάπου στη μέση 
και είναι κατάλληλα για έγγραφα στα οποία έχει δημιουργηθεί κατάλογος με πολλές 
ιδιότητες από την υπηρεσία ευρετηρίου.  Κάποια ερωτήματα χωρίζονται σε περεταίρω 
κατηγορίες οι οποίες αναφέρονται στην σχετική με το κάθε ερώτημα παράγραφο.
Ερωτήματα Περιεχομένου
Η προκαθορισμένη μορφή ερωτημάτων που δέχεται ο Index Server είναι τα ερωτήματα 
ελεύθερου κειμένου. Για να γραφτεί ένα ερώτημα αυτής της μορφής απλώς δίνεται το 
ερώτημα στην φόρμα ερωτημάτων της λέξεις που θέλουμε,  π.χ. πληροφορίες για την  
Θεσσαλονίκη.  Στην πραγματικότητα το παραπάνω ερώτημα αποτελεί την μία από τις 
δύο σύντομες μορφές σύνταξης, η άλλη σύντομη μορφή είναι η $content πληροφορίες 
για την Θεσσαλονίκη. Η εκτεταμένη μορφή του είναι :  {freetext} πληροφορίες για την 
Θεσσαλονίκη {/freetext}. Στα ερωτήματα ελεύθερου κειμένου δεν λαμβάνεται υπόψη η 
σειρά και η θέση των λέξεων δηλαδή στο παραπάνω παράδειγμα θα μας επιστρεφόταν 
σαν αποτέλεσμα και ένα κείμενο που θα περιείχε την φράση <<πληροφορίες για την 
Ελλάδα>> και σε μια άλλη πρόταση του ίδιου κειμένου την φράση << Η Θεσσαλονίκη 
είναι η συμπρωτεύουσα>>. Για να τεθεί ένα ερώτημα που να αναζητά μια φράση έως 
έχει  πρέπει  να  έχει  την  εξής  μορφή:  {phrase}  πληροφορίες  για  τα  Windows Vista 
{/phrase}(  εκτεταμένη  μορφή)  ή  ΄΄  πληροφορίες  για  τα  Windows Vista ΄΄  (σύντομη 
μορφή). Με αυτό το ερώτημα θεωρείται σαν μια ενιαία οντότητα ότι βρίσκεται μεταξύ 
των tags phrase και η μηχανή αναζήτησης επιστρέφει μόνο έγγραφα που την περιέχουν 
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σαν  μια  ενιαία  οντότητα.  Τα  ερωτήματα  αυτού  του  τύπου  αποτελούν  και  το 
προκαθορισμένο  ερώτημα  τις  διαλέκτου  1.  Όπως  είναι  εύκολα  κατανοητό  τα  δύο 
παραπάνω  ερωτήματα  είναι  αμοιβαία  απολυόμενα  και  δεν  μπορεί  να  γίνει 
εμφωλιασμός του ενός στο άλλο.
Σε αυτό τα σημείο πρέπει να αναφερθεί ότι όταν δίνουμε ένα ερώτημα ελεύθερου 
κειμένου ή για να βρούμε κάποια φράση ο Index server χρησιμοποιεί τον τελεστή con-
tains o οποίος ισοδυναμεί με το ίσον (=), δηλαδή ότι όλοι οι όροι που αναφέρονται 
πρέπει  να  υπάρχουν  μέσα  στο  έγγραφο,  για  παράδειγμα  όταν  δίνεται  το  ερώτημα 
{freetext} big red truck {/freetext} ο  Index server το δέχεται  {prop name=Contents} 
Contains {freetext} big red truck {/freetext}.
Σχεσιακά ερωτήματα
Τα σχεσιακά ερωτήματα είναι η πρώτη από τις δύο κατηγορίες ερωτημάτων ιδιοτήτων. 
Επιτρέπουν  την  χρήση  τελεστών  για  σύγκριση  συγκεκριμένων  τιμών  με  τιμές  των 
ιδιοτήτων των εγγράφουν που βρίσκονται στο ευρετήριο. 
Για  τα  σχεσιακά  ερωτήματα  χρησιμοποιούμε  τους  γνωστούς  τελεστές  από  τα 
μαθηματικά  οι  οποίοι  φαίνονται  στον  παρακάτω  πίνακα.  Με  αυτούς  μπορεί  να 
καθοριστεί ένα διάστημα επιτρεπόμενων τιμών για τις ιδιότητες που είναι επιθυμητές, 
έτσι θα επιστραφούν έγγραφα στα οποία οι τιμές των ιδιοτήτων που δόθηκαν είναι στο 
διάστημα που καθορίζουν οι τελεστές.
 Πίνακας 15: τελεστές σχεσιακών ερωτημάτων
Τελεστής Σημασία
< Μικρότερο από
<= Μικρότερο ή ίσο από
= Ίσο με
> Μεγαλύτερο από
=> Μεγαλύτερο ή ίσο με
!= Διαφορετικό από
Στον παρακάτω πίνακα παρέχονται μερικά παραδείγματα σχεσιακών ερωτημάτων 
με την χρήση τελεστών.
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Πίνακας 16: Παραδείγματα σχεσιακών ερωτημάτων
Εντολή Αποτέλεσμα
{prop name = DocAuthor} = "Jim" Έγγραφα που έχουν σαν όνομα συντάκτη τον 
Jim
{prop name = createdate} = -1d {/prop} Έγγραφα τα οποία δημιουργήθηκαν χθες
{prop name = department} != 6 {/prop} Έγγραφα  τα  οποία  έχουν  τιμή  διαφορετική 
από 6 στη ιδιότητα  department (  η οποία πχ 
μπορεί να είναι μια κωδικοποίηση για το από 
πιο  τμήμα  της  επιχείρησης  προέρχεται  το 
έγγραφο)
Επίσης  τα  σχεσιακά  ερωτήματα  έχουν  την  ιδιότητα  να  μπορούν  να  χειριστούν 
ανυσματικές ιδιότητες, δηλαδή ιδιότητες οι οποίες δεν έχουν ένα στοιχείο, αλλά πολλά. 
Έστω ότι έχουμε δυο ανυσματικές ιδιότητες την Α(α1,α2,α3) και την Β (β1,β2,β3) τότε 
όταν συγκρίνουμε τα δύο ερωτήματα με έναν τελεστή γίνεται σύγκριση του κάθε  i-
οστού στοιχείου από κάθε άνυσμα δηλαδή εάν τεθεί τω ερώτημα Α > Β τότε γίνονται 
τα εξής: πρώτα ελέγχετε εάν το α1 είναι μεγαλύτερο του β1 μετά ελέγχετε το α2 με το 
β2 κ.ο.κ. Για να είναι αληθές το ερώτημα πρέπει  όλοι οι  έλεγχοι να έχουν αληθές 
αποτέλεσμα, δηλαδή  πρέπει να ισχύει το παρακάτω: α1 > β1, α2>β2 , α3>β3. Στην 
περίπτωση που το ένα άνυσμα έχει  διαφορετικό πλήθος στοιχείων από το άλλο, το 
στοιχείο που περισσεύει αγνοείται από το ερώτημα. Για παράδειγμα έστω ότι πρέπει να 
δοθεί ένα ερώτημα που να επιστρέφει όλα τα κείμενα στα οποία είναι συγγραφείς ο Α 
και  ο  Β,  τότε  θα  πρέπει  να  δοθεί  το  παρακάτω σχεσιακό  ερώτημα  {prop  name  = 
DocAuthor}  =  (Α,  Β)  {/prop}.  Πρέπει  να  σημειωθεί  ότι  σε  αυτήν  την  περίπτωση 
κάνουμε  την  παραδοχή  ότι  στον  πίνακα  του  ευρετηρίου  η  ιδιότητα  DocAuthor 
καταγράφει τους συγγραφείς σαν ένα άνυσμα στο οποίο κάθε στοιχείο αποτελεί  το 
όνομα ενός από τους συγγραφείς, όπως επίσης πρέπει να λάβουμε υπόψη μας και το 
γεγονός ότι το παραπάνω ερώτημα έτσι πως το δώσαμε θα μας επιστρέψει και έγγραφα 
τα οποία  τα  έχουν γράψει  μόνο αυτοί  οι  δύο  και  όχι  έγγραφα στα  οποία  π.χ.  έχει 
συμμετάσχει και ένα τρίτος συγγραφέας.  Για να βρούμε έγγραφα τα οποία μπορούν να 
έχουν και άλλους συγγραφείς εκτός από αυτούς τους δύο πρέπει να χρησιμοποιηθούν 
τελεστές bit οι οποίοι περιγράφονται αμέσως πιο κάτω.
Το επόμενο είδος  τελεστών που  υποστηρίζουν τα  σχεσιακά ερωτήματα είναι  οι 
τελεστές  bit (bitwise operators).  Αυτοί  μπορούν να χρησιμοποιηθούν για να έλεγχο 
σχημάτων bit, ο έλεγχος αυτός γίνεται bit προς bit. Υπάρχουν δύο είδη τελεστών bit, το 
AllOf  και το  SomeOf. Στην εκτεταμένη μορφή τους είναι  AllOf (),  SomeOf() ενώ 
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στην σύντομη μορφή τους είναι ^a και ^s. Στον  Πίνακας 17 δίνονται παραδείγματα 
χρήσης και των δύο τελεστών.
Πίνακας 17: Παραδείγματα χρήσης τελεστών bit
Ερώτημα Αποτέλεσμα
@attrib^a 0x820 Επιστρέφει όλα τα συμπιεσμένα έγγραφα τα οποία έχουν ενεργό 
το bit συμπίεσης.
@attrib^s 0x20 Επιστρέφει έγγραφα τα οποία έχουν ενεργό το  bit συμπίεσης
Εκτός όμως την σύγκριση bit οι τελεστές αυτοί μπορούν να χρησιμοποιηθούν και 
μαζί με τους άλλους σχεσιακούς τελεστές για ερωτήματα σε ανυσματικές ιδιότητες, για 
παράδειγμα  έστω  ότι  υπάρχουν  οι  ανυσματικές  ιδιότητες  που  ορίσαμε  πιο  πάνω, 
δηλαδή  οι  Α(α1,α2,α3)  και  η  Β  (β1,β2,β3),  με  την  χρήση  του  AllOf πρέπει  κάθε 
στοιχείο του πρώτου ανύσματος να παίρνει τιμή αληθής όταν συγκρίνεται με καθένα 
από τα στοιχεία του δεύτερου ανύσματος για τον δοσμένο σχεσιακό τελεστή. Αυτό 
μπορεί να γίνει πιο εύκολα αντιληπτό με το παρακάτω παράδειγμα. Έστω ότι δίνονται 
τα ανύσματα Α(5,10,1) και Β (2,6) και δίνεται στην υπηρεσία ευρετηρίου το παρακάτω 
ερώτημα (5; 10; 1)^a>(2; 6). Χωρίς την χρήση του ^a θα επιστρέφονταν η τιμή true μια 
και το τελευταίο στοιχείο του ανύσματος Α θα αγνοηθεί όπως ειπώθηκε παραπάνω, 
όμως επειδή χρησιμοποιούμε τον τελεστή αυτόν η παράσταση αυτή θα πάρει την τιμή 
false μια και το 3 στοιχείο του ανύσματος Α είναι μικρότερο από τις τιμές και των δύο 
στοιχείων  του  ανύσματος  Β.  Σε  αντίθεση  με  τον  AllOf,  ο  τελεστής  SomeOf όταν 
συνδυαστεί μαζί με άλλους σχεσιακούς τελεστές επιστρέφει τιμή true όταν τουλάχιστον 
ένα από τα στοιχεία του ανύσματος Α επιστρέφει τιμή true όταν συγκρίνεται με όλα τα 
στοιχεία του ανύσματος Β. Για να γίνει πιο κατανοητό δίνεται το ακόλουθο ερώτημα 
(1; 2; 3)^s>(2; 1), το οποίο χωρίς την χρήση του τελεστή SomeOf θα επέστρεφε τιμή 
false όμως  με  την  χρήση  του  τελεστή  επιστρέφει  την  τιμή  true γιατί  το  3  είναι 
μεγαλύτερο από το 2 και το 1 του δεύτερου ανύσματος. 
Σε αυτό το σημείο είναι χρήσιμο να δοθεί ένα ερώτημα το οποίο δείχνει την χρήση 
όλων  των  ειδών  των  σχεσιακών  ερωτημάτων  σε  ένα  πολύπλοκο  ερώτημα. 
Επιστρέφοντας στο παράδειγμα με τους συγγραφείς, εάν θέλουμε να επιστραφούν όλα 
τα έγγραφα που έχουν και  τους  2  συγγραφείς  αλλά μπορούν να  έχουν και  άλλους 
συγγραφείς  θα  δίναμε  το  ακόλουθο  ερώτημα  {prop  name  =  DocAuthor}  =  ^s(Α,) 
{/prop}  AND {prop  name  =  DocAuthor}  =  ^s(Β)  {/prop}.   Το  πρώτο  κομμάτι 
επιστρέφει όλα τα έγγραφα στα οποία ένας τουλάχιστον από τους συγγραφείς είναι ο Α 
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και το δεύτερο κομμάτι επιστρέφει όλα τα έγγραφα στα οποία ένας τουλάχιστον από 
τους συγγραφείς είναι ο Β και με την χρήση του τελεστή Β παίρνουμε την τομή των 
δύο  αυτών  ομάδων  δηλαδή  έγγραφα  μπορούν  να  είναι  γραμμένα  από  πολλούς 
συγγραφείς αλλά ανάμεσα σε αυτούς είναι ο Α και ο Β.
Τέλος  παρατίθενται  κάποιες  χρήσιμες  πληροφορίες  που  πρέπει  να  λαμβάνονται 
υπόψη όταν δίνονται σχεσιακά ερωτήματα.
Η ιδιότητα CONTENTS δεν υποστηρίζει σχεσιακά ερωτήματα δηλαδή εάν δοθεί το 
ερώτημα @contents=Microsoft δεν θα επιστραφεί τίποτα ενώ εάν δοθεί @contents Mi-
crosoft θα επιστραφούν όλα τα έγγραφα που περιέχουν την λέξη Microsoft. Αυτό όμως 
δεν  ισχύει  και  για  τους  άλλους  τύπους  ιδιοτήτων,  για  παράδειγμα  εάν  δοθούν  τα 
ερωτήματα @title=vector space και @title vector space θα επιστρέψουν αποτελέσματα 
και τα δύο. Το πρώτο θα επιστρέψει όλα τα έγγραφα με τίτλο  vector space ενώ το 
δεύτερο όλα τα έγγραφα στα οποία το vector space αποτελεί κομμάτι του τίτλου τους. 
Από τα παραπάνω απορρέει και ένα μεγάλο μειονέκτημα της Υπηρεσίας ευρετηρίου το 
οποίο είναι η μη υποστήριξη wildcards για αναζήτηση μέσα στο κείμενο. Δηλαδή ενώ 
μπορούμε  να  τα  χρησιμοποιήσουμε  για  αναζήτηση  με  το  όνομα  ενός  αρχείου  π.χ. 
@FileName= DocName* για να βρούμε αρχεία που αρχίζουν από  DocName εάν τα 
χρησιμοποιήσουμε για να αναζήτηση στο κείμενο δηλαδή @contents= DocName* δεν 
θα  επιστραφεί  κανένα  αποτέλεσμα.  Επίσης  τα  wildcards υποστηρίζονται  μόνο  στο 
αριστερό μέρος. Τέλος στα σχεσιακά ερωτήματα οι ιδιότητες δίνονται με το σύμβολο 
@ στην εκτεταμένη μορφή ενώ στην σύντομη δίνονται με το σύμβολο #. Για τα άλλα 
είδη  ερωτημάτων  δίνονται  μέσα  στο  αντίστοιχο  tag δηλώνοντας 
prop=Όνομα_Ιδιότητας. 
Ερωτήματα εύρεσης προτύπων
Η δεύτερη κατηγορία ερωτημάτων ιδιοτήτων είναι τα ερωτήματα εύρεσης προτύπων. 
Αυτά είναι  κατάλληλα σε  περιπτώσεις  που  δεν  είναι  ακριβώς  γνωστός  ο  όρος  του 
ερωτήματος ή χρειάζεται μια πιο εξειδικευμένη αναζήτηση με μόνο ένα μέρος του όρου 
μπορούν να χρησιμοποιηθούν διάφορα πρότυπα. Η διάλεκτος 2 υποστηρίζει 3 τύπους 
προτύπων: 
1) Windows wildcards
2) Τύπου Unix
3) Παράγωγα λέξεων
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Ο πρώτος τύπος είναι αυτός που υπάρχει στα MS Windows και σε όλες της γνωστές 
εφαρμογές  όπως  το  MS Office.  Σε  αυτόν  ο  χαρακτήρας  *  σημαίνει  οποιαδήποτε 
ακολουθία χαρακτήρων δηλαδή εάν δοθεί ελλ* σημαίνει όλες της λέξεις που αρχίζουν 
από ελλ όπως Ελλάδα, ελληνικός κτλ. Ο άλλος χαρακτήρας που υποστηρίζετε είναι το ? 
και  σημαίνει  ένας  οποιοδήποτε  χαρακτήρας,  μπορούν να χρησιμοποιηθούν πολλά ? 
συνεχόμενα για παράδειγμα εάν δοθεί 19?? σημαίνει όλα τα νούμερα που αρχίζουν από 
19 και έχουν και 4 ψηφία ( στη πραγματικότητα ο όρος αυτός θα επιστρέψει οτιδήποτε 
αρχίζει από 19 και έχει 4 χαρακτήρες δηλαδή εάν υπάρχει το 19ΕΑ θα επιστρέφει και 
αυτό). Για την χρήση του * και του ? σε ένα ερώτημα πρέπει τοποθετηθούν μέσα στο 
tag regex όταν  γίνεται  χρήση  της  εκτεταμένης  μορφής  της  διαλέκτου  2  και  του 
συμβόλου =. Στην περίπτωση της σύντομης μορφής εάν δεν χρησιμοποιηθεί κάτι από 
τα 2 γίνεται χρήση της CONTAINS από το σύστημα και ψάχνει μέσα στα έγγραφα για 
τους χαρακτήρες * και ?. Ο Πίνακας 18 περιέχει μερικά παραδείγματα.
Πίνακας 18: παραδείγματα προτύπων windows
Για να ανακτηθούν έγγραφα Παράδειγμα Αποτέλεσμα
έγγραφα του word με 
οποιοδήποτε αριθμό 
γραμμάτων για όνομα
{prop filename} {regex}
*.doc {/regex}{/prop}
ή #filename=*.doc
Όλα τα έγγραφα που έχουν 
κατάληξη .doc
το όνομα ενός αρχείου που 
δεν είναι γνωστή η κατάληξη 
του
prop filename} {regex}
filename.??? {/regex}{/prop}
ή #filename=filename.???
Όλα τα έγγραφα με το όνομα 
filename και οποιαδήποτε 
κατάληξη δηλαδή filename.-
doc , filename.ppt κ.τ.λ.
Ο  επόμενος  τύπος  προτύπων  αποτελεί  μια  επέκταση  του  προτού  τύπου  και 
χρησιμοποιείτε το tag regex όπως και προηγουμένως. Αυτός ο τύπος είναι παρόμοιος με 
αυτόν που χρησιμοποιείται σε λειτουργικά συστήματα τύπου Unix. Όλοι οι χαρακτήρες 
ταιριάζουν με τους αντίστοιχους τους εκτός από τα [*] [?] [,] [|] . Για την εύρεση όρων 
που περιέχουν τους παραπάνω χαρακτήρες αλλά και για εκφράσεις πρέπει να γίνεται η 
χρήση να περικλείονται σε “”. Επίσης όταν γίνεται χρήση παρενθέσεων μέσα στους 
όρους πρέπει πάντα να χρησιμοποιούνται τα “” γιατί οι παρενθέσεις χρησιμοποιούνται 
για την ομαδοποίηση των τελεστών των προτύπων κ.τ.λ. Τα σύμβολα * και ? έχουν την 
ίδια χρήση όπως και με τον πρώτο τύπο προτύπων. Το επιπλέον σύμβολο, είναι ίσο με 
τον  λογικό τελεστή  OR, και τέλος ο χαρακτήρας |  δηλώνει μια ειδική χρήση όταν 
εισάγετε μπροστά από το [ και σημαίνει την δημιουργία μιας νέας κλάσης. Επίσης σε 
αυτόν τον τύπο προτύπων έχουμε ειδική χρήση των {}. Αυτά χρησιμοποιούνται για να 
δηλώσουμε αριθμό συμβόλων δηλαδή το {10} σημαίνει ότι έχει μήκος 10 χαρακτήρες. 
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Στην μορφή {,} σημαίνει τουλάχιστον τόσους χαρακτήρες όσους δηλώνει το νούμερο 
πριν το [,] δηλαδή {10,} με δέκα οι παραπάνω χαρακτήρες. Τέλος στην μορφή {α,β} 
δηλώνει  ανάμεσα  σε  α  και  β  αριθμό  χαρακτήρων.  Ο  μέγιστος  αριθμός 
υποστηριζόμενων  χαρακτήρων  είναι  τα  256.  Τέλος,  ο  Πίνακας  19 περιέχει  μερικά 
παραδείγματα με την χρήση προτύπων τύπου Unix.
Πίνακας 19:παραδείγματα ερωτημάτων με χρήση προτύπων τύπου Unix
Για να 
ανακτηθούν 
έγγραφα
Παράδειγμα Αποτέλεσμα
έγγραφα  που 
έχουν 
δημιουργούνται 
από 
συγκεκριμένες 
ομάδες 
προγραμμάτων 
χ.  σε αυτήν την 
περίπτωση  το 
ms Office
{propname=filename}{regex}*.|(do?|,xl?|,pp?|,mdb|){/regex}
ή
#filename *.|(do?|,xl?|,p?t|,mdb|)
Όλα  τα 
έγγραφα  που 
έχουν 
καταλήξεις που 
ξεκινάνε  από 
do,  xl,pp και 
όσα  έχουν 
κατάληξη mdb 
όλες  τις 
διαδρομές  στον 
δίσκο  που 
έχουν  μεγάλα 
ονόματα  (  και 
μπορούν πχ να 
δημιουργούν 
διάφορα 
προβλήματα)
{prop  name=path}  {regex}  "*\|[^\]|{14,|}\*"  {/regex}
ή
#path "*\|[^\]|{14,|}\*"
όλες  τις 
διαδρομές  που 
περιέχουν  ένα 
όνομα φακέλου 
με 
περισσότερους 
από  14 
χαρακτήρες
 
Ο τρίτος τύπος αποτελεί έναν τρόπο για να ψάχνουμε παράγωγα των λέξεων. Με 
την χρήση του είναι δυνατόν να βρεθούν παράγωγα των λέξεων καθώς και λέξεις που 
περιέχουν συγκεκριμένες ρίζες. Ο τύπος αυτός δεν βασίζετε σε απλή εύρεση προτύπων 
αλλά πάνω σε γλωσσολογικά στοιχεία και άλλες προηγμένες τεχνολογίες. Δυστυχώς 
λόγω της δυσκολίας που συναντάτε ειδικά όσον αφορά τα γλωσσολογικά στοιχεία τα 
αποτελέσματα που επιστρέφονται  από αυτόν τον τύπο περιέχουν αρκετές φορές και 
λάθος λέξεις. Η σύνταξη που χρησιμοποιείται είναι η {generate method=value} query 
terms {/generate}.  Σε  αυτήν  η  method δέχεται  τον  αλγόριθμο  που  δημιουργεί  τον 
ασαφή όρο. 
Πίνακας 20: Παραδείγματα ασαφών όρων
Για να ανακτηθούν έγγραφα Παράδειγμα Αποτέλεσμα
που  έχουν  τον  όρο  σαν 
πρόθεμα
{prop name=contents} {gener-
ate method=prefix} dog {/gen-
Όλα  τα  έγγραφα  που 
περιέχουν  τις  λέξεις  dog, 
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erate} ή @contents dog* dogs, doghouse κ.τ.λ.
που  περιέχουν  λέξεις  που 
δημιουργούνται  γραμματικά 
από τον όρο
Prop name=contents} {gener-
ate  method=inflect}  swim 
{/generate}  ή @contents 
swim**
Όλα  τα  έγγραφα  που 
περιέχουν  λέξεις  όπως  το 
swim, swims, swam.
Στην παρούσα έκδοση υποστηρίζονται η και prefix και η inflect. Η πρώτη παράγει 
όλες τις λέξεις που έχουν σαν πρόθεμα τον όρο και η δεύτερη όλες τις γραμματικές 
μορφές του όρου. Για παράδειγμα αν είναι ρήμα δημιουργεί όλες τις κλίσεις σε όλα τα 
πρόσωπα. Ο Πίνακας 20 παρουσιάζει παραδείγματα χρήσης.
Ανυσματικά ερωτήματα
Με τα ανυσματικά ερωτήματα  είναι δυνατόν να αναζητηθούν λίστες από λέξεις ή 
προτάσεις μέσα στα έγγραφα που δεικτοδοτούνται καθώς και επίσης και να καθοριστεί 
ο  αλγόριθμος  ιεράρχησής τους.  Η χρήση του γίνεται  με το  tag vector και  έχει  την 
ακολουθεί  σύνταξη:  {  vector RankMethod=  method}  {ve}  term{/vector}.  Το 
RankMethod ορίζει  τον  αλγόριθμο  ιεράρχησης  των  αποτελεσμάτων  και  παίρνει  τις 
ακόλουθες τιμές από τους αντίστοιχους τρόπους ιεράρχησης: Jaccard, Dice, Inner, Min-
imum, Maximum. Η λειτουργία των αλγόριθμων αυτών περιγράφεται στο [3.4]. Το tag 
{ve} δηλώνει ότι μετά από αυτό ακολουθεί ένας όρος της αναζήτησης. Ο όρος αυτός 
μπορεί να είναι είτε λέξη είτε φράση. Για να δοθεί και δεύτερος, τρίτος κ.τ.λ. όρος 
απλός τοποθετείται το tag {ve} πριν από τον κάθε όρο. Η χρήση του αυτού του τύπου 
ερωτημάτων  είναι  αρκετά  απλή,  για  παράδειγμα  εάν  δοθεί  το  ερώτημα  {vector 
RankMethod=Jaccard}  {ve}  bank {ve}  river {/vector}  θα  επιστραφούν  σαν 
αποτελέσματα  όλα  τα  έγγραφα  που  περιέχουν  και  τους  δύο  όρους  με  σειρά 
σχετικότητας από το πιο σχετικό στο λιγότερο σχετικό σύμφωνα με την μέθοδο Jaccard.
3.3.4 SQL extensions
Οι  επεκτάσεις  για  την  SQL που  χρησιμοποιεί  η  υπηρεσία  ευρετηρίου  μπορούν  να 
χωριστούν  σε  δύο  κατηγορίες.  Στις  επεκτάσεις  που  αφορούν  ερωτήματα  και  σε 
επεκτάσεις  σχετικές  με  τις  ιδιότητες  των  εγγράφων  του  καταλόγου  που  γίνεται  η 
κατηγοριοποίηση. Ο Πίνακας 21 περιέχει σε περίληψη τις επεκτάσεις των ερωτημάτων.
Ο  Πίνακας  21 περιέχει  όλες  οι  προκαθορισμένες  επεκτάσεις  για  της  ιδιότητες. 
Αυτές ισχύουν για όλα τα έγγραφα που περιέχονται στον κατάλογο. Εκτός όμως από 
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αυτές υπάρχουν και άλλες, όπως για παράδειγμα προκαθορισμένες επεκτάσεις για Ac-
tiveX  Πίνακας 24.
Πίνακας 22: επεκτάσεις της γλώσσας τυποποιημένων ερωτημάτων
SQL Extension Περιγραφή
SET PROPERTYNAME Καθορίζει το όνομα μιας στήλης και τoν τύπο δεδομένων 
για μια ιδιότητα
SET RANKMETHOD Καθορίζει  τον αλγόριθμο που θα  χρησιμοποιηθεί  για  την 
ιεράρχηση των αποτελεσμάτων του ερωτήματος.
CREATE VIEW # Δημιουργεί  μια  προσωρινή  όψη  χρησιμοποιώντας  τα 
ονόματα των στηλών
Indexing service predefined 
views
Καθορίζει  μόνιμες  όψεις  χρησιμοποιώντας  της 
προκαθορισμένες ιδιότητες.
FROM SCOPE Καθορίζει  τον εξυπηρετητή , τον κατάλογο ή την διαδρομή 
που θα χρησιμοποιηθεί για να δημιουργηθεί ένας εικονικός 
πίνακας των εγγραφών των αρχείων
ARRAY predicate Ενεργοποιεί την σύγκριση μεταξύ πεδίων  της υπηρεσίας 
ευρετηρίου που έχουν πολλαπλές τιμές
Comparison predicate Ενεργοποιεί την σύγκριση μεταξύ στηλών με κυριολεκτικά( 
literal ) δεδομένα μέσω σχεσιακών τελεστών
MATCHES predicate Παρόμοια με  την  LIKE  με την διαφορά ότι  επιτρέπει  το 
ομαδοποιημένο  ταίριασμα  για  παραπάνω  από  ένα 
πρότυπα
Πίνακας 23: προκαθορισμένες επεκτάσεις ιδιοτήτων
Όνομα ιδιότητας Περιγραφή
All Ταιριάζει λέξεις , φράσεις ή οποιαδήποτε 
ιδιότητα
Contents Λέξεις η φράσεις μέσα στο κείμενο
Filename Το όνομα του αρχείου
Size Το μέγεθος του αρχείου
Write Περιέχει την ημερομηνία της τελευταίας 
αλλαγής των περιεχομένων του αρχείου.
Πίνακας 24: προκαθορισμένες επεκτάσεις για ActiveX
Όνομα ιδιότητας Περιγραφή
DocTitle Τίτλος του εγγράφου
DocSubject Θέμα του εγγράφου
DocAuthor Συγγραφέας του εγγράφου
DocKeywords Λέξεις κλειδιά για το έγγραφο
DocComments Σχόλια σχετικά με το έγγραφο..
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3.4 Ιεράρχηση των αποτελεσμάτων 
Η υπηρεσία ευρετηρίου υποστηρίζει  5 διαφορετικούς αλγόριθμους ιεραρχήσεως των 
αποτελεσμάτων αυτοί είναι  οι παρακάτω:
• Maximun
• Minimum
• Inner product
• Dice coefficient
• Jaccard coefficient
Εάν δεν καθοριστεί κάποιος συγκεκριμένος αλγόριθμος γίνεται η χρήση του Jaccard co-
efficient
3.4.1 Minimum και Maximum
Οι  δύο  αυτοί  αλγόριθμοι  είναι  οι  πιο  απλοί  που  υποστηρίζονται.  Και  οι  δύο 
υπολογίζουν τα αποτελέσματα τους με βάση το πόσες φορές υπάρχουν οι όροι  του 
ερωτήματος  στον  ανεστραμμένο πίνακα (inverted index)  της  υπηρεσίας  ευρετηρίου. 
Παραδείγματος  χάριν  δίνεται  ένα  ερώτημα  με  2  όρους,  τους  α)Αθήνα  και 
β)πρωτεύουσα και έστω ότι υπάρχουν 2 αρχεία, το Α και Β. Το Α έχει 4 φορές την λέξη 
Αθήνα και 2 φορές την λέξη πρωτεύουσα ενώ το Β έχει 2 και 3 αντίστοιχα. Τότε εάν 
χρησιμοποιείται ο Maximum θα μας επιστραφεί ο Α γιατί το άθροισμα των δύο όρων 
είναι μεγαλύτερο από τον Β . Στην αντίθετη περίπτωση , δηλαδή εάν χρησιμοποιείται ο 
Minimum επιστρέφεται ο Β γιατί το γιατί το άθροισμα των δύο όρων είναι μικρότερο 
από τον Α
3.4.2 Jaccard και Dice coefficient
Βασίζεται στον συντελεστή ομοιότητας Jaccard. Ο συντελεστής αυτός προέρχεται από 
την  στατιστική  και  μετράει  την  ομοιότητα  μεταξύ  δύο  συνόλων.  Ο  τύπος  του 
συντελεστή φαίνεται στην Εικόνα 10 Ο συντελεστής Jaccard
Εικόνα 10 Ο συντελεστής Jaccard
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Σε αυτήν το Μ11 είναι ο αριθμός των όρων που υπάρχουν και στο ερώτημα και στο 
έγγραφο  δηλαδή την ένωση τους.
Το Μ01  είναι ο αριθμός των όρων του ερωτήματος που βρίσκονται στο έγγραφο αλλά 
όχι στο ερώτημα.
Το Μ10 είναι ο αριθμός των όρων που υπάρχουν στο ερώτημα αλλά όχι στο έγγραφο
Όσο πιο μεγάλος ο συντελεστής αυτός τόσο πιο πιθανό να περιέχει  το έγγραφο τις 
σωστές πληροφορίες που ζητάει ο χρήστης.
Για καλύτερη κατανόηση δίνεται ένα παράδειγμα. Έστω το αρχείο 1 που έχει τους 
όρους Α, Β και Γ και το αρχείο 2 που έχει τους ό Β, Γ, Δ, Ε τότε εάν δοθεί το ένα 
ερώτημα το οποία να αναζητά έγγραφα με τους όρους Β, Γ,  Δ θα έχουμε για το 1 
έγγραφο  j1=0.5 και  για  το δεύτερο έγγραφο  j2=0.75. Άρα πρώτα θα επιστραφεί  το 
δεύτερο έγγραφο και μετά το πρώτο.
Ο αλγόριθμος  Dice είναι παρόμοιος με τον  Jaccard.  Βασίζεται στον συντελεστή 
Dice ο  οποίος  θεωρείται  πιο  αποδοτικός  από  τον  Jaccard γιατί  δίνει  μεγαλύτερη 
βαρύτητα σε κείμενα που έχουν όλους τους όρους που δόθηκαν στο ερώτημα. Στην 
ουσία ο συντελεστής αυτός μετράει την συχνότητα με την οποία βρίσκονται οι όροι στο 
ίδιο έγγραφο προς την συχνότητα με την οποία βρίσκονται οι όροι μόνοι τους. Ο τύπος 
υπολογισμού  παρουσιάζεται στην Εικόνα 11  
Εικόνα 11 Ο Συντελεστής Dice
Το Μ01  είναι ο αριθμός των όρων του ερωτήματος που βρίσκονται στο έγγραφο αλλά 
όχι στο ερώτημα.
Το Μ10 είναι ο αριθμός των όρων που υπάρχουν στο ερώτημα αλλά όχι στο έγγραφο
Όσο πιο μεγάλος ο συντελεστής αυτός τόσο πιο πιθανό να περιέχει  το έγγραφο τις 
σωστές πληροφορίες που ζητάει ο χρήστης.
Σε αυτήν το Ο11 είναι ο αριθμός των όρων που υπάρχουν και στον ερώτημα και στον 
έγγραφο  δηλαδή την ένωση τους.
Το R1  είναι ο αριθμός των όρων του ερωτήματος που βρίσκονται στο έγγραφο αλλά όχι 
στο ερώτημα.
Το C1 είναι ο αριθμός των όρων που υπάρχουν στο ερώτημα αλλά όχι στο έγγραφο
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Όσο πιο μεγάλος ο συντελεστής αυτός τόσο πιο πιθανό να περιέχει  το έγγραφο τις 
σωστές πληροφορίες που ζητάει ο χρήστης.
3.4.3 Εσωτερικό γινόμενο
Όπως ειπώθηκε και πιο πάνω τα ερωτήματα και τα κείμενα μπορούν  αναπαρασταθούν 
με  ανύσματα.   Ό  αλγόριθμος  inner product καθορίζει  την  καταλληλότητα  των 
εγγράφων σύμφωνα με το συνημίτονο της γωνίας που υπολογίζεται από το εσωτερικό 
γινόμενο  των  δύο  ανυσμάτων  (  του  ερωτήματος  και  του  εγγράφου)  στην 
κανονικοποιημένη τους μορφή. Στην Εικόνα 12 υπάρχει ο τύπος υπολογισμού του.
Εικόνα 12 Υπολογισμός εσωτερικού γινομένου
Όταν η γωνία αυτή περάσει κάποιο δοσμένο όριο π.χ. το 0.5 το έγγραφο θεωρείται 
σχετικό με το ερώτημα και επιστρέφεται σαν αποτέλεσμα από την μηχανή αναζήτησης. 
Όσο πιο μεγάλο αυτό το νούμερο τόσο πιο υψηλή κατάταξη παίρνει. Ένα έγγραφο που 
έχει τιμή εσωτερικού γινομένου ίση με 1 θεωρείται ότι ταιριάζει 100% στο ερώτημα 
που δόθηκε.
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4 Αναζήτηση πλήρους 
κειμένου στον MS SQL Server 
2005
Στο κεφάλαιο αυτό αναφέρονται οι δυνατότητες αναζήτησης πλήρους κειμένου του Sql 
Server 2005, ο τρόπος λειτουργίας του, καθώς και οι διαφορές και οι ομοιότητες που 
έχει με την υπηρεσία ευρετηρίου.
Η αναζήτηση πλήρους κειμένου εμφανίστηκε για πρώτη φορά στον MS SQL Server 
7.0. Ο MS SQL Server 2005 έχει την τρίτη έκδοση  της αναζήτησης πλήρους κειμένου.
4.1 Δομή της  αναζήτησης πλήρους κειμένου
Σε αυτήν την ενότητα περιγράφονται τα πιο σημαντικά μέρη  της αναζήτησης πλήρους 
κειμένου και οποία είναι τα ακόλουθα : Gatherer, Indexer, Filter Manager, Filter Dae-
mon, Full text Catalog
Εικόνα 13: Η αρχιτεκτονική της αναζήτησης πλήρους κειμένου
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Αρχίζοντας  από  τον  Gatherer,  είναι  αυτός  που  συνδέεται  στον  SQL Server και 
εξάγει τα δεδομένα από τους πίνακες που θέλουμε να φτιαχτεί το ευρετήριο. Στον SQL 
Server 2005 αποτελεί διεργασία σε αντίθεση με τον SQL Server 2000 που ο Gatherer 
αποτελούσε μέρος του MS Search. 
Στην συνέχεια o Filter  Daemon αναλαμβάνει  να επεξεργαστεί  τα  δεδομένα που 
λαμβάνει από τον  Gatherer και μετατρέπει το κείμενο σε λέξεις και  tokens. Τα token 
αποτελούν μια σειρά από χαρακτήρες που ενώ δεν αποτελούν πραγματική λέξη είτε 
σημαίνουν κάτι  είτε  χρησιμοποιούνται  σε ορισμένες περιπτώσεις  και για  αυτό είναι 
πολύ σημαντικό να κάνουμε ευρετήρια και για αυτά. Για παράδειγμα οι «λέξεις» qwer-
ty,  MSTF,  και  XXX είναι  tokens. Ο  Filter Daemon χρησιμοποιεί δύο συστατικά, το 
ifilter και  το  word breaker.  Το   ifilter υποστηρίζει  ακριβώς  τα  ίδια  ifilter που 
χρησιμοποιεί  η  υπηρεσία  ευρετηρίου  (Indexing server)  [3.2],  αυτό  σημαίνει  ότι 
μπορούν  να  επεκταθεί  ο  τύπος  των  αρχείων  που  υποστηρίζονται  μέσω  ifilters.Η 
λειτουργία του είναι ακριβώς η ίδια με αυτήν της υπηρεσίας ευρετηρίου, δηλαδή να 
<<διαβάζει>> το κείμενο από κάθε είδους αρχείο πχ pdf, ppt, doc κτλ. Ο Word breaker 
που είναι το άλλο συστατικό βοηθάει τα  ifilter στην λειτουργία τους. Αναλυτικότερα 
υπάρχει ένας  word breaker για κάθε γλώσσα και η λειτουργία του είναι να εκτελεί 
γλωσσολογική ανάλυση στα δεδομένα που διαβάζει το  ifilter,  δηλαδή να βρίσκει τα 
όρια της κάθε λέξης, να βρίσκει τα παράγωγα της κάθε λέξεις κτλ. Ο SQL Server 2005 
έχει  word breeakers για 23 γλώσσες αλλά υπάρχει η δυνατότητα για επέκταση τους. Οι 
γλώσσες  για  τις  οποίες  υπάρχει  εγκατεστημένος  word breaker αποθηκεύονται  στον 
πίνακα  Sys.fulltext_languages,  στον  οποίο  μπορούμε  να  δούμε  τις  εγκατεστημένες 
γλώσσες.  Κάποιες  λεπτομέρειες  στις  οποίες  πρέπει  να  δοθεί  προσοχή  είναι  ότι 
υποστηρίζεται μόνο μια γλώσσα ανά στήλη, ότι ο  word breaker χρησιμοποιείται και 
στα ερωτήματα που τίθενται στην μηχανή αναζήτησης πλήρους κειμένου οπότε υπάρχει 
η  δυνατότατα  να  κάνουμε  αναζήτηση σε  διαφορετική  γλώσσα από  αυτήν  που έχει 
οριστεί,  εάν  δεν  υπάρχει  word breaker για  την  γλώσσα που θέλουμε  μπορούμε  να 
χρησιμοποιήσουμε  έναν  ουδέτερο  word breaker που  είναι  κατάλληλος  για  όλες  τις 
γλώσσες  και  τέλος  υπάρχει  δυνατότητα  για  ορισμό  <<υπογλωσών>>  π.χ.  για  τα 
γαλλικά   υπάρχει  υποστήριξη  για  τα γαλλικά Καναδά.   Περισσότερες  πληροφορίες 
σχετικά  με  τον  word breaker καθώς  και  για  το  API δημιουργίας  του  μπορούν  να 
βρεθούν στο [6.3].
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Εικόνα 14: Ο πίνακας Sys.fulltext_languages
Μετά το  τέλος  της  επεξεργασίας  που γίνεται  από τον  Filter Daemon ο  Indexer 
δημιουργεί τις λίστες λέξεων από τις οποίες θα δημιουργηθούν τα ευρετήρια και τα 
αποθηκεύει  στους  καταλόγους.  Πρώτα  δημιουργούνται  οι  λίστες  στην  μνήμη  του 
υπολογιστή  και  όταν  δημιουργηθεί  ένας  συγκεκριμένος  αριθμός  λιστών  αυτές 
ενώνονται για να δημιουργήσουν το ευρετήριο και αποθηκεύονται στον σκληρό δίσκο 
στον Full text Catalog. Στην περίπτωση που υπάρχει πρόβλημα με αυτή την διαδικασία 
επεμβαίνει ο  Filter Manager ο οποίος επιβλέπει την όλη διαδικασία και προσπαθεί να 
συγχρονίσει  την  ροή  των  δεδομένων  που  δέχεται  ο  Indexer έτσι  ώστε  να  μην 
δημιουργείτε  πρόβλημα στην ροή των δεδομένων και  ο  Indexer δέχεται  πιο  πολλά 
δεδομένα από όσα μπορεί να επεξεργαστεί σε κάθε δεδομένη στιγμή. 
Το τελευταίο συστατικό που χρησιμοποιεί η αναζήτηση πλήρους κειμένου είναι ο 
Full text Catalog. Αυτό αποτελεί το φυσικό αρχείο στο οποίο αποθηκεύονται όλα τα 
ευρετήρια. Συνήθως σε μια βάση ένας κατάλογος είναι αρκετός αλλά σε περίπτωση που 
έχουμε  μεγάλους  πίνακες  μπορούμε  να  χρησιμοποιήσουμε  έναν  κατάλογο για  κάθε 
πίνακα. Κάθε κατάλογος έχει πολλά ευρετήρια αλλά κάθε ευρετήριο μπορεί και ανήκει 
σε έναν μόνο κατάλογο. Τέλος το κάθε ευρετήριο μπορεί να έχει δεδομένα για μία ή για 
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πολλές  στήλες  ενός  μόνο  πίνακα.  Σε  αυτό  το  σημείο  αξίζει  να  σημειωθεί  ότι  οι 
κατάλογοι  δεν  μπορούν  να  αποθηκεύονται  σε  άλλα  μέσα  αποθήκευσης  εκτός  από 
εσωτερικούς δίσκους, η μοναδική περίπτωση στην οποία μπορεί να γίνει αυτό είναι εάν 
ο κατάλογος ανήκει σε μια βάση η οποία είναι έχει εξαχθεί από τον SQL Server 2005 
σαν βάση read only.
4.2 Δυνατότητες αναζήτησης πλήρους κειμένου
Οι δυνατότητες που έχει η μηχανή αναζήτησης πλήρους κειμένου του MS SQL Server 
είναι παρόμοιες με αυτές της Υπηρεσίας ευρετηρίου, πιο συγκεκριμένα υποστηρίζονται 
οι παρακάτω λειτουργίες
• Αναζήτηση λέξεων που είναι κοντά η μία στην άλλη
• Αναζήτηση με χρήση wildcards (μόνο όταν γίνεται αναζήτηση φράσης)
• Αναζήτηση με βάση τα παράγωγα μιας λέξης όπως ένα ρήμα σε όλους τους 
χρόνους και τα πρόσωπα κ.τ.λ.
• Αναζήτηση με την χρήση βαρών για τον καθορισμό της σημαντικότητας της 
κάθε λέξης
• Αναζήτηση  μέσα  σε  αρχεία  που  έχουν  αποθηκεύει  σε  στήλες  της  βάσεις 
δεδομένων (πχ pdf, doc)
• Υποστήριξη ασαφής αναζήτησης λέξεων και φράσεων
• Υποστήριξη πολλών γλωσσών 
• Αναζήτηση  μέσω  θησαυρού  έτσι  ώστε  να  επιστρέφονται  κείμενα  τα  οποία 
περιέχουν λέξεις οι οποίες είναι συνώνυμες με τους όρους της αναζήτησης.
Εκτός όμως από τα παραπάνω η μηχανή αναζήτησης του  MS SQL Server 2005 
ξαναγράφτηκε από την αρχή και προσφέρει  πολλά πλεονεκτήματα σε σχέση με της 
παλαιότερες εκδόσεις, μερικά από αυτά είναι η υποστήριξη περισσότερων γλωσσών, 
υποστήριξη  συνδεδεμένων  βάσεων,  αναζήτηση  σε  πολλές  στήλες,  10  φορές  πιο 
γρήγορη  απόδοση,  υποστήριξη  θησαυρού,  καλύτερη  διαχείριση  noise words, 
υποστήριξη  αρχείων  ασφαλείας,  replication,  και  ευρετηρίαση  των  ιδιοτήτων  των 
αρχείων που υποθηκεύονται μέσα στην βάση.
Οι τύποι των αρχείων που υποστηρίζονται είναι αρκετοί και όπως είδαμε στο [4.1] 
μπορούν να επεκταθούν με τα ίδια  ifilter που χρησιμοποιεί  η υπηρεσία ευρετηρίου. 
Όλοι οι υποστηριζόμενοι τύπο αρχείων αποθηκεύονται στο πίνακα του συστήματος με 
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το όνομα fulltext_document_types, οπότε για να δούμε πια αρχεία υποστηρίζονται από 
τα εγκατεστημένα  ifilters  του συστήματός  μας  αρκεί  να γράψουμε την ακόλουθη 
εντολή SQL select * from sys.fulltext_document_types.
Εικόνα 15: Υποστηριζόμενοι τύποι αρχείων
Μια από τις πιο σημαντικές δυνατότητες που έχει αναζήτηση πλήρους κειμένου 
είναι η δυνατότητα να κάνει χρήση λιστών με λέξεων οι οποίες μπορούν να 
χρησιμοποιηθούν είτε για την απαλοιφή τους από το ευρετήριο(noise words) είτε για 
την επέκταση της αναζήτησης μέσω συνώνυμών λέξεων(thesaurus). Και οι δύο λίστες 
αποθηκεύονται στον κατάλογο που περιέχει τα δεδομένα της αναζήτησης πλήρους 
κειμένου ο οποίος είναι C:\Program Files\Microsoft 
SQLServer\MSSQL.X\MSSQL\FTData  και μπορούμε πάρα πολύ εύκολα να 
επεξεργαστούμε αυτές τις λίστες προσθέτοντας και αφαιρώντας λέξεις ανάλογα με τις 
ανάγκες μας. Στην εικόνα 16 υπάρχει η επεξήγηση πιο αρχείο είναι για πια γλώσσα. 
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Εικόνα 16: Αρχεία noise words και thesaurus 
4.3 Ιεράρχηση των αποτελεσμάτων
Όπως και η υπηρεσία ευρετηρίου η αναζήτηση πλήρους κειμένου υποστηρίζει την 
ιεράρχηση των αποτελεσμάτων που επιστρέφονται. Οι αλγόριθμοι  που υποστηρίζονται 
είναι τρεις και χρησιμοποιούν διάφορα στατιστικά στοιχεία τα οποία συλλέγονται και 
αποθηκεύονται στα ευρετήρια(τα οποία μπορούν να χρησιμοποιηθούν για να φτιάξουμε 
και τους δικούς μας αλγόριθμους).  
Ο τρόπος υπολογισμού του πρώτου αλγορίθμου είναι ο ακόλουθος:
Ο δεύτερος χρησιμοποιείται όταν έχουμε βάρη στους όρους και ο τρόπος υπολογισμού 
του είναι ο ακόλουθος:
• IndexDocumentCount είναι  ο συνολικός αριθμός των κειμένων που υπάρχουν 
στο έγγραφο,
• KeyDocumentCount είναι ο αριθμός των εγγραφών που περιέχουν τον όρο της 
αναζήτησης,
• MaxQueryRank είναι  η  μέγιστη  βαθμολογία  που  επιστρέφεται  από  την 
αναζήτηση πλήρους κειμένου και είναι 1000,
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• HitCount είναι ο αριθμός των εγγράφων που εμφανίζεται στα αποτελέσματα και 
περιέχουν τον όρο της αναζήτησης.
• MaxOccurrence είναι ο μέγιστος αριθμός που εμφανίζεται ένα όρος μέσα σε ένα 
κείμενο μέσα στο ευρετήριο,
• ContainsRankkey είναι το αποτέλεσμα του πρώτου αλγορίθμου για τον όρο key,
• Weightkey είναι το βάρος που έχει δοθεί για τον όρο key.
Ο τρίτος αλγόριθμος διαφέρει αρκετά από τους δύο πρώτους και υπολογίζεται όταν 
γίνεται  η  χρήση  της  εντολής  FREETEXT η  οποία  εξηγείτε  στην  αμέσως  επόμενη 
ενότητα.  Βασίζεται  στον  OKAPI  BM25  και  τρόπος  υπολογισμού  του  είναι  ο 
ακόλουθος:
• R είναι ο αριθμός των εγγράφων τα οποία έχουν δηλωθεί από τους χρήστες σαν 
σχετικά με την αναζήτηση (Στην παρούσα έκδοση δεν υποστηρίζεται) 
• r είναι ο αριθμός των εγγράφων τα οποία έχουν δηλωθεί από τους χρήστες σαν 
σχετικά με την αναζήτηση και περιέχουν τον όρο. Στην παρούσα έκδοση δεν 
υποστηρίζεται
• n είναι ο αριθμός των εγγράφων που περιέχουν τον όρο
• dl είναι το μήκος του κειμένου σε λέξεις
• avdl είναι  το μέσο μήκος σε  λέξεις  όλων τον κειμένων που βρίσκονται  στο 
ευρετήριο
• tf είναι η συχνότητα του όρου στο κείμενο
• qtf είναι η συχνότητα του όρου στο ερώτημα
• k1,b k3 είναι σταθερές που έχουν τις ακόλουθες τιμές 1.2, 0.75, 8 
• K υπολογίζεται με τον ακόλουθο τύπο ( k1 * ( ( 1 – b ) + ( b * dl / avdl ) ) )
• W υπολογίζεται με τον ακόλουθο τύπο log10 ( ( ( r + 0.5 ) * ( N – R + r + 0.5 ) ) 
/ ( ( R – r + 0.5 ) * ( n – r + 0.5 ) ) )
4.4 SQL για την χρήση της αναζήτησης πλήρους 
κειμένου.
Σε αυτήν την ενότητα εξηγούνται οι εντολές της αναζήτησης πλήρους κειμένου με τις 
οποίες μπορούν να πραγματοποιηθούν αναζητήσεις. Η πρώτη εντολή που θα 
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εξετάσουμε είναι η πιο απλή  και παρουσιάζετε στην Εικόνα 17  μαζί με τα 
αποτελέσματά που επιστρέφει. 
Εικόνα 17: Η απλή εντολή αναζήτησης
Στο παράδειγμά μας η εντολή contains ψάχνει σε όλες της στήλες του πίνακα Fable 
για  την  λέξη  Lion και  μας  επιστρέφει  τον  τίτλο.  Σε  περίπτωση  που  θα  θέλαμε  να 
ψάξουμε για μια ολόκληρη φράση αντί για την λέξη Lion θα γράφαμε την φράση που 
θέλαμε. Yυποστηρίζονται επίσης και οι τελεστές AND και OR, δηλαδή εάν θέλαμε να 
γράψουμε ένα ερώτημα που να μας επέστρεφε τον μύθο του Αισώπου για τον λαγό και 
την χελώνα θα γράφαμε την ακόλουθη εντολή :
SELECT Title
FROM Fable
WHERE CONTAINS (FableText,’Tortoise AND Hare’)
Θα πρέπει όμως να σημειωθεί πως αυτοί οι δύο όροι πρέπει να βρίσκονται στην ίδια 
στήλη  διαφορετικά  θα  πρέπει  να  γράψουμε  δύο  εντολές  CONTAINS  και  να  της 
ενώσουμε με το AND
Στην  συνέχεια  περνάμε  στην  εντολή  της  Εικόνα  18 που  μας  επιστρέφει  τα 
αποτελέσματα ιεραρχημένα.
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Εικόνα 18: Αναζήτηση δύο όρων
Όπως φαίνεται από την εικόνα η βαθμολογία υπολογίζεται με την εντολή CONTAIN-
STABLE. Αυτή η εντολή επιστρέφει τα δεδομένα σε έναν πίνακα ο οποίος λέγεται FTS 
και έχει  σαν  foreign key το  unique index που έχουμε ορίσει για τον πίνακα (βλέπε 
ενότητα  ), επομένως για να πάρουμε σαν αποτέλεσμα τον τίτλο που περιέχει τον όρο 
που θέλουμε κάνουμε JOIN τον πίνακα που περιέχει τα κείμενα και τον πίνακα FTS.
Όπως σε όλες τις μηχανές αναζήτησης έτσι και η αναζήτηση πλήρους υποστηρίζει 
την χρήση  wildcards. Σε αντίθεση όμως με την εντολή  LIKE της γλώσσας  SQL που 
υποστηρίζει τα wildcards % και ? η αναζήτηση πλήρους κειμένου υποστηρίζει μόνο το 
* και αυτό μόνο μετά το τέλος της λέξης και μόνο όταν ψάχνουμε μια φράση. Δηλαδή 
εάν  θέλουμε να ψάξουμε για όλα τα κείμενα που περιέχουν λέξεις που αρχίζουν από 
Har γράφουμε το παρακάτω:
SELECT Title
FROM Fable
WHERE CONTAINS (FableText,’ ” Har*” ’)
Ιδιαίτερη προσοχή χρειάζεται στο γεγονός ότι η λέξη Har πρέπει να δίνεται σαν 
φράση, δηλαδή να περικλείεται από τους χαρακτήρες ”. 
Η επόμενη εντολή αναζήτησης φαίνεται  στην [Εικόνα 19]  και μας επιτρέπει  να 
ψάξουμε σε ένα κείμενο λέξεις οι οποίες είναι κοντά η μία με την άλλη. Η εντολή αυτή 
μπορεί να συνδυαστεί με την  rank ώστε στα αποτελέσματα που επιστρέφονται τα πιο 
σχετικά κείμενα να είναι αυτά που έχουν τις λέξεις πιο κοντά.
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Εικόνα 19: Αναζήτηση κοντινών λέξεων
Φυσικά δεν θα μπορούσε να λείπει και η δυνατότατα αναζήτησης όλων τον λέξεων 
που  είναι  παράγωγα  του  όρου  που  δόθηκε  στην  αναζήτηση.  Για  παράδειγμα  εάν 
γράψουμε την παρακάτω εντολή θα μας επιστραφούν και κείμενα που περιέχουν τις 
λέξεις flies, flight κ.τ.λ.
SELECT Title
FROM Fable
WHERE CONTAINS (*,’FORMSOF(INFLECTIONAL,fly)’)
Εκτός  όμως  από  τις  αναζητήσεις  που  υποστηρίζονται  και  από  την  υπηρεσία 
ευρετηρίου  η  αναζήτηση  πλήρους  κειμένου  υποστηρίζει  την  αναζήτηση  μέσω 
θησαυρού  όπως  αναφέρθηκε  και  στην  ενότητα  [4.2].   Μέσω  αυτής  η  αναζήτηση 
επιστρέφει και κείμενα που υπάρχουν στον θησαυρό για την συγκεκριμένη λέξη. Η 
σύνταξή της εντολής είναι η εξής :
SELECT * 
FROM TableName 
WHERE CONTAINS(*,’FORMSOF(Thesaurus,”IE”)’)
Σε  περίπτωση  που  υπάρχουν  πολλοί  όροι  αναζήτησης  και  πρέπει  να  δοθεί 
διαφορετική βαρύτητα στην σημαντικότητα κάθε όρου χρησιμοποιείται  η ακολουθεί 
εντολή σε συνδυασμό με την rank για να πάρουμε ιεραρχημένα τα αποτελέσματα. Στην 
εικόνα φαίνεται η διαφορά στα αποτελέσματα όταν γίνεται αναζήτηση των ίδιον όρων 
μια διαφορετικά βάρη
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Εικόνα 20: Αναζήτηση με βάρη
Τελευταία εντολή που υποστηρίζεται είναι  αυτή τις  ασαφούς αναζήτησης.  Αυτή 
έχει δύο μορφές, μια που επιστρέφει τα αποτελέσματα ιεραρχημένα ανάλογα με την 
σχετικότητα και μία που δεν τα επιστρέφει. Η εντολή αυτή αναλαμβάνει για εμάς να 
βάλει βάρη στους όρους, να ψάξει για παράγωγα κ.τ.λ., οπότε σαν αποτέλεσμα έχει να 
αυξάνει την ανάκληση αλλά να επιστρέφει και μερικά μη σχετικά κείμενα. Στην Εικόνα
21 φαίνεται η σύνταξη της καθώς και τα αποτελέσματα που αυτή επιστρέφει.
Εικόνα 21: Ασαφής αναζήτηση
4.5 Ομοιότητες και διαφορές με την υπηρεσία 
ευρετηρίου
Σε αυτή την ενότητα παρουσιάζονται συνοπτικά οι διαφορές και οι  ομοιότητες που 
έχουν  οι  δύο  πλατφόρμες  αναζήτησης  που  παρουσιάστηκαν  καθώς  και  μια  μικρή 
σύγκριση τους. Στον  Πίνακας 25 παρουσιάζονται οι ομοιότητες και οι διαφορές των 
δύο τεχνολογιών
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Πίνακας 25: Συγκρισή την υπηρεσίας ευρετηρίου και της αναζήτησης πλήρους κειμένου
Indexing Service Full Text Search
Noise words Ναι, μπορούν να προστεθούν 
άλλες γλώσσες και λέξεις
Ναι, μπορούν να προστεθούν 
άλλες  γλώσσες  και  λέξεις. 
Υπάρχουν έτοιμες λίστες για 
πιο πολλές γλώσσες από ότι 
στην υπηρεσία ευρετηρίου
Thesaurus Όχι Ναι
Ιεράρχηση Αποτελεσμάτων Ναι, 5 αλγόριθμοι. Ναι, 3 αλγόριθμοι, υπάρχει η 
δυνατότητα  πρόσθεσης 
παραπάνω αλγορίθμων
Ασφάλεια Παρουσιάζονται  μόνο  τα 
έγγραφα  για  τα  οποία  έχει 
δικαιώματα  ο  χρήστης,  αλλά 
έχουν  διαπιστωθεί  πολλά 
προβλήματα  ασφάλειας  στο 
παρελθόν
Καθορίζεται  από  τα 
δικαιώματα  που  έχει  ο 
χρήστης στον SQL Server
Ασαφής αναζήτηση Ναι Ναι
Αναζήτηση  παραγώγων  τον 
όρων
Ναι Ναι
Αναζήτηση με βάρη Ναι Ναι
Αναζήτηση  όρων  που 
βρίσκονται  σε  κοντινή 
απόσταση
Ναι Ναι
Ανυσματική αναζήτηση Ναι Όχι
Αναζήτηση  ιδιοτήτων  των 
αρχείων
Ναι, μπορεί να επεκταθεί Ναι,  σε  μερικές  μόνο 
ιδιότητες
Αναζήτηση σε bit Ναι Όχι
Αναζήτηση με wildcards Ναι,  αλλά  μόνο  σε  ιδιότητες 
και όχι στο κείμενο.
Ναι  υποστηρίζεται  μόνο  ο  * 
μετά το τέλος του όρου
Γλώσσες  στις  οποίες  μπορεί 
να τεθεί το ερώτημα 
Διάλεκτος 1 και 2, ερωτήματα 
SQL
Ερωτήματα SQL
Απόδοση Κατανάλωσή  πολλών  πόρων 
του συστήματος
Λιγότερη  Κατανάλωση 
πόρων  του  συστήματος  και 
καλύτερος  έλεγχος  των 
πόρων  που 
χρησιμοποιούνται
Ifilters Ναι Ναι
Istemmers Ναι,  δεν  μπορούν  να 
προστεθούν νέες γλώσσες.
Ναι,  δυνατότητα  προσθήκης 
νέων γλωσσών.
Τρόπος  ανανέωσης  του 
καταλόγου
Αυτόματα και χειροκίνητα, και 
στις  δύο  περιπτώσεις  η 
ανανέωση γίνεται πολύ αργά
Αυτόματα  και  χειροκίνητα,  η 
ανανέωση γίνεται πάρα πολύ 
γρήγορα.
Σε  περίπτωση  που  κάποιος  μελετήσει  τον  πίνακα  η  πρώτης  εντύπωση  που  θα 
σχηματιστεί είναι ότι η υπηρεσία ευρετηρίου παρέχει πολύ περισσότερες δυνατότητες 
και είναι πιο καλή. Πράγματι η υπηρεσία ευρετηρίου παρέχει πιο πολλές δυνατότητες 
αλλά στην πράξη αποδεικνύετε πολύ δύσκολη στον χειρισμό της. Οι λόγοι για τους 
οποίους αυτό συμβαίνει είναι κυρίως η έλλειψη αρκετών πληροφοριών σχετικά με τον 
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τρόπο λειτουργίας της, ότι πολλές φορές οι πληροφορίες αυτές έρχονται σε αντίθεση 
μεταξύ τους ενώ βρίσκονται στο ίδιο κείμενο που προέρχεται από τον κατασκευαστή 
(δηλαδή την  Microsoft),  ο  αδιαφανείς  τρόπος  λειτουργίας  της όσων αφορά αρκετές 
λειτουργίες της, η μη υποστήριξη νέων γλωσσών προγραμματισμού, η απουσία ενός 
εύχρηστου  API, η χαμηλή απόδοση και γενικώς η μη σωστή λειτουργία της μια και 
αρκετές φορές δεν επιστρέφονται τα σωστά αποτελέσματα χωρίς να μπορεί ο χρήστης 
να βρει τον λόγο που αυτό συμβαίνει. Ίσως για τους παραπάνω λόγους η Microsoft έχει 
σταματήσει την ανάπτυξη της και για αυτό στα windows vista ενώ υπάρχει(για λόγους 
συμβατότητας με παλαιότερες εφαρμογές) είναι απενεργοποιημένη και χρησιμοποιείται 
η τεχνολογία  WDS. Αντιθέτως η αναζήτηση πλήρους κειμένου παρέχει πάρα πολλά 
κείμενα που εξηγούν τον τρόπο λειτουργία της και είναι όλα διάφανα προς τον χρήστη. 
Επιπλέον  από  πλευρά  προγραμματισμού  είναι  πάρα  πολύ  εύχρηστη  μια  ο 
προγραμματισμός της είναι ολόιδιος με τον προγραμματισμό μιας οποιαδήποτε βάσης 
δεδομένων. Τα μόνα μειονεκτήματα που έχει είναι έλλειψη κανονικών wildcards και το 
γεγονός ότι για να μπει ένα κείμενο στο ευρετήριο πρέπει πρώτα να έχει αποθηκευτεί 
στην βάση. Το τελευταίο όμως δεν μπορεί να θεωρηθεί σαν μειονέκτημα μια ο σκοπός 
της είναι κυρίως η εφαρμογή της σε προγράμματα που είναι βασισμένα σε βάσεις και 
όχι σαν μια εφαρμογή για αναζήτηση αρχείων παντός τύπου για τους χρήστες. Τέλος 
δεν πρέπει να παραληφθεί το γεγονός ότι στον SQL Server 2008 έχουν γίνουν πάρα 
πολλές  βελτιώσεις  και  προσθήκες  όσον  αφορά  την  αναζήτηση  πλήρους  κειμένου. 
Περισσότερα για αυτές αναφέρονται στο [6.3]
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5  Ανάπτυξη της μηχανής 
αναζήτησης
Σε  αυτό  το  κεφάλαιο  περιγράφετε   η  λειτουργία  των  δύο  εφαρμογών    που 
δημιουργήθηκαν  στα  πλαίσια  της  διπλωματικής  εργασίας  και  το  λογισμικό  που 
χρησιμοποιήθηκε για να υλοποιηθούν. 
5.1 Εργαλεία ανάπτυξης της μηχανής αναζήτησης
Όπως αναφέρθηκε και στην εισαγωγή για την περάτωση τις μηχανής αναζήτησης θα 
χρησιμοποιηθούν μια πλειάδα από εφαρμογές και προγραμματιστικά εργαλεία τις Mi-
crosoft.  Σε αυτήν την ενότητα θα αναφερθούν λίγα λόγια για το καθένα.
5.1.1 Υπηρεσία ευρετηρίου
Η λειτουργία τις υπηρεσίας ευρετηρίου καθώς και οι δυνατότητές της , περιγράφονται 
εκτενώς στο  [κεφάλαιο  3] για αυτό σε αυτό το σημείο θα αναφερθούν μόνο κάποια 
γενικά και ιστορικά στοιχεία.
Η  υπηρεσία  ευρετηρίου  τρέχει  σε  επίπεδο  λειτουργικού  συστήματος  και  είναι 
βασισμένη πάνω στην παλαιότερη τεχνολογία Content Indexer του Object File System 
του  λειτουργικού συστήματος Cairo  το οποίο δεν βγήκε ποτέ στην αγορά[6.3]. 
Η πρώτη του έκδοση ήταν μαζί με τον IIS 3.0. Δημιουργήθηκε σαν web service με 
τον σκοπό να λειτουργεί σε συνεργασία με τον IIS παρέχοντας ένα εύχρηστο API και 
μικρή παρέμβαση από την πλευρά του χρήστη.  Επίσης  δημιουργήθηκε έχοντας την 
δυνατότητα συνεχούς λειτουργίας, καθώς και το να μπορεί να λειτουργεί  προσθέτοντας 
δυναμικά τα νέα έγγραφα στον κατάλογο ενώ έχει ταυτόχρονα και την δυνατότητα να 
μπορεί λειτουργεί με έγγραφα τα οποία προέρχονται από πολλές γλώσσες.
     Από την έκδοση 2 και μετά η υπηρεσία ευρετηρίου διαθέτει μια φόρμα η οποία είναι 
προσπελάσιμη  μέσα  από  την  κονσόλα  διαχείρισης  των  windows.  Μέσω αυτής  της 
φόρμας ο χρήστης μπορεί να θέτει ερωτήματα στην υπηρεσία ευρετηρίου. Επίσης εάν 
είναι  ενεργοποιημένη  χρησιμοποιείται  και  από  όλες  εφαρμογές  του  λειτουργικού 
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συστήματος όπως για παράδειγμα από την εύρεση του μενού έναρξης παρέχοντας έτσι 
πιο γρήγορα αποτελέσματα μια και δεν χρειάζεται να γίνετε σάρωση των αρχείων κάθε 
φορά που δίνεται ένα ερώτημα σε αυτήν.
Από άποψη δυνατοτήτων η υπηρεσία ευρετηρίου μπορεί να δημιουργεί ευρετήρια 
που βρίσκονται σε πολλούς εξυπηρετητές  web αλλά μπορεί να τρέξει μόνο σε έναν 
γιατί δεν υποστηρίζει το μοίρασμα των ερωτημάτων σε πολλούς εξυπηρετητές. Σε αυτή 
την  περίπτωση πρέπει να χρησιμοποιηθεί ο  Microsoft Sharepoint Server. Ο αριθμός 
των  εγγράφων  που  μπορεί  να  δεικτοδοτεί  η  υπηρεσία  ευρετηρίου  δεν  είναι 
περιορισμένος  αλλά  εξαρτάται  από  τις  δυνατότητες  του  μηχανήματος  στο  οποίο 
εκτελείτε.    Σύμφωνα με  την  Microsoft[6.3]  ο  μεγαλύτερος  αριθμός  εγγράφων που 
έχουν  χρησιμοποιηθεί  από  την  υπηρεσία  ευρετηρίου  είναι  7  εκατομμύρια  αρχεία 
ταυτόχρονα.
5.1.2 Internet Information Services 6.0 (IIS)
Ο Internet  Information  Services  αποτελεί την λύση της Microsoft  για web 
εξυπηρετητές.  Σύμφωνα με την εταιρία  Netcraft αποτελεί τον δεύτερη πιο δημοφιλή 
web εξυπηρετητή μετά τον Apache server. Η τρέχουσα έκδοση του είναι η 7.0 αλλά η 
παρούσα εργασία είναι βασισμένη στην έκδοση 6.0
Ο  Internet Information Services υποστηρίζει  λειτουργίες  για  δημοσίευση 
ιστοσελίδων στο Ίντερνετ, για χειρισμό ενός ftp εξυπηρετητή καθώς και για υπηρεσίες 
email (SMTP). Οι ιστοσελίδες που διαχειρίζεται μπορούν να είναι γραμμένες σε απλή 
HTML, ASP και ASP.NET, όμως υποστηρίζει και την τεχνολογία  ISAPI. Τέλος μπορεί 
να υποστηρίξει και άλλες τεχνολογίες  που δεν είναι της Microsoft όπως η PHP , για τις 
οποίες όμως χρειάζεται εγκατάσταση τις εκάστοτε τεχνολογίας.
5.1.3 ASP.NET
H ASP.NET είναι κομμάτι του .NET framework της Microsoft και αποτελεί την εξέλιξη 
της  τεχνολογίας  ASP.  Μπορεί  να  χρησιμοποιηθεί  για  την  ανάπτυξη  δυναμικών 
ιστοσελίδων, διαδικτυακών εφαρμογών καθώς και για την δημιουργία web services. Σε 
αντίθεση με την τεχνολογία ASP που παρέχει υποστήριξη μόνο για scripting γλώσσες η 
ASP.NET υποστηρίζει  κανονικές  γλώσσες  προγραμματισμού.  Οι  γλώσσες  που 
υποστηρίζονται είναι πάνω από 40 αλλά οι πιο κοινές από αυτές είναι οι C#, C++ και 
VB.NET.  Μια πλήρη λίστα με τις υποστηριζόμενες γλώσσες μπορεί να βρεθεί στο 
[6.3]. 
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Επειδή η τεχνολογία ASP.NET είναι μέρος του .NET framework δεν έχει σημασία 
ποια γλώσσα θα χρησιμοποιηθεί γιατί αυτή μετατρέπετε στην CLR (Common Language 
Runtime). Έτσι εάν γράψουμε το ίδιο πρόγραμμα σε  C# και σε  VB.NET ο κώδικας 
CLR που θα παραχθεί και στις δύο περιπτώσεις θα είναι ο ίδιος.
Σε σχέση  με την τεχνολογία  ASP, η  ASP.NET έχει  πολλές διαφορές οι  οποίες 
φαίνονται περιληπτικά στην παρακάτω λίστα.
1. Υποστήριξη κανονικών γλωσσών
2. Ο κώδικας  μεταγλωττίζετε  αντί  να  διερμηνεύετε  με  αποτέλεσμα την  πιο 
γρήγορη εκτέλεση του.
3. Είναι οδηγημένη από γεγονότα και πιο εύχρηστη στον σχεδιασμό
4. Διαχωρισμός της παρουσίασης της σελίδας από τον κώδικα με την χρήση 
των code behind pages.
Για όλους τους παραπάνω λόγους επιλέχθηκε η  ASP.NET έναντι της  ASP για 
την παρούσα εργασία.
5.1.4 SQL Server 2005
 Ο SQL Server 2005 αποτελεί ένα σύστημα διαχείριση σχεσιακών βάσεων δεδομένων 
(RDBMS) και στην παρούσα έκδοση έχει πάρα πολλές νέες δυνατότητές σε σχέση με 
τις προηγούμενες εκδόσεις. Για τις δυνατότητες αναζήτησης πλήρους κειμένου (  Full 
text search) υπάρχει πλήρη αναφορά στο [κεφάλαιο 4], για αυτό και δεν γίνετε αναφορά 
για  αυτήν  την  λειτουργία  σε  αυτό  το  σημείο.  Ένα  από  τα  κύρια  σημεία  της  νέας 
έκδοσης είναι η πολύ καλή συνδεσιμότητα με το .NET Framework έτσι ώστε να είναι 
πιο  εύκολο  να  αναπτυχθούν  εφαρμογές  που  να  τον  χρησιμοποιούν.  Σε  αυτήν  την 
έκδοση όλες οι λειτουργίες ελέγχου γίνονται μέσω του καινούργιου SQL Server Man-
agement Studio.  
Εκτός όμως από ένα σύστημα διαχείρισης βάσεων δεδομένων ο SQL Server 2005 
έχει και άλλες δυνατότητες. Από αυτές ξεχωρίζουν οι παρακάτω :
• SQL Notification Services
• SQL Reporting Services
• Microsoft Analysis Services
• SQL Integration Services
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5.2 Ανάπτυξη της μηχανής αναζήτησης με την 
υπηρεσία ευρετηρίου
Η κατασκευή της μηχανής αναζήτησης που είναι βασισμένη στην υπηρεσία ευρετηρίου 
αποτελείτε από δύο μέρη. Αρχικά πρέπει να ενεργοποιήσουμε και να ρυθμίσουμε την 
υπηρεσία ευρετηρίου και έπειτα πρέπει να δημιουργήσουμε  των κώδικα.
5.2.1 Δημιουργία των καταλόγων
Πριν από οτιδήποτε άλλο πρέπει να ενεργοποιηθεί η υπηρεσία ευρετηρίου, αυτό γίνετε 
μέσα από την διαχείριση υπολογιστή που βρίσκετε στην διαδρομή έναρξη-> πίνακας 
ελέγχου->  εργαλεία  διαχείρισης.   Αφού  την  ανοίξουμε  επιλεγούμε  υπηρεσίες  και 
εφαρμογές και εκεί στο εικονίδιο της υπηρεσίας ευρετηρίου κάνουμε δεξί κλικ και από 
εκεί επιλεγούμε  Start.
Εικόνα 22:  Ενεργοποιώντας την υπηρεσία ευρετηρίου
 Έπειτα πρέπει να δημιουργηθεί ο κατάλογος. Για να γίνει αυτό επιλέγουμε από το ίδιο 
μενού New-> Catalog και μετά περιμένομε να τελειώσει η σάρωση των εγγράφων που 
περιέχονται στον κατάλογο. Αφού τελείωση η σάρωση εμφανίζονται πληροφορίες για 
το μέγεθος του καταλόγου των αριθμό των αρχείων που περιέχει κτλ. 
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5.2.2 Το κύριο μέρος της εφαρμογής
Αφού δημιουργηθούν οι κατάλογοι και τελειώσει η σάρωση το επόμενο βήμα είναι να 
κατασκευαστούν οι ιστοσελίδες τις μηχανής αναζήτησης που θα δίνουν την δυνατότητα 
αναζήτησης των εγγράφων που είναι τους καταλόγους που δημιουργήθηκαν. Ο πλήρης 
κώδικας κάθε σελίδας μαζί με σχόλια βρίσκεται στο παράρτημα και πιο συγκεκριμένα 
στο [Μέρος Ά Ο κώδικας της μηχανής αναζήτησης που είναι βασισμένη στην υπηρεσία
ευρετηρίου].  Στην  παρούσα  ενότητα  θα  γίνει  μια  σύντομη  παρουσίαση  του  κάθε 
αρχείου της εφαρμογής και του σκοπού που αυτό εξυπηρετεί.
Η πρώτη σελίδα είναι η  upload.aspx. Με αυτήν ο χρήστης μπορεί να ανεβάσει το 
επιθυμητό αρχείο  στον  φάκελο που παρακολουθείτε  από την  υπηρεσία  ευρετηρίου. 
Πρέπει να σημειωθεί ότι το αρχείο δεν καταγράφετε άμεσα από το ευρετήριο αλλά αυτό 
γίνεται  μετά  από  ένα  χρονικό  διάστημα  το  οποίο  διαφέρει  ανάλογα  με  τον  φόρτο 
εργασίας του υπολογιστή.
Εικόνα 23: Η σελίδα upload.aspx
Το επόμενο αρχείο είναι το result.vb. Το αρχείο αυτό είναι ένα αρχείο κλάσης και 
ορίζει ένα αντικείμενο που ονομάζετε  result. Αυτό το αντικείμενο χρησιμοποιείτε για 
να αποθηκεύονται  πληροφορίες που παίρνουμε από την υπηρεσία ευρετηρίου  για κάθε 
αρχείου που πληρεί τα κριτήρια του ερωτήματος που δόθηκε. Για παράδειγμα τον τύπο 
του αρχείου, το σκορ ιεράρχησης του για το συγκεκριμένο ερώτημα κτλ.  Η κλάση 
αυτή δημιουργήθηκε για την καλύτερη διαχείριση των δεδομένων που παίρνουμε από 
την υπηρεσία ευρετηρίου αλλά και γιατί μας δίνει την δυνατότητα να διαχειριζόμαστε 
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καλύτερα τον τρόπο απεικονίσεις τους στην οθόνη. Το τελευταίο συμβαίνει γιατί έτσι 
αποφεύγουμε τους περιορισμούς που θα είχαμε σε περίπτωση που χρησιμοποιούσαμε 
το αντικείμενο dataset αντί του αντικειμένου result.vb. Δηλαδή μη δυνατότητα paging, 
μη  ευελιξία  σε  περίπτωση  που  θέλουμε  τα  δεδομένα  να  παρουσιάζονται  με  άλλον 
τρόπο κ.τ.λ.
Η κύρια σελίδα της εφαρμογής είναι η search.aspx. Σε αυτήν ο χρήστης γράφει τις 
λέξεις που θέλει και του επιστρέφει έναν πίνακα με τα αποτελέσματα. Ο πίνακας αυτός 
περιέχει   συνδέσμους που δημιουργούνται δυναμικά για κάθε αποτέλεσμα. Αυτοί οι 
σύνδεσμοι ‘δείχνουν’ προς την ιστοσελίδα display.aspx  και περνάν σε αυτήν σαν πα-
ράμετρο το  FileName. Με αυτόν τον τρόπο η σελίδα  display.aspx καταλαβένει πιο 
αρχείο θέλει να δει  ο χρήστης και του το επιστρέφει.   Πρέπει να προστεθεί και το 
γεγονός  ότι  η  σελίδα  υποστηρίζει  τους  τελεστές  AND,  OR και  NOT.  Στην εικόνα 
Εικόνα 24 φαίνονται τα αποτελέσματα που δίνει η μηχανή για τον όρο database
Εικόνα 24:  Η σελίδα search.aspx
Η επόμενη σελίδα είναι η error.aspx. Αυτή είναι μια σελίδα που καλείτε μέσω του 
try catch σε περίπτωση που υπάρχει κάποιο πρόβλημα με την εφαρμογή.   Είναι μια 
απλή σελίδα που εμφανίζει ένα μήνυμα στον χρήστη και τον προτρέπει να ξαναγυρίσει 
στην αρχική σελίδα της εφαρμογής
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Σκοπός  τις  σελίδας  display.aspx είναι  να  παρουσιάζει  το  αρχείο  που  επιλεγεί  ο 
χρήστης από την λίστα των αποτελεσμάτων. Για να καταλάβει πιο αρχείο έχει επιλέξει 
ο χρήστης διαβάζει το  Filename και έπειτα δημιουργεί τον διάλογο των  windows για 
άνοιγμα ή σώσιμο του αρχείου.
Η επόμενη είναι η σελίδα της σύνθετης αναζήτησης  advsearch.aspx. Σε αυτήν ο 
χρήστης έχει την δυνατότητα να θέσει ένα ερώτημα χρησιμοποιώντας πολλαπλά πεδία. 
Η εφαρμογή εκτελεί ένα ερώτημα για κάθε ένα από αυτά και αναλαμβάνει να βρει την 
τομή  τους  χρησιμοποιώντας  3  array lists.  Στην  Εικόνα  25 φαίνεται  η  σελίδα  της 
σύνθετης  αναζήτησης  την  στιγμή  που  ο  χρήστης  θέτει  ένα  ερώτημα 
Εικόνα 25: Η σύνθετη αναζήτηση
 
Τέλος το αρχείο  web.config χρησιμοποιείτε για την αποθήκευση παραμέτρων της 
εφαρμογής όπως π.χ. ή σύνδεση με την βάση της υπηρεσίας ευρετηρίου.
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5.2.3 Ρυθμίσεις του IIS
Αφού υλοποιηθεί ο κώδικας πρέπει να ρυθμιστεί ο  IIS για να τοποθετηθούν εκεί τα 
αρχεία της εφαρμογής έτσι ώστε να είναι δυνατόν να εκτελούνται μέσα από ένα Intranet 
ή  το  Internet.  Από την διαδρομή έναρξη-> πίνακας  ελέγχου-> εργαλεία διαχείρισης 
ανοίγουμε το εικονίδιο Internet Information Services. Στην συνέχεια κάνουμε δεξί κλικ 
στο  εικονίδιο  προεπιλεγμένη  τοποθεσία  Web και  από  το  μενού  που  εμφανίζεται 
επιλέγουμε  τον  φάκελο  στον  οποίο  θέλουμε  να  τοποθετήσουμε  τα  αρχεία  της 
εφαρμογής μας. 
Εικόνα 26: Ο Internet Information Services
Αφού ολοκληρωθεί η δημιουργία του καταλόγου πρέπει να αντιγραφούν σε αυτόν 
τα αρχεία της εφαρμογής. Για να γίνει αυτό επιλέγουμε από το Visual Web Developer 
2005  express το μενού  Website->  Copy WebSite και  εμφανίζεται  το παράθυρο της 
Εικόνα 27. Σε αυτό κάνουμε κλικ στο connect όπως δείχνει το βελάκι και επιλέγουμε 
τον κατάλογο του IIS που δημιουργήθηκε προηγουμένως.
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Εικόνα 27: Αντιγραφή της εφαρμογής στον IIS
Πριν τελειώσουμε θεωρείτε καλό να γίνει μια δοκιμή για την σωστή λειτουργία 
της εφαρμογής μας. Για να γίνει αυτό επιλέγουμε μέσα από τον IIS τον κατάλογο στον 
οποίον την αντιγράψαμε και από εκεί επιλέγουμε ένα αρχείο και μετά κάνουμε δεξί 
κλικ την επιλογή browse όπως φαίνεται στην Εικόνα 28. Τώρα η εφαρμογή είναι έτοιμη 
για  να  χρησιμοποιηθεί  από  οποιοδήποτε  μηχάνημα  βλέπει  τον  IIS.  Για  να  την 
εκτελέσουμε  το  μόνο  που  αρκεί  είναι  να  ανοίξουμε  έναν  φυλλομετριτή  και  να 
γράψουμε σε αυτόν την διεύθυνση του  IIS προσθέτοντας το σύμβολο / και το όνομα 
του IIS καταλόγου στην οποία την βάλαμε
Εικόνα 28: Εκτελώντας τη εφαρμογή
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5.3 Ανάπτυξη της μηχανής αναζήτησης με τον SQL 
Server 2005
Η  μηχανή  αναζήτησης  που  είναι  βασισμένη  στον  SQL Server παρουσιάζει  πολλές 
ομοιότητες  στον  ανάπτυξή  της  με  αυτήν  που  είναι  βασισμένη  στην  υπηρεσία 
ευρετηρίου. Για αυτόν τον λόγο δεν θα γίνει αναφορά σε κάποια πράγματα που είναι 
όμοια και αναφερθήκαν προηγούμενος  όπως π.χ. για τον τρόπο που τοποθετούνται οι 
σελίδες στον IIS. 
5.3.1 Απαραίτητες ρυθμίσεις του MS SQL Server
Πριν ξεκινήσουμε την υλοποίηση της μηχανής αναζήτησης πρέπει να κάνουμε κάποιες 
απαραίτητες  ρυθμίσεις  στον  MS SQL Server.  Καταρχάς  η  λειτουργία  αναζήτησης 
πλήρους κειμένου δεν είναι ενεργοποιημένη σε μια τυπική εγκατάσταση του MS SQL 
Server,  για  αυτό  ένα  από  τα  πρώτα  βήματα  που  πρέπει  να  γίνουν  είναι  να 
ενεργοποιηθεί. Για να γίνει αυτό εκτελούμε το πρόγραμμα  SQL Server Surface Area 
Configuration και μετά κάνουμε κλικ στην επιλογή  Surface Area Configuration for ser-
vices and connections, στο παράθυρο που εμφανίζεται επιλέγουμε Full Text Search και 
στο πεδίο StartUp Type επιλέγουμε Automatic.
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Εικόνα 29: Ενεργοποιώντας την αναζήτηση πλήρους κειμένου
5.3.2 Κώδικας που εκτελείτε στον SQL Server
Το επόμενο βήμα είναι να δημιουργήσουμε την βάση δεδομένων και τον πίνακα στον 
οποίο θα αποθηκεύονται τα δεδομένα της εφαρμογής μας, σε αυτόν θα αποθηκεύονται 
τα αρχεία,  το όνομα του αρχείου ,  και  ο  τύπος  του.  Για τις  ανάγκες  της  εργασίας 
δημιουργήθηκε μια κενή βάση δεδομένων με το όνομα IndexingFiles.Σε αυτήν για την 
δημιουργία του  πίνακα τρέχουμε τον παρακάτω κώδικα SQL :
CREATE TABLE [dbo].[Files](
[FileID] [int] IDENTITY(1,1) NOT NULL,
[FileName] [varchar](50) NOT NULL,
[FileImage] [varbinary](max) NOT NULL,
[FileType] [varchar](5) NOT NULL,
[TimeUploaded] [datetime] NOT NULL
) ON [PRIMARY]
GO
SET ANSI_PADDING OFF
 Έπειτα τρέχουμε τον παρακάτω T-SQL κώδικα για την δημιουργία του καταλόγου και 
του ευρετηρίου που θα περιέχεται σε αυτόν.
Create FullText Catalog Files
CREATE UNIQUE INDEX ui_IndexingFiles on Files(FileID)
CREATE FULLTEXT INDEX ON Files
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     KEY INDEX ui_IndexingFiles
          ON Files
WITH CHANGE_TRACKING AUTO
5.3.3 Το κύριο μέρος της εφαρμογής
Στην ενότητα αυτή θα γίνει μια παρουσίαση του σκοπού του κάθε αρχείου από το 
οποίο αποτελείτε η εφαρμογή. Ο κώδικας του κάθε αρχείου που αναφέρεται μπορεί 
να βρεθεί στο παράρτημα και  πιο συγκεκριμένα στο [Μέρος ΄Β Ο κώδικας της
μηχανής αναζήτησης με βάση την αναζήτηση πλήρους κειμένου του SQL Server
2005] 
Το  πρώτο  αρχείο  είναι  το  upload.aspx.  Μέσω  αυτού  ο  χρήστης  μπορεί  να 
ανεβάσει το αρχείο που επιθυμεί να προστεθεί στο ευρετήριο. Στην [Εικόνα 30] 
φαίνεται η σελίδα upload.aspx και ο διάλογος επιλογής αρχείου για ανέβασμα στην 
βάση δεδομένων.
Εικόνα 30: Η σελίδα upload.aspx 
Το επόμενο αρχείο είναι το result.vb. Το αρχείο αυτό είναι ένα αρχείο κλάσης και 
ορίζει ένα αντικείμενο που ονομάζετε  result. Η λειτουργία και ο σκοπός του είναι ο 
ίδιος με αυτόν της έκδοσης της εφαρμογής για την υπηρεσία ευρετηρίου με την μόνη 
διαφορά ότι κάποιες ιδιότητες του έχουν αλλάξει για να ανταποκρίνονται στα δεδομένα 
του SQL Server
Η επόμενη σελίδα είναι  η  error.aspx και  είναι  ακριβώς η ίδια  με  την υπηρεσία 
ευρετηρίου
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Η κύρια σελίδα της εφαρμογής είναι η search.aspx. Η λειτουργία της είναι ίδια με 
αυτήν της έκδοσης για την υπηρεσία ευρετηρίου. Η μόνη διαφορά είναι ότι στην σελίδα 
display.aspx δίνεται  σαν παράμετρος  το  ID γιατί  αυτό υποστηρίζεται  από τον  SQL 
Server. Άλλη διαφορά είναι ότι ο πίνακας των αποτελεσμάτων έχει άλλα πεδία τα οποία 
είναι  αυτά  που υποστηρίζονται  από τον  SQL Server.  Τέλος  υποστηρίζονται  και  σε 
αυτήν οι τελεστές AND, OR, και NOT   Στην Εικόνα 31 φαίνεται η μηχανή αναζήτησης 
και τα αποτελέσματα που έχει επιστρέψει για την λέξη broadband
Εικόνα 31:   Η κύρια σελίδα αναζήτησης
Σκοπός  τις  σελίδας  display.aspx είναι  να  παρουσιάζει  το  αρχείο  που  επιλεγεί  ο 
χρήστης από την λίστα των αποτελεσμάτων. Για να καταλάβει πιο αρχείο έχει επιλέξει 
ο χρήστης διαβάζει το ID το οποίο στέλνεται από την σελίδα της μηχανής αναζήτησης 
και  έπειτα  μέσω  μιας  δέσμης  δεδομένων  διαβάζει  τα  δυαδικά  δεδομένα  που  είναι 
αποθηκεμένα στην βάσει δεδομένων με δυαδική μορφή. Αυτό είναι απαραίτητο γιατί τα 
αρχεία  δεν  αποθηκεύονται  στην  βάση  με  την  κανονική  τους  μορφή  αλλά  σαν  μια 
ακολουθία από bytes.  Η σελίδα αυτή δεν περιέχει καθόλου στοιχεία οπότε ο χρήστης 
δεν  αντιλαμβάνεται  την  ύπαρξη  της  και  δεν  την  βλέπει  εκτός  από  το  παράθυρο 
διαλόγου που των  windows που εμφανίζετε και τον ρωτάει εάν θέλει να ανοίξει ή να 
σώσει το επιλεγμένο αρχείο.
Η επόμενη και τελευταία σελίδα είναι η  advsearch.aspx. Αυτή λειτουργεί με τον 
ίδιο ακριβώς τρόπο με την search.aspx. Η μόνη διαφορά είναι ότι σε αυτήν εκτελούνται 
πολλά  ερωτήματα.  Επειδή  κάθε  ένα  από  τα  ερωτήματα  αυτά  επιστρέφει  τα 
αποτελέσματα σε διαφορετική μορφή δεν είναι δυνατόν η χρήση μιας  SQL εντολής 
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όπως η  UNION. Για τον λόγω αυτό χρησιμοποιούνται 3  array lists για την σύγκριση 
των αποτελεσμάτων του κάθε ερωτήματος με αυτά των άλλων έτσι ώστε στο τέλος να 
προκύψει  μια τελική λίστα οι  οποία έχει  μόνο την τομή όλων των ερωτημάτων.  Η 
σελίδα της σύνθετης αναζήτησης απεικονίζεται στην Εικόνα 32
Εικόνα 32: Η σελίδα advsearch.aspx
Τελευταίο αρχείο είναι το web.config, το οποίο έχει ακριβώς τον ίδιο ρόλο που 
έχει και στην περίπτωση της έκδοσης που χρησιμοποιεί την υπηρεσία ευρετηρίου. 
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6 Συμπεράσματα, πιθανές 
βελτιώσεις, Σύγκριση με 
άλλες τεχνολογίες και 
προϊόντα αναζήτησης.
Στο τελευταίο κεφάλαιο περιγράφονται τα συμπεράσματα από την χρήση της μηχανής 
αναζήτησης,   οποιεσδήποτε  αδυναμίες  τις  καθώς  και  τρόποι  με  τους  οποίος  θα 
μπορούσε να  βελτιωθεί.  Επίσης  γίνεται  μια  σύντομη σύγκριση  με  άλλες  παρόμοιες 
τεχνολογίες.  Τέλος  υπάρχει  μια  ενότητα η οποία περιέχει  τις  τάσεις  και  το μέλλον 
σχετικών τεχνολογιών.
6.1 Συμπεράσματα και πιθανές βελτιώσεις.
Μετά  από  πολύωρη  ενασχόληση  και  με  τις  δύο  τεχνολογίες  προκύπτουν  αρκετά 
συμπεράσματα.  Και  οι  δύο  τεχνολογίες  είναι  αρκετά  εύκολες  στην χρήση τους  και 
αποτελεσματικές όσον αφορά απλά ερωτήματα. Επίσης και οι δυο τεχνολογίες έχουν 
μικρό ή μηδαμινό κόστος( Ο SQL Server 2005 Express είναι δωρεάν και η υπηρεσία 
ευρετηρίου  παρέχεται  μαζί  με  τα  windows).  Υπάρχουν  όμως  και  αρκετά 
μειονεκτήματα, όπως: η έλλειψη πληροφοριών για πιο πολύπλοκα θέματα λειτουργίας 
τους, το γεγονός ότι είναι πιο αργές στην επιστροφή αποτελεσμάτων σε σχέση με τον 
ανταγωνισμό, το ότι είναι δύσκολο να φτιαχτούν με αυτές πολύπλοκα ερωτήματα και 
τέλος το ότι έχουν κάποιες πολύ βασικές ελλείψεις όπως η πλήρης υποστήριξη  wild-
cards.  Όμως δεν πρέπει  να παραληφθεί το γεγονός ότι  οι  καινούργιες  εκδόσεις των 
τεχνολογιών αυτών έχουν αλλάξει ριζικά την κατάσταση και τείνουν να εξαλείψουν 
όλα αυτά τα προβλήματα.
Όπως σε όλες τις εφαρμογές υπολογιστών  υπάρχει πάντα περιθώριο για βελτίωση 
έτσι και οι δύο εφαρμογές που υλοποιήθηκαν εδώ δεν αποτελούν εξαίρεση. Πιθανές 
βελτιώσεις που θα μπορούσαν να γίνουν είναι οι ακόλουθες:
1. Υλοποίηση ενός ελληνικού wordbreaker και istemmer
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2. Δημιουργία  ελληνικού θησαυρού
3. Δημιουργία μιας λίστας με ελληνικές ‘κοινές’ λέξεις(noise words)
4. Δυνατότητα προεπισκόπησης των αποτελεσμάτων
5. Δυνατότητα υπογράμμισης των όρων της αναζήτησης μέσα στα αποτελέσματα.
Μια άλλη σημαντική βελτίωση ου θα μπορούσε να γίνει είναι η αλλαγή του 
κώδικα  για  υποστήριξη  του  Windows Search 4.0  και  του  SQL Server2008.  Η 
αλλαγή  αυτή  μπορεί  να  γίνει  αρκετά  εύκολα  μια  και  δεν  χρειάζονται  πολλές 
αλλαγές στον  υπάρχον κώδικα ενώ ταυτόχρονα τα οφέλη που προκύπτουν είναι 
πολλαπλά
6.2 Σύγκριση με άλλες εφαρμογές και τεχνολογίες
Σήμερα υπάρχει  μια υπερπληθώρα εφαρμογών για αναζήτηση πληροφοριών και  για 
αυτό  σε  αυτήν  την  παράγραφο  θα  γίνει  μόνο  μια  συνοπτική  σύγκριση  με  κάποιες 
εφαρμογές ξεκινώντας με την υπηρεσία ευρετηρίου.
Η υπηρεσία ευρετηρίου ανήκει στην κατηγορία τεχνολογιών που είναι κυρίως για 
προσωπική χρήση. Μια αρκετά πλήρης λίστα με τα προγράμματα αυτής της κατηγορίας 
μπορεί  βρεθεί  στην σελίδα  http://en.wikipedia.org/wiki/List_of_search_engines.  Στον 
Πίνακας 26 γίνετε μια σύγκριση της υπηρεσίας ευρετηρίου με την εφαρμογή  Google 
Desktop Search. Τα στοιχεία για αυτήν την σύγκριση έχουν παρθεί από το[6.3] 
Πίνακας 26: Σύγκριση Υπηρεσίας ευρετηρίου με Google Search
Υπηρεσία ευρετηρίου Google Desktop Search
Πιο πολλά αρχεία Πιο γρήγορη
Πιο καλή αναζήτηση με παράγωγα λέξεων Υποστήριξη wildcards
Πιο καλό ψάξιμο για ονόματα αρχείων Προεπισκόπηση αποτελεσμάτων
Το  ευρετήριο  καταλαμβάνει  μικρότερο 
χώρο
Υπογράμμιση των όρων του ερωτήματος 
στην προεπισκόπηση των αποτελεσμάτων
Όσον  αφορά  την  υπηρεσία  πλήρους  κειμένου  του  SQL Server,  αυτή  ανήκει  στην 
κατηγορία των εφαρμογών αναζήτησης πλήρους κειμένου σε βάσεις. Στην ιστοσελίδα 
http://www.searchtools.com/info/database-search.html υπάρχει  μια  λίστα  με  τα 
κυριότερα προγράμματα της κατηγορίας αυτής. Σε σύγκριση με την μηχανή πλήρους 
κειμένου της βάσης δεδομένων  MySQL o SQL Server υπερτερεί σε όλα τα σημεία 
όπως η ταχύτητα, οι υποστηριζόμενες γλώσσες και οι τελεστές που υποστηρίζει. Όμως 
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σε σύγκριση με την τεχνολογία Oracle Text της βάσης δεδομένων Oracle ο Sql Server 
υστερεί αρκετά. Για παράδειγμα η τεχνολογία  Oracle Text υποστηρίζει πλήρως  wild-
cards, ομαδοποίηση με βάση την έννοια του κειμένου, προεπισκόπηση των κειμένων με 
html με  υπογραμμισμένους  τους  όρους  της  αναζήτησης,  καθώς  και  text mining 
αλγόριθμους οι οποίοι της επιτρέπουν να βρίσκουν το θέμα του κάθε κειμένου. Στον 
αντίποδα ο SQl Server παρέχει δυνατότητα στον χρήστη να κάνει δικά του istemmers 
και  wordbreakers καθώς  και  να  χρησιμοποιήσει  τα  ifilter που  τον  βοηθάν  στο  να 
επεκτείνει τον αριθμό τον υποστηριζόμενων αρχείων,
6.3 Το μέλλον των τεχνολογιών αναζήτησης 
κειμένου
Οι  τεχνολογίες  ανάκτησης  πληροφοριών  βρίσκονται  σε  μια  περίοδο  στην  οποία 
σημειώνετε τόσο μεγάλη  πρόοδος και τόσες πολλές αλλαγές που καθιστάτε αδύνατο 
μια  αναλυτική αναφορά σε αυτές. Παραδείγματα τέτοιων αλλαγών είναι η αναζήτηση 
σε πολυμεσιακά αρχεία, η χωρική αναζήτηση, η αναζήτηση σε κοινωνικά δίκτυα, οι 
εξελιγμένες  μέθοδοι  αναζήτησης  με  χρήση  φυσικής  επεξεργασίας  γλώσσας  και 
υπολογιστικής γλωσσολογίας, μεθόδους αναζήτησης με text mining  κ.τ.λ.
Αλλαγές  έχουν  γίνει  όμως  και  στις  τεχνολογίες  που  χρησιμοποιηθήκαν  για  την 
υλοποίηση της παρούσας εργασίας. Στις νέες εκδόσεις των windows(vista, 2008) η 
υπηρεσία ευρετηρίου υπάρχει μόνο για λόγους συμβατότητας. Την θέση της  έχει πάρει 
η τεχνολογία Windows Search η οποία έχει δημιουργηθεί από την αρχή για να μην έχει 
τα προβλήματα που έχει η υπηρεσία ευρετηρίου. Η τελευταία έκδοση της βγήκε στις 3 
Ιουνίου 2008 και είναι η 4.0. Σε αυτήν έχουν προστεθεί πολλές καινούργιες λειτουργίες 
όπως  η  προεπισκόπηση  των  αρχείων  της  αναζήτησης  και  η  αναζήτηση  σε 
κρυπτογραφημένα αρχεία. Τον Ιούνιο του 2008 βγήκε και η νέα έκδοση του SQL Serv-
er η οποία έχει πολλές αλλαγές όσον αφορά την υπηρεσία εύρεσης πλήρους κειμένου. 
Όμως το σοβαρό πρόβλημα με την χρήση χαρακτήρων μπαλαντερ όπως * παραμένει. 
Οι πιο σημαντικές αλλαγές που έχει η  νέα έκδοση του SQL Server  είναι :
1. Υποστήριξη πολλών νέων γλωσσών
2. Νέες  εκδόσεις   istemmer και  wordbreakers για  τις  ήδη  υποστηριζόμενες 
γλώσσες.
3. Τα ευρετήρια αποθηκεύονται στην βάση
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4. Η μηχανή αναζήτησης πλήρες κειμένου ενσωματώθηκε στην μηχανή της βάσης 
δεδομένων
5. Οι λέξεις του ευρετηρίου αποθηκεύονται σε πίνακα
6. Οι  ‘κοινές  λέξεις’  (noise words)  μετονομάστηκαν  σε  stoplists και  δεν 
αποθηκεύονται πια σε αρχεία κειμένου αλλά σε πίνακες της βάσης
7. Τα ευρετήρια αποθηκεύονται στην μνήμη της βάσης αντί για την μνήμη του 
λειτουργικού συστήματος
8. Υπάρχει  συνάρτηση  για  να  δει  ο  χρήσης  πως  μεταφράζετε  το  ερώτημα 
εσωτερικά από τον istemmer, τον θησαυρό και την stoplist
9. Δυνατότητα για ευρετηρίαση αρχείων που δεν αποθηκεύονται μέσα στην βάση 
σαν BLOB
-82-
Βιβλιογραφία
1. http://people.revoledu.com/kardi/tutorial/Similarity/Jaccard.html 
2. http://en.wikipedia.org/wiki/Jaccard_index
3. http://www.julian.textcrit.com/?m=200607
4. http://msdn2.microsoft.com/en-us/library/ms951563.aspx
5. http://en.wikipedia.org/wiki/Indexing_service
6. http://news.netcraft.com/archives/2006/10/06/october_2006_web_server_survey
.html
7. http://www.dotnetlanguages.net/DNL/Resources.aspx
8. Michael W. Berry and Murray Browne. Understanding Search engines , mathemati-
cal modeling and text retrieval 2nd edition pages 11-12
9. Witten, Moffat, Bell managing Gigabytes:  Compressing and Indexing Documents  
and Images
10. G. Ntais Development of a stemmer for the Greek language, Master Thesis KHT 
Stockholm University 
11. http://groogle.csd.uoc.gr:8080/groogle/index.jsp?tID=credits
12. Dimitra Farmakiotou,  Vangelis Karkaletsis,  John Koutsias,  George Sigletos Con-
stantine  D.  Spyropoulos and  Panagiotis  Stamatopoulos  Rule-Based  named  entity  
recognition for greek financial texts ( http://cgi.di.uoa.gr/~takis/comlex00.pdf )
13. Lazarinis, F. Old information retrieval techniques meet modern Greek Web search-
ing. In Data Mining and Information Engineering Proceedings, 2006 (accepted) 
14. http://en.wikipedia.org/wiki/Suffix_tree
15. Gerald Kowalski Information retrieval systems Theory and implementation Kluwer 
Publishing 1997 pages 65-92
16.  Gonzalo Navarro Indexing and searching from Modern information retrieval by Ri-
cardo Baeza-Yates and Berthier Ribeiro-Neto pages 191-227
17. Robert Korfhage Information storage and retrieval Willey 1997 pages 305/312
-83-
18. http://en.wikipedia.org/wiki/Citation_index
19. http://en.wikipedia.org/wiki/Ngram
20. http://en.wikipedia.org/wiki/Term-document_matrix
21. http://en.wikipedia.org/wiki/Latent_semantic_analysis
22. Gallager R. and Van Voorhis Optimal source codes for geometrically distributed in-
teger alphabets. IEEE Transactions on Information Theory 1975, pages 228-230
23. Golomb S.  W.  Run-length Encodings.  IEEE Transactions on Information Theory 
1966, pages 399-401
24. Elias P. Universal Codeword Sets and Representations of the Integers. IEEE Trans-
actions on Information Theory 1975 pages 194-1975
25. Faloutsos C. Signature Files. In Frakes W.B and Baeza-Yates Information retrieval:  
Data stractures and algorithms Prentice Hall 1992
26. Moffat  A. and Zobel J.  Self-indexing inverted files for fast  information retrieval 
ACM Transactions on information systems 1996 pages 349-379
27. Witten  I.H., Moffat A.. and Bell T.C.  Managing Gigabytes. Compressing and in-
dexing documents and images Academic Press 1999
28. Moffat A. and Zobel J. and Ramamohanaro K. Inverted files versus signature files  
for text indexing. ACM Transactions on database systems  1998 pages 453-490
29. Kaszkiel  M., Zobel J.,  Efficient passage Ranking for Document databases ACM 
Transactions on information systems 1999 pages 406-439
30. Narita M. and Ogawa Y. The use of phrases from query texts in information re-
trieval Annual ACM Conference on Research and Development in Information Re-
trieval 2000 pages 318-320
31. CLEVERDON, C.W., MILLS, J. and KEEN, M., Factors Determining the Perfor-
mance of Indexing Systems, Vol. 1, Design, Vol.II,  Test Results, ASLIB Cranfield 
Project, Cranfield (1966).
32.  ROBERTSON, S.E.,  'The probabilistic character of relevance',  Information Pro-
cessing and Management, pages 247-251 (1977).
33. CLEVERDON, C.W., 'On the inverse relationship of recall and precision' Journal 
of Documentation, pages 195-201 1972
-84-
34. CAWKELL, A.E., 'A measure of "Efficiency Factor" - communication theory ap-
plied to document selection systems', Information Processing and Management, 11, 
243-248 (1975).
35. GUAZZO, M.,  'Retrieval performance and information theory',  Information Pro-
cessing and Management, 13, 155-165 (1977).
36. http://en.wikipedia.org/wiki/Information_retrieval
37. Gerald Kowalski Information retrieval systems. Theory and implementation Kluwer 
academic publishers 1997
38. Gerald Kowalski Information retrieval systems. Theory and implementation Kluwer 
academic publishers 2000
39. KOCHEN, M.,  The Growth of  Knowledge -  Readings on Organisation and Re-
trieval of Information, Wiley, New York (1967).
40. BORKO, H., Automated Language Processing, Wiley, New York (1967).
41. SCHECTER, G.  Information Retrieval: A Critical View, Academic Press, London 
(1967).
42. SARACEVIC, T., Introduction to Information Science, P.R. Bowker, New York and 
London (1970).
43. 5. BAR-HILLEL, Y., Language and Information. 'Selected Essays on their Theory  
and Application, Addison-Wesley, Reading, Massachusetts (1964).
44. Frakes W.B and Baeza-Yates Information retrieval: Data stractures and algorithms  
Prentice Hall 1992
45. Belkin N. and W.Croft, Retrieval Techniques Annual Review of Information Science  
and Technology. Elsevier 1989 pages 109-145
46. Christopher D. Manning, Prabhakar Raghavan and Hinrich Schütze, Introduction to  
Information Retrieval, Cambridge University Press. 2007.
47. http://msdn2.microsoft.com/en-us/library/ms693186.aspx
48. http://addins.msn.com/devguide.aspx#AddingaNewFileType
49. http://www.rh.edu/~rhb/cs_seminar_2005/SessionA3/farina.pdf
-85-
Παράρτημα
Στα παραρτήματα παρατίθεται ο κώδικας από όλες τις ιστοσελίδες των δύο μηχανών 
αναζήτησης που υλοποιήθηκαν καθώς και ο κώδικας όλων τον stored procedures  που 
υλοποιήθηκαν στον SQL Server 2005.
Μέρος Ά Ο κώδικας της μηχανής αναζήτησης που είναι 
βασισμένη στην υπηρεσία ευρετηρίου
Πριν την παράθεση  του κάθε ‘μπλοκ κώδικα’ δίνεται το όνομα του αρχείου που τον 
περιέχει
Search.aspx
<%@ Page Language="VB" AutoEventWireup="false" CodeFile="search.aspx.vb" Inherits="search" EnableSessionState="True" %>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" >
<head runat="server">
    <meta content="text/JScript" http-equiv="content-script-type" />
    <title>Untitled Page</title>
</head>
<body>
    <form id="form1" runat="server">
    <div>
        <asp:Button ID="SearchBtn" runat="server" Style="z-index: 100; left: 255px; position: absolute;
            top: 56px" Text="Έυρεση" />
        &nbsp; &nbsp;&nbsp;
        <asp:TextBox ID="SearchTxtBx" runat="server" Style="z-index: 101; left: 96px; position: absolute;
            top: 56px" ToolTip="Υποστηρίζονται οι τελεστές AND, OR και NOT"></asp:TextBox>
        <asp:Label ID="ResultsLbl" runat="server" Style="z-index: 102; left: 95px; position: absolute;
            top: 104px"></asp:Label>
        <asp:GridView ID="GridView1" runat="server" Style="z-index: 103; left: 95px; position: absolute;
            top: 158px" AllowPaging="True" CellPadding="4" ForeColor="#333333" GridLines="None" AutoGenerateColumns="False">
            <FooterStyle BackColor="#5D7B9D" Font-Bold="True" ForeColor="White" />
            <SelectedRowStyle BackColor="#E2DED6" Font-Bold="True" ForeColor="#333333" />
            <PagerStyle BackColor="#284775" ForeColor="White" HorizontalAlign="Center" />
            <HeaderStyle BackColor="#5D7B9D" Font-Bold="True" ForeColor="White" />
            <AlternatingRowStyle BackColor="White" ForeColor="#284775" />
            <Columns>
                <asp:BoundField DataField="Rank" HeaderText="Σχετικότητα του αρχείου" SortExpression="Rank" >
                    <HeaderStyle Width="100px" />
                </asp:BoundField>
                <asp:BoundField DataField="FileName" HeaderText="Ονομασία του αρχείου" >
                    <HeaderStyle Width="200px" />
                </asp:BoundField>
                <asp:TemplateField>
                    <HeaderStyle Width="150px" />
                    <ItemTemplate>
                        <asp:HyperLink ID="HyperLink4" runat="server" NavigateUrl='<%# "display.aspx?FileName="&eval("FileName") %>'
                            Text='<%# "Download/Show File" %>'></asp:HyperLink>
                    </ItemTemplate>
                </asp:TemplateField>
                <asp:BoundField DataField="Characterization" HeaderText="Περίληψη" >
                    <HeaderStyle Width="300px" />
                </asp:BoundField>
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            </Columns>
            <EmptyDataTemplate>
                <asp:HyperLink ID="HyperLink1" runat="server" Style="z-index: 100; left: 12px; position: absolute;
                    top: 53px" Text='<%# Eval("FileName") %>'></asp:HyperLink>
            </EmptyDataTemplate>
            <RowStyle BackColor="#F7F6F3" ForeColor="#333333" />
            <EditRowStyle BackColor="#999999" />
        </asp:GridView>
        <asp:HyperLink ID="HyperLink2" runat="server" Font-Size="Smaller" NavigateUrl="~/upload.aspx"
            Style="z-index: 104; left: 331px; position: absolute; top: 50px">Ανέβασμα αρχείου</asp:HyperLink>
        <asp:HyperLink ID="HyperLink3" runat="server" Font-Size="Smaller" NavigateUrl="~/advsearch.aspx"
            Style="z-index: 105; left: 330px; position: absolute; top: 68px">Σύνθετη αναζήτηση</asp:HyperLink>
        <hr style="z-index: 106; left: 0px; position: absolute; top: 95px" />
    
    </div>
    </form>
</body>
</html>
Search.aspx.vb
Imports System.data
Imports System.Data.OleDb
Partial Class search
    Inherits System.Web.UI.Page
    Public al As New ArrayList
    Protected Sub SearchBtn_Click(ByVal sender As Object, ByVal e As System.EventArgs) Handles SearchBtn.Click
        'Try
        Dim con As OleDbConnection
        Dim SearchStr As String
        Dim SearchCmd As OleDbCommand
        Dim SearchDtr As OleDbDataReader
        Dim wordsList As String
        Dim List() As String
        Dim ch() As Char = {" ", ",", ":", ";", "?", ".", "!"}
        Dim i As Integer
        '            Αφαίρεση σημείων στίξης .
        'Επειδή  η  αναζήτηση πλήρους  κειμένου  δεν υποστηρίζει   σαν  παράμετρο πολλαπλές  λέξεις   σπάμε  το  αλφαριθμητικό σε  λέξεις  
προστίθοντας τον τελεστή μπούλεαν  and  ταυτόχρονα γίνεται έλεγχος για την περίπτωση στην οποία ο χρήστης θέσει αυτός τελεστές έτσι ώστε 
να χρησιμοποιηθούν αυτοί και να μην προστεθεί ο and
        List = SearchTxtBx.Text.ToString.Split(ch, StringSplitOptions.RemoveEmptyEntries)
        wordsList = List(0)
        'αποθήκευση του arraylist στο session για να μην χαθεί μετά το postback που γίνεται όταν αλλάζει η σελίδα των αποτελεσμάτων 
        Session.Add("ArrayList", al)
        While i <= List.Length - 1
            If List(i) = "and" Then
                wordsList = wordsList & " " & List(i) & " " & List(i + 1)
                i = i + 2
            ElseIf List(i) = "or" Then
                wordsList = wordsList & " " & List(i) & " " & List(i + 1)
                i = i + 2
            ElseIf List(i) = "not" Then
                wordsList = wordsList & " " & List(i) & " " & List(i + 1)
                i = i + 2
            Else
                wordsList = wordsList & " AND  " & List(i)
                i = i + 1
            End If
        End While
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        ' σύνδεση με την βάση και εκτέλεση του ερωτήματος sql
        con = New OleDbConnection("Provider=MSIDXS; Data Source=c")
        SearchStr = "SELECT RANK, FileName, Path, Characterization FROM SCOPE() Where Contains('" & wordsList & "') Order by Rank DESC"
        SearchCmd = New OleDbCommand(SearchStr, con)
        con.Open()
        SearchDtr = SearchCmd.ExecuteReader()
        '  δημιουργία του arraylist και των αντικειμένων result. Σε κάθε αντικείμενο result αποθηκεύεται η εγγραφή κάθε αποτελέσματος και στην 
συνέχεια το αντικείμενο αυτό
        ' προστίθεστε στην arraylist
        While SearchDtr.Read()
            Dim r As New result()
            r.Rank = SearchDtr("Rank")
            r.FileName = SearchDtr("FileName")
            r.Path = SearchDtr("Path").ToString
            r.Characterization = SearchDtr("Characterization")
            al.Add(r)
        End While
        'αποθήκευση του arraylist στο session για να μην χαθεί μετά το postback που γίνεται όταν αλλάζει η σελίδα των αποτελεσμάτων 
        Session.Add("ArrayList", al)
        ' Εμφάνιση του αριθμού των αποτελεσμάτων και σύνδεση του Gridview με το arraylist που περιέχει τα αποτελέσματα
        If al.Count = 0 Then
            ResultsLbl.Text = "Δεν βρέθηκαν αποτελέσματα"
            '    GridView1.Visible = False
        ElseIf al.Count = 1 Then
            ResultsLbl.Text = "Βρέθηκε " & al.Count & " αποτελέσμα "
            GridView1.Visible = True
            GridView1.DataSource = al
            GridView1.DataBind()
        Else
            ResultsLbl.Text = "Βρέθηκαν " & al.Count & " αποτελέσματα "
            GridView1.Visible = True
            GridView1.DataSource = al
            GridView1.DataBind()
        End If
        con.Close()
        'Catch ex As Exception
        '    Server.Transfer("error.aspx")
        'End Try
    End Sub
    
    Protected Sub GridView1_PageIndexChanging(ByVal sender As Object, ByVal e As System.Web.UI.WebControls.GridViewPageEventArgs) 
Handles GridView1.PageIndexChanging
        Dim al As ArrayList
        ' διάβασμα του αντικειμένου που είναι στην cache και μετατροπή του σε arraylist
        al = CType(Session("ArrayList"), ArrayList)
        GridView1.DataSource = al
        GridView1.PageIndex = e.NewPageIndex
        GridView1.DataBind()
    End Sub
End Class
Upload.aspx
<%@ Page Language="VB" AutoEventWireup="false" CodeFile="upload.aspx.vb" Inherits="upload"  %>
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<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" >
<head runat="server">
    <title>Untitled Page</title>
</head>
<body>
    <form id="form1" enctype="multipart/form-data" runat="server">
    <div>
        &nbsp;
        <asp:Button ID="UploadBtn" runat="server" Style="z-index: 100; left: 57px; position: absolute;
            top: 221px" Text="Ανέβασμα" />
        <asp:Label ID="statusLabel" runat="server" Style="z-index: 101; left: 58px; position: absolute;
            top: 272px"></asp:Label>
        &nbsp;&nbsp;
        <INPUT id="FileInput" runat="server" name="filePathTextBox" style="width: 447px; z-index: 104; left: 57px; position: absolute; top: 186px;" 
type=file />    &nbsp;
        <asp:HyperLink ID="HyperLink2" runat="server" Font-Size="Smaller" NavigateUrl="~/search.aspx"
            Style="z-index: 102; left: 510px; position: absolute; top: 176px">Αναζήτηση</asp:HyperLink>
        <asp:HyperLink ID="HyperLink3" runat="server" Font-Size="Smaller" NavigateUrl="~/advsearch.aspx"
            Style="z-index: 105; left: 509px; position: absolute; top: 197px">Σύνθετη αναζήτηση</asp:HyperLink>
    </div>
    </form>
</body>
</html>
Upload.asxp.vb
Imports System.IO
Partial Class upload
    Inherits System.Web.UI.Page
    'ορίζουμε την διαδρομή στην οποία θα αποθηκεύονται τα αρχεία
    Dim savePath As String = "C:\indexed\"
    Protected Sub UploadBtn_Click(ByVal sender As Object, ByVal e As System.EventArgs) Handles UploadBtn.Click
        'έλεγχος για το εαν έχει επιλεχθεί αρχείο για αποθήκευση
        If Not (FileInput.PostedFile.FileName = "") Then
            Try
                ' πέρνει τις πληροφορίες για το αρχείο 
                Dim postedFile = FileInput.PostedFile
                Dim filename As String = Path.GetFileName(postedFile.FileName)
                Dim contentType As String = postedFile.ContentType
                Dim contentLength As Integer = postedFile.ContentLength
                ' αποθήκευση του αρχείου
                postedFile.SaveAs(savePath & filename)
                ' ενημέρωση του χρήστη για το αποτέλεσμα
                statusLabel.Text = "Το αρχείο ανέβηκε με επιτυχία"
            Catch exc As Exception
                statusLabel.Text = "Failed uploading file"
            End Try
        Else
            statusLabel.Text = "Παρακαλουμε να επιλέξετε ένα αρχείο"
        End If
    End Sub
End Class
Display.aspx
<%@ Page Language="VB" AutoEventWireup="false" CodeFile="display.aspx.vb" Inherits="display2" %>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" >
<head runat="server">
    <title>Untitled Page</title>
</head>
<body>
    <form id="form1" runat="server">
    <div>
        &nbsp;</div>
    </form>
</body>
</html>
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Display.aspx.vb
Imports System.IO
Partial Class display2
    Inherits System.Web.UI.Page
    
  Protected Sub Page_Load(ByVal sender As Object, ByVal e As System.EventArgs) Handles Me.Load
        Dim root As String = "C:\indexed\"
        ' Διάβασμα του ονόματος του αρχείου από το URL
        Dim filepath As String = Request.QueryString("FileName")
        Dim filename As String = Path.GetFileName(filepath)
        Response.Clear()
        'Δημιουργία του διάλογου για σώσιμο ή εμφάνιση του αρχείου
        Response.ContentType = "application/octet-stream"
        Response.AddHeader("Content-Disposition", _
          "attachment; filename=""" & filename & """")
        Response.Flush()
        ' Αποστολή του αρχείου στον browser
        Response.WriteFile(root & filepath)
    End Sub
End Class
Error.aspx
<%@ Page Language="VB"%>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" >
<head runat="server">
    <title>Untitled Page</title>
</head>
<body>
    <form id="form1" runat="server">
    <div>
      Δυστυχώς υπήρξε ένα πρόβλημα στην εφαρμογή, σας παρακαλούμε να <br />
         <a href=search.aspx> κάνετε κλικ εδώ</a> για να επιστρέψετε στην αρχική σελίδα αναζήτησης</div>
    </form>
</body>
</html>
Advsearh.aspx
<%@ Page Language="VB" AutoEventWireup="false" CodeFile="advsearch.aspx.vb" Inherits="advsearch" %>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" >
<head runat="server">
    <title>Untitled Page</title>
</head>
<body>
    <form id="form1" runat="server">
    <div>
        <table border="1" cellpadding="0" cellspacing="0" style="z-index: 103; left: 11px;
            position: absolute; top: 37px; height: 249px;" frame="box" rules="none">
            <tr>
                <td rowspan="5" bgcolor="#66ccff">
                    <asp:Label ID="Label1" runat="server" Text="Εύρεση εγγράφων που:"></asp:Label>&nbsp;</td>
                <td bgcolor="#66ccff">
                    περιέχουν τις λέξεις:
                </td>
                <td bgcolor="#66ccff">
                    <asp:TextBox ID="AndTxtBx" runat="server"></asp:TextBox></td>
                <td>
                    Αριθμός εγγράφων που παρουσιάζονται ανα <strong>σελίδα</strong>
                    <asp:DropDownList ID="NoPages" runat="server">
                        <asp:ListItem>10</asp:ListItem>
                        <asp:ListItem Value="15">15</asp:ListItem>
                        <asp:ListItem Value="20">20</asp:ListItem>
                        <asp:ListItem Value="25">25</asp:ListItem>
                        <asp:ListItem Value="30">30</asp:ListItem>
                    </asp:DropDownList></td>
            </tr>
            <tr>
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                <td bgcolor="#66ccff">
                    περιέχουν την φράση:
                </td>
                <td bgcolor="#66ccff">
                    <asp:TextBox ID="PhraseTxtBx" runat="server"></asp:TextBox></td>
                <td rowspan="2">
                    </td>
            </tr>
            <tr>
                <td bgcolor="#66ccff">
                    περιέχουν μία
                    
                    τουλάχιστoν απο τις λέξεις:
                </td>
                <td bgcolor="#66ccff">
                    <asp:TextBox ID="OrTxtBx" runat="server"></asp:TextBox></td>
            </tr>
            <tr>
                <td style="height: 27px" bgcolor="#66ccff" >
                    δεν περιέχουν τις λέξεις:
                </td>
                <td style="height: 27px" bgcolor="#66ccff" >
                    <asp:TextBox ID="NotTxtBx" runat="server"></asp:TextBox></td>
                <td style="height: 27px" >
                    Τύπος του εγγράφου :
                    <asp:DropDownList ID="FileTypeList" runat="server" >
                        
                        <asp:ListItem>.pdf</asp:ListItem>
                        <asp:ListItem>.doc</asp:ListItem>
                        <asp:ListItem>.txt</asp:ListItem>
                        <asp:ListItem>.xls</asp:ListItem>
                        <asp:ListItem>.ppt</asp:ListItem>
                        <asp:ListItem Value=".rtf">.rtf</asp:ListItem>
                        <asp:ListItem Selected="True" Value="All">Όλοι οι τύποι</asp:ListItem>
                    </asp:DropDownList>
                    &nbsp;
                </td>
            </tr>
            <tr>
                <td bgcolor="#66ccff" style="height: 46px" >
                    περιέχουν λέξεις που είναι κοντά:</td>
                <td bgcolor="#66ccff" style="height: 46px" >
                    <asp:TextBox ID="nearTxtBx" runat="server" ></asp:TextBox></td>
                <td style="height: 46px" >
                    &nbsp; Μέγεθος
                    <asp:DropDownList ID="sizeDL" runat="server">
                        <asp:ListItem Value="&gt;">Μεγαλύτερο</asp:ListItem>
                        <asp:ListItem Value="&lt;">Μικρότερο</asp:ListItem>
                        <asp:ListItem Selected="True" Value="=">ίσο</asp:ListItem>
                        <asp:ListItem Value="0">συγκριση</asp:ListItem>
                    </asp:DropDownList>
                    <asp:TextBox ID="SizeTxtBx" runat="server"></asp:TextBox></td>
            </tr>
            <tr>
                <td bgcolor="#66ccff" style="height: 11px">
                    &nbsp;</td>
                <td bgcolor="#66ccff" style="height: 11px">
                    </td>
                <td bgcolor="#66ccff" style="height: 11px">
                    </td>
                <td style="height: 11px">
                    &nbsp;</td>
            </tr>
            <tr>
                <td bgcolor="#66ccff" style="height: 7px">
                    &nbsp;</td>
                <td bgcolor="#66ccff" style="height: 7px">
                    &nbsp;</td>
                <td bgcolor="#66ccff" style="height: 7px">
                    </td>
                <td style="height: 7px">
                    &nbsp;</td>
            </tr>
            <tr>
                <td style="height: 31px" bgcolor="#66ccff">
                    &nbsp;</td>
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                <td style="height: 31px" bgcolor="#66ccff">
                    &nbsp;
                        <asp:Button style="Z-INDEX: 100; LEFT: 139px;  POSITION:  absolute; TOP: 215px" id="SearchBtn"  runat="server"  
Text="Αναζήτηση"></asp:Button>
                        <asp:Button style="Z-INDEX: 105; LEFT: 233px; POSITION: absolute; TOP: 215px" id="ClrBtn" runat="server" Text="Καθάρισμα  
πεδίων" Width="137px"></asp:Button>
                    </td>
                <td style="height: 31px" bgcolor="#66ccff">
                <asp:HyperLink style="Z-INDEX: 100; LEFT: 389px; POSITION: absolute; TOP: 209px" id="HyperLink2" runat="server" Width="129px"  
NavigateUrl="~/upload.aspx" Font-Size="Smaller">Ανέβασμα αρχείου</asp:HyperLink><asp:HyperLink style="Z-INDEX: 102; LEFT: 390px; PO-
SITION:  absolute;  TOP:  225px"  id="HyperLink3"  runat="server"  Width="112px"  NavigateUrl="~/search.aspx"  Font-Size="Smaller">Απλή 
αναζήτηση</asp:HyperLink> 
                
                    </td>
                <td style="height: 31px">
                
                    </td>
            </tr>
        </table>
        <asp:GridView ID="GridView1" runat="server" AllowPaging="True" AutoGenerateColumns="False"
            CellPadding="4" ForeColor="#333333" GridLines="None" Style="z-index: 103; left: 95px;
            position: absolute; top: 330px">
            <FooterStyle BackColor="#5D7B9D" Font-Bold="True" ForeColor="White" />
            <SelectedRowStyle BackColor="#E2DED6" Font-Bold="True" ForeColor="#333333" />
            <PagerStyle BackColor="#284775" ForeColor="White" HorizontalAlign="Center" />
            <HeaderStyle BackColor="#5D7B9D" Font-Bold="True" ForeColor="White" />
            <AlternatingRowStyle BackColor="White" ForeColor="#284775" />
            <Columns>
                <asp:BoundField DataField="FileName" HeaderText="Ονομασία του αρχείου" >
                    <HeaderStyle Width="200px" />
                </asp:BoundField>
                <asp:TemplateField>
                    <ItemTemplate>
                        <asp:HyperLink ID="HyperLink4" runat="server" NavigateUrl='<%# "display.aspx?FileName="&eval("FileName") %>'
                            Text='<%# "Download/Show File" %>'></asp:HyperLink>
                    </ItemTemplate>
                    <HeaderStyle Width="150px" />
                </asp:TemplateField>
                <asp:BoundField DataField="Characterization" HeaderText="Περίληψη" >
                    <HeaderStyle Width="300px" />
                </asp:BoundField>
            </Columns>
            <EmptyDataTemplate>
                <asp:HyperLink ID="HyperLink1" runat="server" Style="z-index: 100; left: 12px; position: absolute;
                    top: 53px" Text='<%# Eval("FileName") %>'></asp:HyperLink>
            </EmptyDataTemplate>
            <RowStyle BackColor="#F7F6F3" ForeColor="#333333" />
            <EditRowStyle BackColor="#999999" />
        </asp:GridView>
        <asp:Label ID="NoResultLbl" runat="server" Style="z-index: 101; left: 152px; position: absolute;
            top: 300px"></asp:Label>
        
    
    </div>
    </form>
</body>
</html>
Advsearch.aspx.vb
Imports System.data
Imports System.Data.OleDb
Partial Class advsearch
    Inherits System.Web.UI.Page
    Public al As New ArrayList
    Public tempAl As New ArrayList
    Public resultsAl As New ArrayList
Protected Sub Page_Load(ByVal sender As Object, ByVal e As System.EventArgs) Handles Me.Load
    End Sub
    Protected Sub SearchBtn_Click(ByVal sender As Object, ByVal e As System.EventArgs) Handles SearchBtn.Click
        Try
        Dim SearchIncluding As String
        Dim phrase As String
        Dim SearchPhrase As String
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        Dim orWords As String
        Dim SearchOr As String
        Dim excluding As String
        Dim SearchExcluding As String
        Dim AndWordsList As String
        Dim NearWordsList As String
        Dim AndList() As String
        Dim NearList() As String
        Dim tempString As String
        Dim searchNear As String
        Dim filetype As String
        Dim filetypeCmd As String
        Dim ch() As Char = {" ", ",", ":", ";", "?", ".", "!"}
        Dim sizeCmd As String
        Dim b As Boolean
        b = False
        'Έλεγχος εάν ο χρήστης έχει επιλέξει αναζήτηση σε κάποιον τύπο αρχείου και δημιουργία του συμπληρωματικού ερωτήματος για αυτόν τον 
τύπο 
        If FileTypeList.SelectedValue = "All" Then
            filetypeCmd = ""
        Else
            filetype = FileTypeList.SelectedValue.ToString
            filetypeCmd = " and FileName like'%" & filetype & "'"
        End If
        ' Έλεγχος εάν ο χρήστης έχει επιλέξει αναζήτηση σύμφωνα με το μέγεθος και δημιουργία του αντίστοιχου ερωτήματος
        If SizeTxtBx.Text <> "" Then
            sizeCmd = " and size " & sizeDL.SelectedValue.ToString & SizeTxtBx.Text.ToString
        Else
            sizeCmd = ""
        End If
        'Έλεγχος εάν υπάρχει κείμενο στο πεδίο και για την περίπτωση που αυτό είναι το πρώτο σύνολο αποτελεσμάτων ώστε να αποθηκευθεί για  
να συγκριθεί μετά ή σε  αντίθετη περίπτωση για να συγκριθεί  με το υπάρχων σύνολο
        If AndTxtBx.Text <> "" Then
            tempString = AndTxtBx.Text.ToString()
            AndList = tempString.Split(ch, StringSplitOptions.RemoveEmptyEntries)
            AndWordsList = AndList(0)
            Dim x As Integer
            '            Αφαίρεση σημείων στίξης .
            'Επειδή η αναζήτηση πλήρους κειμένου δεν υποστηρίζει  σαν παράμετρο πολλαπλές λέξεις  σπάμε το αλφαριθμητικό σε λέξεις 
προστίθοντας τον τελεστή μπούλεαν  and  
            For x = 1 To AndList.Length - 1
                AndWordsList = AndWordsList & " AND " & AndList(x)
            Next
            If b = False Then
                SearchIncluding = "SELECT  FileName, Path, Characterization FROM SCOPE() Where Contains('" & AndWordsList & "')" & filetypeCmd 
& sizeCmd & "Order by Rank DESC"
                getData(SearchIncluding)
                resultsAl = New ArrayList(al)
                b = True
            Else
                SearchIncluding = "SELECT  FileName, Path, Characterization FROM SCOPE() Where Contains('" & AndWordsList & "')" & filetypeCmd 
& sizeCmd & "Order by Rank DESC"
                getData(SearchIncluding)
            End If
            CompareResults()
        Else
        End If
        If PhraseTxtBx.Text <> "" Then
            If b = False Then
                phrase = PhraseTxtBx.Text.ToString()
                SearchPhrase = "SELECT  FileName, Path, Characterization FROM SCOPE() Where Contains ( '"" " & phrase & """') " & filetypeCmd & 
sizeCmd & "Order by Rank DESC"
                getData(SearchPhrase)
                resultsAl = New ArrayList(al)
                b = True
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            Else
                phrase = PhraseTxtBx.Text.ToString()
                SearchPhrase = "SELECT  FileName, Path, Characterization FROM SCOPE() Where Contains ( '"" " & phrase & """')   " & filetypeCmd & 
sizeCmd & "Order by Rank DESC"
                getData(SearchPhrase)
            End If
            CompareResults()
        Else
        End If
        If OrTxtBx.Text <> "" Then
            If b = False Then
                orWords = OrTxtBx.Text.ToString()
                SearchOr = "SELECT  FileName, Path, Characterization FROM SCOPE() Where  freetext ('" & orWords & "')" & filetypeCmd & sizeCmd 
& "Order by Rank DESC"
                getData(SearchOr)
                resultsAl = New ArrayList(al)
                b = True
            Else
                orWords = OrTxtBx.Text.ToString()
                SearchOr = "SELECT  FileName, Path, Characterization FROM SCOPE() Wheree  freetext ('" & orWords & "')" & filetypeCmd &  
sizeCmd & "Order by Rank DESC"
                getData(SearchOr)
            End If
            CompareResults()
        Else
        End If
        '  επειδή δεν υποστηρίζετε η εντολή not freetext μετά απο την λέξη where χρησιμοποιούμε μετά την λέξη where το size>1 που  δεν επηρεάζει 
το αποτέλεσμα
        ' αλλά μας επιτρέπει να τοποθετήσουμε το not freetext 
        If NotTxtBx.Text <> "" Then
            If b = False Then
                excluding = NotTxtBx.Text.ToString()
                SearchExcluding = "SELECT  FileName, Path, Characterization FROM SCOPE() Where  size>1 and not freetext  ('" & excluding & "')" & 
filetypeCmd & sizeCmd
                getData(SearchExcluding)
                resultsAl = New ArrayList(al)
                b = True
            Else
                excluding = NotTxtBx.Text.ToString()
                SearchExcluding = "SELECT  FileName, Path, Characterization FROM SCOPE() Where  size>1 and not freetext  ('" & excluding & "')" & 
filetypeCmd & sizeCmd
                getData(SearchExcluding)
            End If
            CompareResults()
        Else
        End If
        If nearTxtBx.Text <> "" Then
            tempString = nearTxtBx.Text.ToString()
            NearList = tempString.Split(ch, StringSplitOptions.RemoveEmptyEntries)
            NearWordsList = NearList(0)
            Dim x As Integer
            For x = 1 To NearList.Length - 1
                NearWordsList = NearWordsList & " near " & NearList(x)
            Next
            If b = False Then
                searchNear = "SELECT  FileName, Path, Characterization FROM SCOPE() Where Contains('" & NearWordsList & "')" & filetypeCmd & 
sizeCmd & "Order by Rank DESC"
                getData(searchNear)
                resultsAl = New ArrayList(al)
                b = True
            Else
                searchNear = "SELECT  FileName, Path, Characterization FROM SCOPE() Where Contains('" & NearWordsList & "')" & filetypeCmd  &  
sizeCmd & "Order by Rank DESC"
                getData(searchNear)
            End If
            CompareResults()
        Else
        End If
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        'αποθήκευση του arraylist στο session για να μην χαθεί μετά το postback που γίνεται όταν αλλάζει η σελίδα των αποτελεσμάτων 
        Session.Add("ArrayList", resultsAl)
        ' Εμφάνιση του αριθμού των αποτελεσμάτων και σύνδεση του Gridview με το arraylist που περιέχει τα αποτελέσματα
  If resultsAl.Count = 0 Then
            NoResultLbl.Text = "Δεν βρέθηκαν αποτελέσματα"
            GridView1.Visible = False
        ElseIf resultsAl.Count = 1 Then
            NoResultLbl.Text = "Βρέθηκε " & resultsAl.Count & " αποτέλεσμα "
            GridView1.Visible = True
            GridView1.PageSize = CType(NoPages.SelectedValue, Integer)
            GridView1.DataSource = resultsAl
            GridView1.DataBind()
        Else
            NoResultLbl.Text = "Βρέθηκαν " & resultsAl.Count & " αποτελέσματα "
            GridView1.Visible = True
            GridView1.PageSize = CType(NoPages.SelectedValue, Integer)
            GridView1.DataSource = resultsAl
            GridView1.DataBind()
        End If
        Catch ex As Exception
            Server.Transfer("error.aspx")
        End Try
    End Sub
    Sub getData(ByVal SearchStr As String)
        ' σύνδεση με την βάση και εκτέλεση της τρέχουσας εντολής
        Dim SearchDtr As OleDbDataReader
        Dim con As OleDbConnection
        Dim SearchCmd As OleDbCommand
        con = New OleDbConnection("Provider=MSIDXS; Data Source=c")
        SearchCmd = New OleDbCommand(SearchStr, con)
        con.Open()
        SearchDtr = SearchCmd.ExecuteReader()
        '  δημιουργία του arraylist και των αντικειμένων result. Σε κάθε αντικείμενο result αποθηκεύεται η εγγραφή κάθε αποτελέσματος και στην 
συνέχεια το αντικείμενο αυτό
        ' προστίθεστε στην arraylist
        While SearchDtr.Read()
            Dim r As New result()
            r.FileName = SearchDtr("FileName")
            ' επειδή σε ορισμένους τύπους ερωτημάτων δεν επιστρέφετε περίληψη ελέγχουμε εάν υπάρχει ή όχι για να μην δημιουργηθεί σφάλμα null 
στην εφαρμογή
            If SearchDtr("Characterization").ToString <> "" Then
                r.Characterization = SearchDtr("Characterization")
            End If
            al.Add(r)
        End While
        con.Close()
    End Sub
    Sub CompareResults()
        ' Με αυτήν την μέθοδο συγκρίνονται τα αποτελέσματα που υπάρχουν μέσα στην μνήμη με τα αποτελέσματα τρέχουσας  εντολής έτσι ώστε 
να βρεθούν τα κοινά τους  στοιχειά και να σωθούν .  έτσι ο χρήστης θα πάρει σαν συνολικό αποτέλεσμα μόνο αρχεία τα οποία πληρούν όλα τα 
ερωτήματα που αυτός έχει θεσει
        Dim i As Integer
        For i = 0 To resultsAl.Count - 1
            Dim y As Integer
            For y = 0 To al.Count - 1
                Dim aresult As result
                Dim bresult As result
                aresult = resultsAl(i)
                bresult = al(y)
                If aresult.FileName = bresult.FileName Then
                    tempAl.Add(resultsAl(i))
                    Exit For
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                End If
            Next y
        Next i
        resultsAl = New ArrayList(tempAl)
        al.Clear()
        tempAl.Clear()
    End Sub
    Protected Sub ClrBtn_Click(ByVal sender As Object, ByVal e As System.EventArgs) Handles ClrBtn.Click
        ' καθαρίζει τα πεδία 
        NotTxtBx.Text = ""
        OrTxtBx.Text = ""
        PhraseTxtBx.Text = ""
        nearTxtBx.Text = ""
        AndTxtBx.Text = ""
    End Sub
    Protected Sub GridView1_PageIndexChanging(ByVal sender As Object, ByVal e As System.Web.UI.WebControls.GridViewPageEventArgs) 
Handles GridView1.PageIndexChanging
        Dim resultsAl As ArrayList
        ' διάβασμα του αντικειμένου που είναι στην cache και μετατροπή του σε arraylist
        resultsAl = CType(Session("ArrayList"), ArrayList)
        GridView1.DataSource = resultsAl
        GridView1.PageIndex = e.NewPageIndex
        GridView1.DataBind()
    End Sub
   
End Class
Result.vb
Imports Microsoft.VisualBasic
Public Class result
    Private m_Rank As String
    Private m_FileName As String
    Private m_Path As String
    Private m_Characterization As String
    Public Property Rank() As String
        Get
            Return m_Rank
        End Get
        Set(ByVal value As String)
            m_Rank = value
        End Set
    End Property
    Public Property FileName() As String
        Get
            Return m_FileName
        End Get
        Set(ByVal value As String)
            m_FileName = value
        End Set
    End Property
    Public Property Path() As String
        Get
            Return m_Path
        End Get
        Set(ByVal value As String)
            m_Path = value
        End Set
    End Property
    Public Property Characterization() As String
        Get
            Return m_Characterization
        End Get
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        Set(ByVal value As String)
            m_Characterization = value
        End Set
    End Property
Web.config
<?xml version="1.0"?>
<!-- 
    Note: As an alternative to hand editing this file you can use the 
    web admin tool to configure settings for your application. Use
    the Website->Asp.Net Configuration option in Visual Studio.
    A full list of settings and comments can be found in 
    machine.config.comments usually located in 
    \Windows\Microsoft.Net\Framework\v2.x\Config 
-->
<configuration>
<appSettings/>
<connectionStrings>
  <add name="ConnectionString" connectionString="Data Source=.\SQLEXPRESS;AttachDbFilename=|DataDirectory|\IndexedFiles.mdf;Integrat-
ed Security=True;User Instance=True"
   providerName="System.Data.SqlClient" />
  <add  name="IndexingFilesConnectionString"  connectionString="Data  Source=THESIS-75C5B669\SQLEXPRESS;Initial 
Catalog=IndexingFiles;Integrated Security=True"
   providerName="System.Data.SqlClient" />
 </connectionStrings>
<system.web>
<!-- 
            Set compilation debug="true" to insert debugging 
            symbols into the compiled page. Because this 
            affects performance, set this value to true only 
            during development.
            Visual Basic options:
            Set strict="true" to disallow all data type conversions 
            where data loss can occur. 
            Set explicit="true" to force declaration of all variables.
        -->
<customErrors defaultRedirect="~/error.aspx" />
  <compilation debug="true" strict="false" explicit="true"/>
<pages>
<namespaces>
<clear/>
<add namespace="System"/>
<add namespace="System.Collections"/>
<add namespace="System.Collections.Specialized"/>
<add namespace="System.Configuration"/>
<add namespace="System.Text"/>
<add namespace="System.Text.RegularExpressions"/>
<add namespace="System.Web"/>
<add namespace="System.Web.Caching"/>
<add namespace="System.Web.SessionState"/>
<add namespace="System.Web.Security"/>
<add namespace="System.Web.Profile"/>
<add namespace="System.Web.UI"/>
<add namespace="System.Web.UI.WebControls"/>
<add namespace="System.Web.UI.WebControls.WebParts"/>
<add namespace="System.Web.UI.HtmlControls"/>
</namespaces>
</pages>
<!--
            The <authentication> section enables configuration 
            of the security authentication mode used by 
            ASP.NET to identify an incoming user. 
        -->
<authentication mode="Windows"/>
<!--
            The <customErrors> section enables configuration 
            of what to do if/when an unhandled error occurs 
            during the execution of a request. Specifically, 
            it enables developers to configure html error pages 
            to be displayed in place of a error stack trace.
        <customErrors mode="RemoteOnly" defaultRedirect="GenericErrorPage.htm">
            <error statusCode="403" redirect="NoAccess.htm" />
            <error statusCode="404" redirect="FileNotFound.htm" />
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        </customErrors>
        -->
</system.web>
</configuration>
Μέρος ΄Β Ο κώδικας της μηχανής αναζήτησης με βάση την 
αναζήτηση πλήρους κειμένου του SQL Server 2005
Πριν την παράθεση  του κάθε ‘μπλοκ κώδικα’ δίνεται το όνομα του αρχείου που τον 
περιέχει.
Search.asxp
<%@ Page Language="VB" AutoEventWireup="false" CodeFile="search.aspx.vb" Inherits="search" %>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" >
<head runat="server">
    <title>Untitled Page</title>
</head>
<body>
    <form id="form1" runat="server">
    <div>
        <asp:Button ID="SearchBtn" runat="server" Style="z-index: 100; left: 255px; position: absolute;
            top: 56px" Text="Έυρεση" />
        &nbsp; &nbsp;&nbsp;
        <asp:TextBox ID="SearchTxtBx" runat="server" Style="z-index: 101; left: 96px; position: absolute;
            top: 56px"></asp:TextBox>
        <asp:Label ID="ResultsLbl" runat="server" Style="z-index: 102; left: 95px; position: absolute;
            top: 104px"></asp:Label>
        <asp:GridView ID="GridView1" runat="server" Style="z-index: 103; left: 95px; position: absolute;
            top: 158px" AllowPaging="True" CellPadding="4" ForeColor="#333333" GridLines="None" AutoGenerateColumns="False">
            <FooterStyle BackColor="#5D7B9D" Font-Bold="True" ForeColor="White" />
            <SelectedRowStyle BackColor="#E2DED6" Font-Bold="True" ForeColor="#333333" />
            <PagerStyle BackColor="#284775" ForeColor="White" HorizontalAlign="Center" />
            <HeaderStyle BackColor="#5D7B9D" Font-Bold="True" ForeColor="White" />
            <AlternatingRowStyle BackColor="White" ForeColor="#284775" />
            <Columns>
                <asp:BoundField DataField="Rank" HeaderText="Σχετικότητα του αρχείου" SortExpression="Rank" >
                    <HeaderStyle Width="100px" />
                </asp:BoundField>
                <asp:TemplateField HeaderText="Ονομασία αρχείου">
                    <ItemTemplate>
                        <asp:HyperLink ID="HyperLink1" runat="server" NavigateUrl='<%# "display.aspx?FileID="&eval("FileID") %>'
                            Text='<%# Eval("FileName")&Eval("FileType") %>'></asp:HyperLink>
                    </ItemTemplate>
                    <HeaderStyle Width="200px" />
                </asp:TemplateField>
            </Columns>
            <EmptyDataTemplate>
                <asp:HyperLink ID="HyperLink1" runat="server" Style="z-index: 100; left: 12px; position: absolute;
                    top: 53px" Text='<%# Eval("FileName") %>'></asp:HyperLink>
            </EmptyDataTemplate>
            <RowStyle BackColor="#F7F6F3" ForeColor="#333333" />
            <EditRowStyle BackColor="#999999" />
        </asp:GridView>
        <asp:HyperLink ID="HyperLink2" runat="server" Font-Size="Smaller" NavigateUrl="~/upload.aspx"
            Style="z-index: 104; left: 331px; position: absolute; top: 50px">Ανέβασμα αρχείου</asp:HyperLink>
        <asp:HyperLink ID="HyperLink3" runat="server" Font-Size="Smaller" NavigateUrl="~/advsearch.aspx"
            Style="z-index: 105; left: 330px; position: absolute; top: 68px">Σύνθετη αναζήτηση</asp:HyperLink>
        <hr style="z-index: 106; left: 0px; position: absolute; top: 95px" />
    
    </div>
    </form>
</body>
</html>
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Search.aspx.vb
Imports System.data
Imports System.Data.SqlClient
Partial Class search
    Inherits System.Web.UI.Page
    Protected Sub SearchBtn_Click(ByVal sender As Object, ByVal e As System.EventArgs) Handles SearchBtn.Click
        Try
            Dim con As SqlConnection
            Dim SearchStr As String
            Dim SearchCmd As SqlCommand
            Dim SearchDtr As SqlDataReader
            Dim wordsList As String
            Dim List() As String
            Dim ch() As Char = {" ", ",", ":", ";", "?", ".", "!"}
            Dim i As Integer
            Dim al As New ArrayList
            '            Αφαίρεση σημείων στίξης .
            'Επειδή η αναζήτηση πλήρους κειμένου δεν υποστηρίζει  σαν παράμετρο πολλαπλές λέξεις  σπάμε το αλφαριθμητικό σε λέξεις 
προστίθοντας τον τελεστή μπούλεαν  and  ταυτόχρονα γίνεται έλεγχος για την περίπτωση στην οποία ο χρήστης θέσει αυτός τελεστές έτσι ώστε 
να χρησιμοποιηθούν αυτοί και να μην προστεθεί ο and
            List = SearchTxtBx.Text.ToString.Split(ch, StringSplitOptions.RemoveEmptyEntries)
            wordsList = List(0)
           
            While i <= List.Length - 1
                If List(i) = "and" Then
                    wordsList = wordsList & " " & List(i) & " " & List(i + 1)
                    i = i + 2
                ElseIf List(i) = "or" Then
                    wordsList = wordsList & " " & List(i) & " " & List(i + 1)
                    i = i + 2    ElseIf List(i) = "not" Then
                    wordsList = wordsList & " " & List(i) & " " & List(i + 1)
                    i = i + 2
                Else
                    wordsList = wordsList & " AND  " & List(i)
                    i = i + 1
                End If
            End While
            ' σύνδεση με την βάση και εκτέλεση του ερωτήματος sql
            con = New SqlConnection("Server=.\SQLEXPRESS;Integrated Security= true; Database=IndexingFiles")
            SearchStr = "SELECT FTS.Rank, Files.FileName, Files.FileID, Files.FileType FROM Files Join ContainsTable (Files,*, @searchphrase) 
FTS on Files.FileID = FTS.[KEY] ORDER BY FTS.RANK DESC      "
            SearchCmd = New SqlCommand(SearchStr, con)
            SearchCmd.Parameters.Add("@searchphrase", SqlDbType.VarChar, 50)
            SearchCmd.Parameters(0).Value = wordsList
            con.Open()
            SearchDtr = SearchCmd.ExecuteReader()
            '  δημιουργία του arraylist και των αντικειμένων result. Σε κάθε αντικείμενο result αποθηκεύεται η εγγραφή κάθε αποτελέσματος και στην 
συνέχεια το αντικείμενο αυτό
            ' προστίθεστε στην arraylist
            While SearchDtr.Read()
                Dim r As New result()
                r.Rank = SearchDtr("Rank")
                r.FileName = SearchDtr("FileName")
                r.FileID = SearchDtr("FileID")
                r.FileType = SearchDtr("FileType")
                al.Add(r)
            End While
            'αποθήκευση του arraylist στο session για να μην χαθεί μετά το postback που γίνεται όταν αλλάζει η σελίδα των αποτελεσμάτων 
            Session.Add("ArrayList", al)
            ' Εμφάνιση του αριθμού των αποτελεσμάτων και σύνδεση του Gridview με το arraylist που περιέχει τα αποτελέσματα
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            If al.Count = 0 Then
                ResultsLbl.Text = "Δεν βρέθηκαν αποτελέσματα"
                GridView1.Visible = False
            ElseIf al.Count = 1 Then
                ResultsLbl.Text = "Βρέθηκε " & al.Count & " αποτελέσμα "
                GridView1.Visible = True
                GridView1.DataSource = al
                GridView1.DataBind()
            Else
                ResultsLbl.Text = "Βρέθηκαν " & al.Count & " αποτελέσματα "
                GridView1.Visible = True
                GridView1.DataSource = al
                GridView1.DataBind()
            End If
            con.Close()
        Catch ex As Exception
            Server.Transfer("error.aspx")
        End Try
    End Sub
    Protected Sub GridView1_PageIndexChanging(ByVal sender As Object, ByVal e As System.Web.UI.WebControls.GridViewPageEventArgs) 
Handles GridView1.PageIndexChanging
        Dim al As ArrayList
        ' διάβασμα του αντικειμένου που είναι στην cache και μετατροπή του σε arraylist
        al = CType(Session("ArrayList"), ArrayList)
        GridView1.DataSource = al
        GridView1.PageIndex = e.NewPageIndex
        GridView1.DataBind()
    End Sub
End Class
Upload.aspx
<%@ Page Language="VB" AutoEventWireup="false" CodeFile="upload.aspx.vb" Inherits="upload" %>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" >
<head runat="server">
    <title>Untitled Page</title>
</head>
<body>
    <form id="form1" runat="server">
    <div>
        &nbsp;
        <asp:Button ID="UploadBtn" runat="server" Style="z-index: 100; left: 57px; position: absolute;
            top: 221px" Text="Ανέβασμα" />
        <asp:Label ID="statusLabel" runat="server" Style="z-index: 101; left: 58px; position: absolute;
            top: 272px" Text=""></asp:Label>
        &nbsp;&nbsp;
        <INPUT id="FileInput" runat="server" name="filePathTextBox" style="width: 447px; z-index: 104; left: 57px; position: absolute; top: 186px;" 
type=file />    
        <asp:SqlDataSource ID="SqlDataSource1" runat="server" ConnectionString="<%$ ConnectionStrings:ConnectionString %>"
            SelectCommand="SELECT [FileName], [FileImage], [FileType], [TimeUploaded] FROM [Files]">
        </asp:SqlDataSource>
        <asp:HyperLink ID="HyperLink2" runat="server" Font-Size="Smaller" NavigateUrl="~/search.aspx"
            Style="z-index: 102; left: 510px; position: absolute; top: 176px">Αναζήτηση</asp:HyperLink>
        <asp:HyperLink ID="HyperLink3" runat="server" Font-Size="Smaller" NavigateUrl="~/advsearch.aspx"
            Style="z-index: 105; left: 509px; position: absolute; top: 197px">Σύνθετη αναζήτηση</asp:HyperLink>
    </div>
    </form>
</body>
</html>
Upload.aspx.vb
Imports System.IO
Imports System.Data
Imports System.Data.SqlClient
Partial Class upload
    Inherits System.Web.UI.Page
    Protected Sub UploadBtn_Click(ByVal sender As Object, ByVal e As System.EventArgs) Handles UploadBtn.Click
        Dim filePath As String
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        ' αναθεση τιμής για την διαρομή στην οποία βρίσκεται το αρχείο
        filePath = Me.FileInput.Value
        If Not File.Exists(filePath) Then
            Me.statusLabel.Text = "File path is invalid. Please try again."
            Return
        End If
        Dim fileType As String
        ' κάλεσμα της μεθόδου Path class' GetExtention method για να πάρουμε τον τύπο του αρχείου
        fileType = Path.GetExtension(filePath)
        Dim fileName As String
        ' κάλεσμα της μεθόδου Path class' GetFileNameWithoutExtension για να πάρουμε το όνομα του αρχείου
        fileName = Path.GetFileNameWithoutExtension(filePath)
        Dim fileLength As Integer
        ' ανάθεση της τιμής του μηκους του αρχείου
        fileLength = Me.FileInput.PostedFile.ContentLength
        Dim fileStream As Stream
        Dim buffer(fileLength) As Byte
        ' Assign the FileInput object's input stream
        ' to the fileStream variable.
        fileStream = Me.FileInput.PostedFile.InputStream
        ' Call the fileStream object's read method.
        fileStream.Read(buffer, 0, fileLength)
        ' σύνδεση με την βάση
        Dim con As New SqlConnection
        con = New SqlConnection("Server=.\SQLEXPRESS;Integrated Security= true; Database=IndexingFiles")
       
        Try
            ' εκτέλεση της stored procedure για τοανέβασμα του αρχείου στην βάση. ο κώδικας της stored procedure βρίσκεται στο παράστημα της 
εργασίας
            Dim uploadSqlCommand As SqlCommand
            
            uploadSqlCommand = New SqlCommand("spUploadFile", con)
            uploadSqlCommand.CommandType = Data.CommandType.StoredProcedure
            uploadSqlCommand.Parameters.Add("@FileName", SqlDbType.VarChar, 50)
            uploadSqlCommand.Parameters.Add("@FileImage", SqlDbType.Image)
            uploadSqlCommand.Parameters.Add("@FileType", SqlDbType.VarChar, 5)
            uploadSqlCommand.Parameters.Add("@TimeUploaded", SqlDbType.DateTime)
            uploadSqlCommand.Parameters(0).Value = fileName
            uploadSqlCommand.Parameters(1).Value = buffer
            uploadSqlCommand.Parameters(2).Value = fileType
            uploadSqlCommand.Parameters(3).Value = Date.Now
            con.Open()
          
            uploadSqlCommand.ExecuteNonQuery()
            con.Close()
            ' εμφάνιση μηνύματος επιτυχίας ή αποτυχίας στον χρήστη 
            Me.statusLabel.Text = " Το αρχείο ανεβηκέ επιτυχώς"
        Catch ex As Exception
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            Me.statusLabel.Text = "Υπήρξε κάποιο πρόβλημα με το ανέβασμα του αρχείου παρακαλούμε να επικοινωνήσετε με τον διαχειριστή" & 
ex.Message
        Finally
            If con.State = ConnectionState.Open Then
                con.Close()
            End If
        End Try
    End Sub
End Class
Display.aspx
<%@ Page Language="C#" AutoEventWireup="true" CodeFile="display.aspx.cs" Inherits="dispplayc" %>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" >
<head runat="server">
    <title>Untitled Page</title>
</head>
<body>
    <form id="form1" runat="server">
    <div>
        &nbsp;</div>
    </form>
</body>
</html>
Display.aspx.cs
using System;
using System.Data;
using System.Data.SqlClient;
using System.Data.Sql;
using System.Configuration;
using System.Collections;
using System.Web;
using System.Web.Security;
using System.Web.UI;
using System.IO ;
using System.Web.UI.WebControls;
using System.Web.UI.WebControls.WebParts;
using System.Web.UI.HtmlControls;
//Η σελίδα αυτή είναι γραμμένη σε c# επειδή με την vb.net προέκυπτε ένα bug
public partial class dispplayc : System.Web.UI.Page
{
    protected void Page_Load(object sender, EventArgs e)
    {
        int FileID;
        // ¬¬διάβασμα  του αναγνωριστικού του αρχείου που θα εμφανιστή από το url και αποθήκευση τις τιμής του για να γίνει ανάκτηση του 
αρχείου από την βάση
        FileID = int.Parse(Request.QueryString["FileID"]);
        // δημιουργία της σύνδεσης στην βάση και εκτέλεση του ερωτήματος που θαμας επιστρέψει το αρχείο
        SqlParameter param = null;
     SqlConnection conn = new SqlConnection(ConfigurationManager.ConnectionStrings["IndexingFilesConnectionString"].ToString());
    SqlCommand cmd = new SqlCommand("sp_getdoc", conn);
    cmd.CommandType = CommandType.StoredProcedure;
    param = new SqlParameter("@FileID", SqlDbType.Int);
    param.Direction = ParameterDirection.Input;
    param.Value = FileID;
    cmd.Parameters.Add(param);
    
    conn.Open();
    SqlDataReader reader = cmd.ExecuteReader(CommandBehavior.CloseConnection);
    if (reader.HasRows)
    {
        reader.Read();
        
        string doctype = reader["FileType"].ToString();
        string docname = reader["FileName"].ToString();
        
        Response.Buffer = false; 
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        Response.ClearHeaders();
        Response.ContentType = doctype;
        Response.AddHeader("Content-Disposition", "attachment; filename=" + docname+doctype); 
        
        // δημιουργία της ροής δεδομένων για να πάρουμε το δυαδικό αρχείο που είναι αποθηκευμένο στην βάσ
        const int ChunkSize = 1024;
        byte[] buffer = new byte[ChunkSize];
        byte[] binary = (reader["FileImage"]) as byte[];
        MemoryStream ms = new MemoryStream(binary);
        int SizeToWrite = ChunkSize;
        for (int i = 0; i < binary.GetUpperBound(0)-1; i=i+ChunkSize)
        {
            if (!Response.IsClientConnected) return;
            if (i + ChunkSize >= binary.Length) SizeToWrite = binary.Length - i;
            byte[] chunk = new byte[SizeToWrite];
            ms.Read(chunk, 0, SizeToWrite);
            Response.BinaryWrite(chunk);
            Response.Flush();
        }
        Response.Close(); 
    } 
}
    }
Error.aspx
<%@ Page Language="VB"%>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" >
<head runat="server">
    <title>Untitled Page</title>
</head>
<body>
    <form id="form1" runat="server">
    <div>
      Δυστυχώς υπήρξε ένα πρόβλημα στην εφαρμογή, σας παρακαλούμε να <br />
         <a href=search.aspx> κάνετε κλικ εδώ</a> για να επιστρέψετε στην αρχική σελίδα αναζήτησης</div>
    </form>
</body>
</html>
Advsearch.aspx
<%@ Page Language="VB" AutoEventWireup="false" CodeFile="advsearch.aspx.vb" Inherits="advsearch" %>
<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd">
<html xmlns="http://www.w3.org/1999/xhtml" >
<head runat="server">
    <title>Untitled Page</title>
</head>
<body>
    <form id="form1" runat="server">
    <div>
        <table border="1" cellpadding="0" cellspacing="0" style="z-index: 103; left: 11px;
            position: absolute; top: 37px" frame="box" rules="none">
            <tr>
                <td rowspan="5" bgcolor="#66ccff">
                    <asp:Label ID="Label1" runat="server" Text="Εύρεση εγγράφων που:"></asp:Label>&nbsp;</td>
                <td bgcolor="#66ccff">
                    περιέχουν τις λέξεις:
                </td>
                <td bgcolor="#66ccff">
                    <asp:TextBox ID="AndTxtBx" runat="server"></asp:TextBox></td>
                <td>
                    Αριθμός εγγράφων που παρουσιάζονται ανα <strong>σελίδα</strong>
                    <asp:DropDownList ID="NoPages" runat="server">
                        <asp:ListItem Value="15">15</asp:ListItem>
                        <asp:ListItem Value="20">20</asp:ListItem>
                        <asp:ListItem Value="25">25</asp:ListItem>
                        <asp:ListItem Value="30">30</asp:ListItem>
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                    </asp:DropDownList></td>
            </tr>
            <tr>
                <td bgcolor="#66ccff">
                    περιέχουν την φράση:
                </td>
                <td bgcolor="#66ccff">
                    <asp:TextBox ID="PhraseTxtBx" runat="server"></asp:TextBox></td>
                <td rowspan="2">
                </td>
            </tr>
            <tr>
                <td bgcolor="#66ccff">
                    περιέχουν μία
                    
                    τουλάχιστoν απο τις λέξεις:
                </td>
                <td bgcolor="#66ccff">
                    <asp:TextBox ID="OrTxtBx" runat="server"></asp:TextBox></td>
            </tr>
            <tr>
                <td style="height: 24px" bgcolor="#66ccff" >
                    δεν περιέχουν τις λέξεις:
                </td>
                <td style="height: 24px" bgcolor="#66ccff" >
                    <asp:TextBox ID="NotTxtBx" runat="server"></asp:TextBox></td>
                <td style="height: 24px" >
                    Τύπος του εγγράφου :
                    <asp:DropDownList ID="FileTypeList" runat="server" >
                        
                        <asp:ListItem>.pdf</asp:ListItem>
                        <asp:ListItem>.doc</asp:ListItem>
                        <asp:ListItem>.txt</asp:ListItem>
                        <asp:ListItem>.xls</asp:ListItem>
                        <asp:ListItem>.ppt</asp:ListItem>
                        <asp:ListItem Value=".rtf">.rtf</asp:ListItem>
                        <asp:ListItem Selected="True" Value="All">Όλοι οι τύποι</asp:ListItem>
                    </asp:DropDownList>
                    <asp:HyperLink ID="HyperLink2" runat="server" Font-Size="Smaller" NavigateUrl="~/upload.aspx"
                        Style="z-index: 100; left: 392px; position: absolute; top: 183px" Width="129px">Ανέβασμα αρχείου</asp:HyperLink>
                    <asp:HyperLink ID="HyperLink3" runat="server" Font-Size="Smaller" NavigateUrl="~/search.aspx"
                        Style="z-index: 102; left: 393px; position: absolute; top: 199px" Width="112px">Απλή αναζήτηση</asp:HyperLink>
                </td>
            </tr>
            <tr>
                <td bgcolor="#66ccff" >
                    περιέχουν λέξεις που είναι κοντά:</td>
                <td bgcolor="#66ccff" >
                    <asp:TextBox ID="nearTxtBx" runat="server" ></asp:TextBox></td>
                <td >
                    &nbsp;
                    
                </td>
            </tr>
            <tr>
                <td bgcolor="#66ccff">
                    &nbsp;</td>
                <td bgcolor="#66ccff">
                    &nbsp;</td>
                <td bgcolor="#66ccff">
                    &nbsp;</td>
                <td>
                    &nbsp;</td>
            </tr>
            <tr>
                <td bgcolor="#66ccff">
                    &nbsp;</td>
                <td bgcolor="#66ccff">
                    &nbsp;</td>
                <td bgcolor="#66ccff">
                    &nbsp;</td>
                <td>
                    &nbsp;</td>
            </tr>
            <tr>
                <td style="height: 19px" bgcolor="#66ccff">
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                    &nbsp;</td>
                <td style="height: 19px" bgcolor="#66ccff"><asp:Button ID="SearchBtn" runat="server" Style="z-index: 100; left: 131px; position: abso -
lute;
                        top: 187px" Text="Αναζήτηση" />
                        <asp:Button ID="ClrBtn" runat="server" Style="z-index: 105; left: 229px; position: absolute;
            top: 187px" Text="Καθάρισμα πεδίων" />
                    </td>
                <td style="height: 19px" bgcolor="#66ccff"> 
                
                    </td>
                <td style="height: 19px">
                
                    </td>
            </tr>
        </table>
        <asp:GridView ID="GridView1" runat="server" AllowPaging="True" AllowSorting="True"
            AutoGenerateColumns="False" CellPadding="4" ForeColor="#333333" GridLines="None" Style="z-index: 100;
            left: 154px; position: absolute; top: 310px">
            <FooterStyle BackColor="#5D7B9D" Font-Bold="True" ForeColor="White" />
            <Columns>
                <asp:TemplateField HeaderText="Όνομα αρχείου">
                    <ItemTemplate>
                        <asp:HyperLink ID="HyperLink1" runat="server" NavigateUrl='<%# "display.aspx?FileID="&eval("FileID") %>'
                            Text='<%# Eval("FileName")&Eval("FileType") %>'></asp:HyperLink>
                    </ItemTemplate>
                    <HeaderStyle Width="250px" />
                </asp:TemplateField>
            </Columns>
            <EmptyDataTemplate>
                <asp:HyperLink ID="HyperLink1" runat="server" Style="z-index: 100; left: 12px; position: absolute;
                    top: 53px" Text='<%# Eval("FileName") %>'></asp:HyperLink>
            </EmptyDataTemplate>
            <SelectedRowStyle BackColor="#E2DED6" Font-Bold="True" ForeColor="#333333" />
            <PagerStyle BackColor="#284775" ForeColor="White" HorizontalAlign="Center" />
            <HeaderStyle BackColor="#5D7B9D" Font-Bold="True" ForeColor="White" />
            <AlternatingRowStyle BackColor="White" ForeColor="#284775" />
            <RowStyle BackColor="#F7F6F3" ForeColor="#333333" />
            <EditRowStyle BackColor="#999999" />
        </asp:GridView>
        <asp:Label ID="NoResultLbl" runat="server" Style="z-index: 101; left: 152px; position: absolute;
            top: 256px"></asp:Label>
        
    
    </div>
    </form>
</body>
</html>
Advsearch.aspx.vb
Imports System.data
Imports System.Data.SqlClient
Partial Class advsearch
    Inherits System.Web.UI.Page
    Public al As New ArrayList
    Public tempAl As New ArrayList
    Public resultsAl As New ArrayList
    Protected Sub Page_Load(ByVal sender As Object, ByVal e As System.EventArgs) Handles Me.Load
    End Sub
    Protected Sub SearchBtn_Click(ByVal sender As Object, ByVal e As System.EventArgs) Handles SearchBtn.Click
        Try
            Dim SearchIncluding As String
            Dim phrase As String
            Dim SearchPhrase As String
            Dim orWords As String
            Dim SearchOr As String
            Dim excluding As String
            Dim SearchExcluding As String
            Dim AndWordsList As String
            Dim NearWordsList As String
            Dim AndList() As String
            Dim NearList() As String
            Dim tempString As String
            Dim searchNear As String
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            Dim filetype As String
            Dim filetypeCmd As String
            Dim ch() As Char = {" ", ",", ":", ";", "?", ".", "!"}
            Dim b As Boolean
            b = False
            'Έλεγχος εάν ο χρήστης έχει επιλέξει αναζήτηση σε κάποιον τύπο αρχείου και δημιουργία του συμπληρωματικού ερωτήματος για αυτόν  
τον τύπο 
            If FileTypeList.SelectedValue = "All" Then
                filetypeCmd = ""
            Else
                filetype = FileTypeList.SelectedValue.ToString
                filetypeCmd = " and Files.FileType='" & filetype & "'"
                'Έλεγχος εάν υπάρχει κείμενο στο πεδίο και για την περίπτωση που αυτό είναι το πρώτο σύνολο αποτελεσμάτων ώστε να 
αποθηκευθεί για να συγκριθεί μετά ή σε  αντίθετη περίπτωση για να συγκριθεί  με το υπάρχων σύνολο
            End If
            If AndTxtBx.Text <> "" Then
                tempString = AndTxtBx.Text.ToString()
                AndList = tempString.Split(ch, StringSplitOptions.RemoveEmptyEntries)
                AndWordsList = AndList(0)
                Dim x As Integer
                '            Αφαίρεση σημείων στίξης .
                'Επειδή η αναζήτηση πλήρους κειμένου δεν υποστηρίζει  σαν παράμετρο πολλαπλές λέξεις  σπάμε το αλφαριθμητικό σε λέξεις 
προστίθοντας τον τελεστή μπούλεαν  and  
                For x = 1 To AndList.Length - 1
                    AndWordsList = AndWordsList & " AND " & AndList(x)
                Next
                If b = False Then
                    SearchIncluding = "select Files.FileName, Files.FileID, Files.FileType from files where Contains (Files.FileImage,'" & AndWordsList &  
"')" & filetypeCmd
                    getData(SearchIncluding)
                    resultsAl = New ArrayList(al)
                    b = True
                Else
                    SearchIncluding = "select Files.FileName, Files.FileID, Files.FileType from files where Contains (Files.FileImage,'" & AndWordsList &  
"')" & filetypeCmd
                    getData(SearchIncluding)
                End If
                CompareResults()
            Else
            End If
            If PhraseTxtBx.Text <> "" Then
                If b = False Then
                    phrase = PhraseTxtBx.Text.ToString()
                    SearchPhrase = "SELECT   Files.FileName, Files.FileID, Files.FileType FROM Files Join ContainsTable (Files,*, '"" " & phrase & """') 
FTS on Files.FileID = FTS.[KEY]" & filetypeCmd
                    getData(SearchPhrase)
                    resultsAl = New ArrayList(al)
                    b = True
                Else
                    phrase = PhraseTxtBx.Text.ToString()
                    SearchPhrase = "SELECT   Files.FileName, Files.FileID, Files.FileType FROM Files Join ContainsTable (Files,*, '"" " & phrase & """') 
FTS on Files.FileID = FTS.[KEY]" & filetypeCmd
                    getData(SearchPhrase)
                End If
                CompareResults()
            Else
            End If
            If OrTxtBx.Text <> "" Then
                If b = False Then
                    orWords = OrTxtBx.Text.ToString()
                    SearchOr = "select Files.FileName, Files.FileID, Files.FileType from files where  freetext (Files.FileImage,'" & orWords & "')" &  
filetypeCmd
                    getData(SearchOr)
                    resultsAl = New ArrayList(al)
                    b = True
                Else
                    orWords = OrTxtBx.Text.ToString()
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                    SearchOr = "select Files.FileName, Files.FileID, Files.FileType from files where  freetext (Files.FileImage,'" & orWords & "')" &  
filetypeCmd
                    getData(SearchOr)
                End If
                CompareResults()
            Else
            End If
            If NotTxtBx.Text <> "" Then
                If b = False Then
                    excluding = NotTxtBx.Text.ToString()
                    SearchExcluding = "select Files.FileName, Files.FileID, Files.FileType from files where not freetext (Files.FileImage,'" & excluding & 
"')" & filetypeCmd
                    getData(SearchExcluding)
                    resultsAl = New ArrayList(al)
                    b = True
                Else
                    excluding = NotTxtBx.Text.ToString()
                    SearchExcluding = "select Files.FileName, Files.FileID, Files.FileType from files where not freetext (Files.FileImage,'" & excluding & 
"')" & filetypeCmd
                    getData(SearchExcluding)
                End If
                CompareResults()
            Else
            End If
            If nearTxtBx.Text <> "" Then
                tempString = nearTxtBx.Text.ToString()
                NearList = tempString.Split(ch, StringSplitOptions.RemoveEmptyEntries)
                NearWordsList = NearList(0)
                Dim x As Integer
                For x = 1 To NearList.Length - 1
                    NearWordsList = NearWordsList & " near " & NearList(x)
                Next
                If b = False Then
                    searchNear = "select Files.FileName, Files.FileID, Files.FileType from files where Contains (Files.FileImage,'" & NearWordsList & "')" 
& filetypeCmd
                    getData(searchNear)
                    resultsAl = New ArrayList(al)
                    b = True
                Else
                    searchNear = "select Files.FileName, Files.FileID, Files.FileType from files where Contains (Files.FileImage,'" & NearWordsList & "')" 
& filetypeCmd
                    getData(searchNear)
                End If
                CompareResults()
            Else
            End If
            'αποθήκευση του arraylist στο session για να μην χαθεί μετά το postback που γίνεται όταν αλλάζει η σελίδα των αποτελεσμάτων 
            Session.Add("ArrayList", resultsAl)
            ' Εμφάνιση του αριθμού των αποτελεσμάτων και σύνδεση του Gridview με το arraylist που περιέχει τα αποτελέσματα
            If resultsAl.Count = 0 Then
                NoResultLbl.Text = "Δεν βρέθηκαν αποτελέσματα"
                GridView1.Visible = False
            ElseIf resultsAl.Count = 1 Then
                NoResultLbl.Text = "Βρέθηκε " & resultsAl.Count & " αποτέλεσμα "
                GridView1.Visible = True
                GridView1.PageSize = CType(NoPages.SelectedValue, Integer)
                GridView1.DataSource = resultsAl
                GridView1.DataBind()
            Else
                NoResultLbl.Text = "Βρέθηκαν " & resultsAl.Count & " αποτελέσματα "
                GridView1.Visible = True
                GridView1.PageSize = CType(NoPages.SelectedValue, Integer)
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                GridView1.DataSource = resultsAl
                GridView1.DataBind()
            End If
        Catch ex As Exception
            Server.Transfer("error.aspx")
        End Try
    End Sub
    Sub getData(ByVal SearchStr As String)
        ' σύνδεση με την βάση και εκτέλεση της τρέχουσας εντολής
        Dim SearchDtr As SqlDataReader
        Dim con As SqlConnection
        Dim SearchCmd As SqlCommand
        con = New SqlConnection("Server=.\SQLEXPRESS;Integrated Security= true; Database=IndexingFiles")
        SearchCmd = New SqlCommand(SearchStr, con)
        con.Open()
        SearchDtr = SearchCmd.ExecuteReader()
        '  δημιουργία του arraylist και των αντικειμένων result. Σε κάθε αντικείμενο result αποθηκεύεται η εγγραφή κάθε αποτελέσματος και στην 
συνέχεια το αντικείμενο αυτό
        ' προστίθεστε στην arraylist
        While SearchDtr.Read()
            Dim r As New result()
            r.FileName = SearchDtr("FileName")
            r.FileID = SearchDtr("FileID")
            r.FileType = SearchDtr("FileType")
            al.Add(r)
        End While
        con.Close()
    End Sub
    Sub CompareResults()
        ' Με αυτήν την μέθοδο συγκρίνονται τα αποτελέσματα που υπάρχουν μέσα στην μνήμη με τα αποτελέσματα τρέχουσας  εντολής έτσι ώστε 
να βρεθούν τα κοινά τους  στοιχειά και να σωθούν .  έτσι ο χρήστης θα πάρει σαν συνολικό αποτέλεσμα μόνο αρχεία τα οποία πληρούν όλα τα 
ερωτήματα που αυτός έχει θεσει
        Dim i As Integer
        For i = 0 To resultsAl.Count - 1
            Dim y As Integer
            For y = 0 To al.Count - 1
                Dim aresult As result
                Dim bresult As result
                aresult = resultsAl(i)
                bresult = al(y)
                If aresult.FileID = bresult.FileID Then
                    tempAl.Add(resultsAl(i))
                    Exit For
                End If
            Next y
        Next i
        resultsAl = New ArrayList(tempAl)
        al.Clear()
        tempAl.Clear()
    End Sub
    Protected Sub ClrBtn_Click(ByVal sender As Object, ByVal e As System.EventArgs) Handles ClrBtn.Click
        ' καθαρίζει τα πεδία 
        NotTxtBx.Text = ""
        OrTxtBx.Text = ""
        PhraseTxtBx.Text = ""
        nearTxtBx.Text = ""
        AndTxtBx.Text = ""
    End Sub
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    Protected Sub GridView1_PageIndexChanging(ByVal sender As Object, ByVal e As System.Web.UI.WebControls.GridViewPageEventArgs) 
Handles GridView1.PageIndexChanging
        Dim resultsAl As ArrayList
        ' διάβασμα του αντικειμένου που είναι στην cache και μετατροπή του σε arraylist
        resultsAl = CType(Session("ArrayList"), ArrayList)
        GridView1.DataSource = resultsAl
        GridView1.PageIndex = e.NewPageIndex
        GridView1.DataBind()
    End Sub
End Class
Result.vb
Imports Microsoft.VisualBasic
Public Class result
    Private m_Rank As String
    Private m_FileName As String
    Private m_FileID As String
    Private m_FileType As String
    Public Property Rank() As String
        Get
            Return m_Rank
        End Get
        Set(ByVal value As String)
            m_Rank = value
        End Set
    End Property
    Public Property FileName() As String
        Get
            Return m_FileName
        End Get
        Set(ByVal value As String)
            m_FileName = value
        End Set
    End Property
    Public Property FileID() As String
        Get
            Return m_FileID
        End Get
        Set(ByVal value As String)
            m_FileID = value
        End Set
    End Property
    Public Property FileType() As String
        Get
            Return m_FileType
        End Get
        Set(ByVal value As String)
            m_FileType = value
        End Set
    End Property
End Class
Web.config
<?xml version="1.0"?>
<!-- 
    Note: As an alternative to hand editing this file you can use the 
    web admin tool to configure settings for your application. Use
    the Website->Asp.Net Configuration option in Visual Studio.
    A full list of settings and comments can be found in 
    machine.config.comments usually located in 
    \Windows\Microsoft.Net\Framework\v2.x\Config 
-->
<configuration>
<appSettings/>
<connectionStrings>
  <add name="ConnectionString" connectionString="Data Source=.\SQLEXPRESS;AttachDbFilename=|DataDirectory|\IndexedFiles.mdf;Integrat-
ed Security=True;User Instance=True"
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   providerName="System.Data.SqlClient" />
  <add  name="IndexingFilesConnectionString"  connectionString="Data  Source=THESIS-75C5B669\SQLEXPRESS;Initial 
Catalog=IndexingFiles;Integrated Security=True"
   providerName="System.Data.SqlClient" />
 </connectionStrings>
<system.web>
<!-- 
            Set compilation debug="true" to insert debugging 
            symbols into the compiled page. Because this 
            affects performance, set this value to true only 
            during development.
            Visual Basic options:
            Set strict="true" to disallow all data type conversions 
            where data loss can occur. 
            Set explicit="true" to force declaration of all variables.
        -->
<customErrors defaultRedirect="~/error.aspx" />
  <compilation debug="true" strict="false" explicit="true"/>
<pages>
<namespaces>
<clear/>
<add namespace="System"/>
<add namespace="System.Collections"/>
<add namespace="System.Collections.Specialized"/>
<add namespace="System.Configuration"/>
<add namespace="System.Text"/>
<add namespace="System.Text.RegularExpressions"/>
<add namespace="System.Web"/>
<add namespace="System.Web.Caching"/>
<add namespace="System.Web.SessionState"/>
<add namespace="System.Web.Security"/>
<add namespace="System.Web.Profile"/>
<add namespace="System.Web.UI"/>
<add namespace="System.Web.UI.WebControls"/>
<add namespace="System.Web.UI.WebControls.WebParts"/>
<add namespace="System.Web.UI.HtmlControls"/>
</namespaces>
</pages>
<!--
            The <authentication> section enables configuration 
            of the security authentication mode used by 
            ASP.NET to identify an incoming user. 
        -->
<authentication mode="Windows"/>
<!--
            The <customErrors> section enables configuration 
            of what to do if/when an unhandled error occurs 
            during the execution of a request. Specifically, 
            it enables developers to configure html error pages 
            to be displayed in place of a error stack trace.
        <customErrors mode="RemoteOnly" defaultRedirect="GenericErrorPage.htm">
            <error statusCode="403" redirect="NoAccess.htm" />
            <error statusCode="404" redirect="FileNotFound.htm" />
        </customErrors>
        -->
</system.web>
</configuration>
Stored procedures
CREATE proc sp_getdoc(@FileID int)
as
begin
 select FileImage, FileName, FileType from Files where FileID = @FileID
end
CREATE PROCEDURE spUploadFile
@FileName varchar(50) ,
@FileImage varbinary(max),
@FileType varchar(5) ,
@TimeUploaded datetime
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AS
INSERT Files (FileName, FileImage, FileType, TimeUploaded)
    VALUES(@FileName,@FileImage,@FileType,@TimeUploaded)
SQL Code
CREATE TABLE [dbo].[Files](
[FileID] [int] IDENTITY(1,1) NOT NULL,
[FileName] [varchar](50) NOT NULL,
[FileImage] [varbinary](max) NOT NULL,
[FileType] [varchar](5) NOT NULL,
[TimeUploaded] [datetime] NOT NULL
) ON [PRIMARY]
GO
SET ANSI_PADDING OFF
sp_fulltext_database enable
Create FullText Catalog Files
CREATE UNIQUE INDEX ui_IndexingFiles on Files(FileID)
CREATE FULLTEXT INDEX ON Files
     
     KEY INDEX ui_IndexingFiles
          ON Files
     
sp_fulltext_column 'Files','FileImage', 'add',0,'FileType'
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