Introduction
An undergraduate course in Software Engineering has been offered at the University of Wisconsin-LaCrosse for the past three years.
The intent of the course is to present a broad overview of most of the areas of Software Engineering.
~s t Software Engineering courses offered will also cover the general aspects of Software Engineering.
However, UW-LaCrosse students participate in a group project where they apply these Software Engineering concepts. Each team of students design a system, make a system design presentation, "hire" programmers, integrate the system modules, and document their system.
The administration of group projects in general is complicated; however the administration of this type of project with the large amount of interaction among t~e students is worse. This paper makes ah attempt to outline this Software Engineering course with particular attention on the administration of the project.
Section II describes the type of students taking the course, and a general description of the topics covered in the course.
In section III the project itself is discussed with attention focused on the need for a project, what is expected of the students and the administration of the project.
Section IV describes how parts of the course have been automated to relieve some of the problems of administration. Finally, the last section of the paper summarizes .the impact of this course on the students and their employers.
II. General Explanation of Topics Covered
This is a beginning course in Software Engineering.
The prerequisites are
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© 1983 A C M 0 -8 9 7 9 1 -0 9 1 -5 / 8 3 / 0 0 2 / 0 0 5 7 $ 0 0 . 7 5 two courses in programming and Data Structures. It is recommended that the student take Software Engineering immediately after Data Structures and before the more difficult upper divisional courses.
Due to the amount of interaction among the students, the course becomes very time consuming. Since the course is an elective and as stated above requires a large time commitment, the students taking the course are highly motivated in Computer Science. This is a very broad course in Software Engineering.
Several topics are covered, but few are covered in depth.
The following issues are discussed: Granted, there are many more topics that I would like to cover however, time is limited and I feel that these issues cover the general scope for a beginning course in Software Engineering.
The above schedule is by no means exact, each topic is also supplemented with any current concepts found in the literature.
III. Actual Project
It is my goal in this Software Engineering course to not only give the students a broad background in Software Engineering issues but also to give them a "real world" experience in the design and integration of a "large" system. Each system will ultimately contain 2000 -3000 lines of commented code.
With these goals in mind, I feel that a team project is necessary.
The students are responsible for the complete design of the project. The systems are designed by a three person team.
The team is responsible for selection of a project of an appropriate size, design of a suitable hierarchy chart, and writing the specifications for the modules in their system.
Other students will then write the code for the modules according to the specifications.
Finally, the team is responsible for integrating the modules.
Due to time constraints most systems developed by industry are not designed, implemented and tested by a single individual.
Thus, it is felt that students should have the experience of developing a system with the team approach.
Another benefit of this project approach is that the student must write modules from another student's specifications (as opposed to the instructor's specifications).
This generates a substantial amount of discussion on what's needed in a specification.
All of these benefits definitely outweigh the problems involved in the adminstration of the project.
The first few times I taught this course, the projects assigned were typically projects like editors and word formatters. However, I have found that the students perform better by allowing them to select their own projects.
The teams are told to develop a system to play an interactive game.
Since the project itself is of little consequence, I have chosen games. The idea of writing a game is a great motivation to the students.
Some The students in a team are expected to give a formal presentation of their system.
Each team presents for 25 minutes. During this time they are expected to give a general explanation of their project, explain their data structures, the detailed explanation of the modules in the system, and a hierarchy showing the interaction among the modules.
The team will also give their programming criteria (i.e. structured code, and comments), the testing requirements, a due date, and the policy for late programs.
Programming
Each three-person design team is required to distribute 300 points over their modules.
There is then an average of 100 points for each individual in the class. Students may elect to contract for more or less than 100 points.
Prior to the auction the team distributes 300 points over their modules.
During the auction, these points may change.
For example, a student wishing to do a 50 point module may offer to do it for 40, the team may then put the other 10 points on another module.
After the programmer has turned over his module and it has been integrated, the designers assign a grade to the module. Assuming the student contracted for a 50 point module, the team will give 50 points if the module met their specifications and their programming criteria.
The team may deduct points for insufficient testing, unstructured code, or if the module is late.
If the programmer does not turn in a module the team will give the programmer a negative 50 points (in other words 50 points will be subtracted from the student's overall points).
The use of negative points was developed to discourage students from contracting for 200 points with the intention of only doing i00.
Any points (out of the original 300) not awarded may be given to other students who programmed for the team, i.e. if a module was contracted which turned out tO be more difficult than anticipated (which always happens) then the programmer may be awarded extra points. All grading of modules is done by the team with only rough guidelines from the instructor.
3.
Design and System Grading There are 300 points to be awarded to each design team.
Providing the system works according to the specifications, and providing the original design and specifications were of reasonable quality, all 300 points will be awarded.
However, if the system is not totally working, an appropriate percentage of points will be deducted.
For example, if only 80% of the system is working, then 80% of the 300 points, or 240, will be awarded.
Distribution of the system points within the group is again done by the students. Each student is asked to turn in a percent for each member of the team; this is to reflect the amount of time that the student felt each team member contributed to the team. The three percents are then averaged and the average given to the students.
If the percent for a given student is 40%, that students is then given 40% of the determined system points.
The In the past three years of teaching this course, I have had absolutely no problems with th~s method of awarding system points.
IV. Automation of Software Engineering Course
The following is a list of automated or partially automated portions of the course:
i.
Selection of teams I have given student projects where the students select their own teams and where the teams were selected randomly, and neither system worked for me.
I have been using an automated method for one year and it has worked very well.
The algorithm selects 'optimal' groups.
By optimal, I mean that each team will have approximately the same ability, the same time committment, and have at least two times during the week when the entire team may get together for meetings.
The students supply the following information which the algorithm then uses to select teams:
Computer Science courses previously taken and the grades received.
2.
Computer Science courses currently enrolled in (more difficult courses imply that the student might not have much time to spend on the course.)
3. Whether or not the student is graduating (Graduating seniors will be busy interviewing~)
4.
The times during the day and on weekends when the student is free.
5.
Two people that the student would like to work with (used only if the team is still 'op%imal'.)
6.
One student who the student will not work with (There are always personality clashes, the algorithm guarantees that this will be considered.)
The program for team selection then calculates a number reflecting the amount and quality of work each student is capable of producing.
The program then selects teams such that the sum of the student numbers for each team is above a specified "optimum".
After optimal teams are ~e-lected, student preferences are considered and used only if the teams still remain optimal.
Automation of Grading Specifications
Using ADLIF ADLIF, an ADA-like Design Language based on Information Flow, is currently being developed at University of WisconsinLaCrosse.
The students are required to write their specifications in ADLIF. An analyzer will produce the Information Flow Complexity Metric for the system. This complexity will then be used in grading the design.
The results from this are as yet unknown for this is the first semester ADLIF is being used.
Automation of Time Reporting and Grading
The students are required to report all the time they spend on the course. This time reporting does not work unless the student is constantly reminded, hence it has been automated.
Each time a student logs on to the system, he is forced to report all time spent for design, testing, coding, etc.
Although the integrity of this data cannot be monitored, I intend to produce several correlations of data to test generally accepted hypotheses. For example, the correlation of time spent doing design to successful completion of project.
The designers report the "grading" of their programmers and the percentages they are giving to other team members. These scores are handled with the same mechanism as the time reporting. This m e c h a n i s m maintains a data base of student and team reports for system design, walkthroughs, and programming points. Project grades are then automatically calculated for each student.
V. Conclusion
I have been teaching this course for five semesters.
A lot of work has been put into the development of this course. It is my aim, in this course, to give the students a "real world" experience. They are exposed to the challenge of integrating other individual's code, working with teams, taking an entire system through requirements, design, specifications, and system testing, and using some state-of-theare Software Engineering methodologies. I have had very positive feedback from a number of sources.
First from numerous employers who have hired our graduates. They tell me that this software engineering course is exactly the kind of training new employees should have.
The second feedback comes from the students themselves. During the semester, the students who are enrolled in the course are exposed to a lot of theory.
At the time, many of them question whether the theory is really used.
The students come back the next semester or in a year and tell me that "all that stuff really works" or "I really have to use that theory on my job."
In conclusion, the development of this Software Engineering course has been a real learning experience.
Handling a team project is never easy, but I hope this paper gives a few administrative suggestions to anyone considering a similar course.
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