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This master's thesis deals with path planning of omnidirectional mobile robot using the RRT 
algorithm  (Rapidly-exploring  Random  Tree).  Theoretical  part  describes  basic  algorithms  of  path 
planning and presents closer view on RRT and its potential. Practical part deals with designing and 
creation  of  essentially  multiplatform C++  application  in  Windows  7  environment  with  Qt  4.8.0 
application framework, which implements advanced RRT algorithms with user-programmable solver 
and special batch mode. This mode is used for testing the effectiveness of solver on given tasks and it  
is  based  on  post-processing  and  visualization  of  measurement  tasks  output  by Python  language. 
Computed  paths  can  be  enhanced  by  shortening  algorithms  and  result  trajectory  sent  to  Maxon 
Compact Drives of omnidirectional platform via the CANopen. Application puts emphasis on modern 
GUI with reliable and powerful 2D graphics engine.
ABSTRAKT
Tato  diplomová  práce  práce  se  zabývá  plánováním cesty všesměrového mobilního  robotu 
pomocí  algoritmu  RRT  (Rapidly-exploring  Random  Tree  –  Rychle  rostoucí  náhodný  strom). 
Teoretická část popisuje základní algoritmy plánování cesty a prezentuje bližší pohled na RRT a jeho 
potenciál. Praktická část práce řeší návrh a tvorbu v zásadě multiplatformní C++ aplikace v prostředí  
Windows 7 za použití aplikačního frameworku Qt 4.8.0, která implementuje pokročilé RRT algoritmy 
s  parametrizovatelným  řešičem  a  speciálním  dávkovým  režimem.  Tento  mód  slouží  k testování 
efektivnosti nastavení řešiče pro dané úlohy a je založen na post-processingu a vizualizaci výstupu 
měřených úloh pomocí jazyka Python. Vypočtené cesty mohou být vylepšeny pomocí zkracovacích 
algoritmů  a  výsledná  trajektorie  odeslána  do  pohonů Maxon Compact  Drive  všesměrové  mobilní 
platformy  pomocí  CANopen.  Aplikace  klade  důraz  na  moderní  grafické  uživatelské  rozhraní  se 
spolehlivým a výkonným 2D grafickým engine.
KEYWORDS
path  planning,  mobile  robot,  Rapidly-exploring  Random  Tree,  bidirectional  search, 
nonholonomic planning, Qt framework, C++, Python, Maxon, MCD EPOS
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API Application Programming Interface
API application programming interface
AUV autonomous underwater vehicle
BFS breadth-first search
C++ C Plus Plus programming language
CAN controller area network
Deg degrees
DFS depth-first search
DOM Document Object Model
FTDI Future Technologies Devices International Ltd.
FTP File Transfer Protocol
GCS Global Coordinate System
GM General Motors
GUI graphical user interface
HTTP Hypertext Transfer Protocol
IDDFS iterative deepening depth-first search
IDE integrated development environment
IEC International Electrotechnical Commission
IFR International Federation of Robotics
ISO International Organization for Standardization
IT information technology
LCS Local Coordinate System
LERT linear, extensional, rotating, twisting
LSS Layer Setting Services
MCD Maxon Compact Drive
MOC Meta Object Compiler
MS Microsoft
MSVS Microsoft Visual Studio




PDA Personal Digital Assistant
RCC Resource Compiler
RDT Rapidly-exploring Dense Tree
RRT Rapidly-exploring Random Tree
SAX Simple API for XML
SCARA Selective Compliant Assembly Robot Arm
SDK software development kit
SQL Structured Query Language
SVG Scalable Vector Graphics
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TCP Transmission Control Protocol
UAV unmanned aerial vehicle
UDP User Datagram Protocol
UGV unmanned ground vehicle
UI user interface
UIC User Interface Compiler
XML Extensible Markup Language
.dmp memory dump file
.exe executable binary file
.ini informal standard for configuration files, stands for “initialization”
.odf OASIS Oped Document Format for Office Applications
.png Portable Network Graphics
.svg Scalable Vector Graphics
.tsv tab spaced values
.tsr tab spaced result
.rrtm RRT map
.xml XML file
.zip zip data compression file format
Symbols
α1 angle at which the wheel 1 is located on the y-axis of the LCS
α2 angle at which the wheel 2 is located on the y-axis of the LCS
α3 angle at which the wheel 3 is located on the y-axis of the LCS
α j angle at which the wheel j is located on the y-axis of the LCS
ω j angular velocity of the wheel j
ω j( i) angular velocity of the wheel j at a given point
ωmax maximal angular velocity of the wheel
ωmin minimal angular velocity of the wheel
θ˙ angular velocity of the robot center in the GCS
θ steering angle of the robot in the appropriate coordinate system
θG (i) steering angle of the robot at a given point in the GCS
θG (i−1) steering angle of the robot in the previous point in the GCS
θG ,i+1 steering angle of the robot in the next main point in the GCS
a1 acceleration of the wheel 1
a2 acceleration of the wheel 2
a3 acceleration of the wheel 3
amax maximal acceleration of the wheel
N total number of the path points
r radius of the wheel
R distance from the robot's center to the center of the wheel
S robot's chassis center
s( i+1) distance from the previous point to the next main point
si distance from the previous point to a given point
s distance between two points
Δ t time of discretization
t f path's total time
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v1 peripheral velocity of the wheel 1
v2 peripheral velocity of the wheel 2
v3 peripheral velocity of the wheel 3
v j peripheral velocity of the wheel j
vT (i) velocity of the robot's center at a given point
vT , i+1 velocity of the robot's center in the next main point
vT (i−1) velocity of the robot's center in the previous point
v tran translational movement of omnidirectional wheels
vrot rotational movement of omnidirectional wheels
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x˙ velocity of the robot's center on the x-axis in the GCS
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x˙G ,i+1 velocity of the robot's center on the x-axis in the next main point in the GCS
Δ x˙ increment of the velocity of robot's center on the x-axis in the GCS
yG(i) position of the robot's center on the y-axis at a given point in the GCS
yG(i−1) position of the robot's center on the y-axis in the previous point in the GCS
y˙ velocity of the robot's center on the y-axis in the GCS
y˙G(i−1) velocity of the robot's center on the y-axis in the previous point in the GCS
y˙G ,i+1 velocity of the robot's center on the y-axis in the next main point in the GCS
Δ y˙ increment of the velocity of robot's center on the y-axis in the GCS
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1 INTRODUCTION
When people societies first began to develop, almost all productions and effort were the result 
of  human  labor  in  the  cooperation  with  domesticated  animals.  As  first  mechanical  devices  were 
discovered,  the  machinery was  used  for  repetitive  tasks  soon  and  became  very  slowly over  the  
centuries more complex with technological advance. During the Industrial age, almost all the practical  
applications were based on mechanics. In the last century, the driving force of development became 
electronics  instead  of  mechanics.  Since  the  transistor  was  invented,  the  capabilities  of  electronic 
devices and almost all  the technological and social  changes in the late 20 th and early 21st century 
became more or less linked with Moore's law: the number of components is doubled every year.  [32] 
The exponential  growth  in  the  latest  years  is  evidently  visible  in  the  field  of  information 
technologies (IT), where the rapid development of computers and programming languages in recent 
years brought mankind very powerful potential in robotics with related progress in the path planning 
of  mobile  robots.  Currently,  robots  are  able  to  solve  complicated  problems  in  many  complex 
environments. The nature of robots to work in a strange or aggressive environment opens up wide 
possibilities  of  usage,  also  as  substitutes  for  human  labor.  Science  of  robotics  is  growing  more 
important and becomes more accessible for the ordinary people. Almost every major university today 
has a laboratory that is focused on robotic research.
Path  planning  (mainly  referred  to  as  motion  planning  in  the  cases  where  trajectory  is 
parameterized  by  time,  informally  also  known  as  the  “navigation  problem”  or  “piano  mover's  
problem”) is applicable in many sectors such as industrial robotics, autonomy, automation, robotic  
surgery and  automated  space  exploration.  Other  valuable  applications  are  the  areas  of  computer 
graphics, video games artificial intelligence (AI), architectural design and animation. In the field of AI,  
the  term  planning  generally  means  finding  a  sequence  of  movement  operations,  which  are 
transforming the initial position of the state (position) of the object in the environment to a desired 
state (position). Basic motion planning problem is to produce continuous motion that connects initial 
and goal configuration, while avoiding obstacles in two-dimensional (2D) or three-dimensional (3D) 
workspace; where the motion is  represented as a path in usually higher-dimensional configuration 
space. Robot path planning is concerned with generating suitable trajectory for the robot, avoiding  
collision with known obstacles in the given space based on reality. This can be a real time processing  
task during robot's  motion or a simple processing task before the start  of  the movement. Another 
assignment associated with planning algorithms is the inclusion of correction algorithms in order to 
make  designed  trajectory  more  effective.  Advanced  approach  requires  taking  into  account  the 
kinematics of the nonholonomic robotic device – these are car-like robots, tractor-trailers, movable 
robotic arms and others.
The  aim  of  this  thesis  is  to  present  a  closer  view  to  the  problems  of  path  finding 
of omnidirectional  mobile  robot  using  the  Rapidly-exploring  Random  Tree (RRT)  algorithm, 
developed  by  Steven  M.  LaValle  and  James  Kuffner.  These  are  data  structures  equipped  with 
algorithm designed for searching in non-convex high-dimensional spaces. In a nutshell, the tree is  
constructed in a way that any random sample from free space is added by connection with closest  
sample that  is  already in the tree.  This is  yet  simple,  but  very powerful  with low operating cost.  
Important benefit is the greedy behavior of growing branches biased to expand very quickly towards 
unexplored areas – this is what makes them really “rapidly-exploring”. The only inconvenience is the  
amount of nearest node queries, which grows with the size of the tree. Brute force on is not unlimited, 
especially on mobile devices, therefore it is necessary to use some kind of optimization. [1]
Main  output  of  the  thesis  is  Microsoft  Windows  based  (but  essentially  multi-platform) 
application designed for Microsoft Windows 7 environment, which is written in  C++ programming 
language using  Qt 4.8 application framework.  Application allows further exploring of the abilities 
of RRT algorithm, using highly parameterizable solver, multiple variants of RRTs and special batch 
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mode for repeated measurement tasks. Output statistical data are further processed and visualized by 
Python language  scripts  using  Matplotlib graphic  library.  Statistics  and  graph  plotting  is  easily 
accessed  from  user  interface  (UI).  The  application  provides  appropriate  graphic  user  interface 
including convenient “editor of the world” with the possibilities of saving and loading maps in proper 
file format, using  Extensible Markup Language (XML) files for storing robot configurations and other 
data.  Graphical  User  Interface (GUI)  provides  optional  scaling  of  the  view,  image  export  and 
convenient  visualization  of  the  scene.  Computed  trajectories  can  be  shortened  by  optimization 
algorithms and sent to Maxon motors of omnidirectional mobile platform as a sequence of CANopen 
communication objects.
This thesis ideologically follows the previous bachelor's thesis [19]. First half of the document 
explains the basic concepts necessary for understanding the given topic and brings readers the issue 
of path planning in robotics in general.  In the very first  chapters is  reader briefly informed about  
robots,  their  history  and  classification,  and  also  about  terms  obstacle,  environment  and  its 
representation and path planning itself. Special emphasis is placed on omnidirectional mobile devices.  
The following part is a description and classification of the path planning algorithms. From the field 
of informed  path  search  it  presents  methods  based  on  grids  and  decomposition,  roadmaps  and 
probabilistic methods. From the field of uninformed path search thesis brings a closer view to the bug 
algorithms. On the following pages the reader is informed in detail about the actual RRT algorithm and 
variants  of  its  implementation:  unidirectional  (single-tree),  bidirectional  (two-tree)  and  multi-
directional tree (more than two trees), about their possibilities and examples of use. Second half of the  
thesis informs about used software (framework, programming languages) and hardware technologies 
(communication, motors, gearboxes). The following pages of the second half are featuring controls  
of the RRTExplorer 2.0 application with screenshots and detailed info. Moreover, this part contains 
a brief description of the software implementation and its architecture. Used presentation technologies 
and development environment are explained as well. Last chapters are devoted to the conclusions and 
results of sample measurements with the application study – presentation of application's possibilities.
For better orientation in text, contents are followed by List of Abbreviations and Symbols and 




This chapter defines, or makes clear to the reader the terms: robot, obstacle, path planning and 
representation of the environment. It focuses on word origins, brief historical introduction and general 
explanations of the concepts.
2.1 Robot
Definition: “Any automatically operated machine that replaces human effort, though it may 
not resemble human beings in appearance or perform functions in a human-like manner. By extension, 
robotics  is  the  engineering  discipline  dealing  with  the  design,  construction,  and  operation 
of robots.“ [9]
2.1.1 The Word Origin
The word robot was presented to the public by the Czech interwar writer Karel Čapek in his  
play R.U.R. (Rossum's Universal Robots), first published in 1920. It is frequently thought, that he 
coined the word himself, but it was his brother, painter and writer Josef Čapek, who pointed on fact  
that robot is close to Czech word “robota” (means labor in most of Slavic languages) and also easy 
to pronounce in non-Slavic languages. [54]
2.1.2 History
Many ancient cultures include the idea of automaton (self-operating machine, plural: automata 
or automatons) or just artificial people. In mythologies of Ancient Greek are mentioned mechanical  
servants  built  by the  Greek god Hephaestus. [12] Inventors  of  Ancient  China [33] and Ptolemaic 
Egypt [39] attempted to build first self-operating mechanical devices, mostly resembling animals or 
humans. In Jewish folklore, a golem is an animated anthropomorphic being created from inanimate 
matter, usually mud. The most famous is the legend about the Prague Golem, supposedly created by 
Judah Loew ben Bezalel, the late 16th century chief rabbi of Prague. [38]
In Renaissance Italy, Leonardo di ser Piero da Vinci sketched plans for mechanical knight  
known as Leonardo's robot around 1495. It was able to move its head and jaw, wave its arms and even  
sit up or perform combat movements. [42]
Japanese  craftsman  Hisashige  Tanaka,  known  as  “Japan's  Edison”,  created  a  collection 
of extremely complex mechanical toys capable of painting Japanese kanji characters, serving tea or 
firing arrows drawn from a quiver. [15]
Figure 1: Jacques Vaucansons's 1730s duck automaton able to eat and digest fish [47]
In  1898  Nikola  Tesla  demonstrated  a  radio-controlled  boat. [50] With  his  patents 
for “teleautomation” US Navy became interested into development of improved under-water weapon 
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systems – guided torpedoes. [45]
First mature robot patent was a device called the Programmed Article Transfer applied by 
George  Devol  in  1954.  His  company  called  Unimation  (short  for  “Universal  Automation“) 
manufactured the first industrial robot Unimate. It was hydraulically powered. Its control system was 
using a magnetic drum memory and discrete solid-state control components. Main purpose of first 
Unimation  robots  was  to  lift  pieces  from  die  casting  machines  in  General  Motors  (GM)  Plant 
in Turnsted, New Jersey, USA. There were used for “the three 'D' kinds of jobs” – dirty, difficult and 
dangerous.
Figure 2: Unimate robot joined the assembly line at GM in 1961 [3]
Unimation  had  almost  no  competitors  until  the  end of  1970s,  when the  field  of  robotics 
entered several big Japan conglomerates. Japan did not legally recognized American patent law, so it  
quickly started a production of similar and soon even more improved versions of industrial robots [14]
Japan leads industrial robotics and until these days still leads in research. Commercial and 
industrial robots are nowadays widespread in developed countries. They can perform cheaply or more 
accurate than human in some tasks. They are usually employed for jobs hardly suitable for humans. 
Robots  are  used  in  assembly,  packing,  transport,  manufacturing,  space  exploration  and  mass  
production of various goods. Modern technological world is hard to imagine without massive usage  
of robots.
2.1.3 Society with Robots
Half of all the robots on the planet are in Asia, approximately 32% in Europe, 16% in North 
America, 1% in Australasia and 1% in Africa. 40% of all the robots in the world are in Japan, making  
it the country with highest number of robots. [51]
Figure 3: Expansion of Robots on Earth, Japan leads [41]
International Federation of Robotics (IFR) reported in World Robotics 2011: “In 2010, robot 
sales almost doubled compared to 2009 to 118,337 units. The automotive industry and the electronics  
industry were the main drivers of the strong recovery.” [17] Furthermore, IFR predicts this surge will 
continue  growing  with  10%  increases  each  of  the  next  three  years.  Service  robots  are  expected 
to nearly double in number in the horizon of three years. IFR predicts: “Robotic assistants for the  
elderly  and  physically  challenged  will  become  more  and  more  common  in  the  next  decade. 
The population of domestic robots - those that clean, mow, etc., are also expected to increase.”. [41]
In Asian societies such as Japan, South Korea and more recently China, ideas of future robots  
are mainly positive. They are positively inclined towards pro-robotic beliefs that robots can be more  
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equal to humans, taking care about old people, play, teach or babysit children and more or less replace  
pets. “Japan, with its tradition of seeing spirits in inanimate things from rocks to robots, so far has  
shrugged  off  ethical  questions  about  substituting  human  contact  with  machines.” [18] The  view 
in eastern countries, partially due to their mythology, is that more advance in robotics is good.
Western societies are more likely to be feared or mentally slightly against the development  
of robotics. Through the literature and movies are western people often seeing imaginations of robots 
replacing humans completely or rebelling against them. The philosophy called Singularitism describes 
a moment, when robots became smarter than humans.
Even though it has been said very briefly, the difference between the two cultural viewpoints 
of the modern world is noticeable. As robots are becoming more advanced and sophisticated, scientific 
teams over the world are forced to explore also the social, cultural, ethical and legal rights connected  
with their usage.
2.1.4 Classification
Robots  generally can  be  divided  into  categories  based  on  many different  criteria.  In  this 
sub-chapter  is  shown  how  to  classify  robots  by  different  methods.  According  to  their  ability 
of movement robots are creating two basic groups:
• Stationary  robots –  can  not  move  from one  place  to  another.  Most  of  them are 
industrial  manipulators  (robotic  arms  with  more  degrees  of  freedom  providing 
positioning of and object in 3D space). There is a separate sub-chapter for them.
• Mobile  robots –  can  move  through  the  space.  Furthermore,  we  can  (in  terms 
of autonomy) divide them into two groups:
– Remote-controlled robots – are capable of independent decision-making. They 
work exclusively according to the instructions of the operator. Usually they 
are not equipped with any intelligence elements.
– Autonomous robots – are performing given tasks independently, based on the 
initial instructions, often using the elements of the AI. They are also able to 
work in  unknown,  partially known or  changing environment.  They handle 
most of the tasks without any help of human.
Another criteria for the distribution into categories can be the environment in which the robots  
are able to operate. This can be:
• Space – humanoid space robots, planetary rovers, unmanned spacecraft
• Air – aerial robots are usually called aerial vehicles (UAV)
• Water – underwater robots are referred to as autonomous underwater vehicles (AUV)
• Land – waling, rolling, climbing robots; unmanned ground vehicles (UGV)
On  the  schema  on  Figure  3  you  can  see  simple  classification  of  robots  based  on  the  
construction of their chassis.
Figure 4: Classification of Robots Based on Chassis
Robots can be classified by their arm configuration:
• Cartesian coordinates arm – movement along x, y, z axis in straight lines
• Cylindrical coordinates arm – rotation around its base, linear movement in horizontal 
and vertical planes
• Polar coordinates arm – head and base rotation, in and out movement 
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• SCARA –  Selective  Compliant  Assembly Robot  Arm –  cylindrical  robot  variation 
with rotational reach axis instead of linear one.
• Jointed arm – resembles the design of the human arm




Robotic devices may be classified by their design into several generations:
• First  generation –  fixed  sequence programs  only,  reprogramming had  to  be done 
between two different tasks. The program control was through an open loop controller  
system. They did not possessed any sensors and their programming sequences were 
usually controlled through mechanical  stops  or  limit  switches.  Example  of  usage: 
manipulation material handling, machine control.
• Second generation  – usage of sensors allows robots adapt to varying situations.  It 
follows learned  path,  which is  controlled  by the closed  loop servo  controller  and 
proportional sensors. Common situation is,  that although the robotic device knows 
something is wrong in the system, it is not capable of doing anything about it and 
requests human help. Most of today's robots. Example of usage: spot welding.
• Third  generation –  more  efficiency and  flexibility due  to  the  vision  systems  and 
improved  mobility  systems.  This  robots  are  able  to  make  decisions  and  minor 
adjustments  or  corrections  of  human  manipulators.  They  allow  voice  recognition 
systems  or  hand  to  hand  wireless  communication.  Precision  servo  controlled  by 
vision. Example of usage: montage, entertainment.
• Fourth generation – mobile robots driven by intelligent sensors. Control of motion is 
provided by direct  response to sensors. Initial  sequence of steps is enough for the 
robot  to  decide  what  to  do  next  and  accomplish  given  task.  Example  of  usage:  
factories, revisions.
• Fifth generation – really smart robots able to generalize what tasks are need to be 
done, able to decide their own best way how to finish the task. They are controlled  
with AI. Example of usage: military use, space exploration.
Or in a more simple way, robot s can be classified by level of technology:
• Low technology level – 2-4 axes of movement, payload capacity of 30 pounds, used 
for simple assembly operations, material handling, loading and unloading.
• Medium technology level – 4-6 axes of movement, payload capacity of 250 pounds, 
used for loading and unloading, but mostly for accurate picking and placing.
• High technology robots – 6-9 or even more axes of movement, payload capacity of 
300 pounds, used for various precise manufacturing tasks.
According to the four basic motions of a robot, the LERT (linear extensional rotating twisting)  
classification system (Figure 5) was invented:
• Linear – movement where one part moves linearly along the outside of another part. 
Good example is rack and pinion system or linear movement as in a gantry.
• Extensional – telescoping motion when one part of robot slides inside another.
• Rotating – motion caused by a part moving around axis. 
• Twisting – motion around a center point like in human neck joint.
Figure 5: LERT system: (left to r.): linear, extensional, rotating and twisting motion; L2R7 robot [4]
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2.1.5 Wheeled Mobile Robots
Since main subject of this thesis is omnidirectional mobile robot, on the following lines and 
Figure 6, 7 lets take a look at wheeled chassis of mobile robots and its further classification:
• Differential drive – (Figure 6a) it is a single chassis with two actively driven wheels 
with  one  degree  of  freedom,  accompanied  by  stabilization  point(s)  –  balance 
maintained footholds or passive wheel. Main advantages are the possibility of spin in 
place, good maneuverability and easy odometry.
• Synchronous  drive –  (Figure  6b)  typical  configuration  of  the  chassis  are  three 
synchronized wheels with two degrees of freedom arranged in an isosceles triangle. 
The movement of the wheels is synchronized so that they are always turning same 
speed, same direction and going always to the same side. It is easy to maneuver but  
useless on uneven surface.
• Tricycle  drive –  (Figure  6c)  usually  has  two  rear  motor  driven  wheels  and  one 
controlled steering wheel. Chassis can not turn on the spot, it is less maneuverable 
than previous two types. The advantages are usability in complex terrain and easy 
odometry.
• Ackermann  or  kingpin  steering –  (Figure  6d)  is  well  known  from  cars.  It  is  a 
geometric arrangement of steering wheels with the intention to avoid the need of tires  
to slip sideways when being inside and outside of a path curve. The most common 
arrangement used in robotics are driven rear wheels and front wheels steering, each 
with different angle. It is generally used for larger robotic application, designed to  
move in the open field or on the road.
Figure 6: a) differential drive, b) synchronous, c) tricycle and d) Ackermann steering drive
• Omnidirectional  or  compound wheels – (Figure  7a)  allow movement  in  two axes. 
They are  usually  fitted  with  rolling  elements  on  the  circumference  in  the  shape 
of cylinder or a barrel, which can be freely rotated. Omnidirectional wheel can move 
in  two  directions – along  the  axis  of  rotation  of  the  wheel  hub  (the  motion  is 
perpendicular to the axis of the wheel and the wheel moves around the outer curve), or 
translation along the axis of the hub (in this case, the rotating element is that which is  
in contact with washer).  This two movements can be folded, creating a movement 
in any direction. Compound wheels can be divided into three groups:
– Universal wheel – features cylindrical rolling elements
– Stanford wheel – barrel rolling elements
– Illanator  wheel –  barrel  rolling  elements  forming  an  angle  of  45  degrees 
with the axis of the wheel hub.
Figure 7: a) Stanford type of omnidirectional wheel [10], b) omnidirectional mobile platform
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For all the types of compound wheel arrangements the minimum of passive rolling 
elements  is  three.  The  appropriate  arrangement  of  wheels  allows  to  construct 
an omnidirectional mobile platform able to move in any direction without rotation as 
it is shown at Figure 7b. Basic set is three compound wheels with three drives.
2.2 Obstacle
“A thing that blocks one's way or prevents or hinders progress.” [37]
Obstacle  represents  an  object  in  real  environment,  which  limits  movement  or  direction 
of the robot.  Obstacle  representation depends on the model  of  the environment.  In the  continuous 
model there are polygonal obstacles represented by vertices and edges (Figure 8b), non-polygonal  
barriers can be described by curves (Figure 8c) – basically the model is vector based. In the discrete  
model is the obstacle represented by one or more elementary cells of the model, which is grid based  
(Figure 8a).
Figure 8: a)  triangular  obstacle  in  discrete  environment,  b)  triangular  obstacle  in  continuous  
environment, c) non-polygonal obstacle in continuous environment
2.3 Motion Planning
“In robotics, motion planning was originally concerned with problems such as how to move 
a piano from one room to another in a house without hitting anything. The field has grown, however,  
to include complications such as uncertainties, multiple bodies, and dynamics. In artificial intelligence, 
planning originally meant a search for a sequence of logical operators or actions that transform an  
initial world state into a desired goal state. Presently, planning extends beyond this to include many 
decision-theoretic  ideas  such  as  Markov  decision  processes,  imperfect  state  information,  and 
game-theoretic equilibria.“ [24]
“A still widespread view is that motion planning is essentially some sort of simple collision  
checking. Motion planning is more than that. … In fact, the kind of operative intelligence that people  
use  unconsciously to  interact  with their  environment,  which is  needed for  perception and motion 
planning, turns out to be extremely difficult to duplicate in a computer program.” [21]
In robotics, motion planning and path planning refer to the same thing – detailing a task into 
discrete motions. A key task, which we solve in the context of autonomous robots is their movement 
in space. The aim is the ability of robot to plan a route to the specified destination from starting point.  
Depending on the environment around the robot we can roughly divide motion planning methods into:
• planning with static obstacles in a familiar environment
• planning with static obstacles in an unknown or partially known environment
• planning with dynamic obstacles in familiar environment
• planning with dynamic obstacles unknown or partially known environment
In real examples in a familiar environment with static or dynamic obstacles (often the case 
for autonomous  mobile  robots  and  focus  of  this  paper),  motion  planning  is  interested  in  solving 
following problems:
• how to get from one point to another, if possible, in the shortest path
• how to avoid obstacles on the way
• how to find appropriate way quickly
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Motion planning usually begins with the robot receiving the map of the area (deployment 
of the obstacles) along with the starting location and desired destination state. Robot traveling on the 
route can get to the finish point many different ways. Level of ability to plan and calculate more or  
less  optimal  path  to  the  destination  represents  the  efficiency and maturity of  used  path  planning 
methods.  Optimality of  motion  planning  is  usually judged by the  speed of  calculation  or  length 
of calculated trajectory.
2.4 The Representation of Environment
In order to achieve a certain accuracy, model of the environment should be as much as possible 
like  the  real  environment.  However,  the  model's  accuracy  is  proportional  to  the  computational 
complexity.  In  practice,  it  is  necessary  to  choose  a  suitable  compromise  between  accuracy 
requirements and computational performance.
In terms of dimensions, model can be 2D or 3D, depending on the physical capabilities of the  
robot. According to the representation we can divide environment into:
• Continuous  environment –  (Figure  9a)   model  is  a  continuous  space  that  is  very 
similar  to  the  real  environment.  It  allows  precise  input  of  information  about  the 
barriers without simplifying their shape. Direction of movement of the robot is not 
influenced  by  inaccuracy  of  discretion.  Software  implementation  of  easy  to  use 
advanced continuous model editor is not easy.
• Discrete  environment –  (Figure  9b)  model  is  a  graph  or  a  space  composed 
of individual cells. Number of cells is derived from the requirement of accuracy of the  
model  and  according  to  the  size  of  the  robot.  Sufficiently  large  number  of  cells  
provides higher accuracy and fair presentation of the segmentation of obstacles, but 
delivers a higher computational complexity. Implementation of the environment editor 
is simpler, based on a grid of rectangles and multiselection of items marking them as  
obstacle or free space.
Because  of  the  difficulties  of  software  implementation  of  continuous  environment  editor, 
programmers  are  often  using  a  combination  of  both  approaches  (Figure  9c)  –  the  model  of  the  
environment (user-editable map) is entered via discrete editor (array of rectangles with multiselect),  
but the motion planning algorithm is then exploring like in a continuous environment. The obstacles 
are simplified or decomposed from a grid representation before the algorithm starts.
Figure 9: a) continuous environment, b) discrete environment, c) hybrid approach
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3 PATH PLANNING ALGORITHMS
For mobile robot path planning there is a number of methods available. These methods usually 
consist of two sub-tasks: The first part, which describes the space with the graph or function, is called 
preprocessing. It is followed by part of the querying –  query phase, which itself is already finding 
a way between two points. This work deals with applications for autonomous mobile robots, especially 
path planning in 2D environment. Stationary robots usually require planning in 3D (arm positioning).
Commonly,  in  the first  step of robot  movement algorithm,  forward kinematics determines 
the position of robot and its configuration, then the collision detection tests if the geometry of the 
robot collides with obstacles. There are two main groups of path planning algorithms based on the 
awareness of the robot about its surroundings – informed and uninformed methods.
3.1 Brief History
The history of motion planning algorithms does not reach far into the past, it is quite recent.  
First works in this field appeared in the late 1960s, started by one of the founding and particularly 
famous researchers Nils John Nilsson with his book A Mobile Automation: An Application of Artificial  
Intelligence Techniques [34]. He introduced to the world the visibility graph method, co-invented the 
A* heuristic search and described a mobile robot system with motion planning capabilities in its very 
basics. Motion planning became a subject of research in the 70s, but really active development started 
in 80's – with progress of computers. During these two decades, huge number of techniques have been  
invented. Probably the best overview of algorithms and progress of motion planning until the early 90s 
brings  Jean-Claude Latombe's  book  Robot  Motion Planning [21].  The trend of  90s  were planners 
using randomization to deal the high dimensionality of configuration space C. We can say they are 
probabilistically complete if they are able to find a solution in given time. Nowadays modern methods  
are aiming the disposal of randomization in some sampling-based approaches. [22]
3.2 Informed Path Planning
We speak about  informed path planning when the robot has a complete knowledge of the 
environment around – both information about the obstacles and information about the position of the 
start and finish configuration. The robot initially calculates complete route based on given map, after  
which it then begins to move toward the target. There are also approaches when the robot calculates 
part of the route, moves a bit closer to the goal and from new position begins a new calculation. In this 
way it reaches its destination after several steps.
3.2.1 Grid-based and Decomposition Methods
Planning on the grid uses an approximate method, that is transforming space into a discrete 
form. The accuracy and computational complexity depend on the size of the discrete cell of the model.  
Approximate decomposition of the environment can be seen in Figure 9b. Grid-based methods are 
often resulted in suboptimal paths – continuous any-angle path planning finds always a shorter way 
without constraining its path to grid cells. There are a variety of algorithms that can be applied to 
problems of grid-based planning:
• classic  graph  search –  these  algorithms  are  dividing  cells  (or  nodes)  in  three 
categories: unvisited – they have no distance assigned yet, alive – already visited cells, 
but with unvisited neighboring cells and dead – visited cells with all neighbors visited. 
Typical implementation is based on storing a queue or stack with unprocessed cells or  
nodes  calling  them  open (unexpanded states)  and list  with  expanded states  called 
closed. One element from the queue or stack is always selected together with all the 
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elements connected by edges with this element. The best know representatives of this 
category are:
– Breadth-first Search (BFS) – algorithm expands firstly the node with smallest 
depth,  finds  the  smallest  solution  (with  smallest  number  of  operators  – 
shortest path). Uses a FIFO (first in first out) queue as list of open.
– Depth-first Search (DFS) – expands as the first the node with most greater 
depth.  It  provides lower memory consumption than previous one (keeping 
only  those  nodes  on  the  path  from initial  state  to  now expanded).  Often 
enhanced by limiting the maximum depth searched – when it is reached the 
return mechanism is called.
– Iterative Deepening Depth-first Search (IDDFS) – full depth-first search so 
that in each iteration increases the allowable depth by one. The first solution 
found is declared as optimal (in terms of the length of the shortest path).
• Potential Fields – value is assigned to each map cell – it is used later for deciding  
which way to go. The lowest value is usually assigned to the finish point, and starting 
point gets as a contrast the highest value. Values are assigned using an algorithm such 
as flood fill, see Figure 10a. Moving on the grid is proceeded in descending way from 
the highest values to the lowest, while cells in the immediate vicinity of the obstacles 
are worth far more than their surroundings. Thus, the robot avoids obstacles. These 
algorithms are very fast, but they are easily getting trapped at the local minimum.
Figure 10: a) grid with potential field after flood fill, b) trapezoidal decomposition
• Dijkstra's Algorithm (and its modification A*, B*, pronounced as “A star”, “B star”) – 
are  often used to find the shortest  path on the grid.  The only modification to  the 
previous  solution  is  replacing  common  queue  with  priority  queue,  that  is  sorted 
according to the distance of cells (nodes) from the target. Algorithms A* and B* are  
also  bringing  new  approaches  to  sorting  the  queue  of  unprocessed  elements  (in 
addition to the distance from the target they take into account also the sum of the 
distances with respect to the distance from the start,  or estimate distance from the 
start).  So the algorithms are more aggressive and rapidly converging to a solution, 
which is not always the shortest one possible.
• Pseudo-Voronoi  Diagrams –  shortest  paths  are  not  always  needed  in  practice. 
Sometimes there is for example a requirement to comply with such a distance from 
obstacles. In the combination with breadth search from every obstacle it is possible to 
define a Voronoi edge on the spot where waves from different obstacles meet each 
other.  Much  more  typical  application  of  Voronoi  diagrams  than  for  the  grid 
environment is space composed of polygons. Therefore, for more information about 
Voronoi diagrams see following chapter 3.2.2 Roadmap Methods.
• Trapezoidal  Decomposition –  decomposes  environment  into  simpler  units  –  non-
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overlapping cells. These are trapezoids or triangles. Through each node of the map 
two vertical lines are drawn (if possible) until they encounter an obstacle. Example 
of such a decomposition is shown in Figure 10b. The resulting path is then searched 
from topological  graph extracted from a list  of  trapezoids,  which are between the  
initial and target trapezoid.
3.2.2 Roadmap Methods
These methods are creating map of roads from continuous representation of environment –  
a graph representing the free space. Graph edges are thus feasible paths, along which the robot can 
move  freely.  To  find  the  resulting  paths  path  searching  graph algorithms  are  used.  Among these 
methods we can arrange, for example:
• Visibility Graph – a simple structure that enables finding of the shortest path between 
two points.  Edges of the obstacles are taken as nodes of the graph, as well as the 
position of the start and end point. Two nodes are connected by edge if they can “see” 
each  other  =  their  direct  connection  by  straight  line  does  not  pass  obstacles 
(Figure 11a). Algorithm speed then of course depends on the number of edges.
• Voronoi  Diagram –  named  after  its  discoverer,  Ukrainian  mathematician  Georgy 
Theodosiyovych Voronoï [49]. It is a planar graph, geometrical structure formed by 
nodes (points) with equal distance from obstacles. These points define closed or open 
areas  called  Voronoi  cells (Figure  11b).  The  robot  can  move  along  the  edges 
of Voronoi cells with confidence, that maintains maximum possible distance from any 
obstacles. The process of creation of such a cells is called Voronoi tessellation (also 
called Voronoi decomposition or a Dirichlet tesselation – after Lejeune Dirichlet).
Figure 11: a) Visibility Graph, b) Voronoi diagram with one closed and four open cells
3.2.3 Probabilistic Sampling-based Planning
Configuration describes the pose of the robot,  configuration space C space  is the set of all 
possible  configurations.  The  set  of  configurations  that  avoids  collision  with  obstacles  is  called 
free space C free , which makes the complement of C free  in C  the obstacle region.
• If  the  robot  is  a  single  point  translating  in  2D  plane,  its  configuration  can  be 
represented using two parameters (x , y ) .
• If the robot is a manipulator on a fixed base with n joints, C  is n-dimensional.
• If the robot is a 2D shaped capable of translation and rotation in 2D workspace, C  
is  the  Euclidean  group  SE (2)=ℝ2×SO (2,ℝ) ,  where  SO (2, R) is  the 
orthogonal group of 2D rotations. Configuration of the robot can be represented using 
three parameters (x , y ,θ ) .
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• If the robot is 3D shape that can translate and rotate in 3D workspace,  C  is the 
Euclidean group  SE (3)=ℝ3×SO(3,ℝ) .  Robot's  configuration then needs six 
parameters: (x , y , z)  for translation and (α , β ,γ )  Euler angles.
For successful planning there is a requirement that the initial and goal configurations, q init , 
qgoal ,  must belong to the  C free .  The problem of planning is then finding the concatenation 
of curves in  C free , which enables performing a sequence of allowable moves between start and 
goal.
In  its  simplest  form,  probabilistic  planner  operates  in  two  stages,  first  generates  a  graph 
of path (road map) and then searches the path in the graph. Graph of roads is probabilistic, because it 
is created from randomly selected configurations, which are always tested if they belong to C free
and can  be  connected  with others  directly with  a  path  also belonging to  C free .  This  addition 
of edges from suitable random configurations is repeated by the planner until he connects the edge  
leading to the finish.  To accelerate convergence to the goal  it  is  advisable after  a certain number  
of iterations to try to connect directly to the target configuration.
Figure 12: a) invalid path example, b) valid path example, c) road map example with valid path
The advantage of random sampling method can be shown on multidimensional configuration 
space. For example, if  we need to plan manipulator arm with 6 degrees of freedom and stepping 
angular resolution of 1 degree. If the joint range of motion were 120°, the memory amount needed for 
storing all the samples will be 1206=2985984000000b≈355 957 MB . Storing only the random 
samples that have passed the testing for the absence of a collision with an obstacle is much better.
The general problem of probabilistic planners is the large number of edges. Hence the result  
path from start to goal is usually crabbed and contains lot of possibly redundant moves. It is therefore 
appropriate to apply further smoothing algorithms.
Description of C free as one tree but has the consequence that even relatively close positions 
may appear like they are too far from each other if we use probabilistic map routes. This problem 
solves RRT, which always generates a new tree regarding to the start and finish. This algorithm will be  
discussed further in a separate chapter (four).
3.3 Uninformed Path Planning
In uninformed path search the robot does not have complete knowledge of the environment. 
Information  about  the  obstacles  is  completely  absent,  in  extreme  cases  may  even  be  missing 
information about the position of start and finish. The robot thus solves the difficult task of mapping 
and localization simultaneously and must  rely on  knowledge of  space based  on  its  own sensors.  
According to [7], best known methods which are working in an unfamiliar environment are including 
Bug algorithms, from which we can cite:
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3.3.1 Bug1
Input to the algorithm is a robot with touch sensor, represented by the point in the plane. The 
result is the way to the goal or a solution, that such a path does not exist. The basic idea is that the  
robot moves towards target until it hits an obstacle. In the case of collision the robot just bypasses the 
obstacle until it again reaches the point of collision. Then algorithm finds the best position for new 
blind movement towards goal, and from this position it leaves the immediate vicinity of the obstacle.  
The algorithm is shown on Figure 13a and works as follows:
1. Go toward the target.
2. If you are in the finish – end. Path found.
3. If you hit an obstacle, mark hit point as H and go around obstacle.
4. Monitor the closest point to the target (mark it L = leave point) and distance traveled.
5. After returning to H choose a shorter route back to L.
6. If the movement towards target leads to obstacle, end. Goal is unattainable.
7. Go to 1.
3.3.2 Bug2
Algorithm Bug2  is  an  enhanced  version  of  the  previous  one.  Furthermore,  also  here  we 
assume that the robot is a point in space and is equipped with a touch sensor. Like Bug1, it uses two 
types of robot behavior: movement within the target area and movement around obstacles. During 
motion,  in  general,  the  robot  moves  along  a  line  led  from start  to  target  position.  In  the  event 
of a collision, robot cruises around the obstacle on either side until it reaches such a point on the line 
from start to target, which is closer to target than the point of collision. The algorithm is shown on  
Figure 13a and works like this:
1. Go toward the target.
2. If you are in the finish – end. Path found.
3. If you hit the obstacle, mark hit point as H and go around obstacle.
4. If you hit the start-finish line, where the distance to finish smaller than in point H and  
finish is in the direction away obstacles, go to 1.
5. After returning to H end. Goal is unattainable.
3.3.3 Tangent Bug
Tangent Bug algorithm (sometimes referred to as VisBug, see [26]) was created by improving 
Bug2. The robot is again considered as a point, but this time robot's sensor is with a finite or infinite 
range and radius of 360°. This sensor can detect the presence of obstacles around the robot. With this  
ability,  which  manifests  itself  by shortening  a  route,  the  robot  is  cruising  around obstacles  with  
a certain distance. Therefore, from these three Bug algorithms presented, this algorithm is in practice 
most applicable.
Figure 13: a) algorithm Bug 1 – goes all around obstacles, b) algorithm Bug2 – picks a side and does  
not go around whole obstacle, c) algorithm Tangent Bug with finite range sensor – path is shortest  
and smoothest of all three methods
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4 RRT ALGORITHM
“A Rapidly-exploring Random Tree (RRT) is a data structure and algorithm that is designed 
for efficiently searching non-convex high-dimensional spaces. RRTs are constructed incrementally in 
a way that quickly reduces the expected distance of a randomly-chosen point to the tree. RRTs are 
particularly  suited  for  path  planning  problems  that  involve  obstacles  and  differential  constraints 
(nonholonomic or kinodynamic). RRTs can be considered as a technique for generating open-loop 
trajectories for nonlinear  systems with state  constraints.  An RRT can be intuitively considered as  
a Monte-Carlo way of biasing search into largest Voronoi regions. Some variations can be considered 
as stochastic fractals. Usually, an RRT alone is insufficient to solve a planning problem. Thus, it can be 
considered as a component that can be incorporated into the development of a variety of different  
planning algorithms.” [25]
Figure 14: RRT algorithm after a) 100 iterations, b) 1000 iterations and c) 3000 iterations
RRT was developed by Steven M. LaValle and James Kuffner. Very detailed information about  
RRTs provides LaValle's ultimate book Planning Algorithms [24], where is demonstrated the potential 
of algorithm in a large number of applications and modifications. Commonly, RRT algorithm itself is 
not enough powerful to find an optimal solution. It is very often included as a sub-component of path 
planning algorithms designed for specific tasks and environments. It is very suitable to apply further 
algorithms for smoothing the result trajectory or other enhancements in order to improve convergence 
of the solver to the goal (e.g. optimization of generating the random sample – generate biased samples  
while taking into account position of the goal or another meaningful heuristic).
“A dense sequence of samples is used as a guide in the incremental construction of the tree. If  
this sequence is random, the resulting tree is called a rapidly exploring random tree (RRT). In general, 
this family of trees, whether the sequence is random or deterministic, will be referred to as  Rapidly  
Exploring Dense Trees (RDTs) to indicate that a dense covering of the space is obtained.” [24]
4.1 Basic Form of the Algorithm
As refers [23], basic form of the RRT algorithm for constructing the tree without obstacle  
collision checking needs on its input only dense set of configuration space. The goal is to get as closer  
as  possible  to  each  configuration  in  space,  starting  in  initial  configuration.  Algorithm iteratively 
connects random samples α (i)  and new edges of the graph, which are the connection of random 
sample α (i)  and a closest point on the tree (or graph) G . The nearest point qn  is shown 
on Figure 15. On the Figure 16 there is an pseudocode representation of algorithm exploration.
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Figure 15: Each new edge is created by connecting random sample α(i) and nearest configuration
SIMPLE_RRT(q0)
1. G.init(q0);
2. for i = 1 to k do
3.     G.add_vertex(α(i));
4.     qn ← NEAREST(S(G, α(i)));
5.     G.add_edge(qn, α(i));
Figure 16: Simplest form of RRT algorithm without collision detection (pseudocode) [24]
RRT is a topological graph  G(V , E)  of vertices  V  and edges  E ,  S⊂C free
indicates the set of points reached by  G . In the cases when nearest configuration (closest point 
on the tree) qn  is somewhere on the edge of the tree, not on its node, the edge is split on two pieces 
and two new nodes are added: qn  and α (i) , together with edge between qn and α (i) , 
as it is shown in Figure 17.
Figure 17: Connecting  random  and  nearest  sample  –  splitting  of  edge  in  the  case  that  nearest  
configuration is not a node
4.2 Single-tree Search
Quite  effective  path  planner  can  be  created  using  the  algorithm  shown  in  pseudocode 
in Figure 19. This approach considers existence of obstacles, which is obvious from 4 th and 5th row. 
The STOPPING_CONFIGURATION method returns point  qs , which is constructed by trimming 
the connection line between random sample  α (i)  and nearest sample  qn  accordingly to the 
obstacle. The procedure is shown in Figure 18. To be truly effective, the search algorithm is forced  
each time after several iterations to use instead of α (i)  directly the goal configuration qg for 
connecting new edge. The number of iterations, after which connection to the target is tried, may be 
given by fixed or random factor parameter (each iteration can test the chance with the appropriate  
probability).
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Figure 18: In the case of obstacle the random sample α(i) is moved to the boundary point qs which is  
provided by collision detection algorithm
SIMPLE_RDT(q0)
1. G.init(q0);
2. for i = 1 to k do
3.     qn ← NEAREST(S, α(i));
4.     qs ← STOPPING_CONFIGURATION(qn, α(i));
5.     if qs ≠ qn then
6.         G.add_vertex(qs);
7.         G.add_edge(qn, qs);
Figure 19: RDT algorithm considering obstacles (pseudocode) [24]
4.3 Balanced Bi-directional Search
Much better performance can be achieved by using two trees. [24] One that explores the space 
from initial  configuration  q i ,  and  second,  that  is  going  from opposite  side  –  from the  goal 
configuration qg . For the two-tree search, we must ensure that the two trees met each other while 
retaining their fast growing nature. This is best accomplished by balancing both searches.
RDT_BALANCED_BIDIRECTIONAL(qi, qg)
1. Ta.init(qi); Tb.init(qg);
2. for i = 1 to K do
3.     qn ← NEAREST(Sa, α(i));
4.     qs ← STOPPING_CONFIGURATION(qn, α(i));
5.     if qs  ≠ qn then
6.         Ta.add_vertex(qs);
7.         Ta.add_edge(qn, qs);
8.         q'n ← NEAREST(Sb, qs);
9.         q's ← STOPPING_CONFIGURATION(q'n, qs);
10.         if q's ≠ q'n then
11.             Tb.add_vertex(q'n);
12.             Tb.add_edge(q'n, q's);
13.         if q's = qs then return SOLUTION;
14.     if |Tb| > |Ta| then SWAP(Ta, Tb);
15. return FAILURE;
Figure 20: Balanced bidirectional tree RDT (pseudocode) [24]
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The graph G, as we know from previous examples in Figure 16 and 19, is decomposed into  
two trees – they are represented in the pseudocode illustration in Figure 20 as T a  and T b . One 
tree is starting the search from the initial configuration q i  and the other from the goal configuration 
qg . Every few iterations both trees are mutually exchanged. Therefore it is important to remember 
the fact, that the tree T a  may not always be the one that started from q i  configuration. In every 
iteration the tree T a  grows in the same way as the G  in the example in Figure 19. If the new 
vertex  qs  is added to  T a , right after that is called the requirement to extend the  T b  tree 
(lines  10-12  in  the  pseudocode  example  in  Figure  20).  In  this  case,  rather  than  a  new random 
configuration α (i)  directly the same new vertex qs  which was already added to the T b is 
used. This procedure ensures, that both trees are growing towards each other. The line 13 in Figure 20 
tests whether the trees actually met, in the case of success solution is returned.
Line 14 represents the  balancing as previously mentioned. If one of the trees has problems 
with expanding, there is a need to focus more energy on it. Therefore, a new sample is always for a  
smaller tree. The concept of a small tree can be understood as a tree with fewer nodes and edges or the 
one with shortest length of all segments.
4.4 More Trees Search
Bidirectional tree search benefits both in terms of performance difference on simple maps and 
easier escaping from various traps that lurk on the algorithm (depends on obstacle set). The easiest trap 
according to [53] can be present in the form of a chamber with a thin and long hole, which is actually  
more like a tunnel rotated inside of the chamber (see Figure 21a). It is usually referred as the bug trap 
problem or  a  mouse  trap.  In  the  case  that  the  initial  configuration  is  inside  a  trap  and  goal  
configuration is outside, double penetration in the form of two trees provides a distinct advantage.
There  is  therefore  a  question  of  planning  by more  than  two  RRTs  –  for  example  in  the  
situation,  where  the  bug trap is  doubled,  with  entrances  opposite  each  other  and start  and  finish 
configuration each in one chamber (as can be seen at Figure 21b). Third tree will provide significant  
improvement in the speed of exploration. In the complex mazes and environments with lots of traps  
the number of random trees can be based on the complexity of the environment and they can be grown 
on random or chosen places (gray trees in the Figure 21c).
Figure 21: a) Bug trap problem is much better solved by bidirectional search. b) In double bug trap  
the multidirectional search can help. c) Imagine the speed of algorithm in very complex bug traps  
or mazes where the number of trees grows with the complexity of the environment.
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5 USED TECHNOLOGIES
Chapter briefly introduces the chosen technologies in the software implementation and the 
robotic  hardware.  In  the  software  part  it  describes  the  application  and  UI  framework  used, 
programming  languages,  operating  system  and  development  environment  with  source  control 
management versioning system. There are also mentioned the distribution and propagation parts –  
installer  and  web  presentation  technologies.  The  hardware  part  reports  about  the  robot  –  the  
arrangement of the chassis, drives used, the gearboxes, control and communication unit.
5.1 Software Part
This section presents the technologies and approaches used in the software and programming 
part of the work.
5.1.1 Qt Application Framework
Qt  (officially  should  be  pronounced  as  /'kju:t/  –  cute  ,  but  the  common  deep-seated 
pronunciation  is  /'kju:  'ti:/)  is  a  cross-platform  application  and  UI  framework  with  application 
programming interfaces (APIs) for C++ programming and Qt Quick for rapid UI creation. It is widely 
used  for  development  of  software  with  GUI  as  well  as  non-GUI  command-line  tools  and  server 
consoles. It officially works on these platforms:
• Windows – Qt for desktop version Microsoft Windows and also Windows CE/Mobile
• Linux/X11 – Qt for X Window System – various versions from GNU/Linux to Solaris
• Mac OS X – Qt for Apple Mac OS X
• Symbian – Qt for the Symbian platform
• Embedded Linux – Qt for embedded platforms – smartphones, PDAs
• Maemo/MeeGo – Qt for Maemo – tablets and mobile phones
• Wayland – Qt for Wayland display server
Nokia opened the source codes of Qt for the community on Gitorious (http://gitorious.org/). 
Since then many ports for other platforms appeared (Qt for: Android, iPhone, webOS, BlackBerry, 
Amazon Kindle, Amiga or OS/2). There are also some bindings to use it in other languages. [35]
Development of Qt began in 1991 by Haarvard Nord (Trolltech's CEO) and Eirik Chambe-Eng 
(Trolltech's president), it was presented to public in 1995 by the company Trolltech ASA. The goal  
was  “to  build  world's  best  C++ GUI  framework”.  The  letter  “Q”  was  chosen  because  it  looked 
beautiful in these days Emacs font, “t” stands for “toolkit” – inspired by Xt, the X Toolkit. [5] Nokia 
acquired Trolltech ASA in 2008. Qt is very powerful on most of modern even touch devices.
Qt uses standard C++ language but enriches the language with special macros, signals and 
slots for communication between objects and a custom code generator – the Meta Object Compiler  
(MOC). It supports management of threads, file access, Simple API for XML (SAX) or Document 
Object  Model  (DOM)  XML processing,  GUI  and  non-GUI  core  classes,  low-level  multimedia 
functionality,  multimedia  control,  Web-kit  based  layout  engine,  Scalable  Vector  Graphics  (SVG) 
support, OpenGL 3D rendering, classes for handling User Datagram Protocol (UDP) and Transmission 
Control Protocol (TCP), File Transfer Protocol (FTP) and Hypertext Transfer Protocol (HTTP) clients  
or servers and Structured Query Language (SQL) database integration classes. 
Development of the application created in this thesis reaches into the past of version Qt 4.5,  
where the work started in Qt Creator integrated development environment (IDE). Version 4.8 brings  
(from the point of view of this thesis) optimized file system access, improved image caching, new 
global operator functions over  QPointF class. Qt 4.8.0 libraries for windows are also available in 
Microsoft  Visual  Studio (MSVS) 2010 version (unlike the 4.7.4 libraries,  where  was the need to  
compile from source codes manually for x86/x64 architecture for MSVS).
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Figure 22: Qt logo and slogan, class library and software development kit (SDK) architecture [35]
5.1.2 Operation System
Originally,  the  RRTExplorer  1.0  application  was  developed  in  popular  Linux  distribution 
Ubuntu, specifically in version 9.10 “Karmic Koala”. It was ported for Windows platform in summer 
of 2011. Application developed in this thesis is developed on and designed for Microsoft Windows 7. 
There are many statistics on this topic but very roughly, just for comparison imagination, we can say 
that about 85% PC OS market share holds MS Windows, 10% Apple Mac OS, 4% Linux distributions 
and 1% stands for other systems. Programmer brings more joy to write software for a larger audience.
Naturally  there  is  no  reason  to  conceive  any hatred  for  the  other  systems.  Since  the  Qt 
application framework is cross-platform, it is no problem to port the developed application to almost  
any common PC (or another) platform. It takes only some time and enthusiasm.
The goal of this thesis is to write an application relying on given frameworks as much as 
possible, avoiding any platform dependent coding. This approach allows easy portability in the future.
5.1.3 C++ Programming Language
C++ (pronounced as “C plus plus”) “is a general-purpose programming language with a bias 
towards systems programming that is a better C, supports data abstraction, supports objects-oriented 
programming and supports generic programming.” [48]
It is one of the most popular programming languages for developing professional applications, 
created by Danish computer scientist Bjarne Stroustrup in 1979. Since then it was updated by features  
like  abstract classes,  inheritance,  templates,  const  member functions,  casts,  namespaces and many 
others.  With C++ evolved also the C++ Standard Library.  In  1998,  C++ standard was ratified as  
ISO/IEC 14882:1998, amended by ISO/IEC 14882:2003. Current extending standard was published 
by ISO as ISO/IEC 14882:2011 (formerly known as C++11 or C++0x).
Strong reasons why to choose C++ are: it is open ISO-standardized language, it is a compiled 
language,  it  is  a strongly-typed unsafe language,  it  supports  both manifest  and inferred typing,  it  
supports both static and dynamic type checking, it offers many paradigm choices, it is portable, it is 
upwards compatible with C and finally, it has incredible library support. [8]
5.1.4 Python as a Scripting Language
“Python is  a  remarkably powerful  dynamic programming language that  is  used in a wide 
variety of application domains. Python is often compared to Tcl, Perl, Ruby, Scheme or Java. Some of  
its key distinguishing features include: very clear, readable syntax; strong introspection capabilities;  
intuitive  object  orientation;  natural  expression  of  procedural  code;  full  modularity,  supporting 
hierarchical packages; exception-based error handling; very high level dynamic data types; extensive 
standard libraries and third party modules  for  virtually every task;  extensions and modules  easily 
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written  in  C,  C++  (or  Java  for  Jython,  or  .NET languages  for  IronPython); embeddable  within 
applications as a scripting interface.” [40]
For processing and displaying the output log measurements, there are some scripts created in 
Python (for calculating medians, averages – mean, standard deviations and display graphical output in 
the form of an interactive graph). This language is due to the large base of mathematical libraries for  
this task very suitable. Python in the current version of RRTExplorer application is distributed as a  
portable (Python Portable 2.7.2.1) in order to let advanced users modify the statistical or graphing 
scripts  and  yield  more  information  from  them.  Standard  Python  implementation  works  as  an 
interpreter. Freezing the scripts to “.exe” utility by common tools like cx_freeze or py2exe makes no 
big difference in the size of the package because of lots of dependencies included, also the possibility 
of deployment with editable plotting/statistics engine is then gone.
Portable version of Python is available for huge number of known platforms. In the case of  
porting the application it  is easy to change the call  management of the scripts,  which themselves 
remain unchanged. Basic schema of the system is shown in Figure 23.
5.1.5 Python Computing and Plotting Libraries
“SciPy  (pronounced  "Sigh  Pie")  is  open-source  software  for  mathematics,  science,  and 
engineering. It is also the name of a very popular conference on scientific programming with Python. 
The  SciPy library depends  on  NumPy,  which  provides  convenient  and  fast  N-dimensional  array 
manipulation. The SciPy library is built to work with NumPy arrays, and provides many user-friendly 
and efficient numerical routines such as routines for numerical integration and optimization. Together, 
they run on all popular operating systems, are quick to install, and are free of charge. NumPy and 
SciPy are easy to use, but powerful enough to be depended upon by some of the world's leading 
scientists and engineers.” [44]
“Matplotlib is a python 2D plotting library which produces publication quality figures in a  
variety of hardcopy formats and interactive environments across platforms. matplotlib can be used in 
python scripts,  the python and ipython shell  (ala  MATLAB® or Mathematica®),  web application 
servers, and six graphical user interface toolkits. matplotlib tries to make easy things easy and hard 
things possible. You can generate plots, histograms, power spectra, bar charts, errorcharts, scatterplots,  
etc, with just a few lines of code.” [16]
The combination of NumPy, SciPy and matplotlib makes quite omnipotent instrument so it is  
hard  to  imagine  some  common  mathematical  or  scientific  task  that  can  not  be  computed  and 
professionally visualized by these libraries.
Figure 23: Calling scripts from C++ GUI and passing them to the Portable Python libraries resulting  
into scalable  graph window (the “.tsv” file are tab spaced values from application processing  
output, they are further processed by statistical script(s) via NumPy and SciPy into “_result.tsr”  
file,  which  is  processed  by  matplotlib  into  .png export  and presented  by  Python  in  GUI  in  a  
separate window).
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5.1.6 Development Environment and Source Control Management
Development of RRTExplorer started in Qt Creator using Qt SDK in Ubuntu 9.10, without any 
source control based on version control system. Deployment was carried out manually, with the need 
to copy all the needed stuff from build output from more places to one folder.
Even though the Qt SDK provides quite sophisticated IDE, for advanced programmers it is  
more  convenient  to  use  their  favorite  multiple-language  IDE.  Application  created in  this  work  is 
developed  in  Microsoft  Visual  Studio  2010.  It  provides  a  source  code  editor  with  IntelliSense 
autocompletion and class browser, compiler,  source and machine level debugger, build automation 
tools  and  in  higher  versions  also  extended  functionality  like  static  code  analysis,  code  metrics, 
profiling and unit  testing.  The 2010 version is  highly customizable,  well  prepared for  work with 
multiple displays and supports background incremental compilation as the C++ code is being written. 
Running instance with two panels of C++ code is shown in Figure 24a.
Source codes are  managed and versioned in  Mercurial repository.  It  is  a  free,  distributed 
source control management tool, which offers distributed approach to the repositories, giving each 
contributing developer a local copy of the entire development history.  Committing,  branching and 
merging are very fast, so is the diffing between revisions or painless jumping back in time. [31]
As  the  Windows  shell  extension  for  easy  maintaining  Mercurial  revision  system 
the TortoiseHg was chosen. This tool (which is written in Qt) provides series of applications – on the 
figure 24b the TortoiseHg Workbench with fresh commit into default branch is shown. All the commits 
are pushed into remote repository located on  Atlassian Bitbucket server,  which provides unlimited 
decentralized version control code hosting for free. Thus it is easy to care about backing up data and  
tracking the history of the code.
The 4.8.0 version of Qt is  MSVS 2010 ready,  with additional  MSVS add-in for seamless 
integration  of  Qt  into  studio  –  new  project  wizards,  integrated  Qt  resource  management, 
documentation, debugging extensions for Qt data types, and also automated steps for the Meta-Object 
Compiler (MOC), the User Interface Compiler (UIC) and the Resource Compiler (RCC). [36]
Figure 24: a) Microsoft Visual Studio 2010 with code in two panels. b) TortoiseHg Mercurial client
5.1.7 Distribution and Propagation
For the easy distribution on Windows platform, there is the  Inno Setup installer  included. 
“Inno Setup is a free installer for Windows programs. First introduced in 1997, Inno Setup today rivals  
and even surpasses many commercial installers in feature set and stability.” [43] It supports creation of 
single .exe to install a program and complete uninstall capabilities. Portable version of application is  
easy  reachable  by simply  packing  the  build  output  folder.  One  can  complain  about  unnecessary 
complexity of installer, but it is a standard way, easy for users. Even for a developer it is comfortable  
to install/reinstall the developed application by calling installer with parameter /SILENT, knowing that 
it will be done quickly and in the same common directory.
There is a Handbook included in the installation directory of the application, called from the 
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GUI by simple F1 key shortcut.  It is written as a simple HTML document. There is also the web 
presentation RRT Explorer (available from URL  https://sites.google.com/site/rrtexplorer/),  which is 
the home site of the whole project. Here the users can find basic information about the application and  
obtain the latest available builds. The website is highly based on Google cloud services – it is hosted 
by and created  in  Google  Sites  and it  contains  video  presentations  of  RRTExplorer  streamed  by 
YouTube, slideshows of screenshots created by Google Picasa web albums and documents available  
for display by Google Documents.
Since the Google services are not friendly for sharing executable binary files, all the builds are  
hosted from Dropbox cloud storage. Upload is even easier than ftp server approach.
Figure 25: a) Inno Setup installer wizard. b) RRT Explorer website powered by Google Sites
5.2 Hardware Part
This chapter reports about the technologies and approaches used in the hardware and robotic  
part  of  the  work  –  the  omnidirectional  wheels  used,  base  and  the  chassis  of  the  robot,  drives,  
gearboxes and the communication between control unit and other parts.
5.2.1 Omniwheels
Thanks to the freedom of the movement, omnidirectional mobile robots can perform more 
complex tasks than their solid counterparts. In our case, the Stanford type of wheel from the Interroll  
company (on the Figure 26a). It is the lightweight omniwheel model 2580. The gaps between two  
adjacent rolling elements in one wheel are compensated by two rows of rolling elements. In the each  
row there are three barrel-shaped passive rollers.  Details  of the wheel element are in Figure 26b.  
Diameters are shown in Figure 26c.
Figure 26: a) Interroll omniwheel 2580. b) Cuts through the wheel element. [20] c) Dimensions of the  
Interroll 2580 wheel.
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The main geometric dimension needed to simulate the motion is the wheel diameter, which is 
3.15'' (80 mm). The diameter of the rolling elements is not essential for the calculation of the track, but 
may, for example, affect the ability of the chassis to overcome surface roughness.
5.2.2 Omnidirectional Base
The base or the chassis of the robot is a hexagonal shape. In the middle of three sides, which 
together form an angle of 120 degrees, are placed motor drives with gearboxes, which together also 
form the 120 degree angle. Therefore it is an omnidirectional chassis with three compound wheels, a  
connector  of  their  centers  consist  of  an  equilateral  triangle.  The  main  most  important  geometric 
dimension is the distance from the center of the robot to the center of the wheel – the radius R , for 
the robot used it is 7.22'' (183.5 mm).
Figure 27: a) Omnidirectional mobile platform. [11] b) Schema of the omnidirectional chassis.
5.2.3 Motor Drives and Communication
Each of the three wheel sets is driven by one Maxon MCD EPOS 60W drive (Figure 28a). It is  
an intelligent powerful compact positioning drive – the motor, sensor and controller are integrated into 
an aluminum housing. “The combination of the brushless Maxon DC motors (60 W) with the digital  
MR  encoder  and  the  EPOS  digital  positioning  controller  results  in  a  highly  dynamic  position 
controller. … The controller-motor combination of the compact drive is already ideally configured and  
immediately ready to operate. The direct connection to the CANopen bus or a PLC reduces the wiring 
work to a minimum. Drive control, parametrization and diagnostics are conducted via CAN bus or the 
serial interface (RS232).” [30]
All motors are connected to the controller area network (CAN) bus, there is a USB2CAN 
converter based on FTDI chip between the CAN and PC, thus can be accessed all the units connected  
into CAN network.
Control scheme and wiring of the units is shown in Figure 28b. If the EPOS unit receives  
command from the PC designated to it, executes it. Each unit has a unique NodeID in the range 1 to 
127. Setting the NodeID, as well as changing the speed of communication is done using the  Layer 
Setting Services (LSS). Commands addressed to the slave units are forwarded to them by the master 
over the CAN bus. Speed of the communication over the RS232 is 115.2 kbit/s, over the CAN it is 1  
Mbit/s.
Used smart drives have many advantages, from their ease of use and control, linear ramps of  
speed and distance runs, up to the great reliability.
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Figure 28: a) Maxon drive MCD EPOS 60W. [29] b) Schema of wiring and communication between  
control station (PC) and motor units. [28], [6]
5.2.4 Gearbox
Planetary Gearhead GP 42 C (ø42 mm, 3 – 15 Nm) was attached to each drive unit. It has a  
gear ratio 15.167:1 (it  is a transfer to slow), which provides the desired output shaft torque at an 
engine speed. Maximum input speed of gearhaed is 8000 rpm, which is acceptable – the maximum 
output speed of the motor unit powered by 24 V DC is approximately 8040 rpm.
Figure 29: a) Maxon Planetary Gearhead GP 42 C. b) Engineering drawing of the gearbox. [27]
5.2.5 EPOS Control Unit Datasheet
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6 FUNCTIONALITY OF THE APPLICATION
The following chapter will be devoted to the description of functionality and control of the 
RRT Explorer 2.0 GUI application, which is the practical outcome of this thesis. It is a map editor,  
solver, visualizer and measuring tool in one. It is focused on the basic, bidirectional and nonholonomic 
RRTs algorithms in discrete and continuous environments, where the space maps are easy editable  
through the application. Figure 30 describes essential components of the main window:
Figure 30: RRT Explorer 2.0 GUI – main window of the application
1. Menu Bar and Toolbar – all the actions you can do with the application. You can learn 
keyboard shortcuts from the Main Menu. Toolbar is draggable – this might be useful 
while working on multiple/small monitors, it can be floated as a top-level window on 
the desktop or you can dock it on the left, right or bottom edge of the main window. 
Actions are enhanced by tooltips.
2. Algorithms Toolbox – dockable toolbox widget that displays a column of tabs one 
above  the  other,  with  the  current  item  label  displayed  above  the  tab.  Each  tab 
represent one from the algorithms or main features of the application. These are four  
algorithms: RRT Basic, RRT Searching, RRT Bidirectional and RRT Nonholonomic; 
other features are: Explore Mode and CAN Communication.
3. Scene View – main display widget, where the maps, trees and paths are shown. This is 
the only widget that cannot be closed or docked somewhere else. There is a graphical 
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scale showing the relationship between the size on the map and in reality.
4. Log View – text log widget with application's messages output.
5. Scene  Options –  dock  widget  with  various  scene  transformation's  options,  also 
provides saving of screenshots and printing.
6. Maps Toolbox – provides operations with maps of environment, this is usually the 
starting point of work-flow with the application.
Toolboxes 2, 4, 5 and 6 can be switched on/off via the actions from menu View or simply by 
the  buttons  on  the  right  side  of  the  toolbar.  It  is  then  possible  to  work  easily  on  screens  from 
10 ″ 1024×600  netbook  dimensions  up  to  the  almost  unlimited  size  of  multiple  monitor 
workstation set.
6.1 Maps Toolbox
Before the first exploration of RRTs, new map needs to be created or the previously made one 
opened. There are two types of maps in RRT Explorer – Discrete Map based upon a grid of rectangles 
and  Continuous Map,  which represents obstacles as vector graphic items. RRT Explorer's Discrete 
Map format has file extension “.rrtm”, continuous space maps are saved into “.xml” files. There are 
some demo maps in the application's “./Maps” directory. This action can be done through Main Menu 
File > Open Map or using the toolbox buttons on the right side of the main window.
6.1.1 Discrete Map
Discrete Map is based upon the grid of rectangle graphic items,  which can be selected as  
obstacles or free. The number of rectangle items can be very high, but the collision detection algorithm 
works slower for every item tested. Example of the map is shown in Figure 31a.
Figure 31: a) Example of Discrete Map in Obstacle Mode, blue rectangles are items multiselected by  
rubber band drag, b) Maps Toolbox – Discrete Map
Here is the description of map options and controls, which can be reached by the Discrete Map 
toolbox (shown in Figure 31b):
• Open Map – from menu File > Open Discrete Map or button Open from the toolbox 
user can call the open file dialog. File extension of map is “.rrtm”, it is a simple text 
file.
• Create Map – user can create his own map by focusing on the Options groupbox. Size 
of the map can be selected as a number of items horizontal (Hor.) and vertical (Vert.). 
Parameter 1 sq. is represents the size of one rectangle grid item of the map in the real 
world. There is always an option to change scale later by setting new value, scale in 
the bottom of the Scene view is automatically redrawing. The default units are meters. 
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After pressing button  Create Map or action from menu bar  File > Create Discrete  
Map, the map shows up. Now obstacles and start/end point can be defined.
• Set Obstacles, Start/End – to set obstacles and start or end point, Obstacle Mode needs 
to be entered through menu Obstacles > Obstacle Mode Discrete or according button 
in the Discrete Map toolbox. Now user can in Scene view:
– select rectangles by clicking on them,
– multiselect rectangles by Ctrl + clicking on them,
– select areas of rectangles by clicking right mouse button and dragging.
There is  Obst button for turning/reverting rectangles from/to obstacles. By pressing 
Start or  End button, rectangle is selected as start or end point. Start and end can be 
reverted in the same way like the obstacles. This can be done off course only if one 
rectangle is selected.
• Save Map – Discrete Map can be saved from Main Menu File > Save Discrete Map or 
via Save button in Discrete Map toolbox. There is a standard save file dialog, which is 
prompting in case of overwriting already existing file.
6.1.2 Continuous Map
This environment representation allows the user to add four different graphic items – line,  
triangle, rectangle and ellipse. These items can be positioned to desired [ x , y ]  coordinates, then 
moved by mouse drag or rotated by given angle. Example of the map is shown in Figure 32a.
Figure 32: a) Example of Continuous Map in Obstacle Mode with one triangle item selected, b) Maps  
Toolbox – Continuous Map
List of possible map actions:
• Open Map –  from menu  File  > Open Continuous Map or  button  Open from the 
Continuous Map toolbox user can call standard open file dialog. File extension of the  
map  is  “.xml”.  It  is  a  simple  XML  file  with  map  dimensions  and  items 
positions/transformations.
• Create Map – there is an Options groupbox in the map toolbox. User can select the 
size of the map in pixels and the dimension of 100 pixels (at zero zoom) in real world.  
Since the square item in Discrete map is 10 px wide, it is easy to switch from one  
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environment representation to another.
•  Set Obstacles, Start/End – for setting obstacle and start or end point, Obstacle Mode 
needs to be entered through menu Obstacles > Obstacle Mode Continuous or through 
according button in the Continuous Map toolbox. User can perform these actions:
Figure 33: Add Item dialogs: a) Add Line, b) Add Triangle, c) Add Rectangle, d) Add Ellipse
– Add Item(s) – there are 4 dialogs available by toolbox buttons or from menu 
Obstacles  designated  for  adding  items  to  the  scene  (Figure  33).  For  each 
dialog, after setting coordinates or dimensions and pressing  OK, the item is 
added  to  scene.  Button  clear sets  all  spinboxes  to  zero.  The  [ x , y ]  
coordinates of rectangle and ellipse items are at their upper left corner.
– Add Start/End – there is an  Add Start Point and  Add End Point dialog for 
setting initial and goal configuration coordinates (Figure 34a, b). Start and end 
can not be deleted, their location is updated after each confirmation of these 
dialogs. Dialogs are activated via Start or End buttons from the map toolbox 
or by appropriate actions from Main Menu.
– Delete Item(s) – user can easily delete the items: pressing  Del button from 
map toolbox or  activating action  Obstacles  > Delete  Items deletes  all  the 
currently selected items.
– Move Item(s) – selected items can be moved by mouse dragging. Application 
must be in  Movement Mode, which can be entered via button  Movement or 
from menu Obstacles > Movement Mode.
– Rotate Item(s) – selected items can be rotated by desired +/– angle. The angle 
must be set in Rotate Dialog (Figure 34c) called by button Rotate from map 
toolbox or  from menu  Obstacles  > Rotate  Items.  Rotation  origin  point  is 
always in the center of each item, even in multiselection.
Figure 34: Other Discrete Map dialogs: a) Add Start Point, b) Add End Point, c) Rotate Dialog
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6.1.3 Scene Options
Through  the  Scene  Options dock  widget  (shown in  Figure  35)  user  can  perform various 
transformation actions or create image/create print output. There are two different concepts: the scene 
and the view. The scene is the whole map itself. When user zooms in the scene, he is scaling the scene 
to the huge dimensions and viewing a fragment of the it by the view.
Figure 35: Scene Options dock widget
User can turn the Antialiasing mode for the view rendering. There are an Antialiasing button 
and appropriate action in menu Scene. Because of performance, this mode is switched off by default, it  
slows down rendering of the tree while computing. Best practice is to use it for enhancing the view 
after the tree processing.
Three types of actions are available:
• Transformations –  scene  can  be  transformed  anytime,  for  resetting  applied 
transformations press 1:1 button, menu Scene > Zoom 1:1 works as well.
– Zooming – slider and  Zoom buttons on the Scene Options dock widget are 
zooming the scene, as well as proper actions in menu Scene > Zoom …; also 
Ctrl + mouseScroll (anchor is under mouse button) or Num + and Num – keys 
are working.
– Rotation – like for zooming, there are a slider and buttons on the dock widget 
and appropriate actions in the Main Menu. Whole scene gets rotated. Range is 
+/– 180 Deg.
– Panning – after entering the  Pan Mode via the  Pan Mode button or action 
from Main Menu Scene > Pan Mode user can pan with the scene in the view 
by pressing the left  mouse button and dragging. The “hand” cursor of this 
mode indicates that kind of behavior.
• Screenshots –  both  scene  and  view  can  be  saved  as  “.png” (Portable  Network 
Graphics) files. User can save whole map with trees computed or only current view 
(for example, zoomed to some detailed location). This can be done via actions Scene 
> Save Scene .png and Scene > Save View .png or by the buttons in right part of the 
Scene Options dock widget. User is prompted by standard save file dialog.
• Printing – scene and view contents can be also sent to the printer, so users can make 
“.pdf” (Portable Document Format) files by their favorite PDF printer tools. This can 
be done via actions Scene > Print Scene and Scene > Print View or by the buttons in 
the right part of the Scene Options dock widget. Standard MS Windows print dialog 
with a list of reachable printers is called.
6.1.4 Log View
Various  performed  actions  are  logged into  the  Messages  Log,  with  dates  and timestamps 
(Figure 36). User can see what is just happening or what was the last event output. The messages in  
log have three states of urgency differentiated by colors: success is green, info black and warning red.
Figure 36: Messages Log dock widget with Save Log button
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User can Save the log by pressing Save Log button on Log View dock widget or from menu 
File > Save Log. Save file dialog appears and after selecting the desired location “.txt” file with log 
dump is saved.
6.2 Algorithms Solver
With map loaded on the scene (created or opened) user can start using RRTs:
6.2.1 RRT Basic
This tree (Figure 37a, b) is just for observing the algorithm's rapidly-exploring behavior, it 
does not  perform any kind of search.  It  requires only start  point  for successful  launch.  The user-
editable options (shown in Figure 37b) are:
– Discrete Random – when checked, only center points of discrete grid rectangles are 
generated as  random points  in Discrete  Map.  In Continuous Map this  behavior  is  
simulated like if the same grid was there. Simply the random point are generated from 
a discrete grid with start at [5, 5]  and step 10 .
– Iterations – set number of iterations from range 〈1,10000〉 .
– Crop  Factor –  represents  multiplier  of  each  new  branch  length  from 
range 〈0.1,1〉 . For example, if 0.5 is set, each new branch will be shortened to the 
half of it's original size.
– Robot – parameter represents the robot dimension – outer radius of omnidirectional 
platform,  which  is  taken  into  account  when  computing  collision  detections. 
Remember that there is some scale set in the map. Input is in meters.
Button Run launches the algorithm, there is a dialog with statistical information after the tree  
processing. Button  Clear wipes the tree out of the scene. Actions from menu Tree > RRT Basic are 
working as well. This is the only tree with progressbar, because of the number of iterations is known.
Figure 37: a) RRT Basic in Continuous Map, b) Algorithms Toolbox – RRT Basic, c) RRT Basic in  
Discrete Map, d) RRT Basic – finished dialog of tree 37c
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6.2.2 RRT Searching
This tree represents single searching RRT, which is described in chapter 4.2. For successful 
start it requires map with start and end point defined. Parameters of the solver (Figure 38b) which can  
be edited by the user are:
• Discrete Random – if  selected,  the random point generator chooses random points 
only from centers of rectangles of the Discrete Map, in Continuous Map simulates this 
behavior (described more in chapter 6.2.1 RRT Basic).
• Crop Factor – new branch length multiplier from range 〈0.1,1〉 .
• Try End – after how many iterations end configuration is tested for connection instead 
of the random one.
• Robot – represents size of the robot in default units – meters.
Figure 38: a) RRT Searching in Discrete Map with shortened Sharp path computed, b) Algorithms  
Toolbox – RRT Searching
After making user input settings and pressing button Run, growing tree can be seen for a while 
or a longer period of time (depends on the complexity of the given map). When the tree reaches end  
point, dialog window with search summary info appears. The solution path is highlighted on the scene. 
Now with the tree computed user can perform various actions (for all the actions there are buttons in  
the tree toolbox and actions in menu Tree):
• Clear – clears the tree from the scene.
• Path Only – shows only path, clears free branches from the scene. This mode can be 
switched on/off.
• Shorten Path – calls shorten path algorithm. There are two of them available for the 
Searching RRT, both selectable via the radio buttons on the tree toolbox:
– Sharp – minimizes the tree paths to minimum by straight connecting lines to 
next path line points starting at the end point, periodically checking obstacle 
collision. Connections of lines are with sharp corners.
– Smooth – minimizes the tree paths to minimum, but then continues with line 
connections  by  nearest  possible  quadratic  Bezier  curve  (closest  to  the 
obstacles).
Shortened path can be switched on or off by the same button. After each shortening 
simple  information dialog with statistics  (how much the path has  been shortened) 
appears.  Shortening algorithms are described in more details in chapter 6.2.4 Path 
Shortening Algorithms.
Computation finished dialog contains brief information summary of the search. The same text 
can be found in the text-box after clicking button Show Details..., but with option to copy-paste text. 
Summary info is also saved into the Messages Log.
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Figure 39: a)  Searching  tree  in  Continuous  Map  with  Smooth  path  made  from  Bezier  curves  
shortened, b) RRT Searching Computation Finished dialog of tree 39a
6.2.3 RRT Bidirectional
This tree represents balanced bidirectional search as it is described in chapter 4.3. The tree is 
shown in  Figures  40a  and  41a.  Balanced  search  in  a  nutshell  means,  that  trees  are  periodically 
switched  and  new connection  is  always  made  on  a  smaller  tree.  Therefore  they can  retain  their 
“rapidly-exploring” property.
Settings of the tree (Figure 40b) are analogous to settings of RRT Basic from chapter 6.2.2 
with one difference – Bidirectional tree does not need a  Try End value. Each time on of the trees is 
extended the random configuration tries to connect also to the other tree. It forces Bidirectional tree to 
connect and find solution faster than the previous single search algorithm.
Both  Sharp and  Smooth shortening algorithms are available for RRT Bidirectional. Methods 
are described in more details in chapter 6.2.2 and 6.2.4.
Figure 40: a) RRT Bidirectional in Discrete Map with robot size 0.1 m and Smooth path shortening,  
b) Algorithms Toolbox – RRT Bidirectional
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Figure 41: a) RRT Bidirectional in Continuous Map with Sharp path shortening, b) Bidirectional tree  
Computation Finished dialog of tree 41a
6.2.4 Path Shortening Algorithms
There are two different path shortening algorithms both available for RRT Searching and RRT 
Bidirectional: Sharp Path and Smooth Path. After processing of the tree and successful finding of the 
path by asking for parent branches (starting from the end point), path can be shortened and number of  
solution branches significantly reduced.  Buttons and actions calling path shortening algorithms for 
both trees as well as the work-flow (switching between algorithms, turning shortened path on and off) 
are described in chapter 6.2.2 RRT Searching.
Figure 42: Path shortening algorithms: a) Sharp Path, b) Smooth Path
Description of the algorithms:
– Sharp Path – tries to minimize the path by checking straight connections to next path line  
points. Iterative procedure starts at the end point, periodically checking obstacle collision for  
each connection (gray lines in Figure 42a). If the connection is not colliding with obstacles,  
next line point is checked. First occurrence of collision holds the algorithm (red line in Figure  
42a) – previous line is added to the shortened path (green line from start point in Figure 42a). 
Next iteration continues from the last successful point (green point in Figure 42a). When the  
end point is reached, sharp shortened path is constructed.
– Smooth Path – this algorithm is based on the previous one – once the sharp path is computed, 
solution is further shortened by quadratic Bezier curves. For each two lines of the short path a 
quadratic Bezier curve with start and end point in the midpoints of the lines and configuration 
point in their connection point is constructed. This is obvious from Figure 42b. There are three 
control points for the quadratic Bezier curve: first two are the two endpoints of the curve, 
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P0  and P2 . The last one is an intermediate point P1 , it controls the direction of the 
tangents  of  the  Bezier  curve at  both ends  (point  is  away from the  curve).  The Bernstein 
polynomial of n th degree, which is implemented as a quadratic Bezier curve for the purpose 
of the smooth path, is generally a polynomial approximation of the n th  degree for n+1
points. The curve passes through the end points P0 , P2  ( P0  to Pn  in general). 
Tangent at the starting point  P0  is parallel with vector  (P0, P1) . Tangent at the end 
point  Pn  is parallel with the vector  (Pn−1 , Pn) . The entire curve lies in the convex 




(2n)t i(1−t )2−i P i=(1−t)2 P0+2 t(1−t)P1+t 2 P2 , t∈[0,1]
6.2.5 RRT Nonholonomic
Nonholonomic  tree  represents  sampling-based  motion  planing  with  incremental  system 
simulator.  System  is  the  car-like  nonholonomic  robot  –  rigid  body  that  moves  in  a  plane.  It's 
configuration space is  C=R2⋅S 1 ,  where the car configuration is referred by  q=( x , y ,θ ) . 
Origin of the car body is situated in the center of the rear axle. Details can be seen in Figure 43. Car  






where  θ is rotation of the car in the space,  L  is the distance between front and rear 
axle, φ  is the steering angle, s  is the signed speed of the car (forward or backward movement),
us  is action variable for speed, φ  is the steering angle and uφ  represents the action variable 
for steering.
Figure 43: Simple car rigid body with three degrees of freedom
The enhanced metric is used instead of ordinary Euclidean metric, since it better reflects the 
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distance between the configurations of the car body. It was designed by series of experiments and 
established in metric equation:
d ( p , q)=√( px−qx)2+( p y−q y)2+( pθ−qθ )2⋅L2
where p  and q are configurations of the car, θ  is rotation of the body and L  is 
the distance between front and rear axle.
Figure 44: a) RRT Nonholonomic in Continuous Map, b) Algorithms Toolbox – RRT Nonholonomic
Solver settings of the Nonholonomic tree (shown in Figure 44b) are:
• dt – time step constant. Needs to be chosen wisely regarding to the dimensions of the 
car and other solver settings. Values significantly higher than Goal Dist are having 
problem with finding goal configuration – distance between iteration steps is higher 
than goal distance and solver is jumping around solution.
• Step –  number  of  iterations  per  one connected sample  –  when the  best  input  for 
nearest configuration is found, Step many times the incremental simulator computes a 
new configuration and it is connected to the tree. Higher values are causing the car 
rotating in redundant circles in each connection process.
• PS –  probability from range  〈0,1〉 ,  that  uφ  will  be  tested if  it  is  in range 
〈−Phi Straight , Phi Straight 〉 .  If not, nearest configuration is tossed and new 
one is computed in next iteration. This forces the car to go rather straight forward than 
turn, which is advantageous for example in parallel parking problems. If set to 1, new 
car actions are not tested. After reaching Goal Distance, PS is turned off.
• Phi  Straight: maximum steering wheel  angle  in  the  PS probability straight  mode. 
If PS is set to 1, this value is redundant.
• PG – probability from range  〈0,1〉 ,  that the goal configuration will  be chosen 
instead of random configuration. 
– Goal Mode D – defines distance region around the goal configuration using the improved 
metric. Once reached by any configuration of the tree, every second random configuration is 
then chosen from the region two times bigger than close region. This leads car to improve its  
parking position closest to the goal when the goal configuration is very close, while it lets the 
algorithm to explore very fast into unreached regions in the times when the goal is far away 
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from the tree.
• Goal Dist – closest distance to the goal. When reached, algorithm ends and reports  
success with Computation Finished dialog with brief status info. Goal is found.
There are more options fot the robot kinematics and configurations:
• Width – car-like robot bounding rectangle width.
• Height – car-like robot bounding rectangle height.
• Length – distance between front and rear axle of the car-like robot.
• Max Phi – maximum steering wheel angle of car-like robot in Degrees.
• Theta Start – rotation of the initial configuration from range 〈−180,180 〉 Deg.
• Theta End – rotation of the goal configuration.
After making desired settings and pressing button Run from the tree toolbox or action Tree > 
RRT Nonholonomic > Run the processing is launched. There is no progressbar,  the exploration is  
obvious from the Scene View. When the search reaches the goal configuration, the dialog window with 
search summary appears and the solution path is highlighted on the scene. Last configuration nearest  
to the goal is shown in transparent green color, so it is easy to compare it with the goal configuration.  
With the tree computed user can perform these actions:
• Clear – clears the tree from the scene.
• Path Only – turns on or off mode that shows only the computed path.
Figure 45: a) RRT Nonholonomic in Discrete Map, b) Computation Done dialog of tree 44a
6.3 Explore Mode
Explore Mode is a special batch mode designed for effective measuring of RRTs performance.  
One of the trees can be selected by radio buttons (Figure 46b) and desired  Repeat set (how many 
measurements will be performed = trees computed). Batch of trees is then computed by starting tree 
threads from a separate Explore Mode thread.
6.3.1 Simple Measurement
After pressing the Explore Tree button (or selecting this action from menu bar Tree > Explore 
Tree), save file dialog asks user where to store output folder with exploration artifacts. Default location 
is application's “./Explorations” directory or the Windows user Documents folder, if the directory of 
the application is read only (common in Windows 7 Program Files). Confirmation of the dialog causes 
the trees to be computed one after another – the process is visible in the Scene View. User can see 
progressbar dialog window with the Abort button for a while.
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Figure 46: a)  Scalable  matplotlib  graph  figure  with  graphical  representation,  250  Single  RRTs  
computed; b) Algorithms Toolbox – Explore Mode tab
Figure 47: a) Scalable matplotlib graph figure with statistical representation, same 250 Single RRTs  
as in Figure 45a; b) Adjustment of graph figure options
When exploring of the tree is finished, Exploration Finished dialog pops up (Figure 48b). User 
can Compute the statistics with Python,  Show the statistics File in Notepad or Open output folder in  
Windows  Explorer.  Please  be  patient,  Python  processing  takes  a  while  since  the  Portable  Python 
interpreter with dependencies needs to be loaded. End of the process is indicated by showing scalable 
graph figures generated by matplotlib library (process is explained in chapter 5.1.5):
Figure 1 is a graph with graphical representation of the data (shown in Figure 46a). On the 
x  axis are the trees (number of the tree) and on the y  axis are various values obvious from the 
legend situated in the upper right corner.
Figure  2 shows  six  boxplots with  statistical  representation  of  measured  data  (shown  in 
Figure 47a). For each, box extending from the lower to upper quartile values of the data and whisker  
plot showing the range of the data is drawn. The flier points marked with “+” symbols are those past  
the end of the whiskers.
Plotted areas can be panned or zoomed (actions are activated by buttons at the bottom of the  
window), figures can be saved. The penultimate button calls adjustment window (Figure 47b) where 
margins and spaces between plots can be set. Last button saves figure (many formats possible).
Folder with output artifacts is named like this:
ExpRRT_[Single/BiTree/NonhTree]_[date]_[time]_[iterations]it
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Output of explore mode is (* stands for same name as the folder):
• File  “*.tsv” –  tab separated  values,  raw measurement  log with  significant  values 
(time, number of configurations, path length in meters, number of path configurations, 
length of shortened path in meters and number of configurations of shortened path.) 
for every tree. Nonholonomic tree has no path shortening, so there are zeros instead.
• File “*_result.tsr” – text file with medians, averages (mean) and standard deviations 
for each significant value from “*.tsv” log.
• Interactive graphs – pops up 2 matplotlib figures windows with scalable graphs. User 
can zoom, save screenshots or perform various other actions.
• Files “*.png” and “*2.png”– screenshots of the graph figures in default zoom.
• File “*.rrtm”/“*.xml” – saved map.
Figure 48: a) Scalable matplotlib graph figure with Crop exploration – step 0.05, 100 trees per step,  
b) Exploration Finished dialog with options
6.3.2 Exploring Crop Factor
When user selects  Explore Crop  radio button (this functionality is available only for RRT 
Searching and RRT Bidirectional), tree will be explored in a special batch mode. Example: If you set 
RRT Bidirectional with crop mode 0.1, trees will be computed Repeat many times time for each Crop 
factor from 0.1 up to 1.0 incrementing by 0.1. So when Explore Crop is selected, Crop Factor of trees 
in Algorithms Toolbox on the left side of main window behaves differently – it is an increment.
As a result of this mode, a whole sequence of “.tsv” logs is saved into the output directory. 
Result file with suffix “_Medians” can be also found here. It contains medians, averages (mean) and 
standard deviations for each crop. This file is plotted into interactive graph figures (one with total time 
and branches, another with path information) which appears after the computation finishes (sample is  
shown in Figure 48a). Graph figures are saved as “.png” images to the output directory.
Output folder with artifacts is named:
ExpRRT_[Single/BiTree/NonhTree]CROP_[date]_[time]_[iterations]it
Inside output folder user can find (* is name of folder with artifacts):
• Files “*.tsv” – raw logs of measurements, each for one value of Crop Factor.
• File “*_AvgStD.tsr” – text file with averages (mean) and standard deviations for crop 
values from raw logs.
• File “*_Medians.tsr” – text file with medians for crop values from raw logs.
• Interactive Graph – pops up matplotlib window with scalable graph, which shows 
values from “*_AvgStD.tsr” file.
• Files “*.png” – screenshots of graph figures in default zoom.
• File “*.rrtm/*.xml” – saved map file.
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6.4 Omnidirectional Robot CAN Communication
The CAN communication is established using third party libraries which was developed by 
Department of Applied Computer Science at Brno University of Technology, these are communicating 
via CANopen messages with MCD EPOS units. User needs USB2CAN converter based on FTDI chip 
for the connection of the drives to the host PC, the driver library is included with RRT Explorer 2.0  
application, additional installation is not needed.
For completion the omnidirectional robot navigation task it was necessary to determine the  
robot's  coordinate  systems  in  space  and  propose  the  kinematic  equations  for  the  omnidirectional 
movement of the robot chassis. Model was simulated in the application environment, tested and the 
desired accuracy was verified by data from motors encoders.
6.4.1 Introduction of Coordinate Systems
The top level basic coordinate system for the movement of the robot is  Global Coordinate  
System  –  GCS  (xG , yG) ,  which  represents  the  robot's  environment  and  its  unique  position 
(Figure 49a). It consist of the coordinates x , y  and angle θ , which represents the angle to 
the y-axis of the robot. A positive angle is given by the robot turning clockwise.
Another coordinate system is the Local Coordinate System – LCS (x L , y L) , which refers 
to the robot itself (shown in Figure 49b). Its onset coincides with the robot's center of gravity C , 
the axis  yL is identical to the connection of the robot center and wheel 1. Three omnidirectional 
wheels are at angles α 1 , α 2 and α 3 . Beginning of the angles is the positive axis yG  and 
their direction is counterclockwise (opposite than angle θ  of the Global Coordinate System). The 
values are α 1=120 ° , α 2=120 °  and α 3=240 ° .
Figure 49: a) Robot position in Global Coordinate System, b) Wheels position in Local Coordinate  
System
6.4.2 Wheel Velocity Vectors
Before solving inverse kinematics of the robot it is necessary to provide velocity directions for  
each of the wheels and distribution of them into the Global Coordinate System axes. Peripheral speeds 
of each wheel  (v1, v 2, v3)  and angular speeds (ω 1,ω 2,ω 3)  are the main unknowns in solving 
inverse kinematics. Directions of angular velocity vectors are determined by right-hand rule and the 
direction of rotation of wheels can be identified from them. Figure 50a shows important  velocity  
vectors of the robot wheels.
Each wheel velocity vector can be decomposed into axes xG  and yG (Figure 50b). The 
velocity vector subscript indicates the number of the wheel (and also coordinates to which the vector is 
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projected). The negative sign indicates opposite orientation of the vector. Whole robot base speed is 
denoted to ( x˙ , y˙ ,θ˙ ) . Values represents the velocity in the xG  and yG  axis. θ˙  denotes 
the angular velocity with which rotates the robot center of gravity, positive direction is clockwise (see  
Figure 50a).
Figure 50: a) Positive directions of velocity vectors and their distribution into axes, b) Projection of  
v1 unit vector – representation of the velocity of first wheel
6.4.3 Inverse Problem of Kinematics
Inverse  problem  of  kinematics  solves  relations  between  the  speed  of  whole  platform 
( x˙ , y˙ ,θ˙ )  and peripheral speeds of wheels (v1, v 2, v3) . Kinematics considerations based on the 
literature  [2] and  [13] have been extended and applied to the model of the robot. Velocity of each 
omnidirectional wheel  v i  can be split into a part of a purely translational and purely rotational 
movement of the robot:
v i=v i
tran+v rot
First, deal with the rotational motion, there is a simple equation equation:
vrot=Rθ˙
As for the translational motion, consider the unit vector of the velocity vector v1 (as it is 










tran=−cos(θ ) x˙+sin (θ ) y˙
This procedure can be applied to all wheels, considering that they are positioned against the 
first one with offset α 2  and α 3 . Notice that it has opposite direction that angle θ  and 
therefore it must be subtracted from the angle θ :
v i=−cos (θ−α i) x˙+sin (θ−α i) y˙
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Substituting the constants, the equations look as follows:










π ) x˙+sin (θ −4
3
π ) y˙
By sum of translational and rotational velocity components equations we get the resulting 
kinematic equations:




π ) x˙+sin (θ −2
3




π ) x˙+sin (θ −4
3
π ) y˙+Rθ˙
We have defined relationships between the peripheral velocity of each wheel and velocity of 
chassis in the Global Coordinate System. Peripheral velocity refers to the angular velocity of the wheel 
accordingly to the equation:
v i=rω i
Where r  is the radius of omnidirectional wheel. Kinematic equations may therefore have 
the following form:
ωi=
−cos (θ−α i) x˙+sin(θ −α i) y˙+Rθ˙
r
But the angular velocity of wheel has limits given by the limits of motors and gearbox, 
therefore there is a need to count with conditions:
ω min≤ω i≤ω max , ωmin=−ω max





Resulting kinematic equations are calculating with a constant angle θ  which is constant 
only in translational motion. If we do move the robot in space together with its rotation, it is necessary 
to divide the total time interval 〈0,t f 〉 into N  equal segment periods in which the angle θ  
can be considered constant (entire approach described here is based on the literature [46]):
t i−t i−1=Δ t=
t f
N
for i=1,2,3,... , N
If we consider translational and angular velocities as uniformly accelerated in each discrete 
period, the following equations can be introduced:




x˙G(i−1) x˙G , i+1Δ t
yG(i )= yG (i−1)+
1
2
y˙G (i−1) y˙G ,i+1Δ t
θ G(i )=θ G (i−1)+(θ G , i+1−θ G (i−1))
S i
S i+1
For better resolution between the main points and discretized points, for the main points lower 
index  i  is  used and discretized points have  i  placed in parentheses.  The meaning of other 
symbols is described in the List of Abbreviations and Symbols.
Position of the point on the x  axis is the sum of the previous point x  axis position in 
the Global Coordinate System and uniformly accelerated motion path until the next main point for the 
discretization time Δ t . Location of the point on the y  axis is given analogically. Angle in the 
point of track specified by coordinates  [ xG (i ) , yG(i)]  is the sum of the previous point angle in 
global coordinates and linear increment of the angle depending on the calculated path. Points arising 
from discretization of the main path will be denoted as discretized track points, while the main points  
from which they were formed, we will call main points. The angle was not defined using the average  
angular velocity of uniformly accelerated motion because the main points of the track are not informed  
about the angular speed of the robot.
Path discretization algorithm from the main points works properly only if we do not want to  
take into account the kinematic relations in each established discrete point and we would not care 
about  acceleration and end speeds of the wheels.  If  these facts are taken into account,  after  each  
creation of discrete point the inverse kinematics task needs to be solved and it is necessary to check  
the results  if  they are not  exceeding the maximum values  of  velocity and acceleration.  If  so,  the 
motion on the track must  slow down and check is done again.  For a chosen value of  N ,  the 







x˙ (i)= x˙ (i−1)−Δ x˙ j





The more we choose a value  Δ t , the calculations and amount of data sent will be less 
demanding.  Small  discretization  value  leads  to  better  accuracy,  but  its  value  is  limited  by  the  
possibilities  of  communication  over  the  bus.  The  best  value  appeared  to  be  from  Δ t=0.4s . 
Discretization algorithm is shown in the flowchart in Figure 51.
For the function of the robotic part of application it is necessary to input various technical data 
in the CAN Communication section of the Algorithms Toolbox (shown in Figure 51b):
– Main P v – desired velocity of the center of the robot in the main points
– dt – discretization time
– Robot R – distance from the robot's center to the center of the omniwheel
– Wheel D – diameter of the omnidirectional wheel
– GR – gear ratio
– Omega Max – maximal angular velocity of the wheel
– A Max – maximal acceleration of the wheel
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Figure 51: Path discretization algorithm, based on [46]
Lots  of  work  on  motors  has  been  done.  The  bus  is  initialized,  motors  settings  and  base 
commanding of motors allows movement of the robot following the method of incremental translation 
and sequential rotation, where the EPOS unit is in Profile Velocity Mode. Complex control events  
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involving  precise  control  of  acceleration  and  deceleration  and  braking  ramps,  including 
synchronization allowing simultaneous translational and rotational movement of the robot, will be the 
further interest in possible follow-up studies.
Figure 52:  a) Wiring of communication between control station (PC) and motor units – 24VDC/10A  
power  supply,  3  MCD  EPOS  units,  FTDI  USB2CAN  converter  is  connected  to  the  PC;  
b) CAN Communication section of Algorithms Toolbox
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6.5 Other Functionality
The following lines contain a brief overview of additional functionality – registry settings and 
small memory dump (minidump) analysis.
Figure 53: a) Small memory dump analysis “*.dmp” files, b) Sample of registry file
6.5.1 Registry Settings
All the values from the user interface of RRT Explorer 2.0 are saved to the registry during end 
routines of application and taken from there during startup. Also position and dimensions of the main  
window are saved into the registry. In case of any troubles on multiple monitor set with notebook,  
when the main window can appear on disconnected display, just delete the registry file. Fresh new one 
will be created with next launch of the application and main window will show up on default display.
There  is  a  RRTExplorer2reg.ini file  in  %APPDATA%\RRTExplorer2\ folder,  where  the 
registry is  located  (sample  of  the  file  opened in  text  editor  is  shown in  Figure  53b).  Values  are  
separated into groups and labeled. In MS Windows XP, %APPDATA%\ usually means:
c:\Documents and Settings\UserName\Application Data\
In Windows 7 it is:
c:\Users\UserName\AppData\Roaming\
The %APPDATA%\ folder is usually hidden, therefore hidden/system files view needs to be 
enabled in disk manger.
User can add another RRTExplorer2reg.ini file into the installation folder of the application 
(where the  “.exe” file is located) – in this case settings from %APPDATA%\ folder are overridden 
with the “.ini” file from the application's folder. During closing routines of RRT Explorer all the GUI 
values are saved into this explicit registry, so the common registry remains untouched. This feature is  
useful for testing – it is possible to store and distribute various settings according to the measurement 
task, not violating the common registry and switching fast between different solver settings.
6.5.2 Small Memory Dump Analysis
If  RRTExplorer  2.0  unexpectedly  crashes,  a  dialog  is  shown  and  small  memory  dump 
(minidump) file with app name and timestamp is saved into the installation directory (as shown in 
Figure 53a). This might be unsuccessful because of MS Windows user account control (e.g. can not 
write into c:\Program Files\), depending on user environment settings.
Memory dump analysis feature uses MiniDumpWriteDump Microsoft Platform SDK function, 
which writes the necessary crash dump information to a file without saving the whole process space. 
Collected dumps  can be checked by opened in MS Visual  Studio.  After  running the debugger,  a  
simulated process  is  created and halted  at  the  instruction that  caused  the crash.  Programmer  can 
observe the call stack and symbols to see what happened. It is an extremely useful tool for collecting 
bugs after the software has been released.
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6.5.3 Main Menu, Toolbar and Keyboard Shortcuts
Basically all the actions user can do with the application can be reached from the Main Menu, 
although access through buttons from UI might be more obvious for the first time. User can learn  
keyboard shortcuts from the Main Menu (some expanded menus are shown in Figure 54b, c). 
Toolbar with actions (shown in figure 54a) is draggable – this might be useful while working 
on multiple monitors or small monitors. It can be floated as a top-level window on the desktop or you 
can re-dock it on the left, right or bottom edge of the main window. There are 4 checkable buttons at  
the right part of the toolbar (Figure 54a, bottom image).
Figure 54: a) Toolbar with actions, b) Expanded Menu >Scene, c) Expanded Menu > Tree
List of available keyboard shortcuts:
Ctrl + Shift + N Create Discrete Map
Ctrl + Shift + O Open Discrete Map
Ctrl + Shift + S Save Discrete Map
Ctrl + N Create Continuous Map
Ctrl + O Open Continuous Map
Ctrl + S Save Continuous Map
Ctrl + L Save Log
Ctrl + Q Quit
Ctrl + I Save View .png
Ctrl + P Print View
Ctrl + Shift + I Save Scene .png
Ctrl + Shift + P Print Scene
Alt + P Pan Mode
Alt + left Rotate Left
Alt + right Rotate Right
Num + Zoom In
Num - Zoom Out
Num * Zoom 1:1 0°
6 Functionality of the Application Page 73
Alt + A Antialiasing
Alt + Shift + M Main Bar
Alt + Shift + F Features Dock
Alt + Shift + A Algorithms Dock
Alt + Shift + L Log View
Alt + Shift + S Scene Options Dock




Ctrl + B Obstacle Mode Continuous
Alt + L Add Line
Alt + T Add Triangle
Alt + R Add Rectangle
Alt + E Add Ellipse
Del Delete Items
Shift + S Start Position
Shift + E End Position
Shift + M Movement Mode
Shift + R Rotate Item(s)
Shift + F10 RRT Searching Path Only
Shift + F11 RRT Bidirectional Path Only
Ctrl + F10 RRT Searching Shorten Path
Ctrl + F11 RRT Bidirectional Shorten Path
[F5, F6, F7, F8] Run [Basic, Searching, Bi, Nonholonomic] tree
[F9, F10, F11, F12] Clear [Basic, Searching, Bi, Nonholonomic] tree




By pressing  key  F1 or  activating  action  Help  > Handbook new window with  Handbook 
appears (Figure 55a). It is a structured HTML document with CSS style embedded inside. It serves as 
a  general  help  document,  where  the  “how-to”  is  represented  to  the  users.  It  is  loaded  from the 
“./Handbook/handbook.htm” file which is located in the installation directory – user can open it in the  
web browser for better readability.
In the Help section of the Main Menu there is also action About, which calls the About Dialog 
(shown in Figure 55b) with short info about used technologies, author and link to the project website.
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Figure 55: a) Handbook Window, b) About Dialog
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7 NOTES ABOUT PROGRAM IMPLEMENTATION
This chapter briefly describes the implementation of the application. Framework and other 
used technologies is described in chapter 5.1, this one is focusing more on the code. For clarity, it is  
divided into two subsections:  C++ and Scripts.  Whole project  is  using one MSVS 2010 solution, 
output of the build is deployed to dedicated build folder with additional stuff included (handbook, 
demo  maps,  scripts,  Python  and  libraries)  by  deployDebugRelease.bat,  separately  for  each 
configuration  (Debug  or  Release).  Installer  and  portable  version  is  created  by  launching 
makeInstallation.bat when the release bin folder is ready.
7.1 C++
Header files have extension “.h”, sources “.cpp”. Coding style is heavily influenced by Google 
C++ Style Guide  [52], which is very reasonable. The most significant is the strict 80 characters per 
line style, which makes the code perfectly readable in more panels on big monitors/multiple monitors 
workstation. Indentation is done by tabs, since it is possible to convert them to spaces easily. Here is  
the list of classes with short info:
• BidirectionalRRT – implementation of two space searching RRTs connecting, thread.
• CanCommunication – class for handling the CANopen communication with 3 MCD 
EPOS motors connected through USB2CAN converter.
• ContinuousMap –  inherits  from  TreeMap,  implementation  of  Continuous  Map. 
Handles collision detections for the map items on the scene.
• ExplorationProvider –  handles  creating  and launching  ExploreThread,  dialogs  and 
other support for the Exploration Mode. Calls Python postprocessing.
• ExploreThread –  core  of  the  Exploration  mode,  calls  cascades  of  trees  and feeds 
statistical data with other output into text files.
• LogHandler – class sends messages to the Log View on the main screen and passes  
them also to the debug output. More threads can write simultaneously.
• MainWindow –  Qt  main  window  class,  handles  button  state  machine 
(enabling/disabling of actions/buttons).  Main thread, instantiates almost  everything, 
handles most of the dialogs.
• MapHandler – small handler class responsible for creation or disposing of Discrete or 
Continuous Maps, returns pointer to the right map.
• minidump – not a class but a 
• NonholonomicRRT – implementation of the RRT Nonholonomic solver, thread.
• PathShortener – class for shortening 2D omnidirectional trajectories, provides short 
paths created from lines or quadratic Bezier curves.
• Rectangle – graphic item rectangle, one piece of the grid of Discrete Map, inherits 
from QGraphicsItem.
• RectangleMap – inherits from TreeMap, implementation of the Discrete Map. Handles 
collision detections for the grid of Rectangle items on the scene.
• RegistryProvider – handles establishing/saving/loading application registry. Switches 
between global and local overriding registry.
• RRTree – tree graph class, collection of nodes (RTBranch). Handles adding, removing 
and changing line items on the scene by signal/slot connection.
• RTBranch – omnidirectional trees configuration branch, based on a line element.
• CarAction – struct with velocity and front wheels angle.
• CarConfig – struct with the position of rear axle and rotation of the car.
• CarSet – struct defining the car shape – width, height (length of the car) and length 
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(distance between front and rear axle).
• RTCarMove – car configuration with shape graphic items.
• RobotMover – class for discrete computing of robot wheel velocities.
• ScaleRuler – handles drawing of the Scale in the bottom of the Scene View.
• SingleRRT – implementation of the simple iterative non-searching tree with collision 
detection, it is a thread.
• SingleSearchRRT – implementation of RRT Searching solver, thread.
• TGraphicsScene –  custom,  enhanced  QGraphicsScene.  Handles  item  changes  by 
signal/slot connections.
• TGraphicsView –  custom,  enhanced  QGraphicsView,  handles  various  scene 
transformations (zooming, rotation, panning, …).
• TreeMap – base template class for RectangleMap and ContinuousMap
7.1.1 Scripts
There was some scripting needed to be done, mainly because of deployment, measurement 
Exploration Mode in Python and Inno Setup installer.
• deployDebugRelease.bat – MS Windows batch file called from MS Visual Studio post 
build step.  Accepts  1  parameter  with string “Debug” or  “Release”.  Copies  all  the 
necessary stuff to the bin folder – Qt DLLs, PDBs (in Debug configuration), 3 rd party 
libraries, Portable Python, Python scripts, maps, handbook and creates default export 
directories for portable version.
• makeInstallation.bat –  batch  for  manual  launching  from  command-line.  Handles 
creation of “.exe” installer by passing RRTExplorer2.iss to the Inno Setup engine, 
changes result file icon by Resource Hacker.
• RRTExplorer2.iss – installation definition file used by Inno Setup, contains series of 
commands  specifying  installation  files,  target  locations  and other  settings  used  to 
control  aspects  of  the  installation.  For  clarity  and  readability  it  includes  scripts:  
include_files.incl, languages.incl and setup_common.incl
• evaluate_exploration.py – core script of the Measurement Mode  Python processing, 
computes statistical data and shows graph figures.
• show_graphs.py – sample script used for viewing already processed statistical files 
from Measurement  Mode output.  Advanced users  can modify it  and plot  different 
graph outputs than RRT Explorer provides.
• mainwindow.qrc – Resource Collection File, an XML-based file that lists files on the 
disk and assigns them with resource names that  are  later  part  of  the  application's 
source tree.
Interfaces of the complex dialogs are defined by the user interface definition “.ui” files, which 
are created in Qt Designer tool. These are: aboutdialog.ui, addellipsedialog.ui, addendpointdialog.ui, 
addlinedialog.ui,  addrectangledialog.ui,  addstartpointdialog.ui,  addtriangledialog.ui, 
explorationfinisheddialog.ui, mainwindow.ui and rotatedialog.ui.




This chapter presents the results of measurements carried out using the batch Measurement  
Mode of the RRT Explorer 2.0 application. Compares the single-tree version of RRT algorithm with 
bi-tree version and shows the results of possible Crop Factor optimization. These measurements were 
performed on two sample maps, one type of open space with few obstacles and a second type of maze. 
Both maps are the size of 800×600  pixels. Maps are shown in Figure 56a (open space) and 56b 
(maze type).
Nonholonomic version of the RRT algorithm is presented in the context of optimization of the  
solver for solving the problem of parallel parking. It shows the advantage of favoring driving straight  
on the probability of PS (Probability Straight). Second measurement deals with dt optimization.
In practice, the optimal settings of the solver depends on the density of the map obstacles.
8.1 Single tree vs. Bidirectional
On both maps wins according to previous expectations Bidirectional RRT – tree with balanced 
bidirectional search. Only in the case of the path length is a narrow winner Searching RRT – single  
tree search solver. Measurements were repeated 250  times. Result graphs are shown in Figure 57.
Figure 56: Single vs. Bidirectional tree measurement maps: a) open space, b) maze
Comparison of average values (mean) with standard deviations for the map type open space:
Algorithm Total time [ms] Branches Path length [m] Path branches
RRT Searching 75.70 ± 77.54 129.29 ± 127.32 12.70 ± 1.82 23.25 ±13.43
RRT Bidirectional 31.03 ± 20.98 20.43 ± 14.37 12.66 ± 1.71 9.23 ± 4.79
Following the same comparison of average values (mean) and standard deviations for the map 
type maze:
Algorithm Total time [ms] Branches Path length [m] Path branches
RRT Searching 967.74 ± 778.12 1105.58 ± 565.41 22.37 ± 1.76 126.34 ± 37.24
RRT Bidirectional 187.54 ± 88.69 182.68 ± 64.63 22.74 ± 1.93 50.68 ± 11.74
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Figure 57: Open  space  map  measurement:  a),  b)  RRT  Searching;  c),  d)  RRT  Bidirectional;  
Maze map measurement: e), f) RRT Searching; g), h) RRT Bidirectional
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8.2 Sample Measurements of Crop Factor
In the  sample measurements  we  can also show an example of  optimizing crop factor  for  
RRT Searching on both open space type and maze type map (Figure 56). Crop Factor is going from 
0.1  to  1.0  by step  0.05 .  Measurements  were  repeated  250  times  per  each  Crop. 
Results can be seen in the Figures 58, 59. Graph figures are zoomed – shortest crops are processing for  
a very long times and therefore are not interesting. Tables are showing only those Crop Factors that 
were better (had shorter processing time) than full branch length.
8.2.1 RRT Searching
Comparison of average values (mean) with standard deviations for the map type open space:
Crop Factor Total Time [ms] Branches Path Length [m] Path Branches
1.00 105.37 ± 114.99 191.57 ± 178.96 12.90 ± 1.27 29.13 ± 15.60
0.95 46.23 ± 37.49 90.33 ± 76.86 12.18 ± 1.45 18.87 ± 9.68
0.90 65.23 ± 53.81 120.33 ± 96.15 12.80 ± 1.75 23.80 ± 11.66
0.85 83.80 ± 82.45 144.27 ± 136.62 12.31 ± 1.27 23.90 ± 11.17
0.80 99.73 ± 66.68 155.93 ± 114.72 13.04 ± 2.23 28.40 ± 11.82
0.70 98.77 ± 100.42 166.13 ± 155.71 12.47 ± 1.82 28.40 ± 13.85
Comparison of average values (mean) and standard deviations for the map type maze:
Crop Factor Total Time [ms] Branches Path Length [m] Path Branches
1.00 793.97 ± 693.80 986.47 ± 527.60 22.40 ± 1.68 117.80 ± 32.17
0.85 787.70 ± 506.95 1021.23 ± 411.27 22.22 ± 1.75 129.90 ± 17.06
0.65 803.50 ± 471.03 1021.57 ± 429.48 21.23 ± 1.39 130.60 ± 30.21
It is obvious that open space type map is more suitable for working with with RRT Searching  
Crop Factor. In the case of the maze type map, only one Crop Factor total time was better than the 
time without Crop (0.85). One was very close, with better standard deviation (0.65).
Figure 58: RRT Searching Crop Factor measurement open space type map: a) Branches and Total  
Time graph, b) Path Information graph
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Figure 59: RRT Searching Crop Factor measurement maze type map: a) Branches and Total Time  
graph, b) Path Information graph
8.2.2 RRT Bidirectional
Balanced  bidirectional  search  tree  was  measured  in  the  same  way  like  the  single-tree. 
Measurement was repeated 250  times per each Crop going from 0.1  to 1.0  by 0.05 .
Comparison of average values (mean) with standard deviations for the map type open space:
Crop Factor Total Time [ms] Branches Path Length [m] Path Branches
1.00 31.10 ± 24.39 19.73 ± 19.42 12.47 ± 1.74  8.13 ± 4.94
0.85 29.63 ± 21.80 20.10 ± 15.42 12.61 ± 1.55 9.40 ± 5.91
Comparison of average values (mean) and standard deviations for the map type maze:
Crop Factor Total Time [ms] Branches Path Length [m] Path Branches
1.00 196.50 ± 119.70 191.03 ± 80.28 23.21 ± 1.86 53.00 ± 10.80
0.95 188.73 ± 82.62 177.10 ± 59.75 22.94 ± 1.58 49.90 ± 10.16
0.80 193.47 ± 76.97 191.20 ± 52.71 21.98 ± 1.55 55.03 ± 8.93
0.75 175.07 ± 78.83 171.33 ± 69.55 21.39 ± 1.70 50.20 ± 12.23
0.65 177.20 ± 70.01 176.40 ± 55.70 20.92 ± 1.72 54.90 ± 11.75
It is clear that for RRT Bidirectional the maze type map is more suitable for search with Crop  
parameter on. In the case of open space map, only one Crop Factor (0.85) generated a better time 
average (mean). For the maze type, several Crop Factors are producing better total times – the best 
value seems to be around 0.7.
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Figure 60: RRT Bidirectional Crop Factor measurement open space type map: a) Branches and Total  
Time graph, b) Path Information graph
Figure 61: RRT Bidirectional Crop Factor measurement maze type map: a) Branches and Total Time  
graph, b) Path Information graph
8.3 Nonholonomic Tree Sample Measurements
For  Nonholonomic  version  of  the  RRT algorithm two types  of  measurements  are  shown: 
optimization of the solver for solving the problem of parallel parking with favoring driving straight on 
the probability of PS (Probability Straight) and second measurement with dt optimization.
8.3.1 Parallel Parking Problem
The  parallel  parking  problem  shows  the  advantage  of  favoring  driving  straight  on  the 
probability of PS (Probability Straight) – it produces shorter path with less configurations. Map shown 
in Figure 62 was used. Result graphs are shown in Figure 63. Comparison table with mean ± STD:
Settings Total Time [ms] Branches Path Length [m] Path Branches
PS 0.0 1903.49 ± 1481.99 3319.60 ± 1864.76 5.90 ± 1.40 229.14 ± 55.54
PS 0.95 2539.96  ± 2976.68 3052.26 ± 1763.90 5.21 ± 1.32 198.43 ± 51.80
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Figure 62: RRT Nonholonomic parallel parking problem sample map
Figure 63: Parallel parking problem: a), b) PS = 0.0; c), d) PS = 0.95
8.3.2 Optimization of the dt Parameter
The  optimization  of  the  dt parameter  is  based  on  the  repeated  measurement  of  RRT 
Nonholonomic,  250  times for each dt going from 1  to 17 . Map shown in Figure 64 was 
used. Goal Distance – the other most significant value which together with dt influences the speed of 
the algorithm, was set to 5.0 . Result graph is shown in Figure 65. Optimal dt is 10.0 , for the dt 
over 17.0  it is almost impossible to measure, algorithm has problem to reach Goal Distance.
Table of values for the dt optimization measurement (mean averages shown):
dt 1 2 3 4 5 6 7
Total Time [ms] 4390.60 1946.30 1288.35 1202.20 964.05 967.75 783.20
Branches 6118.40 3397.95 2498.90 2185.65 1894.50 1919.20 1589.45
Path Length [m] 7.22 7.02 7.10 6.66 6.81 6.56 7.25
Path Branches 829.90 406.05 274.75 193.85 158.20 127.90 122.70
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8 9 10 11 12 13 14 15 16 17
630.90 620.05 561.85 660.15 693.65 827.95 828.80 840.50 1046.20 7450.70
1271.40 1237.20 1075.20 1240.10 1228.05 1467.60 1547.30 1525.80 1742.75 5123.21
7.05 7.31 7.31 6.27 6.52 7.05 7.96 7.05 7.42 7.35
104.50 95.95 75.4 74.40 51.40 65.00 67.90 76.80 55.70 120.30
Figure 64: RRT Nonholonomic dt optimization measurement sample map
Figure 65: RRT Nonholonomic dt optimization measurement graph plot





























Following chapter is  a  presentation of application's  possibilities.  It  shows RRT Searching, 
RRT Bidirectional and RRT Nonholonomic on various discrete and continuous maps by screenshots. 
All  map screenshots are supplemented by short information summary about the search procedure.  
Scale  is  1  meter  per  100  px  for  continuous  and  0.1 m  per  1  rectangle  (where 
1 rectangle is 10×10  size).
At first, there is a huge discrete demo map 3000×900 pixels wide (shown in Figure 66), 
demonstrating that there are (almost) no limits for the reasonable scene size. This map contains grid 
of 300×90  rectangle items (27 000 total). It can be easily edited and viewed on workstation with 
2 monitors – 24 ″ 1920×1200  with 20″ 1600×1200  sidekick. UI of the application can be 
stretched over multiple monitors to big dimensions in order to get it full-screen. Rotation, zooming 
and panning are working even if the algorithm is computing. Speed of transformations depends on the 
computing power of the machine. Path Only function is very handy if more trees are computed in the 
same map.
Figure 66: 3000×900  pixels  discrete  map:  RRT  Bidirectional  elapsed  time:  3193  ms,  branches  
T1: 536, branches T2: 937, path branches: 328, path length: 105.32 m; Smooth path segments: 16,  
new  path  length:  72.71  m  (shortened  by  32.86  m);  RRT  Searching,  elapsed  time:  7454  ms,  
branches: 3617, path branches: 414, path length: 97.87 m; Sharp path segments: 18, new path  
length: 76.55 m (shortened by 21.32 m)
Application study continues with 10 demo maps, dimensions of each are 800×500  pixels 
(for the discrete maps it is equal to  80×50  rectangles). There is always one discrete and one 
continuous map shown for each tree:
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Figure 67: RRT Searching,  elapsed time: 702 ms,  branches: 678,  path branches: 68,  path length:  
11.90 m; Sharp path segments: 7, new path length: 10.88 m (shortened by 1.02 m)
Figure 68: RRT Searching,  elapsed time: 199 ms,  branches: 416,  path branches: 74,  path length:  
18.95 m; Smooth path segments: 6, new path length: 13.53 m (shortened by 5.42 m)
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Figure 69: RRT Searching, elapsed time: 340 ms, branches: 467, path branches: 115, path length:  
22.57 m; Smooth path segments: 9, new path length: 18.97 m (shortened by 3.60 m)
Figure 70: RRT Bidirectional, robot mode 0.1 m; elapsed time: 6504 ms, branches T1: 743, branches  
T2: 744, path branches: 314, path length: 37.91 m; Smooth path segments: 19, new path length:  
31.80 m (shortened by 44.01 m)
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Figure 71: RRT Bidirectional elapsed time: 21926 ms, branches T1: 1203, branches T2: 1204, path  
branches:  215,  path  length:  20.02  m;  Smooth  path  segments:  10,  new  path  length:  16.87  m  
(shortened by 3.16 m)
Figure 72: RRT Bidirectional  elapsed  time:  2083 ms,  branches  T1:  163,  branches  T2:  164,  path  
branches: 55, path length: 10.67 m; Smooth path segments: 9, new path length: 8.92 m (shortened  
by 1.75 m)
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Figure 73: RRT  Nonholonomic,  dt:  4,  goal  distance:  5,  PS:  0.9;  elapsed  time:  26226  ms,  
configurations: 3442, path configurations: 388, path length: 17.29 m
Figure 74: RRT  Nonholonomic,  dt:  7,  goal  distance:  6,  PS:  0.9;  elapsed  time:  337  ms,  
configurations: 450, path configurations: 183, path length: 11.06 m
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Figure 75: RRT  Nonholonomic,  dt:  4,  goal  distance:  5,  PS:  0.0;  elapsed  time:  6102  ms,  
configurations: 7263, path configurations: 363, path length: 12.43 m
Figure 76: RRT  Nonholonomic,  dt:  7,  goal  distance:  5,  PS:  0.9;  elapsed  time:  903 ms,  
configurations:1177, path configurations: 143, path length: 9.79 m
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10 CONCLUSION
This master's thesis presents a closer view to the problems of path finding of omnidirectional 
mobile robot using the Rapidly-exploring Random Tree algorithm (RRT). At first, it explains the basic 
concepts and terms necessary for understanding the given topic and brings to the reader the issue of  
path planning and motion planning in general. In the first chapters reader is briefly informed about  
robotics and robots, their history and classification. Then terms like obstacle,  environment and its 
representation, path planning and motion planning are explained. Special emphasis of the theoretical  
part is placed on the omnidirectional mobile devices. Following chapters are presenting the description 
and categorization of the path planning algorithms. From the field of informed path search methods  
based on grids and decomposition, roadmaps and probabilistic methods are shown. From the field of 
uninformed  path  search  an  individual  view  is  given  to  the  bug  algorithms.  Following  pages  are 
informing  the  reader  about  RRT  algorithm  in  details.  Various  variants  of  implementation  – 
unidirectional (single-tree), bidirectional (two-tree) and multidirectional tree (more than two trees) are 
shown. Second half  of  the thesis features the  RRT Explorer 2.0 application and its  controls,  with 
screenshots  and  detailed  information.  Moreover,  this  part  contains  also  brief  description  of  the 
software implementation (list of classes and supportive scripts) and its architecture. Used presentation 
technologies  and development  environment  are  explained as  well.  Last  chapters  of  the  thesis  are 
devoted  to  the  conclusions  and  results  of  sample  measurements  with  the  application  study  –  
presentation of application's possibilities.
Main output of the thesis is Microsoft Windows based application RRT Explorer 2.0 designed 
for Microsoft Windows 7 environment (but it is essentially multiplatform), which is written in C++  
programming language using Qt 4.8 application framework. It is a map editor, solver, visualizer and 
measuring tool in one. Application allows exploring of the abilities of the RRT algorithm in these 
implementations:  RRT Basic as non-searching iterative algorithm,  RRT Searching as a one direction 
searching version, RRT Bidirectional as balanced bidirectional search and finally RRT Nonholonomic 
as  a  sample-based  motion  planing  with  incremental  system  simulator  –  featuring  car-like 
nonholonomic robot model with kinematic constraints motion planning. Each implementation uses 
highly parameterizable solver, all except RRT Basic can be launched in special threaded batch mode 
for repeated measurement tasks. Output statistical data are further processed and visualized by Python 
programming language scripts using matplotlib graphic library. Graphical x, y plot; boxplots or error 
graphs  are  shown  depending  on  the  given  task.  Solved  tracks  from  RRT  Searching  and  RRT 
Bidirectional can be shortened by optimization algorithms and sent via CANopen communication to  
motors  of  omnidirectional  robot  OS3.  Application  supports  modern  GUI  with  standard  Windows 
installer and portable version, with events logging, registry “.ini” file settings, minidump analysis and 
many keyboard shortcuts. Registry settings can be overridden with local registries. RRT Explorer 2.0  
release  comes  with  dozens  of  demo  maps  included  for  both  discrete  and  continuous  map 
representation and also with HTML-based handbook, which is useful for the new users. Application 
has been released at website dedicated to the project hosted from Google sites.
Implemented libraries are generally prepared to solve problems where the input is free space  
and obstacles are described by straight lines or curves, start and finish are defined by points. They are 
implementing  holonomic  and  nonholonomic  constraints  solver  with  great  possibilities  of 
parametrization, where the parameters of the robot,  RRT and world can be modified very quickly.  
Solver has various additional features in comparison to the conventional RRT implementations like 
forcing the car moving straight, solution can be further optimized and final path smoothed. There is 
still what to tune, for a complex environment is usage of differential geometry numerical and time 
problem.  The  potential  for  the  future  we  can  see  in  next  improvements  of  the  world  editor  (the 
definition of obstacles by mouse, the ability to specify more complex shapes). Solver can be further 
improved  by  modifying  the  incremental  simulator  for  other  planning  tasks  (rigid-body,  chain  of 
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bodies, car that pulls trailer, left-forward-only car or skidding car, long car trailers, ...), adding support  
for animation of the solution, moving obstacles engine or automatic parameter optimization. Solvers  
can be transformed to 3D (using OpenGL), motors communication enhanced by better logic – precise 
control  of  acceleration  and  deceleration  and  braking  ramps,  including  synchronization  allowing 
simultaneous translational and rotational movement of the robot. There is no time and content capacity 
for these enhancements within the scope of this work.
Finally, the goal was to improve the author's C++ language programming skills and deepen the 
knowledge of the Qt framework.
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