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Los métodos formales son ténias on base matemátia que se utilizan tanto para el
diseño y análisis de sistemas omo para la evaluaión de su orreión. El uso de métodos
formales es espeialmente relevante en sistemas en los que es importante asegurar que durante
el proeso de desarrollo no se han produido errores. La representaión formal de estos
sistemas permite un análisis riguroso de sus propiedades. En partiular, permite estableer
la orreión del sistema on respeto a su espeiaión y, por tanto, asegurar su alidad.
El método analítio de mayor apliaión en entornos industriales orientado a diho objetivo
es el testing.
Iniialmente, los métodos de testing estaban orientados al hequeo de aspetos uali-
tativos del sistema. Sin embargo, una gran parte de los sistemas desarrollados requieren
onsiderar no sólo las aiones que se pueden ejeutar sino también los aspetos uantita-
tivos asoiados on dihas aiones. Entre estas abe destaar tanto ondiiones temporales
omo probabilístias, que juegan un papel deisivo a la hora de estableer la orreión de
los sistemas. Un primer paso para poder realizar testing formal de sistemas que presentan
este tipo de restriiones es la extensión de los lenguajes de espeiaión on elementos
que permitan expresar dihas propiedades. Así mismo, las noiones de orreión deben ade-
uarse para tener en uenta la dimensión temporal y/o probabilístia. De un modo similar, los
algoritmos de generaión de tests deben ser adaptados para tratar on dihos requerimientos.
El prinipal objetivo de esta tesis es la extensión de los métodos formales utilizados en las
metodologías para el testing de sistemas, de modo que estos puedan ser apliados a sistemas
on restriiones temporales referentes al tiempo onsumido por las aiones, el tiempo de
espera del sistema para reibir una reaión del entorno, la probabilidad de que una aión
tenga lugar, o la probabilidad de que una aión onsuma una determinada antidad de
tiempo en su ejeuión. Junto a ello, la apliaión de tests para la omprobaión de dihas
propiedades y la obtenión de diagnóstios respeto a la orreión de los sistemas, es un
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Los métodos formales haen referenia a ténias matemátias para la espeiaión, de-
sarrollo y veriaión de sistemas software y hardware. La apliaión de los métodos formales
es espeialmente relevante en sistemas en los que, debido a razones de seguridad, es neesario
estableer que durante el proeso de desarrollo no se han produido errores. De heho, su uso
en las etapas iniiales del proeso de desarrollo, durante el estableimiento de los requeri-
mientos y su espeiaión, inrementa su efetividad. No obstante, su apliabilidad no está
restringida a estos niveles, pudiendo ser usados a lo largo de todo el ilo de desarrollo.
La representaión formal de los sistemas permite un análisis riguroso de sus propiedades.
En partiular, permite estableer la orreión del sistema nal respeto a la espeiaión,
el umplimiento de las ondiiones requeridas para el mismo, la equivalenia semántia on
otros sistemas, el nivel de preferenia de un sistema respeto a otro en base a un determinado
riterio, la existenia de posibles omportamientos inorretos, et.
En lo referente a las ténias formales para el estableimiento de la orreión de un
sistema respeto a una espeiaión, las metodologías de testing formal han jugado un pa-
pel muy relevante. La apliaión de dihas ténias requiere la identiaión de los aspetos
rítios del sistema, esto es, aquellos aspetos que maran la diferenia entre los ompor-
tamientos orretos e inorretos. Iniialmente, las ténias de testing estaban enfoadas al
análisis del omportamiento funional de los sistemas, es deir, a determinar, por una parte,
si el sistema testeado realizaba las aiones requeridas, y por otra a garantizar que no rea-
lizaba las aiones no permitidas. Sin embargo, en el aso de los sistemas de tiempo real
adquieren tanta relevania los aspetos uantitativos omo los ualitativos: es tan impor-
tante veriar que los sistemas haen lo que deben haer, omo que lo haen uando y omo
deben haerlo. Debido a ello, durante los últimos años, las ténias de testing formal se han
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2orientado también haia el tratamiento de las propiedades no funionales de los sistemas,
omo por ejemplo la probabilidad de que se realie una aión o el tiempo onsumido por el
sistema para realizarla, ya que estos aspetos pueden ser rítios en dihos sistemas.
Un primer paso para poder realizar testing formal de sistemas que presentan este tipo de
restriiones es la extensión de los lenguajes de espeiaión on elementos que permitan
expresar dihas propiedades. Así mismo, las noiones de orreión de las implementaiones,
expresadas mediante relaiones de onformidad o equivalenia, deben adeuarse para tener
en uenta la dimensión temporal y/o probabilístia. También los algoritmos diseñados para
realizar la generaión de tests deben ser adaptados para tratar on dihos requerimientos.
El prinipal objetivo de esta tesis es la extensión de los métodos formales utilizados en
las metodologías para el testing de sistemas, de modo que estos puedan ser apliados uando
dihos sistemas presenten restriiones referentes al tiempo onsumido por las aiones, el
tiempo de espera del sistema para reibir una reaión del entorno, la probabilidad de que
una aión tenga lugar o la probabilidad de que una aión onsuma una antidad de tiempo
determinada para su ejeuión. Otro objetivo prioritario es la apliaión de tests para el
hequeo de dihas propiedades y la obtenión de diagnóstios respeto a la orreión de los
sistemas.
Esta tesis dotoral se presenta en formato publiaiones, de auerdo on el apartado 4.4
de la Normativa de desarrollo de los artíulos 11, 12, 13 y 14 del real dereto 56/2005,
de 21 de enero, por el que se regulan los estudios universitarios oiales de postgrado de
la Universidad Complutense (Aprobado en Consejo de Gobierno on feha 13 de junio de
2005, BOUC, 5 de julio de 2005). Dihas publiaiones reogen todos los resultados que
han sido obtenidos en los diferentes trabajos de investigaión desarrollados on el n de
alanzar el objetivo jado para la realizaión de la tesis. Todos ellos han sido refrendados
on su publiaión en diferentes ongresos y revistas de ámbito internaional. Contando
por tanto on la subsiguiente evaluaión inter pares y habiendo salido vitoriosos de los
orrespondientes proesos de seleión, e general bastante exigentes.
Los artíulos que integran la tesis se presentan agrupados en tres grandes bloques, tenien-
do en uenta sus diferentes ontenidos temátios: Testing de sistemas temporales, Testing de
sistemas estoástios, y Testing de sistemas distribuidos. A pesar de que haya sido posible la
itada lasiaión, no quiere deir que no exista una innegable linea omún integradora, que
se orresponde on la propuesta de métodos noveles a nuevas extensiones hasta el momento
no exploradas en este sentido para apliar las ténias de testing formal.
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1.1. Disusión integradora y objetivos
En esta seión se presenta una disusión integradora de las publiaiones que onstituyen
esta tesis.
El primer bloque, orrespondiente a testing de sistemas temporales, integra las siguientes
ontribuiones: Formal testing from timed nite state mahines [MNR08℄, Formal Testing
of Systems Presenting Soft and Hard Deadlines [MNR07b℄, Extending EFSMs to Speify and
Test Timed Systems with Ation Duration and Time-Outs [MNR08b℄, Generation of optimal
nite test suites for timed systems [MNR07℄, A Brief Introdution to THOTL [MNR07a℄,
THOTL: A Timed Extension of HOTL [MNR08a℄ y Extending Stream X-Mahines to speify
and test systems with timeouts [MHN08℄.
Estas publiaiones tienen omo objetivo omún la integraión de requerimientos tem-
porales en diferentes formalismos de espeiaión y la generaión de onjuntos de tests
ompletos que permitan estableer la orreión de las orrespondientes implementaiones
on respeto a sus espeiaiones.
Durante los últimos años se han propuesto numerosas ténias de testing formal para ser
apliadas en sistemas que presenten restriiones temporales (e.g. [CL97, HNTC99, UFSA99,
SVD01, EDK02, ED03, KT05, BB05℄). Usualmente, estas metodologías presentan una noión
de tiempo determinista, es deir, los requerimientos temporales expresan ondiiones de
la forma después/antes de t unidades de tiempo. Aunque la inlusión de tiempo en los
formalismos permite dar una desripión más preisa del sistema que debe ser implementado,
en muhas oasiones, una noión determinista de tiempo no es adeuada para desribir
sistemas donde las restriiones temporales deben expresarse mediante ondiiones omo la
probabilidad de que esta aión se ejeute antes de t unidades de tiempo es p. Esta limitaión
ha dado lugar al desarrollo de ténias que se ajustan a las diferentes noiones temporales
que se pueden onsiderar ya que, desgraiadamente, en la mayoría de los asos las ténias
que onsideran restriiones temporales en un dominio espeio no pueden ser adaptadas de
un modo senillo para ser apliadas a sistemas donde se utilizan otros dominios temporales.
Por tanto, sería deseable disponer de un maro global donde el diseñador pudiera elegir, on
pequeñas variaiones, la noión temporal que desea utilizar para espeiar su sistema.
En la primera publiaión inluida en este bloque [MNR08℄, se presenta un maro uni-
ado, basado en máquinas de estados nitos [Moo56℄, para espeiar y testear sistemas
donde los requerimientos temporales pueden ser expresados en tres dominios diferentes:
Tiempos jos, variables aleatorias e intervalos de tiempo. Intuitivamente, las transiiones
en las máquinas de estados nitos lásias indian que si la máquina está en un estado s y
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reibe una entrada i produirá una salida o y ambiará al estado s′. Una notaión adeuada
para representar diha transiión es s
i/o
−→ s′. Si onsideramos una extensión temporal de




indian que el tiempo
transurrido desde que se reibe la entrada i y se produe la salida o viene dada por d, donde
d pertenee a un determinado dominio temporal.
Iniialmente el trabajo presentado en [MNR08℄ se restringe a sistemas observables no-
deterministas. Un sistema es observable no-determinista si no presenta dos transiiones tales
omo s
i/o
−−→d1 s1 y s
i/o
−−→d2 s2. Sin embargo, si se permite la oexistenia de transiiones de
la forma s
i/o1
−−−→ d1 s1 y s
i/o2
−−−→ d2 s2, siempre que o1 6= o2. En la última parte del trabajo,
se elimina la restriión de la observabilidad y el maro es extendido para tratar sistemas
no-deterministas.
Para denir apropiadamente omo testear una implementaión es neesario estableer
que signia que una implementaión sea orreta on respeto a una espeiaión. En el
aso de modelos deterministas, la noión estándar de orreión es la equivalenia. Sin em-
bargo, en el aso de que la espeiaión sea no determinista es más apropiado utilizar una
noión de orreión más débil, usualmente denominada onformidad. En este aso, la o-
rreión de una implementaión respeto a una espeiaión se establee en términos de
relaiones entre los omportamientos de ambas. En este trabajo, se presentan diferentes rela-
iones de onformidad relativas tanto a los aspetos funionales omo a los temporales de
los sistemas. Iniialmente se propone una relaión donde el tiempo no se onsidera, rela-
tiva tan solo al omportamiento funional. La idea intuitiva es que el omportamiento de
la implementaión está restringido al omportamiento estableido en la espeiaión sólo
para aquellas entradas onsideradas en la misma; en el resto de los asos, el omportamiento
de la implementaión no está ondiionado. Adiionalmente, se proponen varias relaiones
de onformidad temporales de auerdo on la interpretaión de lo que es una buena imple-
mentaión para una espeiaión dada y los diferentes dominios de tiempo onsiderados.
Todas ellas exigen que la implementaión sea orreta respeto a la espeiaión desde el
punto de vista funional y requieren el umplimiento de diferentes ondiiones temporales
para ada una de ellas, permitiendo que se pueda elegir la más apropiada en ada aso. Por
ejemplo, en un aso se establee que los tiempos onsumidos por la implementaión para
realizar las aiones sean siempre menores que los indiados en la espeiaión, mientras en
otro aso se exige que sean exatamente los mismos.
La metodología propuesta en este trabajo para el testing de los sistemas temporales
genera un onjunto de tests a partir de la espeiaión. Conretamente, el algoritmo de
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derivaión de tests está diseñado de modo que, para todos los omportamientos de la im-
plementaión que deban hequearse antes de estableer la orreión, el algoritmo genera un
test. Debido a que no se establee ningún riterio que reduza el onjunto de tests deriva-
dos, éste será (posiblemente) innito. Neesitaríamos un riterio de obertura adeuado para
poder generar un onjunto nito. En este sentido, el algoritmo es ompleto, es deir, pro-
poriona una obertura ompleta de fallos respeto a la relaión onsiderada, en el límite.
Si se impusiese alguna restriión omo generar n tests o generar todos los tests on m
entradas la ompletitud se alanzaría para el riterio estableido.
El interés de esta metodología reside, por una parte, en que las hipótesis requeridas son
muy débiles y, por otra, en que proporiona un método para enontrar y onstruir ualquier
test, ondiión neesaria si se quiere seleionar un onjunto nito de auerdo a algún riterio.
Uno de los problemas que se presenta uando se espeian sistemas on informaión
temporal es la diultad de estableer on preisión los tiempos asoiados on las aiones
que realiza el sistema. Esta falta de preisión indue ierto nivel de indeterminaión a la
hora de estableer la orreión temporal de la implementaión. En esta línea, los modelos
estoástios permiten espeiar restriiones tales omo on probabilidad p esta aión
debería realizarse antes de t unidades de tiempo. Ahora el diseñador no neesita indiar un
tiempo preiso para una aión determinada, sino una estimaión probabilístia. Sin embargo,
hay situaiones en las que el diseñador no dispone de esta informaión probabilístia, o
bien onsidera que dándola ompliaría inneesariamente el modelo. En este aso, la forma
más apropiada para espeiar restriiones temporales es el uso de intervalos de tiempo,
mediante los uales el espeiador proporiona un onjunto de posibles valores, en lugar de
un únio valor, omitiendo la probabilidad asoiada a ada uno de ellos. Es más, es posible que
durante la etapa de testing el testeador permita alguna impreisión en el omportamiento
temporal del sistema. En algunas oasiones, podría aeptarse que la ejeuión de una tarea
tarde más/menos tiempo del esperado: Si la ejeuión de la tarea se ejeuta en el tiempo
espeiado en la mayoría de los asos, alguna desviaión puede ser admisible. Otra razón
para que el espeiador permita impreisiones es que los aparatos de medida del tiempo
uando se realiza el testing del sistema podrían no ser tan preisos omo sería deseable. En
tal aso, debido al mal funionamiento del meanismo de medida podría no detetarse un
omportamiento temporalmente inorreto.
Teniendo en uenta estas onsideraiones se ha desarrollado un maro formal de testing
donde se ontempla la posibilidad de que se produzan algunas impreisiones en el om-
portamiento temporal del sistema [MNR07b℄. En este aso el tiempo se inluye en las es-
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peiaiones mediante la utilizaión de una extensión de las máquinas de estado nitos
on intervalos de tiempo asoiados a la ejeuión de la transiiones. Al igual que ourría
en [MNR08℄, una transiión s
i/o
−→ [t1,t2]s′ india que si la máquina está en un estado s y
reibe una entrada i, emitirá una salida o y pasará a un estado s′ en un tiempo omprendido
entre t1 y t2.
El proeso de testing, así omo la deniión de las relaiones de onformidad, dependerá
de la medida de los tiempos de ejeuión y del nivel de error aeptable en el sistema. Las
posibles interpretaiones de aeptable dan lugar a diferentes alternativas a la hora de es-
tableer las relaiones de onformidad y de denir la noión de pasar un test. Sin embargo,
hay algo más que se debe tener en uenta uando se trabaja on sistemas en los que los
requerimientos temporales se expresan mediante intervalos. Dado que este trabajo onsidera
un maro de testing de aja negra, no es posible estableer mediante la ejeuión de un únio
test que el omportamiento de la implementaión es orreto respeto a la espeiaión,
desde un punto de vista temporal. De heho, la ejeuión de un test indiará tan sólo el
tiempo empleado por la implementaión en la ejeuión del mismo, no el intervalo asoiado.
Como onseuenia, y teniendo en uenta que se onsideran intervalos de números reales
positivos, neesitaríamos un número innito de observaiones de la ejeuión de ada transi-
ión para asegurar que el intervalo de tiempo asoiado (desonoido) es orreto on respeto
al estableido en la transiión orrespondiente de la espeiaión (onoido). La estrategia
planteada para superar esta limitaión onsiste, básiamente, en el registro de los tiempos
que la implementaión invierte en ejeutar las seuenias de aiones proporionadas por los
tests. Las relaiones de onformidad denidas se basan en dihos valores, requiriendo que
umplan, en ada aso, iertas ondiiones on respeto a los intervalos espeiados. Como
ya se ha menionado antes, en este trabajo se onsidera que el omportamiento temporal de
la implementaión no tiene porqué orresponder exatamente on lo esperado, admitiéndose
una ierta desviaión, por lo que es neesario tener en uenta la misma. Para ello se determi-
na si la antidad de valores inorretos entre los tiempos registrados es relevante, teniendo en
uenta el grado de desviaión, para asegurar la onformidad de la implementaión respeto
a la espeiaión.
Los modelos menionados anteriormente inluyen sólo una noión limitada de paso del
tiempo: El tiempo asoiado a la ejeuión de aiones por parte del sistema. Sin embargo,
existen otras situaiones en las que es onveniente tener en uenta el paso del tiempo. Esta
onsideraión motivó la apertura de una variante en esta línea de investigaión en la que se
onsideraba un nuevo onepto temporal: la noión de time-out. Esenialmente, un time-out
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es un periodo de tiempo espeío durante el ual el sistema puede permaneer a la espera
de reibir un estímulo del entorno. Si este tiempo se rebasa y no se ha produido ninguna
interaión on el sistema, éste ambia de estado, por lo que sus reaiones a los estímulos
reibidos pueden ser diferentes a los que se hubieran produido on anterioridad a diho
límite de tiempo.
Las extensiones temporales de las metodologías lásias de testing están usualmente en-
foadas tan sólo a una de las variantes previamente indiadas: El tiempo está asoiado o a las
aiones o representa time-outs. Con el n de uniar en un únio maro ambas propiedades
temporales se desarrolló un nuevo trabajo que ulminó on la publiaión [MNR06a℄. Su
versión extendida [MNR08b℄ ha apareido muy reientemente.
El formalismo utilizado en estos trabajos es una variante de las máquinas de estados
nitos extendidas que permite integrar de un modo natural ambos aspetos temporales.
El maro teório se omplia debido, por una parte, a la onsideraión de variables que
pueden afetar a los omportamientos temporales del sistema y, por otra, a la naturaleza no
determinista del mismo. Ello implia que la misma seuenia de aiones pueda onsumir
diferentes tiempos en diferentes ejeuiones.
Asumiendo que tanto la espeiaión omo la implementaión pueden representarse en
el formalismo menionado anteriormente, se propone una metodología de testing formal que
permita testear un sistema on respeto a una espeiaión. Nuevamente, el proeso de
testing requiere la deniión de una noión de orreión. Al igual que en asos anteriores,
el tratamiento de sistemas de tiempo real implia la deniión de diferentes niveles de on-
formidad (funional y temporal). La onformidad funional requiere, omo es habitual, que
las seuenias de entradas/salidas del sistema testeado sean permitidas por la espeiaión.
Sin embargo, uando se dene en este maro la onformidad funional, es neesario tener
en uenta los posibles time-outs; una seuenia puede ser aeptada sólo antes/después de
que diferentes time-outs se hayan produido. Por tanto, los aspetos temporales del sistema
afetan parialmente a su omportamiento funional.
En este trabajo se proponen diferentes relaiones de onformidad temporales para tener
en uenta el funionamiento no-determinista que puede surgir. Respeto a la apliaión de
tests a la implementaión, también se ve afetada por el no-determinismo de las espei-
aiones y/o las implementaiones. En partiular, el diagnóstio de la inorreión de un
sistema requiere onsiderar el resultado de la apliaión de todos los tests, ya que un solo
test podría ser insuiente. Por ejemplo, si para estableer la onformidad de una imple-
mentaión se requiere que el tiempo de ejeuión de una de las distintas formas de realizar
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una tarea onreta sea menor que el espeiado, el heho de que una de ellas onsuma más
tiempo no india que la implementaión no sea orreta, ya que otras ejeuiones podrían
tardar menos.
La siguiente publiaión reogida en este bloque de la tesis [MHN08℄, realiza el estudio y
análisis de los time-outs en un formalismo basado en stream X-mahines [Lay92℄. Las prini-
pales ventajas del uso de este modelo para representar sistemas son su expresividad y la inte-
graión del proeso de ontrol y de las estruturas de datos de los mismos. Este formalismo ha
sido utilizado para espeiar sistemas en diferentes áreas, y varias metodologías de testing
han sido desarrolladas para este tipo de máquinas [IH97, HI98, BCG
+
99, HH00, IH00, HH04℄.
Intuitivamente, podemos pensar en una stream X-mahine omo un diagrama de transiión
de estados en el que los aros están etiquetados on funiones. Cada funión reibe una en-
trada y los valores atuales de la memoria, y produe una salida y los valores, posiblemente
modiados, de la memoria.
En este trabajo diho formalismo ha sido extendido para permitir al diseñador repre-
sentar explíitamente los time-outs de un sistema. Asimismo, se propone una metodología
de testing formal que permite testear sistemátiamente una implementaión respeto a una
espeiaión. La noión de orreión onsiderada es la equivalenia de trazas, es deir,
las seuenias de entradas/salidas generadas por la implementaión testeada deben oinidir
on las de la espeiaión. Debido a la inlusión de time-outs en el sistema estos deben ser
tenidos en uenta a la hora de estableer diha equivalenia, ya que puede haber seuenias
que sólo estén permitidas en determinados intervalos de tiempo, no pudiendo ser aeptadas
ni on anterioridad ni on posterioridad.
El algoritmo de generaión de tests lásio para sistemas espeiados mediante stream
X-Mahines deterministas está basado en el método propuesto por [Cho78℄ en el ontexto de
máquinas de estados nitos. Este método genera un onjunto de tests derivado de la espei-
aión que permite determinar la orreión funional de la implementaión. La apliaión
de este método requiere que las funiones asoiadas a las transiiones estén orretamente
implementadas y exige una serie de restriiones ténias. Bajo estas hipótesis, el onjunto
de tests generado por este método garantiza la determinaión de la orreión del sistema.
En [MNR06a℄ se eliminan algunas de estas restriiones: no se exige una ota en el número
de estados de la implementaión y no se requiere que las funiones no puedan produir la
misma salida para una misma entrada y valores de la memoria. Asimismo, se demuestra que
el algoritmo propuesto para la generaión de tests es orreto y ompleto en el límite.
Desgraiadamente, testear ompletamente en la prátia un sistema omplejo es imposi-
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ble. El prinipal problema, omo ya se ha menionado, es que el tiempo del que disponemos
para haerlo es nito, mientras que, en general, un sistema suele presentar innitos om-
portamientos. Usualmente, se trata de obtener un onjunto nito de tests, en base a dife-
rentes hipótesis sobre el sistema, que permitan estableer, on un alto grado de abilidad,
la orreión del mismo. Teniendo omo prinipal objetivo tanto la nitud del onjunto
de tests omo la obtenión de un alto grado de abilidad, se desarrolló una aproximaión
formal que permitía seleionar aquellos tests que proporionan una mayor obertura de
errores [MNR07℄.
Como ya se ha menionado anteriormente, on el n de reduir la antidad de ompor-
tamientos que se deben hequear para asegurar la orreión de un sistema, las metodologías
de testing formal suelen asumir iertas hipótesis. Entre estas hipótesis podemos enontrar
que el número de estados que desriben la implementaión es nito y onoido, que el sis-
tema es determinista o, en el aso de sistemas no-deterministas, que si probamos suientes
vees las posibilidades no deterministas, todas se ejeutaran al menos una vez. Sin embargo,
en el aso de sistemas on restriiones temporales no es posible alanzar la testeabilidad
nita, ni siquiera en el límite.
Aunque el testeo de sistemas que presentan requerimientos temporales omparte meto-
dologías on el testeo de los sistemas no temporales, estos presentan sus propias diultades.
En el aso de los sistemas temporales, aotar el análisis de la implementaión requiere no
sólo limitar la antidad de ejeuiones del mismo, sino también el tiempo onsumido en las
mismas. Si quisiéramos testear el omportamiento de la implementaión durante un máxi-
mo de t unidades de tiempo, deberíamos omprobar su funionamiento para ada posible
interaión ejeutada en ada valor perteneiente al intervalo de tiempo [0, t], ya que omo
hemos indiado previamente, las respuestas del sistema pueden ser diferentes si una misma
entrada se aplia en diferentes instantes. Si se asume tiempo ontinuo, el número de tests
que deberíamos apliar sería inmediatamente innito. Aún en el aso de que onsideremos
un dominio de tiempo disreto, uanto menor sea el quantum onsiderado, on el n de
aproximarnos a la realidad, mayor será el número de posibilidades, hasta llegar a alanzar
un número astronómio. Por tanto, el número de tests neesarios para hequear un sistema
on restriiones temporales en un intervalo de tiempo nito es o innito o muy alto. Así,
en general, no es posible en la prátia testear de una forma ompleta y apropiada estos
sistemas no es posible en general.
Una aproximaión para superar estas limitaiones onsiste en abandonar la posibilidad
de un análisis riguroso y tratar de elegir bien un onjunto de tests, de modo que permita
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detetar una amplia variedad de errores de auerdo a un riterio estableido [Car00, KT05℄.
Desafortunadamente, estos riterios suelen estar basados en la experienia del testeador o en
heurístias. Por el ontrario, en [MNR07℄ se propone un riterio riguroso para la seleión
de este onjunto de tests. En onreto, la metodología presentada permite la generaión de
los tests eligiendo los tiempos más representativos en el intervalo de tiempo onsiderado. La
eleión de estos tiempos se basa en la probabilidad de que la máquina no haya modiado
su estado. De este modo, la apliaión de este onjunto de tests permite inferir no sólo el
omportamiento de la implementaión en un instante preiso de tiempo, sino también, en
términos probabilístios, en el periodo de tiempo anterior.
La estrategia más usada para reduir el onjunto de tests que permiten estableer la
orreión de un sistema onsiste en que los testeadores asuman hipótesis razonables sobre
la estrutura de las implementaiones. En esta línea, se han propuesto muhas metodologías
que, para un onjunto espeío de hipótesis, garantizan que el onjunto de tests obtenido on
su apliaión es orreto y ompleto. Sin embargo, todo maro de hipótesis estableido a priori
resulta muy estrito y limita la apliabilidad de una ténia espeía. Con el n de eliminar
esta limitaión se propuso el maro HOTL [RMN06, RMN08℄ (Hypotheses and Observations
Testing Logi), que permite evaluar si la apliaión de un onjunto de observaiones implia la
orreión de una implementaión para un onjunto de hipótesis determinado. Este onjunto
de hipótesis es elegido por el testeador entre las disponibles en el repertorio proporionado por
la lógia. Estas hipótesis pueden estar asoiadas a partes espeías de la implementaión,
omo por ejemplo que un determinado estado es determinista, o al omportamiento global de
la misma. Con estas últimas, el testeador puede asumir, por ejemplo, que la implementaión
es determinista, que tiene omo muho n estados, o que el estado iniial es únio, entre
otras.
El estudio realizado on HOTL se extendió y adaptó para dar lugar a THOTL un maro
para tratar on sistemas que presentan restriiones temporales. El trabajo realizado on
THOTL ulminó on las dos publiaiones [MNR07a, MNR08a℄ que ierran este primer
bloque de la tesis. La adaptaión de HOTL requirió la modiaión de las reglas de la lógia
de modo que los tiempos pudieran inluirse y tratarse on propiedad. Así mismo, el repertorio
de hipótesis disponible se extendió de forma que se pudieran tener en uenta suposiiones
aera de los intervalos de tiempo asoiados a las transiiones.
El segundo bloque de la tesis orresponde al testing de sistemas on tiempo estoásti-
o. Esta parte está onstituido por las siguientes publiaiones: Implementation Relations
for Stohasti Finite State Mahines [MNR06b℄, Testing Finite State Mahines Present-
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ing Stohasti Time and Timeouts [MNR07d℄, Testing onformane on Stohasti Stream
X-Mahines [MN07℄, Testing from a Stohasti Timed System with a Fault Model [?℄ y Mu-
tation Testing from Probabilisti and Stohasti Finite State Mahines [HM09℄.
Como ontinuaión de la línea de investigaión enfoada al estudio del testing de sis-
temas on informaión temporal se deidió integrar en un mismo maro, por una parte, las
limitaiones derivadas de las posibles indeisiones en la espeiaión de los requerimien-
tos temporales de las aiones de los sistemas y, por otro, los omportamientos temporales
orrespondientes a los tiempos de espera de los mismos. Para ello onsideramos el uso de
modelos estoástios que permiten la espeiaión de los primeros mediante una estimaión
probabilístia.
Como ya se ha menionado previamente, aunque la extensión de los formalismos para
inluir restriiones temporales permite al espeiador dar una desripión más preisa del
sistema, hay situaiones en las que una noión de tiempo determinista no es adeuada. Por
ejemplo, si se desea espeiar un sistema donde se espera que un mensaje se reiba on
probabilidad
1
2 en el intervalo de tiempo (0, 1], on probabilidad
1
4 en el intervalo (1, 2], y así
suesivamente, un formalismo en el que los tiempos asoiados a las aiones se representen
mediante tiempos jos no permitiría desribirlo on preisión. Sería neesario utilizar un
dominio temporal estoástio. La idea subyaente es que la informaión temporal está deni-
da en términos probabilístios. En los modelos estoástios la duraión de las aiones se
expresa mediante variables aleatorias. Ello permite tener expresiones de la forma el tiempo
de ejeuión de la aión a está determinado por la distribuión de la variable aleatoria ξ
en lugar de la ejeuión de la aión a onsume t unidades de tiempo. Intuitivamente, la





, india que si la máquina está en un estado s y reibe una entrada i generará una
salida o antes de t unidades de tiempo on probabilidad P (ξ ≤ t) y ambiará al estado s′.
En un maro de testing de aja negra, la deteión de fallos temporales en sistemas
donde el tiempo se rige de forma estoástia es todavía más ompleja que en los sistemas
temporales que tratan on otros dominios más senillos. Ello es debido a que el testeador no
tiene aeso a las funiones de probabilidad asoiadas on las variables aleatorias. Debido a
la naturaleza probabilístia de los tiempos en los sistemas estoástios, el tiempo onsumido
por el sistema para realizar una aión puede variar entre diferentes ejeuiones, inluso
en sistemas funionalmente deterministas. Una primera aproximaión al testing formal de
sistemas on tiempo estoástio aparee en [MNR08℄, trabajo ya omentado y ontenido en
la primera parte de la tesis.
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Dentro de esta línea de investigaión se desarrolló un maro de testing formal para
sistemas representados mediante una extensión de máquinas de estados nitos que permitan
la desripión de requerimientos temporales, relativos tanto al tiempo onsumido por el
sistema en la ejeuión de las aiones omo al tiempo que el sistema puede permaneer
en un estado sin reibir un estímulo del entorno, es deir, time-outs. Los primeros llevaban
asoiadas restriiones temporales de naturaleza estoástia, mientras que los time-outs se
estableen mediante tiempos jos.
Así mismo, se propusieron diferentes relaiones de onformidad, distinguiéndose entre los
aspetos funionales y temporales. Como ya se ha menionado anteriormente, la inlusión de
time-outs requiere su onsideraión a la hora de estableer la onformidad funional de los
sistemas, ya que pueden inuir en las seuenias de entradas/salidas que el sistema puede
ejeutar en ada instante.
En lo referente a la onformidad estoástio-temporal de los sistemas, el heho de asumir
un maro de testing de aja negra impide determinar si las aiones de la implementaión
tienen asoiada una variable aleatoria (desonoida) idéntiamente distribuida a la orres-
pondiente en la espeiaión (onoida). En realidad, sería neesario un número innito de
observaiones de la implementaión para determinar esta equivalenia. Por tanto, en este
maro, se debe proponer una relaión de onformidad más realista, basada en un onjunto
nito de observaiones. La idea onsiste en omprobar que para ualquier transiión de la
implementaión, permitida por la espeiaión, los tiempos de ejeuión observados son
ompatibles on la orrespondiente variable aleatoria de la espeiaión. Esta noión de
ompatibilidad se establee mediante un ontraste de hipótesis.
Adiionalmente, se propuso un algoritmo para derivar onjuntos de tests de las espeia-
iones onsiderando las diferentes relaiones de onformidad. La apliaión de este onjunto
de tests permite estableer al testeador la orreión de la implementaión respeto a la
espeiaión uando los tests se pasan satisfatoriamente. En términos más ténios, el
algoritmo propuesto es ompleto y orreto.
Estos resultados dieron lugar a las publiaiones [MNR06b, MNR07d℄ reogidas en esta
tesis.
También en el ámbito de tiempos estoástios se propuso una metodología de testing
para espeiaiones representadas mediante stream X-Mahines [MN07℄. En esta oasión
se realizó una adaptaión de diho formalismo que permite la representaión de restriiones
temporales estoástias y se denió la onformidad funional de una implementaión respeto
a una espeiaión mediante la equivalenia de las funiones omputadas por ambas. Sin
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embargo, la onformidad estoástio-temporal no podía estableerse omo la equivalenia de
las variables aleatorias asoiadas a ada ómputo debido a las onsideraiones planteadas
previamente. Por tanto, se onsideró nuevamente la apliaión de un ontraste de hipótesis
para deidir, para un determinado nivel de onanza, si una muestra de tiempos de ejeuión
de un ómputo puede generarse por la orrespondiente variable aleatoria.
La metodología de testing propuesta en este maro es una adaptaión de la ténia desa-
rrollada por [IH97℄ para stream X-mahines deterministas ya omentada anteriormente. La
adaptaión de esta ténia exigió la revisión ompleta de la misma, de modo que permitiera
omparar las variables aleatorias on los tiempos observados durante la interaión on la
implementaión.
La noión de onformidad estoástio-temporal propuesta en estos trabajos requiere la
ompatibilidad de los tiempos de ejeuión, observados al testear la implementaión, on la
distribuión de las variables aleatorias orrespondientes de la espeiaión. Sin embargo,
se podrían apliar noiones de onformidad menos estritas. Por ejemplo, podría ser su-
iente que la variable aleatoria de la implementaión y la orrespondiente de la espeiaión
tuviesen la misma media. Con el objetivo de apturar diferentes noiones de onformidad
estoástio-temporales y proponer un maro de testing más general, y por tanto de mayor
apliabilidad, se desarrolló el trabajo [?℄. La adaptabilidad de la metodología propuesta se
resuelve mediante la deniión de una relaión de onformidad parametrizada que podrá
instaniarse en ada aso on la noión de onformidad más adeuada.
La deteión de errores en esta metodología se basa en una ténia de generaión de
tests a partir máquinas de estados nitos no deterministas usando la noión de maquina
produto [PYB96, Hie04, PY05℄. La máquina produto puede verse omo la omposiión
en paralelo de la espeiaión y el modelo de la implementaión. Intuitivamente, un estado
de la máquina produto es un par (s, t) que representa estados de la implementaión y la
espeiaión. Su omportamiento oinide on el de la implementaión si éste es onsistente
on el de la espeiaión; en otro aso, lleva a un estado de fallo. Por tanto, el proeso de
testing onsiste en detetar si el estado de fallo es alanzable a partir del estado iniial
de la máquina produto. En [?℄ el onepto de máquina produto se extiende para tratar
la situaión en que las máquinas presentan informaión estoástio-temporal, teniendo ésta
adeuadamente en uenta. En lo referente a la ténia de generaión de tests, el método state
ounting, que proporiona obertura total de fallos en implementaiones deterministas, se
extendió al nuevo maro bajo la hipótesis de que se onoe una ota superior del número de
estados de la implementaión. El método fue adaptado para produir un onjunto de tests
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que permita detetar si puede alanzarse el estado de fallo de la máquina produto.
Muhos sistemas son de naturaleza probabilístia debido bien al uso de omuniaiones
en un medio on un grado de abilidad bajo, a la ompartiión de reursos o, omo en el
aso de los protoolos de omuniaión, a la presenia de requerimientos probabilístios. Por
tanto, la desripión de estos sistemas inluye la probabilidad de que las aiones se ejeuten.
Este omponente probabilístio permite uantiar el no determinismo de los sistemas.
[HM07℄ presenta una nueva línea de trabajo en el área de testing donde se aplia la
ténia de mutaión para la deteión de errores en sistemas que presentan informaión
probabilístia. El formalismo propuesto para la representaión de sistemas on restriiones
probabilístias es una extensión de las máquinas de estados nitos uyas transiiones tienen
asoiada la probabilidad de que se ejeute la aión on la que está etiquetada. En el itado
trabajo se onsidera una variante de la interpretaión reativa de las probabilidades [LS91℄.
Intuitivamente, una interpretaión reativa impone una relaión probabilístia entre tran-
siiones on el mismo estado de origen y que llevan asoiada la misma entrada (la salida
puede ser diferente), sin embargo, la seleión entre diferentes entradas en un estado no está
uantiada.
En el trabajo las mutaiones apliadas onsisten en el ambio del estado iniial o del
estado alanzado por una transiión, la reaión de una nueva transiión y el ambio de
la probabilidad asoiada a una de ellas. Naturalmente, si se modia la probabilidad de
una transiión, la probabilidad asoiada al menos a una de las transiiones on el mismo
estado de origen y la misma entrada debe ser modiada también, de modo que la suma
de probabilidades asoiadas a las mismas siga siendo 1. Lo mismo ourre uando se inluye
una nueva transiión y ya existe una transiión on el mismo estado de origen y la misma
entrada. Con el n de enontrar seuenias que permitan distinguir la espeiaión y los
mutantes, se han adaptado y apliado resultados de autómatas probabilístios que permiten
estableer en tiempo polinomial la equivalenia de éstos, o generar, en aso ontrario, dihas
seuenias.
Al onsiderarse un maro de testing de aja negra, si se aplia una entrada a la im-
plementaión que se está testeando podremos observar la salida que produe pero, al igual
que en los modelos estoástio-temporales en los que no podíamos ver la distribuión de la
variable aleatoria asoiada, no obtendremos informaión de las probabilidades asignadas a
las diferentes transiiones. Por tanto, aunque estas probabilidades sean jas, no se puede
determinar sus valores mediante el proeso de testeo. En este aso, la estrategia onsiste en
estimar las probabilidades apliando varias vees los tests. Mediante el uso de resultados
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estadístios se establee el número de vees que se deben apliar los tests para obtener un
determinado nivel de onanza.
Una vez estableido este maro de testing para sistemas on informaión probabilístia,
y siguiendo on la prinipal linea de investigaión de la tesis, se realizó una extensión para
tratar on modelos estoástio-temporales [HM09℄. La ontribuión más importante de este
trabajo es el tratamiento simultaneo de dos tipos de omportamientos no-funionales. Ello
requirió la generalizaión del resultado de autómatas probabilístios, adaptado en la publi-
aión anterior, a este nuevo maro. Así mismo, se añadió un nuevo operador de mutaión
para modiar la variable aleatoria asoiada a una transiión.
El último bloque de esta tesis inluye dos publiaiones, Implementation Relations for
the Distributed Test Arhiteture [HMN08b℄ y Controllable test ases for the distributed test
arhiteture [HMN08a℄, que exploran el testing de sistemas que interatúan on el entorno
mediante varios interfae. Estos trabajos estudian los problemas de ontrolabilidad y obser-
vabilidad que presentan este tipo de sistemas en la fase de testing.
Algunos sistemas interatúan on su entorno mediante varios interfaes distribuidos de-
nominados puertos. Cuando se testean dihos sistemas es habitual situar un testeador en
ada puerto. Si los testeadores no pueden omuniarse y no existe un reloj global, entones
estamos ante una arquitetura distribuida de testing. Usualmente, los trabajos de testing
en arquiteturas distribuidas se han entrado en máquinas de estados nitos deterministas,
detetándose la posible presenia de tipos de dos problemas en la fase de apliaión de los
tests. En primer lugar, pueden surgir problemas de ontrolabilidad en los que un testeador
desonoe uando debe apliar una entrada. Por ejemplo, supongamos que un test omienza
on la apliaión de una entrada xp en el puerto p, que produe una salida yp en el mismo
puerto, y entones, el testeador de otro puerto q debe apliar la entrada xq. El testeador
del puerto q no sabe uando se ha apliado la entrada xp ya que no puede observar las
interaiones en el puerto p y por tanto no sabe uando debe apliar la entrada xq. El segun-
do problema tiene relaión on la observabilidad que puede llevar a un fallo enmasarado.
Supongamos que, omo en el ejemplo anterior, un test omienza on la apliaión de la entra-
da xp y la emisión de una salida yp en el puerto p, a ontinuaión se debe apliar nuevamente
xp y observar la salida yp en el mismo puerto p, así omo la salida yq en el puerto q. La
seuenia del test en el puerto p es xpypxpyp y yq en el puerto q. Las seuenias observadas
en ambos puertos serían las mismas si las salidas yp e yq se produjesen omo respuesta a
la primera apliaión de la entrada xp y tan sólo yp omo respuesta a la segunda entrada.
En tal aso, dos fallos simultaneos se enmasaran mutuamente. El trabajo en este tipo de
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arquiteturas ha estado orientado a enontrar seuenias que no presentaran problemas de
ontrolabilidad y observabilidad.
Aunque las máquinas de estados nitos deterministas son apropiadas para modelar
muhas lases de sistemas, los sistemas distribuidos son freuentemente no deterministas.
Ello llevó al trabajo publiado en [HMN08b℄ que estudia el testing en una arquitetura
distribuida para sistemas no deterministas.
El formalismo elegido en este aso fue Input Output Transition Systems, que aeptan el
no determinismo y no exigen un alternania estrita entre entradas y salidas. Se denió una
nueva relaión de implementaión, dioo, basada en la onoida ioo [Tre96, Tre99℄. Aunque
esta relaión de onformidad ha sido adaptada en numerosos asos, ésta fue la primera vez
que se aplió en un maro de testing distribuido. Es interesante señalar que las relaiones
de onformidad ioo y dioo son inomparables, a exepión del aso en el que se onsidere
que la espeiaión sea ompleta, es deir, se espeique el omportamiento de la máquina
para todas las posibles entradas. En este aso, dioo es más débil que ioo. En este trabajo
también se proporiona un método para obtener tests loales, para ada puerto, mediante la
proyeión de un test global.
La segunda publiaión [HMN08a℄ extiende este primer trabajo mediante la onsideraión
exlusiva de los tests ontrolables. Un test es ontrolable uando no puede generar una
situaión en la que un testeador loal tenga que apliar una entrada o esperar una salida,
dependiendo de lo que haya ourrido en otro puerto. Además de araterizar formalmente los
tests ontrolables, se muestra omo se puede deidir en tiempo polinomial si un test tiene la
propiedad de ser ontrolable y se presenta una nueva relaión de onformidad. Finalmente,
se propone un algoritmo para la generaión de tests ontrolables.
Por último, en el apéndie se reogen publiaiones que omplementan el ontenido de
la tesis, no formando parte integral de la misma. La primera publiaión [MNR06a℄ es una
versión preliminar de [MNR08b℄ que aparee en el primer bloque. Del mismo modo, el trabajo
reogido en [HM07℄ representa la base de [HM09℄ que se inluye en el segundo bloque.
Finalmente, [RMN08℄ presenta el maro HOTL uya extensión y adaptaión para tratar
sistemas on restriiones temporales [MNR07a, MNR08a℄ aparee en el primer bloque.
Capítulo 2
Estado del arte: métodos formales y
testing
Con el avane de la tenología informátia, las ténias de apoyo a la produión de
software han aumentado notablemente su relevania en este área. Entre ellas, los métodos
formales y el testing han adquirido espeial signiaión.
El testing de los sistemas que se desarrollan en la atualidad supone un alto oste en el
proeso de produión, llegando a destinarse más del 50% del presupuesto total del desarro-
llo de un sistema a la deteión de errores. Uno de los aspetos más ostosos asoiado on
las tareas de testing es el trabajo que debe desarrollarse manualmente, por lo que la mejora
de diho proeso se ha orientado a la automatizaión del mismo. Ha habido ya numerosas
propuestas, basadas en la ombinaión de los métodos formales y ténias de testing, enfo-
adas a diha nalidad. Tradiionalmente, los métodos formales y el testing no estaban muy
vinulados, siendo la interaión entre ellos muy esasa. Sin embargo, durante los últimos
años han llegado a ser omplementarios, existiendo muhas metodologías de testing en las
que la generaión de tests se basa en la espeiaión formal de los sistemas.
Por otra parte, existen muhas ténias de testing que tratan de aumentar la alidad del
produto nal mediante el inremento de su nivel de efetividad y eienia. La efetividad
se optimiza mediante el uso de onjuntos de tests que proporionen una alta probabilidad de
detetar fallos, mientras que la eienia se inrementa reduiendo el número de tests que
deben ser ejeutados para alanzar diho objetivo.
Este apítulo presenta una revisión de los lenguajes utilizados para espeiar formal-
mente sistemas para su testeo, así omo las prinipales ontribuiones en el área de testing
formal para dihos lenguajes.
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2.1. Lenguajes formales de espeiaión
Los lenguajes de espeiaión informal aplian una ombinaión de gramátias semi-
formales, texto libre y representaiones gráas para desribir los requerimientos de los sis-
temas, por lo que la preisión de las espeiaiones se ve afetada por diferentes fatores,
entre ellos la experienia del espeiador. Sin embargo, los requerimientos de un sistema
pueden ser representados mediante el uso de lenguajes de espeiaión formales que per-
miten evitar las ambigüedades usualmente asoiadas on las espeiaiones informales.
Los lenguajes formales tienen omo propósito failitar una desripión rigurosa de los
sistemas que se desea desarrollar, así omo el análisis de su omportamiento. En los últimos
treinta años los métodos formales han alanzado un nivel de madurez que permite que sean
apliados alta freuenia a lo largo de todo el ilo de vida del desarrollo de un sistema, en
espeial, uando los sistemas requieran un alto nivel de seguridad.
Un lenguaje formal utiliza una sintaxis que permite desribir de forma preisa la es-
peiaión de los sistemas, textual o gráamente. También presenta una semántia que
proporiona un signiado preiso de ada desripión de los sistemas para las que el lengua-
je se usa. La espeiaión de un sistema suele ontemplar diferentes aspetos del mismo,
inluyendo su omportamiento funional, su estrutura o arquitetura e inluso aspetos no
funionales, omo propiedades temporales o de rendimiento, por lo que la eleión de un
lenguaje u otro vendrá determinado por la adeuaión del mismo a las araterístias de
ada sistema.
A ontinuaión se revisan los prinipales lenguajes de espeiaión formales usados en
maros formales para realizar testing y su apliabilidad a los diferentes tipos de sistemas.
2.1.1. Lenguajes basados en modelos
Hay diferentes modos de desribir la espeiaión de un sistema, siendo uno de ellos la
onstruión de un modelo del omportamiento previsto. Lenguajes omo Z [Spi88, Spi92℄,
VDM [Jon91℄ y B [Abr96℄ permiten desribir los estados del sistema junto on las operaiones
que provoan el ambio de estado. En estos lenguajes los estados de un sistema suelen des-
ribirse mediante onjuntos, seuenias, relaiones y funiones, mientras que las operaiones
lo haen mediante prediados en términos de ondiiones pre-post.
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2.1.2. Lenguajes basados en estados nitos
Los lenguajes basados en modelos permiten desribir sistemas generales, en partiular,
sistemas que potenialmente pueden presentar innitos estados. Este aráter general tiene
omo inonveniente que el razonamiento sobre los mismos sea menos suseptible a la au-
tomatizaión. Los lenguajes de espeiaión basados en estados nitos, omo su nombre
sugiere, permiten la deniión de un onjunto nito de estados, que suelen ser representados
gráamente mediante transiiones que indian los ambios entre dihos estados. Entre estos
lenguajes abe destaar las máquinas de estados nitos (FSM) [LY96℄, SDL [CCI88, ITU92℄,
Stateharts [Har87, HG97℄ y X-mahines [HI98℄. La mayor parte del trabajo desarrollado on
FSMs en el área de testing ha sido motivado por el testing de protoolos de omuniaión,
ya que las FSMs son muy apropiadas para la espeiaión de la estrutura de ontrol de los
mismos. Con posterioridad, el testing basado en FSMs ha sido apliado en el área de testing
basado en modelos, en el que las espeiaiones se utilizan para dirigir el proeso de testing.
En muhos asos, estos lenguajes de espeiaión permiten la representaión de datos
internos adiionales. Las operaiones representadas por las transiiones pueden aeder a
estos datos y modiarlos, pudiéndose estableer también ondiiones sobre los mismos. Las
maquinas de estados nitos que presentan estas araterístias son onoidas omo máquinas
de estados nitos extendidas (EFSM).
Otro formalismo de espeiaión que permite la integraión de la estrutura de ontrol y
los datos de un sistema son las X-mahines. Estas máquinas disponen de unamemoria interna
y un onjunto de funiones de proeso que etiquetan las transiiones entre estados. Dihas
funiones están denidas sobre el onjunto de entradas posibles y los valores de la memoria,
produiendo en ada aso la salida esperada. Este formalismo fue introduido en [Eil74℄, y
posteriormente propuesto por Holombe en [Hol88℄ omo lenguaje de espeiaión. Se han
estudiado y desarrollado diferentes tipos de X-mahines basados en restriiones sobre el
onjunto de funiones y datos, siendo las stream X-mahines [Lay92℄ las que han reibido
una mayor atenión.
2.1.3. Lenguajes basados en álgebras de proesos
Las álgebras de proesos, véase [BPS01℄ para tener una visión panorámia del ampo,
permiten desribir sistemas on proesos onurrentes, donde varios proesos interatúan
omuniándose entre ellos. Entre estos lenguajes se inluyen CSP [Hoa85℄, CCS [Mil80,
Mil89℄, ACP [BW90℄, pi-alulus [MPW92, Mil99, AG99℄ y LOTOS [LOT88℄.
Los sistemas de transiiones etiquetadas suelen utilizarse para desribir el omportamien-
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to de una espeiaión denida mediante un álgebra de proesos. Ello ha llevado a que el
testing de sistemas desritos mediante estos lenguajes se haya entrado en el testing de este
tipo de sistemas.
2.1.4. Lenguajes algebraios
Aunque las álgebras de proeso son adeuadas para la manipulaión algebraia, hay
lenguajes que desriben los sistemas en términos de sus propiedades algebraias, mediante
axiomas y reglas que araterizan ompletamente las propiedades deseadas. Ejemplos de
estos lenguajes son OBJ [GT79℄ y CASL [BM04, Mos04℄.
En términos matemátios, un álgebra onsiste en un onjunto de símbolos que denotan
valores de algún tipo y un onjunto de operaiones sobre los mismos. Para desribir las reglas
que gobiernan el omportamiento de las operaiones es neesario espeiar la sintaxis y la
semántia de las operaiones. En este tipo de lenguajes, la primera usa una signatura para
ada operaión, indiando su dominio y rango. En uanto a la semántia, ésta viene dada
mediante euaiones que de modo implíito desriben las propiedades requeridas.
2.2. Ténias de testing
El desarrollo de software ha pasado de ser un proeso onstituido por poas tareas en las
que intervienen poas personas, a ser un proeso muy omplejo en el que partiipan grandes
equipos. Ello ha provoado que el proeso de testing haya pasado en muhos asos de ser
realizado por un solo ingeniero a involurar a todos los partiipantes en ada una de las
etapas de desarrollo. Por tanto, se ha onvertido en una neesidad la buena planiaión de
esta tarea en el ilo de vida de la produión de un sistema.
Las tareas de testing están asoiadas prinipalmente on el hequeo empírio de la o-
rreión de los sistemas. Por el ontrario, los métodos formales han estado relaionados on
la veriaión formal de la orreión de los mismos. El uso onjunto de métodos formales
y testing, desde una etapa iniial de la produión del sistema, puede reduir el oste de su
desarrollo.
Cuando se utiliza un lenguaje de espeiaión formal, se puede apliar un análisis formal
en las fases de espeiaión, diseño y odiaión. Ello puede suponer tan sólo la ompro-
baión de iertas propiedades, o el estableimiento formal de la onformidad de un sistema
on respeto a su espeiaión. Estas demostraiones se pueden realizar, en algunos asos,
de un modo automátio reduiendose así la probabilidad de inurrir en errores humanos.
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El proeso de testing implia la ejeuión de la implementaión que debe ser hequeada:
se aplia una seuenia de entradas al sistema y se observan las salidas reibidas. Esta
relaión entre entradas y salidas permite estableer la adeuaión del sistema testeado a la
espeiaión de la que partimos. Las seuenias de entradas apliadas a la implementaión
se llaman tests. Entre las diferentes ténias de testing se puede distinguir entre el testing de
aja negra y el testing de aja blana. En el testing de aja negra un sistema se hequea sin
que se onoza su estrutura interna. Los tests se generan a partir de la espeiaión y sólo
se dispone de informaión aera de las salidas esperadas para las entradas apliadas. Ya que
no se va a ontar on ninguna informaión sobre ómo ha sido desarrollado el sistema, los
tests se pueden generar a partir del momento en que la espeiaión está disponible. Otra
ategoría es el testing de aja blana, que utiliza informaión de la estrutura interna de la
implementaión para la generaión de tests. En este tipo de testing, se pueden generar tests
on el n de hequear araterístias espeías del sistema.
Además de poder argumentar si una ténia de testing puede estableer la onformidad
de una implementaión respeto a una espeiaión mediante un determinado onjunto de
tests, hay otras propiedades de dihas implementaiones que se pueden estableer. Esta idea
se formaliza en [GG75℄ mediante las noiones de orreión y ompletitud.
Un onjunto de tests es orreto si es apaz de detetar la inorreión de ualquier
sistema erróneo. Por otra parte, un onjunto de tests es ompleto si el heho de que un
sistema supere la apliaión de todos los tests del mismo permite deduir la orreión
del sistema. Por tanto, si el onjunto de tests derivado mediante una ténia espeía de
testing es orreto y ompleto, su apliaión determinará la orreión o inorreión de una
implementaión. En general, para que una ténia de testing tenga estas dos propiedades
se requiere la generaión de un onjunto innito de tests, lo que no permite su apliaión
prátia y hae neesario apliar un riterio de seleión que permita obtener un onjunto
nito. En la mayoría de los asos, los riterios de seleión se basan en hipótesis omo si
el sistema es orreto para un subonjunto de los valores de entrada permitidos entones
es orreto para todos o si un sistema es orreto para un valor de todos los que pueden
ser apliados en una determinada seuenia, entones es orreto para todos los valores
posibles. Aunque hay muhas hipótesis posibles para la seleión de tests [Gau95℄ se pueden
identiar dos tipos prinipales: hipótesis de uniformidad e hipótesis de regularidad. El primer
tipo hae referenia a la uniformidad del omportamiento de un sistema sobre un rango de
datos. El segundo tipo se relaiona on la regularidad del omportamiento del sistema uando
el tamaño de los datos aumenta. Por ejemplo, se podría asumir que si un sistema funiona
22 2.2. Ténias de testing
orretamente para un buer de tamaño 0, 1, y 2, entones lo hará sea ual sea el tamaño del
mismo. La idea de hipótesis está muy relaionada on la noión de modelo de fallos [IT97℄:
un onjunto de modelos entre los uales se enuentra uno (desonoido) funionalmente
equivalente a la implementaión testeada.
Una vez estableido el onjunto de hipótesis o el modelo de fallos más apropiado, la
ténia de testing debe generar un onjunto de tests que permita estableer la orreión de
los sistemas respeto a las espeiaiones, asumiendo que se umplen dihas hipótesis.
A ontinuaión se revisan diversas metodologías de testing propuestas para los diferentes
formalismos previamente presentados.
2.2.1. Testing para espeiaiones formales basadas en modelos
Hay muhos trabajos de testing orientados a espeiaiones Z, B, y VDM. Las ténias
de generaión de tests para ellos están basadas en hipótesis de uniformidad. El dominio de los
valores de entrada es partiionado en subdominios en los que el omportamiento del sistema
se asume uniforme. Si la hipótesis de uniformidad se umple, basta on apliar un dato de
ada lase para testear el sistema. Muhas de las ténias de derivaión de tests propuestas
en este ámbito han sido automatizadas; en ellas son apliadas diferentes heurístias para
realizar la partiión en lases de equivalenia y la seleión de los datos que se utilizarán
durante el proeso de testeo.
[Hal89℄ propone un método de testing para espeiaiones Z basado en una lasiaión
en dominios de tests. La idea se basa en onsiderar diferentes ombinaiones de subdominios
obtenidos mediante la partiión de los onjuntos de entradas, salidas y estados y las ondi-
iones ontenidas en los prediados de la espeiaión. [DF93℄ demuestra que, mediante
la reesritura de la preondiión y la postondiión de una espeiaión en forma normal
disyuntiva, una gran parte del proeso de análisis de partiión puede ser automatizado. Así
mismo, los autores desriben una ténia para generar a partir de la espeiaión, un autó-
mata nito que puede ser usado para dirigir el proeso de generaión de tests. La ombinaión
de partiión de ategorías y forma normal disyuntiva fueron apliadas para las generaión
de tests en [SCS97℄.
Una propuesta ompletamente diferente es lamutaión de espeiaiones [CS94℄. La idea
está inspirada en la ténia de testing mediante mutaión de programas [How82, BM99℄. La
apliaión de operadores de mutaión a la espeiaión genera mutantes. Para ada mutante
obtenido se genera un test que distinga el omportamiento de éste y la espeiaión. La
hipótesis en este aso es que si un onjunto de tests obtenido mediante este método permite
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distinguir entre un mutante y la espeiaión, también distinguirá entre la espeiaión y
una implementaión inorreta.
2.2.2. Testing basado en máquinas de estados nitos
Muhos sistemas tienen una estrutura de estados nitos y por ello las FSMs son un
formalismo adeuado para su representaión. Por ello, el testing de FSMs ha reibido muha
atenión. Moore planteó el maro oneptual de testing basado en FSMs en su traba-
jo [Moo56℄ referido a un onepto muy utilizado en la físia, los experimentos gedanken.
Los prinipios fundamentales del hequeo de transiiones fueron enuniados en [Hen64℄, tra-
bajo motivado por el testing de iruitos seueniales, que más tarde fue apliado al testing
de protoolos de omuniaión [LY96℄.
Las FSMs denen un lenguaje relativamente pobre en uanto a expresividad y ténias de
abstraión. Sin embargo, la falta de expresividad tiene grandes ventajas uando se analizan
las FSMs. Muhos problemas que no son deidibles en maros más generales lo son para
FSMs, y freuentemente además on omplejidad polinomial, lo que failita la automatizaión
de la generaión de tests. Como se dijo anteriormente, muhas propuestas para testing basado
en FSMs onsideran o hipótesis o un modelo de fallos. En ambos asos, el onjunto de tests
garantiza la determinaión de la orreión de los sistemas siempre que se umplan las
hipótesis onsideradas. En el testing basado en una espeiaión representada mediante
una FSM, es normal asumir que la implementaión es equivalente a una FSM desonoida,
y que el onjunto de tests generado permite hequear si la implementaión es onforme a
la espeiaión. Si la espeiaión es determinista la noión de onformidad oinide on
la equivalenia de espeiaión e implementaión. Si la espeiaión es no determinista
hay noiones alternativas de onformidad, omo onsiderar que el omportamiento de la
implementaión es un subonjunto del omportamiento de la espeiaión.
FSMs ompletamente espeiadas y deterministas
En primer lugar trataremos el aso de las FSMs ompletamente espeiadas, mínimas y
deterministas, esto es, máquinas donde para ada entrada disponible y ada estado existe una
únia transiión etiquetada on diha entrada, no tienen estados equivalentes y toda entrada
tiene una transiión asoiada en ada estado. En este aso la relaión de onformidad entre
la espeiaión y la implementaión es la equivalenia, es deir, se produen las mismas
seuenia de salidas para las mismas seuenias de entradas. El método de reorrido de
transiiones [NT81℄, abreviado omo método TT, produe un onjunto de tests que ejeuta
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todas las transiiones de la espeiaión. Este método sólo está orientado a la deteión de
fallos de salida. La variante de este método presentada en [SMIM90℄ tiene menos apaidad
de deteión de fallos: ubre todos los estados, pero no neesariamente todas las transiiones.
El método D [Hen64, Gon70, Koh78℄ asume omo hipótesis que la implementaión no
tiene más estados que la espeiaión. El método hequea todas las transiiones on el
n de loalizar tanto fallos de salida omo de transiión de estados. Este método ha sido
optimizado para reduir el número de tests neesarios [UWZ97, HU02℄.
Otra propuesta está basada en seuenias únias de entrada/salida (UIO) [SD88℄. En
este aso las hipótesis son, por una parte, que la implementaión no tiene más estados que la
espeiaión y, por otra, que existe un reset que lleva la implementaión al estado iniial.
Las seuenias UIO se usan para veriar que tras una serie de interaiones, la máquina se
enuentra en el estado esperado.
Cuando no se umple la hipótesis de que el número de estados de la implementaión no
supera al de la espeiaión, se puede apliar el método W [Vas73, Cho78℄. En este aso
se onsidera que existe una ota superior en el número de estados de la implementaión y
un reset orretamente implementado. Bajo estas ondiiones el método proporiona ober-
tura total de fallos. Este método genera el onjunto de tests basándose en un onjunto de
araterizaión y un onjunto de obertura de estados.
FSMs pariales
La mayoría de las espeiaiones reales son pariales, por lo que no ubren todas las
posibles ombinaiones de estado/entrada. Debido a las diferentes interpretaiones de las
transiiones no denidas han sido onsideradas diversas semántias [BP94℄. Puede onsi-
derarse que estas transiiones están implíitamente denidas, es deir, se sustituyen por
transiiones on el mismo estado de origen y destino on salidas nulas, o bien por tran-
siiones que llevan a un estado de error y produen una salida de error. De este modo se
obtiene una FSM ompletamente espeiada y se pueden apliar las estrategias presentadas
anteriormente. Otra posible interpretaión onsidera que son transiiones prohibidas, por lo
que no deberían ser ejeutadas por la implementaión. En onseuenia, el onjunto de tests
no debe onsiderar estas transiiones.
FSMs No Deterministas
Hay diferentes motivos que pueden oasionar la presenia de indeterminismo en una
espeiaión. El no determinismo puede representar un requerimiento para el sistema es-
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peiado, en uyo aso la onformidad de la implementaión orresponderá a la equivalenia
de la misma respeto a la espeiaión. Sin embargo, la presenia de no determinismo puede
representar un abanio de opiones, por lo que será suiente que los omportamientos de
la implementaión sean un subonjunto de los espeiados.
El no determinismo presenta una uestión a tener en uenta: La observabilidad de ada
posible repuesta asoiada on una seuenia de entradas en partiular. Con el n de abordar
este problema es freuente asumir la hipótesis de que existe un número máximo n, de modo
que si una misma seuenia de entradas ha sido apliada n vees en un estado, entones está
garantizado que todas las posibles salidas asoiadas on diho estado y seuenia de entradas
han sido observadas. Esta hipótesis se onoe omo fairness hypothesis.
FSMs extendidas
Una máquina de estados nitos extendida (EFSM) es una FSM on parámetros de entrada
y salida, variables auxiliares y operaiones y prediados denidos sobre las variables y los
parámetros de entrada. Si se aplia una hipótesis de uniformidad a los datos es posible generar
un onjunto de tests abstrayendo los itados parámetros de la EFSM. En onseuenia, el
proeso de testing estará orientado a la estrutura de ontrol de la implementaión [DU04℄.
Si no se asume la hipótesis de uniformidad entones el proeso de testing afetará tanto a
la estrutura de ontrol omo a la estrutura de datos. Estos dos omponentes se testean
independientemente, apliando métodos basados en FSMs para la parte de ontrol y métodos
de testing para el ujo de datos a la parte orrespondiente a los mismos [USW00℄. Bajo
hipótesis ténias preisas una EFSM se puede transformar en una FSM equivalente. Aunque
estas transformaiones freuentemente onllevan un problema de explosión de estados, en
algunos asos hay métodos efetivos para realizar la onversión [PBG04℄.
Una estrategia alternativa está basada en el uso de onjuntos de propósitos de test. Un
propósito de test es una desripión de un requerimiento para un test, omo por ejemplo, la
ejeuión de una transiión o una seuenia de transiiones en partiular, y puede represen-
tarse mediante un autómata de estados nitos. Para ada propósito de test se genera un test
que lo satisfae. El test puede onstruirse automátiamente apliando análisis de alanzabili-
dad al produto del propósito de test y la espeiaión. Aunque el análisis de alanzabilidad
sufre del problema de explosión de estados, hay herramientas que aplian una estrategia on-
the-y, omo TGV, que son efetivas en la prátia [KJG99℄. Usualmente los propósitos de
test son proporionados por el testeador, pero pueden obtenerse también automátiamente
a partir de la EFSM que representa a la espeiaión, teniendo en uenta un ierto riterio
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de test estableido, omo podría ser la ejeuión de todas sus transiiones. Otro tipo de
propósito de test, más restringido, onsiste en requerir una seuenia de interaiones que
puede desribirse mediante un message sequene hart (MSC). Existen herramientas omo
AUTOLINK que aplian un análisis de alanzabilidad al produto de la espeiaión y un
MSC para produir un test apropiado [SEK
+
98℄.
Finalmente, se ha abordado también el problema de testing mediante la onversión en
FSM equivalentes de espeiaiones realizadas en el ontexto de otros modelos formales,
on el n de apliar los métodos de testing basados en diho formalismo. Entre ellos se
inluyen métodos de onversión de variantes de espeiaiones Z [DF93, Hie97, DB99℄,
Stateharts [HSS01℄ y SDL [BPBM97℄.
Stream X-Mahines
El primer método de testing basado en Stream X-Mahines se propuso en [IH97, HI98℄
para sistemas deterministas. Esta ténia de testing genera un onjunto de tests a partir de
una espeiaión, asumiendo que las funiones de proeso asoiadas a las transiiones están
orretamente implementadas. Además, se requiere que el onjunto de funiones de la espei-
aión y la implementaión oinidan, y que se satisfagan dos ondiiones, habitualmente
denominadas design for test onditions. Estas ondiiones onsisten en la distinguibilidad
de las funiones de proeso mediante las salidas emitidas y la seguridad de que mediante
las entradas apropiadas dihas funiones podrán ser hequeadas en la implementaión. Este
método ha sido generalizado en [Ipa04℄ para suprimir la hipótesis de la orreión de la
implementaión de las funiones de proeso. Así mismo, se relaja la restriión de que el
onjunto de funiones deba oinidir en la espeiaión y la implementaión.
También existen propuestas para máquinas no deterministas. En [IH00℄ se extiende el
método para ubrir máquinas no deterministas y se presenta una ténia de testing en la que
la noión de orreión es la equivalenia de máquinas. Otra metodología alternativa ha sido
propuesta en [HH00, HH04℄, en ella se hae uso del método de testing onoido omo state
ounting y se onsidera una noión de onformidad basada en que los omportamientos de
la implementaión son un subonjunto de los de la espeiaión.
2.2.3. Testing para álgebras de proesos
El prinipal estudio de testing en este área fue desarrollado por de Niola y Hennessy
[dNH84, Hen85, Hen88℄. Ellos introdujeron diferentes preordenes y equivalenias para rela-
ionar proesos mediante su interaión on onjuntos de tests. Esenialmente se distinguen
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dos familias de relaiones: may y must. En las primeras se permite que el proeso pase el test
on éxito en alguna ejeuión; sin embargo en la segunda ategoría ello debe ser así en todas
las ejeuiones posibles. El maro original ha sido extendido para tratar on propiedades no
funionales omo tiempo [HR95, LdF99℄, probabilidades [LS89, Chr90, NdF95, Núñ03℄, y
una ombinaión de ambas [GLNP97℄.
Como ya se ha menionado, los sistemas de transiiones etiquetadas se usan freuente-
mente para desribir la semántia de las álgebras de proeso. Las ténias de testing para
LTSs se basan en relaiones de onformidad y existen numerosos algoritmos de generaión
de onjuntos de tests basados en diferentes relaiones de onformidad. Entre ellos se pueden
itar [Led91, Pha94, Tre96℄.
2.2.4. Testing para espeiaiones algebraias
El primer trabajo que empleó espeiaiones algebraias en una metodología de testing
fue el desarrollado para el sistema DAISTS [GMH81℄. Sin embargo, las propuestas más
signiativas se presentan en [GJ98, Gau01℄.
Es evidente que la apliaión de un onjunto de tests exhaustivo que no muestra fallos
garantiza la orreión del sistema. No obstante, la naturaleza innita de este onjunto de
tests lo hae impratiable, por lo que se requiere limitar este onjunto mediante hipótesis de
regularidad y uniformidad. Las hipótesis de regularidad, en el ontexto de las espeiaiones
algebraias, se basan en el número de onstantes y onstrutores que apareen en un término.
La hipótesis permite estableer la orreión del sistema si éste funiona orretamente para
tests de hasta un ierto tamaño n. Las hipótesis de uniformidad permiten de nuevo estableer
si el sistema funiona orretamente para una seleión de valores dentro de los diferentes
subdominios estableidos mediante partiión. El método utilizado más freuentemente para
la seleión de los valores es Boundary Value Analysis [WC80, CHR82, LPU02℄.
Hay dos posibilidades para generar tests a partir de espeiaiones algebraias: usando
la sintaxis de las operaiones o los axiomas. El primer método se presento iniialmente
en [Jal83℄ y posteriormente se ha apliado en diferentes experimentos [JC88, Woo93, AW96℄.
El segundo método se introdujo en [GMH81℄ y ha sido utilizado en muhas propuestas
posteriores [Cho86, DF94, CTCC98, CTC01℄.
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Capítulo 3
Estado del arte: testing y extensiones
temporales
En el apítulo anterior se ha presentado una visión panorámia del estado del arte de
las metodologías de testing formal. Dada la amplia seleión de trabajos en este área, ha
sido inevitable limitarnos a la presentaión de ideas generales, sin prestar espeial atenión
a los desarrollos espeíos. En el presente apítulo nos restringimos a las ténias de testing
formal para el análisis del omportamiento temporal de los sistemas, lo que nos permitirá ser
más preisos. Iniialmente se revisan algunos formalismos propuestos para la representaión
de sistemas de tiempo real y sistemas en los que el tiempo juega un papel relevante en
las restriiones que los mismos presentan. A ontinuaión, se presentan las ténias pro-
puestas para el estableimiento de la orreión de las implementaiones on respeto a las
espeiaiones desritas utilizando los formalismos anteriores.
3.1. Formalismos para representar sistemas temporales
Aunque el tiempo afeta a todos los sistemas, el interés de los investigadores para inluirlo
de forma explíita en los modelos formales es relativamente reiente. El desarrollo de sistemas
de tiempo real ha llevado a un nuevo esenario en el que las restriiones temporales se han
onvertido en un tema de interés. Esenialmente, el paso del tiempo afeta al omportamiento
de los sistemas de dos formas:
Después de que un usuario soliita un ómputo, el sistema neesitará una antidad de
tiempo pereptible para realizarlo.
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En algunos asos el sistema requiere un periodo de espera para poder realizar una
operaión, o bien puede ourrir que el paso del mismo haga que ambie su estado si al
no haber reibido ninguna reaión del entorno.
En ambos asos estas restriiones temporales deben estar determinadas en la espei-
aión, lo que permitirá estableer la diferenia entre un sistema aeptable y uno que no lo
es, es deir, entre onsiderar un sistema orreto o inorreto.
La inlusión explíita de esta informaión en los formalismos de espeiaión no es
senilla. Por una parte, la sintaxis del lenguaje debe permitir la representaión de los re-
querimientos de una forma expresiva y, por otra, la semántia debe ser apaz de denotar el
paso del tiempo de un modo manejable. En general, dada la onguraión de un sistema, la
antidad de valores temporales que son relevantes para la desripión del mismo puede ser
signiativamente alta, pudiendo llegar a ser inontable. Por tanto, se neesita disponer de
una representaión ompata que permita que la espeiaión denote explíitamente todos
los valores temporales aeptables.
Además, hay muhas formas de interpretar los requerimientos temporales. Por una parte,
se puede onsiderar que las restriiones temporales son estritas e indian de forma preisa
los requerimientos temporales, omo por ejemplo que la aión a ourrirá exatamente en
t unidades de tiempo. Otra alternativa es una interpretaión más relajada de los ondi-
ionamientos temporales, expresando los mismos mediante intervalos, o inluso plantear la
opión de utilizar términos probabilístios para denir las restriiones temporales, por ejem-
plo, la aión a ourrirá antes de t unidades de tiempo on probabilidad p. Las diferenias
entre estos planteamientos afetan tanto a la deniión de las espeiaiones omo a los
omportamientos que se derivan de ellas.
Los formalismos utilizados para desribir sistemas temporales son, habitualmente, exten-
siones o adaptaiones de otros formalismos previamente propuestos para representar sistemas
donde el tiempo no se onsidera explíitamente. A ontinuaión se desriben brevemente al-
gunos de estos formalismos. En primer lugar se onsideran aquellos donde el tiempo no
se dene en términos probabilístios, lo que no signia neesariamente que se tengan que
utilizar tiempos jos. Como veremos más adelante, las espeiaiones permitirán denotar
ualquier tiempo que umpla una ondiión estableida. Posteriormente se revisarán los sis-
temas on restriiones estoástio-temporales.
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3.1.1. Representaión de tiempo no probabilístio
Durante los últimos 30 años se han propuesto muhos modelos para el análisis y espei-
aión de sistemas temporales, entre los que abe destaar las redes de Petri [Sif77, Zub80℄,
el alulus duration [CHR91℄, y diferentes extensiones de autómatas on informaión tempo-
ral [LV96, SGSL98, LSV03℄. Sin embargo, el modelo más aeptado ha sido el de los autómatas
temporales [AD90, AD94℄, que permiten desribir los innitos omportamientos induidos
por dominios de tiempo ontinuo de un modo simbólio. Ello hae posible disponer de una
representaión nita del sistema, failitando el análisis de sus propiedades.
Un autómata temporal representa el omportamiento de un sistema mediante un onjunto
de relojes que registran el paso del tiempo. Durante la ejeuión, los relojes tienen asoiados
valores que se inrementan de modo sínrono. Estos relojes pueden ser atualizados o on-
sultados para omprobar el tiempo transurrido desde su iniializaión, permitiendo medir
y omparar los tiempos en que se produen los diferentes eventos. Un autómata temporal
es básiamente un sistema de transiiones que se ejeutan instantáneamente, onsiderán-
dose que no onsumen tiempo. Las transiiones dependen de ondiiones denidas sobre los
relojes, onoidas omo guardas, y pueden reiniiar los mismos. Los estados pueden tener
asoiados invariantes que deben umplirse mientras el sistema permanee en dihos estados.
La representaión del paso del tiempo en los autómatas temporales es simbólia, en el
sentido de que el omportamiento temporal del sistema se expresa mediante la atualizaión
de los relojes y ondiiones denidas sobre éstos, en lugar de utilizar transiiones on valores
de tiempo onretos.
Los autómatas temporales han sido apliados on éxito en la veriaión automátia de
sistemas de tiempo real, partiularmente por medio de model heking [ACD93, HNSY94,







98℄ y HyTeh [HHWT95℄.
También se han propuesto varias aproximaiones de las álgebras de proesos que sirven
para espeiar sistemas temporales. Originalmente, el tiempo inluido era disreto [MT90,
Gro91, Han91, QdFA93, NS91, BB96℄, es deir, el tiempo se representaba mediante una
aión tik que representa el paso de una unidad de tiempo. Estas álgebras de proesos
son adeuadas para modelar sistemas digitales, pero no para desribir sistemas de tiem-
po real de un modo natural
1
. Por esta razón se desarrollaron álgebras de proesos para
1
La disusión sobre lo inapropiado del uso del tiempo disreto para la desripión de los sistemas tempo-
rales frente al tiempo ontinuo ha generado una gran ontroversia. Por una parte, el tiempo en los sistemas
temporales omputaionales y eletrónios suele ser digital. Debido a que el diseño de los sistemas no tienen
una preisión temporal innita, se puede argumentar que no es posible onstruir sistemas en los que deba
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tiempo ontinuo [Yi90, BB91, SDJ
+
92, LL97℄. Algunas de ellas han sido relaionadas for-
malmente on los autómatas temporales [NSY92, BHKR95℄, sin embargo, estas relaiones
solo proporionan una onexión semántia y ninguna es ompleta en el sentido de ser biye-
tivas. Finalmente, lenguajes que representan ompletamente autómatas temporales han sido
denidos en [AH94, YPD95, LV96℄.
3.1.2. Representaión de tiempo estoástio
El análisis de sistemas estoástio-temporales ha reibido muha atenión pero usual-
mente fuera del maro de los métodos formales. Iniialmente, en el ampo de las Matemátias
se denieron modelos para el análisis de proesos estoástios. Estos modelos, que inluyen
ontinuous time Markov hains, abreviado CTMC, se usaron para analizar el omportamien-
to de los sistemas. Pero los sistemas se fueron haiendo más omplejos y se hizo neesaria
una notaión más sostiada para la desripión de sus modelos. Surgiendo así nuevos for-




En los modelos basados en CTMCs el tiempo asoiado a las transiiones viene dado por
una variable aleatoria on distribuión exponenial. Esta restriión es la lave de una teoría
numéria y analítia muy amplia sobre CTMCs. La restriión a distribuiones exponeniales
proporiona permite tratar on atividades que tienen la propiedad de la falta de memoria.
Esta propiedad die, básiamente, que en ada instante de tiempo a partir de aquel en el
que la atividad ha omenzado, si la misma aun no ha onluido, el tiempo residual de
duraión sigue estando distribuido omo su propia duraión total. La falta de memoria hae
posible representar el omportamiento temporal de los sistemas mediante una CTMC, esto
es, un proeso ontinuo en el que en ada instante de tiempo, el omportamiento futuro
del proeso es ompletamente independiente del omportamiento pasado, dependiendo tan
solo de su estado atual (propiedad de Markov). De heho, la falta de memoria en el maro
Markoviano permite evitar la representaión explíita del paso del tiempo en las desripiones
de los sistemas.
Desgraiadamente, la restriión a distribuiones exponeniales no es siempre realista y
puede llevar a resultados poo útiles. Otros modelos más generales, omo generalised semi-
Markov proesses [Whi80, Gly89, Cas93, She93℄, permiten que la desripión de los tiempos
ser onsiderado tiempo ontinuo. Además, las observaiones y el testeo de los dispositivos no permiten tal
preisión. Por otra parte, suponer la existenia de un tik mínimo lleva a la idea errónea de que las ténias
de análisis puedan basarse en la onsideraión sistemátia de que todos los valores temporales son posibles.
En estos asos la antidad de valores temporales que habría que onsiderar es astronómio.
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pueda orresponder a una distribuión ualquiera. Desgraiadamente, ninguno de estos mo-
delos proporiona un maro adeuado para la omposiión de sistemas distribuidos.
En el ámbito de los métodos formales la desripión y análisis de los sistemas estoás-
tios se abordo en primer término mediante la deniión de las álgebras de proeso pro-
babilístias [GJS90, GSS95, BBS95, CCVP01, Núñ03, CCV
+
03℄. Iniialmente estos maros
algebraios se orientaron a la veriaión más que al análisis del rendimiento, dado que tan
sólo trataban on distribuiones de probabilidad disretas, y en la mayoría de los asos no
tenían aráter temporal. Fue en [Her90℄ donde se introdujeron las álgebras de proeso es-
toástias, aprovehando el maro analítio proporionado por las ontinuous time Markov
hains. Entre las más onoidas abe menionar TIPP [HR94℄, PEPA [Hil96℄, EMPA [BG98℄,
IMC [Her98℄ y NMSPA [LN00℄.
3.2. Testing de sistemas temporales
Como ya se menionó en el apítulo anterior, el testing no es una tarea fáil. En ge-
neral, hay innitas formas de interatuar on un sistema, por lo que la orreión de una
implementaión sólo puede estableerse después de omprobar todos sus omportamientos.
Hay que onsiderar que el tiempo disponible para testear un sistema es nito. Por tanto, el
número de tests que pueden ser apliados, así omo el tamaño de los mismos, también debe
ser nito. La diultad del testing reside pues en la imposibilidad de que los tests puedan
alanzar y hequear ualquier omportamiento posible de una implementaión. No obstante,
se puede testear parialmente un sistema hasta alanzar un riterio de obertura, por ejemplo
apliando sólo tests de un tamaño menor o igual que un valor determinado.
En los sistemas temporales deben tenerse en uenta además las restriiones temporales
a la hora de testear su omportamiento. Ello requeriría hequear el sistema en todos los
tiempos posibles, por lo que el número de tests neesarios se inrementaría dramátiamente.
Tanto si se onsidera tiempo disreto omo si este es ontinuo, la generaión y apliaión de
un onjunto de tests para omprobar el omportamiento del sistema en ualquier instante es
simplemente inviable, aún en el aso de estableer una ota para el tiempo.
Como en el aso de las metodologías para testear sistemas no temporales, hay diferentes
propuestas para abordar el problema en el aso de los sistemas temporales. Una posibilidad
es aeptar la imposibilidad de abarar todos los omportamientos de la implementaión y
testear sólo aquéllos que son espeialmente relevantes o representativos. Otra alternativa
onsiste en onsiderar alguna hipótesis aera del omportamiento de la implementaión,
de modo que la apliaión de un onjunto nito de tests sea suiente para garantizar la
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orreión del sistema. Aunque es imposible, en general, derivar y apliar el onjunto de
tests para omprobar a partir de estos la orreión de un sistema por ompleto, resulta
muy onveniente disponer de una ténia para seleionar tests relevantes de auerdo a un
riterio determinado. La mayoría de las propuestas realizadas se entran en esta tarea: La
generaión de onjuntos de tests ompletos en una fase iniial del método para posteriormente
seleionar sólo aquéllos que serán apliados.
Respeto a sistemas temporales denidos mediante un dominio temporal probabilístio
apenas se enuentran propuestas en la literatura. Tan sólo en [NR03℄ se presenta un método
para testear sistemas estoástio-temporales.
A ontinuaión se revisan metodologías de testing en las que el tiempo no se dene
probabilístiamente. En primer lugar se onsideran ténias que derivan onjuntos de tests
ompletos e innitos a partir de las espeiaiones. Después se omentarán otros métodos
que generan onjuntos de tests nitos.
En [BB04℄ se presenta una propuesta para testing de sistemas temporales basada en
ioo [Tre96℄. El onepto de quiesene, esto es, la existenia de estados que no pueden
produir salidas o realizar aiones internas, también es onsiderado, lo que permite asumir
que los tests tienen la apaidad de detetar esta situaión. Básiamente, se establee una
ota que representa el tiempo que el estado permanee inativo hasta que onluye el estado
de quiesene. El tratamiento de sistemas que presentan esta araterístia da lugar a una
familia de relaiones de implementaión parametrizadas por la duraión de la observaión de
la quiesene. En este maro se utilizan sistemas de transiiones etiquetadas temporales on
inputs y outputs para desribir las espeiaiones, y se presenta un algoritmo de derivaión
de un onjunto de tests orreto y ompleto. El algoritmo, al igual que en [Tre96℄, es no
determinista, representando ada opión un reorrido diferente en la espeiaión. Al igual
que en el aso no temporal, el onjunto de tests obtenido es, en general, innito.
En [BB05℄ se presenta una extensión del trabajo anterior para tratar sistemas temporales
que pueden omuniarse on el entorno mediante múltiples anales. En el formalismo pro-
puesto los anales se representan omo una partiión de los onjuntos de aiones de entrada
y salida, en los que ada lase de la partiión dene las entradas y salidas orrespondientes
a un anal. La hipótesis de que todas las entradas pueden ser apliadas en ualquier estado
se limita a onjuntos de aiones que están o no permitidas, y la ota utilizada en los sis-
temas temporales para detetar quiesene también se determina para diferentes onjuntos
de salidas permitidas. Se presenta una nueva relaión de onformidad parametrizada por
estos fatores y se propone un proedimiento parametrizado para la derivaión de tests. El
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onjunto de tests obtenido es orreto y ompleto respeto a la nueva relaión de onformi-
dad.
Otras metodologías [MMM95, PS97℄ generan un onjunto de tests ompleto e innito.
Como es usual sólo los onjuntos de tests nitos tienen utilidad prátia. Por tanto, estas
ténias tan sólo proporionan la base teória para otros métodos en los que se generan y
aplian onjuntos nitos de tests. En estos asos hay dos estrategias posibles: Considerar
hipótesis muy restritivas aera del omportamiento de la implementaión, generándose
en este aso onjuntos ompletos de tests, o bien restringirse a la búsqueda de tests on
una alta apaidad de deteión de errores, obteniéndose inevitablemente onjuntos de tests
inompletos.
En [SVD01℄ se propone una generalizaión de la teoría lásia de testing a un maro de
sistemas de tiempo ontinuo. En onreto se presenta un modelo de autómatas temporales I/O
inspirado en el propuesto en [AD90, AD94℄. La prinipal ontribuión de este trabajo es un
algoritmo de testing de aja negra para sistemas representados mediante diho formalismo.
Aunque diho algoritmo tiene omplejidad exponenial y por tanto no puede apliarse en
la prátia, es el primer algoritmo que produe un onjunto de tests nito y ompleto para
sistemas temporales en un dominio de tiempo ontinuo. El algoritmo requiere que se asuman
algunas hipótesis muy restritivas sobre las salidas: éstas deben emitirse en instantes de
tiempo preisos y en ada estado solo puede produirse una salida. Los oneptos y ténias
presentadas en este trabajo han sido iertamente muy útiles para algoritmos más prátios
propuestos posteriormente.
En [FPS01℄ se propone otra ténia para testing de sistemas temporales mediante la
derivaión de tests a partir de espeiaiones modeladas omo autómatas temporales. La
mayor peuliaridad de este trabajo es la forma en la que los autores busan que la ténia de
testing sea viable. Mientras que otros estudios se entran en reduir el formalismo de espei-
aión para ser apaes de derivar tests de forma prátia, en este trabajo los tests se orientan
a propósitos de tests espeíos estableidos por el usuario. Aunque los autómatas tempo-
rales se usan para la desripión de espeiaiones, el estudio utiliza una representaión
equivalente de los mismos, los llamados Clok region graphs. Éstos se extraen del autómata
temporal onsiderando todas las posibles evaluaiones de los relojes que son equivalentes
en términos del umplimiento (o no) de los requerimientos impuestos por el autómata en
ada guarda. En onreto, una lok region es una lase de equivalenia induida por diha
relaión.
En [CG98℄ se presenta un método formal para la generaión de un onjunto nito de
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tests mediante un algoritmo que, bajo el onjunto de hipótesis onsiderado, permite onluir
que el sistema testeado es bisimilar a su espeiaión si pasa todos los tests. En ontraste
on [SVD01℄, donde los autores reonoen la imposibilidad de su apliaión prátia, el on-
junto de tests obtenido mediante el algoritmo propuesto en [CG98℄ puede ser utilizado para
busar redundanias, reduiéndose el número de tests de forma que se pueden onstruir
onjuntos de tests de apliabilidad prátia manteniendo la ompletitud del análisis. Des-
graiadamente, aunque estas ideas se presentan omo una metodología, no se proporiona
un proedimiento automátio para llevar a abo la itada reduión. El modelo temporal
propuesto está basado en reglas de la forma Si G entones A entre L y U , donde G es una
guarda sobre variables y relojes, A es una aión sobre estos, y L y U son los límites superior
e inferior, respetivamente, del tiempo que puede ser invertido en la transiión. Las hipótesis
que se estableen para obtener onjuntos de tests ompletos requieren que si dos sistemas
no son equivalentes sus omportamientos dieran en al menos una unidad de tiempo, que la
implementaión sea determinista y que ésta pueda reiniializarse.
En [Car99℄ el trabajo anterior es adaptado al lenguaje usado en UPPAAL para repre-
sentar autómatas temporales. El método aborda el problema de la intesteabilidad de las
omputaiones de autómatas temporales y trata de proporionar un método prátio para
el testing de la onformidad de sistemas de tiempo real. Se pone de maniesto que aunque
el método propuesto en [SVD01℄ trata on una lase muy general de autómatas temporales,
genera un número astronómio de tests, y por ello se propone un método para reduir el
número de tests. Este método se basa en propósitos de tests que se representan mediante
autómatas temporales que pueden presentar variaiones respeto a la espeiaión original.
Se espera que ada modelo generado sea más simple que la espeiaión original y genere
un número de tests abordable. Básiamente, la ténia onsiste en dividir la espeiaión
en diferentes propósitos de tests. En base a ada uno de ellos se generan nuevas versiones de
la espeiaión, denominadas test views, ada una de las uales sólo reeja un aspeto es-
peío del sistema. Los tests se derivan a partir de ada test view mediante una adaptaión
del método propuesto en [Cho78℄. El onjunto de tests generados para ada propósito de
test es ompleto respeto a diho propósito. El uso de esta aproximaión de testing redue
parialmente el número de tests. Sin embargo, la desventaja es que el testing aislado de
ada propósito de test no permite, en general, detetar errores que pueden surgir debido a
la interrelaión de las funionalidades asoiadas a ada propósito.
En [Car00℄ se rena el trabajo anterior introduiendo un lenguaje intermedio en el pro-
eso. Los autómatas temporales UPPAAL se transforman en sistemas de transiiones tem-
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porales testeables mediante un test view. Además se propone un algoritmo de derivaión de
tests a partir de dihas representaiones. Estos onjuntos de tests son ompletos respeto al
test view elegido.
En [CL97, CKL97℄ se propone un maro para el testeo de restriiones temporales de
sistemas. Aunque en este maro de trabajo apareen oneptos usuales de testing, los tests
se aplian a un modelo en lugar de a una implementaión. En partiular, la ténia se
presenta omo un método para validar propiedades en el modelo del sistema. Los tests se
derivan automátiamente a partir de las espeiaiones, onsiderándose tan sólo los tiempos
máximos y mínimos permitidos entre entradas y salidas durante la ejeuión del sistema. Al
ontrario de las propuestas anteriores, las restriiones temporales se denen mediante un
formalismo diferente al utilizado para desribir las espeiaiones. En onreto, el esquema
de derivaión de tests utiliza un formalismo de espeiaión gráo para los requerimientos
temporales y el álgebra de proesos temporal ACSR [BLG93, BL97℄ para representar los
tests y los modelos. ASCR está basado en el modelo de sinronizaión de CCS que inluye
araterístias para representar tiempo, reursos, sinronizaión y prioridades. Los autores
argumentan que el uso de un lenguaje expresivo, omo ACSR, que proporiona preisión
semántia para desribir los tests aporta dos ventajas. Primero, los tests pueden apliarse
a un modelo ACSR del sistema dentro del maro semántio on el propósito de validar el
modelo. En segundo lugar, ACSR tiene una notaión onisa y una semántia preisa que
failitan diho propósito.
Los autores proponen su método de validaión omo un medio para analizar sistemas
omplejos. De heho, el número de tests es elegido por el testeador, por lo que puede usarse
para validar un diseño que tenga muhos estados, evitando realizar un análisis exhaustivo del
espaio de estados. El algoritmo propuesto onsidera todos los tests neesarios para alanzar
el riterio de obertura estableido y seleiona aquellos que pareen ser más representativos.
En [HLN
+
03℄ los tests se generan automátiamente a partir de espeiaiones repre-
sentadas mediante autómatas temporales. Este trabajo está enfoado a la generaión de
tests on un tiempo óptimo de ejeuión. La ténia permite que los tests se generen manual-
mente, mediante propósitos de tests estableidos, o automátiamente, mediante la apliaión
de diferentes riterios de obertura para el modelo. Para justiar la propuesta, los autores
asumen que, en el ontexto de sistemas de tiempo real, los tests más rápidos tienen más
probabilidad de detetar errores. Además, argumentan que los onjuntos de tests óptimos en
tiempo de ejeuión reduen el tiempo total de su apliaión, lo que permite que se testeen
más omportamientos del sistema en el tiempo limitado del que se dispone para esta tarea.
38 3.2. Testing de sistemas temporales
Por otra parte, los autores exponen que siempre es deseable que los tests se ejeuten lo más
rápido posible, para mejorar así el tiempo de respuesta entre las diferentes revisiones del
sistema.
La relaión de onformidad apliada en esta metodología es la inlusión de trazas. Cabe
destaar que el método propuesto en este trabajo se basa en la existenia de ténias eientes
de análisis simbólio de autómatas temporales. La prinipal ontribuión es su enfoque a la
optimizaión del tiempo requerido en el proeso de testing así omo la apliaión de riterios
de obertura on este n. La mayoría de los trabajos de optimizaión de onjuntos de tests se
entran en minimizar su tamaño, lo que no tiene por qué estar relaionado on la optimizaión
del tiempo de ejeuión.
En [KT04℄ se propone un maro para testing de aja negra en el que las espeiaiones
se representan omo autómatas temporales, aunque en este aso se permite no determinismo
y observabilidad parial. La relaión de onformidad onsiderada, tioo, es una extensión
temporal de ioo. Esta relaión establee que una implementaión es onforme a una espei-
aión si para ada omportamiento observable espeiado, el onjunto de salidas en la
implementaión es un subonjunto de los que apareen en la espeiaión. Esta relaión se
dene mediante la asoiaión de valores temporales a los elementos del onjunto de salidas
observables. Ello permite apturar la no onformidad de las implementaiones que emiten las
salidas antes o después de lo espeiado. Los autores omparan esta noión de onformidad
on otras previamente onsideradas, argumentando que la que ellos proponen es superior ya
que da más libertad de diseño para las posibles implementaiones. Se proporionan también
algoritmos para la generaión de dos tipos diferentes de tests: tests analógios, para tiempo
ontinuo, y tests digitales, para tiempo disreto.
El objetivo de los autores es superar algunas limitaiones de las metodologías previas.
En primer lugar, plantean que dihas propuestas restringen las ondiiones temporales que
pueden ser desritas en las espeiaiones. Por ejemplo, en [SVD01, HLN
+
03℄ no podría
representarse una espeiaión que estableiera uando una entrada a es reibida, puede
produirse o la salida b o la c. Tampoo sería posible expresar situaiones de la forma uando
una entrada a es reibida, se produe la salida b antes de que transurran t unidades de
tiempo. Otras restriiones se plantean uando las espeiaiones deben ser deterministas
u observables. Por el ontrario, [KT04℄ permite no determinismo y observaión parial en las
espeiaiones.
Otra limitaión se reere a la implementabilidad de los tests. En referenia a la lási-
a ontroversia entre tiempo disreto y tiempo ontinuo, los autores maniestan que, en la
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prátia, solo los tests digitales pueden generarse y ser apliados. Sin embargo, en los traba-
jos previos solo se onsideran tests analógios. Estos tests se limitan a la apliaión de las
entradas en tiempos preisos y a la emisión de salidas en instantes de tiempo onretos. Por
ejemplo, un test omo emite la salida a en tiempo 1; si en tiempo 5 se reibe la entrada b,
emite el veredito pass y para; en otro aso, emite el veredito fail, es un test analógio.
Desafortunadamente, los tests analógios presentan el problema de que es difíil, si no im-
posible, su implementaión on relojes de preisión nita. El testeador que implementa el test
del ejemplo debe ser apaz de emitir a preisamente en tiempo 1 y omprobar que b ourre
exatamente en tiempo 5. Sin embargo, normalmente se omprueban las salidas de manera
periódia, por ejemplo, ada 0,1 unidades de tiempo. Por tanto, no se puede determinar el
instante onreto del intervalo (4,9, 5,1) en el que b se ha produido.
En [KT05℄ se extendió el trabajo anterior para permitir al testeador estableer hipótesis
sobre el entorno de la implementaión. Básiamente, estas hipótesis se expresan mediante
un autómata temporal. Diho autómata se ompone on el autómata temporal que modela
los requerimientos de la espeiaión. Además, para denir el interfae entre los tests y
la implementaión se pueden usar autómatas temporales adiionales. Por ejemplo, pueden
apliarse para denir los lapsos de tiempo entre un estímulo del test y la reepión de una
señal de la implementaión. También se proponen algoritmos para la derivaión de tests
respeto a diferentes riterios de obertura.
En [HNTC99℄ se proponen los autómatas temporales I/O extendidos on datos para mo-
delar protoolos de tiempo real. Para realizar la derivaión de los tests, los autómatas se
transforman en una lase de máquinas de estados nitos que permiten la apliaión de té-
nias lásias de generaión de onjuntos de tests.
Los autores onsideran inadeuados los autómatas temporales lásios [AD90, AD94℄
por no onsiderar datos, dado que éstos suelen ser muy relevantes en los protoolos de
omuniaión. Por ejemplo, en algunas oasiones puede ser neesario espeiar intervalos de
tiempo que dependan del tamaño de los datos transmitidos. Por tanto, es neesario disponer
de modelos que manejen datos además de tiempo, y de métodos de testing eientes para los
mismos. Con este objetivo los autores proponen una ombinaión de autómatas temporales
on EFSMs.
A la hora de testear EFSMs abe destaar que un test no es siempre ejeutable, siendo
neesario enontrar los valores de los datos de entrada que satisfagan las ondiiones de
las transiiones que queremos ejeutar. En los sistemas de tiempo real el testeador puede
deidir el instante en el que se aplian las entradas. Sin embargo, por lo general, no es posible
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ontrolar el momento en el que se produen las salidas, el ual viene determinado por ada
implementaión. Es más, el tiempo de ejeuión de algunas aiones puede depender de los
tiempos de ejeuión de otras aiones preedentes. Es deseable que independientemente de
uando se hayan produido las salidas previas, exista siempre un instante de tiempo que
permita la apliaión de las entradas. De heho, los tiempos de ejeuión de las aiones de
entrada pueden espeiarse mediante una funión dependiente de los tiempos de ejeuión
de las aiones previas. Los autores proponen un algoritmo para deidir si un test puede
ser ejeutado y un método para derivar diha automátiamente funión a partir de los tests
ejeutables.
En el modelo propuesto en [HNTC99℄ ada transiión orresponde o a una entrada o a una
salida. Para desribir las restriiones temporales se utilizan variables que almaenan valores
temporales o expresiones denidas sobre valores temporales y datos de entrada. Además, se
dispone de una variable global espeial que representa el reloj del sistema. Las ondiiones
de las transiiones se pueden espeiar mediante una onjunión de desigualdades de todas
estas variables.
La relaión de onformidad onsiderada es un riterio de testing may-must. Para distin-
guir las seuenias que pueden ser ejeutadas siempre, independientemente de los tiempos
en los que se produen las salidas, y aquellas otras que podrían llegar a su terminaión, se
denen dos tipos de seuenias de transiiones: Una seuenia must-traeable siempre puede
ejeutarse si se espeian los tiempos adeuados para las aiones de entrada, independien-
temente de uando se produzan las salidas; Una seuenia may-traeable puede ejeutarse
sólo uando los tiempos de ejeuión de las salidas lo haen posible.
En el trabajo se presenta un algoritmo para hequear el aráter de las seuenias de test y
obtener las otas superior e inferior de los tiempos de apliaión de las entradas en funión de
los tiempos de ejeuión de los aiones que las preeden. Basado en el método UIOv [VCI90℄,
se propone un método de hequeo de onformidad para los modelos. El método se aplia a
una FSM derivada del autómata mediante la eliminaión de las ondiiones temporales de
las transiiones.
A ontinuaión, se omentan brevemente otras propuestas para testear sistemas tempo-
rales.
[EDKE98, EDK02℄ presenta una adaptaión del método Wp [FBK
+
91℄ para sistemas
temporales. Como en [Car00, SVD01℄, los tests se generan a partir de un autómata
temporal mediante la apliaión de variantes de las ténias disponibles para máquinas
de estados nitos a una disretizaión del espaio de estados. Conseuentemente, esta
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propuesta sufre el problema de la explosión de estados y produe un número muy
elevado de tests.
[NS01℄ propone un método ompletamente automátio para la generaión de tests
a partir de una sublase de autómatas para tiempo ontinuo onoidos omo event-
reording automata [AFH94℄. Esta aproximaión esta basada en la teoría de testing de
Niola & Hennessy [dNH84℄ mediante el análisis simbólio de una amplia partiión en
lases de equivalenia del espaio de estados. La relaión de onformidad apliada es
un preorden may-must.
[Kho02℄ onsidera un modelo de autómatas temporales restringido, donde todas las
transiiones que produen la misma observaión reiniian el mismo onjunto de relojes.
El autómata temporal es iniialmente transformado en un autómata alternativo donde
las ondiiones de los relojes se representan mediante dos eventos : set-timer y expire-
timer. Basado en esta representaión se utiliza una generalizaión del método Wp para
produir las seuenias de hequeo.
[CKL98℄ presenta una aproximaión diferente para la generaión y seleión de tests.
Al igual que en algunas de las propuestas previas, se utiliza un propósito de test para
determinar las seuenias de la espeiaión que se quieren hequear. Una omposiión
del propósito de test y del autómata temporal del modelo se utiliza para obtener
una seuenia simbólia on restriiones temporales que permite alanzar el objetivo
perseguido on el propósito de test. Esta traza simbólia puede interpretarse en tiempo
de ejeuión para dar un veredito.
[RNHW98℄ plantea un método partiular para la derivaión de las seuenias de en-
tradas del sistema mas relevantes.
[PF99℄ propone una ténia para transformar un grafo de regiones en un grafo en el
que las restriiones temporales se expresan mediante etiquetas espeías usando lok
zones.
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Capítulo 4
Conlusiones y trabajo futuro
El prinipal objetivo de esta tesis, tal omo se expuso en la introduión, es la extensión de
los métodos formales utilizados en las metodologías para el testing de sistemas, de modo que
estos puedan apliarse a sistemas que presenten restriiones temporales y/o probabilístias
referentes a la ejeuión de las aiones que en ellos pueda tener lugar.
La tesis reoge diferentes extensiones de formalismos de modo que éstos puedan desribir
restriiones temporales referentes a el tiempo onsumido por las aiones, el tiempo de es-
pera del sistema para reibir una reaión del entorno, la probabilidad de que una aión
tenga lugar y la probabilidad de que una aión onsuma una antidad de tiempo determi-
nada en su ejeuión. Asimismo, la tesis aborda la apliaión de tests para la omprobaión
de dihas propiedades y la obtenión de diagnóstios respeto a la orreión de los sistemas.
Los trabajos que se reogen en esta tesis onsideran diferentes restriiones de aplia-
bilidad que están presentes en las distintas metodologías de testing y se proponen posibles
soluiones para la superaión de las mismas. Algunas de estas restriiones están exlusiva-
mente relaionadas on los requerimientos temporales de los sistemas, mientras otras son de
ámbito general, afetando a ténias que se aplian a sistemas en los que las restriiones
temporales no están presentes.
Cabe destaar que una limitaión muy severa que presentan las metodologías de testing
que onsideran sistemas on requerimientos temporales es la onsideraión de un dominio
temporal espeío para la representaión de las mismas, que en la mayoría de los asos
orresponde a tiempos jos. Ello impide la apliaión de dihas ténias a sistemas que
utilizan otras noiones temporales. Con el n de proporionar una metodología que pueda
adaptarse on failidad a sistemas que onsideren diferentes dominios temporales, se ha
propuesto un maro de testing integrado que puede ser utilizado para tratar on tiempos
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jos, intervalos temporales o variables aleatorias, en funión de la espeiaión requerida
por el sistema. El uso de esta nueva metodología de testing proporiona a los diseñadores de
los sistemas exibilidad a la hora de seleionar el dominio temporal más adeuado en ada
aso, así omo la posibilidad de apliarlo en un amplio número de espeiaiones en los que
las noiones temporales requeridas presentan diferentes grados de preisión.
Otra restriión a tener en uenta a la hora de apliar una ténia de testing que propor-
ione un diagnóstio de orreión de nuestro sistema es la preisión exigida por las mismas,
tanto en la espeiaión de los requerimientos temporales omo en los omportamientos
observados durante su ejeuión. Sin embargo, no siempre es posible espeiar on exati-
tud los límites temporales asoiados on las aiones que el sistema puede llevar a abo. La
superaión de esta limitaión ha motivado la propuesta de un maro formal de testing donde
se permite por una parte, ierta indeterminaión en la espeiaión de las restriiones
temporales del sistema sin neesidad de haer uso de informaión probabilístia, y por otra,
onsiderar ierto nivel de impreision a la hora de estableer la orreión temporal de las
implementaiones.
Continuando on el objetivo de reduir las restriiones asoiadas a la apliaión de una
metodología de testing espeia, se ha abordado el inonveniente que supone habitualmente
la neesidad de que la estrutura de las implementaiones a testear umplan iertas hipótesis.
Obviamente, un maro de hipótesis estableido a priori es muy estrito y limita la utilidad
de la ténia que los exige. En este aso, esta desventaja está presente tanto en metodologías
orientadas al testing de sistemas on restriiones temporales, omo en aquellas en las que
los aspetos temporales no son rítios. Con el n de eliminar esta desventaja en el ámbito
de los sistemas temporales se ha extendido el maro HOTL: Hypotheses and Observations
Testing Logi, para trabajar on este tipo de sistemas.
Además de los requerimientos temporales asoiados al tiempo de ejeuión de aiones
por parte del sistema, existen otras situaiones en las que es onveniente tener en uenta
el paso del tiempo: la neesidad de inluir time-outs en los modelos. Las extensiones tem-
porales de las metodologías lásias de testing están usualmente enfoadas tan sólo a una
de las variantes previamente indiadas: el tiempo está asoiado o bien on aiones o bien
on time-outs. Con el n de permitir la inlusión en los modelos de ambas restriiones tem-
porales simultáneamente se ha propuesto un nuevo maro de testing en el que los sistemas
que las presentan pueden ser fáilmente representados. Hay que indiar que la presenia de
time-outs debe tenerse en uenta a la hora de estableer la onformidad funional de las im-
plementaiones, ya que los omportamientos orretos están ondiionados por los posibles
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tiempos de espera estableidos, lo que omplia onsiderablemente la ombinaión de ambos
en una misma ténia.
Como ontinuaión de esta línea de integraión en un mismo maro de los tiempos de
ejeuión de las aiones y de los tiempos de espera, se ha desarrollo una nueva metodología
en la que se onsideran las posibles indeisiones en la espeiaión de los requerimientos
temporales de las aiones de los sistemas. Para ello onsideramos el uso de modelos estoás-
tios que permiten la espeiaión de los primeros mediante una estimaión probabilístia.
En lo referente a la onformidad estoástio-temporal de los sistemas, el heho de asumir un
maro de testing de aja negra impide determinar si las aiones de la implementaión tienen
asoiada una variable aleatoria idéntiamente distribuida a la orrespondiente en la espei-
aión. Por tanto, en este maro se ha propuesto una relaión de onformidad novedosa
basada en la ompatibilidad de un onjunto nito de tiempos de ejeuión observados on
la orrespondiente variable aleatoria de la espeiaión. Esta ompatibilidad se establee
mediante un ontraste de hipótesis. También en el ámbito de tiempos estoástios se ha
propuesto una metodología de testing para espeiaiones representadas mediante stream
X-Mahines, formalismo para el que no se había propuesto hasta el momento ninguna ténia
de testing que onsidere los aspetos temporales de los sistemas.
Con el objetivo de apturar diferentes noiones de onformidad estoástio-temporales
y proponer un maro de testing más general, y por tanto de mayor apliabilidad, se ha
desarrollado una metodología, uya adaptabilidad se resuelve mediante la deniión de una
relaión de onformidad parametrizada que puede instaniarse on la noión de onformidad
más adeuada en ada aso. Asimismo se propone un algoritmo que genera un onjunto de
tests mínimo que permite determinar si una implementaión es onforme a la espeiaión
para un nivel de onanza estableido.
Además de onsiderar aspetos puramente temporales, esta tesis también representa una
importante ontribuión al estado del arte en la espeiaión y testing de sistemas on
omponentes probabilístios. Esta omponente probabilístia permite uantiar el no de-
terminismo de los sistemas, por lo que la desripión de estos sistemas inluye la probabilidad
de que las aiones se ejeuten. Ello ha llevado al desarrollo de una metodología de testing
basada en la ténia de mutaión para la deteión de errores en sistemas que presentan in-
formaión probabilístia. Una vez estableido este maro se ha propuesto una extensión para
tratar on modelos estoástio-temporales. La ontribuión más relevante de esta tesis es el
tratamiento simultáneo de dos tipos de omportamientos no-funionales, así omo la deter-
minaión en tiempo polinómio de la equivalenia de mutantes, lo que presenta diultades
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muy signiativas en la ténia de testing por mutaión.
Esta tesis también ha realizado una ontribuión modesta, aunque relevante, en un área
en el que todavía la investigaión usando métodos formales se enuentra en una etapa muy
preliminar. Me reero al estudio de testing en una arquitetura distribuida para sistemas
no deterministas. Los trabajos que se habían desarrollado en este área onsideran máquinas
de estados nitos deterministas. Sin embargo, la mayoría de los sistemas que se enmaran
en este tipo de arquitetura suelen ser no deterministas. Por ello se ha propuesto su estudio
onsiderando un formalismo más adeuado para su representaión, I/O transition systems.
Con el n de evitar problemas de ontrolabilidad, de modo que los tests no puedan generar
una situaión en la que un testeador loal tenga que apliar una entrada o esperar una salida
dependiendo de lo que ha ourrido en otro puerto, se ha denido una araterizaión formal
de los tests ontrolables.
Respeto a líneas de trabajo futuro, los trabajos presentados en esta tesis han errado
muhas líneas de investigaión en el área del testing formal de sistemas probabilístios y/o
temporales. Por ello, en el futuro erano no nos planteamos trabajar en el ampo de testing
ativo de este tipo de sistemas. Sin embargo, en el área de testing pasivo el aspeto temporal
de los sistemas no ha sido tratado de forma adeuada hasta el momento. Esta ténia de
testing permite abordar el testeo de sistemas en los que es muy difíil o imposible interatuar
on la implementaión, omo en el aso de sistemas uya ejeuión no puede interrumpirse
durante un un largo periodo de tiempo. Por todo ello, onsideramos que la reaión de un
maro de testing pasivo que permita expresar y analizar propiedades temporales sobre la
duraión de las aiones podría ser de gran utilidad para este tipo de sistemas, uando el
tiempo es un aspeto rítio en su omportamiento. Esta es una linea de investigaión lo
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