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Glosario

CAP: o teorema de Brewer nos dice que es imposible para un sistema de cómputo distribuido
garantizar simultáneamente las siguientes 3 condiciones:


Consistencia (Consistency): Que todos los nodos vean la misma información al mismo
tiempo.



Disponibilidad (Availability): Que cada petición a un nodo reciba una confirmación de si
ha sido o no resuelta satisfactoriamente.



Tolerancia al particionado (PartitionTolerance): El sistema debe seguir funcionando a
pesar de que haya fallos en la red

ACID: acrónimo de Atomicity, Consistency, Isolation, Durability. Modelo que garantiza la
atomicidad, consistencia, aislamiento y durabilidad de la base de datos. Esto es que todas las
operaciones se deben realizar completamente o de lo contrario se regresa el sistema al estado
antes del cambio; los datos a modificar sean los correctos; todas las operaciones sean
independientes entre sí; y los cambios realizados exitosamente perduren.
BASE: acrónimo de Basically Available, Softstate, Eventual consistency. Modelo alternativo a
ACID que es básicamente disponible, de estado ligero y eventualmente consistente, es decir que
no asegura la disponibilidad, el estado del sistema puede cambiar eventualmente incluso sin
modificaciones y finalmente, el sistema llegará a un estado de consistencia con el tiempo
mientras no reciba más ingresos.
Documentdatabase: almacenamiento de datos como documentos, similar a los objetos en
JavaScript.
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Escalabilidad: capacidad de mejorar recursos para ofrecer una mejora en la capacidad de
servicio. (MSDN)
JSON: JavaScript ObjectNotation. Es un formato para almacenar e intercambiar datos,
independiente del lenguaje de programación que se esté utilizando.
NoSQL: “notOnly SQL” – es una categoría general de sistemas de gestión de bases de datos que
difiere delos RDBMS en diferentes modos, No tienen esquemas, no permiten JOIN, no intentan
garantizar ACID y escalan Horizontalmente. (López-de-Ipiña, D, 2013).
WebSocket: Es una tecnología que proporciona un canal de comunicación bidireccional y fullduplex sobre un único socket TCP. (Wikipedia, 2016).
Bootstrap: Bootstrap, es un framework originalmente creado por Twitter, que permite crear
interfaces web con CSS y JavaScript, cuya particularidad es la de adaptar la interfaz del sitio web
al tamaño del dispositivo en que se visualice. Es decir, el sitio web se adapta automáticamente al
tamaño de una PC, una Tablet u otro dispositivo. Esta técnica de diseño y desarrollo se conoce
como “responsivedesign” o diseño adaptativo. (Solis, J. 2014).
JQuery: “jQuery es uno de los complementos más esenciales para el desarrollo web, usado en
millones de sitios en toda la web, ya que nos facilita mucho el desarrollo de aplicaciones
enriquecidas del lado del cliente, en Javascript, compatibles con todos los navegadores.”
(DesarrolloWeb. 2012).

DOM: El Modelo de Objetos del Documento (DOM) es una interfaz de programación de
aplicaciones (API) para documentos HTML y XML. Define la estructura lógica de los
documentos y el modo en que se accede y manipula un documento. En la especificación del
DOM, el término "documento" se utiliza en un sentido amplio. XML se utiliza cada vez más
11

como un medio para representar muchas clases diferentes de información que puede ser
almacenada en sistemas diversos, y mucha de esta información se vería, en términos
tradicionales, más como datos que como documentos. Sin embargo, XML presenta estos datos
como documentos, y se puede usar el DOM para manipular estos datos.
Con el Modelo de Objetos del Documento los programadores pueden construir documentos,
navegar por su estructura, y añadir, modificar o eliminar elementos y contenido. Se puede
acceder a cualquier cosa que se encuentre en un documento HTML o XML, y se puede
modificar, eliminar o añadir usando el Modelo de Objetos del Documento, salvo algunas
excepciones. En particular, aún no se han especificado las interfaces DOM para los subconjuntos
internos y externos de XML.(Robie. J, 2008)
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Resumen
El sistema WEB para comercio electrónico fue diseñado con el objetivo de ofrecer a los
comerciantes o proveedores un mecanismo que les permita administrar y vender sus productos o
servicios. Aunque existe en la actualidad varios sistemas de comercio electrónico, este sistema
ofrece a sus usuarios funcionalidades que lo hacen más atractivo como la comunicación en
tiempo real entre clientes y proveedores, ubicación geográfica de los proveedores, rutas entre el
cliente y proveedores, módulos para administración de productos y servicios.
Para llevar a cabo este objetivo se analizó la cantidad de información que se requiere
almacenar y la concurrencia de usuarios esperada en el sistema. El análisis sugirió que se debe
implementar un sistema distribuido con un servidor orientado a eventos y una base de datos
NoSQL con una alta capacidad de lectura/escritura.
Como resultado se obtiene un sistema eficiente, flexible, tolerante a fallos de red y que
cumple con los objetivos propuestos. Las pruebas de estrés realizadas sobre el sistema indican
que para la arquitectura de red seleccionada se puede soportar un máximo de 300 usuarios
concurrentes sin que su rendimiento se vea afectado.

Palabras clave: Comercio electrónico, WebSocket, Aplicación Web.
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Abstract
The WEB system for e-commerce was designed with the aim of offering traders or suppliers a
mechanism that allows them to manage and sell their products or services. Although there are
currently several e-commerce systems, this system offers its users features that make it more
attractive, such as real-time communication between customers and suppliers, geographic
location of suppliers, routes between customer and suppliers, and modules for products and
services management.
To achieve this goal the amount of information required to be stored and the concurrence of
users expected in the system were both analyzed. The analysis suggested the implementation of a
distributed system with an event-driven server and a NoSQL database with high read and write
workload.
As a result, an efficient, flexible, and network fault-tolerant system that meets the proposed
goals is obtained. The stress tests performed on the system indicate that for the selected network
architecture it is possible to support up to 200 concurrent users without affecting their
performance and to increase to 300 the amount of users that the system supports just by adding a
dynamic content server.
Keywords: e-Commerce, WebSocket, Web App.

14

Introducción
Según estudios realizados por la Cámara Colombiana de Comercio Electrónico, en 2014 se
realizaron ventas por 9.961 millones de dólares, de las cuales el 10% las aporta el comercio/retail
compuesto por las pequeñas y medianas empresas que según un estudio realizado por
servinformacion.com, en el año 2011 solo en Bogotá fueron censados 72808 negocios entre los
cuales se encuentran tiendas de barrio, restaurantes, ferreterías, café internet, panaderías,
cafeterías entre otros.
En la actualidad existen diversas aplicaciones para comercio electrónico entre las que se
destacan en Colombia se encuentran Mercadolibre y OLX. Estas aplicaciones cumplen con el
objetivo del comercio electrónico que según la organización mundial del comercio se define
como la “Compra o venta de bienes o servicios realizada a través de redes informáticas por
métodos específicamente diseñados para recibir o colocar pedidos. Aun cuando los pedidos de
bienes o servicios se reciben o colocan electrónicamente, no es necesario que el pago y la entrega
o prestación final de los bienes o servicios se realicen en línea”.
Teniendo en cuenta lo anterior, las aplicaciones ya mencionadas permiten a las personas
promocionar y vender sus productos y servicios en algunos casos de forma gratuita y en otros
casos pagando un precio fijo o cierto porcentaje de la venta y desde el punto de vista del autor
estas aplicaciones tienen en común ciertas limitaciones que se mencionan a continuación y sus
soluciones propuestas.
Registro y promoción de productos. El registro de productos se realiza por parte del
vendedor con ciertas restricciones como son la aprobación de una publicación, el tiempo de
duración de la publicación, el nombre y descripción de los productos es libre y puede haber
muchas publicaciones del mismo producto.
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En cuanto a este tema se hace necesario encontrar una forma eficiente para el registro y
publicación de los productos, para esto el autor se plantea la opción de garantizar la unicidad de
productos en el sistema un producto con múltiples vendedores.


Numero de publicaciones por vendedor: Aunque no es claro el número de
publicaciones activas que un vendedor puede tener, si es claro que si un vendedor desea
registrar toda su tienda con más de 1000 productos diferentes se vuelve un proceso
extenso y desgastante y si a esto se le suma el hecho de que la publicación vence en 30
días, 60 días, 90 días el vendedor tendría que republicar 1000 productos cada 3 meses.

Para este punto es importante que el vendedor pueda agregar a su inventario un número ilimitado
de productos y que para agregar un producto al inventario solo necesite un lector de barras o
simplemente digitar parte del nombre del producto, con la unicidad de productos se evita que el
vendedor tenga que registrar sus más de 1000 productos uno a uno. En cuanto a la duración de la
publicación de la oferta se considera mantenerla activa por un año.


Comunicación cliente-vendedor: La comunicación cliente-vendedor se realiza a través
de mensajes que se pueden dejar en la misma publicación, estos mensajes llegan al correo
electrónico del cliente o vendedor dependiendo de quién envía el mensaje, una
comunicación que no es eficiente para resolver dudas e inquietudes que tengan los
clientes en el momento que están revisando la publicación.

En este punto es necesario que la comunicación entre cliente y vendedores sea más eficiente,
para esto se plantea utilizar los WebSockets que son nuevas tecnologías de comunicación en
tiempo real utilizando navegadores, un pequeño chat en cada una de las ofertas le permitirá tanto
a clientes como a vendedores conversar en tiempo real sobre la oferta.
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Al diseñar e implementar el sistema WEB para comercio electrónico se espera que los puntos
mencionados anteriormente se puedan solventar y de esta forma ofrecer a los vendedores y
clientes una plataforma eficiente y que permita una comunicación proactiva entre las partes.
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1. Objetivos
1.1 Objetivo General
Diseñar e Implementar un sistema para comercio electrónico, que permita alojar productos y
servicios para médicos restaurantes y tiendas, que sea escalable, de bajo costo que permita la
promoción de productos y al mismo tiempo su administración de acuerdo a la categorización de
los productos, que sea accesible utilizando al menos un celular con navegador e internet.
1.2 Objetivos Específicos


Diseñar e implementar una base de datos orientada a documentos que permita almacenar
la información del sistema.



Diseñar una interfaz Web amigable y completamente responsiva para que pueda ser
visualizada en cualquier dispositivo móvil y de escritorio.



Implementar el sistema Web utilizando las herramientas Nginx, Node.js y los
WebSocket, como canal de comunicación entre el servidor y la aplicación Web del
cliente.
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2. Marco teórico
A continuación se relacionan los temas de interés para el desarrollo del proyecto.
2.1 Comercio Electrónico
El comercio electrónico e-commerce es la promoción y compra o venta de bienes realizada
por medio de redes informáticas sin ser necesario que el pago se realice en línea, el e-commerce
no solo se limita a las ventas sino que también comprende otros aspectos como el suministro de
catálogos electrónicos, rastreo de entregas, servicios posventa, consultas de usuarios.
El comercio electrónico reduce costos y permite una comunicación directa con el cliente,
permite al vendedor ofrecer y vender sus productos sin necesidad de una tienda física, algunos
ejemplos son las empresas que venden por catálogo, el usuario revisa el catalogo mensual y
realiza el pedido y pago por medio de la página web. Muchas empresas utilizan este modelo de
negocio para ahorrar dinero.
Tipos de comercio electrónico:
Existen varios tipos de comercio electrónico los cuales se describen a continuación.


Comercio electrónico B2B: que se traduce en bussiness to bussinnes (negocio a negocio),
en este tipo de comercio las transacciones se realizan de empresa a empresa.



Comercio electrónico B2C: En este tipo de comercio las transacciones se realizan entre
empresa y consumidor, este tipo de negocio es el más conocido y ampliamente utilizado
en el mundo.



Comercio electrónico B2E: en este tipo de comercio intervienen la empresa y sus
empleados, se utiliza generalmente para impulsar el desempeño de los trabajadores y
permite que los trabajadores utilicen o accedan a recursos de la empresa.
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Comercio electrónico C2C: es el comercio de consumidor a consumidor y consiste en que
los consumidores que han adquirido productos y que ya no los requieren tengan la
posibilidad de ofrecerlos a otros consumidores.



Comercio electrónico G2C: En este tipo de negocio intervienen el gobierno local y el
consumidor, el consumidor realiza trámites en línea ante entidades del gobierno como
tránsito y transporte, educación, impuestos.

En Colombia existe la cámara de comercio electrónico la cual es una entidad privada que se
encarga de educar, promover y divulgar el comercio electrónico en Colombia.
2.1.1 Comercio electrónico en Colombia.
En Colombia existe un gran número de aplicaciones de comercio electrónico en su mayoría
pertenecientes a los tipos B2C y C2C, algunas de estas aplicaciones se describen a continuación:
Gospaces. Es una aplicación web que permite crear un espacio virtual a los comerciantes y a su
vez registrar los productos en venta, no tiene sistema de búsqueda directa de productos que los
clientes registran. (Spaces 2016).
Tiendanube. Aplicación web que permite crear una tienda virtual y vender por internet a cambio
de una cantidad mensual de dinero según el plan contratado, no tiene sistema directo de
búsqueda de productos. (Tienda Nube 2007-2016)

MercadoLibre Colombia. Sistema para la comercialización de productos a cambio de un
porcentaje de la venta, este sistema tiene como novedad la clasificación de productos de acuerdo
al plan que el vendedor escoge y dependiendo de esto, los productos son ordenados en los
resultados de búsqueda. Adicionalmente permite pagos de los productos por medio de PSE.
(MercadoLibre Colombia LTDA 1999-2015).
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OLX. Sistema de promoción de productos Gratuito que permite registrar el producto y adicionar
su descripción. (OLX 2006-2015).
Ebay. Sistema web que permite registrar productos y promocionarlos a nivel mundial, tiene
opciones de envío a cualquier destino y pago con paypal y tajetas de crédito. (eBay Inc 19952015).
Fincaraiz.com.co. sistema web que permite promocionar todo lo relacionado con finca raíz,
apartamentos, casas etc. Ventas, arriendos. (Fincaraiz 2015).
Tucarro.com. Esta aplicación web permite promocionar todo tipo de vehículos automotores a
cambio de un cierto monto de dinero dependiendo del plan contratado. (MercadoLibre Colombia
LTDA 1999-2015)
Tumoto.com. Esta aplicación web permite promocionar todo tipo de motocicletas a cambio de un
cierto monto de dinero dependiendo del plan contratado. (MercadoLibre Colombia LTDA 19992015).
2.2 Categorías del sistema web para comercio electrónico.
El sistema web para comercio electrónico que se propone comprende 2 categorías de
comercio electrónico, B2C, de la empresa al consumidor ya que permite a las empresas vender
sus productos a través del sistema y C2C ya que también permite al consumidor ofrecer sus
productos a otros consumidores.
2.3 Red de computadoras
Conjunto de computadoras conectadas entre sí y que se comunican por medio de una
tecnología para cumplir con una función específica.
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2.4 Datos
En bases de datos, los datos son un conjunto de bytes almacenados en archivos y que en
conjunto representan información, estos datos se codifican y almacenan en las bases de datos de
manera eficiente.
2.5 Big Data
El volumen tan grande de información que se genera diariamente y que es necesario almacenar
está haciendo que las tecnologías de base de datos actuales no puedan soportar y gestionar de
manera eficiente la información. Como respuesta a esto, han surgido nuevas tecnologías en bases
de datos que permiten el almacenamiento de grandes cantidades de información.
2.6 Base de datos
Las bases de datos son un conjunto de información estructurada y almacenada en archivos
distribuidos en uno o más equipos, esta información es gestionada mediante software
denominados motores de base de datos que permiten acceder a la información, actualizarla y en
algunos motores manteniendo su integridad.
Para la elección del sistema de base de datos principalmente se tienen las siguientes
consideraciones.


Experiencia del autor con bases de datos.



Velocidad de procesamiento



Escalamiento Horizontal



Tolerancia a Fallos



Cantidad de información que se desea almacenar.

Teniendo en cuenta las consideraciones anteriores, se plantea la posibilidad de usar los motores
MySQL y MongoDB, una base de datos relacional y una no relacional, para una correcta
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elección, se tiene en cuenta algunos requerimientos sobre el funcionamiento futuro de la
aplicación, los cuales se plantean a continuación:
2.6.1 Base de datos relacional y Base de datos no relacional.
Hay que destacar que los dos motores de bases de datos son importantes y cada uno se
encarga de atacar problemas específicos.
Una base de datos relacional garantiza ACID, acrónimo de (Atomicity, Consistency, Isolation,
Durability). Modelo que garantiza la atomicidad, consistencia, aislamiento y durabilidad de la
base de datos.


Atomic: Las transacciones se ejecutan correctamente o no, si la transacción falla esta no
queda en estados intermedios.



Durability: Los cambios que se realicen mediante una transacción permanecen
invariantes en el tiempo.



Consistencia: Al hacer una actualización de datos mediante una o varias transacciones,
los datos actualizados estarán disponibles para los demás clientes.



Isolation: Al realizar múltiples transacciones, cada una de ellas se ejecuta como si fuera
independiente.

Ahora bien, con el surgimiento de las bases de datos NoSQL, se plantea un nuevo teorema, el
teorema CAP o teorema de Brewer, este teorema nos dice que es imposible para un sistema
distribuido garantizar simultáneamente la consistencia, disponibilidad y la tolerancia a fallos, un
sistema puede tener simultáneamente no más de dos de las tres características.
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Figura 1, Teorema CAP
Fuente: genbetadev 2014, NoSQL: Clasificacion de las bases de datos según el teorema CAP
[Figura], recuperado de http://www.genbetadev.com/bases-de-datos/nosql-clasificacion-de-lasbases-de-datos-segun-el-teorema-cap.
Teniendo en cuenta el teorema CAP, es sabido que cualquiera que sea la elección de la base
de datos, no cumplirá con una de las características que describe el teorema, pero ¿qué
características son importantes para el desarrollo del sistema web de comercio electrónico?
Consistencia: Todos los nodos ven el mismo dato, aun cuando se realicen actualizaciones, los
datos serán los mismos en cualquier nodo.
¿La consistencia en el sistema de comercio electrónico es relevante?, la respuesta es SI,
considerando que el sistema eventualmente crecerá y tendrá más usuarios y por consiguiente más
información, será necesario replicar los datos a otros nodos, esto con el fin de por ejemplo
realizar consultas estadísticas sobre nodos secundarios, consultas de precios, que se pueden
realizar sobre nodos secundarios sin sobrecargar el primario.
En esta característica, tanto MySQL como MongoDB son consistentes.
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Disponibilidad: cada petición debe tener una respuesta de confirmación sin importar cuantos
nodos haya.
¿La disponibilidad en el sistema de comercio electrónico es relevante?, la respuesta es SI, en el
caso en que un proveedor realice un cambio sobre el precio o descripción de un producto, es
necesario que el sistema informe de si el cambio fue realizado o no.
Esta característica está presente en MySQL, pero MongoDB no garantiza disponibilidad por lo
que es posible que cuando haya una caída de un nodo, los datos sean obsoletos.
Tolerancia a fallos: El sistema debe estar siempre disponible aun cuando uno o más nodos no
estén funcionando.
¿La Tolerancia a particiones en el sistema de comercio electrónico es relevante?, la respuesta es
SI, el sistema siempre deberá estar disponible, en línea atendiendo las peticiones de los clientes,
una caída del servicio supone la pérdida de clientes, MongoDB garantiza la tolerancia a
particiones en cambio MySQL no lo garantiza.
Ahora bien, teniendo en cuenta las tres características del teorema CAP y sabiendo que
ninguna de los dos motores de bases de datos cumple con las tres características, se debe
seleccionar un motor que permita cumplir lo mejor posible con los objetivos, el autor considera
que es mejor sacrificar disponibilidad a cambio de tolerancia a fallos.
2.6.2 Tolerancia a fallos vs disponibilidad
Considerando que el sistema necesita permanecer en línea aunque su servidor principal de
base de datos quede fuera de línea debido a cualquier falla, es mejor tener tolerancia a fallos a
cambio de baja disponibilidad, eventualmente cuando un usuario quiera guardar cierta
información, el sistema podría no dar respuesta de si la petición fue realizada, pero es posible
implementar mecanismos que mitiguen este inconveniente.
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2.7 Sistema de Información
Un sistema de información es el conjunto de varios software (Motores de base de datos,
servidores, aplicaciones personalizadas) que cumplen con uno o varias funciones de acuerdo a
los requerimientos con los que el sistema fue diseñado.
2.8 Servidores WEB
Los servidores web son programas que se encargan de servir o entregar contenido mediante el
protocolo HTTP, este contenido puede ser estático o dinámico y se entrega en algunos casos por
peticiones realizadas por los clientes y en otros casos por eventos generados por el servidor.
El contenido estático es aquel que permanece invariante en el sistema como son archivos de
configuración, librerías, imágenes, archivos html entre otros.
El contenido dinámico es aquel que se genera dependiendo de las peticiones del cliente y
puede variar su contenido dependiendo de múltiples factores como pueden ser la hora en la que
se solicita información, el tipo de usuario que la solicita.
En la actualidad existen diversos tipos servidores web entre los que se destacan Apache,
Nginx y en los últimos años, nuevos servidores como Node.js. A continuación se hace una
descripción general de cada uno.
2.8.1 Apache HTTP Server.
Es el servidor más usado en el mundo, un 70% de los sitios web en internet están manejados
por apache, este servidor se caracteriza por ser flexible, rápido, eficiente, Multiplataforma,
Modular y extensible, puede servir contenido estático y dinámico pero una de sus desventajas es
el consumo de memoria, ya que el servidor utiliza hilos y sub-hilos para manejar conexiones
adicionales y como consecuencia el rendimiento se ve puede ver disminuido con una alta
concurrencia de usuarios.
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2.8.2 Nginx.
Es el segundo servidor más usado en la actualidad y está ganando terreno debido a su alta
eficiencia sirviendo contenido estático, para servir contenido dinámico es necesario instalar
librerías adicionales. Este servidor se caracteriza por ser ligero, orientado a eventos,
multiplataforma y se puede utilizar como proxy inverso o balanceador de carga permitiendo
distribuir el tráfico entre varios servidores y de esta forma escalar horizontalmente.
2.8.3 Node.js
Node.js es un entorno de ejecución para JavaScript que se caracteriza por ser orientado a
eventos y manejar las operaciones de entrada/salida sin bloqueo, puede servir contenido estatico
y dinámico, es multiplataforma y tiene un gestor de paquetes llamado NPM que permite integrar
librerías de código abierto que le dan mayor funcionalidad al servidor de acuerdo a las
necesidades.
2.8.4 Apache y Nginx sirviendo contenido estático y dinámico.
Como toda aplicación web que requiere servir a sus usuarios contenido estático y dinámico, el
sistema web de comercio electrónico requiere también servir contenido estático como imágenes
de productos, descripción de productos y todas las librerías necesarias para la correcta
visualización de los diferentes componentes de la aplicación.
Para realizar una comparación de eficiencia entre estos dos servidores, se toma el test
realizado por (dreamhost 2016). el cual consiste en realizar 25.000 peticiones de un archivo PNG
de 5KB, en la figura 2 se puede observar el uso de memoria de 3 servidores entre los que se
encuentran Apache y Nginx, después de las 500 conexiones concurrentes y hasta las 3000
conexiones concurrentes el servidor apache utiliza entre 1500MB y 1800MB de memoria a
diferencia del servidor Nginx y Lighttpd que se mantienen alrededor de los 100MB desde las 50
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conexiones concurrentes hasta las 3000, es una diferencia de rendimiento muy grande a favor de
Nginx.

Figura 2. Uso de memoria (medida en MB) en Apache, Nginx y Lighttpd.
Fuente. Dreamhost. 2016. Web server performance comparision [Figura]. Recuperado de
https://help.dreamhost.com/hc/en-us/articles/215945987-Web-server-performance-comparison.
Este test sugiere que las mejores opciones para servir contenido estático son Nginx y Lighttpd.
El autor toma como elección el servidor Nginx por que ofrece una característica necesaria para la
aplicación que es el manejo del proxy inverso.
2.8.5 Node.js sirviendo contenido estático y dinámico.
Node.js puede servir contenido estático y dinámico, pero para servir contenido estático
requiere acceder a los archivos, cargar su información y luego entregarla al cliente, puede ser útil
siempre y cuando el contenido de los archivos estáticos sea pequeño.
Como ya se mencionó la principal característica de Node.js es el enfoque asíncrono dirigido
por eventos, Para que las operaciones no bloqueen el servidor, Node envía las peticiones a un
entorno multithread llamado libuv, este entorno se encarga de procesar cada evento en un
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proceso aparte, cuando el proceso finaliza hace una llamada a una función controladora callback,
en la figura 3 se puede observar el esquema de funcionamiento.

Figura 3. Esquema de funcionamiento de Node.js
Fuente. Genbetadev. 2014. Como funciona Node.js. Recuperado de
https://www.genbetadev.com/frameworks/como-funciona-node-js
Para entender mejor el funcionamiento de Node.js se realiza un pseudocódigo ejemplo que
consiste en procesar una consulta realizada a una base de datos solicitando los datos de los
usuarios de la tabla 1 y luego solicitando la edad que se encuentra en la tabla 2:
Tabla 1.
Consulta usuarios.
Id
1
2
3
Fuente. Elaboración propia.

Apellido
Leguizamón
Mendoza
Medina

nombre
Danilo
Oscar
Andrés

Tabla 2.
Edad_usuario
idusuario
1
2
3
Fuente. Elaboración propia.

Edad
30
25
28
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Figura 4. Pseudocódigo ejemplo consulta usuarios.

En la figura 4 se puede observar el pseudocódigo de una operación bloqueante, esta operación
bloqueante se puede dar en distintos lenguajes como Java, PHP, C++. Una vez obtenidos los
registros de la tabla usuario, se escribe el apellido del usuario y luego el proceso queda
bloqueado hasta que se obtiene la edad mediante la función obtener_edad_usuario. El resultado
de este pseudocódigo será el siguiente:
Leguizamón 30
Mendoza 25
Medina 28
Ahora bien, al ejecutar este mismo pseudocódigo en un entorno no bloqueante y asíncrono
como Node.js el resultado puede ser muy distinto ya que al llegar a la línea 3 donde se solicita la
edad, el proceso no se bloquea esperando el resultado de obtener la edad sino que continúa la
ejecución del script y al ser asíncrono el resultado puede ser muy aleatorio por que no se sabe en
qué instante la función obtener_edad_usuario retorne la edad y posiblemente lo haga mucho
después de que el ciclo “para cada” haya terminado.
2.9 Elección de servidor
La elección del servidor a utilizar se hace teniendo en cuenta las características de cada
servidor, pero se debe aclarar que no es obligatorio escoger un solo servidor. Hay muchas
aplicaciones web que integran varios tipos de servidores de acuerdo a la necesidad de la
aplicación.
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En el sistema web para comercio electrónico se debe tener en cuenta los siguientes aspectos
para la elección del servidor.


Número de usuarios concurrentes.



Comunicación bidireccional y en tiempo real entre usuarios del sistema.

Los usuarios concurrentes hacen referencia al número de usuarios que acceden a la
información al mismo tiempo, la aplicación la pueden estar utilizando 200 usuarios pero si solo 5
de ellos acceden a la información al mismo tiempo el sistema tiene 5 usuarios concurrentes.
Por otro lado se tiene la comunicación bidireccional y en tiempo real requerida por el sistema
web para comercio electrónico, para conseguir esto se requiere de ciertas tecnologías que están
disponibles para varios lenguajes del lado del servidor como son Websocketd que se puede
implementar para python, PHP y otros lenguajes, también existe la librería socke.io para Node.js.
2.9.1 Apache-PHP ó Nginx-Node.js.
En este apartado no se pretende comparar estas combinaciones ya que cada una de ellas puede
ser válida para cierto tipo de sistemas por ejemplo en el caso de apache-PHP es útil y valido
cuando se debe implementar una aplicación en un hosting compartido donde no se tiene
posibilidad de instalar otros servidores y tecnologías. Para la elección del servidor se tiene en
cuenta la experiencia del autor con estos programas y lenguajes.
Apache-PHP es una buena combinación y también sería posible implementar los socket.io
con Node.js para trabajar con una aplicación implementada en PHP, lo que realmente importa en
esta combinación es la concurrencia de usuarios ya que muchos usuarios concurrentes pueden
bloquear el servidor debido a la forma bloqueante en que trabaja PHP y al manejo de conexiones
que maneja Apache.
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Nginx-Node.js es una combinación más eficiente para lo que se pretende implementar ya que
Nginx puede servir el contenido estático de la aplicación, este contenido pueden ser imágenes,
archivos de estilos CSS, archivos de configuración y funciones JS, archivos HTML etc., mientras
que Node.js junto con socket.io se encargan del control del contenido dinámico.
Como ya se mencionó, Nginx puede funcionar como un proxy inverso y balanceador de
carga, el proxy inverso hace que las peticiones que llegan al servidor sean re-direccionadas a
otros servidores que se encargan de dar trámite a las peticiones por ejemplo para servir imágenes,
servir archivos HTML y servir contenido dinámico como se puede observar en la figura 4.

Figura 5. Servidor proxy con Nginx.
En la figura 5 se observa el ejemplo de servidor proxy, cuando un cliente hace la petición de
una página HTML, el servidor proxy lo redirección al servidor que contiene los archivos HTML
y cuando el cliente solicita una imagen el servidor lo re-direcciona al servidor de imágenes.
El balanceador de carga consiste en distribuir las peticiones entre los servidores que están
habilitados para atenderlas, observe la figura 6 donde hay dos servidores que se encargan de las
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peticiones de archivos HTML, en este caso el servidor proxy y balanceador de carga distribuye
las peticiones entre los dos servidores y no envía todas a uno solo.

Figura 6. Balanceador de carga con Nginx.
Nginx permite escalar una aplicación horizontalmente, esto quiere decir que se pueden
agregar más servidores para que atiendan una mayor cantidad de usuarios realizando un balanceo
de carga sobre la aplicación en Node.js como se puede observar en la figura 7.

Figura 7. Esquema de configuración de un balanceador de carga y Node.js
Fuente. Dzone 2013, Whatis Node.js and WhyShould I Care? [Figura], recuperado de
https://dzone.com/articles/what-nodejs-and-why-should-i.
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2.10 Comunicación en tiempo real.
La comunicación en tiempo real consiste en que la información se entrega cuando esta lista,
esto evita que un sistema tenga que estar realizando peticiones para preguntar si hay información
disponible, simplemente el generador del mensaje envía la información cuando esta lista sin
necesidad de que se le esté solicitando dicha información cada cierto tiempo por ejemplo en un
sistema de chat dos personas están conversando, cuando la persona A envía texto a la persona B
este se envía automáticamente cuando la persona A hace clic en enviar, de esta forma en el
usuario B no hay necesidad de preguntar si hay información disponible para mostrar,
simplemente cuando la información está lista se envía.
Para lograr una comunicación en tiempo real entre los usuarios y los proveedores se utiliza un
módulo de Node.js llamado Socket.io, este módulo permite implementar una comunicación en
tiempo real entre el navegador web y el servidor por medio de WebSocket.
Los WebSocket nos permiten conectar los navegadores web del cliente con el servidor, cada
cliente que se conecta recibe una variable de sesión que lo identifica, una vez el cliente se ha
conectado al servidor, estará en capacidad de enviar y recibir mensajes en tiempo real, estos
mensajes pueden ser generados desde los mismos clientes o desde el servidor.
2.11 Metodologías para desarrollo ágil del software.
Debido a los cambios que tienen actualmente los negocios y donde el software hace parte de
la toma de decisiones, es fundamental que el software se desarrolle rápidamente.
En el año 2001 nace el término “ágil” que se aplica en el desarrollo de software y que consiste
básicamente en no tomar estrictamente todos los requerimientos funcionales sino los más
importantes e ir realizando ajustes a medida que se implementa el sistema, entre las
metodologías denominadas ágiles se tienen:
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2.11.1 Metodología X.P Programación extrema.
Posiblemente es la metodología más utilizada, fue acuñada por Beck (2010) y consiste en
expresar los requerimientos como escenarios llamados historias de usuario las cuales se
implementan como tareas, de esta forma los programadores trabajan sobre ellas y realicen
pruebas antes de implementarlas sobre el sistema.
En esta metodología los clientes o usuarios finales están implicados en las especificaciones y
definición de prioridades del sistema de este modo el cliente es una parte fundamental del
proceso de desarrollo.
La metodología XP comprende 4 fases.


Planeación: se reúnen las historias de usuario para que el equipo de diseño entienda el
contexto del negocio.



Diseño: Es la guía para implementar una historia de usuario.



Codificación: Cada historia de usuario es implementada y probada individualmente antes
de ser integrada en el sistema.



Pruebas: Se realizan pruebas sobre las implementaciones de historias de usuario y de ser
necesario se pueden rediseñar y modificar según se requiera siempre manteniendo un
control sobre las modificaciones.
2.11.2 Metodología SCRUM.

Aplica las mismas premisas que XP que se enfoca en el retorno de la inversión para la
empresa, esta metodología permite un desarrollo evolutivo, promueve la innovación y el
compromiso por parte de las personas que intervienen en el proyecto.
SCRUM es flexible a cambios dependiendo de nuevas necesidades del cliente, permite
reducir el tiempo de entrega ya que el cliente puede probar y usar las funcionalidades antes de
que el sistema completo sea entregado.
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SCRUM divide las historias de usuario según la prioridad que tengan, se generan tareas para
los equipos de trabajo y se revisan diariamente mediante una reunión llamada “SCRUM”.
2.12 metodología para el desarrollo del sistema web para comercio electrónico.
La metodología a seguir para el diseño del sistema web para comercio electrónico es la
metodología XP, se tiene en cuenta la experiencia del autor con esta metodología y la facilidad
que aporta en cuanto a pruebas unitarias y ajustes necesarios sobre la marcha del proyecto.
2.13 Patrón de arquitectura MVC.
El patrón de arquitectura MVC (Modelo-vista-controlador) resulta útil a la hora de
implementar una aplicación mediante la metodología XP ya que al implementar pruebas unitarias
estas se realizan directamente en el controlador de la vista lo que permite realizar cambios sin
afectar el contenido estático de las páginas.
Este patrón de arquitectura permite también un mantenimiento sencillo como lo sugiere la
metodología XP ya que la división de responsabilidades en los componentes garantiza que se
puedan realizar cambios sin que estos afecten al resto de la aplicación.
Un ejemplo claro está en las páginas HTML y archivos CSS de la aplicación que componen la
vista en el modelo MVC, y los archivos JavaScript JS que componen el controlador de las vistas
y el modelo entonces se encarga de acceder a la información con la que opera el sistema.
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3. Especificaciones

A continuación se describen las especificaciones del sistema web para comercio electrónico
implementado empezando con los casos de uso, requerimientos funcionales y no funcionales y
diagramas de UML.
3.1 Casos de uso
Los casos de uso permiten especificar el comportamiento o funcionalidad que tendrá el
sistema mediante secuencias que se presentan entre el usuario y el sistema. Para una mejor
descripción y organización de los casos de uso se utilizará el formato de la tabla 3 propuesto por
Weitzenfeld (2005).
Tabla 3.
Formato de descripción de los casos de uso.
Caso de uso
Nombre del caso de uso
Código
Código del caso de uso
Actores
Actores primarios y secundarios que interaccionan con el caso
de uso
Tipo
Tipo de flujo: Básico, inclusión, extensión, generalización o
algún otro
Propósito
Razón de ser del caso de uso
Resumen
Resumen del caso de uso
Precondiciones
Condiciones que deben satisfacerse para ejecutar el caso de uso
Flujo Principal
El flujo de eventos más importante del caso de uso, donde
dependiendo de las acciones de los actores, se continuará con
alguno de los subflujos
Subflujos
Los flujos secundarios del caso de uso, numerados como (S-1),
(S-2), etcétera.
Excepciones
Excepciones que pueden ocurrir durante el caso de uso,
numerados como (E-1), (E-2), etcétera.
Fuente. Weitsenfeld, 2005.
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3.1.1 Casos de uso Identificados
A continuación se distribuyen los casos de uso en 4 grupos:


Usuario: tiene acceso a todas las funcionalidades gratuitas de la plataforma, búsqueda de
productos, comunicación con los proveedores por medio de chat, agregar productos al
carrito de compras, actualizar su información personal.



Administrador: registra nuevos productos al sistema, actualiza información de productos
ya existentes, bloqueo de usuarios que no cumplen con las políticas de uso.



Distribuidor: registra los CAD y LAT de su ciudad, habilita módulos a los usuarios.



Proveedor: Agrega productos a su inventario, solicita el registro de productos, actualiza
la información de sus productos, se comunica por chat con los usuarios.

A continuación se describe cada uno de los casos de uso para los distintos tipos de usuario.
Casos de uso para usuarios:
Tabla 4.
Caso de uso Validar Usuario.
Caso de uso
Validar Usuario
Código
C1
Actores
Usuario, base de datos
Tipo
Include
Propósito
Validar las credenciales de sesión del usuario para que pueda
interactuar con el sistema
Resumen
Este caso de uso lo inicia el usuario solicitando la
autenticación con sus datos de ingreso.
Precondiciones
C3 Registrar Usuario.
Flujo Principal
Se presenta al usuario la pantalla principal P1, el usuario debe
hacer clic en la opción ingreso.
El sistema le muestra el formulario F1 solicitando usuario y
contraseña.
El usuario digita los datos de ingreso y hace clic en Iniciar
sesión.
El sistema le muestra el menú principal de la aplicación.
Subflujos
Ninguno
Excepciones
E1 Error de validación
Fuente. Elaboración propia
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Tabla 5.
Caso de uso Buscar Productos.
Caso de uso
Buscar Productos
Código
C2
Actores
Usuario
Tipo
Básico
Propósito
Caso de uso necesario para que el usuario pueda encontrar
los productos y servicios que necesita.
Resumen
Este caso de uso lo inicia el usuario y consiste en la
búsqueda de productos y servicios.
Precondiciones
C1
Flujo Principal
 Se presenta al usuario la pantalla P2 que es el
menú principal del usuario.
 El usuario hace clic en Búsqueda y el sistema le
muestra el formulario de búsqueda F2.
 El usuario digita el nombre o parte del nombre del
producto que desea buscar.
 El usuario hace clic en el botón buscar o presiona
enter.
 El sistema muestra los productos que coinciden
con el criterio de búsqueda, si el producto tiene
proveedores, continua con el caso de uso C4 Ver
Ofertas.
Subflujos
Ninguno.
Excepciones
Ninguna.
Fuente. Elaboración propia.

Tabla 6.
Caso de Uso Registrar Usuario.
Caso de uso
Registrar usuario
Código
C3
Actores
Usuario, base de Datos
Tipo
Básico
Propósito
Permitir que cualquier persona se registre.
Resumen
El usuario solicita su registro proporcionando información como
datos de ingreso, clave, apellidos, nombre y número de celular.
Precondiciones
No estar registrado en el sistema.
Flujo Principal
 Estando en la pantalla P1 la persona hace clic en la
opción Registro.
 El sistema muestra el formulario F3.
 El usuario sigue las instrucciones de registro y hace clic
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en registrar.
 El sistema valida la información y notifica al usuario si
fue registrado o no.
Subflujos
Ninguno.
Excepciones
E2 Usuario ya existe, E3. Falta información.
Fuente. Elaboración propia

Tabla 7.
Caso de uso Ver Ofertas.
Caso de uso
Ver Ofertas
Código
C4
Actores
Usuario
Tipo
Básico
Propósito
Permite que el usuario visualice las ofertas que hay sobre
determinado producto.
Resumen
Lo inicia el usuario y consiste en que el sistema muestra las
ofertas que hay sobre un producto o servicio.
Precondiciones
C1,C2
Flujo Principal
 El usuario se encuentra en la pantalla P3 resultados de
búsqueda.
 Por cada resultado, el sistema le notifica si hay ofertas
sobre el producto.
 El usuario hace clic en “VER OFERTAS”.
 El sistema muestra las ofertas sobre el producto
ordenadas de menor a mayor distancia entre el proveedor
y cliente.
Subflujos
Ninguno.
Excepciones
Ninguna.
Fuente. Elaboración propia.

Tabla 8.
Caso de Uso Actualizar Información.
Caso de uso
Actualizar Información
Código
C5
Actores
Usuario
Tipo
Básico
Propósito
Permitir que el usuario actualice o suprima sus datos personales.
Resumen
El usuario actualiza su información personal como nombres,
apellidos y número celular, también puede suprimir sus datos.
Precondiciones
C1
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Flujo Principal



En la pantalla menú principal P2 el usuario hace clic en
“Mi cuenta”.
 El sistema le muestra los datos personales en el
formulario F4
 El usuario modifica sus datos y hace clic en Actualizar.
 El sistema notifica al usuario.
Subflujos
S1 la actualización de datos requiere la autorización de un
Administrador.
Excepciones
E3 Falta información, E4 datos inválidos.
Fuente. Elaboración propia

Tabla 9.
Subflujo Autorización actualización de información.
Subflujos
S1. Un administrador debe autorizar
el cambio de información para evitar
que los apellidos y nombres que el
usuario proporciona no cambien
sustancialmente.
Fuente. Elaboración propia

Tabla 10.
Caso de Uso Chatear usuario proveedor.
Caso de uso
Chatear Usuario - proveedor
Código
C6
Actores
Usuario, proveedor.
Tipo
Básico
Propósito
Permite que los usuarios puedan comunicarse por medio de chat
en tiempo real.
Resumen
Los usuarios se comunican por medio de un chat que aparece en
la pantalla de oferta P4.
Precondiciones
C7, C8
Flujo Principal
 En la pantalla P4 el usuario hace clic en el botón de chat.
 SI el proveedor tiene habilitado módulo de chat el
sistema muestra la pantalla P5, de lo contrario notifica al
usuario.
 Si el proveedor tiene módulo de chat activo, el usuario
puede contactarse con el proveedor.
Subflujos
Ninguno
Excepciones
E5. El proveedor no tiene módulo de chat activado.
Fuente. Elaboración propia.
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Casos de uso distribuidores.
Tabla 11.
Caso de Uso Registrar CAD y LAT.
Caso de uso
Registrar CAD y LAT
Código
C7
Actores
Distribuidor
Tipo
Básico
Propósito
Permite que los Distribuidor puedan agregar CAD y LAT al
sistema.
Resumen
Los distribuidores deben agregar los CAD y LAT de la zona que
tienen a cargo, uno o más distribuidores pueden tener una zona
asignada, entendiendo como zona un pueblo o ciudad.
Precondiciones
Ninguna
Flujo Principal
 Se parte como inicio en la pantalla P2.
 El usuario hace clic en el menú Módulos, opción Mis
módulos.
 El distribuidores accede al módulo distribuidor y hace
clic en el menú CAD opción registrar CAD.
 El sistema muestra el formulario de registro de CAD
pantalla P6
 El distribuidor digita la información requerida
 EL distribuidor hace clic en “Registrar CAD”
Subflujos
Ninguno
Excepciones
E3 Falta Información
E4 Datos inválidos
Fuente. Elaboración propia

Tabla 12.
Caso de Uso habilitar módulo.
Caso de uso
Habilitar Módulo
Código
C8
Actores
Distribuidor
Tipo
Básico
Propósito
Permite que los distribuidores asignen módulos a los
proveedores.
Resumen
Un distribuidor puede realizar la venta de cualquier módulo que
sea pago en el sistema, al realizar la venta, agrega el módulo al
punto de venta donde fue solicitado.
Precondiciones
C7, El CAD y LAT donde se va a agregar el módulo ya debe
estar registrado.
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Flujo Principal



El distribuidor en el menú distribuidor realiza la
búsqueda del proveedor.
 Si encuentra el proveedor, se despliega una lista de
módulos disponibles.
 El distribuidor selecciona el modulo y hace clic en
agregar modulo.
Subflujos
Ninguno
Excepciones
E6 El modulo ya está habilitado para el proveedor seleccionado.
Fuente. Elaboración propia.

Casos de uso proveedores.
Los proveedores son usuarios del sistema que ofrecen sus productos y servicios a los demás
usuarios, los proveedores pueden agregar productos a su inventario, actualizarlos, pero no
pueden retirarlos del inventario, en este caso, el proveedor puede dejar el producto visible
localmente si yo no lo ofrece.
Tabla 13.
Caso de Uso Agregar producto a inventario.
Caso de uso
Agregar producto a inventario
Código
C9
Actores
proveedor
Tipo
Básico
Propósito
Permite que los proveedores agreguen a su inventario productos
o servicios que desean ofrecer a los demás.
Resumen
Por medio del formulario F5 proveedor realiza la búsqueda de
un producto o servicio que desee ofrecer.
Precondiciones
C7 y C8 el proveedor debe tener un LAT registrado a su nombre
y adicionalmente debe tener el módulo de inventario habilitado.
Flujo Principal
 El proveedor accede al módulo de inventario y
selecciona la opción ingreso de producto, buscar
producto.
 El sistema muestra el formulario de búsqueda de
producto F5
 El proveedor digita el nombre del producto o servicio.
 El sistema muestra las coincidencias encontradas.
 Si el producto que el proveedor busca se encuentra en el
listado de resultados, podrá hacer clic en la opción
“Quiero ofrecer este producto”
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Si el producto no se encuentra en los resultados de
búsqueda, podrá solicitar su registro.
Subflujos
Ninguno
Excepciones
Ninguna
Fuente. Elaboración propia.

Tabla 14.
Caso de Uso Solicitar registro de producto.
Caso de uso
Solicitar registro de producto
Código
C10
Actores
Proveedor
Tipo
Básico
Propósito
Permite al proveedor solicitar el registro de un producto o
servicio que no exista en el sistema.
Resumen
El proveedor al no encontrar en los resultados de búsqueda el
producto que desea ofrecer, podrá solicitar el registro de un
nuevo por medio del formulario F6
Precondiciones
C7 y C8 el proveedor debe tener un LAT registrado a su nombre
y adicionalmente debe tener el módulo de inventario habilitado.
Flujo Principal
 El proveedor accede al módulo de inventario y
selecciona la opción ingreso de producto, buscar
producto.
 El sistema muestra el formulario de búsqueda de
producto F5
 El proveedor digita el nombre del producto o servicio.
 El sistema muestra las coincidencias encontradas.
 Si el producto no se encuentra en los resultados de
búsqueda, podrá solicitar su registro
Subflujos
Ninguno
Excepciones
Ninguna
Fuente. Elaboración propia.

Tabla 15.
Caso de Uso Actualizar Información de producto.
Caso de uso
Actualizar Información de producto
Código
C11
Actores
Proveedor
Tipo
Básico
Propósito
Permite al proveedor actualizar la información de un producto.
Resumen
El proveedor actualiza la información de un producto, precio,
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IVA, descripción, imágenes, entre otra información.
Precondiciones
C7 y C8 el proveedor debe tener un LAT registrado a su nombre
y adicionalmente debe tener el módulo de inventario habilitado.
Flujo Principal
 El proveedor accede al módulo de inventario y
selecciona la opción buscar producto en inventario.
 El sistema muestra el formulario de búsqueda de
producto F7
 El proveedor digita el nombre del producto o servicio.
 El sistema muestra los productos.
 El usuario modifica la información del producto.
Subflujos
Ninguno
Excepciones
E3 falta información, E4 datos inválidos
Fuente. Elaboración propia.
Casos de uso de los administradores
Los administradores son los encargados de registrar los productos que solicitan los usuarios,
habilitar los CAD y LAT que han sido registrados por los distribuidores.
Tabla 16.
Caso de Uso Registrar producto.
Caso de uso
Registrar producto
Código
C12
Actores
Administrador
Tipo
Básico
Propósito
Permite al administrador registrar un producto no existente en el
sistema.
Resumen
El administrador registra el nuevo producto en el sistema
siempre y cuando haya sido validad la existencia real del
producto.
Precondiciones
Ninguna.
Flujo Principal
 El administrador ingresa al módulo de administración.
 El administrador hace clic en la opción producto,
registrar nuevo producto.
 El sistema muestra el formulario F8 de registro de nuevo
producto.
 El administrador completa la información y hace clic en
Registrar.
 El sistema notifica al administrador si el producto fue o
no registrado.
Subflujos
Ninguno
Excepciones
E3 falta información, E4 datos inválidos
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Fuente. Elaboración propia.
Tabla 17.
Caso de Uso Habilitar CAD Y LAT.
Caso de uso
Habilitar CAD Y LAT
Código
C13
Actores
Administrador
Tipo
Básico
Propósito
Permite al administrador habilitar los registros de CAD y LAT
que realizan los distribuidores.
Resumen
El administrador autoriza el registro de un CAD y LAT que ha
solicitado el distribuidor, esto con el fin de evitar que el
distribuidor registre CAD que no están en su zona.
Precondiciones
Ninguna.
Flujo Principal
 El administrador ingresa al módulo de administración.
 El administrador hace clic en la opción CAD, habilitar
CAD.
 El sistema muestra los CAD que están pendientes de
habilitar.
 El administrador habilita el CAD.
Subflujos
Ninguno
Excepciones
Ninguna.
Fuente. Elaboración propia.

3.2 Requerimientos funcionales de la aplicación.
Para establecer los requerimientos funcionales de la aplicación, se toma como guía el estándar
IEEE Std 830-1998 que consisten en la especificación de requisitos de software.
3.2.1 Ámbito del sistema.
En el ámbito del sistema se realiza una descripción del sistema, se describen las
funcionalidades a grandes rasgos del sistema, el nombre tentativo, beneficios y metas.
3.2.2 Descripción y Funcionalidad.
A continuación se realiza una descripción del sistema y sus funcionalidades de acuerdo a lo
que se requiere.
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3.2.2.1 Descripción.
El sistema web de comercio electrónico es un sistema que consiste en la oferta de productos y
servicios por parte de personas naturales o empresas, este sistema se basa fundamentalmente en
las siguientes características.



Unicidad de productos: Los productos y servicios se registran en el sistema de manera
única y pueden haber cientos o miles de proveedores del producto, esto se hace
básicamente para evitar confusiones de los usuarios que quieren comprar el producto al
hacer que todos los proveedores hagan la oferta sobre el mismo producto sin lugar a
confusiones.



Posicionamiento global: Todos los proveedores de productos y servicios tendrán una
posición geográfica estática que le permite al usuario que busca un producto o servicio
saber la distancia en línea recta desde su posición a la posición del proveedor y de esta
forma tomar una mejor decisión.



Administración: Para la administración de productos y servicios los proveedores contarán
con una seria de pequeños módulos que les permite una administración más eficiente de
su inventario.

Todos los usuarios podrán hacer uso de las funciones de búsqueda y contacto con los
proveedores de manera gratuita y sin restricciones, si desean ser proveedores y tener otras
funcionalidades que se ofrecen llamadas módulos, deberán realizar un pago anual por estos
módulos.
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3.2.2.2 Funcionalidad.
A grandes rasgos, el sistema estará en capacidad de permitir el registro personas (en adelante
Usuarios) sin restricciones.
Los usuarios del sistema se convierten automáticamente en clientes de otros usuarios, de esta
forma un usuario interactúa con los demás usuarios ofreciéndoles productos y servicios que está
en capacidad de proveer, en el momento que un usuario ofrece un producto o servicio adquiere
adicionalmente un rol de proveedor.

Para que un usuario se convierta en proveedor, podrá solicitar el módulo de proveedores a
cambio de cierto costo, los proveedores podrán registrar en su inventario una cantidad ilimitada
de productos así mismo podrán ser contactados por los compradores sin ningún tipo de
restricción.
3.2.3 Definiciones, Acrónimos y abreviaturas.
A continuación se relacionan las palabras clave, definiciones y abreviaturas que se utilizarán
en el sistema.
SIpCoL: Nombre tentativo de la aplicación, se traduce en Sistema Integrado para el Comercio
Local.
Modulo: Es una serie de funcionalidades que se agrupan bajo un nombre característico y que le
permite a los usuarios administrar sus productos.
Usuario: Persona natural o jurídica que realizó el proceso de registro y validación en el sistema,
toda persona que interactúa con el sistema se considera un usuario de la aplicación.
Proveedor: Es un usuario que adquiere el modulo para proveedores y que le permite ofrecer
productos y servicios a los demás usuarios.
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CAD: Centro de administración, hace referencia al edificio físico y que contiene uno o varios
puntos de venta, como ejemplo pueden estar edificios de consultorios, centros comerciales,
bodegas. Etc.
LAT: Punto de venta o Lugar de atención LAT, en el sistema el lugar de atención hace
referencia a los puntos de venta que tiene un proveedor, los LAT se encuentran dentro de un
CAD, en el diseño de la base de datos los puntos de venta son llamados LAT.
3.2.4 Requisitos funcionales.
Los requisitos de funcionales de la aplicación hacen referencia a toda funcionalidad necesaria
que se debe implementar en el sistema de comercio electrónico para que este cumpla con su
finalidad que es proveer un mecanismo de promoción y administración de productos y servicios.
Para la especificación de los requisitos funcionales se toma como referencia la tabla 18 que se
describe a continuación.
Tabla 18.
Requisitos funcionales
Identificación del Requisito
Nombre del Requisito
Descripción del Requisito
Requisito no funcional

Código que identifica el requerimiento
EL nombre que describe el requisito
La descripción del requisito.
Se listan los requisitos no funcionales si
los hay
Prioridad del requisito
Alto, Medio, Bajo, es la importancia que
tiene el requisito en el sistema
Fuente: Rodríguez et al., 2012. Especificación de requisitos de Software [Tabla], recuperado de
https://sistemasifescol.files.wordpress.com/2014/08/ejemplo-formato-ieee-830.doc

Los requisitos funcionales de la aplicación se distribuyen en los siguientes grupos, cabe
mencionar que todos los requisitos funcionales aquí planteados ya han sido implementados y se
encuentran en etapa de pruebas.
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Requisitos funcionales de registro e Ingreso.



Requisitos funcionales para usuarios.



Requisitos funcionales para proveedores.



Requisitos funcionales para Administradores.



Requisitos funcionales para distribuidores.
3.2.4.1 Requisitos funcionales de registro e Ingreso.

Para que una persona o empresa pueda hacer parte del sistema, es necesario que realice un
proceso de registro que consiste inicialmente en la validación de un correo electrónico, el sistema
pedirá un correo valido y enviará un serial, este serial será solicitado para continuar con el
proceso de registro y para evitar spam en el registro, solo por medio del seria será posible
registrar el usuario.
Tabla 19.
Requisitos para el registro.
Identificación del Requerimiento
Nombre del requerimiento
Descripción

Requerimiento no funcional
Prioridad del requerimiento
Fuente. Elaboración propia.

RF01
Registro de usuarios
El usuario solicita el registro por medio
de una cuenta de correo electrónico.
El sistema envía un serial al correo
electrónico.
El usuario completa su registro con el
serial que le fue enviado.
NO
Alto

Una vez el usuario ha sido registrado, el sistema automáticamente lo pondrá en un estado
activo para que inmediatamente se registre pueda ingresar al sistema.
Tabla 20.
Requisito para el ingreso.
Identificación del Requerimiento
Nombre del requerimiento

RF02
Ingreso al sistema
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Descripción del requerimiento
Requerimiento no funcional
Prioridad del requerimiento
Fuente. Elaboración propia.

El usuario solicita ingreso al sistema.
NO
Alta

El usuario por medio de su correo electrónico y clave solicita ingreso al sistema, el sistema
realiza un registro del evento de ingreso por cada solicitud que el usuario realice, después de 3
intentos erróneos, el sistema bloquea temporalmente al usuario.
Tabla 21.
Requisito de Autenticación
Identificación del Requerimiento
Nombre del requerimiento
Descripción del requerimiento

Requerimiento no funcional
Prioridad del requerimiento
Fuente. Elaboración propia.

RF03
Autenticación de usuario
El sistema evalúa los datos
proporcionados por el usuario y da un
mensaje de respuesta, después de 3
intentos erróneos, el usuario es
bloqueado temporalmente.
NO
Alto

Una vez el usuario ha sido autenticado, el sistema le mostrará una interfaz simple e intuitiva
para que el usuario pueda interactuar con la aplicación.
3.2.4.2 Requisitos funcionales para usuarios.
Como ya se mencionó, toda persona que se registra en el sistema e interactúa con él se
considera un usuario del sistema, sin importar si tiene módulos habilitados o no, los requisitos
funcionales para los usuarios son los siguientes.
Tabla 22.
Requisitos funcionales para actualización de datos.
Identificación del Requerimiento
RF04
Nombre del requerimiento
Actualización y supresión de datos
Descripción del requerimiento
Cualquier usuario puede solicitar la
actualización de sus datos o la supresión
de los mismos conforme a la ley.
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Requerimiento no funcional
Prioridad del requerimiento
Fuente. Elaboración propia.

NO
Alto

Un usuario podrá en cualquier momento modificar su información personal y solicitar la baja
de su cuenta para dejar de ser miembro activo del sistema, esto con el fin de dar cumplimiento a
la ley 1581 de 2012 sobre protección de datos personales.
Tabla 23.
Requerimientos funcionales de búsqueda de productos.
Identificación del Requerimiento
RF05
Nombre del requerimiento
Búsqueda de productos
Descripción del requerimiento
El usuario realiza la búsqueda de
productos y servicios que son ofrecidos
por los proveedores.
Requerimiento no funcional
NO
Prioridad del requerimiento
Medio
Fuente. Elaboración propia.
El usuario realiza la búsqueda de productos y servicios, siempre el sistema mostrará todos los
productos que coinciden con las palabras de búsqueda y los mostrará al usuario.
Una vez el usuario encuentra el producto que está buscando, tendrá la opción de visualizar todas
las ofertas existentes sobre ese producto, este requisito se muestra en la tabla 24.
Tabla 24.
Requisitos funcionales de visualización de ofertas.
Identificación del Requerimiento
RF06
Nombre del requerimiento
Visualización de ofertas
Descripción del requerimiento
El usuario una vez encuentra el producto
buscado, puede visualizar las ofertas,
estas se mostrarán en grupos de 4 ofertas
y el orden estará determinado por la
distancia entre el proveedor y el usuario
que realiza la búsqueda
Requerimiento no funcional
NO
Prioridad del requerimiento
Medio
Fuente. Elaboración propia.
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Como se menciona en la tabla 24, el resultado de la búsqueda estará siempre determinado por
la distancia en línea recta medida en metros entre el proveedor del producto o servicio y el
usuario que realiza la búsqueda, esta característica es única entre los sistema de comercio
electrónico.
Con este requisito se evita que unos proveedores tengan ventajas sobre otros, simplemente quien
esté más cera estará de primero en los resultados.
Una de las características principales del sistema es que el usuario puede convertirse en
proveedor solicitando el módulo de proveedores, este módulo consta de una serie de funciones
que le permiten al usuario ofrecer productos y administrarlos, inicialmente el usuario
simplemente con seleccionar el modulo ya lo tendrá habilitado y listo para ofrecer un máximo de
5 productos gratis.
Tabla 25.
Requisitos funcionales para selección de módulos.
Identificación del Requerimiento
RF07
Nombre del requerimiento
Solicitud de módulos
Descripción del requerimiento
El usuario puede solicitar módulos pagos
y gratuitos que se ofrecerán dentro de la
aplicación entre los que se destacan el
módulo de inventario.
Requerimiento no funcional
NO
Prioridad del requerimiento
Medio
Fuente. Elaboración propia.
Una vez el usuario habilita el módulo de proveedores, se convierte adicionalmente en
proveedor y podrá ofrecer productos.
3.2.4.3 Requisitos funcionales para proveedores.
Los requisitos funcionales del proveedor consisten en una seria de funcionalidades que se
incluyen en el módulo y las cuales se describen a continuación:
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Tabla 26.
Requisitos funcionales para oferta de productos y servicios.
Identificación del Requerimiento
RF08
Nombre del requerimiento
Oferta de productos y servicios
Descripción del requerimiento
El usuario proveedor realiza la búsqueda
del producto que quiere ofrecer, una vez
lo encuentra es agregado al inventario.
Requerimiento no funcional
NO
Prioridad del requerimiento
Medio
El usuario proveedor puede ofrecer hasta 5 distintos productos en el sistema de manera
gratuita, si desea ofrecer más debe realizar un pago anual por el cupo de productos ilimitados.
Una vez el usuario agrega los productos a su inventario estos estarán visibles solo para él, es
necesario que actualice la información del producto como precio, IVA, y lo habilite para estar
disponible en internet.
El estado de un producto determina si es visible en los resultados de búsqueda o solo se utiliza
local, los estados posibles son:


Local: El producto solo esta visible de manera local en el punto de venta donde fue
solicitado.



Internet: El producto será visible en los resultados de búsqueda del sistema.

En el caso que el producto que desea ofrecer el proveedor no se encuentre registrado en el
sistema, el usuario podrá solicitar su registro.
Tabla 27.
Requisitos funcionales para solicitud de registro de producto.
Identificación del Requerimiento
RF09
Nombre del requerimiento
Solicitud de registro de producto
Descripción del requerimiento
Si el producto que desea ofrecer el
usuario proveedor no está registrado en
el sistema, el usuario podrá solicitar su
registro proporcionando la información
que se solicita en el formulario de
solicitud
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Requerimiento no funcional
Prioridad del requerimiento
Fuente. Elaboración propia.

NO
Medio

Una vez el producto ha sido agregado al sistema, el usuario proveedor podrá agregarlo a su
inventario y podrá también actualizar la información del producto y habilitarlo para que esté
visible para los demás usuarios.
Tabla 28.
Requisitos funcionales para modificar información del producto.
Identificación del Requerimiento
RF10
Nombre del requerimiento
Actualización de información del
producto
Descripción del requerimiento
El usuario debe actualizar la información
del producto que ofrece y habilitarlo para
que otros vean sus ofertas sobre el
producto en el sistema.
Requerimiento no funcional
NO
Prioridad del requerimiento
Medio
Fuente. Elaboración propia.
Una vez el usuario proveedor actualiza la información del producto esté aparecerá en las
búsquedas realizadas por los demás usuarios.
3.2.4.4 Requisitos funcionales para Administradores.
Los administradores son usuarios con un módulo de administración, este módulo no está
disponible para todos los usuarios sino para aquellos que hagan parte de la organización que
administra el sistema en general, los usuarios administradores se encargan de registrar nuevos
productos que no estén registrados en el sistema, habilitar módulos cuando los usuarios los
solicitan, registrar productos que los usuario solicitan.
Tabla 29.
Requisitos funcionales para registro de productos.
Identificación del Requerimiento
RF11
Nombre del requerimiento
Registro de nuevos productos y servicios
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Descripción del requerimiento
Requerimiento no funcional
Prioridad del requerimiento
Fuente. Elaboración propia.

El usuario administrador registra un
nuevo producto o servicio al sistema.
NO
Alto

El sistema necesita estar en constante actualización, nuevos productos deben ser registrados
diariamente en el sistema para cumplir con la demanda de los usuarios, al ser un sistema de uso
general y al apuntar a que todos los proveedores de productos y servicios estén en el sistema, es
necesario que el sistema pueda cumplir con las necesidades de los usuarios, si un producto no
está registrado en el sistema, los administradores deberán registrarlo.
Una tarea fundamental de los usuarios administradores es la activación de módulos, un
módulo como ya se dijo anteriormente es una serie de funcionalidades que le permiten a los
usuarios proveedores administrar mejor sus productos, entre estos módulos pueden estar el de
facturación, pedidos, carro de compras, chat en tiempo real, monitoreo GPS para proveedores de
vehículos, parqueaderos entre otros.
Cabe mencionar que los módulos mencionados anteriormente están en fase de desarrollo en este
momento, el módulo de seguimiento GPS ya está en etapa de pruebas.

Tabla 30. Requisitos funcionales para habilitar módulos.
Identificación del Requerimiento
RF12
Nombre del requerimiento
Activación de módulos
Descripción del requerimiento
El usuario administrador habilita
módulos a los usuarios que los solicitan
previa confirmación del pago de la
licencia anual por el uso.
Requerimiento no funcional
NO
Prioridad del requerimiento
Medio
Fuente. Elaboración propia.
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Una vez el módulo solicitado por el usuario ha sido habilitado, el usuario será notificado por
medio de mensaje interno y en ese momento ya podrá hacer uso del módulo.
3.2.4.5 Requisitos funcionales para Distribuidores.
Los distribuidores de la aplicación juegan un papel fundamental ya que son los encargados de
promocionar el sistema y registrar los CAD y LAT de los usuarios que desean vender.
Hay que tener en cuenta que los CAD y LAT son necesarios para que un usuario pueda alojar
productos, el LAT es el punto de venta virtual donde los usuario adicionan sus productos a
inventario y serán los LAT los que proporcionen información de ubicación del punto de venta en
el mapa.
Tabla 31. Requisitos funcionales para registro de CAD y LAT
Identificación del Requerimiento
RF13
Nombre del requerimiento
Distribuidor registra CAD y LAT
Descripción del requerimiento
El usuario distribuidor registra los CADy
LAT de los usuarios con el fin de que los
usuarios puedan administrar sus
productos.
Requerimiento no funcional
NO
Prioridad del requerimiento
Medio
Fuente. Elaboración propia.

Una vez el usuario distribuidor ha registrado el CAD y LAT de un punto de venta, el usuario
proveedor podrá agregar productos a su inventario en el punto de venta LAT que le fue
registrado.
3.2.5 Requerimientos no funcionales de la aplicación.
Los requerimientos no funcionales corresponden a cualidades adicionales que debe presentar
el sistema.
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3.2.5.1 Escalabilidad.
El sistema deberá ser capaz de soportar grandes cantidades de usuarios concurrentes.
3.2.5.2 Accesibilidad.
El sistema debe ser accesible con un navegador de internet sin importar el tipo de dispositivo
desde el cual se accede a la aplicación.
3.2.5.3 Desarrollo.
El sistema debe ser desarrollado en una plataforma flexible y que permita el escalamiento
horizontal.
3.3 Diagramas UML.
UML o lenguaje de modelo unificado es un lenguaje estándar para modelar sistemas creado
por el object management group, a continuación se presentan los distintos diagramas UML del
sistema web para comercio electrónico.
3.3.1 Diagrama de casos de uso del sistema.
En la figura 8 se puede apreciar el diagrama de casos de uso del sistema.
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Figura 8. Diagrama de casos de uso.
3.3.2 Modelo entidad relación.
Para definir el modelo entidad relación del sistema, se debe tener en cuenta que la base de
datos es no relacional y por lo tanto no existen relaciones entre clases como tal sino que se hacen
referencias entre ellas mediante índices y en algunos casos se incrustan clases dentro de otras
para conformar una sola entidad compuesta de otras entidades.
Todo esto depende del análisis que se hace sobre la base de datos, en el caso de los CAD y
LAT según el diagrama de clases se puede apreciar que cada LAT tiene una referencia del CAD
al cual pertenece, pero esto no quiere decir que las entidades necesariamente estén separadas ya
que los LAT pueden estar contenidos dentro de los CAD en un array, en este caso sería una
nueva entidad que contiene las dos clases. En la figura 9 se puede apreciar el modelo entidad
relación.

59

Figura 9. Modelo entidad relación.
3.3.3 Diagrama de clases.
A continuación se describe el diagrama de clases y sus correspondientes relaciones que se
pueden identificar en el sistema:


Usuarios: Contiene la información básica de un usuario del sistema sin importar que rol
tenga.



Productos: Contiene la información básica de un producto o servicio.



cad: Contiene la información de los cad registrados y todos los LAT asociados.
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Solicitud_registro: Contiene las solicitudes de registro de productos que realizan los
usuarios.



LAT: contiene la información de los puntos de venta que están incluidos dentro de un
CAD.



Modulo: contiene los módulos que un usuario tiene habilitados.



log_ingreso: Contiene la información de los usuarios que están conectados al sistema.

En la figura 10 se puede observar el diagrama entidad relación, se debe tener en cuenta que al ser
MongoDB una base de datos no relacional, no hay asociaciones entre las clases pero si se guarda
una referencia entre las distintas clases.

Figura 10. Diagrama de clases.
3.3.4 Diagrama de actividades.
Los diagramas de actividades se diseñan con el fin de determinar las acciones que se toman
de principio a fin en una actividad realizada por el usuario, los diagramas de actividades se
distribuyen de la siguiente manera:
Usuario.
61



Diagrama de actividades para inicio de sesión



Diagrama de actividades para búsqueda de producto y selección de ofertas.



Diagrama de actividades para actualización de información personal



Diagrama de actividades para agregar producto a inventario

Distribuidor.


Diagrama de actividades para registro de CAD



Diagrama de actividades para registro de LAT

Administrador.


Diagrama de actividades para activar LAT



Diagrama de actividades para registrar producto

En este punto se entiende que el usuario ya se ha registrado previamente en el sistema, las
figuras 11 a 18 muestran los diagramas de actividades para cada una de las actividades descritas
anteriormente.
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Figura 11. Diagrama de actividades para inicio de sesión

El usuario ingresa los datos de usuario y contraseña, el sistema realiza la validación de los
datos, si todo es correcto el sistema muestra el menú principal de la aplicación, de lo contrario
notifica al usuario que hay datos inválidos y solicita el usuario y contraseña nuevamente, si el
usuario solicita ingreso incorrecto 3 veces el sistema lo bloquea temporalmente.
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Figura 12. Diagrama de actividades para búsqueda de producto y selección de ofertas.
El usuario ingresa el nombre del producto o servicio que está buscando, el sistema realiza la
búsqueda y muestra los resultados, si hay resultados el usuario puede ver las ofertas sobre un
producto.
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Figura 13. Diagrama de actividades para actualización de información personal
El usuario hace clic en la opción datos de la cuenta, el sistema muestra los datos actuales del
usuario, el usuario modifica la información y hace clic en guardar cambios, el sistema notifica si
los cambios fueron realizados o no.
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Figura 14. Diagrama de actividades para solicitud de nuevo producto
El usuario busca el producto que desea agregar a su inventario, si el producto no existe en el
sistema le da opción para que pueda realizar la solicitud de registro, el usuario ingresa los datos
del producto y hace clic en solicitar producto, si todo es correcto el sistema informa que la
solicitud fue guardada de lo contrario notifica que hay datos erróneos.
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Figura 15. Diagrama de actividades para agregar producto a inventario
El usuario realiza una búsqueda previa del CAD, si no hay datos que coincidan con la
búsqueda el usuario ingresa los datos del CAD y lo registra, de lo contrario el sistema notifica
que ya existe el CAD.
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Figura 16. Diagrama de actividades para registro de LAT
El distribuidor realiza la búsqueda previa del LAT, si no existe ingresa los datos del nuevo
LAT y lo registra, si el LAT ya existe el sistema notificará.

68

Figura 17. Diagrama de actividades para activar LAT
El administrador realiza la búsqueda del LAT, si lo encuentra el sistema le muestra el listado
de módulos que el LAT tiene habilitados, si el modulo que desea habilitar no está en la lista
podrá habilitarlo.
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Figura 18.Diagrama de actividades para registrar producto

El Administrador verifica si hay solicitudes de registro, si hay solicitud la toma y realiza la
búsqueda del producto en internet, si hay evidencia de que el producto existe el administrador
procede al registro, de lo contrario rechaza la solicitud.
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3.4 Diagrama de flujo del sistema.
En las figuras 19 y 20 se puede detallar el diagrama de flujo total del sistema web para comercio
electrónico.

Figura 19. Diagrama de flujo del sistema.
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Figura 20. Diagrama de flujo del sistema, continuación.
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4. Diseño.

Después de tener una idea clara de los requisitos del sistema mediante el modelado UML, se
procede al diseño del sistema web para comercio electrónico. Iniciando con la base de datos y
continuando con las pruebas unitarias e integración total del sistema. El desarrollo se hace
siguiendo la metodología XP y el patrón de arquitectura MVC.
Para demostrar la coherencia entre la metodología empleada y la implementación real del
sistema y como lo sugiere XP, se realizan pequeños módulos para verificar su correcto
funcionamiento y eficiencia mediante pruebas unitarias. Una vez las pruebas unitarias son
exitosas se implementan en el sistema real. En pocas palabras al sistema se le irán integrando
pequeños módulos hasta conseguir la funcionalidad total esperada.
4.1 Diseño de la base de datos.
Para el diseño del esquema de la base de datos se tiene en cuenta el diagrama de clases de la
figura 10, cada clase corresponde a una colección en MongoDB, para tener una mejor
perspectiva de la implementación de bases de datos en MongoDB se hace una pequeña
introducción a este motor de base de datos.
MongoDB es un motor de base de datos No relacional (NoSQL) y difiere de las bases de datos
relacionales en los siguientes aspectos.


Colección en lugar de tablas, en MongoDB no existen tablas, se llaman colecciones.



Documentos, en MongoDB la información se guarda en documentos que se asemejan a
una fila de una tabla en MySQL.
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Sin esquema, MongoDB no sigue un esquema definido como lo haría una base de datos
relacional, esto permite que un documento pueda contener información que otro
documento no la tiene aun cuando los dos documentos pertenecen a una colección.



Sin transacciones, las transacciones en una base de datos relacional son importantes y
ofrecen un mecanismo para mantener consistente la base de datos, MongoDB no tiene
transacciones pero ofrece atomicidad a nivel de documento, esto quiere decir que
MongoDB notificará si una operación se realizó o no, pero no quedará en un estado
intermedio.



Índices múltiples. MongoDB permite tener índices sobre diferentes campos, esto con el
fin de agilizar el acceso a la información.



Formato JSON. MongoDB no tiene implementado el lenguaje SQL por lo que la
interacción con la base de datos se hace mediante instrucciones en formato JSON y así
mismo, MongoDB devuelve sus resultados en formato JSON.

El formato JSON se puede apreciar en la figura 21 que corresponde a un documento JSON que
almacena los datos de una factura.
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Figura 21. Ejemplo de formato JSON.

4.1.1 Subconsultas en MongoDB.
Las bases de datos no relacionales no tienen implementadas las subconsultas, esto hace que
las consultas sean más rápidas que en una base de datos relacional al obligar a que las consultas
se realicen sobre una sola colección.
En el diseño para la base de datos se debe tener en cuenta por ejemplo en el modelo entidad
relación las entidades usuario y registro_producto, El modelo indica que uno o muchos usuarios
pueden solicitar muchos registros de productos, en una base de datos relacional se podría usar
solo el id del usuario en la tabla solicitudes registro, y con solo realizar un JOIN entre estas dos
tablas se podría saber el nombre del usuario que solicitó cada registro de productos.
Ahora bien, como en MongoDB no existe la opción de hacer JOIN hay solo dos métodos para
lograr obtener esta asociación entre estas dos clases.
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Documentos embebidos. Emberer
Uso de índices. Referenciar
4.1.1.1 Documentos Embebidos.
El documento embebido implica que la estructura de una colección debe ir incrustada o
embebida en otra y como consecuencia los datos se repiten en las diferentes estructuras a
diferencia de MySQL por ejemplo donde la duplicidad de datos es mínima ya que permite
realizar JOIN entre tablas.
La idea en MongoDB es no usar estos JOIN, por eso se debe incluir una clase dentro de otra.
4.1.1.2 Documentos Referenciados.
Es posible utilizar índices en una colección para hacer referencia a datos de otra colección,
pero al no tener JOIN se debe realizar dos consultas, en el caso de las clases usuario y registro
producto por ejemplo, para saber que usuario realizó la solicitud de registro es necesario obtener
los datos de la solicitud y luego con el id del usuario que realiza la solicitud se realiza otra
consulta para obtener sus datos.
4.1.2 Documentos Embebidos o Referenciados.
Después de describir los dos métodos que existen para asociar dos clases, la pregunta es que
método utilizar, para resolver esto se debe tener en cuenta las siguientes consideraciones:
El tamaño de un documento en MongoDB no puede superar los 16MB, en MySQL se podría
decir que el límite de tamaño de una fila en una tabla no puede superar los 16MB, esto se debe a
que cuando se realicen consultas y sea necesario consultar todo el documento la memoria RAM
no se llene, consultar un documento no tiene problemas, pero si se necesita analizar por ejemplo
500 documentos la memoria que se utiliza es importante.
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Con respecto a las clases es necesario entender cuando se dice embeber un documento dentro
de otro o incrustarlo implica que si el documento incrustado está creciendo constantemente el
tamaño del documento general también va a crecer.
También se debe tener en cuenta si en realidad es necesidad incrustar un documento dentro de
otro o solo con mantener una referencia es suficiente.
Para explicar mejor los puntos anteriores se toma como ejemplo una factura, en una factura es
importante guardar los siguientes datos.
 Fecha de facturación
 Datos del cliente
 Datos del cajero
 Detalle de cada producto con precio unitario, cantidad y unidad de venta.
Ahora bien, si se utilizara MySQL se podría tener una tabla de usuarios para guardar los datos
del cliente y del cajero, se podría tener otra tabla con el listado de productos que se facturaron,
un listado de productos del almacén y luego relacionarlos todos mediante una tabla intermedia,
con esto y una simple consulta podemos obtener todos los datos de la factura sin duplicar datos.
MongoDB diría: si necesitas almacenar una factura, no guardes los datos en diferentes
documentos, guarda la factura completa en uno solo, ¿Por qué? Sencillamente porque cuando se
necesite consultar la factura con una simple consulta se tendrán todos los datos de la factura en
cambio en MySQL será necesario realizar JOIN entre varias tablas para obtener los datos
completos.
Con el ejemplo anterior se analiza si se implementara la base de datos en MySQL no se
tendrían datos duplicados de usuarios y productos, si se necesitara actualizar los datos de un
usuario porque el nombre o su documento está mal simplemente se actualiza la tabla usuarios,
pero si se diseña en MongoDB será necesario duplicar datos ya que en la factura están
incrustados los datos del cliente y del cajero así como también el nombre de los productos y
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cuando haya cientos de miles de facturas los datos estarán replicados en cada factura, y si se
necesita la actualización de un usuario habrá que realizar la actualización en las facturas también.
Ahora se cuestiona si en una factura es necesario incrustar los datos del cliente, del cajero y
de los productos. La respuesta está en las necesidades de la empresa, si solo es un negocio local
donde se entrega la factura al cliente y no se necesita consultarla completamente en el futuro la
respuesta es NO, simplemente con hacer una referencia a los datos del usuario y del cajero es
suficiente.
Pero si es una empresa que muestre a sus clientes mediante un sistema el historial de compras,
la respuesta es SI, será necesario incrustar ya que posiblemente las facturas se consulten por
parte de los clientes y no es viable tener que realizar múltiples consultas para completar la
información de la factura.
4.1.3 Diseño de la base de datos del sistema web de comercio electrónico.
Para realizar el diseño de la base de datos se tiene en cuenta las clases y asociaciones que se
describen en la figura 10 las cuales se describen a continuación:


Usuario-registro_producto: tiene una asociación unidireccional, un usuario puede realizar
0 o muchas solicitudes de registro de nuevos productos.



Usuario-LAT: Un usuario puede tener 0 o muchos puntos de venta (LAT).



Usuario-Log Ingreso: Un usuario puede tener cero o un log de ingreso dependiendo de si
está conectado al sistema o no.



CAD-LAT: Un CAD puede contener 0 o muchos LAT.



LAT-Modulo. Un LAT puede tener cero o varios Módulos habilitados.



LAT-Producto: Dentro de un LAT o punto de venta puede haber cero o muchos
productos que están a la venta.
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Teniendo en cuenta las seis asociaciones se proceden a analizar y diseñar cada una de estas
asociaciones:
4.1.3.1 Asociación Usuario-Solicitud.
Un usuario puede realizar tantas solicitudes como desee, esto implica que si se incrustan las
solicitudes dentro de la clase usuario posiblemente el documento de un usuario pueda crecer
mucho por lo que no es una opción viable.
Incrustar el nombre del usuario dentro de una solicitud puede ser una opción viable, pero
mantener las dos clases separadas y referenciarlas por medio de un índice también es una opción
viable.
Para decidir que método utilizar se analiza lo siguiente:
¿es necesario saber el nombre de la persona que realiza la solicitud?, la respuesta es NO, los
productos se pueden registrar sin importar quien realizo la solicitud de registro.
¿el usuario que solicita los registros puede ver el historial de solicitudes?, la respuesta es SI, el
usuario puede ver en cualquier momento el historial de sus solicitudes.
Teniendo en cuenta lo mencionado, incrustar la clase usuario dentro de la clase solicitud no es
necesario ya que a los administradores no les interesa ver quien realizo la solicitud, y
simplemente se guarda la referencia del usuario que realizo la solicitud. Los esquemas para la
clase usuario y para la clase solicitud registro se muestran en las figuras 22 y 23 respectivamente.

Figura 22. Esquema para la clase Usuario.
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Figura 23. Esquema para la clase solicitud registro.
Como se puede observar en la figura 23, con el campo idusuario guardamos la referencia de
que usuario realizó la solicitud, de este modo cuando el usuario quiera consultar las solicitudes
que ha realizado simplemente se busca por el idusuario que le corresponde.
4.1.3.2 Asociación Usuario-LAT.
Para diseñar los esquemas de esta asociación donde un usuario puede administrar cero o
varios LAT se debe tener en cuenta las siguientes consideraciones.
Un usuario puede administrar varios LAT, por lo tanto se considera incrustar el LAT dentro
de usuario pero pasaría lo mismo que en el caso de la asociación anterior, el usuario puede llegar
a tener tantos LAT registrados que su tamaño de almacenamiento puede crecer.
Incrustar el usuario dentro del LAT es viable ya que un LAT solo puede estar administrador
por un usuario y como consecuencia solo se tendría un registro de usuario dentro del LAT por lo
que el tamaño de almacenamiento no sería problema.
Para esta asociación entonces se decide incrustar el usuario dentro del LAT, la figura 24
muestra el esquema que tendrá un LAT con el esquema del usuario incrustado o embebido, de
esta forma cualquiera que sea la consulta sobre un LAT será posible saber que usuario lo
administra.
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Figura 24. Esquema para un LAT.
4.1.3.3 Asociación Usuario-Log_Ingreso.
Esta asociación consiste en guardar el registro de que usuario está en línea o conectado al
sistema, esto con el fin de evitar que un usuario pueda ingresar al sistema en distintos
dispositivos al mismo tiempo.
Como se observa en la figura 25, solo es necesario el id del usuario para saber si está
conectado al sistema o no por lo que se decide tener un esquema con una referencia hacia el id
del usuario, en este esquema no es importante saber el nombre del usuario que está conectado, en
la figura 25 se muestra el esquema de la colección log_ingreso.

Figura 25. Esquema para la clase log_ingreso
4.1.3.4 Asociación CAD-LAT.
Un CAD puede tener muchos LAT, pensemos en un centro comercial donde hay mucho
puntos de venta, el CAD es el centro comercial, el LAT es un punto de venta, teniendo en cuenta
esto, se plantea la posibilidad de incrustar los LAT dentro de los CAD, es una opción viable ya
que aunque puede haber muchos LAT estos no tienen variaciones en su tamaño por lo que puede
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ser fácilmente controlable en cuanto al tamaño de almacenamiento se refiere. En la figura 26 se
puede observar el esquema para la clase CAD y que tiene embebido el LAT.

Figura 26. Esquema para un CAD.

4.1.3.5 Asociación LAT-Modulo.
La asociación LAT-Modulo describe la relación que existe entre un LAT y un módulo, los
módulos se habilitan y ejecutan en un LAT, un usuario propietario de un LAT puede solicitar un
módulo para que sea habilitado.
Para este caso en particular es mejor mantener referencia entre LAT y Modulo mediante un
esquema intermedio. La figura 27 muestra el esquema para un módulo y la figura 28 muestra el
esquema intermedio entre el LAT y el Modulo.
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Figura 27. Esquema para un módulo.

Figura 28. Esquema LAT-Modulo.
4.1.3.6 Asociación LAT-Producto.
En un LAT o punto de venta pueden haber un número ilimitado de productos por consiguiente
sería necesario tener los productos de un LAT en una colección aparte, de esta forma se evita
llegar al límite de almacenamiento de un documento. La figura 29 se puede ver el esquema que
relaciona los productos y el LAT.

Figura 29. Esquema para productos-LAT
4.2 Metodología para el diseño de la interfaz de usuario.
Para el diseño de la interfaz de usuario se toma como guía el patrón MVC y la norma ISO
13407:1999 la cual se basa en el diseño centrado en el operador humano, como lo describe la
norma: “es un enfoque del desarrollo de los sistemas interactivos que trata específicamente de
lograr que los sistemas sean más utilizables. Consiste en una actividad multidisciplinar que
incorpora los factores humanos y los conocimientos ergonómicos”. En esta norma se describen
actividades que se deben tener en cuenta en el proceso de diseño de la interface.


Comprender y especificar el contexto de uso.
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Producir soluciones de diseño.



Evaluar los diseños respecto a los requerimientos.
4.2.1 Comprender y especificar el contexto de uso.

Para especificar el contexto de uso se debe tener en cuenta los siguientes aspectos.
4.2.1.1 características de los usuarios potenciales.
Los usuarios potenciales de la aplicación, sus conocimientos, sus competencias, la
experiencia, su educación, hábitos, entre otros factores.
Como ya se mencionó en los requisitos de la aplicación, la aplicación estará dirigida a cualquier
persona sin importar si tiene o no experiencia en el uso de aplicaciones web, para lograr que
personas de distintas edades puedan entender y usar la aplicación, se propone un modelo de
aplicación SPA (single page apliaction) que se traduce en aplicación de página única. Este
diseño de aplicación permite una experiencia más fluida, eficiente y de fácil uso.

4.2.1.2 Tareas que los usuarios deben realizar.
Estas tareas ya están descritas en los casos de uso y diagramas de actividades, si se tiene en
cuenta que la aplicación es tipo SPA y al tener pocos casos de uso, se evita que el usuario tenga
confusiones en el uso de la aplicación ya que la interacción del usuario con la aplicación se
limita a la búsqueda de productos y servicios, consultar disponibilidad de productos.
4.2.1.3 El entorno en el que el sistema se va a utilizar.
En este punto se debe tener en cuenta los equipos en los que se ejecuta la aplicación, en este
caso también es importante los navegadores con los que se accede a la aplicación. Teniendo en
cuenta los requisitos y objetivos del sistema, se pretende que la aplicación sea accesible por la
mayor cantidad de dispositivos posible, para cumplir con este objetivo y diseñar una interface
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responsiva que se adapte a cualquier navegador se utilizarla la librería Bootstrap, diseñando
pequeños script que permitan en conjunto realizar todas las funcionalidades que se describen en
los casos de uso. Los scripts pueden estar conformados por formularios, estructuras HTML y
reglas CSS, así como también funciones en JavaScript. Adicionalmente, se debe impedir el
acceso a la aplicación si se hace por medio del explorador Internet Explorer ya que hay varios
estándares y reglas CSS que este navegador no cumple.
4.2.2 Producir soluciones de diseño.
Para producir las soluciones de diseño y como ya se mencionó anteriormente, el diseño de la
aplicación se hace utilizando la librería bootstrap para tener un diseño responsivo y que se ajuste
a distintos dispositivos. Esta librería es de gran utilidad ya que permite realizar un diseño rápido
sin tener que programar las reglas CSS desde cero.
4.2.3 Evaluar los diseños respecto a los requisitos.
Se realizarán pruebas unitarias para cada uno de los requisitos funcionales, una vez los
requerimientos se cumplen y no hay errores de funcionamiento se procede a la implementación
en la aplicación principal.
4.3 Coherencia entre el diseño real implementado y la metodología XP.
Como lo sugiere XP, se deben diseñar pruebas unitarias para comprobar el correcto
funcionamiento e identificar posibles problemas en la implementación. Para tal fin cada prueba
unitaria se implementa siguiendo el patrón de arquitectura MVC dividiendo así cada prueba
unitaria en 3 partes, el modelo, la vista y el controlador.


Modelo. Se encarga de la interacción entre la base de datos y la aplicación, el modelo se
encarga de la lógica del negocio, se comunica directamente con la base de datos, extrae
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información solicitada por un usuario y de igual forma envía la información a la base de
datos para ser actualizada.


Vista. Es toda la parte visual de la aplicación, se encarga de mostrar al usuario los datos
obtenidos por el modelo y así mismo se encarga de obtener los datos que se deben enviar
al modelo.



Controlador. Se encarga de la comunicación entre el modelo y la vista aunque no
necesariamente los datos deben pasar a través del controlador para ser mostrados en la
vista.

4.4 Diseño de pruebas unitarias o iteraciones.
En esta fase del proyecto, se toman cada uno de los requerimientos funcionales y se evalúa su
prioridad en la implementación. Cada una de las iteraciones corresponde a la implementación de
un requerimiento funcional, teniendo en cuenta el diseño simple y funcional, una vez la
implementación está lista se deben realizar las pruebas unitarias correspondientes y luego
adicionar la implementación al proyecto. La prioridad de cada requerimiento funcional se
relaciona en la siguiente tabla.
Tabla 32.
Prioridad en las iteraciones de requerimientos funcionales.
Iteración
Requerimiento
Justificación
RF01
Tiene la primera prioridad ya que para que un usuario pueda
1
ingresar al sistema, debe estar previamente registrado.
RF02
Después que el usuario se registra, puede ingresar al sistema.
2
RF04
Lo primero que puede hacer un usuario es actualizar sus datos
3
o borrar su cuenta, todo esto concorde a la ley 1581 de 2012.
RF07, RF09, RF12 Un usuario (administrador, distribuidor o usuario general)
4
y RF13
puede solicitar el registro de productos a su LAT o punto de
venta
RF11
Una vez la solicitud de registro se envía, el administrador la
5
aprueba.
RF08 Y RF10
El usuario agrega productos a su inventario y modifica sus
6
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RF05
RF06

7
8

datos
Cualquier usuario puede buscar productos
Cualquier usuario puede visualizar ofertas de productos.

Para la descripción de los archivos necesarios en cada iteración se utiliza el formato de la tabla
33.
Tabla 33.
Descripción de un script.
Nombre: El nombre del script
Ámbito: condición que debe tener el
usuario para ejecutarlo.

Peso: Tamaño del archivo en KB.

Descripción: Una corta descripción de la funcionalidad del archivo.
Controles de entrada: Indica si el formulario tiene o no controles de entrada,
inputs, botones, checkbox, select, entre otros.
Fuente. Elaboración propia.
En cuanto a las iteraciones y sus respectivas pruebas unitarias el autor implementará los
archivos controladores y vistas de manera independiente para cada iteración, los archivos
correspondientes a las vistas no tendrán diseño ya que en este punto solo interesa validar el
funcionamiento tanto del lado del cliente como del lado del servidor.
Adicionalmente se explicará mediante pseudocódigo los eventos del servidor, y del lado del
cliente.
4.4.1 Iteración 1, registro de usuario.
La primera acción o evento que un usuario genera sobre el sistema es la solicitud de registro,
para esto el usuario accede a la página principal que corresponde a un archivo HTML llamado
index.html el cual se describe a continuación:
Tabla 34.
Script de inicio del sistema.
Nombre: index.html
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Ámbito: general, cualquier usuario
puede ejecutarlo.

Peso: 3.2KB

Descripción: index.html es la página inicial del sistema, este script carga todas
las librerías, api y demás archivos necesarios para dar el diseño y la
funcionalidad del sistema. El script index.html pesa 3.2KB pero en conjunto con
las demás librerías la transferencia de datos al usuario es alrededor de 1MB.
Controles de entrada:




Link Acerca de.
Link de registro
Link de Ingreso

Fuente. Elaboración propia.
Una vez el usuario accede a la página principal hace clic en el botón Registrarse, el sistema
carga el script HTML llamado nuevo.html, este archivo a su vez carga otro archivo llamado
term.html el cual contiene los términos y condiciones para el uso de la aplicación.
Tabla 35.
Script de registro en el sistema.
Nombre: nuevo.html
Ámbito: general, cualquier usuario
puede ejecutarlo.

Peso: 1.1KB

Descripción: El script de registro consiste en mostrar los términos y condiciones
de uso de la aplicación, seguido de esto, se muestra una casilla para que el
usuario digite su e-mail y un botón para que solicite el registro.
Una vez el usuario solicita el registro, un código es enviado al e-mail que acaba
de digitar, el sistema pedirá que digite el código que le fue enviado al email,
hasta que el usuario no digite el código no le permitirá proceder al registro.
Una vez el usuario
Controles de entrada:



Input para ingreso de e-mail
Botón para solicitar registro.

Fuente. Elaboración propia.
En este punto el usuario digita su e-mail y hace clic en el botón “DESEO REGISTRARME”.
El sistema verifica que el e-mail no esté registrado, si no está registrado, el sistema carga dos
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controles de entrada adicionales, un input para que el usuario digite un serial y un botón para
validar dicho serial, adicionalmente el sistema envía un e-mail que contiene un serial necesario
para continuar con el registro. Una vez el usuario digita el serial que fue enviado al correo, hace
clic en validar, el sistema valida el serial y carga el formulario de registro llamado validas el cual
se describe en la tabla 36.
Tabla 36.
Formulario de registro.
Nombre: validas
Ámbito: restringido, solo el usuario
que solicito registro puede ejecutarlo.

Peso: 1.5KB

Descripción: este archivo contiene los controles de entrada necesarios para que
una persona se registre en el sistema.
Controles de entrada:








Input para ingreso de número celular
Input para ingreso de número de identificación
Input para ingreso de apellidos
Input para ingreso de nombres
Input para ingreso de clave de ingreso
Input para ingreso de clave de ingreso (confirmación)
Botón para registrar.

Fuente. Elaboración propia.
Una vez el usuario hace clic en registrar, el sistema valida los datos mediante el script regu
que se describe en la tabla 37 y si todo es correcto procede al registro y confirmación de registro.
De lo contrario notifica si ocurrió un error.
Tabla 37.
Archivo confirmación de registro regu.
Nombre: regu
Peso: 0.5KB
Ámbito: restringido, se ejecuta solo
cuando el usuario completa los campos
de registro y hace clic en registrar.
Descripción: este archivo contiene la lógica de registro de un usuario y se
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ejecuta del lado del servidor.
Controles de entrada: Ninguno
Fuente. Elaboración propia.
4.4.1.1 Implementación cliente – servidor, iteración 1
Del lado del cliente se tienen los archivos mencionados en las tablas 34 a 36, el archivo
descrito en la tabla 37 se ejecuta en el servidor y devuelve un resultado.
La implementación del servidor de prueba se hace sobre Windows 7, se instalan los siguientes
programas y librerías. En el anexo B se encuentra un tutorial sobre la instalación de Nginx,
Node.js y MongoDB sobre Windows.


Nginx. Como ya se mencionó, es el servidor de contenido estático y proxy inverso. Este
servidor y su configuración se utilizarán para las pruebas en las demás iteraciones.



Node.js servidor basado en JavaScript y orientado a eventos al igual que Nginx y
adicional se instalan las siguientes librerías que funcionan con Node.js.
o Socket.io: para la comunicación en tiempo real entre cliente y servidor.
o Nodemailer.js: librería que permite el envío de correo electrónico desde una
aplicación Node.js.
o Mongoose: librería para realizar la conexión y consultas a la base de datos. Esta
librería también se utilizará en las demás iteraciones



MongoDB: se implementa la base de datos descrita en el número 4.3.1, esta base de datos
servirá para probar los demás diseños.

Una vez preparado el entorno de ejecución que también será utilizado en las demás
iteraciones, se procede entonces a implementar el módulo de pruebas para la iteración 1, como
ya se mencionó los archivos no contienen estilos por lo que serán archivos de HTML puro y un
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archivo js le dará la funcionalidad. La estructura de directorios del servidor en Node.js y del
servidor de contenido estático se muestra en la figura 30.

Figura 30. Estructura del directorio para las implementaciones de cada iteración.
En las carpetas 1 a 11 se implementan los archivos necesarios en cada iteración, el archivo
index.html es el punto de partida para cada iteración, la carpeta dinámico corresponde al servidor
en Node.js el cual sirve solo el contenido dinámico y las carpetas CSS, JS, fonts, imágenes tienen
archivos estáticos.
Como primer paso se implementa el archivo index.html, que básicamente contiene 3 botones,
uno para ingreso otro para registro y otro para referencias sobre la aplicación el código mostrado
en la figura 31 muestra la estructura del archivo.
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Figura 31. Código básico del index.html
En la línea 4 se carga la librería css bootstrap para dar estilo a los archivos y en las líneas 15 a
17 se cargan las librerías necesarias para el funcionamiento.
Cuando el usuario hace clic en Registro, se debe cargar el archivo nuevo.html, el cual
contiene un control input y un botón (Ver figura 32) para que el usuario digite su e-mail y haga
clic en solicitar registro, el archivo nuevo.html también carga el archivo term.html que contiene
los términos de uso de la aplicación. Una vez el usuario hace clic en solicitar registro se carga el
archivo validas el cual se encarga de enviar un e-mail y si el envío es correcto se muestra al
usuario el formulario de registro.

Figura 32. Estructura del archivo nuevo.html.
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El usuario debe digitar su e-mail y luego hacer clic en solicitar registro, al hacerlo se llama al
archivo validas del servidor dinámico, este archivo contiene la funcionalidad para enviar un email como se muestra en la siguiente figura:

Figura 33. Código para envío de un e-mail mediante Node.js y la librería emailjs.
Una vez el sistema envía el e-mail, muestra el formulario para completar el registro, el
formulario tiene la estructura mostrada en la figura 34. Una vez el usuario completa los campos
del formulario hace clic en finalizar y por medio del evento finaliza_registro se carga el archivo
dinámico regu que es el encargado de registrar los datos del usuario en la base de datos.
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Figura 34, Formulario de registro.
Como se puede observar en la figura 34, cuando el usuario hace clic en Finalizar registro, se
llama a la función finaliza_registro la cual se encarga de reunir los datos del formulario y
enviarlos por post a la página dinámica regu. La página regu entonces contiene toda la lógica de
registro del usuario en la base de datos como se puede observar en la figura 35.

Figura 35. Registro del usuario en la base de datos y confirmación de registro.
Mediante el script regu que es controlado por Node.js, se registra al nuevo usuario y se da una
respuesta de confirmación de registro.
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4.4.1.2 Pruebas de la iteración 1.
Para realizar las pruebas se realiza el procedimiento de registro tal cual como se describe en
los requisitos funcionales, para este caso el requerimiento RF01 de la tabla 19, el procedimiento
se describe y prueba a continuación:
a. El usuario ingresa a la página principal por medio de un navegador y hace clic en
registro, el resultado es el siguiente.

Figura 36. Prueba formulario validación e-mail.
b. El usuario digita su e-mail y hace clic en Solicitar Registro, se carga entonces el archivo
dinámico validas el cual envía el serial prueba123 al e-mail registrado, los resultados del
script validas se muestran en la figura 37, la prueba de envío de la recepción del e-mail se
muestra en la figura 38.
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Figura 37. Resultado en validas al enviar un e-mail al usuario.
En la propiedad header que se puede observar en la figura 37 se encuentra la confirmación de
envío mediante el message-id y la fecha de envío, una vez el e-mail es enviado se muestra al
usuario un formulario (ver figura 39) de registro para que pueda completar el registro. La figura

Figura 38. Prueba recepción de e-mail.
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Figura 39. Confirmación de envío de e-mail y solicitud de datos de usuario.
El usuario completa los campos y hace clic en finalizar, se llama al archivo dinámico regu
para que guarde la información en la base de datos y confirme el registro, en la figura 40 se
puede observar el registro creado en la base de datos.

Figura 40. Registro creado en MongoDB.
c. El sistema notifica al usuario que ha sido registrado, la figura 41 muestra el mensaje de
confirmación que envía el sistema.
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Figura 41. Confirmación de registro.
En este punto el requerimiento funcional se cumple por lo tanto el diseño de la iteración se
implementa en el sistema.
4.4.2 Iteración 2, ingreso al sistema.
El siguiente paso del usuario es ingresar al sistema con los datos que envío para el registro, el
sistema entonces carga el archivo ingreso.html que se describe en la tabla 38, este archivo
contiene dos campos para que el usuario digite su e-mail y la contraseña.
Tabla 38.
Script de ingreso.
Nombre: ingreso.html
Ámbito: general, cualquier usuario
puede ejecutarlo.

Peso: 0.9KB

Descripción: El script de ingreso consiste en un pequeño formulario donde se
solicita el e-mail y la contraseña de ingreso, el usuario digita los datos y hace
clic en Ingresar.
Controles de entrada:




Input para ingreso de e-mail
Input para ingreso de contraseña
Botón para Ingresar.

Fuente. Elaboración propia.
4.4.2.1 Implementación cliente-servidor, iteración 2.
Para la iteración 2 se mantienen los archivos y funcionalidades de la iteración 1 pero se
agregan los nuevos archivos en la carpeta correspondiente a la iteración, en este caso la carpeta 2
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contiene el archivo llamado ingreso.html y menú.html, la del archivo de ingreso estructura se
puede observar en la figura 42 y la estructura del archivo menú.html se puede observar en la
figura 43.

Figura 42. Estructura del archivo ingreso.html
Del lado del servidor de contenido dinámico se implementa entonces la funcionalidad del
script valida_ingreso para que el sistema verifique los datos del usuario y cargue el menú
principal del usuario. En la figura 43 se puede observar el contenido del script para validar
ingreso y en la figura 44 se puede ver el código para el script valida_ingreso.

Figura 43. Estructura del archivo menú.html
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Figura 44. Script de autenticación.
4.4.2.2 Pruebas iteración 2.
Para las pruebas en la iteración 2 se toma como base el usuario registrado en la iteración 1 y
el requerimiento funcional RF02, el usuario accede a la página principal e ingresa al sistema por
medio de la opción Ingreso.
a. El usuario hace clic en el botón ingreso, el sistema carga el archivo ingreso.html como se
muestra en la figura 45.

Figura 45. Ingreso al sistema.
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El usuario digita e-mail y contraseña y hace clic en Ingresar, al hacer esto se llama al archivo o
script dinámico valida_ingreso el cual verifica en la base de datos que el usuario exista y si existe
entonces carga el menú principal (Ver figura 46).

Figura 46. Menú principal.
Al cargar el menú principal también se establece conexión al servidor mediante WebSocket,
el código de conexión se puede observar en la figura 47.

Figura 47. Conexión al servidor mediante websockets empleando socket.io
Una vez comprobada la conexión del socket y de haber verificado que el usuario es
autenticado correctamente y que el menú se carga sin problema se da por finalizada la prueba de
la iteración 2 ya que el diseño cumple con el requerimiento.
A partir de la iteración 3, toda comunicación que se realice entre cliente y servidor se hará por
medio de WebSocket, ya no se utilizaran peticiones http GET y POST.
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4.4.3 Iteración 3, Actualización de datos y supresión de la cuenta de usuario.
Para la iteración 3 que consiste en la actualización de datos y supresión de la cuenta, se toma
el mismo usuario de ejemplo, se debe cargar en un formulario los datos del usuario para que este
pueda modificarlos, adicionalmente debe tener una opción para suprimir la cuenta.
Para la implementación de esta iteración se debe crear un archivo llamado cuenta.html el cual
contiene los campos de entrada necesarios para que el usuario actualice sus datos, la descripción
del archivo se puede observar en la tabla 39.
Tabla 39.
Script para actualización de datos de usuario.
Nombre: cuenta.html
Ámbito: privado, solo usuarios
registrados puede acceder a él.

Peso: 381B

Descripción: El script de actualización de cuenta consiste en un pequeño
formulario donde se muestran los datos del usuario para que puedan ser
modificados o suprimidos.
Controles de entrada:








Input para apellidos
Input para nombres
Input para identificación
Input para celular
Input para de e-mail
Botón para actualizar.
Botón para suprimir.

Fuente. Elaboración propia.
A su vez se debe crear las funciones controladoras de los eventos cuando se solicita la
información actual del usuario, cuando se hace clic en actualizar y cuando se hace clic en
suprimir cuenta.
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4.4.3.1 Implementación cliente-servidor iteración 3.
Como se pudo apreciar en la figura 43, al hacer clic sobre el botón cuenta del menú principal
del usuario se ejecuta la función menu1 la cual se encarga de solicitar los datos del usuario al
servidor, la estructura de la función menu1 se puede observar en la siguiente imagen:

Figura 48. Función que solicita los datos de cuenta al servidor.
Mediante la función emit del objeto socket, se envía el evento “datos_cuenta” al servidor,
ahora es necesario implementar la función controladora del evento del lado del servidor, la
estructura de la función controladora del lado del servidor se puede observar en la figura 49.

Figura 49. Función controladora para el evento “datos_cuenta”
Como se puede observar en la figura 49, la función controladora se encarga de buscar la
información del usuario y luego devolverla al cliente por medio del evento retorno_datos, para
recibir los datos es necesario entonces implementar la función controladora del lado del cliente
que recibe los datos. La estructura de la función controladora se puede observar en la figura 50.

103

Figura 50. Función controladora del evento “retorno_datos”
Se puede observar en la figura 50 que una vez recibidos los datos se crea el formulario con los
datos enviados desde el servidor y luego se muestran en el div contenido. Luego de mostrar el
formulario el usuario podrá modificar los datos en el formulario y luego hacer clic en Actualizar.
Si el usuario hace clic en actualizar se llama a la función usuario_actualiza la cual contiene el
siguiente código:

Figura 51. Función que obtiene datos del formulario y los envía al servidor
Se obtienen los datos del formulario y luego se envían por medio del evento actualizar_datos.
Al igual que en la figura 49, se debe implementar el evento del lado del servidor que recibe los
datos enviados desde el cliente, la función controladora para el evento “actualizar_datos” se
puede observar en la figura 52.
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Figura 52. Función controladora para el evento “actualizar_datos”
Una vez la función controladora actualiza los datos del usuario, devuelve una confirmación
por medio del evento “r_actualizar_datos”, se procede entonces a implementar en el lado del
cliente la función controladora del evento “r_actualizar_datos” como se muestra a continuación:

Figura 53. Función controladora del mensaje “r_ actualizar_datos”
La función controladora mostrada en la figura 53 simplemente muestra en el div
“rta_actualiza” el mensaje enviado desde el servidor.
Ahora sigue la implementación del evento suprimir_cuenta que consiste básicamente en que
el usuario hace clic en el botón Suprimir, el servidor recibe el evento y elimina el registro del
usuario en la base de datos. Se procede entonces a implementar la función para enviar el evento
“suprimir_cuenta” al servidor como se muestra a continuación:

Figura 54. Función para enviar el evento “suprimir_cuenta” al servidor.

105

Ahora se implementa el evento “suprimir_cuenta” del lado del servidor, la siguiente imagen
muestra el código de la función controladora del evento.

Figura 55. Fucnion controladora del evento “suprimir_cuenta”.
Se busca el usuario por medio de su e-mail y se suprime, si todo es correcto se utiliza el
mismo evento “r_ actualizar_datos” para notificar al usuario del resultado.
4.4.3.2 Pruebas iteración 3.
Para realizar las pruebas en la iteración 3, se toma como referencia el usuario ya creado en la
iteración 1, se ingresa al sistema y se hace clic en Cuenta, el aspecto del menú principal hasta el
momento es como se muestra en la figura 46.
a. El usuario hace clic en cuenta. El sistema entonces debe mostrar un formulario con los
datos del usuario como se muestra en la figura 56.
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Figura 56. Formulario para actualización de datos y supresión de cuenta.
b. Una vez el formulario es cargado, el usuario modifica sus datos personales y hace clic en
Actualizar, el sistema debe responder con un mensaje si los datos fueron o no
actualizados como se muestra a continuación:

Figura 57. Confirmación de actualización de datos.
c. Ahora el usuario quiere eliminar su cuenta, hace clic en Suprimir, el sistema debe borrar
su registro e informar el resultado como se muestra en la siguiente figura:
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Figura 58. Confirmación de supresión de cuenta.
d. Una vez la cuenta es suprimida se hace clic nuevamente en el botón cuenta para
confirmar, el sistema debe mostrar el mensaje “no hay datos para mostrar”.

Figura 59. Verificando que la cuenta haya sido suprimida.
4.4.4 Iteración 4, 5, 6, 7 y 8.
El diseño y pruebas de las iteraciones 4 a 8 no serán implementados para pruebas unitarias
debido a que el autor lo considera innecesario por los siguientes motivos.
a. El diseño de pruebas unitarias principalmente se hace para verificar y comprobar que las
funcionalidades que se quieren agregar al sistema corren de manera correcta y que no se
tiene inconvenientes como pueden ser acceso a la base de datos, búsquedas, utilización de
librerías externas que no se pueden ajustar bien a la aplicación, las pruebas unitarias se
hacen también porque es más fácil realizar un diseño simple que pueda ser ajustado sin
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problemas a tener que realizar el diseño completo y que en las pruebas surjan problemas
de implementación teniendo presión de tener un diseño completo sin funcionalidad.
b. Mediante las pruebas unitarias 1 a 3 se comprobó un correcto acceso a la base de datos,
se implementó un CRUD que con pocos ajustes es reutilizable, se registra, modifica,
muestra y borra información de la base de datos sin problemas.
c. Se comprobó el correcto funcionamiento del servidor Node.js, la librería socket.io y las
funciones controladoras de eventos.
d. Se corroboró el correcto funcionamiento y configuración del servidor Nginx y del
servicio mongod para la aplicación.
Aunque no se realizan diseños y pruebas de las iteraciones en mención, se describen los
archivos que se utilizan en la aplicación.
Tabla 41.
Script para registro de un CAD y LAT.
Nombre: nuevocl.html
Ámbito: privado, solo usuarios
registrados pueden acceder a él.

Peso: 0.8KB

Descripción: El script muestra un formulario con los campos necesarios para
registrar un CAD y un LAT.
Controles para CAD:
 Input para Nombre
 Input para dirección
 Input para barrio
 Input para teléfono
Campos para el LAT
 Input para nombre
 Input para piso
 Input para local
 Input para telefono
Botón para Registrar.
Fuente. Elaboración propia.
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Tabla 42.
Script para registro de un Producto.
Nombre: nuevop.html
Ámbito: privado, solo usuarios
registrados pueden acceder a él.

Peso: 0.5KB

Descripción: El script muestra un formulario con los campos necesarios para
registrar un producto.
Controles de entrada:






Input para Nombre
Input para dirección
Input para barrio
Input para teléfono
Botón para Registrar.

Fuente. Elaboración propia.
Tabla 43. Script de búsqueda de productos y servicios.
Nombre: busqueda.html
Ámbito: menú principal, solo usuarios
registrados pueden ejecutarlos.

Peso: 7.9KB

Descripción: El script de búsqueda permite la búsqueda de productos y
servicios, el usuario digita el nombre o parte del nombre que desea buscar,
también puede digitar parte de la marca del producto o la referencia.
Controles de entrada:



Input para ingreso de parámetros de búsqueda
Botón para realizar búsqueda.

Fuente. Elaboración propia.
Tabla 44. Solicitud de registro de productos.
Nombre: solp.html
Ámbito: módulo inventario, solo
usuarios que tienen el módulo de
inventario pueden ejecutar este script.

Peso: 1.9KB

Descripción: El script de solicitud de registro permite a los usuarios solicitar el
registro de un producto que no existe en el sistema, un usuario puede solicitar el
registro de tantos productos como sea necesario.
Controles de entrada:


Input para ingresar información del producto.
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Botón para realizar la búsqueda del producto.
Botón para realizar la solicitud de registro del producto.

Fuente. Elaboración propia.

Cuando el usuario hace clic en el botón de solicitar registro incluido en el script que se describe
en la tabla 44, el sistema muestra el formulario de solicitud que se describe en la tabla 45.
Tabla 45. Formulario de solicitud de registro de productos.
Nombre: solprods.html
Ámbito: modulo inventario, solo
usuarios que tienen el módulo de
inventario pueden ejecutar este script.

Peso: 0.8KB

Descripción: El formulario de solicitud de registro de producto consiste en 5
controles de entrada y permite al usuario solicitar el registro de un producto.
Controles de entrada:






Input para ingresar el nombre del producto
Input para ingresar la marca del producto
Input para ingresar la referencia del producto.
Input para ingresar el código del producto
Botón para realizar la solicitud de registro del producto.

Fuente. Elaboración propia.
Tabla 46. Formulario de ingreso de producto a inventario.
Nombre: ingreso_inventario.html
Ámbito: modulo inventario, solo
usuarios que tienen el módulo de
inventario pueden ejecutar este script.

Peso: 1.2KB

Descripción: El formulario de ingreso de existencias de producto a inventario
permite al usuario agregar a su inventario una cantidad adicional de producto,
de este modo se puede llevar un control de existencias.
Controles de entrada:





Input para ingresar el código o nombre del producto
Select para mostrar el listado de lugares de almacenamiento dentro del
LAT.
Input para ingresarla fecha de ingreso del producto.
Input para ingresar la fecha de vencimiento del producto
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Input para ingresar la cantidad de ingreso del producto
Input para ingresar la unidad de ingreso del producto
Input para ingresar el precio de compra total del producto.
Botón para agregar las existencias a inventario.

Fuente. Elaboración propia.
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5. Implementación.
Para la implementación de la aplicación se tiene en cuenta los diseños y pruebas unitarias de
las iteraciones que coinciden con los casos de uso, requerimientos funcionales, asociaciones y
base de datos diseñada.
5.1 implementación de colecciones.
Considerando los modelos ya diseñados se procede a implementarlos en la base de datos en
MongoDB. Para interactuar con el motor de base de datos en MongoDB se utilizara el programa
Robomongo en su versión gratuita, este programa permite acceder al motor de base de datos
como lo haría phpMyAdmin con MySQL, se puede descargar de
https://robomongo.org/download, la pantalla principal es la que se muestra en la figura 23.

Figura 60. Pantalla principal de Robomongo.
Se puede observar que aparece el nombre LOCAL en la lista inferior izquierda, hace
referencia al servidor al que se ha conectado el programa, el número (6) indica las bases de datos
que están alojadas en ese servidor.
Lo primero que se hace es crear la base de datos, se hace clic derecho sobre el servidor donde
se desea crear la base de datos y luego hacer clic en crear base de datos, se digita el nombre de la
base de datos y se hace clic en guardar, con esto es suficiente para crear la base de datos, ahora
se procede a crear las colecciones.
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A diferencia de MySQL donde se debe crear previamente las tablas de la base de datos, en
MongoDB no es necesario crear las colecciones, hay que recordar que MongoDB no hay
esquemas rígidos sino que son flexibles, pueden variar en cualquier momento, para el manejo de
esquemas y el acceso a la base de datos en MongoDB se utiliza la librería llamada mongoose,
una vez los esquemas se han creado, se utiliza mongoose para acceder a dichos esquemas, la
figura 61 muestra el esquema para la colección de usuarios del sistema.

Figura 61. Esquema para la tabla usuarios.
En las dos primeras líneas se importa la librería mongoose para poder crear el nuevo
esquema, una vez se crea el objeto schema se procede a crear un nuevo esquema llamado
siausuario y que contiene todos los campos ya definidos en el diagrama de clases y en el diseño
de base de datos.
La función index se encarga de crear un índice para uno o varios campos, el numero 1 indica
que los campos se ordenan de forma ascendente y 0 indica descendente, los índices permiten una
mayor velocidad en la búsqueda de los datos, por último se exporta el nuevo esquema creado
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para que pueda ser utilizado por la aplicación Node. Este proceso se repite para todas las clases
que se definieron en el proceso de diseño.
5.2 Conexión a la base de datos desde la aplicación.
Para realizar la conexión a la base de datos, se utiliza la función que se muestra en la figura
62, se crea un objeto mongoose y se llama la función createConnection cuyo resultado se guarda
en la variable db.

Figura 62. Conexión a MongoDB.
Para explicar un poco el funcionamiento de Node se toma como ejemplo la función que se
muestra en la figura 62, esta función realiza el proceso de conexión, pero el programa no espera
a que la función retorne un resultado, simplemente sigue con la ejecución de la siguiente
instrucción y una vez que la función de conexión retorna un resultado lo devuelve a la función
callback que se observa en la figura y que tienen un parámetro, este parámetro es un objeto que
indica si la conexión fue exitosa o no, es por eso que la programación en node.js es asíncrona,
porque todo se maneja mediante los callback.
Si la conexión fue exitosa se podrá usar el objeto db para realizar las consultas a la base de
datos, cabe resaltar que el manejo que le da mongoose a las consultas también funciona de
manera asíncrona por lo que se debe utilizar la función callback para obtener el resultado cuando
esté listo.
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En MongoDB existen las mismas operaciones CRUD (crear, consultar, modificar y borrar)
que se puede hacer en MySQL y cualquier otro sistema de base de datos, en el anexo CRUD se
muestra como se realizaría una consulta en MongoDB y su similar en MySQL para crear,
consultar, modificar y borrar sobre una colección o taba en la base de datos tomando como
ejemplo una tabla o colección llamada usuario que tiene los siguientes campos:





Id
Apellido
Nombre
Cedula

5.3 Estructura de la aplicación.
A continuación se describe la estructura y métodos utilizados por el autor para realizar la
implementación del sistema y conseguir que este sea eficiente en la transmisión de información.
La estructura principal de la aplicación que se corre en el servidor consta de una función que
atiende las conexiones por WebSocket tal como se implementó en las pruebas unitarias de la
iteración 3, como ya se mencionó en las pruebas unitarias, hay un evento llamado “connection”
que se ejecuta cuando hay una nueva conexión, la estructura de la función que crea el evento y su
función controladora se puede observar en la figura 63.

Figura 63. Evento de conexión de nuevo cliente
En la figura 63, la función “io.on” se encarga de crear el nuevo evento llamado “connection”,
cada evento debe tener una función controladora, que se encarga de manejar el evento, en este
caso la función se define en línea “function(socket)”, la función recibe el parámetro “socket” que
contiene información interesante entre la que se destaca:
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La dirección ip del cliente
Un identificador de sesión de 20 caracteres.
El navegador utilizado por el cliente y la versión.
Información enviada por el usuario.

El parámetro socket es un objeto JSON que contiene la información estructurada. Una vez el
evento es generado entonces se procede a tratar la información recibida, si es el evento
“connection” lo lógico entonces es que se valide si el cliente que solicita la conexión es un
cliente autenticado, si esta autenticado se procede a crear los eventos de la aplicación y si no está
autenticado se procede a desconectarlo del servidor.
Una vez los eventos han sido creados el usuario está listo para interactuar con el sistema, por
cada botón que se presiona en la aplicación, siempre se genera un evento en el servidor para dar
respuesta al evento, dependiendo si se solicita contenido estático o dinámico, si la acción del
usuario es para solicitar contenido estático es Nginx el encargado de entregar dicho contenido de
lo contrario será node.js, la figura 64 muestra el esquema de conexión entre el navegador del
usuario y el servidor.

Figura 64. Manejo de eventos entre navegador, Nginx y Node.
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Para generar un evento del lado del cliente (Navegador Web), se utiliza la librería cliente de
socket.io, esta librería es la que permite la conexión con el servidor mediante WebSocket, para
establecer la conexión con el servidor se utiliza la función que se muestra en la figura 65.

Figura 65. Conexión navegador-servidor.
Como se puede observar, la variable socket recibe el objeto de conexión retornado por la
función “io.connect” y a diferencia del servidor, el evento que se genera cuando la conexión se
establece se llama “connect”, una vez se ha establecido la conexión el cliente está listo para
enviar y recibir mensajes mediante eventos, la figura 66 muestra el flujo de eventos en el
servidor y en el cliente.

Figura 66. Diagrama de eventos en la conexión cliente-servidor.
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En el manejo de eventos en la aplicación es crucial tener en cuenta la cantidad de información
dinámica que se envía desde el servidor al o a los clientes, por ejemplo para listar los productos
cuando un usuario realiza la búsqueda de un producto, el formulario de búsqueda se muestra en
la figura 67.

Figura 67. Formulario de búsqueda de producto.
El usuario digita el nombre del producto o servicio que busca y presiona enter o hace clic en
el botón de búsqueda (lupa), al hacer clic o presionar enter se llama a la función búsqueda la cual
se describe en la figura 68, tener en cuenta que este formulario es contenido estático e incluye
algunas funciones y eventos.

Figura 68. Función de búsqueda de productos y servicios.
En la función búsqueda se obtiene el valor del input de búsqueda del formulario y se envía al
servidor mediante un evento llamado “busqueda”, en el servidor se recibe este evento y el
parámetro de búsqueda como se muestra en la figura 69.
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Figura 69. Evento “búsqueda” en el servidor.
Observar que el manejo que se da a la función controladora del evento buqeuda es similar a
los eventos implementados en las iteraciones. Como se observa en la figura 69, se define el
evento “busqueda” y su función controladora del evento, en esta función controladora se verifica
que la palabra digitada tenga 3 o más letras, en caso de no cumplirse la condición se notifica al
usuario por medio del evento “alerta”, este evento y la función controladora se muestran en la
figura 70.

Figura 70. Evento de alerta en el cliente.
El evento que se muestra en la figura 70, corresponde al evento generado desde el servidor
notificando sobre una alerta, en este caso, le notifica al usuario que debe digitar una palabra de 3
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o más letras, la función controladora del evento lo que hace es armar el mensaje utilizando
JQuery y Bootstrap tal como se hizo en las pruebas unitarias, en las líneas 2 y 3 se arma el
mensaje y en la línea 4 se muestra el cuadro de dialogo, el cuadro de dialogo se muestra en la
figura 71.

Figura 71. Cuadro de dialogo.
El evento “alerta” también se utiliza para notificar errores o cualquier otro mensaje que se
necesite entregarle al usuario, ver líneas 8 y 21 de la figura 69.
Ahora se debe analizar la transferencia de información en los eventos, en el caso del evento
“alerta” donde el servidor envía mensajes al cliente se observa que el contenido del mensaje se
envía en los parámetros del evento como se muestra en la figura 72.

Figura 72. Evento.
A parte de la información de control que se envía en los frames de los WebSocket (ver anexo
C), también se debe enviar el mensaje “DIGITE UNA PALABRA DE MAS DE 3 DIGITOS” la
cual tiene 38 caracteres lo que se traduce en una trama de datos más larga.
Ahora bien, para este caso, este mensaje siempre será el mismo, siempre que un usuario digite
una palabra de menos de 3 caracteres se mostrará este mensaje al igual que los mensajes de error
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que se produzcan, siempre serán los mismos, entonces surge la inquietud, ¿realmente es
necesario enviar el mensaje siempre con cada evento?, la respuesta es NO, sería más viable y
eficiente definir un array en JavaScript que contenga los mensajes que el sistema genera así cada
uno de estos mensajes tendrá un índice, como se muestra en la figura 73.

Figura 73. Eventos almacenados en un array.
En la figura 73 se aprecia un array que contiene 4 elementos, si hacemos referencia a la
posición 0 del array obtendremos el mensaje ERROR I01, ahora bien, al ser mensajes que el
servidor entrega a los usuarios es de esperarse que se utilicen una o más veces cuando el usuario
está interactuando con el sistema, entonces lo que el autor propone es definir este array de
mensajes y cargarlo con la página de inicio de la aplicación, de este modo se cargan los mensajes
y se utilizan cuando sea necesario. Ahora el evento definido en la figura 70 se modifica y queda
como se muestra en la figura 74.

Figura 74. Evento de alerta modificado.
Observar que la línea que cambia es la 3, donde no se llama a la posición data.m del array de
eventos creado anteriormente, donde data.m corresponde al índice del evento que se quiere
mostrar al usuario. Con este nuevo método, la estructura del evento enviado desde el servidor al
usuario mostrado en la figura 72, cambia por la estructura mostrada en la figura 75.
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Figura 75. Evento alerta.
Observar que la variable m ya no tiene el texto del mensaje a enviar, ahora solo tiene el índice
del mensaje que se desea mostrar, con esto se transmite menos información entre servidor cliente
lo que le permite ser más eficiente.
5.4. Arquitectura de la red.
En la figura 76 se puede observar la arquitectura de la red para que la aplicación funcione
correctamente.

Figura 76. Configuración de red para el sistema web de comercio electrónico.
Se puede observar que la red consta de 3 servidores, el primer servidor SRV1 se encarga de
servir el contenido estático dela aplicación, adicionalmente se encarga de redirigir las peticiones
hacia el servidor SRV2.
El servidor SRV2 Node se encarga de entregar el contenido dinámico de la aplicación, para
este fin mantiene una conexión activa con el servidor SRV3 que contiene la base de datos..
5.5 Escalamiento de la aplicación.
El escalamiento de la aplicación consiste en agregar más recursos a los servidores de la
aplicación o en agregar nuevos servidores, existen dos tipos de escalamiento, vertical y
horizontal.
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5.5.1 EscalamientoVertical.
El escalamiento vertical consiste en agregar más recursos al servidor con el fin de ampliar su
capacidad, aumentando memoria RAM, incrementando el número de núcleos del servidor, disco
duro. Esto puede ayudar a la aplicación a soportar más usuarios pero tendrá un límite.
5.5.2 Escalamiento Horizontal.
El escalamiento horizontal de una aplicación consiste en agregar más máquinas para que se
distribuyan el trabajo entre todas, de este modo se puede aceptar más usuarios en el sistema, el
escalamiento horizontal es especial en los casos donde se necesita soportar miles de usuarios sin
que se vea afectado el rendimiento de este.
5.6 Escalamiento en el sistema WEB de comercio electrónico.
Tal como está diseñado el sistema, con las herramientas y tecnologías utilizadas, será posible
escalar el sistema tanto vertical como horizontalmente, a continuación se describe las ventajas
obtenidas en el escalamiento horizontal y vertical.
5.6.1 Escalamiento vertical en el sistema Web de comercio electrónico.
Node.js y por consiguiente socket.io pueden trabajar simultáneamente en tantos núcleos como
tenga el servidor, a esto se le llama instancia, una instancia es el sistema Web de comercio
electrónico corriendo sobre un núcleo, esto quiere decir que si el servidor tiene 4 núcleos, habrá
4 instancias de la aplicación corriendo simultáneamente y se distribuyen la carga de trabajo entre
todas las instancias, la figura 77 muestra la distribución de las instancias para un servidor con 4
núcleos y 6 usuarios conectados a la aplicación.
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Figura 77. Esquema conexión de usuarios a las instancias Node.
Como se puede observar, la instancia i1 se encarga de atender a dos usuarios, la instancia i2
atiende otros dos usuarios y las instancias i3 e i4 atienden un usuario cada una si el servidor
tuviera 8 núcleos la aplicación podrá tener 8 instancias de la aplicación corriendo
simultáneamente.
5.6.2 Escalamiento horizontal en el sistema WEB de comercio electrónico.
Para escalar horizontalmente el sistema, es necesario añadir más maquinas a la red, cada
máquina añadida debe tener corriendo tantas instancias de la aplicación como núcleos tenga la
maquia, para un ejemplo se puede observar la figura 78 donde se ha añadido una maquina más
con 2 núcleos.
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Figura 78. Esquema para escalamiento Horizontal.
Ahora el sistema ha escalado horizontalmente agregando una maquina más, estos esquemas
presentados en las figuras 77 y 78 son ejemplos, y la decisión para realizar escalamiento vertical
u horizontal depende del número de usuarios concurrentes de la aplicación y los recursos que
consumen.
5.7 Replicación de datos.
La replicación de datos es necesaria para conseguir una alta disponibilidad del sistema,
aunque el servidor principal de base de datos quede fuera de la red por fallas de conexión o
cualquier otro motivo, el sistema debe estar en capacidad de responder a las solicitudes del
usuario de manera transparente para él.
En MongoDB solo permite tener un servidor principal, el cual realiza las lecturas y escrituras,
pero también es posible realizar la replicación de los datos del servidor principal a otros
servidores mediante ReplicaSet.

126

Los ReplicaSet consisten en servidores configurados para almacenar en ellos la misma
información del servidor principal, si ocurriera un error en el servidor principal, uno de los
servidores secundarios es elegido como principal. La ventaja de los ReplicaSet es que la
información esta almacenada en varios servidores.
Para realizar una configuración de ReplicaSet son necesarios 3 servidores, un servidor será el
primario y los dos restantes serán secundarios, en caso de una caída del servidor primario, los
dos secundarios realizan una votación para saber cuál de los dos será el primario, esto lo hace
MongoDB internamente.
5.8 Diseños implementados.
A continuación se muestran algunos de los diseños implementados según los diseños y
pruebas unitarias realizados. Se podrá observar que aunque el diseño cambia la funcionalidad y
opciones se mantienen. También se mostrarán las vistas en dos tipos de dispositivos, computador
de escritorio y un Samsung galaxy S III.
5.8.1 Diseño index.html
En las siguientes figuras se muestra la vista del archivo index.html el cual es el acceso
principal de la aplicación.
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Figura 79. Index.html en navegador de computador de escritorio. Resolución 760 * 360.

Figura 80. Index.html en navegador de un Samsung galaxy S III.
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5.8.2 Script de registro.
El script de registro se carga en un dialogo modal de bootstrap como se puede ver en las
figuras 81 y 82.

Figura 81. Script de solicitud de registro en navegador de computador de escritorio.
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Figura 82. Script de solicitud de registro en navegador de Samsung galaxy S III
5.8.3 Script de ingreso.
El script de ingreso se puede apreciar en las figuras 83 y 84.
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Figura 83. Script de ingreso en navegador de computador de escritorio.

Figura 84. Script de ingreso en navegador de Samsung galaxy S III.
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5.8.4. Menú principal.
En las figuras 85 y 86 se puede apreciar el diseño del menú principal del usuario.

Figura 85. Menú principal en navegador web para computador de escritorio.

Figura 86. Menú principal en navegador de Samsung galaxy S III.
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6. Pruebas de funcionamiento
Las pruebas de funcionamiento al igual que las pruebas unitarias consisten en verificar el
correcto funcionamiento del diseño final implementado, para realizar las pruebas de
funcionamiento estas se dividen en 3 ítems.


Pruebas de registro e ingreso al sistema.



Pruebas de búsqueda de productos y visualización de ofertas

6.1 Pruebas de registro e ingreso al sistema.
Para realizar las pruebas de registro, se ingresa al sistema por medio del link
https//sipcol.com.co, una vez carga la página principal se hace clic en la opción Registrarse, el
sistema muestra el formulario de la figura 87, se digita un e-mail valido y a continuación se hace
clic en “DESEO REGISTRARME”.
En este punto se espera que el sistema envíe un correo electrónico a la dirección especificada
y que el usuario que solicita el registro sea notificado en la misma pantalla del formulario, como
se muestra en la figura 87.

Figura 87. Formulario inicial de registro.
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Se puede observar que se proporcionó un correo valido y que el sistema ha notificado que un
e-mail fue enviado, se procede a verificar en la bandeja de entrada del servicio de correo, se
puede observar en la figura 88 que el e-mail fue enviado correctamente al igual que en las
pruebas unitarias.

Figura 88. Prueba de entrega de e-mail.
Es posible que el e-mail llegue a correo no deseado dependiendo de la configuración de
correo del cliente, al abrir el correo aparece efectivamente un serial el cual se debe usar para
completar el registro.

Figura 89. Confirmación de serial.
Una vez se copia y pega el serial en la casilla de validación del formulario que se muestra en
la figura 87, se hace clic en VALIDAR, si es un serial valido el sistema mostrará el formulario
para completar los datos como se muestra en la figura 90, si el serial es invalido el sistema debe
notificarlo, ver figura 91.
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Figura 90 Formulario para completar el registro.

Figura 91. Mensaje serial invalido.
Para continuar con el registro, se procede a digitar los datos solicitados en el formulario de la
figura 90 y luego se hace clic en “REGISTRAR”, si todo funciona correctamente y el usuario fue
registrado el sistema debe notificarlo como se muestra en la figura 92.
135

Figura 92. Mensaje confirmación de registro.
Una vez el usuario fue registrado exitosamente se realiza la prueba de ingreso al sistema
como se muestra en la figura 93.

Figura 93. Ingreso al sistema
Al realizar el ingreso, este se hace correctamente, el sistema después de validar los datos
muestra al usuario el menú principal de la aplicación como se muestra en la figura 94.

Figura 94. Menú principal de la aplicación.
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6.2 Pruebas de búsqueda de productos y visualización de ofertas.
Para la prueba de búsqueda de productos se realizan los siguientes pasos.


Una vez en el menú principal, el usuario hace clic en la opción “BUSQUEDA”, el
sistema le muestra el formulario de la figura 95.

Figura 95. Formulario de búsqueda.
Se digita el producto que se desea buscar, para esta prueba se realiza una búsqueda con la
palabra “celular”, el sistema muestra los resultados que se pueden apreciar en la figura 96.

Figura 96. Resultados de búsqueda.
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En la búsqueda aparecen dos productos que coinciden con la palabra “arduino”, se hace clic
sobre el botón “Ofertas” del primer producto y el sistema muestra las ofertas disponibles.

Figura 97. Listado de ofertas sobre un producto.
Se puede observar que aparece el precio del producto, la unidad de venta del producto, si
tiene IVA o no y el estado del producto. Más abajo se puede apreciarla distancia desde el usuario
que realiza la búsqueda hasta la posición del proveedor.
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7 Pruebas de rendimiento.
Para probar el funcionamiento del sistema se realizan dos tipos de test, el test o prueba de
estrés y las pruebas de carga de la página.
7.1 Pruebas de estrés.
Este tipo de prueba se realiza para determinar la solidez de la aplicación en momentos de
carga extrema y ayuda a los administradores a determinar si la aplicación rendirá lo suficiente en
caso de carga, se utilizan con el objetivo de “romper la aplicación” o determinar el número
esperado de usuarios en concurrencia. (Galatea-it. 2016).
Para estas pruebas se implementó la arquitectura de red descrita en el numeral 7 por medio de
los droplets que ofrece digitalocean., con un servidor SRV1 de 1 núcleo y 1GB de memoria
RAM que tiene un costo de 10 dólares mensuales, dos servidores de 2 núcleos y 2GB de
memoria RAM cada uno a un costo de 20 dólares mensuales, uno para SRV2 y otro para SRV3.
El ancho de banda de salida disponible en el servidor SRV1 es de 4MB y la velocidad de
transferencia máxima es de 10MB según datos de proveedor ubicado en New York.
Para realizar las pruebas de estrés se utiliza la herramienta AapacheBench la cual se puede
configurar para un número de peticiones y concurrencia determinadas, las pruebas de estrés que
se realizaron se describen a continuación:
Prueba de estrés sobre index.html, este archivo es la página inicial o home de la aplicación, su
peso es de aproximadamente 15KB. Se realiza la prueba de estrés con 200 peticiones y 200
usuarios concurrentes, los resultados se describen en la tabla 47.
Tabla 47.
Porcentaje de peticiones vs tiempo de respuesta.
Porcentaje
Tiempo de respuesta (ms)
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50

425

66

560

75

702

80

800

90

856

95

905

98

920

99

936

100

955

Fuente. Elaboración propia.
Del primer test se puede deducir que el sistema podría soportar más usuarios concurrentes, se
decide realizar una nueva prueba con 300 usuarios concurrentes, la tabla 48 muestra los
resultados.
Tabla 48.
Porcentaje de peticiones vs tiempo de respuesta. Para 300 usuarios.
Porcentaje

Tiempo de respuesta (ms)

50

1025

66

1635

75

1984

80

2106

90

2232

140

95

2310

98

2398

99

2423

100

2465

Fuente. Elaboración propia.
Para esta prueba se puede determinar que el sistema terminará de atender a los 300 usuarios
en un tiempo de 2.4 segundos, Peiguss (2012) menciona en su infografía que un estudio de
usuarios de páginas de viajes encontró que el 57% de los usuarios abandonaron un sitio después
de espera 3 segundos.
Teniendo en cuenta los datos recopilados, se concluye que el sistema podrá soportar un
máximo de 300 usuarios concurrentes sin que sus tiempos de respuesta se incrementen por
encima de los 3 segundos.
Se debe tener en cuenta también que este es un test aproximado que intenta simular la carga
que tendrá el sistema y que en ningún momento es concluyente ya que la respuesta del sistema
puede variar dependiendo de múltiples factores como la velocidad de conexión a internet del
usuario, la información que deba procesar el servidor en determinado momento, el número de
núcleos que estén trabajando la aplicación, número de usuarios, entre otros factores.
Adicionalmente se debe tener en cuenta que estas pruebas son para los archivos que más peso
tienen en el sistema, una vez el usuario ingresa al sistema, las peticiones y respuestas del servidor
no pesan más de 1KB.
7.2 Pruebas de tiempo carga.
Las pruebas de tiempo de carga de la aplicación se utilizaron tres páginas externas que
evalúan el rendimiento de la página a probar. Se debe tener en cuenta que estos test no son
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concluyentes ya que dependen de múltiples factores como la hora en que se realiza, el tráfico de
red actual sobre los nodos donde están los servidores, velocidad de conexión a internet de los
servidores de prueba entre otros.
7.2.1 Test de carga desde http://www.webpagetest.org.
Los resultados de este test se puede apreciar en la figura 98, el test indica que el tiempo de
carga total de la página fue de 24.267 segundos.

Figura 98. Test1, Tiempo de carga de la pagina https://sipcol.com.co
Para este test se realizó la petición desde un servidor ubicado en España. El tiempo de carga
arrojado por el resultado es muy alto teniendo en cuenta la sugerencia de Peiguss(2012) donde
sugiere que debe ser máximo de 3 segundos.
7.2.2 test de carga desde https://tools.pingdom.com
En este test que se realiza desde un servidor en Estados Unidos se obtiene un tiempo de carga
de 11.73s como se aprecia en la siguiente figura

Figura 99. Test 2, Tiempo de carga de la pagina
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Adicionalmente este test indica que el archivo que más tardó en cargar fue la librería
jquery.min.js como se muestra en la figura 100, adicionalmente indica que hay unperiodo de
latencia de 3.61.

Figura 100. Tiempo de carga del archivo jquery.min.js
7.2.3 Test desde https://developers.google.com
Este test es más específico ya que además de realizar el test de carga que fue de 17.5
segundos, también sugiere como corregir este tiempo de carga, indica que puntos están bien
diseñados e implementados y cuales se deben ajustar, la siguiente figura muestra el tiempo de
carga de la página.

Figura 101. Tiempo de carga desde https://developers.google.com
Adicionalmente muestra las sugerencias para mejorar el rendimiento, las sugerencias se
pueden apreciar en la figura 102.
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Figura 102. Sugerencias del test de google.
Estas sugerencias se refieren específicamente a la configuración de Nginx el cual posee una
directiva para la compresión gzip de archivos y también directivas para configurar el cache de
servidor.
Por otro lado se sugiere minificar los CSS esto quiere decir que es posible comprimir el
código para que ocupe menos espacio.
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8. Análisis de resultados
Observando los resultados del diseño después de haber realizado las pruebas unitarias, se
puede afirmar que la metodología XP es una excelente herramienta y más aún cuando se va a
diseñar sistemas en un campo nuevo o desconocido ya que permite seguir directivas que a la
postre pueden significar ahorro de tiempo por medio de la reutilización de código y algoritmos.
Aunque el sistema fue diseñado siguiendo una metodología y patrones de diseño y
arquitectura, y a pesar que las tecnologías empleadas que el autor cree son las indicadas para este
tipo de sistemas, es posible que la implementación no obtenga los resultados esperados o que
surjan inconvenientes a medida que el proyecto crece. Por eso se debe tener en cuenta que no hay
sistema perfecto y que cada sistema se perfecciona a medida que surgen nuevas ideas y nuevos
problemas.
En cuanto al diseño responsivo al que se hace referencia en el objetivo 2, últimamente se han
desarrollado librerías de licencia de uso libre que permiten que una página web sea accesible
desde cualquier navegador y dispositivo y que para este proyecto se utilizó bootstrap.css que fue
desarrollada por twitter. El hecho de utilizar esta librería supone un ahorro de tiempo en diseño y
dinero ya que se hace un solo diseño que se ajusta a cualquier dispositivo.
En cuanto a comparación del sistema web desarrollado con otros sistemas se puede realizar
las siguientes comparaciones teniendo en cuenta funcionalidades y casos de uso no incluidos en
el proyecto pero que hacen parte de las funcionalidades del sistema como son:


La unicidad de productos donde un producto solo puede estar registrado una sola vez en
el sistema pero pueden haber muchas ofertas sobre él. En otros sistemas cada usuario que
vende registra los productos a su gusto.
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La ubicación geográfica de los puntos de venta y de usuarios que permite estimar una
distancia cliente-vendedor y adicionalmente mostrar rutas de transporte sobre google
maps.



La comunicación en tiempo real entre cliente y vendedores que se hace por medio de un
chat empleando los WebSocket.



El envío de solicitudes que pueden realizar los usuarios y que pueden ser analizadas por
vendedores donde estos últimos pueden enviar cotizaciones y ofertas a los clientes.



No es necesario implementar distintas páginas y aplicaciones móviles ya que la página
web diseñada se puede ajustar a cualquier dispositivo.

Las tecnologías empleadas en la implementación del sistema web permitirán a futuro incluir
nuevas funcionalidades que se mencionan a continuación:


API REST: Será posible implementar un servidor de consumo de servicios y de este
modo permitir que otras aplicaciones puedan extraer información del sistema como puede
ser el inventario de productos.



Servicio de mensajería: Seria posible implementar un servicio de mensajería por medio
de aplicaciones hibridas para notificar a los usuarios del sistema cuando ocurran eventos.



Será posible implementar nuevos módulos orientados a un mercado en particular como
por ejemplo un módulo para veterinarios donde puedan además de ofrecer sus productos
administrarlos, crear historias clínicas, recetar sus propios productos, generar formulas.
Etc.
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Conclusiones
El desarrollo de iteraciones y sus correspondientes pruebas unitarias planteadas por la
metodología XP permitieron un desarrollo más limpio y eficiente de la aplicación ya que al hacer
pruebas unitarias se está comprobando funcionalidades que podrían tener problemas que
mediante diseños simples se pueden corregir antes de llegar a la implementación final.
Las pruebas unitarias también permiten desarrollar código limpio y reutilizable en otras fases
de la implementación, estas pruebas además permiten tener un orden y organización de toda la
aplicación.
Al implementar la aplicación siguiendo el patrón de arquitectura MVC se consigue que el
código en cada iteración pueda ser modificado y ajustado sin que el rendimiento y
funcionamiento de toda la aplicación se vea afectado, el patrón MVC permite separar de manera
ordenada las funcionalidades de la aplicación.
Las pruebas de funcionamiento del sistema total fueron las esperadas ya que los resultados
fueron iguales a los implementados en las iteraciones, las pruebas al sistema en general indican
que el sistema se desempeña de la forma correcta y esperada según los requerimientos
funcionales.
Las pruebas de estrés realizadas sobre el sistema indican que este puede soportar un máximo
de 300 usuarios concurrentes sin la necesidad de escalar el sistema.
Aunque las pruebas de carga del sistema que se realizaron desde tres servidores ubicados en
diferentes continentes no son concluyentes ya que los tiempos de carga para cada uno son muy
diferentes. Se puede determinar que el tiempo de carga de la página está por encima de los 10
segundos lo que indica que se deben realizar ajustes sobre la página como compresión de
archivos y aumento de ancho de banda de los servidores que contienen la aplicación.
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Como resultado del desarrollo del proyecto, se obtiene un sistema web distribuido, tolerante a
fallos, escalable y completamente responsivo, adaptable a cualquier dispositivo, completamente
administrable y que permite la oferta de productos y servicios de cualquier clase.
Utilizar nuevas tecnologías como WebSocket, MongoDB y Node.js permitió implementar y
ofrecer a los usuarios funcionalidades únicas como la comunicación en tiempo real con los
proveedores por medio de un chat, un sistema de ubicación y posicionamiento global de
proveedores.
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Anexos
Anexo A. consultas CRUD en MongoDB y MySQL
Consulta

MySQL

Crear nuevo INSERT INTO
usuario

MongoDB
db.usuario.insert({apellido:‟leguizamon

usuario(apellido,nombre,ce

‟ ,nombre:‟danilo‟ ,cedula:‟

dula)

‟477747656‟‟ })

VALUES(„leguizamon‟ ,
‟danilo‟ ,‟477747656‟)
Buscar

SELECT * FROM usuario

db.usuario.find({

usuario por

WHERE

número de

CEDULA=‟23456‟

});

Modificar

UPDATE usuario SET

db.usuario.update({_id:3456},{apellido

apellido del

apellido=‟martinez‟ where

;‟martinez‟})

usuario

id=‟3456‟

“cedula” : “23456”

cedula

sabiendo su
id
Borrar

DELETE FROM usuario

usuario

WHERE id=3456

db.usuario.remove({_id:3456})

sabiendo su
id.
Fuente. Elaboración propia.
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Anexo B. Instalación de Nginx, Node.js y MongoDB en Windows e implementación de un
chat con socket.io
Desde hace unos años se ha venido trabajando en nuevas tecnologías tanto en servidores
como en bases de datos, aplicaciones de alta concurrencia de usuarios como Facebook, twitter,
whatsapp requieren tecnologías capaces de soportar la transmisión y almacenamiento de los
millones de datos que se generan cada segundo.
Una de estas nuevas tecnologías en servidores es Node.js, como se describe en su página
https://nodejs.org/es/ “Node.js® es un entorno de ejecución para JavaScript construido con
el motor de JavaScript V8 de Chrome. Node.js usa un modelo de operaciones E/S sin bloqueo
y orientado a eventos, que lo hace liviano y eficiente. El ecosistema de paquetes de
Node.js, npm, es el ecosistema más grande de librerías de código abierto en el mundo.”
En cuanto a bases de datos actualmente se habla mucho de las bases de datos no relacionales
entre las que se destacan Cassandra desarrollada por Facebook, couchDB y MongoDB, esta
ultima una de las más populares y como lo dice en su página web https://www.mongodb.com/es
es la base de datos NoSQL líder.
Utilizando el servidor Nginx, Node.js y MongoDB se podría conseguir implementar sistemas
altamente escalables, de gran rendimiento y alta disponibilidad.
Este tutorial tiene como objetivo explicar los pasos a seguir en la instalación de Nginx, Node.js,
y MongoDB en Windows adicionalmente se explica la instalación de robomongo que es un
software manager para MongoDB y la creación de un chat utilizando la librería socket.io.
Se recomienda al lector profundizar en temas como:





Configuración de dominios y subdominios en Nginx, seguridad en Nginx.
Servidores en Node.js
Programación orientada a eventos.
WebSockets.
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Bases de datos no relacionales.

Para iniciar con este tutorial se parte del echo que tienes un computador con Windows conectado
a internet, tienes instalado un navegador web preferiblemente chrome, mozilla, opera y un editor
de texto como atom que es excelente y gratuito, sublime text u otros.
Preparación inicial.
Como primer paso se debe crear una carpeta que contendrá todos los archivos del proyecto, para
este tutorial se crea una carpeta chat en la unidad E, se crea un archivo llamado index.html de
momento vacío y adicionalmente se crean carpetas para agrupar los archivos del mismo tipo
como se muestra en la siguiente imagen.
Imagen 1. Estructura de archivos del proyecto chat.

La Una vez creada la carpeta, se descargan librerías que ayudan a dar estilo y funcionalidad al
chat, las librerías son:




JQuery: librería JavaScript que permite manejo de peticiones asíncronas al servidor,
adicionalmente con esta librería se puede acceder al DOM para modificarlo. Se descarga
de: http://jquery.com/download/
Bootstrap: Librería CSS que ayuda a dar diseño a la aplicación. Se descarga de
http://getbootstrap.com/getting-started/#download

Descargar las librerías e incluirlas en las carpetas correspondientes del directorio de trabajo
como se muestra en la siguiente imagen, tener en cuenta que en la raíz del proyecto solo debe
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haber un archivo llamado index.js que es el archivo que llamará Nginx cuando se acceda al chat
por medio del navegador.
Estructura del proyecto chat.
Imagen 2. Estructura del proyecto chat con las librerías necesarias

Una vez esté lista la estructura del proyecto se procede a la instalación de Nginx.
1. Instalación de Nginx.
Para instalar Nginx ingrese a la página oficial https://www.nginx.com/products/download-oss/ y
descargue la versión estable que a la fecha de creación de este tutorial es la 1.10.3. La descarga
consiste en un archivo .zip, una vez descargado descomprímalo, renombre la carpeta como
Nginx y luego muévala a la carpeta raíz del proyecto.
La carpeta del proyecto ahora debe contener una carpeta más llamada nginx como se muestra a
continuación:
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Imagen 4. Estructura del proyecto con la carpeta Nginx.

Nota. No es necesario que la carpeta Nginx deba quedar en la misma carpeta del proyecto,
puede quedar en otra ubicación.
1.1 acceda a la carpeta Nginx, luego a la carpeta conf y abra el archivo nginx.conf el cual
contiene la configuración básica del servidor.
1.2 Ubique el bloque server como se muestra en la siguiente imagen:
Imagen 5. Bloque de configuración del servidor en Nginx.

1.3 reemplace el comando root html; por root E:/chat; en este paso estamos cambiando el
directorio raíz del servidor para hacer que apunte a nuestro proyecto, si usted tiene la
carpeta del proyecto en otro directorio debe reemplazar E:/chat por el directorio de su
proyecto, guarde los cambios realizados sobre el archivo nginx.conf.
1.4 Ahora abra el archivo index.html ubicado en la raíz de su proyecto y agregue el siguiente
código:
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Imagen 6. Codigo del archivo index.html

1.5 El código corresponde a la estructura básica de un archivo HTML, se agrega un div que
contiene los mensajes de chat, un control de entrada de texto y un boton para enviar un
mensaje, adicionalmente se cargan las librerías JQuery y bootstrap ya mencionadas. No
olvide guardar los cambios realizados sobre el archivo index.html.
1.6 Ahora abra una consola de comandos CMD.
1.7 Una vez abierta la consola de comandos debe ir hasta la carpeta Nginx que se encuentra
dentro de la carpeta raíz del proyecto, como se muestra a continuación:
Imagen 7. Accediendo al directorio de Nginx.
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1.8 Ejecute el comando start nginx. Este comando inicia el servidor Nginx tenga en cuenta
que si tiene abiertos programas como skype u otro servidor como apache, el servidor
Nginx no iniciará. Una vez ejecutado el comando puede comprobar que el servidor esté
funcionando correctamente accediendo mediante un navegador a la dirección
http://127.0.0.1 ó http://localhost. Si el servidor está corriendo debe mostrar la página
index.html que se editó en el numeral 2.4 como se muestra a continuación:
Imagen 8. Probando el servidor Nginx.

1.9 Una vez se comprueba que el servidor está corriendo se procede a la instalación de
Node.js

2. Instalación de Node.js.
Para instalar Node.js ingrese a la página oficial https://nodejs.org/es/ y descargue la versión LTS
para Windows. La descarga es un archivo msi instalable, una vez descargado ejecútelo y siga los
pasos de la instalación. Puede instalar Node.js en cualquier directorio.

159

2.1 Una vez instalado Node.js abra la consola de comandos CMD y ejecute el comando node
–v, este comando comprueba la versión instalada de Node.js como se muestra a
continuación:
Imagen 9. Verificando la version de Node que fue instalada.

Como se puede observar en la imagen anterior, la versión instalada al momento de la creación de
este tutorial es la versión 4.1.2.
2.2 Es necesario también verificar que el gestor de paquetes npm esté instalado, por defecto
se instala junto con Node.js, para verificar ejecute en la consola el comando npm –v, este
comando muestra la versión instalada del gestor de paquetes npm.
Imagen 10. Verificando la versión instalada del gestor npm

En este momento ya se encuentra instalado Node.js y el gestor de paquetes npm. Ahora se
procede a instalar MongoDB.
160

3. Instalación de MongoDB.
Para instalar MongoDB descargue el archivo de instalación desde la página oficial
https://www.mongodb.com/download-center?jmp=nav#community ubique la pestaña
Community server y descargue el archivo msi para Windows.
Una vez descargue el archivo ejecútelo y siga los pasos de instalación, una vez la instalación
finaliza es necesario ubicar la carpeta donde quedó instalado MongoDB, si usted no especificó
un ruta, la instalación por defecto se hace en la ruta C:\Program
Files\MongoDB\Server\3.4\bin tenga en cuenta que la ruta puede variar dependiendo también
del aversión, en este tutorial se instaló la versión 3.4.
Ahora se van a a explicar los pasos para iniciar el servicio MongoDB.
3.1 abra la consola de comandos CMD y acceda a la carpeta de instalación de MongoDB
como se muestra en la siguiente imagen.
Imagen 11. Acceso a la carpeta de instalación de MongoDB.

3.2 ahora ejecute el comando mongod --dbpath e:/mongodb, con este comando estamos
iniciando el servicio mongod que es el que escucha las conexiones, el parámetro --dbpath
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indica la ruta donde se almacenaran las bases de datos que para este tutorial se eligió
e:/mongodb.
3.3 Si el servicio mongod inicia correctamente, debe aparecer el mensaje “waiting for
connections on port 27017” como se muestra en la siguiente imagen. No cierre la
consola ya que si la cierra el servicio mongod se cierra también.
Imagen 12. Iniciando el servicio mongod

3.4 Una vez iniciado el servicio mongod se procede a instalar el manager robomongo para
una interacción más fácil con las bases de datos MongoDB.

4. Instalación de robomongo.
Robomongo es un software manager para MongoDB, multiplataforma y se puede utilizar de
forma gratuita. Para descargarlo ingrese a la página oficial de robomongo
https://robomongo.org/.
Descargue e instale robomongo, una vez instalado ejecútelo, para este tutorial se instaló la
versión 0.9 como se puede observar en la siguiente imagen.

162

Imagen 13. Aplicación robomongo.

A continuación se explica los pasos para realizar la conexión al servicio MongoDB. Para
conectarse al servidor la instancia de MongoDB debe estar corriendo (numeral 4.1).
4.1 Haga clic en File luego en connect, se abre un cuadro de dialogo que se muestra en la
siguiente imagen
Imagen 14. Creando una nueva conexion
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4.2 haga clic en créate, el sistema abre un cuadro de dialogo como se muestra en la siguiente
imagen.
Imagen 15. Estableciendo parámetros de conexión

4.3 En la casilla Name digite un nombre para identificar la conexión.
4.4 En la casilla Address digite la dirección ip de donde está instalado MongoDB por defecto
es 127.0.0.1 y El puerto por el que escucha MongoDB por defecto es 27017.
4.5 Haga clic en el botón Test, robomongo verifica la conexión al servicio mongod como se
muestra en la siguiente imagen.
Imagen 16. Comprobando la conexión al servicio mongod

4.6 Para finalizar haga clic en el botón Save.
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4.7 Ahora la nueva conexión aparece en la lista de conexiones como se muestra a
continuación.
Imagen 16. Listado de conexiones almacenadas en robomongo

4.8 Haga clic sobre el nombre de la conexión para abrir una nueva conexión a MongoDB,
cuando se inicia la conexión esta se muestra en el dialogo principal de robomongo como
se muestra en la siguiente imagen.
Imagen 17. Conexión establecida con MongoDB

4.9 Para crear una nueva base de datos haga clic derecho sobre el nombre de la conexión, en
este ejemplo se hace clic derecho sobre Prueba (2), se despliegan una serie de opciones,
haga clic en créate database, se abre un cuadro de dialogo solicitando el nombre de la
base de datos, digite el nombre y luego haga clic en Create, para este ejemplo se creó una
base de datos llamada chat.
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Una vez instalados Nginx, Node.js, MongoDB y robomongo todo está listo para iniciar la
programación del chat tanto del lado del servidor como del lado del cliente.
5. Programación del chat.
Para la programación del chat se requiere crear otro directorio donde se alojarán todos los
archivos e implementaciones del servidor Node. Tenga en cuenta que se van a utilizar dos
servidores, Nginx que se encarga de todo el contenido estático de la aplicación, sus archivos
están en la carpeta E:/chat, y Node que se encarga de toda la información dinámica.
Funcionamiento del chat: El chat que se va a implementar tendrá las siguientes
funcionalidades:
1. Un usuario accede a la página index.html, digita su nombre y hace clic en ingresar, se
envía entonces un evento al servidor llamado “usuario_ingresa”.
2. El servidor recibe el evento “usuario_ingresa”, almacena en una variable el nombre del
usuario y luego envía un evento “ingreso_ok” al cliente para que pueda enviar mensajes.
3. Una vez el usuario ingresa al chat, podrá enviar y leer mensajes que los demás usuarios
envían, para esto se crean dos eventos del lado del cliente, el primer evento llamado
“recibido” que es el que muestra los mensajes que llegan desde otros usuarios o desde el
mismo usuario y otro evento “envio” que es el que se encarga de enviar un mensaje al
servidor.
4. Cuando un mensaje llega al servidor, el mensaje se guarda en la base de datos mensajes y
luego el servidor lo envía por medio del evento “recibido” a todos los usuarios
conectados, incluido el que envía el mensaje.

5.1 Programación del chat del lado del servidor.
Para programar el chat del lado del servidor debemos crear una carpeta que contenga nuestra
aplicación node, para este tutorial se crea la carpeta app en la unidad e:/ y dentro de esta carpeta
debemos crear un archivo llamado app.js. Este archivo será el servidor de contenido dinamico y
dará toda la funcionalidad del chat en el lado del servidor.
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Ahora por medio del gestor de paquetes npm se debe incluir la librería socket.io la cual nos
permite implementar los sockets en Node.js, para esto abra la consola de comandos e ingrese a la
ruta de la aplicación e:/app como se muestra en la siguiente imagen:
Imagen 18. Accediendo a la ruta de la aplicación servidor por medio del CMD

Ahora se ejecuta el comando npm install socket.io y el comando npm install express estos
comandos instalan las librerías socket.io y express para poder usarla en la aplicación app.js,
asegúrese de tener conexión a internet ya que el gestor de paquetes npm descarga de internet las
librerías.
Express nos permite implementar el servidor web de manera rápida y nos permite también
controlar las peticiones que llegan al servidor, no se entrará en detalle sobre esta librería.
Una vez instaladas las librerías, se procede a implementar el servidor. Abra el archivo app.js y
agregue al inicio las siguientes líneas.
Imagen 19. Inclusión de librerías a la aplicación app.js

Con estas líneas se crean las variables express, app, server que permiten crear el servidor para
que escuche peticiones en determinado puerto. La variable io se encarga de dar la funcionalidad
de los sockets.
Ahora se debe implementar el evento de conexión llamado “connection” el cual se invoca
cuando el navegador solicite la conexión al servidor. Agregue al archivo app.js las siguientes
líneas:
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Imagen 20. Implementando los eventos de conexión y desconexión en socket.io en app.js

Las líneas 6 a 13 corresponden a la implementación del evento “connection”, siempre que un
cliente solicite conexión este evento será invocado y por consiguiente toda la funcionalidad que
esté dentro de él.
El evento “disconnect” corresponde al evento que se ejecuta cuando un cliente salga de la página
de chat.
La líneas 15 a 17 corresponden a la función que lanza el servidor y lo pone en escucha de
peticiones sobre el puerto 8000.
En este punto la configuración básica del servidor está implementada, lo que sigue es lanzar el
servidor por medio de Node.js, para esto en la consola de comandos vaya hasta la ruta E:/app o la
ruta que usted haya elegido para su servidor y luego ejecute el comando node app.js este
comando inicia el servidor como se muestra en la siguiente imagen:
Imagen 21. Iniciando el servidor.
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Ahora que el servidor está corriendo y esperando conexiones en el puerto 8000, volvemos a la
carpeta e:/chat que contiene todo nuestro contenido estático y abrimos el archivo index.js que se
encuentra dentro de la carpeta js. Este archivo debe estar vacío y si no existe puede crearlo.
El archivo index.js contiene toda la funcionalidad del chat, lo primero que se hace es incluir el
evento $( document ).ready() el cual se ejecuta una vez el DOM (document object model) ha
sido cargado completamente y es seguro de manipular. Dentro de este evento se incluirá el
código necesario para conectarse al servidor Node mediante sockets.
Ingrese a la página http://socket.io/ y descargue la última versión de la librería, una vez
descargada agregue el archivo socket.io.js a la carpeta js del proyecto chat, luego modifique el
archivo index.html al final de su directiva head como se muestra a continuación:
Imagen 22. Incluir la librería socket.io.js e index.js al archivo index.html

Debe agregar las líneas 8 y 9 que se muestran en la figura 22 las cuales cargan los archivos
socket.io.js e index.js. Guarde cambios y a continuación abra el archivo index.js y agregue el
siguiente código.
Imagen 23. Conexión al servidor mediante socket.io
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Como se observa, en la primera línea se crea la variable socket, luego viene la declaración del
evento ready que como ya se mencionó es el evento que se ejecuta cuando el DOM está cargado
completamente. Dentro de este evento entonces realizamos la conexión al servidor (Línea 3), el
resultado de la conexión lo guardamos en la variable socket que fue previamente declarada en la
línea 1.
Luego en la línea 4 implementamos el evento de conexión llamado “connect” este evento es
ejecutado cuando el socket logra conectarse con el servidor, una vez se conecta mediante la línea
6 se notifica al usuario que está conectado al servidor (ver figura 24). También se implementa el
evento “disconnect” que se ejecuta cuando el socket pierde conexión con el servidor.
Una vez modificado el archivo index.js guarde cambios y en el navegador recargue la página de
la aplicación, recuerde que el servidor Node debe estar corriendo (Ver figura 21) el resultado de
cargar o recargar lapágina de la aplicación debe ser como el que se muestra en la siguiente
imagen.
Imagen 24. Comprobando conexión con el servidor.
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Como se puede observar, el mensaje en verde Conectado al servidor indica que el socket se
conectó exitosamente, ahora vamos a implementar la funcionalidad para que el susuario digite su
nombre e ingrese al chat. Para esto accedemos nuevamente al archivo index.js y dentro del
evento ready agregamos las líneas 12 a 15 de la figura 25.
Imagen 25. Solicitud de ingreso al chat por medio del evento “usuario_ingresa”

En la línea 12 creamos un evento clic sobre el botón ingresarchat que consiste en que cuando el
usuario haga clic sobre el botón ingresar, se obtiene el nombre del usuario (Línea 13) y luego
mediante la función emit de la variable socket (que ya está conectada al servidor), enviamos un
evento al servidor (Línea 14) llamado usuario_ingresa y como parámetro pasamos el nombre del
usuario.
Ahora debemos implementar el evento usuario_ingresa en el servidor Node, abrimos el archivo
app.js y agregamos después de la línea 12 las líneas 14 a 22 como se muestra en la siguiente
imagen.
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Imagen 26. Agregar evento usuario_ingresa al servidor.

En la línea 14 y 15 se crean dos variables, una para guardar el nombre del usuario y otra para
saber si el usuario está autorizado para enviar mensajes, cuando el evento usuario_ingresa es
ejecutado (línea 16) se asigna a la variable nombre el nombre que viene como parámetro desde el
cliente (línea 21) e igualmente se cambia la variable autorizado a true para que el usuario pueda
enviar mensajes.
Ahora para probar que todo esté funcionando y como se hicieron cambios sobre el servidor Node
debemos detener el servidor y volverlo a iniciar. Abra la consola de comandos donde tiene
corriendo el servidor Node y luego presione ctrl+c esto hará que el servidor se detenga, luego
ejecute el comando cls para limpiar la pantalla y luego ejecute el comando node app.js para
volver a iniciar el servidor. Una vez el servidor inicia debe mostrar los siguientes mensajes:
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Imagen 27. Reiniciando el servidor.

Ahora vaya al navegador y recargue la página, en la página no se hizo ningún cambio visual pero
si se implementó el evento clic del botón ingresar, una vez recargue la página digite su nombre
en la casilla de texto y haga clic en Ingresar.
Observe ahora la consola del servidor Node, debe ser igual a la que se muestra a continuación:
Imagen 28. Probando el evento usuario_ingresa en el servidor Node.

Observe que el evento usuario_ingresa ha sido ejecutado y muestra por consola el nombre del
usuario que solicita conexión.
El siguiente paso es notificar al cliente que ya puede enviar mensajes, esto lo haremos ocultando
el div ingreso y mostrando el div chat, estos div están creados en el archivo index.html. En el
archivo app.js debajo de la línea 21 agregue el código socket.emit("ingreso_ok"); como se
muestra en la siguiente imagen.
Imagen 29. Emitiendo el mensaje ingreso_ok al cliente.

Como se hicieron cambios en el archivo app.js debe reiniciar el servidor Node, abra la consola
donde esta corriendo el servidor y presione ctrl+c, luego ejecute Node app.js para correr
nuevamente el servidor. Con la línea 22 de la figura 29 estamos respondiendo al cliente con el
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mensaje ingreso_ok, ahora debemos implementar el evento ingreso_ok en el cliente y agregar la
funcionalidad para que oculte el div ingreso y muestre el div chat.
Abra el archivo index.js y debajo de la línea 9 agregue las líneas 10 a 13 como se muestra en la
siguiente imagen.
Imagen 30. Implementando el evento ingreso_ok en el cliente.

En la línea 10 se define el evento “ingreso_ok” y en las líneas 11 y 12 estamos agregando la
funcionalidad por medio de JQuery para ocultar el div ingreso y mostrar el div chat. Guarde
cambios y recargue la página, luego digite su nombre y haga clic en Ingresar, si todo es correcto,
el evento ingreso_ok se ejecuta y el div ingreso se oculta pero se muestra el div chat como se
puede apreciar en la siguiente imagen:
Imagen 31. Verificando evento ingreso_ok

Como se puede observar, el botón ahora dice Enviar y la casilla de texto dice “Digite texto y
haga clic en enviar”.
En este punto se supone que el usuario ya puede enviar mensajes, pero los eventos para enviar y
recibir mensajes no han sido implementados, procedemos a implementar entonces el evento de
enviar mensaje.
Abra el archivo index.js y debajo de la línea 19 agregue el siguiente código.
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Imagen 32. Enviando mensajes a otros usuarios.

En la línea 20 definimos el evento clic para el botón Enviar, cuando el usuario hace clic en
enviar, se obtiene el texto que el usuario digitó (línea 21) y luego se emite el evento “envio”
(línea 22) con el mensaje que se obtiene en la línea 21. No olvide guardar cambios.
Ahora abra el archivo app.js y debajo de la línea 13 agregue el siguiente código
Imagen 33. Implementación del evento “envio” en el servidor.

En la línea 24 se implementa el evento “envio” y si el usuario ya está autorizado (línea 27)
entonces se envía el mensaje “recibido” (línea 28) a todos los usuarios conectados incluido el
usuario que envía el mensaje. Guarde cambios y reinicie el servidor Node.
Ahora en el archivo index.js debajo de la línea 13 agregue el siguiente código:
Imagen 34. Implementación del evento “recibido” en el cliente

Con este código lo que hacemos es implementar un evento en el cliente llamado “recibido” el
cual se ejecuta cuando el servidor emite el evento junto con los parámetros nombre y mensaje.
Una vez el mensaje llega, se muestra en el div contenido.
Recargue la página, digite su nombre y haga clic en ingresar, luego envié un mensaje, este debe
aparecer en el div contenido como se muestra a continuación:
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Imagen 35. Recepción de mensajes desde el servidor.

Ahora cargue la página en otro navegador o en otra pestaña del mismo navegador y realice el
mismo paso pero con diferente nombre, con esto comprobamos que el mensaje que envía un
usuario es recibido por todos los usuarios conectados.
Ahora solo queda guardar los mensajes que llegan desde los usuarios en la base de datos chat que
se creó en el numeral 5.9, para esto debemos agregar la librería mongoose al proyecto del
servidor app.js, abrimos la consola donde está corriendo el servidor node y lo detenemos con
ctrl+c, luego ejecutamos el comando npm install mongoose el gestor de paquetes npm entonces
instalará la librería y quedará lista para usar en la aplicación app.js.
En el archivo app.js debajo de la línea 4 agregue las siguientes líneas.
Imagen 36. Conexión a MongoDB.
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En la línea 8 estamos creando dos variables, mongoose y db, mongoose obtiene toda la
funcionalidad dela librería mongoose por medio del require y luego (línea 6) en la variable db
queda el handler de la conexión que se hace a la base de datos.
Si la conexión es exitosa se muestra el mensaje “conectado a base de datos”. Guarde cambios y
reinicie el servidor Node. Al reiniciarlo debería salir el mensaje de conexión exitosa (recuerde
que el servicio mongod debe estar corriendo, ver numeral 4.3).
Ahora el siguiente paso es crear el modelo de la colección, una colección en MongoDB es como
la tabla en mysql. Para crear el modelo siga estos pasos.



Cree una nueva carpeta llamada modelo dentro del proyecto app, luego cree un archivo
llamado mensaje.js.
Agregue el siguiente código.
Imagen 37. Ceración del modelo para la colección mensajes

En las líneas 4 a 7 se crea el nuevo modelo con dos campos string luego mediante la línea 9 se
exporta el modelo para poderlo llamar en la aplicación app.js.
Ahora en app.js debajo de la línea 11 agregue el siguiente código:
Imagen 38. Invocando al modelo mensajes

Con estas dos líneas incluimos el modelo mensajes en la aplicación app.js, con la variable
mensajes se puede registrar, buscar, modificar o borrar mensajes. Ahora debajo de la línea 39
agregue el siguiente código.
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Imagen 39. Registrar los mensajes que llegan desde un usuario

Con estas 5 líneas se crea un nuevo objeto mensajes (línea 40) luego se llama a la función save
(línea 41) para guardar el mensaje en la base de datos.
Para probar el registro de los mensajes recargue la página y reinicie el servidor Node, luego
realice el envió de un mensaje y verifique por medio de robomongo en la base de datos chat debe
estar creada una nueva colección llamada mensajes como se muestra a continuación:
Imagen 40. Confirmación de registro de un mensaje en la base de datos.

Este tutorial es solo una guía para observar el funcionamiento de los sockets, Nginx y
MongoDB, se recomienda ampliar el conocimiento sobre los WebSocket, MongoDB,
configuración y seguridad en Nginx y MongoDB.
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Anexo C. Protocolo transmisión WebSockets.

0

1

2

3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-------+-+-------------+-------------------------------+
|F|R|R|R| opcode|M| Payload len |
|I|S|S|S|

(4)

|A|

(7)

Extended payload length

|

|N|V|V|V|

|S|

|

| |1|2|3|

|K|

|

(16/64)

|
|

(if payload len==126/127)

|
|

+-+-+-+-+-------+-+-------------+ - - - - - - - - - - - - - - - +
|

Extended payload length continued, if payload len == 127

|

+ - - - - - - - - - - - - - - - +-------------------------------+
|

|Masking-key, if MASK set to 1

|

+-------------------------------+-------------------------------+
| Masking-key (continued)

|

Payload Data

|

+-------------------------------- - - - - - - - - - - - - - - - +
:

Payload Data continued ...

:

+ - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - +
|

Payload Data continued ...

|

+---------------------------------------------------------------+

FIN:

1 bit

Indicates that this is the final fragment in a message.
fragment MAY also be the final fragment.
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The first

RSV1, RSV2, RSV3:

1 bit each

MUST be 0 unless an extension is negotiated that defines meanings
for non-zero values.

If a nonzero value is received and none of

the negotiated extensions defines the meaning of such a nonzero
value, the receiving endpoint MUST _Fail the WebSocket
Connection_.
Opcode:

4 bits

Defines the interpretation of the "Payload data".

If an unknown

opcode is received, the receiving endpoint MUST _Fail the
WebSocket Connection_.

The following values are defined.

*

%x0 denotes a continuation frame

*

%x1 denotes a text frame

*

%x2 denotes a binary frame

*

%x3-7 are reserved for further non-control frames

*

%x8 denotes a connection close

*

%x9 denotes a ping

*

%xA denotes a pong

180

*

Mask:

%xB-F are reserved for further control frames

1 bit

Defines whether the "Payload data" is masked.

If set to 1, a

masking key is present in masking-key, and this is used to unmask
the "Payload data" as per Section 5.3.

All frames sent from

client to server have this bit set to 1.

Payload length:

7 bits, 7+16 bits, or 7+64 bits

The length of the "Payload data", in bytes: if 0-125, that is the
payload length.

If 126, the following 2 bytes interpreted as a

16-bit unsigned integer are the payload length.

If 127, the

following 8 bytes interpreted as a 64-bit unsigned integer (the
most significant bit MUST be 0) are the payload length.
length quantities are expressed in network byte order.

Multibyte
Note that

in all cases, the minimal number of bytes MUST be used to encode
the length, for example, the length of a 124-byte-long string
can't be encoded as the sequence 126, 0, 124.

The payload length

is the length of the "Extension data" + the length of the
"Application data".

The length of the "Extension data" may be

zero, in which case the payload length is the length of the
"Application data".
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Masking-key:

0 or 4 bytes

All frames sent from the client to the server are masked by a
32-bit value that is contained within the frame.

This field is

present if the mask bit is set to 1 and is absent if the mask bit
is set to 0.

See Section 5.3 for further information on client-

to-server masking.

Payload data:

(x+y) bytes

The "Payload data" is defined as "Extension data" concatenated
with "Application data".

Extension data:

x bytes

The "Extension data" is 0 bytes unless an extension has been
negotiated.

Any extension MUST specify the length of the

"Extension data", or how that length may be calculated, and how
the extension use MUST be negotiated during the opening handshake.
If present, the "Extension data" is included in the total payload
length.

Application data:

y bytes
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Arbitrary "Application data", taking up the remainder of the frame
after any "Extension data".

The length of the "Application data"

is equal to the payload length minus the length of the "Extension
data".

The base framing protocol is formally defined by the following ABNF
[RFC5234].

It is important to note that the representation of this

data is binary, not ASCII characters.

As such, a field with a length

of 1 bit that takes values %x0 / %x1 is represented as a single bit
whose value is 0 or 1, not a full byte (octet) that stands for the
characters "0" or "1" in the ASCII encoding.

A field with a length

of 4 bits with values between %x0-F again is represented by 4 bits,
again NOT by an ASCII character or full byte (octet) with these
values.

[RFC5234] does not specify a character encoding: "Rules

resolve into a string of terminal values, sometimes called
characters.

In ABNF, a character is merely a non-negative integer.

In certain contexts, a specific mapping (encoding) of values into a
character set (such as ASCII) will be specified."

Here, the

specified encoding is a binary encoding where each terminal value is
encoded in the specified number of bits, which varies for each field.

ws-frame

= frame-fin

; 1 bit in length

frame-rsv1

; 1 bit in length

frame-rsv2

; 1 bit in length

frame-rsv3

; 1 bit in length
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frame-opcode

; 4 bits in length

frame-masked

; 1 bit in length

frame-payload-length

; either 7, 7+16,
; or 7+64 bits in
; length

[ frame-masking-key ]

; 32 bits in length

frame-payload-data

; n*8 bits in
; length, where
; n >= 0

frame-fin

= %x0 ; more frames of this message follow
/ %x1 ; final frame of this message
; 1 bit in length

frame-rsv1

= %x0 / %x1
; 1 bit in length, MUST be 0 unless
; negotiated otherwise

frame-rsv2

= %x0 / %x1
; 1 bit in length, MUST be 0 unless
; negotiated otherwise

frame-rsv3

= %x0 / %x1
; 1 bit in length, MUST be 0 unless
; negotiated otherwise
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frame-opcode

= frame-opcode-non-control /
frame-opcode-control /
frame-opcode-cont

frame-opcode-cont

= %x0 ; frame continuation

frame-opcode-non-control= %x1 ; text frame
/ %x2 ; binary frame
/ %x3-7
; 4 bits in length,
; reserved for further non-control frames

frame-opcode-control

= %x8 ; connection close
/ %x9 ; ping
/ %xA ; pong
/ %xB-F ; reserved for further control
; frames
; 4 bits in length

frame-masked

= %x0
; frame is not masked, no frame-masking-key
/ %x1
; frame is masked, frame-masking-key present
; 1 bit in length

185

frame-payload-length

= ( %x00-7D )
/ ( %x7E frame-payload-length-16 )
/ ( %x7F frame-payload-length-63 )
; 7, 7+16, or 7+64 bits in length,
; respectively

frame-payload-length-16 = %x0000-FFFF ; 16 bits in length

frame-payload-length-63 = %x0000000000000000-7FFFFFFFFFFFFFFF
; 64 bits in length

frame-masking-key

= 4( %x00-FF )
; present only if frame-masked is 1
; 32 bits in length

frame-payload-data

= (frame-masked-extension-data
frame-masked-application-data)
; when frame-masked is 1
/ (frame-unmasked-extension-data
frame-unmasked-application-data)
; when frame-masked is 0

frame-masked-extension-data

= *( %x00-FF )

; reserved for future extensibility
; n*8 bits in length, where n >= 0
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frame-masked-application-data

= *( %x00-FF )

; n*8 bits in length, where n >= 0

frame-unmasked-extension-data

= *( %x00-FF )

; reserved for future extensibility
; n*8 bits in length, where n >= 0

frame-unmasked-application-data = *( %x00-FF )
; n*8 bits in length, where n >= 0
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Anexo D. vista del documento de un usuario registrado

Fuente El autor.
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