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Resumen El mantenimiento de aplicaciones es una de las tareas mas 
costosas dentro del desarrollo software. Por esta razén es importante 
la realizacién de mantenimiento preventivo que permita incorporar con 
menos esfuerzo futuros requerimientos disminuyendo el costo del desar­
rollo. En esta línea, este trabajo propone un enfoque que permita predecir 
las clases de un sistema que tienen mayor probabilidad de cambiar en el 
futuro. De esta forma, podría dirigirse el esfuerzo de mantenimiento a 
un subconjunto reducido de las clases de un sistema.
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1 Introducción
El desarrollo de un sistema no termina cuando es entregado, sino que continua a 
lo largo del tiempo de vida del mismo. Por un lado, se deben corregir los errores 
que el mismo pueda tener, ya sean funcionales o no funcionales. Y por otro lado, 
cambios por parte de las reglas del negocio y de las necesidades y demandas de 
los usuarios pueden generar nuevos requerimientos que deben ser analizados y, 
en caso de ser aceptados, agregados al sistema existente. De esta manera, los 
sistemas de software evolucionan continuamente para afrontar los cambiantes 
requerimientos de software [11]. La evolución del software es importante porque 
las organizaciones invierten grandes cantidades de dinero en su software y depen­
den del mismo. Estos sistemas son una parte crítica de la empresa y es necesario 
mantenerlos actualizados para que sigan siendo útiles [10].
El mantenimiento de sistemas es considerado una de las tareas maós tediosas 
y costosas en el desarrollo de software [1]. Algunas investigaciones sugieren 
que aproximadamente el 60% de los costos del software estan relacionados a 
la evolución del mismo [7]. Para poder reducir costos, los cambios en el soft­
ware se deben hacer de la forma mós eficiente posible, afectando a la mínima 
cantidad de componentes y previendo futuras modificaciones. Si son conocidas 
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las futuras modificaciones se pueden realizar restructuraciones preventivas en el 
código fuente con el objetivo de hacer mas sencilla la incorporación de los nuevos 
requerimientos.
Con este objetivo, este trabajo busca predecir quó clases, de un sistema ori­
entado a objetos, tienen mós probabilidades de cambiar en el futuro. Se analiza 
la historia del sistema, la cual contiene informacioón uótil que puede ser usada para 
detectar quó clases han sufrido mas cambios durante su desarrollo, y para tener 
una imagen general de la evolución de los mismos [6]. Para lograr este fin, se 
utiliza analiza la volatilidad del tamano de las clases utilizando un algoritmo de 
volatilidad usado en el ómbito financiero. La hipótesis que sigue nuestro trabajo 
es que aquellas clases que han sufrido muchas modificaciones durante su historia 
se seguiróan modificando.
El resto de este trabajo se estructura de la siguiente manera. En la Sección 
2, se describen los principales problemas del mantenimiento de aplicaciones. 
Luego, en la Sección 3, se analiza el uso del concepto de volatilidad financiera 
para predecir cambios en sistemas de software. En la Sección 4, se describe el 
enfoque utilizado para predecir las clases con mayor probabilidad de cambio. 
En la Seccion 5, se presentan los casos de estudio. En la Sección 6, se detallan 
los resultados de los casos de estudio. En la Seccion 7, se presentan los trabajos 
relacionados. Finalmente, en la Sección 8, se presentan las conclusiones y trabajos 
futuros identificados.
2 Mantenimiento de aplicaciones
La optimizacióon de un sistema, ya sea para mejorar la performance, utilizacióon 
del espacio, etc., puede llegar a cambiar la estructura del mismo. Esto hace que 
el entendimiento del cóodigo se vuelva cada vez móas complejo a lo largo de su 
evolucióon. Cuando un sistema ha sido modificado en reiteradas ocasiones, du­
rante un periodo largo de tiempo, su estructura tiende a degradarse, produciendo 
sistemas difíciles de entender y modificar. Ademós, su documentación puede ser 
inconsistente o, incluso, inexistente [13].
Si la arquitectura actual no soporta el cambio a aplicarse, primero, se deberóa 
localizar el/los componente/s afectados por la modificación, y luego reestructurar 
los mismos [2]. De esta manera, es posible realizar reingenieróa en los compo­
nentes involucrados y no en todo el sistema. Es siempre recomendable hacer un 
anóalisis del impacto del cambio, para saber cuóan costosa seraó la modificacióon 
a introducir y qué componentes se verán involucrados. Una vez detectados los 
mismos, la implementacióon del cambio puede consistir de varios pasos en las que 
se observaróa su propagacióon, es decir, quóe otros componentes se veraón afectados, 
lo cual implicaraó cambios adicionales [2].
La historia de un sistema contiene informacioón uótil que puede ser usada para 
aplicar reingenieróa a la versioón maós reciente y para tener una imagen general de 
la evolución del mismo [6]. Realizando un anólisis retrospectivo [4], estudiando 
los cambios que se han aplicado para obtener las nuevas versiones del software, 
es posible reconstruir el proceso evolutivo. Al comparar la versióon actual de 
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un sistema de software con las anteriores, se puede evaluar si los objetivos de 
la evolución se han alcanzado; alternativamente, el proceso de evolución puede 
servir para entender quó se ha cambiado y cómo han impactado esos cambios. 
Esto requiere analizar grandes cantidades de datos.
Manipular gran cantidad de informacion puede llegar a ser costoso, tedioso 
e inmanejable, y es uno de los mayores problemas en la investigacioón de la 
evolución del software, así como el anólisis de varias versiones de un mismo 
sistema [9]. Cuando se quiere aplicar reingeniería a un sistema muy grande (de 
cientos, o incluso miles de clases, con una gran cantidad de versiones cada una), 
se observa de inmediato que el anóalisis de dicho volumen de datos no puede 
ser tratado de forma manual. Estrategias para poder hacer un anóalisis de cóomo 
ha evolucionado el sistema es necesario para poder realizar las modificaciones 
necesarias a un bajo costo.
3 Análisis de la volatilidad de las clases a través de un 
algoritmo financiero
En este trabajo se propone el uso del concepto financiero de volatilidad para 
poder analizar las variaciones en el cóodigo. En los mercados financieros se observa 
los eventos históricos, con el fin de buscar su causa. Una buena comprension de 
los acontecimientos en el pasado es la clave para entender mejor los mercados 
en el futuro [17].
Existen varios algoritmos que se utilizan para predecir el movimiento dentro 
de los mercados financieros. Sin embargo, no todos son aplicables a la prediccion 
de cambios en los sistemas de software. En este trabajo se propone el uso 
de volatilidad ya que presenta una manera simple y precisa de prediccion. A 
continuacióon se describe brevemente el concepto de volatilidad en el contexto 
económico y su relación en la ingeniería de software.
3.1 Volatilidad
La volatilidad, en un contexto económico, es una medida de la frecuencia e 
intensidad de los cambios del precio de un activo, la cual se expresa tópicamente 
en términos anuales y puede reflejarse tanto en un numero absoluto, como en 
una fraccioón del valor inicial. En el mercado de valores, se utiliza para medir 
el cambio de los precios con respecto al tiempo y, mediante distintos modelos, 
obtener un pronostico [12] que ayude a predecir si los valores subirón o bajarón. 
De esta forma se cuantifica el riesgo del activo.
La volatilidad anualizada u es proporcional a la desviación estóndar uSD de 
los retornos del activo dividida por la raóz cuadrada del peróodo temporal de los 
retornos:
u = ' 'UP
donde P es el período en anos de los retornos. La volatilidad generalizada 
para el horizonte temporal T se expresa como:
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= WT
Por ejemplo, si los retornos diarios de una accioón tienen una desviacioón de 
0.01 y hay 252 dóas de intercambio en un ano, entonces el período temporal de 
los retornos es 252 y la volatilidad anualizada es:
a = 0.01V 252 = 0.1587
La volatilidad mensual (i.e., T = de ano) sería
ames = 0.158^/12 = 0.0458.
A mayor volatilidad, mayor es el riesgo, porque las posibilidades de que suba 
o baje son móas altas. Un activo que es considerado muy volóatil tiene un precio 
muy cambiante, y por lo tanto se considera poco predecible. Varios estudios 
consideran que la volatilidad tiene un poder de prediccioón relativamente bueno 
ya que las tendencias en la volatilidad son móas predecibles que las tendencias en 
los precios [3].
3.2 Medición del cambio
Para analizar el cambio que sufre el coódigo a medida que el sistema es modificado, 
a lo largo de las diferentes revisiones, es necesario definir uno o maós criterios. 
Esto, se puede realizar de diferentes maneras, ya sea comparando el tamano de 
los archivos, fecha de modificacióon de los mismos, nuómero de lóneas de cóodigo, 
cantidad de clases, de móetodos, de variables, etc. Con el objetivo de medir el 
cambio de una clase se analizaron tres criterios:
1. Cantidad de lóneas por clase: Se considera que una clase cambioó cada vez 
que se agrega o se remueve una o móas lóneas de la misma.
2. Cantidad de móetodos por clase: Se considera que una clase cambióo cada vez 
que se agrega o se remueve uno o maós móetodos de la misma.
3. Complejidad ciclomaótica por clase: Se considera que una clase cambioó cada 
vez que la complejidad ciclomaótica de la clase cambia.
El primer criterio es el móas exhaustivo, dado que analiza el cambio a nivel 
de lóneas de cóodigo, sin embargo, puede llegar a obviar cambios que se hagan 
en una misma lónea, o incluso, el caso donde se agreguen y eliminen la misma 
cantidad de lóneas a la clase en una revisióon. El segundo es similar al primero, 
pero, al solo tener en cuenta cambios en la cantidad de móetodos, puede llegar 
a perder cambios dentro de los mismos. Por uóltimo, el tercero analiza cambios 
relacionados a la performance de la clase, pero puede resultar el menos exacto, 
ya que es poco frecuente que la complejidad ciclomóatica de una clase se vea 
expuesta a cambios significantes.
Para medir el cambio en la historia de una clase, a lo largo de las diferentes 
revisiones, medimos la diferencia de acuerdo a alguno estos criterios. Por ejemplo, 
considere un sistema con dos clases (ClaseA, ClaseB), tres revisiones (Rev1, Rev2
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Revi Rev2 Rev3
ClaseA 100 130 135
ClaseB 87 87 70
Tabla 1. Cantidad de lineas en cada revision de las clases ClaseA y ClaseB
y Rev3 ) y en cada revisión se tiene la cantidad de líneas de código de cada clase 
que se muestra en la Tabla 1.
Si se tiene en cuenta el criterio de cantidad de lóneas de cóodigo, se comparan la 
cantidad de lóneas entre revisiones adyacentes, y se obtiene un panorama general 
del cambio que sufrió cada clase a lo largo del tiempo. Para el ejemplo dado, el 




Tabla 2. Calculos del cambio en las clases ClaseA y ClaseB durante toda la historia 
del sistema
Como se puede apreciar en la Tabla 2, se resta la cantidad de lóneas entre 
revisiones adyacentes y se aplica el valor absoluto del resultado (ya que solo im­
porta la magnitud del cambio). Para este caso, el resultado muestra que ClaseA 
cambió en todas las revisiones, mientras que ClaseB sólo cambió en la ultima 
revisióon (con respecto a la revisióon original).
3.3 Adaptación del enfoque financiero a sistemas de software
En esta seccióon se mostraraó de que forma se realizóo la adaptacioón del enfoque 
desde un punto financiero a uno de sistemas de software, y coómo se adaptaron 
las diferentes partes. En la Tabla 3 se muestra dicha relacióon.
Tabla 3. Comparacién de representaciones del enfoque financiero y de sistemas de 
software
Enfoque financiero Sistemas de software
Activos Clases
Tiempo Numeros de revisiones
Precios Valor de cambio segun un criterio
A continuacióon, se explica en móas detalle por quóe se eligieron dichas repre­
sentaciones:
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— Los activos son las clases del sistema de software, ya que cada una se analiza 
por separado para calcular su volatilidad, y así poder comparar los resultados 
obtenidos y encontrar aquellas que son mas propensas a cambiar en el futuro.
— El tiempo es reflejado como los numeros de revisiones, ésta es la forma mas 
significativa y sencilla en la que se puede medir el cambio de un sistema 
de software a lo largo del tiempo. Usar una unidad de medida de tiempo 
(como por ejemplo horas, días, semanas) no resultaría eficiente, ya que un 
sistema puede pasar un largo tiempo sin ser modificado, o puede recibir varios 
cambios en el mismo día, incluso en la misma hora, a cargo de diferentes 
personas. Tambien, el acercamiento de usar las revisiones como medida de 
tiempo, facilita la obtencioín de la informaciíon necesaria, puesto que no se 
necesita hacer ningun calculo extra para obtener el cambio que se realizo en 
un momento específico.
— Los precios son interpretados por valores de diferentes criterios de cambio e 
indican los valores asociados a una clase en un punto en el tiempo (es decir, 
en una revisiíon específica).
En la Figura 1 se muestra un gréfico de línea con un ejemplo del cambio de 
dos clases (llamadas A y B) a lo largo de un sub-rango de revisiones, utilizando 
como criterio de cambio la cantidad de sus líneas de cédigo.
Figura 1. Ejemplo de representación gráfica del cambio de dos clases de un sistema
4 Predicción de la evolución del sistema aplicando 
volatilidad financiera
Analizando las clases que maís varían en un sistema de software, el enfoque que 
se presenta en este trabajo, pretende identificar aquellas clases que tienen mayor 
probabilidad de cambiar en el futuro. Los cíalculos predictivos se realizan con 
ayuda de un algoritmo financiero de volatilidad, el cual se aplica sobre la historia 
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del sistema. Los pasos a seguir para predecir quóe clases son móas propensas a 
cambiar en el futuro, dada la historia de un sistema, son:
1. Obtener la historia del sistema que se quiere analizar, ya sea desde un repos­
itorio o por cualquier otro medio.
2. Obtener la informacióon necesaria para el anaólisis.
3. Procesar los datos de la historia y predecir quóe clases son las candidatas a 
cambiar en el futuro cercano.
En las siguientes subsecciones, se detallaraó cada paso.
4.1 Obtener historia de un sistema
Se decidióo trabajar con aplicaciones orientadas a objetos y escritas en Java, 
debido a la forma en la que estóan modularizadas. Esto permite analizar una 
clase de forma aislada y facilitar el anaólisis de los datos.
Para obtener una cantidad de muestras suficientes, se decidióo trabajar con 
las revisiones de los sistemas. Una revision es un cambio realizado al código 
fuente, administrado por un CVS (Concurrent Versions System). La mayoría de 
los sistemas poseen un gran nuómero de revisiones. Si se desea analizar todas, 
llevaróa mucho tiempo y no significaróa un aporte de informacióon importante, 
ya que muchas de las mismas podrían ser cambios pequenos. Para acotar la 
cantidad de revisiones a analizar, se decidió utilizar rangos mensuales. De esta 
forma se toma la uóltima revisióon de cada mes.
4.2 Obtener información
Con el objetivo de analizar las revisiones se utilizo Moose5. Moose permite rep­
resentar el coódigo fuente de una aplicacioón mediante un metamodelo. Luego, 
pueden realizarse consultas sobre el metamodelo y calcular diferentes móetricas. 
Por lo general, los modelos creados a partir de las revisiones de un sistema poseen 
mucha informacióon, de la cual soólo una parte es necesaria para el anaólisis prop­
uesto. Por esto, es importante extraer solo la informacioón relevante desechando 
todo lo que no sea necesario. Especóficamente, de cada clase en cada revisioón 
se recupera su nombre completo (incluido el nombre paquete, para diferenciar 
clases con el mismo nombre que pudieran aparecer en diferentes lugares), la 
cantidad de lóneas, la cantidad de móetodos y la complejidad ciclomóatica.
5 http://www.moosetechnology.org/
4.3 Predecir el cambio
Para predecir el cambio se utiliza el concepto de volatilidad financiera. A con- 
tinuacióon, se muestra de quóe forma se analiza la informacioón de un sistema, y se 
predice quóe clases son candidatas a cambiar en las proóximas revisiones.
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1. Se inicia la prediccióon, utilizando toda la informacióon necesaria del sistema 
que se esta analizando, y un valor numórico N, que indica la cantidad de 
clases que se desea obtener como resultado (por ejemplo, si N = 4, se ob- 
tendraón las 4 clases con mayor volatilidad del sistema).
2. Se obtienen todas las versiones del sistema que fueron cargadas para el 
anóalisis, y por cada una de ellas, desde la segunda a la uóltima, se realizan 
las siguientes tareas:
(a) Se obtiene la informacióon de todas las clases que aparecen en un rango 
de versiones, desde la primera de la lista, hasta la que se estaó analizando 
actualmente.
(b) Se calcula la volatilidad de las clases pertenecientes al rango, o ventana, 
que se esta procesando.
(c) Se obtienen las N clases con mayor volatilidad, y por cada una de ellas 
se realizan las siguientes tareas:
i. Se busca en la lista de clases móas volóatiles L, si ya existe la clase que 
se esta analizando actualmente.
ii. Si existe la clase en la lista, se suma 1 al valor guardado para la 
misma, indicando que aparece como candidata en una ventana, o 
rango, móas.
iii. Si no se encuentra auón en la lista, se agrega la clase y el valor 1, 
indicando que aparece, por el momento, como candidata en solo una 
de las ventanas. Luego se agrega dicho objeto a la lista de clases 
candidatas a ser las maós volaótiles.
3. Una vez que se analizaron todos los rangos, se ordena L de forma descen­
dente, seguón su cantidad de apariciones en las ventanas, y se devuelven las 
N primeras clases de dicha lista.
Una vez finalizado el anóalisis, se obtiene una lista con las N clases móas volóatiles 
del sistema, para ese preciso momento. La intuicioón del enfoque es que los desar­
rolladores centren los esfuerzos de reingenieróa, o cualquier otra tóecnica que se 
quiera usar, sobre dichas clases, y no invertir tiempo en otras que tienen menos 
probabilidad de cambiar en el futuro.
5 Caso de estudio
Todas las pruebas fueron realizadas con el cóodigo fuente de las siguiente cinco 
aplicaciones. Estas fueron seleccionadas, debido a que estaón desarrollados en 
Java, poseen licencias de código abierto, son de dominios diferentes, estón alma­
cenadas en SVN y poseen una cantidad de revisiones adecuada para el anaólisis.
— SQL Squirrel: Aplicacion gráfica que permite ver la estructura de una base 
de datos, navegar sus tablas, enviar comandos SQL, etc., a travós de JDBC1.
— JFreechart: Librería desarrollada por completo en Java, que facilita a desar­
rolladores exhibir graóficos con calidad profesional en sus aplicaciones.
— JHotDraw: Framework desarrollado en Java, utilizado para la creacion de 
graóficos tóecnicos y estructurados.
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— TuxGuitar: Editor de tablaturas de guitarra, que permite leer y escribir 
archivos de Guitar Pro2 .
— VerveineJ: Aplicación que permite extraer información del código fuente de 
sistemas Java, y exportarla para el uso en la plataforma Moose.
Cada uno de los sistemas fueron analizados con los tres criterios de cambio: 
cantidad de líneas de cíodigo, cantidad de míetodos y complejidad ciclomíatica. 
Adicionalmente se usaron diferentes combinaciones de valores de los siguientes 
paríametros de prueba:
— Ventana de muestra: Dado el numero de revisiín desde el cual se analiza la 
predicciíon, este valor indica la cantidad de revisiones anteriores, desde dicha 
revisiíon, que se usan como muestra para los caílculos.
— Ventana de resultado: Dado un numero de revision desde el cual se analiza 
la predicciíon, este valor indica la cantidad de revisiones futuras, desde dicha 
revisiíon, que se usa para comprobar los aciertos del resultado.
— Cantidad de clases candidatas: Numero que indica la cantidad de clases que 
se utiliza como posibles candidatas para la comprobaciíon del grado de acierto 
del algoritmo.
Estos paraímetros, fueron utilizados para probar el algoritmo de predicciíon 
desde diferentes puntos de vista. La ventana de muestra, se utiliza para analizar 
si es necesario el uso de muchas revisiones pasadas a la hora de predecir el futuro 
o si con solo las maís recientes es suficiente. La ventana de resultado, indica quíe 
tan pronto se comprueba la predicciíon (si es que sucede), es decir, si las clases que 
se dedujo que cambiarían lo haraín en el futuro cercano o lejano, así mostrando el 
alcance de la predicciíon. Por uíltimo, la cantidad de clases candidatas, asiste en 
deducir si el algoritmo es bueno prediciendo muchas o pocas clases que cambiaran 
en el futuro.
Ademías, se utilizaron dos formas de cíalculo: Ventanas Míoviles y Ventanas 
Acumuladas teniendo en cuenta las siguientes referencias: M =ventana de mues­
tra, R=ventana de resultado y C =cantidad de clases candidatas.
— Ventanas míviles: En el metodo de ventanas míviles, se toman las primeras 
M revisiones, y se aplica el algoritmo de predicciíon a las mismas. Del resul­
tado obtenido, se utilizan las C clases con mayor volatilidad, y se obtienen 
las R revisiones futuras para calcular la precisioín del algoritmo para esa ven­
tana de muestra M. Luego, se toman las M revisiones a partir de la segunda 
revisioín, y se realizan los mismos cíalculos. Una vez que se llega al final de la 
lista de revisiones, se calcula la media de todos los resultados de predicciíon 
obtenidos, y ese sería el porcentaje de acierto del algoritmo, para los valores 
de los paríametros usados.
— Ventanas acumuladas: A diferencia del algoritmo anterior, en este no se uti­
liza un valor fijo de la ventana de muestra, sino que el tamano de la misma va 
creciendo con las iteraciones. En cambio, se comienza desde las primeras dos 
revisiones. Se calcula la predicciín con ellas, y del resultado se toman las C 
clases con mayor volatilidad y R revisiones futuras y se obtiene la precisiíon 
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del algoritmo. Luego, se agrega la próoxima revisióon al conjunto de anóalisis 
(ahora estaróan en esa lista, la primera, la segunda y la tercer revisióon) y se 
repiten los mismos pasos. Cuando se llega al final de la lista de revisiones, se 
calcula la media de todos los resultados obtenidos del algoritmo, obteniendo 
asó el porcentaje de acierto promedio para el sistema.
Los sistemas fueron analizados con los criterios de cambio (cantidad de lóneas, 
cantidad de móetodos y complejidad ciclomóatica), con revisiones mensuales, y con 
los algoritmos de ventanas acumuladas y ventanas móoviles. Ademaós, se utilizaron 
los siguientes valores para los paraómetros de ventanas y cantidad de clases can- 
didatas:
— Ventana de muestra: Se realizaron pruebas con ventanas de muestra de 2, 5, 
10 y 50 revisiones (solo para el algoritmo de ventanas móviles). Se utilizaron 
estos valores, para tener una muestra general de las variaciones posibles 
de cantidad de revisiones analizadas. No se usaron valores mayores a 50 
revisiones, debido a que eso es tenido en cuenta por el algoritmo de ventanas 
acumuladas, el cual eventualmente analiza todas las revisiones en una misma 
ventana de muestra.
— Ventanas de resultado: Se usaron ventanas de resultado de 1, 2 y 5 revi­
siones. Estos valores representan un futuro medianamente cercano para la 
prediccióon. Por ejemplo, el grado de acierto obtenido con una ventana de 
resultado de valor 2 para revisiones mensuales indica el acierto mirando 2 
meses en el “futuro”. No se usaron valores mayores a 5, ya que represen- 
taróan un futuro demasiado lejano, y buscamos predecir cambios en el futuro 
medianamente cercano.
— Cantidad de clases candidatas: Se tomaron 1, 3 y 10 clases candidatas. Estos 
valores, indican una cantidad razonable de clases de las cuales se puede 
predecir el cambio futuro. Utilizar cantidades móas altas, haróa que se pierda 
grado de acierto, dado que es móas complejo predecir el cambio de un nuómero 
grande de clases.
Todas las posibles combinaciones de los valores de los paróametros descriptos, 
fueron tenidas en cuenta para las pruebas. Por ejemplo, se obtuvieron resultados 
con el criterio de cantidad de lóneas para las revisiones mensuales con ambos 
algoritmos de ventana, y con todas las combinaciones de tamanos de ventanas 
de muestra y resultado, y de cantidad de clases candidatas. Como se especificoó, 
las pruebas se hicieron sobre las revisiones mensuales de los sistemas, es decir, se 
usaron las ultimas revisiones de cada mes. En la Tabla 4, se muestra la cantidad 
de revisiones que poseóa cada sistema al momento del anaólisis, asó como tambióen 
el nuómero que se usoó para los caólculos mensuales.
6 Resultados
En esta seccióon, se presentan los resultados, agrupados seguón el algoritmo de 
cóalculo del grado de acierto utilizado (ventanas móoviles o acumuladas). Para 
cada aplicacioón se detalla:
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Tabla 4. Cantidad de revisiones de cada sistema analizado
Sistema # total de revisiones # rev. mensuales





— Promedio de grado de acierto (PGA)
— Desviacion estandar del promedio de grado de acierto (ctPGa)
— Ventana de muestra utilizada (VM)
— Ventana de resultado utilizada (VR)
— # de clases candidatas (CC)
El primer anaólisis muestra los mejores resultados obtenidos con cada algo­
ritmo de calculo del grado de acierto, para todos los sistemas estudiados. A partir 
de esta informacióon, se obtienen los valores de ventana de muestra, de resultado 
y cantidad de clases candidatas, que móas se repiten en dichos resultados. De 
esta manera, se consigue una combinacióon de valores que se toma como la móas 
adecuada para cualquier sistema. A continuacióon, se muestran los resultados de 
acierto obtenidos para esa combinacióon de valores de los paróametros de ventanas 
y cantidad de clases candidatas, y a partir de ellos se obtiene el grado de acierto 
total del algoritmo.
6.1 Algoritmo de ventanas móviles
Tabla 5. Mejores resultados de grado de acierto según los diferentes criterios de cambio 
para revisiones mensuales y ventanas móviles
Sistema # de lineas # de mótodos comp. ciclomaticaPGA PGA VM VR CC PGA PGA VM VR CC PGA PGA VM VR CC
SQL Squirrel 0,65 0,48 5 5 1 0,52 0,5 5 5 1 0,61 0,49 5 5 1
JFreechart 0,93 0,27 10 5 1 0,86 0,36 10 5 1 1 0 10 5 1
JHotDraw 0,49 0,30 5 5 10 0,34 0,36 5 5 3 0,4 0,37 5 5 3
TuxGuitar 0,75 0,44 10 5 1 0,44 0,51 5 5 1 0,8 0,41 10 5 1
VerveineJ 1 0 5 5 1 0,83 0,41 5 5 1 0,58 0,1 5 5 10
En la tabla 5, se pueden observar algunas tendencias. Por ejemplo, usar el 
criterio de cambio de cantidad de lóneas, por lo general, da mejores resultados 
que los otros dos. Tambióen, la mejor ventana de resultado, de entre las probadas, 
parece ser la de valor 5 (es decir, que las clases que se predijo que cambiaróan, 
lo haróan en las próoximas 5 revisiones, con los porcentajes de acierto descriptos), 
lo cual tiene sentido, dado que cuanto maós en el futuro se mire, móas probable es 
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encontrar que una clase cambio. En cuanto a los valores de ventana de muestra, 
los que dan mejores resultados parecen ser 5 y 10, lo cual indica que el usar 
valores mayores no daróa la seguridad de obtener mejores resultados (ya que la 
ventana de 50 no aparece en la tabla). Por uóltimo, se puede observar que la 
cantidad de clases candidatas que mejor se desempeno es la de valor 1.
6.2 Algoritmo de ventanas acumuladas
Tabla 6. Mejores resultados de grado de acierto segun los diferentes criterios de cambio 
para revisiones mensuales y ventanas acumuladas
Sistema # de lineas # de métodos comp. ciclométicaPGA &PGA VM VR CC PGA &PGA VM VR CC PGA &PGA VM VR CC
SQL Squirrel 0,64 0,21 - 5 10 0,57 0,5 - 5 1 0,6 0,21 - 5 10
JFreechart 0,74 0,45 - 5 1 0,69 0,47 - 5 1 0,83 0,39 - 5 1
JHotDraw 0,22 0,42 - 5 1 0,21 0,41 - 5 1 0,22 0,42 - 5 1
TuxGuitar 0,79 0,41 - 5 1 0,4 0,26 - 5 3 0,53 0,24 - 5 10
VerveineJ 1 0 - 5 1 1 0 - 5 1 0,93 0,14 - 5 3
En la Tabla 6 se pueden ver tendencias similares a la de la anterior, como 
el criterio de cambio, la ventana de resultados e incluso la cantidad de clases 
candidatas. Por otro lado, los resultados obtenidos por el algoritmo de ventanas 
acumuladas, son mejores para algunos casos y peores en otros, con lo cual no se 
puede decir que uno funciona mejor que otro a la hora de calcular el grado de 
acierto de la prediccióon.
6.3 Anólisis y comparación de los algoritmos
De los resultados provistos en las tablas 5 y 6, se puede deducir que la mejor 
combinacióon de paraómetros de prediccioón, para revisiones mensuales, seróa uti­
lizar el criterio de cambio de cantidad de lóneas, con ventana de muestra de valor 
5, ventana de resultado de valor 5 y cantidad de clases candidatas con valor 1. 
En la Tabla 7, se muestran los resultados obtenidos con dichos paróametros, para 
todos los sistemas, utilizando los algoritmos de grado de acierto.
En la Tabla 7 se puede ver que, en la mayoróa de los casos, el porcentaje 
de acierto del algoritmo de prediccioón esta por arriba del 60%, excepto para el 
sistema JHotDraw. Este uóltimo, da resultados bajos debido a que el sistema es 
reestructurado en cada versióon, es decir, para cada nueva versióon que es lanzada, 
el sistema se ve expuesto a grandes cambios de diseno e implementación. Esto 
se da, porque el sistema fue creado como un ejercicio para la demostracioón del 
uso de patrones de diseno. Es por esto, que JHotDraw no sigue el ciclo de diseno 
y desarrollo que se ve normalmente en la mayoróa de los sistemas de software, 
y es difócil predecir los cambios que seraón aplicados al mismo a medida que 
evoluciona.
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Tabla 7. Resultados de grado de acierto para revisiones mensuales, usando el criterio 
de cambio de cantidad de líneas, con ventana de muestra y resultado 5 y cantidad de 
clases candidatas 1
ventanas móviles ventanas acumuladas
PGA &PGA PGA &PGA
SQL Squirrel 0,65 0,48 0,49 0,5
JFreechart 0,74 0,45 0,74 0,45
JHotDraw 0,26 0,44 0,22 0,42
TuxGuitar 0,6 0,5 0,79 0,41
VerveineJ 1 0 1 0
Promedio 0,65 0,37 0,65 0,36
Promedio (sin JHotDraw) 0,75 0,36 0,75 0,34
En la uíltima fila de la tabla, se muestran el grado de acierto promedio y la 
desviacioín estaíndar promedio, de todos los sistemas. Como se puede apreciar, 
para los paraímetros elegidos en esta prueba, no hay una diferencia entre los difer­
entes algoritmos de ventana propuestos, con lo cual, cualquiera de ellos puede 
ser utilizado para el calculo del porcentaje de acierto. Otra de las conclusiones 
que se puede observar, es que el grado de acierto obtenido es de 65%. Es decir, 
dado que se utiliza una ventana de muestra y de resultado de 5 revisiones con 
una clase candidata, significa que el algoritmo de predice correctamente en el 
65% de las veces que una clase cambiara en alguna de las proíximas 5 revisiones 
del sistema cuando se analizan las uíltimas 5 revisiones mensuales.
Si se remueven los resultados del sistema JHotDraw, el grado de confianza 
se incrementa al 75%. Estos ultimos resultados son mas acertados, dadas las 
características del sistema JHotDraw explicadas anteriormente, las cuales no lo 
convierten en un ejemplo de aníalisis adecuado para este tipo de predicciones.
7 Trabajos relacionados
Varios trabajos han abordado la problemíatica del mantenimiento de un sistema 
siguiendo la hipoítesis de que aquellas clases que se modificaron durante el pasado 
seraín mas proclives a cambiar en el futuro.
Girba et al. [8], presenta un enfoque para identificar que clases de un sistema 
tienen mayor probabilidad de cambiar. En forma similar a nuestro enfoque este 
trabajo se basa en la historia del sistema para realizar las predicciones. Sin 
embargo, los autores consideran que hubo un cambio solamente cuando se agrega 
o elimina al menos un míetodo a una clase. Por esta razíon este enfoque puede 
obviar cambios importantes.
Tsantalis y Chatzigeorgiou [16] presentan un ranking de sugerencias de refac- 
toring para solucionar code smells [5]. En el ranking se ubicaran primeros aque­
llos code smells cuyas clases hayan sido mas modificadas en el pasado. En forma 
similar a nuestro enfoque este trabajo utiliza volatilidad para medir el cambio 
en una clase. Particularmente, han empleado modelos desarrollados para prede­
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cir la volatilidad futura: randomwalk, promedio históorico, alisado exponencial y 
media móovil exponencial ponderada.
Tsantalis y Chatzigeorgiou tambióen presentan enfoques para identificar prob­
lemas de state-checking (el uso de sentencias if para determinar el compor­
tamiento de un objeto en lugar de utilizar polimorfismo) y la refactorizacióon de 
grandes metodos [14,15]. En este caso, los autores suponen que aquellas clases 
que mas cambiaran son aquellas en las que se encuentran los problemas cuya 
refactorizacióon involucraróa un mayor numero de componentes.
8 Conclusión
Determinar que clases son mas propensas a cambiar puede ayudar a enfocar 
mejor el mantenimiento preventivo de los sistemas. En este trabajo hemos presen­
tamos un enfoque basado en el concepto de volatilidad financiera que busca pre­
decir las clases con mayor probabilidad de cambiar. Hemos obtenido en prome­
dio un 65% de acierto en los pronósticos. Sin embargo, consideramos que deben 
realizar experimentaciones con un mayor numero de sistemas y utilizando difer­
entes rangos de revisiones (por ejemplo, revisiones semanales).
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