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Resumo Neste artigo apresentamos uma ferramenta para a verificac¸a˜o
formal de programas constru´ıdos sobre bases de dados replicadas. Esta
ferramenta avalia uma especificac¸a˜o sequencial e deduz quais as operac¸o˜es
que necessitam de ser sincronizadas para que o programa funcione cor-
rectamente num ambiente distribu´ıdo. O nosso proto´tipo e´ constru´ıdo
sobre a plataforma de verificac¸a˜o dedutiva Why3. A framework do Why3
proporciona uma experieˆncia de utilizac¸a˜o sofisticada, a possibilidade de
escalar para casos de estudo realistas, assim como um elevado grau de
automac¸a˜o de provas. Um caso de estudo e´ apresentado e discutido, com
o propo´sito de validar experimentalmente a nossa abordagem.
1 Introduc¸a˜o
Atualmente as aplicac¸o˜es distribu´ıdas de larga escala dependem de sistemas
de armazenamento geo-replicados para melhorarem a experieˆncia do utilizador.
Estes sistemas de armazenamento manteˆm va´rias re´plicas dispersas geografi-
camente, que guardam co´pias dos dados da aplicac¸a˜o. A geo-replicac¸a˜o permite
que haja uma menor lateˆncia nas operac¸o˜es e maior disponibilidade da aplicac¸a˜o,
pois os pedidos dos clientes sa˜o encaminhados para a re´plica mais pro´xima. No
entanto a geo-replicac¸a˜o apresenta um potencial problema em relac¸a˜o a` integri-
dade da informac¸a˜o armazenada em diferentes re´plicas. Quando ocorrem atua-
lizac¸o˜es concorrentes sobre diferentes re´plicas, a integridade dos dados pode ser
comprometida. Para enderec¸ar esta situac¸a˜o, uma soluc¸a˜o e´ a introduc¸a˜o de sin-
cronizac¸a˜o no sistema. Caso o sistema opte por um modelo de consisteˆncia forte,
em que e´ garantida uma ordem total na execuc¸a˜o de operac¸o˜es nas diferentes
re´plicas, a integridade dos dados e´ garantida, mas ha´ um decre´scimo na disponi-
bilidade do sistema. Se o sistema usar um modelo de consisteˆncia fraco, que na˜o
garante uma ordem total na execuc¸a˜o de operac¸o˜es, este fica mais dispon´ıvel para
o utilizador, no entanto, ha´ a possibilidade de perda da integridade dos dados
da aplicac¸a˜o. Para se encontrar um equil´ıbrio entre a correc¸a˜o e a disponibili-
dade, foi proposto que os sistemas geo-replicados poderiam combinar modelos de
consisteˆncia forte e fraca [1,2]. Mais especificamente, a abordagem consiste em
usar consisteˆncia forte quando a correc¸a˜o da aplicac¸a˜o esta´ em risco, e beneficiar
da consisteˆncia fraca quando as operac¸o˜es sa˜o seguras. Obter o equil´ıbrio entre
consisteˆncia fraca e forte de forma a maximizar a disponibilidade do sistema
na˜o e´ uma tarefa trivial [11]. Os programadores necessitam de ponderar sobre os
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efeitos concorrentes das operac¸o˜es, e de seguida decidir quais destas necessitam
de sincronizac¸a˜o para garantir a correc¸a˜o do sistema.
Neste artigo, propomos uma abordagem automa´tica para a verificac¸a˜o de
aplicac¸o˜es distribu´ıdas com consisteˆncia fraca utilizando a plataforma de veri-
ficac¸a˜o dedutiva Why3 [9]. Esta abordagem segue a regra de prova proposta
pela lo´gica CISE [12]. O objetivo desta regra de prova e´ identificar quais os
pares de operac¸o˜es que na˜o podem ser executados em concorreˆncia, e que por
consequeˆncia necessitam de sincronizac¸a˜o. Neste artigo, apresentamos a nossa
abordagem atrave´s de exemplos escritos e verificados na nossa ferramenta.
A Secc¸a˜o 2 apresenta uma breve introduc¸a˜o a` lo´gica CISE e a` regra de prova
subjacente. A plataforma Why3 e´ apresentada na Secc¸a˜o 3. Na Secc¸a˜o 4 apre-
sentamos a nossa abordagem e demonstramos o seu funcionamento. Na Secc¸a˜o
5, ilustramos o funcionamento da nossa ferramenta atrave´s dum caso de estudo
completo. Na Secc¸a˜o 6 exibimos algumas ferramentas semelhantes a` nossa. Con-
clu´ımos na Secc¸a˜o 7, apresentando linhas de explorac¸a˜o futura.
2 Conceitos preliminares
A lo´gica CISE [12] apresenta uma regra de prova para verificar a preservac¸a˜o
de invariantes de integridade de aplicac¸o˜es que operam sobre bases de dados
replicadas. Esta lo´gica fornece um modelo de consisteˆncia gene´rico que permite
definir modelos de consisteˆncia especializados para as operac¸o˜es do sistema. Um
modelo de consisteˆncia e´ expresso atrave´s de um sistema de tokens, contendo
um conjunto dos tokens T e uma relac¸a˜o de conflito ./ sobre T . Cada operac¸a˜o
do sistema tem associado um conjunto de tokens que deve adquirir para poder
ser executada. Operac¸o˜es com tokens em conflito na˜o podem ser executadas
em concorreˆncia e necessitam de ser sincronizadas. Contudo, se o conjunto de
tokens associado a uma operac¸a˜o e´ vazio, enta˜o essa operac¸a˜o na˜o necessita de
ser sincronizada e pode ser usada consisteˆncia fraca.
Por exemplo, o protocolo de exclusa˜o mu´tua pode ser expresso assumindo
um u´nico token τ em conflito consigo pro´prio (τ ./ τ). Sendo que as operac¸o˜es
que acedem ao recurso partilhado devem estar associadas ao token τ . Assim, e´
garantido que quando uma operac¸a˜o adquire o token τ , nenhuma outra operac¸a˜o
que necessite desse token podera´ ser executada em concorreˆncia. Ou seja, e´
garantida exclusa˜o mu´tua.
A regra de prova proposta permite duas abordagens de verificac¸a˜o. A primeira
abordagem consiste em verificar a validade de um sistema de tokens previamente
definido pela programadora. A segunda abordagem consiste em identificar os pa-
res de operac¸o˜es (em conflito) que quando executadas em concorreˆncia podem
quebrar os invariantes da aplicac¸a˜o. Estes pares de operac¸o˜es definem ja´ um sis-
tema de tokens inicial, que pode ser posteriormente refinado pela programadora.
Em termos operacionais, a regra de prova e´ composta pelas seguintes ana´lises.
Ana´lise de safety : e´ verificado se os efeitos de uma operac¸a˜o, quando executada
sequencialmente, preservam o invariante da aplicac¸a˜o. Ana´lise de comutativi-
dade: e´ verificado se todos os pares de operac¸o˜es comutam, i.e., se as operac¸o˜es
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forem executadas em ordem alternada enta˜o o estado final sera´ o mesmo, par-
tindo do mesmo estado inicial. Ana´lise de estabilidade: e´ verificado se as
pre´-condic¸o˜es de uma operac¸a˜o sa˜o esta´veis em relac¸a˜o aos efeitos de cada uma
das operac¸o˜es do sistema. A estabilidade de uma operac¸a˜o garante que esta
pode ser executada em concorreˆncia com outras operac¸o˜es de forma segura, i.e.,
aquando da execuc¸a˜o remota as suas pre´-condic¸o˜es continuam va´lidas.
A regra de prova foi automatizada numa ferramenta com o propo´sito de
raciocinar sobre a correc¸a˜o de aplicac¸o˜es distribu´ıdas, executadas sobre bases
de dados com consisteˆncia fraca. A automatizac¸a˜o da regra de prova usa SMT
solvers para descartar condic¸o˜es de verificac¸a˜o geradas.
Na primeira versa˜o da ferramenta [20] e´ necessa´rio comunicar diretamente
com o Z3, o que torna a utilizac¸a˜o da ferramenta complexa, pois e´ necessa´rio
utilizar API’s de baixo n´ıvel para especificar a aplicac¸a˜o [19]. Na segunda versa˜o
da ferramenta [17] e´ usada a framework Boogie [3]. O Boogie gera um conjunto de
condic¸o˜es de verificac¸a˜o a partir da especificac¸a˜o, e de seguida envia-as a um SMT
solver. Contudo, uma desvantagem de usar o Boogie e´ a falta de suporte atual.
3 Plataforma Why3
Why3 e´ uma plataforma de verificac¸a˜o dedutiva de programas, isto e´, ”torna
a correc¸a˜o dum programa numa fo´rmula matema´tica e de seguida prova-a”[6].
A arquitetura do Why3 conte´m um back-end puramente lo´gico e um front-end
direcionado para a escrita de programas [6]. O front-end recebe ficheiros que
conteˆm uma lista de mo´dulos, dos quais condic¸o˜es de verificac¸a˜o sa˜o extra´ıdas,
a serem posteriormente enviadas a demonstradores de teoremas externos.
Esta ferramenta oferece uma linguagem de programac¸a˜o denominada WhyML
que tem dois propo´sitos: escrita de programas e fornecer especificac¸o˜es formais
dos seus comportamentos. A linguagem WhyML, constitui-se como uma lin-
guagem de primeira ordem com alguns aspetos encontrados frequentemente em
linguagens funcionais, como por exemplo, pattern-matching, tipos alge´bricos e
polimorfismo. Em simultaˆneo, a linguagem WhyML apresenta caracter´ısticas
imperativas como records com campos muta´veis e excec¸o˜es. A lo´gica usada para
escrever as especificac¸o˜es e´ uma extensa˜o da lo´gica de primeira ordem com ti-
pos polimo´rficos, tipos alge´bricos, predicados indutivos, definic¸o˜es recursivas,
assim como uma forma limitada de lo´gica de ordem superior [10]. Outra ca-
racter´ıstica importante da linguagem WhyML e´ co´digo ghost utilizado princi-
palmente quando se escreve a especificac¸a˜o do programa. Este tipo de co´digo
e´ semelhante ao co´digo regular pois e´ parsed, type checked e transformado em
condic¸o˜es de verificac¸a˜o da mesma forma [6]. Uma particularidade do co´digo
ghost e´ o facto de poder ser removido dum programa sem afetar o seu funciona-
mento. A frase anterior e´ verdade pois o co´digo ghost na˜o pode ser usado numa
computac¸a˜o de co´digo regular, assim como tambe´m na˜o pode alterar um valor
muta´vel no co´digo regular [7]. Mas co´digo regular na˜o pode modificar nem aceder
a co´digo ghost. A linguagem WhyML tambe´m pode ser usada como uma lingua-
gem interme´dia para a verificac¸a˜o de programas escritos em C, Ada ou Java, por
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exemplo [9,16,13,8]. A plataforma Why3 fornece um front-end para comunicar
com mais de 25 demonstradores de teoremas automa´ticos e interativos.
4 CISE3
Como mencionado na secc¸a˜o anterior, a plataforma Why3 fornece uma lingua-
gem de programac¸a˜o e especificac¸a˜o de alto n´ıvel. A partir de programas escritos
e anotados em WhyML sa˜o posteriormente geradas condic¸o˜es de verificac¸a˜o, que
podem ser enviadas aos mu´ltiplos demonstradores de teoremas integrados no
Why3. Esta diversidade permite colmatar algumas limitac¸o˜es de outras ferra-
mentas de prova que apenas suportam um u´nico demonstrador de teoremas.
Em simultaˆneo, a plataforma Why3 tambe´m fornece um ambiente de desen-
volvimento gra´fico onde e´ poss´ıvel interagir com os diversos demonstradores de
teoremas, realizar provas interativas [5], assim como visualizar contra-exemplos.
A plataforma Why3 pode ser estendida atrave´s de plug-ins como e´ o caso do
Jessie [18] e o Krakatoa [8]. A integrac¸a˜o de novos plug-ins no Why3 e´ simples:
e´ necessa´rio escrever um parser para a linguagem alvo, cuja representac¸a˜o in-
terme´dia deve ser mapeada para a AST na˜o tipificada da linguagem WhyML.
Finalmente, deve ser utilizado o mecanismo de tipificac¸a˜o do Why3 para ge-
rar uma versa˜o tipificada da anterior AST. O programa WhyML resultante da
tipificac¸a˜o pode enta˜o ser analisado de forma transparente pela plataforma.
A ferramenta CISE3 trata-se de um plug-in da plataforma Why3. No nosso
caso particular, utilizamos o parser ja´ existente para a linguagem WhyML, assim
como o printer de expresso˜es. Acreditamos que a nossa escolha da plataforma
Why3, baseando a nossa ferramenta na sua arquitetura de plug-ins, permitiu uma
reduc¸a˜o do esforc¸o de desenvolvimento e validac¸a˜o. Por outro lado, construir
a nossa ferramenta sobre uma framework matura permite-nos evoluir para a
ana´lise de exemplos mais realistas. Nesta secc¸a˜o descrevemos o funcionamento
da ferramenta CISE3 e ilustramos as va´rias ana´lises realizadas.
Ana´lise de safety. Esta ana´lise consiste em verificar se uma operac¸a˜o executada
sem concorreˆncia pode quebrar algum invariante de integridade da aplicac¸a˜o. O
input necessa´rio a` nossa ferramenta e´ a especificac¸a˜o do estado da aplicac¸a˜o e
seus invariantes, assim como a implementac¸a˜o e especificac¸a˜o para cada operac¸a˜o.
Consideremos, por exemplo, o seguinte programa gene´rico constitu´ıdo pelas
operac¸o˜es f e g, assim como o tipo de estado τ e o invariante I associado:
type τ[@state] = { x : τx }
invariant { I }
let f (x : τ1) (state: τ)
requires { P1 }
ensures { Q1 }
= e1
let g (y : τ2) (state: τ)
requires { P2 }
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ensures { Q2 }
= e2
Para especificar o estado da aplicac¸a˜o, e´ necessa´rio associar a esse tipo uma etiqueta
[@state] de forma a ser poss´ıvel identifica´-lo, como podemos observar acima. O tipo τ
possui um conjunto de campos representado por x cujos tipos sa˜o representados por τx.
Adicionalmente, apresentamos a definic¸a˜o das operac¸o˜es f e g. Todas as operac¸o˜es da
aplicac¸a˜o teˆm como argumento uma instaˆncia do estado da aplicac¸a˜o para ser usado na
gerac¸a˜o de func¸o˜es para as ana´lises de estabilidade e comutatividade. No co´digo acima,
na operac¸a˜o f as suas pre´-condic¸o˜es sa˜o representadas por P1, as po´s-condic¸o˜es porQ1 e
o seu corpo esta´ representado por e1. A especificac¸a˜o da operac¸a˜o g e´ semelhante mas as
suas pre´-condic¸o˜es sa˜o representadas por P2, as po´s-condic¸o˜es por Q2 e o seu corpo por
e2. A plataforma Why3 por si so´ ja´ tem a capacidade de verificar, operac¸a˜o a operac¸a˜o,
se as suas pre´ e po´s-condic¸o˜es sa˜o mantidas tendo em conta a sua implementac¸a˜o.
Em adic¸a˜o, a programadora ao especificar o estado da aplicac¸a˜o juntamente com os
seus invariantes de integridade, o Why3 consegue verificar se uma operac¸a˜o os pode
quebrar ou na˜o, dada a sua implementac¸a˜o. Nos casos em que o Why3 na˜o consiga
provar alguma asserc¸a˜o no programa, a plataforma e´ capaz de apresentar um contra-
exemplo [4]. Dito isto, e´ poss´ıvel afirmar que o Why3 e´ capaz de realizar a ana´lise de
safety, sem ser necessa´rio realizar qualquer alterac¸a˜o interna a` plataforma.
Ana´lise de comutatividade e estabilidade. O nosso plug-in foi implementado com o
intuito de gerar automaticamente func¸o˜es que verificam a comutatividade e estabili-
dade entre pares de operac¸o˜es da aplicac¸a˜o. Este plug-in dado o co´digo e especificac¸a˜o
da aplicac¸a˜o usa o parser do Why3 para obter uma representac¸a˜o em memo´ria do
conteu´do de um programa WhyML. Apo´s o parsing do ficheiro, para cada par de
operac¸o˜es diferentes e´ gerada automaticamente uma func¸a˜o de comutatividade. Vol-
tando ao programa gene´rico apresentado na secc¸a˜o anterior, a nossa ferramenta gera a
seguinte func¸a˜o para a ana´lise de comutatividade e estabilidade entre as operac¸o˜es f e g:
let ghost f_g_commutativity () : (τ, τ)
returns { (s1, s2) → s1 == s2 }
= val x1 : τ1 in
val state1 : τ in
val x2 : τ2 in
val state2 : τ in
assume { P1 ∧ P2 ∧ state1 == state2 }
f x1 state1;
g x2 state1;
g x2 state2;
f x1 state2;
(state1, state2)
Se o Why3 conseguir provar que a func¸a˜o acima respeita a especificac¸a˜o, enta˜o as
operac¸o˜es comutam e na˜o esta˜o em conflito. Esta func¸a˜o comec¸a por gerar dois estados
da aplicac¸a˜o iguais assim como os argumentos para cada operac¸a˜o de modo a que
se preservem as pre´-condic¸o˜es de ambas as operac¸o˜es em ana´lise. De seguida ambas
as operac¸o˜es sa˜o executadas numa ordem sobre um dos estados gerados e depois sa˜o
executadas na ordem alternativa sobre o outro estado gerado. No final e´ verificado se os
estados que sa˜o obtidos apo´s a execuc¸a˜o de ambas as operac¸o˜es em ordens alternadas
sa˜o iguais. Caso ambos os estados finais sejam iguais, enta˜o assumimos que as operac¸o˜es
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sa˜o comutativas. Para verificar que as operac¸o˜es na˜o esta˜o em conflito, tenta-se provar a
func¸a˜o gerada com a nossa ferramenta. Caso na˜o consigamos provar uma pre´-condic¸a˜o
de uma operac¸a˜o que tenha sido precedida pela execuc¸a˜o de outra operac¸a˜o (e.g., a pre´-
condic¸a˜o de g no estado obtido apo´s a execuc¸a˜o de f), enta˜o assume-se que estas esta˜o
em conflito e na˜o podem ser executadas em concorreˆncia. Caso contra´rio as operac¸o˜es
na˜o esta˜o em conflito. Desta forma consegue realizar-se num u´nico passo a ana´lise de
comutatividade e estabilidade para todos os pares de operac¸o˜es diferentes.
Como se pode observar na po´s-condic¸a˜o da func¸a˜o acima, existe uma relac¸a˜o de
igualdade de estados (==). Esta relac¸a˜o de igualdade trata-se de uma comparac¸a˜o
campo a campo do record do estado da aplicac¸a˜o. A relac¸a˜o de igualdade entre estados
pode ser gerada automaticamente pela nossa ferramenta. Na Secc¸a˜o 5 apresentaremos
um exemplo que requer uma relac¸a˜o de igualdade fornecida pela programadora.
Finalmente, para a ana´lise de estabilidade para cada par de operac¸o˜es iguais, a
nossa ferramenta tambe´m gera uma func¸a˜o. Voltando, mais uma vez, ao programa
gene´rico apresentado na secc¸a˜o anterior, a nossa ferramenta gera as seguintes func¸o˜es
para a ana´lise de estabilidade para as operac¸o˜es f e g:
let ghost f_stability () : unit
= val x1 : τ1 in
val state1 : τ in
assume { P1}
f x1 state1;
f x1 state1;
let ghost g_stability () : unit
= val x2 : τ2 in
val state1 : τ in
assume { P2}
g x2 state1;
g x2 state1;
Nas func¸o˜es acima apresentadas, comec¸a-se por gerar o estado inicial da aplicac¸a˜o
e os argumentos para as chamadas da operac¸a˜o de forma a que as pre´-condic¸o˜es da
primeira chamada a` operac¸a˜o sejam preservadas. Por u´ltimo a operac¸a˜o e´ executada
duas vezes consecutivas. Para determinar se a operac¸a˜o e´ independente de si pro´pria,
utiliza-se o Why3 para se tentar provar essa func¸a˜o. Caso na˜o se consiga provar a
func¸a˜o, devido a` violac¸a˜o de uma pre´-condic¸a˜o da segunda chamada a` operac¸a˜o, enta˜o
assume-se que a operac¸a˜o na˜o pode ser executada em concorreˆncia consigo pro´pria.
5 Caso de estudo
Nesta secc¸a˜o apresentamos um caso de estudo completo, que visa ilustrar o funcio-
namento da nossa ferramenta. O caso de estudo trata-se de um conjunto de contas
banca´rias, sobre as quais cada cliente pode apenas depositar ou levantar dinheiro. A
implementac¸a˜o e especificac¸a˜o sa˜o as seguintes:
type state [@state]= {
balance : array int
} invariant{forall i. 0 ≤ i < length balance → balance[i] ≥ 0}
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let deposit(accountId amount: int) (state : state): unit
requires {amount > 0}
requires {accountId ≥ 0 ∧ accountId < length state.balance}
ensures {state.balance[accountId] =
old(state.balance)[accountId] + amount}
ensures {forall i. i 6= accountId →
state.balance[i] = (old state.balance)[i]}
= state.balance[accountId] ← state.balance[accountId] + amount
let withdraw(accountId amount: int) (state : state) : unit
requires {amount > 0}
requires {state.balance[accountId] - amount ≥ 0}
requires {accountId ≥ 0 ∧ accountId < length state.balance}
ensures {state.balance[accountId] =
old(state.balance)[accountId] - amount}
ensures {forall i. i 6= accountId →
state.balance[i] = (old state.balance)[i]}
= state.balance[accountId] ← state.balance[accountId] - amount
let ghost predicate state_equality [@state_eq] (s1 s2 : state)
= array_eq s1.balance s2.balance
A especificac¸a˜o das operac¸o˜es deposit e withdraw sa˜o standard: na˜o e´ poss´ıvel
depositar valores negativos nem e´ poss´ıvel remover uma quantia de dinheiro maior
que o saldo dispon´ıvel. O estado da aplicac¸a˜o especificado corresponde a um record
com apenas um campo balance que representa as contas banca´rias, e cada ı´ndice
desse array representa uma conta diferente. Ao estado da aplicac¸a˜o esta´ associado um
invariante de integridade. Para este exemplo, o invariante especifica que, em qualquer
momento da execuc¸a˜o, o saldo de cada conta deve ser na˜o-negativo. O esforc¸o de prova
deste programa sequencial e´ apresentado na Figura 1.
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lemma VC for state 0.00 0.03 0.02
lemma VC for deposit 0.01 0.05 0.01
lemma VC for withdraw 0.01 0.05 0.01
Figura 1. Estat´ısticas da prova da aplicac¸a˜o do caso de estudo.
Uma particularidade deste exemplo e´ a introduc¸a˜o do predicado de igualdade entre
estados state_equality. Este predicado esta´ identificado como sendo co´digo ghost
pois e´ apenas utilizado para propo´sitos de especificac¸a˜o. De forma a identificarmos
que o predicado state_equality e´ a relac¸a˜o de igualdade entres estados, e´ necessa´rio
associar-lhe a etiqueta [@state_eq]. Caso a programadora na˜o tivesse especificado este
predicado, a nossa ferramenta teria gerado automaticamente uma relac¸a˜o de igualdade,
como vimos na Secc¸a˜o 4. No caso concreto da comparac¸a˜o entre arrays, uma simples
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comparac¸a˜o estrutural na˜o seria suficiente para provar a igualdade entre estes, ja´ que
e´ necessa´rio fazer uma comparac¸a˜o point-wise dos elementos dos arrays.
Na implementac¸a˜o acima apresentada podemos observar que a aplicac¸a˜o apenas
tem duas operac¸o˜es: deposit e withdraw. Neste caso havendo apenas um par de
operac¸o˜es diferentes a nossa ferramenta apenas necessita de gerar a seguinte func¸a˜o
para a ana´lise de comutatividade:
let ghost deposit_withdraw_commutativity () : (state, state)
ensures { match result with
| x1, x2 → state_equality x1 x2
end }
= val ghost accountId1 : int in
val ghost amount1 : int in
val ghost state1 : state in
val ghost accountId2 : int in
val ghost amount2 : int in
val ghost state2 : state in
assume { ((amount1 > 0 ∧ accountId1 ≥ 0 ∧
accountId1 < length (balances state1)) ∧
amount2 > 0 ∧
((balances state2)[accountId2] - amount2) ≥ 0 ∧
accountId2 ≥ 0 ∧
accountId2 < length (balances state2)) ∧
state_equality state1 state2 };
withdraw accountId2 amount2 state1;
deposit accountId1 amount1 state1;
deposit accountId1 amount1 state2;
withdraw accountId2 amount2 state2;
(state1, state2)
Na func¸a˜o acima comec¸a-se por gerar os argumentos amount1, accountId1, state1,
amount2, accountId2 e state2 que sera˜o usados nas chamadas a`s operac¸o˜es em ana´lise.
A expressa˜o assume tem o propo´sito de limitar o espac¸o de poss´ıveis combinac¸o˜es de
valores para os argumentos que sa˜o gerados, de modo a que as pre´-condic¸o˜es sejam
preservadas e ambos os estados iniciais gerados sejam iguais. Posteriormente e´ cha-
mada a operac¸a˜o withdraw seguida da chamada a` operac¸a˜o deposit sobre o estado
state1. Se o Why3 na˜o conseguir provar as pre´-condic¸o˜es para a chamada da operac¸a˜o
deposit sobre o estado state1, enta˜o assume-se que as operac¸o˜es esta˜o em conflito e
na˜o podem ser executadas em concorreˆncia. De seguida e´ chamada a operac¸a˜o deposit,
seguida da chamada a` operac¸a˜o withdraw sobre o estado state2. Da mesma forma que
foi verificado na ordem de execuc¸a˜o anterior, se alguma pre´-condic¸a˜o da chamada a`
operac¸a˜o withdraw sobre o estado state2 na˜o for preservada enta˜o assume-se que as
operac¸o˜es esta˜o em conflito. Para finalizar, e´ devolvido um par com os estados state1
e state2 e se forem ambos iguais enta˜o assume-se que as operac¸o˜es comutam. Neste
caso em particular conseguimos provar todas as condic¸o˜es de verificac¸a˜o geradas, no-
meadamente, a preservac¸a˜o das pre´-condic¸o˜es das operac¸o˜es e a igualdade dos estados
apo´s a execuc¸a˜o das operac¸o˜es em ambas as ordens. Conclu´ımos assim que as operac¸o˜es
deposit e withdraw comutam e na˜o esta˜o em conflito, sendo poss´ıvel executa´-las em
concorreˆncia.
Procede-se agora a` ana´lise de estabilidade para os pares de operac¸o˜es iguais. Nesses
casos, gera-se automaticamente uma nova func¸a˜o de ana´lise de estabilidade para cada
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par de operac¸o˜es iguais. Para o nosso caso de estudo, a nossa ferramenta gera as
seguintes func¸o˜es para a restante ana´lise de estabilidade:
let ghost deposit_stability (ghost _:()) : () =
val ghost accountId : int in
val ghost amount : int in
val ghost state : state in
assume { amount > 0 ∧
accountId ≥ 0 ∧
accountId < length (balances state) };
deposit accountId amount state;
deposit accountId amount state
let ghost withdraw_stability (ghost _:()) : () =
val ghost accountId : int in
val ghost amount : int in
val ghost state : state in
assume { amount > 0 ∧
((balances state)[accountId] - amount) ≥ 0 ∧
accountId ≥ 0 ∧ accountId < length (balances state) };
withdraw accountId amount state;
withdraw accountId amount state
Inicialmente cada func¸a˜o de ana´lise de estabilidade gera os argumentos para serem
usados nas chamadas a`s func¸o˜es, neste caso amount, state e accountId. A expressa˜o
assume tem o propo´sito de restringir o espac¸o de combinac¸a˜o de valores que os argu-
mentos podem tomar de forma a que as pre´-condic¸o˜es da operac¸a˜o em ana´lise sejam
preservadas. De seguida chama-se a operac¸a˜o duas vezes consecutivas e caso o Why3
na˜o consiga provar a preservac¸a˜o de todas as pre´-condic¸o˜es a priori da segunda cha-
mada a` operac¸a˜o em ana´lise enta˜o assume-se que a operac¸a˜o esta´ em conflito consigo
pro´pria. Para este caso de estudo, todas as condic¸o˜es de verificac¸a˜o geradas para a
func¸a˜o deposit_stability sa˜o provadas automaticamente, o que nos permite con-
cluir que a operac¸a˜o deposit pode ser executada em concorreˆncia consigo pro´pria.
Por outro lado, na˜o e´ poss´ıvel provar a preservac¸a˜o de uma das pre´-condic¸o˜es aquando
da segunda chamada a` operac¸a˜o withdraw na func¸a˜o withdraw_stability. Podemos
neste momento utilizar o Why3 para obter o contra-exemplo seguinte:
let ghost withdraw_stability () : () =
let ghost accountId = any int in
(* accountId = 0 *)
let ghost amount = any int in
(* amount = 1 *)
let ghost state = any state in
assume { amount > 0 ∧
((balances state)[accountId] - amount) ≥ 0 ∧
accountId ≥ 0 ∧
accountId < length (balances state) };
withdraw accountId amount state;
withdraw accountId amount state
(* accountId = 0; amount = 1 *)
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As afetac¸o˜es produzidas pelo contra-exemplo apresentam-se como comenta´rios.
Neste exemplo na˜o e´ poss´ıvel garantir que apo´s a execuc¸a˜o da primeira chamada a
withdraw, a conta banca´ria tem um saldo superior a amount. De acordo com o contra-
exemplo, se tentarmos executar a operac¸a˜o withdraw com amount = 1 sobre a conta
accountId = 0 com um saldo inicial de 1, enta˜o apo´s a primeira chamada o saldo seria
igual a 0. Se executa´ssemos a operac¸a˜o withdraw novamente com os mesmos argu-
mentos, isso quebraria a pre´-condic¸a˜o de withdraw ja´ que ir´ıamos tentar remover um
montante superior ao saldo dispon´ıvel. Conclu´ımos que na˜o e´ poss´ıvel executar duas
operac¸o˜es withdraw em concorreˆncia.
O esforc¸o de prova das func¸o˜es de comutatividade e estabilidade geradas pode ser
observado na Figura 2.
Proof obligations A
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Z
3
4
.5
.0
VC for deposit withdraw commutativity 0.07 (5s) FAILURE
VC for withdraw stability precondition 1 0.00
precondition 2 0.00
precondition 3 0.01
precondition 4 0.00
precondition 5 (1s) (1s) FAILURE
precondition 6 0.00
VC for deposit stability 0.00 0.02 0.01
Figura 2. Estat´ısticas da prova das func¸o˜es geradas para o caso de estudo.
6 Estado da arte
Quelea e´ uma ferramenta que verifica aplicac¸o˜es constru´ıdas sobre bases de dados re-
plicadas com consisteˆncia eventual [22]. Esta abordagem tem por base uma linguagem
de contratos que permite especificar propriedades fine-grained sobre a consisteˆncia da
aplicac¸a˜o. As condic¸o˜es de verificac¸a˜o derivadas desses contratos sa˜o provadas usando
o Z3. Para cada operac¸a˜o a ferramenta verifica qual o modelo de consisteˆncia apropri-
ado, i.e., cujas restric¸o˜es sa˜o satisfeitas pelo contrato da operac¸a˜o. A complexidade da
especificac¸a˜o dos contratos e´ elevada, exigindo racionar sobre poss´ıveis interfereˆncias
causadas por execuc¸o˜es concorrentes. Para ale´m disso na˜o existe garantia que os con-
tratos sejam suficientes para manter os invariantes da aplicac¸a˜o.
Q9 e´ outra ferramenta que analisa aplicac¸o˜es que operam sobre bases de dados
replicadas com consisteˆncia eventual, dada a sua especificac¸a˜o [15]. O Q9 descobre
anomalias na consisteˆncia da aplicac¸a˜o usando uma te´cnica de verificac¸a˜o limitada,
e resolve-as automaticamente. A te´cnica de verificac¸a˜o limitada consiste em analisar
um espac¸o de procura de estados restringido pelo nu´mero de efeitos concorrentes que
podem ocorrer ao estado da aplicac¸a˜o. Tendo em conta que existe uma restric¸a˜o sobre
o nu´mero ma´ximo de efeitos que podem ocorrer ao estado da aplicac¸a˜o, ao contra´rio
do CISE3, esta ferramenta na˜o e´ capaz de assegurar correc¸a˜o completa do sistema.
O Repliss e´ uma ferramenta de verificac¸a˜o de aplicac¸o˜es executadas sobre bases
de dados com consisteˆncia fraca, dada a especificac¸a˜o, os invariantes e o co´digo da
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aplicac¸a˜o, escritos na pro´pria DSL da ferramenta [23]. Com a informac¸a˜o fornecida
pela programadora, o Repliss traduz um programa num programa sequencial Why3.
Se o programa sequencial for provado correto, enta˜o o programa inicial tambe´m e´
considerado correto. Em comparac¸a˜o com a nossa ferramenta, a DSL apresentada nesta
ferramenta para a especificac¸a˜o e implementac¸a˜o da aplicac¸a˜o e´ mais limitada que a
linguagem WhyML. Sendo assim, a nossa ferramenta ao ser desenvolvida em sobre a
plataforma Why3, permite uma ana´lise mais robusta.
A ferramenta Hamsaz usa o SMT solver CVC4 para determinar os conflitos e as
dependeˆncias causais entre operac¸o˜es [14], dada um especificac¸a˜o do sistema. Esta espe-
cificac¸a˜o deve definir o estado, os invariantes sobre o estado e os me´todos da aplicac¸a˜o.
O objetivo desta ferramenta e´ obter automaticamente um sistema replicado correto
por construc¸a˜o que garante a integridade e convergeˆncia de dados. Em simultaˆneo, o
sistema obtido evita sincronizac¸a˜o desnecessa´ria tendo em conta as relac¸o˜es de con-
flito e dependeˆncia entre operac¸o˜es. A ana´lise dos pares de operac¸o˜es em conflito e/ou
dependentes e´ semelhante a` ana´lise realizada pela nossa ferramenta.
7 Conclusa˜o e Perspetivas
Neste artigo explora´mos uma abordagem automa´tica para a ana´lise de aplicac¸o˜es dis-
tribu´ıdas com consisteˆncia fraca utilizando a plataforma de verificac¸a˜o dedutiva Why3.
O que propomos e´ que o programa sequencial da aplicac¸a˜o, assim como a sua espe-
cificac¸a˜o, sejam fornecidas e de seguida se use a ferramenta CISE3 para raciocinar
sobre os pares de operac¸o˜es conflituosas do sistema. A nossa proposta foi ilustrada na
Secc¸a˜o 5 atrave´s dum caso de estudo implementado e verificado na nossa ferramenta.
Os pro´ximos objetivos relacionados com o trabalho apresentado neste artigo sa˜o os
seguintes: a especificac¸a˜o e verificac¸a˜o de uma biblioteca de CRDT’s, a introduc¸a˜o
de uma relac¸a˜o de conflito entre operac¸o˜es no programa e a gerac¸a˜o automa´tica de
po´s-condic¸o˜es mais fortes.
Uma soluc¸a˜o para operac¸o˜es que na˜o comutam e´ a utilizac¸a˜o de Conflict-free Re-
plicated Data Types (CRDTs) [21]. Os CRDTs sa˜o estruturas de dados, que garantem
convergeˆncia dos dados, e que esta˜o replicados num conjunto de re´plicas ligadas por
uma rede ass´ıncrona. Com uma biblioteca de CRDTs verificados com a ferramenta
Why3, seria poss´ıvel introduzi-los no programa sempre que fossem identificados pares
de operac¸o˜es na˜o comutativas, e desta forma seria poss´ıvel garantir convergeˆncia.
Com a introduc¸a˜o duma relac¸a˜o de conflito no programa, a programadora consegue
especificar quais as operac¸o˜es que considera, a` priori da execuc¸a˜o da nossa ferramenta,
que esta˜o em conflito. Sendo assim, o nosso objetivo e´, dada a relac¸a˜o de conflito
entre operac¸o˜es, a nossa ferramenta apenas analisar os pares de operac¸o˜es que na˜o
esta˜o representados na relac¸a˜o de conflito especificada pela programadora. Desta forma,
a nossa ana´lise apenas gera func¸o˜es de comutatividade para os pares de operac¸o˜es
diferentes que na˜o estejam contemplados na relac¸a˜o de conflito e gera as func¸o˜es de
estabilidade para os pares de operac¸o˜es iguais que na˜o aparec¸am na relac¸a˜o de conflito.
Com a introduc¸a˜o da gerac¸a˜o automa´tica de po´s-condic¸o˜es mais fortes, o esforc¸o
de especificac¸a˜o do programador seria consideravelmente menor. Neste caso a progra-
madora apenas teria de raciocinar sobre as pre´-condic¸o˜es e a implementac¸a˜o de cada
operac¸a˜o. Em relac¸a˜o a esta tarefa, o objetivo e´ enderec¸ar um sub-conjunto da lingua-
gem WhyML de forma a poder obter-se uma prova de conceito para a nossa abordagem.
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