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Los gobiernos desarrollan iniciativas de Gobierno 
Digital con el objetivo de buscar técnicas, 
herramientas, enfoques y/o estrategias digitales que 
ayuden a resolver los problemas que se le presentan. 
Desde la perspectiva de una institución, en el contexto 
de Gobierno Digital, es deseable lograr la reutilización 
de software de manera sistemática con el fin de lograr 
beneficios asociados a utilizar los artefactos 
construidos previamente en cada desarrollo nuevo que 
se realiza. Para que la reutilización del software sea 
sistemática, los procesos de desarrollo deberían 
abordar la construcción colectiva de familias de 
productos relacionados con un dominio [21]. Por otro 
lado, para estar en consonancia con el modelo y los 
procesos de negocio, se debe considerar un enfoque de 
desarrollo que se centre en un dominio de negocio 
específico. Es por ello, que es evidente en el corto y 
mediano plazo, la necesidad de un cambio 
revolucionario en la forma de escribir el software.  La 
modernización puede ser tanto estratégica como 
técnica y las instituciones deben estar preparadas 
cuando se presente la oportunidad. La modernización 
se trata principalmente de una reingeniería para 
aprovechar los beneficios de las arquitecturas y 
plataformas modernas. El objetivo de la línea de 
investigación que se presenta en este trabajo es diseñar 
un marco de trabajo (framework) que permita el 
desarrollo de software de dominio específico para 
Gobierno Digital. El mismo consiste en investigar y 
desarrollar herramientas informáticas para facilitar el 
rápido desarrollo de aplicaciones en Gobierno Digital. 
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El presente trabajo se enmarca en el proyecto de 
investigación “Herramientas Informáticas para el 
Desarrollo de Servicios Digitales Innovadores para 
Comunidades Urbanas y Rurales en el Marco de 
Ciudades y Regiones Inteligentes” desarrollado en el 
Laboratorio de Informática Aplicada, Sede Atlántica, 
Universidad Nacional del Río Negro (UNRN). La 
propuesta de investigación se encuentra en proceso de 
evaluación en la “Convocatoria Ideas Proyectos de 
Desarrollo y Transferencia de Tecnología (IP-DTT)” 
llevada a adelante por la Secretaría de Investigación, 
Creación Artística, Desarrollo y Transferencia de 
Tecnología de la UNRN, para obtener financiamiento. 
El proyecto tiene una duración de 18 meses y los 
resultados serán transferidos a la Subsecretaría de 
Innovación, Desarrollo Sostenible y Ambiente de la 




En 1968, en el Congreso sobre Ingeniería del 
Software que organizó el Comité de Ciencia de la 
OTAN, se introdujo por primera vez la idea de la 
reutilización. En ese Congreso el Ing. M.D. McIlroy, de 
Bell Laboratories, afirmó que “La industria del 
software se asienta sobre una base débil, y un aspecto 
importante de esa debilidad es la ausencia de una 
subindustria de componentes” [1]. En Ingeniería de 
Software, se entiende por componente, un fragmento 
reemplazable de un sistema, dentro del cual se 
encuentran implementadas un conjunto de 
funcionalidades [2]. Un componente puede 
desarrollarse aislado.  
Uno de los desafíos centrales en el desarrollo de 
software, justamente, es la reutilización, lo que permite 
utilizar nuevamente uno o más artefactos 
implementados como parte del desarrollo de un nuevo 
producto o sistema. Existen diferentes técnicas que han 
facilitado, de alguna manera, el uso de artefactos de 
desarrollo de granularidad cada vez mayor. Al no 
disponer de contextos suficientemente amplios como 
para detectar elementos reutilizables y donde pueden 
utilizarse se desemboca muchas veces en reutilización 
oportuna. Esto es, se utiliza algún artefacto ya 
desarrollado con las correspondientes adaptaciones, en 
el nuevo sistema.  
Desde la perspectiva de una institución, en el 
contexto de Gobierno Digital, es deseable lograr, en 673
cada desarrollo nuevo, un enfoque de reutilización 
sistemática. El fin, es obtener los beneficios asociados 
a utilizar artefactos construidos previamente (por 
ejemplo, la madurez y calidad). En el proceso de 
desarrollo se debe plantear la construcción colectiva de 
familias de productos relacionados por un dominio para 
lograr que la reutilización sea sistemática.  
La industria del software se ha enfrentado a nuevos 
desafíos en cuanto a complejidad, costos, tiempo de 
comercialización, estándares de calidad y evolución 
[3]. Existen diferentes estrategias para enfrentar los 
desafíos que cuentan con adeptos tanto en la academia 
como en la industria, entre ellas, el Diseño Impulsado 
por el Dominio, DDD por sus siglas en inglés Domain 
Driven Design [4], la Ingeniería de Software Dirigida 
por Modelos, MDE por sus siglas en inglés Model-
Driven Engineering [5] y las Líneas de Productos de 
Software (LPS) [6]. La relevancia de cada una de estas 
estrategias se explica brevemente a continuación. 
En un contexto de Gobierno Digital, a medida que 
las aplicaciones crecen en complejidad y tamaño, es 
posible que puedan dividirse en contextos o 
subdominios independientes. DDD es un enfoque de 
desarrollo de software destinado específicamente a 
abordar los sistemas complejos. Su base estratégica es 
el proceso de descubrir dominios.  En el que entran en 
juego dos conceptos muy importantes, el Lenguaje 
Ubicuo y los Contextos Delimitados (Bounded 
Context- BC). El Lenguaje Ubicuo es una colección de 
términos específicos del dominio, el lenguaje de 
negocios [4]. Los Contextos Delimitados son los 
límites dentro de los cuales cada modelo de dominio 
existe y opera. Este es un aspecto crucial y poderoso de 
la modelización de dominios, ya que permite que los 
modelos en diferentes contextos evolucionen 
independientemente unos de otros. Esto tiene un efecto 
significativo en el mantenimiento porque se hace 
mucho más sencillo aplicar y probar los cambios en un 
modelo que se centra únicamente en su propio dominio.  
El modelo sólo cambiará si cambian las reglas en su 
propio contexto. Por este motivo, el enfoque permite 
combatir la complejidad desde el lado de la 
“modularización”. Al dividir grandes procesos en 
subprocesos más pequeños, es posible diseñar e 
implementar módulos separados y combinarlos para 
abordar diferentes aplicaciones [7]. 
A lo largo del tiempo se ha buscado crear artefactos 
de software de forma rápida, con menos errores y 
poniendo más énfasis en los requisitos y necesidades. 
Con el objetivo de cumplir con esto, MDE brinda más 
agilidad al desarrollo de aplicaciones. Es una propuesta 
que se ha venido trabajando desde hace varios años. Es 
un paradigma para el desarrollo software que considera 
a los modelos como el principal elemento del proceso 
de desarrollo [8]. Gracias al uso de modelos, es posible 
elevar el nivel de abstracción y de automatización. Esto 
permite atacar los principales problemas en la creación 
de software: a) la complejidad, b) el desarrollo de 
marcos de trabajo y lenguajes específicos para lograr la 
comprensión del dominio; c) mejorar diferentes 
aspectos de la calidad del software como la 
productividad y el mantenimiento; y d) obtener 
provecho de las transformaciones para automatizar 
trabajo repetitivo y mejorar la calidad del software.  
Las LPS brindan un enfoque diferente para la 
creación de aplicaciones individuales a partir de la 
construcción de Familias de Productos. Este proceso se 
basa en la selección de elementos comunes y las 
variabilidades entre los miembros de la Familia [5]. La 
experiencia [9] muestra que se logra una mayor 
reutilización, menores costos y un menor tiempo de 
puesta en marcha. Una LPS es un conjunto de sistemas 
software que comparten un conjunto de características 
comunes (features) que satisfacen las necesidades 
específicas de un dominio o segmento de mercado 
particular, y que se desarrollan a partir de una 
arquitectura base y un conjunto de activos de software 
comunes (core assets), de un modo preestablecido y 
sistemático mediante un plan de producción [5]. El 
desarrollo de LPS consta de dos procesos básicos: la 
Ingeniería del Dominio, donde se establece las partes 
comunes y las variables y se construye un conjunto de 
activos, y la Ingeniería de la Aplicación, donde los 
activos son reutilizados para derivar productos 
específicos [10]. 
En la actualidad, los objetivos de la industria de 
software están puesto en la reducción de costos, el 
aumento de la calidad, el aumento de la productividad 
y la reducción del tiempo de desarrollo del software. 
Enfoques como LPS, MDE y DDD buscan alcanzarlos. 
Adoptarlos dentro de una organización implica 
desafíos importantes con respecto a los artefactos de 
software existentes que deben transformarse (MDE) 
para respetar una arquitectura de software centrada en 
BC (DDD) y la reutilización (LPS). Esta propuesta 
intenta responder las siguientes preguntas:  
o ¿Cómo aplicar LPS como mecanismo de 
reutilización planificado o sistemático, la metodología 
MDE como mecanismo de aumento de la productividad 
en el desarrollo de software y el enfoque DDD para 
facilitar la modularización y el desarrollo de servicios 
independientes y reutilizables?  
o ¿Cuáles son las herramientas, técnicas y 
framewoks existentes que den soporte al desarrollo de 
Línea de Productos junto con el enfoque DDD y MDE? 
En las siguientes secciones se resume el estado del 
arte: 
 1. Ingeniería del Software Basada en Componentes y 
Reutilización. La Ingeniería del Software basada en 
componentes (CBSE: component-based software 
engineering) se ocupa del desarrollo de sistemas a partir 
de componentes reutilizables. El enfoque busca 
favorecer la reutilización y, de este modo, evitar la 674
duplicación de componentes, impidiendo que el 
análisis, el diseño, la implementación y la prueba de la 
misma solución, se desarrolle una y otra vez en muchos 
de los productos. Difiere del enfoque tradicional de 
desarrollo de software que involucra generalmente la 
construcción de cada una de las piezas desde cero, cada 
una de ellas implementada a propósito para el producto 
en curso. Algunas de las piezas o elementos 
reutilizables provienen de productos anteriores y son 
reutilizados con ciertos cambios [1]. CBSE, tiende a 
concentrar el esfuerzo en la composición de 
componentes de software desarrollados (que por lo 
general poseen una funcionalidad concreta), trata el 
desarrollo de sistemas a partir de la composición e 
integración de componentes reutilizables. Algunos de 
ellos, pueden requerir una vinculación con otros 
componentes para proveer la funcionalidad completa. 
En cuanto a la comunicación, como la integración de 
los componentes con los elementos del nuevo sistema 
que se encuentra desarrollando se realiza entendiendo 
los componentes como cajas negras, esto permite que 
se utilicen tal y como están disponibles y sin considerar 
ninguna modificación interna. [1]. A diferencia del 
enfoque tradicional, CBSE incluye las siguientes 
actividades: 1) Selección y evaluación de componentes, 
2) Adaptación, 3) Composición, y 4) Evolución [1]. 
Según [12], existen dos factores principales cuando 
el enfoque que se utiliza está basado en componentes: 
el primero, la reutilización – la facilidad para reutilizar 
componentes existentes en la creación de sistemas más 
complejos – y el segundo, la evolución – crear un 
sistema altamente formado por componentes pre-
existentes facilita su mantenimiento, ya que si el diseño 
es correcto los cambios estarán muy localizados y los 
efectos tendrán poca o ninguna propagación en el resto 
de los componentes del sistema. Estos factores se 
aplican bajo las siguientes condiciones: en primer 
lugar, deben existir componentes para su reutilización. 
En segundo lugar, debe existir un conjunto de 
componentes bien diseñados y listos para su utilización. 
Por otro lado, debe existir un modelo de componentes 
que soporte el enlazado y la interacción de 
componentes, esto es, debe existir un marco de 
referencia estándar en el que los componentes puedan 
existir y comunicarse. Finalmente, es necesario un 
proceso y la definición y diseño de arquitecturas que 
den soporte al CBD. 
La reutilización favorece el desarrollo de 
herramientas de software con un alto grado de 
flexibilidad, haciendo uso de componentes en diversos 
proyectos, ampliando las capacidades, mejoras, 
funcionalidades y mantenimiento del software. 
Hay varias definiciones del término Reutilización de 
Software. Algunas de estas definiciones son las 
siguientes. “La reutilización de software es el proceso 
de implementar o actualizar sistemas de software 
usando activos de software existentes” [12]. 
“Reutilización de software es el proceso de crear 
sistemas de software a partir de software existente, en 
lugar de desarrollarlo desde el comienzo” [13]. 
Existen varias modalidades de reutilización 
utilizadas, lo mismo que beneficios y costos, según el 
enfoque que se aplique. En particular, el oportunista, se 
beneficia de componentes de software construidos en 
productos anteriores, pero que no fueron especialmente 
desarrollados para ser reutilizados. En el enfoque más 
planificado o sistemático, los componentes se 
construyen pensando en que serán reutilizados, lo que 
significa que debe plantearse el componente con mayor 
generalidad, y por ello en el momento de su desarrollo, 
se requiere mayor inversión de tiempo y recursos.  
2. Línea de Producto de Software. La definición más 
comúnmente aceptada de una LPS procede del autor 
Clements, quien define “las líneas del producto de 
software como un conjunto de sistemas software, que 
comparten un conjunto común de características 
(features), las cuales satisfacen las necesidades 
específicas de un dominio o segmento particular de 
mercado, y que se desarrollan a partir de un sistema 
común de activos base (core assets) de una manera 
preestablecida” [5]. 
Las LPS tienen como objetivo cambiar el enfoque 
de la creación de aplicaciones de software individuales 
a la construcción de familias de productos mediante la 
identificación de elementos comunes y variabilidades 
en un conjunto de aplicaciones de software [14]. En 
este contexto, una LPS permite acotar el tiempo de 
producción de componentes software, con altos niveles 
de calidad y una alta capacidad de reutilización. 
En cuanto a los beneficios y costos, según diferentes 
casos de estudios documentados, existe una tendencia 
un aumento en la productividad que duplica o triplica 
la producción de software con respecto a los enfoques 
tradicionales. Las LPS pueden incrementar la 
productividad del desarrollo de software, dada la 
reducción del esfuerzo y el costo necesario para 
desarrollar, mantener y poner en marcha el conjunto de 
productos software similares [15]. 
Una LPS no es únicamente una mera reutilización 
de código, sino que los activos base se benefician 
también de cada producto desarrollado en la línea dado 
que toman ventaja del análisis, diseño, 
implementación, planificación, prueba. Potencian la 
reutilización estratégica [11], dado que en este contexto 
es más planificado que oportunista [16]: en desarrollo 
de software tradicional, se aprecia la posibilidad de 
reutilizar un componente después de haberlo 
desarrollado; en LPS, la reutilización es planificada, de 
manera que se reutilizan la mayor parte de los activos 
base en todos los productos de la línea [16]. Una LPS 
comprende esencialmente dos etapas: 
a) Ingeniería de dominio- ID (core asset 
development, por Clements [5]) es la encargada de 675
diseñar los componentes de software que, de acuerdo a 
su trazabilidad, hacen parte del dominio común y que 
son sujetos a reutilización. En esta etapa se definen las 
similitudes y variantes del modelo de dominio en cada 
una de las fases. Como producto final en esta etapa se 
considera un componente altamente reusable y flexible 
que permite a partir de su definición, la consecución de 
nuevos modelos y artefactos. 
b) Ingeniería de Aplicación - IA (product 
development, por Clements [15]) se encarga de articular 
los artefactos definidos en la etapa ID a partir de una 
plataforma específica. El objetivo de esta etapa consiste 
en lograr la integración de artefactos bajo uno o varios 
sistemas, logrando con ello un alto grado de 
reusabilidad de sus componentes a partir de las 
especificaciones, la definición y desarrollo, 
documentación e interoperabilidad entre componentes. 
3. Ingeniería de Software dirigido por Modelos. La 
Ingeniería Dirigida por Modelos es una metodología de 
desarrollo de software que se centra en la creación de 
modelos, o abstracciones, es decir, identificar 
conceptos del dominio en lugar de concentrarse en el 
modelo de cómputo subyacente. A lo largo del tiempo 
se ha buscado crear artefactos de software de forma 
rápida, con menos errores y poniendo más énfasis en 
los requisitos y necesidades. Con el objetivo de cumplir 
con esto, la metodología MDE brinda más agilidad al 
desarrollo de aplicaciones [19]. 
A partir del uso sistemático de los modelos en las 
diferentes etapas del ciclo de vida, han surgido un 
conjunto de paradigmas de desarrollo de software que 
conforman lo que se ha denominado “Ingeniería de 
Software dirigida por Modelos”, MDE por sus siglas en 
inglés Model-Driven Engineering o “Desarrollo de 
Software Dirigido por Modelos” MDSD por sus sigleas 
en inglés Model-Driven Software Development. El uso 
de modelos promueve elevar el nivel de abstracción y 
de automatización y con ello combatir la complejidad 
en la creación de software, además de mejorar la 
productividad y mantenimiento del software y la 
interoperabilidad entre sistemas [18].  
En particular, la programación dirigida por modelos 
es un paradigma para el desarrollo software cuyo 
principal elemento del proceso son los modelos. A 
partir de estos modelos el código puede ser generado 
semiautomáticamente. [17], es decir, como “dibujar un 
sistema y pasar directamente a ejecutarlo” [1]. 
 4. Domain Driven Design (DDD). El diseño 
impulsado por el dominio es un enfoque de desarrollo 
de software destinado específicamente a abordar los 
sistemas complejos, el cual establece lo siguiente: 1-. 
Centrarse en el dominio. 2.- Explorar modelos de 
dominio en colaboración con los expertos y 
desarrolladores. 3- . Hablar un lenguaje común 
(Lenguaje Ubicuo) dentro de un contexto delimitado. 
Plantea un enfoque diferente para el diseño y 
construcción de sistemas y tiene como objetivo crear 
aplicaciones a partir de una comunicación entre 
contextos. Es por ello que dichos sistemas son flexibles 
y adaptables dentro de cada contexto [4]. 
DDD ofrece un enfoque sistemático y completo para 
el diseño y desarrollo de software. Proporciona un 
conjunto de principios, herramientas y técnicas que 
ayudan a combatir la complejidad, manteniendo el 
modelo de negocio como pieza central del enfoque. Se 
adapta bien a una implementación de microservicios, 
dado que permite la división de un sistema en diferentes 
contextos delimitados. El diseño esta dado de tal 
manera que sólo el contexto tiene que ser modificado 
para implementar cambios o introducir nuevas 
características. Por tal motivo, se obtendrá el máximo 
beneficio del desarrollo independiente en diferentes 
equipos (de desarrollo), ya que varias características 
pueden implementarse en paralelo sin necesidad de una 
coordinación. La reutilizando de los microservicios 
como componentes, permite lograr el aumento de la 
calidad y la reducción del tiempo de implementación 
de procesos de negocio de una forma ágil [20]. DDD 
apunta a centrarse fuertemente en el dominio y el 
desarrollo de servicios independientes que forman 
aplicaciones de software más grandes cuando se 
combinan [7]. 
 
2. LÍNEAS DE INVESTIGACIÓN Y 
DESARROLLO 
 
El objetivo principal de la línea de investigación 
aquí presentada es: 
• Especificar y diseñar un marco de trabajo 
(framework) que permita el Desarrollo de 
software de dominio específico en el contexto 
de Gobierno Digital. 
Sus ejes específicos son: (a) Estudiar el estado del 
arte de los enfoques Líneas de Productos de Software 
(LPS), paradigma de Ingeniería de Software dirigida 
por Modelos (MDE) y Diseño dirigido por el Dominio 
(DDD), (b) Evaluar el estado del arte en marcos de 
trabajo para la aplicación de LPS combinado con 
enfoques DDD y MDE, (c) Identificar e integrar 
herramientas existentes que soporten el desarrollo de 
LPS, MDE y DDD,  (d) Analizar el dominio de 
aplicación, en Plataformas de servicios con 
intermediación, se estudiará el contexto del gobierno de 
la Ciudad de Viedma - Río Negro (e) Llevar adelante 
un Caso de Estudio donde se especificarán 
requerimientos e identificarán contextos delimitados 
bajo el enfoque DDD y con la metodología LPS los 
activos base y variables por cada uno (f) Diseñar una 
arquitectura de referencia que permita su instanciación 
para la aplicación de los enfoques propuestos (g) 
Construir un marco de trabajo (framework) que en base 
a la arquitectura  y los requerimientos que considere un 676
modelo metodológico y enfoque de construcción 
acorde para que permita la reutilización sistemática con 
el fin de lograr beneficios asociados a utilizar los 
artefactos (componentes) construidos previamente y  la 
implementación de un modelo en constante evolución.  
(h) Desarrollar y validar prototipos de software, 
pasibles de ser implementados y transferidos al medio. 
3. RESULTADOS OBTENIDOS/ 
ESPERADOS 
 
Como resultado de este proyecto, se espera 
identificar herramientas, metodologías y modelos 
conceptuales para el desarrollo de software de dominios 
complejos, que permita la integración de herramientas 
de construcción y sea considerado un modelo 
metodológico acorde para la reutilización sistemática 
del software construido previamente y la 
implementación de un modelo y/o reglas de negocio en 
constante evolución. En cuanto al diseño de la 
arquitectura de software se espera construir regiones o 
capas, para desacoplar las mismas y que evolucionen 
de manera aislada, independientes de la tecnología. 
También, se espera que el proyecto signifique un 
cambio revolucionario en la forma de escribir el 
software y una solución a la modernización, entre otras, 
para aquellos sistemas que se encuentran obsoletos por 
la tecnología que utilizan. Se obtendrá mediante un 
Caso de estudio, una Plataforma de servicios de empleo 
con intermediación, esta será implementada y 
transferida a la Subsecretaría de Innovación, Desarrollo 
Sostenible y Ambiente de la Municipalidad de Viedma. 
La elaboración de este prototipo funcional y estable se 
espera que produzca, un sistema flexible, con capacidad 
de reutilización de los componentes que lo conforman, 
mantenible, independiente de la tecnología y tolerante 
a los cambios (reglas de negocio). 
 
4. FORMACIÓN DE RECURSOS 
HUMANOS 
 
El grupo de trabajo se encuentra formado por tres 
investigadores formados en la temática, dos 
investigadores en formación y tres alumnos avanzados 
de la carrera Licenciatura en Sistemas.  En su marco se 
desarrolla una tesis de Maestría en Ciencias de la 
Computación y se producirán tres trabajos finales de 
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