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ZigBee es un protocolo de comunicaciones en redes inalámbricas diseñado 
para redes de sensores que requieren una baja velocidad de transmisión y un 
bajo consumo. Hay un gran número de aplicaciones que pueden incorporarlo: 
sistemas de seguridad, redes de control industrial, 
 
domótica... 
Ofrece atributos de seguridad, permite numerosos nodos, y soporta 
interoperabilidad e independencia de los distribuidores. También incorpora 
características que permiten un rendimiento sobresaliente con un consumo de 
energía relativamente bajo. 
 
A pesar de sus ventajas, no es libre, es decir, los desarrolladores no pueden 
descargarse su código fuente y realizar modificaciones sobre él. 
 
Por esta razón, este trabajo de fin de carrera pretende evaluar una serie de 
códigos adaptados capaces de realizar algunas de las funciones de ZigBee. 
 
Dichas evaluaciones se realizarán modificando los códigos que ofrece la 
implementación Open-ZB, cargándolos en los sensores TelosB y capturando 
los resultados mediante el analizador Perytons. 
 
A lo largo de este documento se explicarán todos los conceptos necesarios 
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ZigBee is a wireless networking communication protocol designed for sensors 
networks which require a low transmission rate and low consumption. There 
are many applications that can incorporate it: security systems, industrial 
control networks, home automation... 
 
It offers security attributes, allows many nodes, and supports interoperability 
and independent distributors. It also includes features that enable an excellent 
performance with relatively low power consumption. 
 
Despite its advantages, it is not free, that is, developers can't download the 
source code and make modifications to it. 
 
For this reason, this project pretends to evaluate some adapted codes which 
are able to perform some ZigBee functions. 
 
These assessments will be made by modifying the codes that provides the 
Open-ZB implementation, loading them on the TelosB sensors and capturing 
the results using the Perytons analyzer. 
 
Throughout this document, the concepts needed for understanding the project 
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Es cada vez más habitual escuchar el nombre de ZigBee, una especificación 
de comunicaciones inalámbricas destinada a aplicaciones de bajo coste, bajo 
consumo y gran autonomía, como por ejemplo la domótica. 
 
ZigBee se basa en las capas física y de acceso al medio definidas por el 
estándar IEEE 802.15.4 de redes de área personal inalámbricas y con bajas 
tasas de transmisión de datos (Low-Rate Wireless Personal Area Network, LR-
WPAN). 
 
Hay numerosas implementaciones de ZigBee pero estas no proporcionan un 
código abierto que permita modificar las funciones o programar aplicaciones de 
bajo nivel. Por tanto, el usuario particular no puede realizar sus propias pruebas 
o avances entorno a estas tecnologías. 
 
La implementación Open-ZB pone, al alcance de todos, un conjunto de 
herramientas OpenSource para IEEE 802.15.4 y Zigbee. Por ello, nos hemos 
basado en esta implementación para estudiar una serie de escenarios con 
distintas funcionalidades. 
 
Para analizarla hemos utilizado los sensores TelosB y hemos capturado los 
resultados con el analizador Perytons, trabajando en la capa de enlace. 
 
En el primer capítulo de esta memoria se describen el estándar IEEE 802.15.4 
y la especificación ZigBee. A continuación, en el capítulo dos, el tipo de 
tecnologías utilizadas, los recursos en los que nos basamos y su 
funcionamiento. 
  
Finalmente, en el tercer capítulo, se exponen todos los resultados obtenidos a 
partir de la evaluación de los diferentes escenarios. Primero se presentan los 
programas que trabajan a nivel MAC y posteriormente los que lo hacen a nivel 
de red. 
 
Se ha intentado seleccionar toda la información más relevante para la memoria 
de este trabajo de fin de carrera, pero por falta de espacio y dado su gran 
tamaño, muchas figuras explicativas e interesantes se han colocado en el 
anexo, sobre todo aquellas que desglosan tramas. Junto a ellas, se ha añadido 
parte del código utilizado y también programado. 
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CAPÍTULO 1. IEEE 802.15.4 y ZigBee 
 
1.1. IEEE 802.15.4 
 
1.1.1. Descripción general 
 
IEEE 802.15.4 es un estándar creado para las LR-WPANs (Low Rate Wireless 
Personal Area Networks), redes inalámbricas de área personal con tasas de 
transmisión de datos bajas. 
 





Figura 1.1 Arquitectura LR-WPAN 
 
 
Dependiendo de la aplicación, una IEEE 802.15.4 LR-WPAN puede operar en 
dos topologías: estrella o punto a punto, aunque éstas pueden derivar en 





Figura 1.2 Topologías LR-WPAN 
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Todos los dispositivos de la PAN tienen una dirección única de 64 bits para 
hacer posible su comunicación, pero este tema se desarrollará más adelante. 
 
Además, cada PAN dispone de un identificador, cosa que permite la 
comunicación entre redes independientes. 
 
1.1.2. Capa física (PHY) 
 
De la capa física sólo enumeraremos algunas de sus características: 
 
 Activación y desactivación del radio transceptor. 
 Selección del canal de transmisión. 
 Evaluar el canal libre. 
 Transmitir y recibir paquetes a través del medio físico. 
 Trabajar en una o más de las siguientes bandas: 
 
o 868-868.6 MHz (Europa) 
o 902-928 MHz (Norte América) 
o 2400-2483.5 MHz (Todo el mundo) 
 
1.1.3. Capa de enlace (MAC) 
 
La capa MAC dispone de un conjunto de mecanismos y protocolos por los que 
varios dispositivos se ponen de acuerdo para compartir un medio de 
transmisión común.  
 
Algunas de sus funciones son: 
 
 Controlar el acceso al medio físico de transmisión por parte de los 
dispositivos que comparten el mismo canal de comunicación. 
 Agregar la dirección MAC del nodo fuente y del nodo destino en cada 
una de las tramas que se transmiten. 
 En origen, debe delimitar las tramas agregando flags para que el 
receptor pueda reconocer el inicio y fin de cada trama. 
 En destino, debe determinar el inicio y el final de una trama de datos 
dentro de una cadena de bits recibidos por la capa física. 
 Efectuar detección y, si procede, corrección de errores de transmisión. 
 Descartar tramas duplicadas o erróneas. 
 
También es la base sobre la que se define ZigBee, el cual construye niveles 
superiores de la pila de protocolos que el estándar no cubre. 
 
1.1.3.1. Estructura de Supertrama 
 
El estándar permite el uso opcional de la estructura de supertrama. El formato 
de ésta está definido por el coordinador y delimitada por 'network beacons' 
enviados por éste. Se divide en 16 slots de igual tamaño. 
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Opcionalmente, la supertrama puede tener una parte activa e inactiva. Durante 
la parte inactiva, el coordinador entra en un modo de bajo-consumo. 
 
La trama beacon se transmite en el primer slot de cada supertrama y en el caso 
de que un coordinador no quisiera usar esta estructura, quitaría las 
transmisiones de beacons.  
 
Los beacons se usan para sincronizar los dispositivos conectados, identificar la 
PAN y describir la estructura de la supertrama. 
 
Cualquier dispositivo que se quiera comunicar durante el periodo de contención 
(CAP) entre dos beacons, tiene que competir con otros dispositivos usando el 
mecanismo de CSMA-CA. Todas las operaciones se completan en el momento 





Figura 1.3 Estructura de supertrama sin GTS (Guaranteed Time Slots) 
 
Para aplicaciones que requieren poca latencia o un ancho de banda específico, 
el coordinador de la PAN debe dedicar porciones de la parte activa de la 
supertrama para esa aplicación. A estas porciones se las llama 'Guaranteed 
Time Slots' (GTS). Estos GTS forman el 'Contention Free Period' (CFP), el cual 





Figura 1.4 Estructura de supertrama con GTS 
 
1.1.3.2. Estructuras de las tramas 
 
4 tipos de estructuras: 
 
 Trama beacon, usada por el coordinador. 
 Trama de datos, usada para toda transmisión de datos. 
 Trama ACK, para confirmar la correcta recepción de otra trama. 
 Trama de comando MAC, para manejar todos los controles de las 
transferencias. 
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Trama Beacon 




Figura 1.5 Visión esquemática trama beacon  
 
 
Trama de datos 








Se origina dentro de la capa MAC. 




Figura 1.7 Visión esquemática trama ACK 
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Trama de comando 




Figura 1.8 Visión esquemática trama de comando 
 
 
A continuación se muestra una tabla a modo de esquema para tener presentes 
todos los tipos de tramas de comando MAC. En la parte práctica del proyecto 
se verán con más detalle. 
 
Un FFD (Full Function Device), dispositivo de funcionalidad completa, debe ser 
capaz de transmitir y recibir todo tipo de tramas de comando MAC (a excepción 
del GTS Request Command), mientras que los requisitos de un RFD (Reduced 
Function Device), dispositivo de funcionalidad reducida, están marcados con 
una cruz. 
 
Estos comandos sólo se transmitirán en el CAP de PANs con beacons 
habilitados o en cualquier momento de una PAN sin beacons. 
 
Tabla 1.1 Tipos de tramas de comando 
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Figura 1.9 Intercambio de mensajes durante el envío de datos 
 
Durante el intercambio de datos, los dispositivos utilizan sus direcciones cortas 
de 16 bits (si se las han asignado) en vez de las largas de 64 bits. Como 









Figura 1.10 Intercambio de mensajes durante la asociación a una LR-WPAN 
 
Durante el proceso de asociación, son el coordinador o el router los que 
asignan la dirección corta a los demás dispositivos mediante el comando 
Association Response (dependiendo de la topología).  
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Figura 1.11 Intercambio de mensajes durante la desasociación de una LR-
WPAN iniciada por un dispositivo 
 
Cuando un dispositivo decide abandonar la red, informa a su padre 
(dependiendo de la topología será coordinador o router) utilizando de nuevo su 





1.2.1. Descripción general 
 
La ZigBee Alliance ha desarrollado un estándar de comunicaciones 
inalámbricas con un coste y un consumo de energía muy bajos. Sus 
aplicaciones pueden ser la electrónica de consumo, el hogar, el control 
industrial, aplicaciones médicas de sensores, juegos, etc. 
 
Su arquitectura está compuesta por un conjunto de bloques llamados capas.  
Cada capa de la pila no tiene información sobre su superior. Ésta podría ser 
considerada un "master" que ordena trabajo a su "esclavo", situado debajo, que 
realiza servicios específicos. 
 
Zigbee no sigue exactamente la pila OSI de 7 capas. Se basa en el nivel físico 
y de enlace del estándar IEEE 802.15.4 y proporciona la capa de red y de 
aplicación. Las capas de transporte, sesión, presentación y aplicación están 
envueltas en APS (Application Support Sub-layer) y ZDO (ZigBee Device 
Objects). 
 
Entre las capas hay SAPs (Service Access Points). Éstos proporcionan un API 
que aisla los funcionamientos internos de esa capa de las demás. Zigbee usa 
dos por capa, uno para datos y otro para gestión. 
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Figura 1.12 Arquitectura ZigBee 
 
En una red ZigBee hay tres tipos de dispositivos: 
 
ZigBee Coordinator – ZC 
 
 Uno por red ZigBee. 
 Inicia y configura la formación de la red. 
 Actúa como un coordinador PAN 802.15.4. 
 Actúa como un Router ZigBee una vez está formada la red. 
 Es un Full Function Device – FFD – Implementa la pila de protocolos 
completa. 
 
ZigBee Router - ZR 
 
 No se usa en redes con topología en estrella. 
 Se asocia con el ZC o con un ZR que se haya asociado previamente. 
 Actúa como un coordinador PAN 802.15.4. 
 Participa en encaminamientos multi-salto de los mensajes. 
 Es un Full Function Device – FFD – Implementa la pila de protocolos 
completa. 
 
ZigBee End Device - ZED 
 
 No permite a otros dispositivos que se asocien con él. 
 No participa en el encaminamiento. 
 Puede ser un Reduced Function Device – RFD – Implementa un 
subconjunto reducido de la pila de protocolos. 
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1.2.2. Capa de red (NWK) 
 
La capa de red ofrece mayor funcionalidad para asegurar el correcto 
funcionamiento de la sub-capa MAC IEEE 802.15.4 y para prestar una 
adecuada interfaz de servicio a la capa de aplicación. Para interactuar con 
ésta, la capa de red incluye, conceptualmente, dos entidades de servicio que 
proporcionan las funcionalidades necesarias.  
 
Estas entidades de servicio son de datos y de gestión: 
 
 La entidad de datos de la capa de red, NLDE (Network Layer Data 
Entity), proporciona el servicio de transmisión de datos a través de su 
SAP asociado, el NLDE-SAP.  
 
 La entidad de gestión de la capa de red, NLME (Network Layer 
Management Entity) lo hace del mismo modo, es decir, a través de su 
SAP asociado, el NLME-SAP. 
 
La NLME utiliza a la NLDE para llevar a cabo algunas de sus tareas de gestión 
y también mantiene una base de datos de objetos administrados conocida 
como NIB (Network Information Base). 
 
Servicios que proporciona la NLDE (Network Layer Data Entity): 
 
 Generar la PDU del nivel de red (NPDU). 
 Encaminamiento de topología específica. 
 Seguridad (autenticidad y confidencialidad). 
 
Servicios que proporciona la NLME (Network Layer Management Entity): 
 
 Configurar un nuevo dispositivo - Iniciarlo como ZC/ZR/ZED 
 Crear una nueva red. 
 Unirse, reincorporarse o abandonar una red. 
 Direccionamiento. 
 Descubrimiento de dispositivos vecinos (one-hop). 
 Descubrimiento de rutas/trayectorias. 





Figura 1.13 Modelo de referencia de la capa de red 
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1.2.2.1. Estructuras de las tramas 
 
Trama NWK = NPDU (Network Protocol Data Unit) 
 




: control, direccionamiento e información de secuencia. 
NWK payload
 
: de longitud variable. Contiene información específica 
sobre el tipo de trama. 
 












Figura 1.15 Formato trama de datos 
 




Figura 1.16 Formato trama de comando NWK 
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A continuación se muestra una tabla a modo de esquema para tener presentes 
todos los tipos de tramas de comando NWK. 
 






1.2.3. Capa de aplicación (APL) 
 
Como podemos ver en la figura 1.12 mostrada anteriormente, la capa de 
aplicación ZigBee está formada por una subcapa APS (Application Suport Sub-
Layer), los ZDO (ZigBee Device Objects) y los Application Objects definidos por 
el fabricante. 
 
1.2.3.1. Application Suport Sub-Layer (APS) 
 
La APS proporciona una interfaz entre la capa de red (NWK) y la capa de 
aplicación (APL) a través de un conjunto general de servicios que son utilizados 
tanto por los ZDO como por los Application Objects definidos por el fabricante. 
 
Hay dos entidades que prestan estos servicios: 
 
 La entidad de datos de la APS, APSDE (APS Data Entity), a través de su 
SAP asociado, el APSDE-SAP. 
 
Ésta proporciona el servicio de transmisión de datos entre dos o más 
entidades de aplicación que se encuentran en la 
 
misma red. 
Capítulo 1. IEEE 802.15.4 y ZigBee                                               13 
 La entidad de gestión de la APS, APSME (APS Management Entity), a 
través de su SAP asociado, el APSME-SAP. 
 
Ésta proporciona una variedad de servicios a los objetos de aplicación, 
incluidos los servicios de seguridad y unión de los dispositivos. También 
mantiene una base de datos de objetos administrados, 
 
conocida como 




Figura 1.17 Modelo de referencia de la subcapa APS 
 
1.2.3.2. Application Framework 
 
El Application Framework en ZigBee es el entorno en el que los Application 
Objects se alojan en los dispositivos ZigBee
 
. 
Se pueden definir hasta 240 Application Objects distintos, cada uno identificado 
por una dirección entre 1 y 240. Existen dos direcciones más, definidas para 
que el APSDE-SAP las utilice: La 0 y la 255. Los extremos 241-254 están 
reservados para uso 
 
futuro. 
1.2.3.3. ZigBee Device Objects (ZDO) 
 
Los ZDO proporcionan una interfaz entre los Application Objects, el perfil del 










 Recopilar información de configuración de las aplicaciones finales para 
determinar e implementar el descubrimiento, la gestión de la seguridad
 
 y 
la gestión de la red. 
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1.2.3.4. Estructura de la trama 
 
 
Trama APS = APDU 
 
Se compone de: 
 APS header
 
: contiene información de control y direccionamiento. 
APS payload
 
: de longitud variable. Contiene información específica 
sobre el tipo de trama. 
 
A continuación se muestra el formato general de la APDU. No se diferencia 
entre los distintos tipos de trama porque la capa de aplicación no se estudia 
muy extensamente en este proyecto. 
 
Formato general de la APDU 
 
 




Hay muchos aspectos que podrían desarrollarse dentro de la seguridad de 










Figura 1.19 Formato de la cabecera auxiliar 
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CAPÍTULO 2. Implementación Open-ZB 
 
2.1. Descripción general 
 
Aunque ZigBee presenta múltiples ventajas y hay numerosas 
implementaciones, estas no proporcionan un código abierto que permita 
modificar las funciones o programar aplicaciones de bajo nivel. Por tanto, el 
usuario particular no puede realizar sus propias pruebas o avances entorno a 
estas tecnologías. 
 
La implementación Open-ZB pone, al alcance de todos, un conjunto de 
herramientas OpenSource para IEEE 802.15.4 y Zigbee. Por ello, nos hemos 
basado en esta implementación para estudiar una serie de escenarios con 
distintas funcionalidades. 
 
Se utiliza el sistema operativo TinyOS v1.1.15 sobre motes TelosB. 
 
2.2. TinyOS v1.1.15 
 
TinyOS es un sistema operativo de código abierto utilizado en redes de 
sensores. 
 
Está escrito en el lenguaje de programación nesC (dialecto de C) como un 
conjunto de tareas y procesos que colaboran entre sí. Está diseñado para 
incorporar nuevas innovaciones rápidamente y para funcionar bajo las 
importantes restricciones de memoria que se dan en las redes de sensores. 
TinyOS está desarrollado por un consorcio liderado por la Universidad de 
California en Berkeley, en cooperación con Intel Research. 
 
En el anexo I se puede ver la instalación paso a paso en Windows XP y su 




NesC (Network Embedded Systems C) es un lenguaje derivado del lenguaje de 
programación C que está orientado a componentes, optimizado para las 
limitaciones de memoria de las redes de sensores y especialmente diseñado 
para programar aplicaciones sobre éstas, en particular, en el sistema operativo 
TinyOS, tal y como se ha comentado anteriormente. 
 
Un programa en NesC está estructurado mediante componentes. El usuario 
crea su propio componente ayudado de otros ya creados. Dos componentes 
podrán comunicarse entre sí mediante una interfaz, la cual definirá una serie de 
métodos (commands y events) que deberán ser implementados en cada 
componente. 
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Así, un método podrá solicitar la ejecución de un command de otro 
componente; por otro lado, para enviar una notificación se utilizarán un event. 
Todo componente está dividido lógicamente en tres partes:  
 Configuración: Declaración de las interfaces utilizadas y que a su vez 
son proporcionadas por un componente. 
(ej. aplicacion.h) 
 
 Implementación: Se encarga de definir las conexiones que hay entre 
los distintos componentes que utiliza la aplicación. 
(ej. aplicacion.nc) 
 
 Módulos: Por lo general, es la más extensa y en la que realmente se 
programa el comportamiento de la aplicación. Ésta, a su vez, está 
dividida en tres subsecciones: 
 
o Provides: interfaces que nuestro componente ofrece;  
o Uses: interfaces que nuestro componente usa;  





2.4. Motes TelosB 
 
Crossbow’s TelosB es módulo de baja potencia desarrollado por la Universidad 
de Berkeley y usado en el desarrollo de las redes de sensores inalámbricas. 
 
Algunas de sus características son: 
 
 Transmisor RF compatible IEEE 802.15.4/ZigBee. 250 Kbps a 2,4 GHz.  
 Microcontrolador TI modelo MSP430, 8 MHz, 10Kbytes RAM y 48 
Kbytes Flash. 
 Antena integrada en la placa. 




Figura 2.1 Mote TelosB 
 
Éstos pueden alimentarse a través de los puertos USB de un PC cualquiera 
reaprovechando la energía que éste necesita, o mediante pilas, dejándolo así 
que funcione de manera autónoma sin depender de la energía de otro 
dispositivo. 
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2.5. Hurray 
 
Proviene de "HUgging Real-time and Reliable Architectures for computing 
sYstems". Se trata de un paquete de programas de ejemplo descargados de la 





Algunos se ejecutan a nivel IEEE 802.15.4, MAC y otros a nivel ZigBee, NWK. 
Estudiaremos los programas proporcionados y realizaremos modificaciones 
según el escenario a analizar. 
2.6. Analizador Perytons 
 
Perytons 15.4 es el analizador de protocolos que hemos utilizado en el 
transcurso de este proyecto. 
 
La versión de este analizador soporta las capas PHY y MAC del IEEE Std 
802.15.4 - 2003 y el IEEE Std 802.15.4 - 2006 en la banda de 2.4GHz. 
 
Las capturas de RF se realizan mediante dongles conectados vía USB. 
Dependiendo del número de dongles que tengamos a nuestra disposición 
podremos capturar mensajes de distintos canales a la vez. 
 
              
 
Figura 2.2 Dongles de Perytons  Figura 2.3 Logo Perytons 
 
Éste permite analizar los comportamientos de sistemas 802.15.4 y ZigBee y 




Figura 2.4 Entorno de trabajo Perytons. Captura de ejemplo. 
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CAPÍTULO 3. Evaluación y modificación de Open-ZB 
 
3.1.   Descripción general 
 
Open-ZB proporciona una serie de programas de ejemplo, bajo el nombre de 
Hurray, que implementan funcionalidades 
 
a nivel IEEE 802.15.4 MAC y ZigBee 
NWK. 
Estos programas tienen como objetivo demostrar y testear las funcionalidades 
de los protocolos y permitir una comprensión simple de las implementaciones 
de sus funciones. 
 
Todos ellos tienen un fichero de configuración asociado (ej. funcion.h). En él 
podremos configurar: 
  
 TYPE_DEVICE: COORDINATOR, ROUTER o END-DEVICE. Es el tipo 
de dispositivo que trataremos, 
  
 LOGICAL_CHANNEL: Su valor se escribe en hexadecimal. Hay 16 
canales disponibles, del 11 al 26 (en decimal) ambos incluidos. Es el 
canal lógico que elijamos para la comunicación, 
 
 PANID: Su valor se escribe en hexadecimal. Es el identificador de la 
PAN,  
 
 DEVICE_DEPTH: Su valor se escribe en hexadecimal. Es la profundidad 
del dispositivo dentro de la red  
 
 y algunos parámetros más que se verán a lo largo del proyecto. 
 
3.2.   Funciones a nivel MAC 
 
3.2.1 Programa "Association" 
 
 
Este programa muestra la asociación y desasociación de un ED (end-device) 
con el coordinador de una PAN. 
 
El procedimiento de asociación podría realizarse mediante un escaneo pasivo 
que el programa tiene implementado, pero no es el caso. Si fuera así, 
coordinador y dispositivo deberían estar en distintos canales. 
Una vez asociado el dispositivo, se enviarán una serie de mensajes de datos 
(el número de mensajes se predefinen en la variable frame_counter) y 
posteriormente el coordinador recibirá del end-device una notificación para 
abandonar la red. 
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Dentro de la red debe haber un coordinador y uno o varios EDs. Por otro lado, 
no hay ningún dispositivo definido como router ya que no se utiliza la capa de 
red.  
 
En relación a este programa, se han realizado distintas pruebas y 
modificaciones que se detallan a continuación. 
 
Antes de empezar, enumeraremos los ficheros relacionados con éste:  
 AssociationExample.nc, AssociationExampleM.nc, associationexample.h 
alojados en 
 MCPS_DATA.nc alojado en hurray\tos\interfaces\ieee802154\mac, 
hurray\apps\AssociationExample, 
 MacM.nc alojado en 
 
contrib\hurray\tos\lib\mac, 





3.2.1.1. Cambios del código inicial 
 
Para una mayor comprensión de este apartado, se exponen las modificaciones 
del mismo modo y orden con el que se realizaron en el laboratorio. Por lo tanto, 




: //activated when the device depth is 0x01 #define D1_PAN_SHORT 0x0000 //activated when the device depth is 0x02 #define D2_PAN_SHORT 0x0001 //activated when the device depth is 0x03 #define D3_PAN_SHORT 0x0002 //activated when the device depth is 0x04 #define D4_PAN_SHORT 0x0022 
 
Por defecto, estas variables no se definen, pero al compilar las reclama. Por 
tanto, las copiamos del programa de ejemplo Test_APL (el cual se desarrollará 
más adelante).  
 
Su función es definir al padre del dispositivo dependiendo de la profundidad de 
éste en la red (device depth). En este caso, la profundidad del coordinador será 
0x00 y la del ED 0x01. Si hubiera un router en medio (lo cual se verá en las 
funciones a nivel NWK), la del coordinador sería 0x00, la del router 0x01 y la 
del ED 0x02. 
 
 
II) AssociationExampleM.nc y MCPS_DATA.nc
 
: 
Al compilar aparece un error informando de que los argumentos de 
MCPS_DATA.indication tienen dos valores distintos definidos. 
 
 
20                                                                                            Evaluación de la implementación de ZigBee Open-ZB 
- AssociationExampleM.nc contiene: 
 MCPS_DATA.indication(uint8_t SrcAddrMode, uint16_t SrcPANId, uint32_t SrcAddr[], uint8_t DstAddrMode, uint16_t DestPANId, uint32_t DstAddr[], uint8_t msduLength, uint8_t msdu[], uint8_t mpduLinkQuality, bool SecurityUse, uint8_t ACLEntry) 
 
- En cambio, en el archivo MCPS_DATA.nc (header de la librería) se 
encuentra: indication(uint16_t SrcAddrMode, uint16_t SrcPANId, uint32_t SrcAddr[2], uint16_t DstAddrMode, uint16_t DestPANId, uint32_t DstAddr[2], uint16_t msduLength,uint8_t msdu[100],uint16_t mpduLinkQuality, uint16_t SecurityUse, uint16_t ACLEntry) 
 
Por tanto, cambiamos los argumentos del primero por los del segundo, es 






Al probar el programa con las modificaciones anteriores, no se obtuvieron los 
resultados esperados. 
 
Posteriormente, vimos que en el archivo AssociationExampleM.nc la función 
event result_t Timer.fired() daba problemas con: 
 call MLME_ASSOCIATE.request(0x15, SHORT_ADDRESS, 0x1234, c_addr, 0x00, 0x00); 
 
Podemos ver como el canal está redefinido, es decir, no coge el valor asignado 
en el archivo associationexample.h. 
 
Por tanto, sustituimos el 0x15 por LOGICAL_CHANNEL. De esta manera, el 
canal definido en associationexample.h será el que se usará para la 






Este cambio es necesario para que la asociación se efectúe de manera 
correcta. 
  
En caso contrario, cuando el coordinador de la PAN acepte al dispositivo en la 
red y quiera darle su dirección corta (Short Address, 16 bits), se enviará el 
Association Response a él mismo en vez de al ED, es decir, la dirección origen 
y destino del ARE (Association Response) será la misma. 
 
En el apartado ***GENERAL*** del archivo, encontramos esta definición: 
 uint32_t aExtendedAddress0; uint32_t aExtendedAddress1; 
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Ambas forman la dirección larga de los dispositivitos (Extended Address, 64 
bits). 
 
En el apartado ***END DEBUG FUNCTIONS***, vemos como a estas variables 
se les asigna el siguiente valor:  aExtendedAddress0=TOS_LOCAL_ADDRESS; aExtendedAddress1=TOS_LOCAL_ADDRESS; 
 
Nos interesa quitarle ese valor cuanto antes, y ahora se explicará el porqué. 
 
Por el momento, realizamos lo siguiente: 
 /*aExtendedAddress0=TOS_LOCAL_ADDRESS; aExtendedAddress1=TOS_LOCAL_ADDRESS;*/  aExtendedAddress0=D1_PAN_EXT0; aExtendedAddress1=D1_PAN_EXT1; 
 
donde D1_PAN_EXT0 y D1_PAN_EXT1 están definidos en 
associationexample.h y le asignarán el nuevo valor a la Extended Address de 







Este archivo contiene lo siguiente: 
  uint16_t TOS_LOCAL_ADDRESS = 1;  
Se trata de una constante asignada durante el proceso de compilación. 
En las pruebas de asociación anteriores todo funcionaba de manera correcta 
excepto los AREs (Association Response) y los DANs (DisAssociation 
Notification), donde la Source y Destination Address eran idénticas 
(0x0000000100000001). 
 
El ID del coordinador siempre tenía el valor 0 excepto en esos dos mensajes. 
Esto se producía porque cogían esta variable de valor 1 en vez de la redefinida 
en el código con valor 0. 
 






Añadimos los valores a las Extended Address de los dispositivos, cosa que 
antes de IV) y V) no podíamos hacer. 
 #define D1_PAN_EXT0 = 0x00000001; #define D1_PAN_EXT1 = 0x00000001; 
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Todo queda más centralizado. 
 
Cabe recordar que la dirección larga del dispositivo se obtiene concatenando 
los valores de D1_PAN_EXT0 y D1_PAN_EXT1, así, con los valores de 
ejemplo, obtenemos la dirección 0x0000000100000001 (64 bits). 
 
De este modo, cada vez que se cargue la información a un mote, en 
associationexample.h modificaremos el canal (si es necesario), el rol, la 
distancia dentro de la red, y la Extended Address (0x0000000000000000 para 






Al final de este archivo, encontramos el siguiente error:  void try_disassociation()  {  uint32_t coordinator_addr[2];  coordinator_addr[0] = 0x00000001;  coordinator_addr[1] = 0x00000001;   call MLME_DISASSOCIATE.request (coordinator_addr, MAC_PAN_DEVICE_LEAVE,  0x00); return; }  




 void try_disassociation()  {  uint32_t coordinator_addr[2];  coordinator_addr[0] = 0x00000000;  coordinator_addr[1] = 0x00000000;    call MLME_DISASSOCIATE.request  (coordinator_addr,MAC_PAN_DEVICE_LEAVE,0x00);  return; } 
 
 
Además, en AssociationExampleM.nc se muestra como se asigna la dirección 
corta al dispositivo. El estándar dice que se calcula teniendo en cuenta una 
serie de parámetros de la red, pero en este programa se asigna el valor 
manualmente. 
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Esta dirección se manda dentro del ARE (Association Response), mensaje 
enviado de coordinador a dispositivo. 
 
Dentro de implementation{} encontramos la Short Address definida como:  uint16_t address_poll = 0x0003;  
Se inicializa en 0x0003, pero el valor puede ser uno cualquiera. 
 
En la función MLME_ASSOCIATE.indication, vemos como este valor se 
incrementa y es el que se le asigna al nuevo dispositivo, mandándosela 
mediante el ARE. Al asociarse un nuevo mote, también incrementa el nº de 
dispositivos asociados con la variable number_associations. 
 
En este caso, la Short Address que se le asigna al primer nuevo dispositivo en 
la red es la 0x0004, el siguiente que se asocie tendrá la 0x0005, y así 
sucesivamente.  
 event result_t MLME_ASSOCIATE.indication(uint32_t DeviceAddress[], uint8_t CapabilityInformation, bool SecurityUse, uint8_t ACLEntry) {  //the coordinator device receives the association request and assigns the device  with a short address 
 address_poll ++;  number_associations++; call MLME_ASSOCIATE.response(DeviceAddress,address_poll, CMD_RESP_ASSOCIATION_SUCCESSFUL, 0);  return SUCCESS; } 
 
Para hacer este proceso más sencillo, definimos la Short Address en el fichero 
de configuración (associationexample.h). De este modo, cada vez que 
carguemos el programa en un mote distinto, sólo modificaremos este archivo, 




- En associationexample.h añadimos: //definimos la short address del end device, evitando realizar cambios en el fichero .nc #define FIRST_SHORT_ADDRESS 0x0003  
- En AssociationExampleM.nc modificamos: uint16_t address_poll = FIRST_SHORT_ADDRESS; 
 
Por último, explicar la variable frame_counter también definida en este archivo. 
Ésta consiste en
 
 el contador que registra la cantidad de mensajes de datos 
enviados. 
Para facilitar esta configuración, se hace lo mismo que antes: definir el frame 
counter en associationexample.h. 
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Cambios: 
 
- En associationexample.h añadimos: //definimos el frame counter #define max_frame_counter 5 
 
- En AssociationExampleM.nc hacemos los cambios dentro de la función 
Send_Data_Timer.fired, la cual se activa cuando el timer Send_Data_Timer 
expira. if (frame_counter == max_frame_counter+1) 
 
Añadimos el +1 para que se envíen el mismo nº de frames que hay definidos 
en el archivo de configuración. De esta manera, puede resultar más cómodo 
para un posible futuro usuario. 
 
Si no lo hiciéramos así, en caso de, por ejemplo, definir el max_frame_counter 
















Figura 3.1 Escenario prueba 1 programa "Association" 
 
Tabla 3.1 Configuración motes prueba 1 
 
Mote 1 (Coordinador) Mote 2 (ED2) Mote 3 (ED1) 
Device Type: COORDINATOR 
Device Depth: 0x00 
Channel: 0x15 
 





Device Type: END_DEVICE 
Device Depth: 0x01 
Channel: 0x15 
 





Device Type: END_DEVICE 
Device Depth: 0x01 
Channel: 0x15 
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Cabe recordar que los valores de la profundidad, el canal, la dirección larga y la 
corta se expresan en hexadecimal. Por ejemplo, el canal 0x15 equivaldría al 
canal número 21 en decimal. 
 
En esta primera prueba veremos como ED1 se asocia con el coordinador, 




El primer paso es cargar en los motes telosB su configuración (explicado en el 
anexo I). 
Tras ello, se inicia la captura con Perytons (indicando el canal por el que viajan 
los mensajes) y una vez se inicia el análisis, se conectan los motes a distintos 
puertos USB de un ordenador cualquiera para proporcionarles alimentación. 
También es posible alimentarlos mediante pilas y que trabajen de manera 
autónoma sin depender de la energía de otro dispositivo. 
 
 












Figura 3.2 Captura prueba 1 
Asociación ED1 Desasociación ED1 Datos ED1 
Asociación ED2 Desasociación ED2 Datos ED2 
Beacons 
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Figura 3.3 Diagrama de mensajes. Prueba 1. 
 
 
Al ser una prueba sencilla, el diagrama puede aclarar el intercambio de 
mensajes. 
 
Como se observa, la asociación, el envío de datos y la desasociación se 
realizan con éxito. 
 
Una vez el coordinador entrega al dispositivo su dirección corta, los datos 
tienen como origen la Short Address del ED y como destino la Short Address 
del coordinador.  
 
Al abandonar la red, el dispositivo vuelve a utilizar su dirección larga. 
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b) 
 








Figura 3.4 Escenario prueba 2 programa "Association" 
 
Tabla 3.2 Configuración motes prueba 2 
 
Mote 1 (Coordinador) Mote 2 (ED1) Mote 3 (ED2) 
Device Type: COORDINATOR 








Device Type: END_DEVICE 
Device Depth: 0x01 







Device Type: END_DEVICE 










Esta segunda prueba consiste en cargar a un end device el programa con el 
frame_counter = 49 y al otro con el frame_counter = 4. 
 
El objetivo es comprobar que mientras el primer dispositivo envía sus 49 
tramas de datos, el segundo se asocia correctamente, envía sus 4 tramas de 
datos y abandona la red. 
 
A diferencia de la prueba anterior, ahora ambos end devices trabajan a la vez y 
las capturas pueden llegar a ser más caóticas. En este caso en particular, tras 
varios intentos, conseguimos que el intercambio de mensajes se viera con 
claridad. 
 
Los resultados son los esperados y se muestran a continuación. 
 
 
En el anexo IV podemos ver los resultados de una tercera prueba realizada con 
este mismo programa: Cambio en el tamaño del payload. Ésta evalúa otro 
escenario considerando diferentes longitudes de payload. 
Coordinador 
ED2 ED1 











Figura 3.5 Parte 1. Captura prueba 2. 
Asociación ED1 
Desasociación ED2 Asociación ED2 









Figura 3.6 Parte 2. Captura prueba 2.
Desasociación ED1 
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3.2.2 Programa "DataSend" 
 
 
DataSend es un programa que genera tráfico en un determinado canal sin 
necesidad de que los end devices se asocien al coordinador.  
 
Esto es posible debido a que las direcciones cortas se definen a priori, y 
también el origen y el destino de los datos. Este tráfico puede salir tanto del 
coordinador como de los dispositivos finales. 
 
Anteriormente, en el ejemplo "Association", vimos que la variable 
TOS_LOCAL_ADDRESS provocaba varios problemas en las direcciones de las 
tramas, y aquí ocurre igual. 
 
A continuación enumeraremos los ficheros relacionados con este programa:  
 
 DataSendExample.nc, DataSendExampleM.nc, datasentexample.h 
alojados en hurray\apps\ DataSendExample, 
 MCPS_DATA.nc alojado en hurray\tos\interfaces\ieee802154\mac, 
 MacM.nc alojado en contrib\hurray\tos\lib\mac, 




3.2.2.1. Cambios del código inicial 
 
Para el correcto funcionamiento de este programa se deben realizar los 
cambios I) II) y VI) que se hicieron en "Association" (pero en los 
correspondientes archivos del programa "DataSend"). 
 
Los cambios IV) y V) también son necesarios. Al ser en los archivos MacM.nc y 
tos.h no se tiene que modificar nada. Éstos se comparten entre todos los 
programas (los ya corregidos). 
 






Se definen nuevas variables. 
 #define addr_corta_mote 0x0000 
 
Dirección corta del mote al que le estemos cargando el programa.  #define addr_destino 0x0002  
Dirección corta a la que van dirigidos los datos.  
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Estas variables no son necesarias en el programa DataSend pero las dejamos 
para que no haya errores al compilar el programa. Si quisiéramos eliminarlas, 
deberíamos cambiar el código del archivo MacM.nc, común a todos los 






Sustituimos los TOS_LOCAL_ADDRESS por las variables adecuadas definidas 
anteriormente en el fichero de configuración. 
 
En Timer.fired() vemos que: 
  my_short_address = TOS_LOCAL_ADDRESS;  
 
Lo sustituimos por:  
 my_short_address = addr_corta_mote; 
 
En Timer_send.fired() teníamos: 
 event result_t Timer_send.fired() {  uint32_t SrcAddr[2];  uint8_t msdu_payload[4];  SrcAddr[0]=0x00000000;  SrcAddr[1]=TOS_LOCAL_ADDRESS;   if(TYPE_DEVICE == COORDINATOR)  {    SrcAddr[0]=0x00000000;    SrcAddr[1]=TOS_LOCAL_ADDRESS;    if (DestinationMote[1]==0x00000002)    {     DestinationMote[1]=0x00000003;    }else{     DestinationMote[1]=0x00000002;    }       call MCPS_DATA.request(SHORT_ADDRESS, PANID, SrcAddr, SHORT_ADDRESS,  PANID, DestinationMote, 4,msdu_payload,1, set_txoptions(1,0,1,0));  }  else  {    DestinationMote[0]=0x00000000;    DestinationMote[1]=0x00000000;  
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Y lo dejamos en: 
 event result_t Timer_send.fired() {  uint32_t SrcAddr[2];  uint8_t msdu_payload[4];    SrcAddr[0]=0x00000000; 
 SrcAddr[1]=addr_corta_mote;    DestinationMote[0]=0x00000000; 
 DestinationMote[1]=addr_destino;              //set_txoptions(ack, gts, indirect_transmission, security)   call MCPS_DATA.request(SHORT_ADDRESS, PANID, SrcAddr, SHORT_ADDRESS,  PANID, DestinationMote, 4, msdu_payload,1, set_txoptions(1,0,0,0)); //set_txoptions(ack, gts, indirect_transmission, security)    return SUCCESS; }  
Además, los reconocimientos que indican la correcta llegada de los mensajes 
de datos a su destino (acks) son opcionales. Esta opción de envío podemos 
modificarla en event result_t Timer_send.fired() dentro del call 
MCPS_DATA.request (ver código superior). 
 
Si el valor destacado en negrita dentro de set_txoptions en vez de ser 1 fuera 
0, no se enviarían acks durante todo el proceso de transmisión de datos. 
 
Dentro del mismo call MCPS_DATA.request, el valor 4 destacado en negrita 
representa el tamaño (bytes) del payload. Este valor también es modificable. 
  
Otro parámetro que podríamos modificar es el del periodo de tiempo que hay 
entre cada mensaje de datos. Este valor se expresa en milisegundos y se 
encuentra dentro de event result_t Timer.fired() en la llamada al timer de envío 
de datos: 
 call Timer_send.start(TIMER_REPEAT,8000);  
 
Dependiendo de quién queramos que envíe mensajes de datos, comentaremos 
la llamada call Timer_send.start(TIMER_REPEAT,8000) en el programa 
correspondiente al end-device o al coordinador. 
  






Prueba 1: EDs envían datos sin receptor. 
Dos dispositivos independientes enviando tráfico sin coordinador en la red. En 
los resultados no vemos ningún ACK porque los datos se envían a una 
dirección cualquiera. 
 
Tabla 3.3 Configuración motes prueba 1 
 
Mote 1 Mote 2 
Device Type: END_DEVICE 
Device Depth: 0x01 
Channel: 0x15  
ShortAddr: 0x0002 
DestinationAddr: 0x0004 
Device Type: END_DEVICE 






Desde un punto de vista malicioso, este tipo de programas puede llegar a 
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b) 
 







Figura 3.9 Escenario prueba 2 programa "DataSend" 
 
Tabla 3.4 Configuración motes prueba 2 
 
Mote 1 (Coordinador) Mote 2 (ED2) Mote 3 (ED1) 
Device Type: COORDINATOR 
Device Depth: 0x00 
Channel: 0x15 
ShortAddr: 0x0000 
Device Type: END_DEVICE 
Device Depth: 0x01 
Channel: 0x15 
ShortAddr: 0x0002 
Device Type: END_DEVICE 





En esta prueba se conectaron de manera secuencial el coordinador, el cual va 
enviando beacons de manera periódica, el dispositivo con la dirección corta 
0x0003 y finalmente el de dirección corta 0x0002. 
 
Ahora los datos no van dirigidos a una dirección cualquiera sino que los 
dispositivos finales los envían a su coordinador; y éste, les responde con 
reconocimientos para informar de que han llegado correctamente. 
 
Hay algunos acks de las tramas de datos que no se capturan debido, 
posiblemente, a la transmisión simultánea de beacons-datos-acks de los 









Figura 3.10 Captura prueba 2 
Coordinador 
ED1 ED2 
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c) 
 








Figura 3.11 Escenario prueba 3 programa "DataSend" 
 
Tabla 3.5 Configuración motes prueba 3 
 
Mote 1 (Coordinador) Mote 2 (ED1) Mote 3 (ED2) 
Device Type: COORDINATOR 




Device Type: END_DEVICE 




Device Type: END_DEVICE 





A diferencia de antes, todos los dispositivos de la red, tanto el coordinador de la 
PAN como los end devices, envían datos. 
 
El orden seguido para conectar los motes ha sido: coordinador, ED2, con 
dirección corta 0x0003 y ED1, con dirección corta 0x0002. 
 
Al empezar el coordinador, como los demás dispositivos aún no están en la 
red, sus tramas de datos no se reconocen hasta que el destino de éstas se 










Figura 3.12 Captura prueba 3 
ED1 ED2 
Coordinador 
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3.2.3 Programa "SimpleRouting" 
 
Este programa muestra cómo encaminar tramas. Cada dispositivo final envía 
mensajes de datos a su coordinador, considerando los dos primeros bytes del 
payload como un campo que contiene la dirección destino final. 
 
Cuando el coordinador de la PAN recibe esta trama, lee el payload y crea una 
nueva trama de datos. Éste insertará en el payload de ese nuevo mensaje el 
número de encaminamientos que se han realizado hasta el momento.  
 
Las direcciones cortas se asignan manualmente. No hay proceso de asociación 
ni abandono de la red. 
 
A continuación enumeraremos los ficheros relacionados con este programa:  
 
 SimpleRoutingExample.nc, SimpleRoutingExampleM.nc, 
simpleroutingexample.h en hurray\apps\SimpleRoutingExample, 
 MCPS_DATA.nc alojado en hurray\tos\interfaces\ieee802154\mac, 
 MacM.nc alojado en contrib\hurray\tos\lib\mac, 
 Tos.h alojado en contrib\hurray\tos\system. 
 
 
3.2.3.1. Cambios del código inicial 
 
Para el correcto funcionamiento de este programa se deben realizar los 
cambios I) II) y VI) que se hicieron en "Association" (pero en los 
correspondientes archivos del programa "SimpleRouting"). 
 
Los cambios IV) y V) también son necesarios. Al ser en los archivos MacM.nc y 
tos.h no se tiene que modificar nada. Éstos se comparten entre todos los 
programas (los ya corregidos). 
 






Creamos la siguiente variable que representará la dirección corta del 
dispositivo: 
 #define SHORT_ADDR 0x0003 
 







 uint32_t my_short_address=SHORT_ADDR; 
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Tras ello, lo primero que modificamos en este archivo es la variable 
TOS_LOCAL_ADDRESS. 
 





la reemplazamos por:  my_short_address=SHORT_ADDR;  
 
- Timer_send.fired() SrcAddr[0]=0x00000000; SrcAddr[1]= TOS_LOCAL_ADDRESS; if (TOS_LOCAL_ADDRESS == 0x02){.....} 
 











Figura 3.13 Escenario prueba 1 programa "SimpleRouting" 
 
Tabla 3.6 Configuración motes prueba 1 
 
Mote 1 (Coordinador) Mote 2 (ED2) Mote 3 (ED1) 
Device Type: COORDINATOR 
Device Depth: 0x00 
Channel: 0x15 
ShortAddr: 0x0000 
Device Type: END_DEVICE 
Device Depth: 0x01 
Channel: 0x15 
ShortAddr: 0x0002 
Device Type: END_DEVICE 
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Resultados: 
 
El programa inicialmente está configurado para que una vez leído el payload de 
la primera trama de datos (el cual lleva la dirección del dispositivo final), se cree 











Figura 3.14 Desglose de dos mensajes de datos. Prueba 1. 
 
 
Nosotros lo modificaremos de tal manera que haya unos datos adicionales (por 
ejemplo los caracteres ‘h’ ‘o’ ‘l’ ‘a’) y que al pasar de una trama a otra se envíen 
junto con el nº de mensajes encaminados.  
 
 
Payload (6 bytes) de la trama 





Payload (5 bytes) de la trama 
con origen 0x0000 y destino 0x0003: 
 
00 03 h o l a 
 
 
Vemos que los datos se deberán desplazar una posición dentro del vector. A 






Prueba 2: Encaminamiento añadiendo caracteres propios. 
El escenario y la configuración de los motes son idénticos a los de la prueba 
anterior. 
 
Para lograr el objetivo descrito anteriormente, realizamos los siguientes 
cambios en el archivo SimpleRoutingExampleM.nc. 
 
- En event result_t Timer_send.fired(): 
 msdu_payload[2] = 'h'; msdu_payload[3] = 'o'; msdu_payload[4] = 'l'; msdu_payload[5] = 'a'; 
nº h o l a 
Dirección final  
nº de  mensajes encaminados 
(en este caso era el quinto). 
40              Evaluación de la implementación de ZigBee Open-ZB call MCPS_DATA.request (SHORT_ADDRESS, PANID, SrcAddr, SHORT_ADDRESS, PANID, DestinationMote, 6, msdu_payload,1,set_txoptions(1,0,0,0)); //msduLength=6 
   
Porque inicialmente msduLength=6. 
 
 
- En event result_t MCPS_DATA.indication()  for(i=1;i<msduLength;i++){    msdu[i]=msdu[i+1];  //desplazamiento de ‘h’ ‘o’ ‘l’ ‘a’ }  call MCPS_DATA.request (SHORT_ADDRESS, PANID, SrcAddr, SHORT_ADDRESS, PANID, DestinationMote, 5, msdu, 1, set_txoptions (1,0,0,0)); // msduLength=5  
Porque finalmente msduLength=5. 
 
 
*Nota:  msdu_payload: espacio reservado [bytes]  
  msduLength: espacio usado [bytes]
 
 
Por último y para acabar con este programa: 
 
Dentro de MCPS_DATA.indication, en call MCPS_DATA.request, la variable 
msduLength en vez de tener un valor numérico: 
 call MCPS_DATA.request(SHORT_ADDRESS, PANID, SrcAddr, SHORT_ADDRESS, PANID, DestinationMote, 6, msdu_payload,1,set_txoptions(1,0,0,0));  
pasará a ser (msduLength-1) ya que siempre ocupará un byte menos que en el 
call MCPS_DATA.request que hay dentro de Timer_send.fired:  call MCPS_DATA.request(SHORT_ADDRESS, PANID, SrcAddr, SHORT_ADDRESS, PANID, DestinationMote, (msduLength-1), msdu,1,set_txoptions(1,0,0,0)); 
 
 
Siempre será así porque al enviarse una trama, inicialmente los dos primeros 
bytes indican la dirección destino y posteriormente, sólo se utiliza un byte para 
contabilizar los routed_packets. 
 
 
Teniendo en cuenta esto último, con sólo un byte para los routed_packets, el 
máximo permitido será (28) - 1 = 255, por tanto, para no modificar más el 
tamaño del payload, añadimos la siguiente condición:  if(routed_packets==255){  routed_packets=0; } 
 
De esta manera, una vez encaminados 255 (FF) mensajes, el contador se 
reinicia. 












Figura 3.16 Desglose de dos mensajes de datos.  






Figura 3.17 Desglose de dos mensajes de datos.  




Este desglose corresponde a los mensajes marcados en la figura 3.15. Como 
podemos ver, se cumple el objetivo. Aparte de indicar en el payload el número 




Routed Packets, en este 
caso es el primero. 
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3.3.   Funciones a nivel NWK 
 
3.3.1 Programa "Test_APL" 
 
Este programa es el utilizado para poner a prueba la implementación de la 
capa NWK. Está localizado en contrib\hurray\apps\Test_APL pero su archivo 
de configuración llamado nwk_const.h en contrib\hurray\tos\lib\nwk. 
 
A continuación enumeraremos los ficheros relacionados con este programa:  
 
 Test_APL.nc y Test_APLM.nc alojados en \hurray\apps\Test_APL, 
 NWK.nc, NWKM.nc y nwk_const.h alojados en hurray\tos\lib\nwk, 
 MCPS_DATA.nc alojado en hurray\tos\interfaces\ieee802154\mac, 
 MacM.nc alojado en contrib\hurray\tos\lib\mac, 
 Tos.h alojado en contrib\hurray\tos\system. 
 
Test_APL usa las interfaces que le proporciona el componente NWKM y a 
diferencia de los programas vistos hasta ahora, una vez cargados los motes y 
estos conectados a los puertos USB de un PC cualquiera, para que inicien su 
funcionamiento, habrá que apretar el User Button (se trata del más cercano al 
conector USB). En caso de ser un Coordinador, empezará a enviar beacons, 
en caso de ser un Router o un ED, iniciarán el proceso de asociación. 
 
Las variables Device_Depth y Type_Device definidas en nwk_const.h juegan 
un papel muy importante ya que de ellas depende que los procesos de 
asociación y desasociación se realicen con éxito. 
 
Las direcciones cortas se calculan mediante la función CSkip() desarrollada en 
el anexo III. 
 
El objetivo de los próximos cambios es que el programa realice las mismas 
funciones que el programa "Association" (aunque con más tipos de 
escenarios), es decir, que el end-device (con router o sin) se una a la red, envíe 
un número predefinido de mensajes de datos y se desasocie de la PAN. La 
diferencia será que con Test_APL se implica también la capa de red. 
 
 
3.3.1.1. Cambios del código inicial 
 
Para el correcto funcionamiento de este programa se debe realizar el cambio II) 
que se hizo en "Association" (pero en el correspondiente archivo del programa 
"Test_APL"). 
 
Los cambios IV) y V) también son necesarios. Al ser en los archivos MacM.nc y 
tos.h no se tiene que modificar nada. Éstos se comparten entre todos los 
programas y ya han sido corregidos con anterioridad. 
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En el fichero de configuración nwk_const.h las variables:  #define D1_PAN_EXT0 0x00000000 #define D1_PAN_EXT1 0x00000000 
 
definen las Extended Address de los motes que vamos a cargar. 
 






 Creamos un frame counter para así definir el nº de mensajes de datos que 
queremos que se envíen antes de abandonar la red. 
 
 Añadimos la llamada a la función NLME_LEAVE.request, la cual llamará a 
MLME_DISASSOCIATE.request para así realizar la petición de dejar la 
PAN. 
 
Dentro de implementation {} definimos:  //number of data frames sent after association and before disassociation uint16_t frame_counter=0; 
 
Cuando el Test_timer expira, el frame counter se va incrementando y cuando 
llega al valor definido, lo para y llama a NLME_LEAVE, el cual se encargará del 
abandono de la red. Antes de realizar estos cambios, cuando el timer expiraba 
el dispositivo enviaba datos de manera periódica e “infinita”. 
 event result_t Test_timer.fired() {  uint8_t nsdu_pay[20];  nsdu_pay[0]=0x05;  nsdu_pay[1]=0x05;  nsdu_pay[2]=0x05;  nsdu_pay[3]=0x05;  nsdu_pay[4]=0x05;  nsdu_pay[5]=0x05;  nsdu_pay[6]=0x05;  
 frame_counter++; 
  
 if (frame_counter == max_frame_counter+1){ 
  //after sending max_frame_counter data frames the device tries to dissassociate  from the PAN   call Test_timer.stop();  //Los parámetros de NLME_LEAVE los ponemos a 0 para forzar la entrada a la llamada del DISASSOCIATE en NWKM.nc  
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 call NLME_LEAVE.request(0,0,0);  }  else{  call Leds.redToggle();  call NLDE_DATA.request(0x0000,0x07, nsdu_pay, 1, 1, 0x00, 0);   }  return SUCCESS; } 
 
En call NLME_LEAVE.request(0,0,0) hemos puesto los parámetros a 0. Su 
finalidad es forzar la entrada a una función que hay en NWKM.nc y que permite 






Definición del frame counter: 
 //valor del número de tramas que envía el dispositivo antes de salir de la PAN #define max_frame_counter 5 
 
Corrección de:  //test definitions  //activated when the device depth is 0x01 #define D1_PAN_EXT0 0x00000000 //(Variable. dir. larga mote que se esté cargando.) #define D1_PAN_EXT1 0x00000000 //(Variable. dir. larga mote que se esté cargando.) #define D1_PAN_SHORT 0x0000  //activated when the device depth is 0x02 
#define D2_PAN_EXT0 0x00000001 //valor anterior: 0x00000002 
#define D2_PAN_EXT1 0x00000001 //valor anterior: 0x00000002 #define D2_PAN_SHORT 0x0001  //activated when the device depth is 0x03 
#define D3_PAN_EXT0 0x00000002 //valor anterior: 0x00000003 
#define D3_PAN_EXT1 0x00000002 //valor anterior: 0x00000003 #define D3_PAN_SHORT 0x0002   
Con estas modificaciones, el dispositivo, en función de la profundidad que 
tenga en la red, se desasociará correctamente contra su padre ya que 
encontrará la dirección verdadera. Si no hubiera router en la red, como la 
profundad máxima de un dispositivo sería 0x01, no usará esas variables que se 
acaban de cambiar. 
 
En nuestras topologías, la profundidad máxima de la red es 0x02, es decir, un 
dispositivo estará como mucho a dos saltos del coordinador. La Device_Depth 
del coordinador es siempre 0x00, la del router 0x01 y la del ED 0x01 o 0x02, 
dependiendo del escenario configurado. 
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III) NWKM.nc (solamente cuando no hay router en la red)
 
: command result_t NLME_LEAVE.request(uint32_t DeviceAddress[],bool RemoveChildren, bool MACSecurityEnable) {    uint32_t devaddr[2];   
 //En Test_APLM.nc forzamos la entrada aquí poniendo a 0 el 
 DeviceAddress y el RemoveChildren  if (DeviceAddress == 0)//child asked to leave  {    if(RemoveChildren == 0)//implemented like it is always 0   {     devaddr[0]=0x00000000; 
   devaddr[1]=0x00000000;    call MLME_DISASSOCIATE.request(devaddr,0x02,0);   }  
Devaddr representa la dirección del padre del ED, al cual le notificará que 
quiere abandonar la red. En este caso, podemos definir su valor de manera 
estática (en vez de ir a consultarlo a una tabla) ya que al no haber router dentro 
de la PAN, el padre siempre tendrá la dirección larga 0x0000000000000000. 
 
Cabe recordar que este cambio sólo debe efectuarse si el end device está 
conectado directamente con el coordinador. 
 
Para no crear confusiones, a partir de aquí, decidimos diferenciar entre 
Test_APL y Test_APL_sinrouter. 
 
En Test_APL el dispositivo se desasociará contra su correspondiente padre en 
función de su distancia en la red. 
 
En Test_APL_sinrouter el dispositivo se desasociará directamente contra el 
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Tabla 3.7 Configuración motes prueba 1 
 
Mote 1 (Coordinador) Mote 2 (ED1) Mote 3 (ED2) 
Device Type: COORDINATOR 








Device Type: END_DEVICE 








Device Type: END_DEVICE 









En esta prueba, ED1 se asocia a la red, envía datos a su coordinador (0x0000) 
y la abandona. Segundos después, ED2 realiza las mismas acciones. 
 
Podemos ver como la dirección corta asignada a ambos EDs es distinta que en 
los ejemplos anteriores. Ahora es calculada mediante CSkip() en función de su 
dirección larga, su distancia en la red y otros parámetros a tener en cuenta 
(anexo III). 
 
El periodo de tiempo (milisegundos) con el que se envían los mensajes de 
datos puede modificarse en el archivo Test_APLM.nc dentro de: 
  Test_timer.start(TIMER_REPEAT, 8000).  
 
Además, en este programa, el espacio reservado para el payload de nivel NWK 
lo controla la variable nsdu_pay, utilizada al hacer la petición de los datos: 







Primero mostramos el desglose de los AREs que envía el coordinador al ED1 y 





Figura 3.19 AREs asignación de direcciones cortas, prueba 1 
 
 
A continuación se puede ver la secuencia entera de mensajes. 










Figura 3.20 Captura prueba 1 
 
 
Cuando falla la asociación de algún dispositivo, para que éste vuelva a intentarlo, se tiene que apretar el User Button de su mote 
otra vez. 
Asociación ED1 Desasociación ED1 
Asociación ED2 
FALLIDA 
Asociación ED2 Desasociación ED2 
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b) 
 





Figura 3.21 Escenario prueba 2 
 
Tabla 3.8 Configuración motes prueba 2 
 
Mote 1 (Coordinador) Mote 2 (Router) Mote 3 (ED) 
Device Type: COORDINATOR 








Device Type: ROUTER 








Device Type: END_DEVICE 









Al añadir el router a la red, es imprescindible el cambio II). 
 
Hasta ahora, el padre de nuestros EDs siempre había sido el coordinador y 
siempre con la dirección corta y larga de valor 0. Como ahora el padre del ED 
es el router y el padre del router es el coordinador, debemos tener en cuenta 










Figura 3.22 Encaminamiento mensaje de datos (obviando acks), prueba 2 
 
Como Perytons trabaja a nivel MAC, vemos los datos de nivel NWK dentro del 
payload de las tramas capturadas. Podemos apreciar como los bytes de las 
direcciones finales se transmiten al revés. La del coordinador, al ser 0x0000 no 





ED  Coordinador 
Direcciones origen (ED: 0x007E) y  
destino (COORD: 0x0000) finales. 
 
Router  ED 
Coordinador  Router 
MAC NWK 
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Los últimos 7 bytes del payload de la figura anterior corresponden a los datos 




Figura 3.23 DisAssociation Notification (DAN), prueba 2 
 
Dirección origen y destino correctas. 
 
Origen: ED 0x0000000200000002 (64 bits) 
Destino: Router 0x0000000100000001 (64 bits) 
 
Se usan las Extended Address. En este caso, el ED se desasocia contra el 
router, su padre. 
 
A continuación se muestra la secuencia de mensajes completa.  
 
Podremos ver de manera más clara como el ED le envía los datos al router y 
este se los reenvia al coordinador, es decir, el destino final de los datos que 
manda el ED. 
 
   









Figura 3.24 Captura prueba 2 
Asociación Router  Coordinador Asociación ED  Router  Envío de datos:  
ED  Router 
Router  Coordinador 
Envío de datos como el anterior Desasociación ED  Router  
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c) 
 








Figura 3.25 Escenario prueba 3 
Tabla 3.9 Configuración motes prueba 3 
 
Mote 1 (Coordinador) Mote 2 (Router) 
Device Type: COORDINATOR 







Device Type: ROUTER 







Mote 3 (ED1) Mote 4 (ED2) 
Device Type: END_DEVICE 







Device Type: END_DEVICE 








Al primer ED que conectemos se le asignará la Short Addr 0x007E, y al 
segundo la 0x007F.  
 
Por tanto, haremos que ED2 (0x007F) sea quien envíe los datos a ED1 
(0x007E), con lo cual será ED1 (el receptor) quien conectemos primero 
(después del coordinador y del router) para que no se envíen datos sin nadie 
que los reciba. 
 
Al cargar el mote emisor, en el archivo Test_APLM.nc, dentro de la función 
Test_timer.fired() escribiremos la dirección destino de los datos: 
 call NLDE_DATA.request(0x007E,0x07, nsdu_pay, 1, 1, 0x00, 0);  
 
Al cargar el mote receptor, en el archivo Test_APLM.nc, dentro de la función 
Test_timer.fired() comentaremos el envío de los datos ya que sólo ED2 los 
envía: 
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Al ED receptor se le debe asignar un frame_counter mayor que el del ED 
emisor porque si no se desasociará de la PAN antes de que el emisor acabe de 
enviar todos sus datos. 
 
Dentro de la llamada al envío de mensajes de datos podemos ver la longitud 
que éstos ocupan (datos nivel NWK), en este caso 7 bytes, los mismos vistos 
en la prueba anterior. 
 
El espacio reservado para el payload de nivel NWK lo controla la variable 
nsdu_pay como también se ha explicado anteriormente. 
 call NLDE_DATA.request(0x007E,0x07, nsdu_pay, 1, 1, 0x00, 0);   
Los resultados obtenidos se muestran a continuación. 
 
 










Figura 3.26 Captura prueba 3. Parte 1.
Asociación Router  Coordinador  Asociación ED1  Router 
Asociación ED2  Router Envío de datos:  
ED2  Router 
Router  ED1 
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Figura 3.27 Captura prueba 3. Parte 2. 
 
 
Muchos de los mensajes de datos, en el tramo router  ED1, se envían por duplicado (ambos tienen el mismo número de 
secuencia) y no reciben acks. Esto ocurre por lo comentado en otras ocasiones, la grandísima cantidad de paquetes que se 
transmiten a la vez en el mismo canal. 
  
En este caso también, ED1 abandona la red antes que ED2 lo cual produce un intervalo de tiempo en que los datos no tienen 






Figura 3.28 Encaminamiento mensaje de datos (obviando acks), prueba 3
Envío ideal de datos: ningún mensaje 
duplicado y ambos acks recibidos. 
 
Desasociación ED1 
ED2  ED1 
Direcciones origen y destino finales. 
 
Router  ED2 
ED1  Router 
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En el anexo IV se muestran pruebas adicionales de este mismo programa junto 
con los resultados obtenidos. Por falta de espacio en el documento y dado que 
se trata de escenarios resultantes de combinar los anteriores, se ha 
considerado adecuado situarlos al final de la memoria. 
 
Los distintos escenarios que pueden encontrarse en el anexo son: 
 
 ED envía datos al coordinador. Sin router. 
 EDs envían datos al coordinador. Sin router. Procesos paralelos. 
 EDs envían datos al coordinador. Con router. Procesos paralelos (I). 
 EDs envían datos al coordinador. Con router. Procesos paralelos (II). 
 Envío de datos entre EDs. Sin router. 
 ED envía datos al coordinador. Con dos routers. 
 EDs envían datos al coordinador. Con router. Procesos paralelos. Dos 
programas distintos cargados en el mismo escenario. 
 Envío de datos entre EDs. Con router. Dos programas distintos cargados 
en el mismo escenario. 
  
 
3.3.2 Programa "Test_APL_inyección" 
 
Una vez todo funciona correctamente, desarrollamos un programa igual que el 
anterior pero sin el proceso de asociación y desasociación, es decir, 
únicamente generará tráfico y lo inyectará dentro de un canal predefinido. 
También será posible definir las direcciones origen y destino MAC y NWK. 
Su uso podría ser malicioso, tal y como se desarrolla en la página 102. 
 
Al crear diferentes programas que usan distintas versiones de los archivos 
comunes (como por ejemplo MacM.nc, NWKM.nc etc.) tomamos la decisión de 
crear varios HURRAYs. Así, se clarificará la organización interna de los 
programas y al cargarlos dentro de los motes simplemente deberemos cambiar 
la ruta en la consola. 
 
Esta creación de Hurrays se explica en el anexo V. 
 
A continuación, enumeraremos los ficheros relacionados con este programa:  
 
 Test_APL_inyeccion.nc y Test_APLM_inyeccion.nc alojados en 
\hurray2\apps\Test_APL_inyeccion, 
 NWK.nc, NWKM.nc y nwk_const.h alojados en hurray2\tos\lib\nwk, 
 MacM.nc alojado en \hurray2\tos\lib\mac, 
 
 






En la función Timer.fired() cambiamos el ‘else’ de la siguiente manera: 
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Antes:  else{   //call NLME_NETWORK_FORMATION.request(0x000000ff, 8, BEACON_ORDER,  SUPERFRAME_ORDER, PANID,0); 
 call NLME_NETWORK_DISCOVERY.request(0x000000ff, 8); 
 //call Test_timer.start(TIMER_REPEAT,9000);  } 
 
Después:  else{   //call NLME_NETWORK_FORMATION.request(0x000000ff, 8, BEACON_ORDER,  SUPERFRAME_ORDER, PANID,0); 
 //call NLME_NETWORK_DISCOVERY.request(0x000000ff, 8); 
 call Test_timer.start(TIMER_REPEAT,9000);  }  
Comentamos el DISCOVERY para que evite hacer el proceso de 
descubrimiento de PANs, y descomentamos la llamada al timer para que se 






Modificamos la variable: 
 uint8_t joined=0; 
 
por: uint8_t joined=1; 
 
De esta manera, el dispositivo al leer el 1 considerará que ya está dentro de la 
red (dará por válida la asociación que no
 
 se ha hecho) y podrá enviar datos. Si 
la variable estuviera a 0, no lo permitiría. 
Además, limpiamos (o comentamos) la función NLDE_DATA.request() para 
que quede de este modo: 
 command result_t NLDE_DATA.request(uint16_t DstAddr, uint16_t NsduLength, uint8_t Nsdu[100], uint8_t NsduHandle, uint8_t Radius, uint8_t DiscoverRoute, uint8_t SecurityEnable) {   uint32_t srcadd[2];  uint8_t MSDU[100];  uint32_t route_destination_address[2];  routing_fields *routing_fields_ptr;  uint8_t next_hop_index;    routing_fields_ptr = (routing_fields *)&MSDU[0];    if(joined==0) 
Capítulo 3. Evaluación y modificación de Open-ZB                  57  {    signal NLDE_DATA.confirm(NsduHandle, NWK_INVALID_REQUEST);  }  else  {   routing_fields_ptr->frame_control= set_route_frame_control (0x00, 0x01,    DiscoverRoute, SecurityEnable);   routing_fields_ptr->destination_address=DstAddr;   routing_fields_ptr->source_address=networkaddress;   routing_fields_ptr->radius=Radius;   routing_fields_ptr->sequence_number=nwk_IB.nwkSequenceNumber;   nwk_IB.nwkSequenceNumber++;   memcpy(&MSDU[8],&Nsdu[0],NsduLength*sizeof(uint8_t));   srcadd[0] = 0x00000000;   srcadd[1] = (uint32_t)networkaddress;   route_destination_address[0]= 0x00000000;   route_destination_address[1]=neighbortable[parent].Network_Address;  call MCPS_DATA.request(SHORT_ADDRESS, PANID, srcadd,  SHORT_ADDRESS,  PANID, route_destination_address, (NsduLength + 8), MSDU, 1, set_txoptions  (1,0,0,0));    return SUCCESS;  }  return SUCCESS; }  
Lo que hemos suprimido ha sido todo el código relacionado con la formación de 
la PAN con topología en árbol, el envío de paquetes al mote padre 
(encaminamiento), desasociación etc…. 
 
Otro de los cambios ha sido el de panid por PANID, podemos verlo destacado 
en negrita en el código anterior. Este error se hallaba en call 






En este archivo comentamos las siguientes líneas dentro de 
MCPS_DATA.request(): 
 //if (mac_PIB.macShortAddress == 0xffff) //return FAIL; 
 
En algún momento de la ejecución del código se cumplía esta condición, por lo 
tanto, como ahora queremos que el envío de datos sea automático (sin 






En este archivo de configuración lo que se añade son unas variables para 
facilitar la asignación de direcciones a los motes (origen y destino de los 
mensajes de datos). 
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Definimos: 
 //Dirección de red origen de las tramas. 
#define network_addr_origen 0x0003 //Dirección de red destino a la que se van las tramas. 
#define network_addr_destino 0x0000  //Dirección mac_origen corta. 
#define mac_addr_origen 0x0003 //Dirección mac destino corta. 
#define mac_addr_destino 0x0000 
 
Seguirán existiendo las variables D1_PAN_EXT0 y D1_PAN_EXT1 porque las 
reclama MacM.nc, pero en este programa no se utilizarán ya que las 
direcciones se asignan tal y como se acaba de explicar. 
 
Una vez definidas, las sustituimos en los archivos que sean necesarios. 
 
En NWKM.nc cambiamos las siguientes sentencias: 
 uint16_t networkaddress=0x0000; srcadd[1] = (uint32_t)networkaddress; route_destination_address[1]=neighbortable[parent].Network_Address; 
 
por:  uint16_t networkaddress=network_addr_origen; srcadd[1] = (uint32_t)mac_addr_origen; route_destination_address[1]=mac_addr_destino;  
En Test_APLM.nc, en algunas de las llamadas al timer call 
NLDE_DATA.request() cambiamos uno de sus parámetros: 
 
Dentro de task void start_sending_beacons_request():  call NLDE_DATA.request(0x0000,0x06, nsdu_pay, 0x01, 0x01, 0x00, 0x00) 
 
Dentro de event result_t Test_timer.fired():  call NLDE_DATA.request(0x0000,0x07, nsdu_pay, 1, 1, 0x00, 0); 
 




Finalmente, se deben deshacer las modificaciones I) II) y III) del programa 
"Test_APL" ya que en este caso no hay unión ni abandono de la red. 
 






Prueba 1: ED generando tráfico dentro de un canal. 
El escenario consiste en un único dispositivo con dirección 0x0003 que genera 
tráfico dentro del canal 21 en decimal, 15 en hexadecimal. 
 
Tabla 3.10 Configuración mote prueba 1 
 
Mote (ED) 
Device Type: END_DEVICE 















Figura 3.29 Captura prueba 1 
 
 
Figura 3.30 Desglose de los mensajes prueba 1 
 
Podemos ver las direcciones configuradas en los mensajes capturados. Las 
direcciones MAC en los campos DstAdd y SrcAdd y las direcciones NWK en el 
payload (bytes girados), tal y como se ha explicado con anterioridad. 
 
En el anexo IV se encuentra otra prueba del programa Test_APL_inyección. 
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CAPÍTULO 4. Conclusiones y líneas de futuro 
 
 
A lo largo de todo el proyecto mis conocimientos del IEEE 802.15.4 y ZigBee 
han aumentado de manera considerable en comparación a los obtenidos 
durante la carrera, fruto del trabajo autónomo que implica un TFC y de toda la 
ayuda que me ha proporcionado mi tutora. 
 
Como objetivo principal se había fijado la investigación en el funcionamiento de 
los programas que nos ofrece Open-ZB. Podemos decir que, teniendo en 
cuenta que partíamos de cero, los resultados han sido satisfactorios así como 
las correcciones y mutaciones de los programas originales. 
 
El hecho de tratar de forma práctica con motes TelosB, WPANs y el analizador 
Perytons ha sido muy útil e interesante y bajo mi punto de vista, considero que 
este proyecto todavía tiene un gran potencial por desarrollar ya que no se ha 
hecho más que empezar con todas las posibilidades que nos puede ofrecer 
Open-ZB. 
 
Pese a las numerosas pruebas y los distintos escenarios que se han llevado a 
cabo a lo largo de este trabajo de fin de carrera, existen posibles mejoras 
relacionadas con el escaneo de canales por parte de un ED durante su proceso 
de asociación, ya que hasta el momento se le ha asignado un canal estático 
manualmente. También sería interesante investigar e implementar los distintos 
tipos de transmisión de datos (tx_options: ack, GTS, indirect_transmission, 
security). 
 
En la web oficial de Open-ZB ya anuncian la posibilidad de trabajar con sus 
códigos sobre TinyOS v2.0, así que en un futuro podría llegar a plantearse la 
adaptación de las aplicaciones descritas durante este TFC a la nueva versión 
del sistema operativo. 
 
En cuanto al impacto medioambiental del proyecto se podría decir que ha sido 
muy bajo. Las máquinas que hemos utilizado han estado consumiendo energía 
de manera parcial: no se ha tenido que dejar ningún ordenador encendido toda 
la noche ni varios días para capturar tráfico, por ejemplo. Además, al utilizar los 
motes TelosB siempre se ha reaprovechado la energía de los PCs que se 
estaban utilizando en ese momento (mediante los puertos USB), evitando así el 
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Dentro del paquete descargado también ponen a nuestra disposición 
documentos de mucha utilidad relacionados con las aplicaciones descargadas: 
 
i. Technical Report. TR-070510. Versión: 1.0. Implementation of the ZigBee 
Network Layer with Cluster-tree Support. (PDF) 
ii. Technical Report. TR-061106. An IEEE 802.15.4 protocol implementation (in 
nesC/TinyOS): Reference Guide v1.2. (PDF) 
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i. Manual de funcionamiento que proporciona el propio analizador (PDF). 
 





Anexos   63 
ANEXOS 
 
ANEXO I. Configuración de TinyOS y carga de programas 
 
Configuración de TinyOS 
 
La máquina donde instalemos TinyOS v1.1.15 será la encargada de interactuar 
con los dispositivos, cambiar los programas, cargarlos en los motes telosB etc. 
 
1.- Instalar TinyOS – modo Custom - tinyos-1.1.11-3is 
 
Install Directory: C:\Archivos de programa\UCB\ 





















Figuras A1.1 Proceso de instalación de TinyOS 
64                    Evaluación de la implementación de ZigBee Open-ZB 
2.- Conectar el dispositivo (mote telosB). Windows Update lo detectará 




















Actualización a la versión TinyOS-1.1.15. 
Pasos de <https://sensorweb.vancouver.wsu.edu/wiki/index.php/Tinyos.> 
  
Descargamos el archivo rpm y lo copiamos en: 
 
 C:\Archivos de programa\UCB\cygwin\opt. 
 
Desde la línea de comandos lo ejecutamos con: 
 









Actualización del compilador de nesC a la última versión. 
Descargamos desde la misma web el archivo .tar.gz y lo copiamos en: 
 
 C:\Archivos de programa\UCB\cygwin\opt. 
 
Desde la línea de comandos introducimos: 
 
> tar -zxvf nesc-1.2.9.tar.gz  
> cd nesc-1.2.9  
> ./configure  
> make install  
> ncc –v 
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Figura A1.4 Captura de pantalla instalación última versión 
 
 




y copiamos la carpeta descomprimida en: 
 
C:\Archivos de programa\UCB\cygwin\opt\tinyos-1.x\contrib. 
 
 
6.- En C:\Archivos de programa\UCB\cygwin\opt\tinyos-1.x\contrib\hurray\apps\ 
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Carga de programas en los motes TelosB 
 
 
En cada mote seguimos el mismo procedimiento. 
 
 
1- Nos dirigimos al fichero de configuración del programa que queramos: 
 
C:\Archivos de programa\UCB\cygwin\opt\tinyos-1.x\contrib\hurray\tos\lib\nwk 
(en el caso del programa de ejemplo Test_APL) 
 
2- En el archivo nwk_const.h configuramos los parámetros TYPE_DEVICE, 
DEVICE DEPTH y LOGICAL CHANNEL (hexadecimal) para cada mote. 
 
3- Una vez fijamos la configuración deseada, abrimos cygwin para 
ejecutarlo y que el rol se cargue dentro del mote. 
 
a. Nos dirigimos al directorio desde donde se ejecutará, en este caso: 
 
> cd \opt\tinyos-1.x\contrib\hurray\apps\Test_APL 
 
b. Lo ejecutamos:  
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ANEXO II. Aspectos interesantes de Perytons 
 
Como al realizar las capturas la línea de tiempo es muy extensa (se mide en 
milisegundos), para poder ver bien los mensajes optamos por eliminar los 
espacios de tiempo en los que no se transmite nada (Time View  Compress 
Time). 
 























Figuras A2.1 Vistas del Time View



















Figuras A2.2 Vistas del Message View
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ANEXO III. Función CSkip. Asignación de direcciones cortas. 
 
Un dispositivo padre usa los valores de Cm, Rm y Lm para calcular la función 
Cskip que define el tamaño del bloque de dirección que se distribuye por cada 
padre dependiendo de su profundidad (d) en la red. 
 
Parámetros a tener en cuenta: 
 
- El número máximo de hijos (Cm) de un ZR 
- El número máximo de hijos routers (Rm) de un ZR 
- La profundidad de la red (Lm) 
 
 






Un dispositivo padre que tenga Cskip(d)=0, no será capaz de aceptar hijos y 
será tratado como un dispositivo final. 
 
Un dispositivo padre que tenga Cskip(d)>0, aceptará dispositivos y si es 
posible, asignará direcciones. 
 
Un dispositivo padre asignará una dirección una unidad mayor que la suya al 
primer router asociado. El siguiente router asociado recibirá una dirección con 
una separación acorde con el valor de la función Cskip(profundidad padre). El 
máximo nº de routers asociados se define en el parámetro de red 
nwkMaxRouters (Rm). 
 
Considerando un nodo padre con una profundidad d y con una dirección de 
Aparent, el número de dispositivos hijo n está entre 1 y Cm-Rm. 
 
1 ≤ n ≤ (Cm−Rm) 
 
La dirección Achild del enésimo hijo router se calcula acorde con (n es el 
número de hijos routers): 
 
Achild = Aparent+(n-1)×Cskip(d)+1 , n = 1 
Achild = Aparent+(n-1)×Cskip(d) , n > 1 
 
La dirección Achild del enésimo dispositivo final hijo se calcula acorde con (n es 
el número de dispositivos finales hijos): 
 
Achild = Aparent+Rm×Cskip(d)+n 
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Ejemplo de esquema de asignación de direcciones. 
 
Parámetros de la red:  
 
- Max depth: 3 
- Max children: 6 




Figura A3.2 Ejemplo de esquema de asignación de direcciones 
 
 
Con los parámetros de esta red, al coordinador se le permite asociar a 4 
routers y 2 dispositivos finales en su conjunto de direcciones disponibles. 
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ANEXO IV. Resultados adicionales de la evaluación de Open-ZB 












ED1 se une 
a la red 



































ED1 abandona la red 
 
ED2 se une 
a la red 
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ED2 abandona la red 
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Figura A4.1 Escenario prueba programa "Association" 
 
Tabla A4.1 Configuración motes 
 
Mote 1 (Coordinador) Mote 2 (ED) 
Device Type: COORDINATOR 





Device Type: END_DEVICE 







El objetivo es modificar el espacio usado por el payload sin que el programa dé 
con errores. Inicialmente está definido a 4 bytes.  
 
Para cambiar su tamaño, en Send_Data_Timer.fired() del archivo 
AssociationExampleM.nc modificamos: 
 uint8_t msdu_payload[100];  call MCPS_DATA.request(SHORT_ADDRESS, PANID, SrcAddr, SHORT_ADDRESS, PANID, DstAddr, 100, msdu_payload,1,set_txoptions(1,0,0,0));   
Otro parámetro que podríamos modificar es el del periodo de tiempo que hay 
entre cada mensaje de datos. Este valor se expresa en milisegundos y se 
encuentra dentro de MLME_ASSOCIATE.confirm() en la llamada al timer de 
envío de datos: 
 call Send_Data_Timer.start(TIMER_REPEAT,3000); 
  
Coordinador ED 
















Figura A4.3 Mensaje de datos expandido 
 
 
Además de agrandar el payload, en otra captura añadimos datos de manera 




Figura A4.4 Payload con datos manuales 
 
 
Tal y como era de esperar, en las tres últimas posiciones del payload podemos 
ver los caracteres introducidos anteriormente en el código. 
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(En este caso, lectura de mensajes de abajo a arriba.)
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Figura A4.5 Escenario 
 
 
Tabla A4.2 Configuración motes 
 
Mote 1 (Coordinador) Mote 2 (ED) 
Device Type: COORDINATOR 







Device Type: END_DEVICE 
















Figura A4.6 Captura 
 
 





Asociación ED1 Desasociación ED1 
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b) 
 
EDs envían datos al coordinador. Sin router. Procesos paralelos. 
El escenario es idéntico al de la prueba 1 del programa Test_APL pero ED1 tiene un max_frame_counter=40 mientras que ED2 lo 
tiene a 5. De esta manera se puede ver cómo mientras el primer dispositivo envía los 40 mensajes de datos, el segundo accede a 












Asociación ED2 Asociación ED1 
Desasociación ED2 
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c) 
 









Figura A4.8 Escenario 
 
Tabla A4.3 Configuración motes 
 
Mote 1 (Coordinador) Mote 2 (Router) Mote 3 (ED1) Mote 4 (ED2) 
Device Type: 
COORDINATOR 







































En este escenario ambos EDs envían datos al coordinador y éste les responde 
con acks. A veces resulta complicado verlos porque hay muchos mensajes en 












Asociación Router  Coordinador  




Figuras A4.9 Captura. Parte 1. 
 





Figura A4.10 Desglose envío de datos 
Envío de datos:  
ED1  Router 
Router  Coordinador 
Asociación ED1  Router  
FALLIDA 
Asociación ED1  Router  
Origen (007E) y Destino (0000) FINALES 
Router  ED1 
Coord  Router 
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Como podemos ver, el envío de las direcciones de red origen y destino finales en el payload se hacen byte a byte e iniciando su 









Figura A4.11 Captura. Parte 2. 
 
 
Observamos como el envío de datos es periódico y el coordinador recibe datos de ambos EDs. 
 
Como peculiaridad, comentar que en la asociación de ambos EDs, el ARE se envía por duplicado pero con igual número de 
secuencia. Esto puede deberse a un fallo o colapso del propio sniffer o que el 1er ARE tarde en recibir el reconocimiento y el 
Coordinador decida enviarlo de nuevo. 
 
 
Asociación ED2  Router Envío de datos:  
ED1  Router 
Router  Coordinador 
Envío de datos:  
ED2  Router 
Router  Coordinador 
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d) 
 











Figura A4.12 Escenario 
 
Tabla A4.4 Configuración motes 
 
Mote 1 (Coordinador) Mote 2 (Router) Mote 3 (ED1) Mote 4 (ED2) 
Device Type: 
COORDINATOR 







































En este escenario, de nuevo, ambos EDs envían datos al Coordinador y éste 
les responde con acks. ED1 lo hace de manera directa y ED2 lo hace mediante 














Asociación Router  Coordinador  
























Figuras A4.14 Desglose de ambos EDs enviando datos al coord. Sin acks.  
  
Asociación ED1  Coordinador Envío de datos ED1  Coordinador 
Asociación ED2  Router.  
Vemos un paquete de datos 
de ED1 (01FD0000) entre 
los mensajes de asociación.  
Datos de ambos EDs hacia el 
Coordinador. ED1 de manera 
directa y ED2 pasando por el 
Router (ver desglose). 
Coordinador  ED1  
Router  ED2 
Coordinador  Router 
Coordinador  ED2 
Direcciones origen y destino finales. 
Coordinador  ED1, envío directo. 
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Figura A4.15 Escenario 
 
Tabla A4.5 Configuración motes 
 
Mote 1 (Coordinador) Mote 2 (ED1) Mote 3 (ED2) 
Device Type: COORDINATOR 








Device Type: END_DEVICE 








Device Type: END_DEVICE 









Al primer ED que conectemos se le asignará la Short Addr 0x01FD, y al 
segundo la 0x01FE. 
 
Por tanto haremos que ED2 (0x01FE) sea quien envíe los datos a ED1 
(0x01FD), con lo cual será ED1 (el receptor) quien conectemos primero 
(después del coordinador) para que no se envíen datos sin nadie que los 
reciba. 
 
Al cargar el mote emisor, en el archivo Test_APLM_sinrouter.nc, en la función 
Test_timer.fired() escribiremos la dirección destino de los datos: 
 call NLDE_DATA.request(0x01FD,0x07, nsdu_pay, 1, 1, 0x00, 0); 
 
Al cargar el mote receptor, en el archivo Test_APLM_sinrouter.nc, en la 
función Test_timer.fired() comentaremos el envío de los datos ya que sólo ED2 
los envía: 
 
//call NLDE_DATA.request(0x01FD,0x07, nsdu_pay, 1, 1, 0x00, 0); 
  
Al ED receptor (ED1) se le pondrá un max_frame_counter mayor que el del ED 
emisor (ED2) porque si no se desasociará de la PAN antes de que el emisor 
acabe de enviar todos sus datos. ED1, aunque no envía datos, abandona la red 
cuando expira su timer. 
Coordinador 
ED2 ED1 












Figuras A4.16 Captura. 
Asociación ED1  Coordinador Asociación ED2  Coordinador Envío de datos:  
ED2  Coordinador 
Coordinador  ED1 
En algunas ocasiones sí es capaz de capturar estos últimos acks del envío de datos, cosa 
que demuestra que los mensajes llegan a su destino y la aplicación funciona correctamente. 
90                                                                                                                                                                                                                              Evaluación de la implementación de ZigBee Open-ZB 
 






Figura A4.18 Desglose envío de datos
Coordinador  ED2  
ED2  Coordinador 
ED1  ED2  
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Figura A4.19 Escenario 
 
Tabla A4.6 Configuración motes 
 
Mote 1 (Coordinador) Mote 2 (Router 1) 
Device Type: COORDINATOR 







Device Type: ROUTER 







Mote 3 (Router 2) Mote 4 (ED) 
Device Type: ROUTER 







Device Type: END_DEVICE 









Con el programa TEST_APL todavía no se había realizado ninguna prueba con 
dos routers.  
 
El objetivo es ver qué dirección corta se le asigna a R2 y si la asociación, 
desasociación y envío de datos del ED se realizan correctamente.  
 
Los datos tienen al coordinador de su red como destino. 
 
Orden de conexión: C, R1, R2, ED. 
 












Figura A4.20 Captura. Parte 1. 
 




Figura A4.21 Desglose asociación R2 con Coordinador. Obviando acks. 
 
 
Podemos ver claramente como la dirección corta que el coordinador asigna a R2 es la 0x0080. 
Asociación R1  Coordinador  Asociación R2  Coordinador  










Figura A4.22 Captura. Parte 2. 
 
Los resultados son correctos y los esperados. 
Asociación ED  Router 1 Envío de datos:  
ED  Router 1 
Router 1  Coordinador 
Desasociación ED  
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g) EDs envían datos al coordinador. Con router. Procesos paralelos. Dos 











Figura A4.23 Escenario 
 





















Al Coordinador, Router y ED1 les cargamos la última versión de Test_APL. 
 
A ED2 le cargamos Test_APL_sinrouter ya que sus datos van directamente al 
coordinador y su desasociación se fuerza hacia la dirección 
0x0000000000000000, es decir, la del coordinador. 
 
La finalidad es verificar si en un mismo escenario se pueden cargar 
aplicaciones distintas sin que se interfieran entre ellas. En este caso sí, ya que 
no se contradicen y además, ambos códigos son derivados de otro código 
común, cosa que facilita que se entiendan entre ellos. 
 
Ambos EDs envían los datos al coordinador de su red. 
Mote 1 (Coordinador) Mote 2 (Router) 
Device Type: COORDINATOR 







Device Type: ROUTER 







Mote 3 (ED1) Mote 4 (ED2) 
Device Type: END_DEVICE 







Device Type: END_DEVICE 























Figura A4.24 Captura. Parte 1. 
Asociación ED2  Coordinador Datos ED2  Coordinador Asociación Router  Coordinador 
Asociación ED1  Router Envío de datos:  
ED1  Router 
Router  Coordinador 
DAN ED2 




Figura A4.25 Captura. Parte 2. 
 
 
Como hemos podido ver, el programa funciona correctamente. 
 
Pese a que la distribución de los motes y los roles es la misma, y además los datos van en el mismo sentido, no debemos 
confundir esta prueba con la llamada "EDs envían datos al coordinador. Con router. Procesos paralelos (II)" que se ha realizado 
anteriormente.  
 
En una se carga en los cuatro motes el programa Test_APL, y en la otra, tres de los dispositivos llevan cargado Test_APL y uno de 
ellos, Test_APL_sinrouter (el ED asociado al coordinador). 
 
DAN ED1 
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h) Envío de datos entre EDs. Con router. Dos programas distintos cargados en 
el mismo escenario. 
 
 
A Coordinador, Router y ED1 les cargamos la última versión de Test_APL. 
 
A ED2 le cargamos Test_APL_sinrouter ya que su desasociación se fuerza 
hacia la dirección 0x0000000000000000, es decir, la del coordinador. 
 












Figura A4.26 Escenario 
 
Tabla A4.8 Configuración motes 
 
 
Como podremos ver en los resultados, al principio apenas se ven 
reconocimientos del tramo Coordinador  ED2 del mensaje de datos, cosa que 
hace pensar que el coordinador (con Test_APL cargado) nunca llega a 
entregarle los datos a ED2 (con Test_APL_sinrouter cargado), pero finalmente 
se puede observar cómo el programa funciona correctamente. 
 
Definimos un max_frame_counter elevado para encontrar alguna secuencia de 
envío de datos con todos los reconocimientos. 
 
Como siempre, al tratarse de muchas transmisiones en el mismo canal, a 
veces se pierden algunos paquetes o el analizador no es capaz de capturarlos. 
Mote 1 (Coordinad.) Mote 2 (Router) Mote 3 (ED1) Mote 4 (ED2) 
Device Type: 
COORDINATOR 

















































Figuras A4.27 Captura. Parte 1. 
 
 
En la asociación de ED1 el analizador no es capaz de capturar el ARE que le envía el router para asignarle la ShortAddr, pero 
vemos que la asociación se ha completado correctamente porque se ha capturado la confirmación y además ED1 inicia la 
transmisión de datos hacia ED2, cosa que lo corrobora. 
Asociación ED2  Coordinador Asociación Router  Coordinador 
Error Frame Check Sequence (FCS) Asociación ED1  Router 













Figuras A4.28 Captura. Parte 2. 
Envío ideal de datos: ningún mensaje 
duplicado y todos los acks recibidos. 
  
ED1  Router; 
Router  Coordinador; 
Coordinador  ED2. 
 
 










Las transmisiones de datos se hacen correctamente pero el analizador no es capaz de capturar todos los mensajes. Por lo menos 
vemos una de ellas completa, cosa que confirma que el programa funciona correctamente. 
 
En esta captura, si hubiéramos esperado más tiempo en extraer los motes se habría capturado la desasociación de ED2. 
 
Dada la situación dentro del canal con tantos motes transmitiendo a la vez, cuesta bastante obtener una captura clara donde se 
puedan identificar todos los procesos. En pruebas realizadas anteriormente sí que veíamos la desasociación de ambos EDs. 
 
Desasociación ED1 
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IV.V Escenario adicional del programa "Test_APL_inyección" 
 
 






Figura A4.30 Escenario "Test_APL_inyección" 
 
Tabla A4.9 Configuración motes 
 
Mote 1 (Coordinador) Mote 2 (ED) 
Device Type: COORDINATOR 









Device Type: END_DEVICE 
















Figura A4.31 Captura 
 
 
En la siguiente figura podremos ver las direcciones configuradas en los 
mensajes capturados.  
 
Las direcciones MAC en los campos DstAdd y SrcAdd, y las direcciones NWK 
en el payload (bytes girados), tal y como se ha explicado durante la memoria. 
 
Coordinador ED 
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Figura A4.32 Desglose de los mensajes 
 
 
Este tipo de aplicaciones, bajo un punto de vista malicioso, podrían utilizarse 
para generar tráfico dentro de un canal e impedir que aplicaciones ajenas 
funcionen correctamente mediante colapsos producidos por el elevado número 
de mensajes enviados y recibidos. 
 
Dependiendo de los parámetros que se conozcan de la WPAN (entre ellos el ID 
del coordinador), si se envían mensajes al coordinador desde otra fuente éste 
puede dejar de prestar la atención necesaria a los demás dispositivos de su red 
para confirmar los mensajes del intruso. 
 
Con aplicaciones tan básicas como estas vemos cómo se puede alterar el 
correcto funcionamiento de una WPAN. 
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ANEXO V. Organización y distribución de los programas 
 
Para lograr Test_APL_inyección o Test_APL_sinrouter se modificaron los 
archivos MacM.nc, del cual dependen todos los programas, NWKM.nc, 
Test_APLM.nc y nwk_const.h, de los cuales depende el programa Test_APL. 
 
Para facilitar la carga en los motes, tener una mayor organización de los 
archivos y evitar confusiones, crearemos las carpetas hurray2, hurray3 etc..., 
las cuales contendrán esos programas. 
 
 
Pasos a seguir (usando como ejemplo Test_APL_inyección): 
 
 
1. Hacemos una copia del directorio 'hurray' y lo renombramos 'hurray2'. 
 
2. En \hurray2\apps, conservamos el directorio con el programa Test_APL 
y eliminamos el resto. 
 
3. La carpeta que contiene el programa 'Test_APL', pasa a llamarse 
'Test_APL_inyeccion'. 
 
4. En 'Test_APL_inyeccion', el archivo llamado Test_APL.nc pasa a 
llamarse 'Test_APL_inyeccion.nc'. 
 
5. Los archivos MacM.nc, NWKM.nc, Test_APLM.nc y nwk_const.h deben 
ser los modificados que el programa de inyección de tráfico necesita. 
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7. Una vez comprobado que todo funciona correctamente, cambiamos 
también el nombre del archivo Test_APLM.nc por el de 
Test_APLM_inyeccion.nc.  
 
Esto implicará la sustitución de todos los 'Test_APLM' que aparezcan 
dentro de los archivos Test_APL_inyeccion.nc y el nuevo 
Test_APLM_inyeccion.nc. 
 




Una vez todo reorganizado, la distribución será: 
 





o Test_APL (última versión) 
 





 Dentro del directorio hurray3 encontraremos el programa: 
 
o Test_APL_sinrouter 
 
