i. Introduction
It is perhaps unusual for a computer technology to grow out of a social movement, but that is what this story is about. A small group of medical and computer people worked together for 15 years developing a computer technology to support a modical philosophy. The grant proposal of 1967 which provided our original funding set forth the goals that were to guide us:
We propose that: (i) the modical record, uti/izing a "problem oriented" approach, be the instrument whereby the following objectives can be implemonted, and that (2) the technique of record keeping described Jn previous publications (Weed, 1964 (Weed, , 1966 be the ba~ for the beginning realization of these goals and that (3) a real-time computer system be used to overcome the data distribution and time barriers that are insurmountable on a manual ba~i~ using conventional hospital: and clinical modical records.
Objectives: To develop a system that will: i) Facilitate good patient care by making immediately available (in minutes) to the individual physician a complete, updated list of problems on any patient and by providing simultaneously, as a uDit, all the data in sequence (narrative, laboratory, etc.) pertinent to ~my of these problems.
2) Make possible epidemiological studies and other research endeavors in terms of problems, having all the data on any given problem immediately available.
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operate from a uDiverse that poten~daily could be much larger than what they could remember, and the data gathered in a specific area of the record could be consistent across all health practitioners entering it. The decision to directly interface the information originator brought us directly to the major areas of our research: the form of the human interface and the representatJon of medical knowledge within the computer.
Using computer tech~o]ogy to store e~nd retrieve the medical record required the medical h]owledge entered into the computer to have a rigorous structure. The medical co,nuDity considered the notion of structuring a present illness, a medical history or a physical examination tampering with the art of medicine. Developing outlines of the structure of the various elements of the medical record was only the beginning of the effort. We had to find physicians, nurses, pharmacists, laboratory technicians, radiologists and other medical personnel who were not only organized in their thinking, but willing to expend enormous mental effort to fill in the oudines with medical knowledge to make the system usable. The medical group in the PRoblem Oriented Medical Information Systems (PRCMIS) Laboratory was such a group of p~ople.
The structure of the Probl~n Oriented Medical Record (FOMR) served as our guide in defLning the organization of all the data in the patient's medical record. ~he strucbare corresponds to four medical actions. The first is collection of a Data Base; from this the Problem List is formulated; for each active problem Initial Plans are written; and each problem is followed in Progress Notes.
Without this structuring r~chanism, our job would have been much n~re difficult because the traditional medical record has no logical structure but organizes data by its "source."
The logical FCMR sttmcture req~es that the same data be retrievable in many different ways.
It is necessary, within a patient's record, to look at all progress notes for a single problem or all progress notes for the last 24 hours or a tabular array of specific physiologic parameters (a flowsheet). The requirements of the IZ3~
were beyDnd typical data base m~nagement systems of 20 years ago (and are be~md most of them tcday).
~he medical record contains both narrative and n~neric d~ta. Tre l~-rative data of H~ nr~iical record is variable length and the numeric data has many kforms. It was impossible to define a fixed length container or set of containers that could encompass all the data in the medical record. It was necessary to manage variable length text strings that could be retrieved in different orderings to different output devices. The numeric data contained in the medical record had hundreds of forms and had to be retrieved as part of a narrative note as well as part of a flowsheet. Both narrative and numeric data needed encoded information associated withit, to facilitate the various retrievals and to make the data a legal medical record.
The initial decisions to interface the information originator directly to the computer system and to use the POMR to structure the record and provide an outline for the guidance within the computer system carzied the medical and computer groups far into computer technokx/y research and into advanced exploration of knowledge base development for the representation of medical knowledge. Optical scan sheets were designed for the past medical history and system review as well as for the physical examination. ~he progranm~d keyboards plus the attached typewriter keyboard were to be used for entry of all other information. The progra~d keyboards acoepted opaque plastic overlays or keymats placed over an array of 26 colt~s of i0 keys each, for a total of 260 labeled key locations. Each keymat oeuld be removed and the progra~ned keyboard could sense the particular keymat being used, thereby identifying the type of entry into the system. Keymats were designed for each major medical subspeciality and were organized minimizing the changing of keymats and maximizing the amount of information that could be entered from the keymat without having to use £he typewriter keyboard. All information entered using the programmed keyboard was printed on the attached printer so that it could be verified before being stored in the computer.
A Searah for the Oorrect
During the first six months of 1967, several thousand past medical histories and systems reviews were processed, the subsequent search time to find the proper key was excessive. The search time o0~oined with mat changing time resulted in sl~4 operation. A sample record took six hours to enter, at least double or triple the time required to write the original record. Scan sheets and programmed keyboards didn't solve the problem of effective entry of narrative data.
Expanded Search for Appropriate Technology
Because readily available off-the-shelf hardware was inadequate, we decided to investigate hardware and software approaches that mould solve the difficult prcblem of an effective, facile htmmn-o~puter interface whether or not the technology was commercially available or eccnomically justifiable at that time. 
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Figure i. Message generaticn frame. ~he "F" par~eter associated with "Onset" defines the output format for the title "Onset."
Selecticn processing used an internal stack of frames waiting to be displa!~d as well as user written ~ograms that extended the normal selection processing. The result of a user's selections was a message displa!~d cn the tcp three lines of the screw% as well as other informtion not seen by the user but used by programs to interpret the selections. This unseen information included the frame nunter, the choice ntmber within the fraTe and internal parameters included with the selection on the frame. The internal parameters were used to ccde selections so that programs interpreted compact ccdes rather than alpha-n~eric data. The internal parameters were the oouplin~ mechanism between the users making selections on the screen and the programs to store, manipulate and retrieve the medical data.
Xhe Selection Element Translator was a program to edit frames. It was used to enter new frames and alter existing ones. ~he bran~ng among the frames was also defined by the Selection Element Translator. ~he frames were organized into three types and contained selections that could fit on a single screen. A frame was a physical unit defined by the screen size. ~he frame types ~ere defined by the function they were to perform, and it was not possible to mix these functions anong other frame types. The three functions were: the starting of new messages (and the termination of old ones), the generation of a message and the display of textual information. The first type displayed an array of 7 x 2 choices, the second an array of 6 x 2 choices with the top three lines for the display of the generated message and the third oonsisted of between 1 and 19 text lines.
information to the crt); the final class executed in the background after the user signed off the terminal.
The data generated by the user could be passed to each program class. 
Drug Information Frames
The drug information frames were constructed by George
Nelson, MD., and Genevieve Gi~oy, registered pharmacist.
The drug information frames provided the medical user using the system with the basic facts about commonly used 
E~gnostic Process
The initial system was used not only as an aid in making therapeutic dec~'ons, but also in arriving at d~gnos~c plans. George Nelson did the initial work on the d~gnostic plans. This was not d~gnosis by computer but used the computer's recall ahillty and the electronic medical records to assist the physician in the diagnostic process. 
Radiology Reporting
The initial system also included frame based medical knowledge for use in support of the radiology department.
Peter Dietrich, MD., a radiologist, developed the medical content in this area. The x-ray plans for many problems formulated in the computer were built. A structured reporting format that was both problem and radiologic procedure specific was developed. Reporting sequences for over 150 problem/procedure p~rs were built by October of 1972.
Problem Plan Numbers and Tables
In order to acco~odate the problem specific information in the system, a new container for mescal knowledge was necessary. The information in the container was never seen d/xectly by the user, but was needed to collect together all the frames that related to one problem plan number.
The new container was called the branching information 
An Operational PROMIS on Medical and Gynecological Wards
The PROMIS system replaced paper records with a problem-oriented electronic computer record for six 
The Form of the Data Within the Electronic Record
An individual patient's electronic record was mass-memory resident and requtred a structure that facilitated its manipulation while minimizing the number of mass-memory accesses required to perform the manipulation. Anindixddual record consisted of one fixed length index block and a v~able number of fixed length data blocks. The index block was an index to all the data in the data blocks and was accessible using the patient's system identification number. The index block contained a variable length list of pointers to the data blocks along with other information to identify the type of data in the data block. To access data in the patient's record, a search was performed through the index's data block pointers looking for those pointers that satisfied the retaieval request. For any single data item retzieval, two mass-memory accesses were required.
The internal form for a data item within the electronic record depended upon whether the item was narrative or numezic. For narrative data, the internal parameters associated with the selections were interpreted as format codes to be used to define the retzieval format. For numeric data, the internal parameters associated with the selections were interpreted as data types and each data type was stored in a separate fixed length field. Consider the following example: a temperature's internal parameters were an internal code number, a time (10:23), a date (February 23, 1970) , a title (Temperature), a numeric value (38) and a numeric qualiMer (degrees Centigrade).
The Selectable List Files
To facilitate access to rapidly changing patient record information, it was necessary to present the patient information on displays for selection. A list of patients on a ward or the list of current medications for a patient are examples. Displa~/ng the lists for selection required that the data to be displayed be readily available so that it could be retrieved responsively. The selectable list files were an abstraction of data stored in the patient's record to facilitate the rapid retrieval of selectable lists. The displays did not constrain the users; they were free to order whatever they pleased -but the displays served to guide them.
More than 600 specific disease entities had some degree of problem-specific information in the system.
Proqress Notes
All notes written about any problem after the Initial Plans for a problem are Progress Notes. These included physicians' notes, nurses' notes, and notes of social workers, chaplains, and all who had a recorded contribution to the patient's care. All Progress Notes were entered by first selecting the appropliate problem on the terminal screen from the patient's list of problems. There were 22 local terminals and 8 remote terminals.
Remote terminals operated at 4800 bits per second and contained their own delay line refresh memory. The remote terminal multiplexor commuDicated full duplex at 4800 bits per second. A modem at each end of a C2 conditioned, leased 4-wire phone line was used to connect the remote terminals to the terminal multiplexor. The 4800 bps modems cost over $i0,000 each and had to be manually equalized to the telephone line.
Data Retrieval
The above four sections comprise the basic patient record.
This data was kept in electronic form in the computer system during a patient's hospitalization. There were no wzitten records maintained in parallel. The updates to the record were pzinted each day and were avai~ble on the ward.
Patient information could be retrieved at any time at any
terminal by an appropriately identified medical user.
Since the record was in electronic form, data could be ret~eved in many ways. Information could be retrieved on a specific problem, on all problems chronologically, or in flowsheet format. Current outstanding drug orders, investigations and accumulated charges were also available by problem. The problem of absent or lost records was non-existent. The re~rds were all legible. Any number of users could simultaneously retaieve from or add to a record.
This is 50 megabytes of mass-storage in 1970.
Problem O~iented List of Charges
One of our initial goals, the creation of a Problem
OIiented List of Charges was accomplished. We compared a hospital hill with a list of charges calculated from the chargeable items in the electronic record. We also presented a patient's problem list with the charges associated with each problem so that medical users and adminls~trators could see the cost of treating each problem.
We discovered that the Problem O~iented List of Charges created from the electronic record was different from the hos~tal's hill since it represented everything that was recorded in the record and not just those things that had Ernie Preiss wor~ng on the CDC 1700.
Information Utility
The continuous operation of the system required the development of a r~able, backed-up hardware base that the users considered to be an information utility. One of the major elements that contributed to keeping the system in continuous operation was our ability to see patterns in the occurrence of various system problems.
Whenever a problem occurred that affected the operation of the system or more information on the problem was available, we described the problem in problem-oriented fashion and posted it so that periodically we could discuss the current operational problems. We kept paper logs of all operational problems since there was not enough mass-memory space available to keep the data on-line.
Eventually, when more mass-memory was available, we kept the problem statements on-line. There were eleven major problem categories, divided into hardware, software, architectural relationships and undefined. Each category was divided into maintenance, operation, environment, f/nancing, personnel, development and education. Problems in the hardware, central processor and peripherals operation category ranged from "core parity errors" to "idle time low for unknown reasons." Problems in the hardware, environment category included "Ernie's tools disappearing"
and "cpu room floor dirty and place a mess." The total log for this time period included over 500 active problems.
One of our mottos for the period was to "let the problem lead us," and we had enough problems; the only question was where it was to lead us and which problem would be the leader.
The National I/brary Qf Displays
The medical group within PROMIS Laboratory was formed to create and maintain the thousands of computer displays.
The medical content was viewed as a textbook or encyclopedia organized and available according to the patient's problems.
As Dr. Weed wrote in 1972:
"The opporturity now exists in modern medicine for making available to health care personnel tools which will permit them to perform with excellence without depending on an encyclopedic memory .... It is therefore an aI~propriate goal to seek to make available to all health care personnel a tool which amplifies to a uniformly excellent level their initiative, memory, and abi/ity to create and to execute reasoned and disciplined plans .... The goal can be accomplished in large part if the tool has built into it the parameters of guidance and currency of information required by health care personnel as they perform and record their work. Then, individual human memory and initiative will cease to be the critical link between all we know and all that must be done."
The Process of Medical Content Development
The process of creating the medical content involved much more than just entering the mescal knowledge onto the frames. Prior to the release of the medical content for on-line use, a rigorous in-house audit was completed.
Outside experts in the relevant medical subspecJalties were invited to Burlington for a 3-5 day period, during which time they audited each frame sequence for safety, accuracy, currency and completeness. The audit comments were then reviewed by the author of the frame sequence and appropriate changes were made. Each step of the process was documented. Finally a check of the branching was done to verify that the sequence worked as planned. The report from the study was available in October of 1972 and was an init/al planning document. It raised many issues: display library accreditation, standardization, distribution, quality control, the administrative tools required by the library, certification in the field of the record-maintenance systemswhich are using the displays, and controlled evolution of the entJ_e process.
The report defined terminology and concepts which we incorporated into our thinking and ultimately into our evolv~g system. It defined Generic system spec/fications which set forth criteria for initial certification for record maintenance systems so that system vendors could design to the specif~ation. It defined under this a system line which is a definition of a class of concrete record maintenance systems and under this a systeminstazze wbich is an individual medical record maintenance system. 
Subsystems Characteristics
Each of the subsystems had characteristics which were used to helped us determine the means of instrumentation.
These characteristics were determined by the way the system was implemented and by the way it was used witb/n the hospital. The major characteristics of each subsystem are described below.
The Human Interface Manager
This subsystem had to be extremely responsive. We defJJned extremely responsive to mean that the time from user selection to complete display of the next screen's data was less than .25 second, 70% of the time. This responsiveness was necessary to facilitate the effective interface of professional non-computer trained people to a functionally complex computer system. The human engineering of the touch-screen is essential for the interface to work well. The data rate between the frame manager, the human interface manager and the station must be high.
Only 50 m~iseconds was allocated for the transfer time between the frame manager and the station. The displays used to generate data were sparse, with an average of six choices used out of a maximum of 14. The combination of the highly responsive system with sparse displays facilitates pattern recognition and rapid interaction by the user. Unlike other computer systems where the function of the human interface was to get to a computation, in our case the interface was the computation.
The Patient Record Manager
This subsystem must be extremely reliable so that patient data is never lost and so the many types of retrieval requests for individual patient records as well as for groups of records are handled responsively. Individual records ranged in size from i0,000 to 100,000 characters (or more) with an average of 6,000 characters of data added daily. The access time to one element of a patient's record was 65 mil]iseconds, and it took from 2 to 200 accesses for most retrievals. An average storage into a single patient record required 6 accesses to the record file and 20 to 100 accesses to the input data generated by the Human Interface Program.
The Frame Manager
This subsystem contained 30,000 frames and potentially could contain two to three times that number. Over 18 ~/]ion characters of storage wore required, and the average number of characters per frame was 600. The 600 characters included not only data to be displayed to the user, but other branching and internal par~eters. The internal form was not densely packaged; groups of fixed length fields were present whether filled or not. Two mass memory accesses were required to retrieve one frame.
Twenty percent of all accesses were to two percent of the frames, so that a faster access time storage media for a small number of frames could have an impact on the through-put of this subsystem.
Potential Expansion of the CDC 1700 System
The CDC 1700 system could not be expanded to operate the total hospital, not only because it was technologically disadvantaged, but because the system software had many ]imitations that could only be changed with a major software restructuring. It is valuable to consider the types of wails present in that system. They became the guide to a redevelopment effort. Each wall was a design decision in the Human Interface Program or the patient record structure. The Human Interface Program's design restzicted the ma~dmum number of selections that could be made within one generated unit so that frame sequences had to be changed to keep the generated unit from overflowing; the frame library could contain a ma>dmum of only 32,000 frames, and we were very close to overflowing it. The structure of the patient record restricted the size of the patient record index to a single mass-memory block so that some very long patient stays would overflow the block rec91i~ng the starting of a new record; the numeric information for one data item in the record had a fixed ma)dmum size; a maximum of 144 patient records could be on-line at one time; the patient's problem and order lists had a maximum size so they had to be monitored and cleaned up as some of them reached maximum size; the numeric and nar~tive data wore stored in separate parts of the record and retrieval functions that operated on narrative data couldn't be applied to numeric data and conversely. This made it impossible to retlieve aflowsheet of narrative data.
Incorporate Expanded Functions
It was also necessary to incorporate expanded functions into the system's operation. We wanted to be able to fury exploit the electronic record: by allowing its full access in all the supporting areas of the hospital; by performing data compression of the electronic record; by making available at all times the patient's problem list and current mediccations for all patients in our population;
by developing a patient record that could span multiple admissions and serve for the patient's lifetime; and finally, by ]inking the medical data in the record with the patient's financial data.
Scale to Support Total Hospital
The new system had to be able to support the total hospital.
The size of the system was determined by the number of 
Architectural Characteristics are Defined
Given the characteristics of the functional structure of the CDC 1700 system and t/he characteristics of the site for installation, an architecture for a PROMIS system was defined. The major elementsof the PROMIS architecturewere redundancy of hardware elements for reliable service, guaranteed responsiveness with minimal sensitivity to load, and access to any patient's record from any terminal within the system. The architecture had to support the locational diversity of the health care system since health care is not practiced in one geographical site, yet it was important to allow communication among the sites.
Two Remaining Issues
Besides the elements for the architecture listed above, there were two issues that had to be explored before a final decision on an architecture could be made. The issues were: should the subsystems be functionally par~tionedinto separate hardware elements, and should the patient record files be centralized or distributed?
One potential architecture was a network of mini-computers.
Each node of the network was to be one mini-computer that would handle between i0 and 30 terminals. The number of terminals per node would be determined by requirln" g a system response of less than .25 second 70 percent of the time.
The nodes would each contain the three subsystems. A conmmanications medium would allow the nodes in the network to communicate. The patient records which were normally accessed by the terminals connected to one node would be contained in that node. Other nodes' access to a patient record would be on-demand and would require a transfer across the network. For storage into a record, packets of data would be shipped to the node which contained the patient's record. A paper simulation was done of the system data traffic among the subsystems, assuming the architectural model of a network of six mini-computers with each mini-computer managing 50 terminals and with intra-nede tra~e for a distributed patient record file being 25% of all accesses.
The average total data rate was 42,000 characters per second; assuming a burst rate of ten times that rate and assure/rig maximum intra-node traffic for the patient record fJ/es, the data flow would reqtdre only 25% of a million word per second I/O bus. The remaining bus capacity would be available for instruction execution, data pool swapping and program loading. Given the system data traffic requirements and the type of hardware available at the time, there was no need to segment the functions into separate hardware units.
Final Decision
Our decision was to define an architecture consisting of a network of mini-computer nodes with each node cont~ning the three subsystems. The patient record files would be dist~/buted across the network with the records for the patients served by the terminals connected to the node def/ning where in the network the patient records would be located.
The architecture supported a distributed patient record file since ultimately not all records could be kept in one centralized system and we wanted experience handling a distributed patient record file while the files wore of reasonable size. We wanted to solve this problem by design, not by being forced to consider it when the centralized system could no longer expand.
st:,edfy Tectmo.k~gy to S~,ort the New Arc.~.tect,xe
With the architecture defined by the end of 1973, our next year's jobs were set out before us. A mini-computer, terminal, inter-and intra-node communications bus as well as a programming language had to be specified and selected for the new PROMIS system. We had been looking for a hardware person to round out the PROMIS computer group when James Wanner walked through the door. An astronomer and mechanical engineer with digital electronics experience, his first task was the writing of a terminal specification. We decided to use MOS technology where it could be applied. MOS was "mostly off the shelf," and those items we could not find on the shelf we tried to put on the shelf. Detailed specifications were written for all of the items and we set things in motion to begin the procurement process.
Mini-computer specifications
The mini-computer had the following specifications:
central memory of at least 128k, 16 bit or greater words with a cycle time of one microsecond or less, and direct memory access to peripherals; the environment protection had to include power failure restart circuitry and error checking on all data paths in the system; multi-level interrupts; memory protection consistent with any memory mapping or multi-programming executive; mean time between failure of less than one processor failure per year.
Mass-memory was divided into i0 millisecond fast access for 2 million characters and 65 millisecond access for 200 million characters. Communications subsystem (four wire or phone) must support printers and inter-computer communications at 50,000 hits per second or faster. Up to fifty local touch screen terminals operating at 16,000 characters per second or faster had to be able to be connected to the system. Other standard peripherals had to be available.
The Touch-Screen Specifications
The touch-screen terminal had the following specifications: 
The Communications Subsystem Specifications
The communications subsystem had to be able to support up to 50 touch screen terminals operating at 15,000 characters per second full duplex, up to 20 printers operating at 9600 characters per second and at least one inter-computer connection operating at 50,000 bits per second.
Programming Language Sper~cation
The programming language specification included the following description. A high level language is desLrable, but not at the expense of execution speed or mass-memory access efficiency. The language includes character mamipulation instructions. It is machine independent so that the application programs do not have to be rewritten when the machine is changed and so that the same programs can run on multiple machines. The language must be transparent to the operating system. The language must incorporate the ideas of structured programming. There ii/45, which met the hardware requirements, but would not make information available on their software. Although they offered to sell us hardware, they made no bid on our request for proposal. PRIME and INT~HDATA made no hid.
We received four proposals. The Modcomp, Inc., proposal met the hardware specifications, but the system they 
Progranming Language Development
The only high level language av;~lahle on the V77-400 was FORTRAN. Its code was not re-entrant, and it had an extensive run-time environment that was not appropriate for our tasks. We had done extensive progran~ing language research. We wanted a language ~ith syntax that would support structured programning, a semantics that would support the manipulation of logical records of vaKiable type and length and a pragmatics that would support frames, records and indexes to both. We wanted to be able to manipulate stxings that could grow to be very long (up to 32k characters) and to be able to access mass-memory re,dent data logically. Fac/le control of the touch-screen terminal was also a re~ement, as was network access to the logical data structure and network access to multiple communicating processes.
I designed a programming language based upon our CDC 1700
assembly language experience and a study of other languages.
Morgan and I wrote an interpreted version of the language on the CDC 1700 with semantics as defined above. The interpreted version accessed the data using a structure similar to a list processing languages' "property lists."
Extensive searching through the data structures was required for any operand access, and consequent/y it executed very slowly. It would "run like the wind" and could take more than 30 seconds to process one selection.
We decided to develop a compiler language, the PROMIS Programming Language (PPL). PPL was a combination of a high-level procedural language with a very powerful embedded database management system. Itincln4~ prccedures to manipulate the touch screen, schedule and sprout processes throughout a network, transfer data across the network, and manipulate strings effectively. It was efficient in terms of CPU cycles because it was not an interpreter; all data access to 16 bit numerics was in-line code and the internal form of the data required no searching. Each data element was accessed either with an absolute address or with a pointer variable and a relative address which was bound at run-time. Cantri]l wrote the code generator, and I wrote the scanner and parser for the compiler. It compiled source code at 2,000 -6,000 lines per minute.
The syntax of PPL was a major departure from "ALGOL-like" languages of that era. PPL's assignment operation was from left to ~ight, the way one reads English. PPL had no explicit statement delimiters, that is, no ";" after each statement. PPL's comments could appear after implicit statement delimiters, and except for an * at the start of a new line, there were no explicit comment delimiters.
Control statements all had explicit statement terminators. For example, an IF statement was terminated by an ENDIF or FI. Lists of statements could replace a single statement without recf~i~ng a BEGIN and END for the block. The syntax of a control statement required it to be sprecx~ across multiple lines, and no more than one statement could be put on a single source line.
The PPL syntax supported our ideas of what "structured" code should lock like.
PPL was designed for the programming of applications. We could not afford to wait until the compiler was done before we began programming its run-time support routines.
We were also concerned about the efficiency of PPL for systems programming tasks; since PPL cede was to be machine independent, we were also concerned about distor~ng PPL to fit various systems programming tasks. For these reasons, Cantrill developed a structured preprocessor to the Va~ian supplied macro-assembler. Called STRAP, it allowed all assembly language code to pass through.
Statements recognized as STRAP co,hands caused output of the appropriate macro-assembler instructions. STRAP was originally written in STAGE2, a machine independent macro-processor, but it processed code too slowly. STRAP was then w~itten in itself and could process up to 5000 lines of code per minute.
i0. Suf~re and Hardware SpeCUlation
Our funding agency was devoting a large percentage of their budget to our development efforts and wanted to be assured that we were up to the task. An advisory committee was put together to oversee our development. The committee The run-t/me environment developed to support PPL (desc~bed below) was defined in 17 decision tables and 78 rules. The defirition of the polled mult/drop protocol to connect the high-speed terminals to the CPU was a set of 12 dec~ ~ on tables with a total of 77 rules. The protocol was used by Va~an Data Machines, by MEGADATA, and by PROMIS Laboratory. When the hardware was delivered and the terminals were connected, the system operated correctly the first time it was tlied. One problem was discovered in an error pathway in the hardware, and six problems requizing software modification were discovered. We slso used "thin-wire" protocols to define our run-time environment. We sent messages among three separate tasks: the PPL code envi~nment to manage the resources of the cpu,
Terminal Input/Output to manage the terminal and plinters, and Block Input/output to manage mass-memory.
ii. Run-time environment supporting PPL
The PPL run-time environment consisted of faci/ities to support the work requirement mod1~] arizedinto processes to, support the internal form of the PPL logical data typethe paragraph, and to minimize the number of mass-memory accesses.
ii.i. Process Support A process required access to three types of resources: the cpu for execution of PPL code, the mass-memory devices for access to the PPL paragraphs, and the terminals and printers. Each of these three types of resources was accessed using a task in the V~an Data Machines VORTEX II operat/ng system. Based upon the resource req~d by the PPL code being executed, messages dispatched the PPL process among the ai~erent tasks.
Support for the PPL logical data type
Files and individual blocks were manipu/ated by the file system. The PPL logical data type was broken up into paragraphs, sentences and sentence elements and were manipulated by Sentence Input/Output routines. The f~le system, developed by Henry Stambler, used the VORTEX II software as a foundation and provided the following enhancements:
i) A Me was configured as a set of discontiguous components spanning several VORTEX Me areas or disk packs. Up to 64 components ware allowed for each file.
2) New components could be added as needed,
3)
A file could be as ~rge as 2048K blocks. In VORTEX the maximum was 32K sectors. A block could be up to 2K bytes long.
4)
The table deRiDing the files resided in central memory so that any block could be obtained in a single disk access. 12. ~e Library System: Ma~agementoftheMedicalKnowledge Medical knowledge entry was controlled in a manner similar to patient record data entry and retaieval. The library builder makes selections at a touch-screen terminal. By answering questions and selecting the next step in a selies of actions, the builder was guided through the steps required to add new information to the data base or update previously entered knowledge. The library system was developed to manage the frame and table library, in the same way that PROMIS was developed to manage the patient care functions. PPL was used to implement the library system on the same hardware base that the PROMIS system was implemented.
The library system managed frames and tables.
12.1 Tables   Tables were developed for many uses. The information in a procedure table is used, for example, to: i) determine branching to a subroutine of frames at certain points in the frame sequence;
2) define information that is specific to a site (such as drug prices and inventory levels);
3) define lists of logical actions that should take place when this procedure is stored in a patient's record; 4) specify lists of synonyms for the procedure to make it accessible on vazious alphabetic lists; 5) classify the pro~dure for all uses;
6) point to other data structures that are related to this procedure; 7) list all frames and tables that access this table. 12.2. Frames
The frames are interrelated in a network; each choice on each frame points to a frame to be displayed when that choice is selected by a user. The network is a guidance system in which every frame is simultaneously medical content and structure for the next finer level of content. The most general frames, superstructure frames, serve as high-level indices to other frames in the network, establishing the context (such as the current section of the medical record) the user will be working in. As the user progresses through the network, the frames become more specific, containing, for example, drug information or lists of diagnostic procedures, and enabling procedure ordering and reporting. (See Figure 3 for a frame sequence) i. generic infor~mtion that applied to all instances; 2. local information that applied to only one instance; 3. protocol information that may apply to several instances, but is designed and built with a specific set of values in mind.
Generic and protocol information were integrated into PROMIS by the library system. The genezic library was responsible for maintaining all generic information and some protocol information. All other information was to be maintained locally by the instance that built and used it. All instance-spe~c data was identified in the PROMIS frame and table library, and procedures were implemented to allow the updating of only the generic information. The result of this query would be a list of patients for whom the assessment "Serum creatinine not ordered in time", as defined by the Boolean expression, was correct.
P~3MIS Returns to a General Medical Wazd
The processing and display of a patient set based upon the ~mple presence or absence of ate~hutes was done w~e the user waited -usua~y within ten seconds or less; a patient set based on attzibutes q~mi~d by time or other va~ahles took longer de~_nding on the complexity of the question and the number of patient records processed.
It was also possible to pass data from the electxonic patient records to the MINITAB II statistical package (developed by the National Bureau of Standards and modifled at the University of Pennsylvania) for statistical analysis.
MINITAB was implemented with the commands as choices on frames, allowing easy, rand, controlled and structured access.
All patient att~utes within the electronic records that were used for population studies had to be coded. Complex relationships within one procedure report could not be captured. A coding mechanisn was needed to parallel the text stzing seen by the user. The development of the code stzing, a tree-structured, frame-driven encoding mechanism, would have to wait for the next application design iteration. In order for the interface to work, it requires an extensive knowledge base as well as a different re3atJonship to the computing resources it uses. For PROMIS, the interface is the computation and not a means to get to a computation.
As computing power gets less expensive, this interface becomes more cost effective.
Robertson, Newell, and Ramak~ishna discuss the PROMIS/ZOG type of interface and claim that this "type of interface 15. Conclusion
The Human Interface
The combination of a response rate of less than .25 second and the large data base of frames allows users to navigate through the network of frames very rapidly, accomplishing their tasks without using the keyboard. Application development without writing programs makes programmers more efficient by a factor of between i0 and i00. What we have developed is not a programmer-less system, but a set of tools that makes programmers more effective. The tool kit uses the concepts of programming to accomplish the tasks of prograrming, but the writing of procedural programs is not required.
The Future
When we began our work, a touch-screen terminal operating over telephone lines at 2400 bits per second cost over $20,000. Today, a similar terminal could be purchased off-the-shelf for under $3,000. The personal computer I'm using to write this paper has more central memory in it then the CDC 1700 system used for the initial development and the personal computer's central memory cost 200 times less. The technology is available now to make the type of interface and systems described in this paper cost effective and widely available.
The PROMIS system is alive and kicking. It is still the most advanced medical information system in existence and the only one to manage a fully electronic medical record.
It has yet to be used as the information system for a total hos~tal, but its time is coming.
