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TDD Test Driven Development testno voden razvoj
BDD Behaviour Driven Development vedenjsko voden razvoj
AAA Arrange Act Assert nastavi, izvedi, potrdi
DRY Don’t Repeat Yourself ne ponavljaj se
GWT Given When Then imamo, ko, potem
SMART Specific Measurable Achievable dolocˇen, merljiv, dosegljiv
Relevant Timeboxed pomemben, cˇasovno omejen
NPM Node Package Manager upravljalec paketov za okolje Node
E2E End-To-End od zacˇetka do konca
API Application Programming interface aplikacijski programski vmesnik
HTML Hyper Text Markup Language jezik za oznacˇevanje nadbesedila

Povzetek
V diplomi je predstavljen razvoj programske opreme z uporabo vedenjsko
vodenega razvoja. Vedenjsko voden razvoj je nadgradnja testno vodenega
razvoja in prinasˇa precejˇsen zasuk v nacˇinu razmiˇsljanja med razvojem apli-
kacije v primerjavi s klasicˇnim pristopom. V ospredje je postavljen uporabnik
ter njegov pogled na uporabo aplikacije, zato je koncˇni produkt vedenjsko
vodenega razvoja visoko kvalitetna koda in aplikacija, ki sluzˇi namenu upo-
rabnika in omogocˇa poceni vzdrzˇevanje in nadaljni razvoj novih funkcional-
nosti. V osrednjem delu je prikazana uporaba vedenjsko vodenega razvoja
na prakticˇnem primeru razvoja zalednega sistema in odjemalca za zaledni
sistem aplikacije za vodenje osebnih financ BBSSolvent. V zadnjem delu pa
je SWOT analiza vedenjsko vodenega razvoja, njegove prednosti in slabosti.




This thesis presents application development using Behavior Driven Develop-
ment. Behavior driven development upgrades the Test Driven Development
and requires substantial shift in the way the application is developed. Shift
is also required in the way of thinking during the development process in
comparison to classical development. Focus is on the user and his view on
the application usage, and the end result is high quality code and application
that serves the user and enables cheap maintanance and easy implementa-
tion of new features. In the main part Behavior Driven Development is
demonstrated on example of backend and frontend system of application for
personal finances BBSSolvent. In the last part SWOT analysis, advantages
and disadvantages of Behavir Driven Development are presented.





Cilj diplomskega dela je predstaviti vedenjsko voden razvoj [1] (angl. Beha-
vior Driven Development - BDD) in prikazati uporabo vedenjsko vodenega
razvoja pri razvoju spletne aplikacije. Vedenjsko voden razvoj je zanimiv
zaradi tega, ker poizkusˇa resˇiti problem v komunikaciji med razvijalci in in-
teresno skupino s pomocˇjo komunikacijskih vzorcev, kot so primeri. Primeri
so opisani v obliki uporabniˇskih zgodb in scenarijev, ki so razumljivi vsem
udelezˇencem.
Vedenjsko voden razvoj je nadgradnja testno vodenega razvoja, ki je opi-
san v drugem poglavju, prav tako njegove pomanjkljivosti oziroma problemi,
ki jih vedenjsko voden razvoj odpravlja.
Ta vrsta razvoja je bila uporabljena pri razvoju aplikacije za upravljanje
osebnih financ BBSSolvent - Become Be Stay Solvent - Postani, bodi, ostani
solventen. Aplikacija implementira inovativno, preprosto in ucˇinkovito me-
todo upravljanja osebnih financ, ki se pri izdatkih osredotocˇa na dve katego-
riji, pri katerih dejansko lahko vplivamo, koliko bomo v posameznem obdobju
porabili. Prva kategorija so izdatki za hrano, druga pa so nenujni izdatki, kot
so oblacˇila, obutev, nakit, knjige, kino, koncerti, izleti, obiski kavarn, barov
in restavracij ... Izdatki, kot so recimo gorivo, elektrika, telefon, krediti, sta-
novanjski strosˇki, vrtec, sˇola, pri tej metodi ne igrajo nobene vloge, cˇeprav
lahko poberejo precejˇsnji del nasˇih prihodkov. Na njih v bistvu ne moremo
1
2 POGLAVJE 1. UVOD
vplivati, oziroma se ne moremo se odlocˇit, da ne bomo placˇali elektrike ali
obroka kredita.
Vedenjsko voden razvoj se vodi skozi tako imenovane uporabniˇske zgodbe
in scenarije, ki nam v cˇloveku prijazni obliki z natancˇno dolocˇenim in lahko
razumljivim formatom za vse interesne skupine sporocˇata, kaj naj aplikacija
oziroma sistem pocˇne oziroma kako naj se obnasˇa. Te uporabniˇske zgodbe
in scenariji so v obliki avtomatiziranih testov. Skozi teste zagotovimo, da
aplikacija oziroma sistem deluje tako, kot je opisano v uporabniˇskih zgodbah
in scenarijih. Ob izvajanju avtomatiziranih vedenjskih testov se v obliki
porocˇila generira tudi zˇiva dokumentacija, ki nam opisuje, kako se uporablja
aplikacija oziroma sistem.
Pri vedenjsko vodenem razvoju si pomagamo z orodji in ogrodji kot so
BDDfy, Moq, NUnit, NCrunch za zaledni sistem (C Sharp) ter Protractor in
Jasmine za odjemalca (AngularJS). Uporabljamo tudi konceptualne vzorce
Objekt mati, Graditelj testnih podatkov. Ta orodja, ogrodja in konceptu-
alni vzorci so opisani in prikazani v cˇetrtem poglavju, kjer je predstavljena
implementacija z uporabo vedenjsko vodenega razvoja.
Poglavje 2
Testiranje enot
V tem poglavju bomo najprej pogledali podobnosti med rocˇnim testiranjem
in med strukturiranimi, ponovljivimi oziroma avtomatiziranimi testi enot.
Ko bomo pogledali koristi testiranja enot, bomo videli, da so testi enot
investicija, kako nam prihranijo cˇas na dolgi rok, in kako nam pomagajo pri
regresijskih testih. Zanesljivo preoblikovanje pa je tezˇko, cˇe ne nemogocˇe brez
testov. Cˇe imamo teste napisane pred preoblikovanjem, obcˇutno zmanjˇsamo
tveganje za napake, testi nam tudi mocˇno olajˇsajo navzkrizˇno testiranje br-
skalnikov. To nas vodi do principov testno vodenega razvoja, ki je zasnovan
za proizvajanje cˇiste kode (angl. clean code) [2], kateri lahko zaupamo.
2.1 Avtomatizirano testiranje
Spletni razvijalci se velikokrat znajdemo v situaciji, kjer porabimo prevecˇ
cˇasa z gumbom Refresh v brskalniku: napiˇsemo nekaj kode v urejevalnik
besedila, nato preklopimo v brskalnik in pritisnemo F5. In to ponavljamo v
nedogled.
Tovrstno rocˇno testiranje je cˇasovno potratno, ni ponovljivo, obstaja ve-
lika je mozˇnost napake. Ker se za spletne aplikacije pricˇakuje, da se izvajajo
na raznih kombinacijah brskalnikov in operacijskih sistemov, testirati vse
skupaj rocˇno postane nemogocˇe opravilo.
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Avtomatizirano testiranje [3] ponuja resˇitev za proces rocˇnega testira-
nja. Namesto ponovnega izpolnjevanja tistega obrazca in klikanja Submit
gumba, da vidimo, cˇe validacija na klientu deluje pravilno, lahko narocˇimo
programski opremi, da izvede ta test namesto nas.
Prednosti so ocˇitne: lahko testiramo vecˇ brskalnikov, teste lahko pozˇenemo
kasneje ali jih poganjamo periodicˇno brez nasˇe interakcije.
Osnovni nacˇin za avtomatiziranje testiranja je uporaba testov enote. V
nadaljevanju bomo pogledali, kaj je test enote, kako jih strukturiramo ozi-
roma oblikujemo, kaj je njihovo bistvo, kako preverjamo njihovo uspesˇnost
oziroma neuspesˇnost.
Test enote
Test enote [4] je del kode, ki testira del produkcijske kode. To stori z
vzpostavitvijo enega ali vecˇ objektov v znanem stanju, nad njimi nekaj izvede
(npr. klicˇe metodo), in nato pregleda rezultat, ki ga primerja s pricˇakovanim
izidom. Testi enot morajo biti shranjeni na disku in morajo biti enostavno in
hitro izvedljivi. Cˇe so testi tezˇko ali pocˇasi izvedljivi, je manjˇsa verjetnost, da
jih bodo razvijalci poganjali. Testi enot morajo testirati programske kompo-
nente v izolaciji. Tudi tecˇi morajo izolirano - noben test ne sme biti odvisen
od drugega testa, tako da testi lahko tecˇejo istocˇasno in v poljubnem vr-
stnem redu. Da bi testirali komponente v izolaciji, je vcˇasih treba objekte,
od katerih je komponenta odvisna, nadomestiti z njeno imitacijo (angl. mock
object).
Zato imamo teste enot shranjene na disku, ponavadi v sistemu za upra-
vljanje verzij skupaj s produkcijsko kodo. Teste lahko poganjamo kadarkoli:
- ko je implementacija koncˇana, da preverimo pravilno vedenje ali
- ko se spremeni implementacija, da preverimo, da je vedenje ostalo ne-
spremenjeno.
Testi enot morajo biti avtomatizirani in ponovljivi.
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Vzorec ’AAA’ oz. ’3A’
Nastavi-izvedi-potrdi (angl. Arrange-Act-Assert) [5] na sliki 2.1 je vzorec
za ureditev in obliko kode v testu enote. Z uporabo tega vzorca je jasno
locˇeno, kaj se testira od nastavitev oziroma verifikacije. Razkriva nam tudi,
cˇe testna metoda poizkusˇa testirati prevecˇ stvari na enkrat. Vsak test enote
naj zdruzˇi te funkcionalne enote, ki so locˇene s prazno vrstico:
- nastavi vse potrebne predpogoje in vhode,
- izvedi nekaj nad objektom oz. metodo in
- potrdi pricˇakovane rezultate.
Slika 2.1: Arrange - Act -Assert
Trditev
Bistvo testa enote je trditev (angl. assert). Trditev je predpostavka, ki
predvideva razvijalcˇevo ciljno stanje sistema. Trditve so uporabljene v testih
enot za avtomatsko preverjanje teh predpostavk. Kadar trditev ne uspe, se
test enote prekine in nas obvesti o neuspehu.
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Rdecˇe in zeleno
V svetu testiranja enot se rdecˇe in zeleno pogostokrat uporabljata name-
sto neuspelega in uspelega testa. Cˇe je test izpisan rdecˇe ali zeleno, je izid
jasnejˇsi za interpretacijo, kot nam prikazuje slika 2.2.
Slika 2.2: Rdecˇe in zeleno
Nastavitev in razstavitev
Ogrodja za testiranje enot obicˇajno vsebujejo metodi za nastavitev (angl.
setup) [6] in razstavitev (angl. teardown [7]. Klicˇeta se pred oz. po izvajanju
vsakega testa, in omogocˇata centralizirano nastavitev testnih podatkov.
Integracijski testi
Integracijske teste in teste enot velikokrat mesˇamo med sabo. Ponavadi
jih lahko locˇimo po tem, da preverimo, ali testirajo komponente v izolaciji
ali ne.
Predstavljajmo si proizvodnjo avtomobilov. Test enote ustreza prever-
janju vsakega posameznega sestavnega dela avtomobila: volan, kolesa, ele-
ktricˇna stekla, in tako naprej. Integracijski test [8] ustreza preverjanju, da
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izdelan avto deluje kot celota, oziroma da manjˇse skupine enot delujejo po
pricˇakovanjih, kot na primer, da se kolesa obrnejo, ko zasucˇemo volan. In-
tegracijski test testira skupek enot. V idealnih pogojih so te enote testirane
in vemo, da delujejo pravilno v izolaciji. Integracijski testi na viˇsjem nivoju
ponavadi potrebujejo posebna orodja, kot so recimo simulatorji brskalnikov.
Mozˇno pa je napisati integracijske teste tudi z ogrodji za testiranje enot. V
najpreprostejˇsi obliki integracijski test testira dve ali vecˇ posamezni kompo-
nenti. Najpreprostejˇsi integracijski testi so lahko tako podobni testom enot,
da so pogostokrat pomotoma zamenjani z njimi.
2.2 Koristi testiranja
Najbolj pogost ocˇitek testiranju enot je, da vzame prevecˇ cˇasa. Seveda za
testiranje nasˇe aplikacije potrebujemo cˇas. Alternativa avtomatiziranemu
testiranju ponavadi ni popolno izogibanje testiranja. Brez testov smo razvi-
jalci prepusˇcˇeni rocˇnemu procesu testiranja, ki je zelo neucˇinkovit. Avtoma-
tizirano testiranje nam omogocˇa, da napiˇsemo test enkrat in ga poganjamo
tolikokrat, kot je potrebno.
Regresijsko testiranje
Vcˇasih storimo kaksˇno napako v kodi. Te napake lahko vodijo v hrosˇcˇe,
ki vcˇasih najdejo pot v produkcijo. Sˇe huje, vcˇasih popravimo nekega hrosˇcˇa,
ki se nam ta isti hrosˇcˇ zopet priplazi na povrsˇje v produkciji. Regresijski testi
(angl. regression tests) [9] nam pomagajo, da se temu izognemo. S tem, ko
ujamemo hrosˇcˇa v testu, nas bo nasˇ skupek testov obvestil, cˇe se ta hrosˇcˇ po-
novno pojavi. Ker so testi avtomaticˇni in ponovljivi, lahko pozˇenemo teste,
preden damo kodo v produkcijo. S tem zagotovimo, da pretekle napake osta-
nejo v preteklosti. Ko sistem raste v velikosti in zahtevnosti, rocˇno testiranje
nazadovanja hitro postane nemogocˇe opravilo.
8 POGLAVJE 2. TESTIRANJE ENOT
Preoblikovanje kode
Preoblikovanje kode [10] je proces spreminjanja aplikacije na tak nacˇin,
da se ne spremeni zunanje obnasˇanje kode, izboljˇsa pa se notranja struktura.
Preoblikovati kodo pomeni spremeniti njeno izvedbo, medtem ko zunanje
obnasˇanje ostane nespremenjeno. Tako kot s testi enot, smo najverjetneje
to zˇe pocˇeli, ne glede na to, ali smo temu rekli preoblikovanje kode ali ne.
Cˇe smo zˇe kdaj izlocˇili pomozˇno metodo iz neke druge metode, da bi jo
ponovno uporabili v drugih metodah, smo naredili preoblikovanje kode. Tudi
preimenovanje objektov ali funkcij je preoblikovanje kode. Preoblikovanje
kode je bistveno pri rasti aplikacije, da se ohranja dobra zasnova, da se koda
ne ponavlja, in da se je zmozˇna prilagoditi se spreminjajocˇim se zahtevam.
Mozˇnih tocˇk okvar pri preoblikovanju kode je precej. Ko se preimenuje
metoda, se je potrebno prepricˇati, da so spremenjene vse reference na to me-
todo. Cˇe se kopira koda iz metode v pomozˇno metodo, je treba biti pozoren
na podrobnosti, kot so lokalne spremenljivke v originalni implementaciji.
Prvi korak za uspesˇno preoblikovanje kode so obstojecˇi testi enot za del
kode, ki se preoblikuje. Testi so zanesljiva metrika, ki pove, ali je bilo preo-
blikovanje uspesˇno ali ne, ter da v procesu preoblikovanja niso nastali novi
hrosˇcˇi. Kode, ki ni pokrita s testi enot, naj se ne bi preoblikovalo.
Preoblikovanje kode pa je zelo tezˇko, cˇe ne nemogocˇe, izvesti zanesljivo
brez testov.
Navzkrizˇno testiranje brskalnikov
Razvijalci spletnih aplikacij razvijajo kodo, za katero se pricˇakuje, da bo
tekla na raznih kombinacijah programskih okolij in uporabniˇskih posredni-
kov. Z uporabo testov enot lahko zelo zmanjˇsamo trud, potreben za zagoto-
vitev pravilnosti delovanja v razlicˇnih okoljih. Testiranje s testi enot pomeni
zgolj, da se obstojecˇi testi pozˇenejo na vseh ciljnih okoljih. Z naprednim iz-
vajalcem testov enot, pri katerem so uporabniˇski posredniki zˇe pripravljeni,
je to enostavna operacija.
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Ostale koristi
Dobro napisani testi lahko sluzˇijo tudi kot dobra dokumentacija za enote,
katere pokrivajo. Kratki in osredotocˇeni testi enot lahko pomagajo novim
razvijalcem, da s preucˇevanjem testov hitro spoznajo sistem, ki se razvija.
Testi enot tudi pomagajo razvijalcem pisati bolj cˇiste vmesnike, ker jih zaradi
testov uporabijo takoj, ko jih napiˇsejo, in takoj dobijo povratno informacijo.
Predpogoji za koristi
Cˇe zˇelimo pisati zares dobre teste enot, mora biti koda primerna za testi-
ranje [11]. Cˇe se kdaj znajdemo v situaciji, da moramo napisati teste enot za
obstojecˇo aplikacijo, ki ni bila napisana z mislijo na testiranje, bomo nenehno
odkrivali, da so deli aplikacije velik, cˇe ne celo nemogocˇ izziv za testiranje.
Testiranje enot v izolaciji pomaga razkriti prevecˇ tesno povezano kodo in
spodbuja locˇevanje zadev. Ko vidimo koristi testiranja enot, vidimo, da je
to investicija, da nam testi prihranijo cˇas na dolgi rok, pomagajo nam pri
regresijskih testih.
2.3 Testno voden razvoj
Postopek
Testno voden razvoj (angl. Test Driven Development - TDD) je praksa
razvijalcev, pri kateri so testi enot napisani pred izdelavo kode, ki se te-
stira [12]. Zacˇnemo z zelo majhnim testom za kodo, ki sˇe ne obstaja, nato
napiˇsemo ravno dovolj kode, da test uspe. Ko test uspe, pregledamo na-
stalo zasnovo, in preoblikujemo kodo, cˇe opazimo kaksˇno podvojenost. Po-
tem dokumentiramo naslednjo zahtevo v obliki naslednjega testa. Ko test
pozˇenemo, ne uspe, zato napiˇsemo ravno dovolj kode, da uspe, pregledamo
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zasnovo, odstranimo podvojenosti. Nadaljujemo na enak nacˇin. Postopek je
prikazan na sliki 2.3.
V vecˇini sistemov za testiranje vidimo neuspel test izpisan z rdecˇo barvo,
ko pa test uspe, je izpisan z zeleno. Zaradi tega se ta cikel pogosto imenuje
rdecˇe-zeleno-preoblikuj (angl. Red-Green-Refactor) [13].
Slika 2.3: TDD Cikel
Nastajajocˇa zasnova
Ko kolicˇina kode narasˇcˇa, se vedno vecˇ pozornosti namenja koraku preo-
blikovanja kode. Zasnova se neprestano razvija in je podvrzˇena stalni reviziji,
cˇeprav ni vnaprej dolocˇena. Nastajajocˇa zasnova je eden najpomembnejˇsih
stranskih produktov testno vodenega razvoja.
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Tezˇava testno vodenega razvoja
Ideja testiranja enot pogosto zapelje razvijalce, da preverjajo interno
strukturo oz. implementacijo objekta, kar ustvari nepotrebno odvisnost. Ta
odvisnost pomeni, cˇe se bo spremenila struktura, bo test neuspesˇen, cˇeprav
se vedenje objekta ni spremenilo. Taka krhkost lahko naredi skupke testov
precej drazˇje za vzdrzˇevanje, in je glavni razlog, da se skupki testov zacˇno
ignorirati in se nazadnje celo zavrzˇejo.
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Poglavje 3
Vedenjsko voden razvoj
Ker testiranje interne strukture objektov ni ucˇinkovito na dolgi rok, se mo-
ramo osredotocˇiti na nekaj drugega. Problem pri testiranju interne strukture
objekta je, da testiramo, kaj objekt je, namesto da bi testirali, kaj pocˇne.
Slednje je namrecˇ veliko bolj pomembno.
Podobno je na nivoju aplikacije. Interesnih skupin (angl. stakehol-
ders) [14] ponavadi ne zanima, da so podatki shranjeni v relacijski bazi.
Njim je vazˇno, da so ”v bazi”, kar za njih pomeni, da so varno shranjeni
nekje, kjer lahko ucˇinkovito pridejo od njih.
Vedenjsko voden razvoj, ki se je zacˇel kot nadgradnja testno vodenega
razvoja, je zrasel v svojo metodologijo. V tem poglavju bomo pogledali
osnove vedenjsko vodenega razvoja, njegove principe ter uporabo s pomocˇjo
SMART izidov, uporabniˇskih zgodb in BDD cikla.
3.1 Tezˇave klasicˇnih projektov
Tradicionalni projekti ne uspejo zaradi razlicˇnih razlogov. V nadaljevanju
bomo pogledali nekaj razlogov, kako in zakaj ti projekti ne uspejo.
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Zamuda pri dobavi ali dobava preko predvidenega proracˇuna
Ocenjujemo, planiramo in racˇunamo na nepredvidene dogodke, in potem
se na nasˇe razocˇaranje zgodi resnicˇno zˇivljenje. Ko prvicˇ zamudimo rok, ni
nikomur prevecˇ mar. Cˇe pa se zamujanje nadaljuje dovolj dolgo, iz tedna v
teden, iz meseca v mesec, vmes ljudje odhajajo in prihajajo, lahko projekt
pokopljemo. Leto in pol do dveh let je ponavadi dovolj [15].
Dobava nepravih stvari
Vecˇina uporablja programsko opremo, ki je bila narejena z zamudo in
preko predvidenega proracˇuna. Deloma so to razlogi, da se sistemi nepre-
stano samodejno posodabljajo s popravki in novimi funkcionalnostmi v obliki
servisnih paketov in sistemskih posodobitev, na spletna mesta, ki dodajajo
nove funkcionalnosti skozi cˇas.
Ampak nihcˇe od nas ne uporablja programske opreme, ki ne resˇuje pro-
blema, ki ga imamo.
Presenetljivo je, koliko napora pri vodenju projekta je posvecˇeno temu,
da bo projekt koncˇan pravocˇasno in znotraj proracˇuna, cˇeprav je programska
oprema narejeno z zamudo neizmerno bolj uporabno kot neprava programska
oprema [15].
Nestabilnost v produkciji
Projekt je bil koncˇan pravocˇasno in znotraj proracˇuna, uporabnikom je
vsˇecˇ, zato ga damo v produkcijo. Problem pa je, ker se sesuje dvakrat dnevno.
Mislimo, da je tezˇava povezana z memorijo ali konfiguracijo ali infrastruk-
turo. Ne vemo, kaj povzrocˇa tezˇave, razen da nam je neprijetno in da nas
stane veliko denarja. Cˇe bi le vecˇ cˇasa posvetili testiranju. Ljudje ga bodo
preizkusili enkrat in obupali, cˇe se bo sesuval [15].
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Drago vzdrzˇevanje
Na veliko stvari ni treba biti pozoren, cˇe piˇsemo programsko opremo
za enkratno uporabo. Vzdrzˇevanje je ena od teh. Cˇe pricˇakujemo, da bo
prvi izdaji sledila druga, tretja in tako naprej, potem moramo paziti, da ne
pridemo v situacijo, da bodo razvijalci imeli vecˇ dela z vzdrzˇevanjem kot z
razvijanjem novih funkcionalnosti. V neki tocˇki bo priˇslo do tega, da je vecˇji
strosˇek vzdrzˇevanja kot pa prihodek.
3.2 Principi vedenjsko vodenega razvoja
Vse je obnasˇanje
Vedenjsko voden razvoj (angl. behavior driven development) [1] prestavi
poudarek na obnasˇanje namesto na strukturo, in to naredi na vseh nivojih
razvoja. Objekt, ki racˇuna razdaljo med dvema mestoma, nek drug objekt,
ki delegira iskanje zunanjemu servisu in zaslon, ki nudi povratno informacijo
ob nepravilnem vnosu, vse to je obnasˇanje.
Ko se zacˇnemo zavedati tega, se spremeni nasˇ pogled na vodenje razvoja.
Zacˇnemo razmiˇsljati bolj o interakcijah med osebami in sistemi ali objekti,
kot pa o strukturi teh objektov.
Prave besede
Vecˇina tezˇav, s katerimi se soocˇa razvijalska ekipa, je povezanih s komu-
nikacijo. Vedenjsko voden razvoj poskusˇa s poenostavljenim besednjakom
opisati scenarije, v katerih se bo programje uporabljalo: Dan je (angl. gi-
ven) nek kontekst, Ko (angl. when) se nekaj zgodi, Potem (angl. then)
pricˇakujem nek rezultat.
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Dan je, Ko, Potem, BDD trojcˇek, so preproste besede, ki jih upora-
bljamo, ko govorimo o vedenju aplikacije ali vedenju objekta. Zlahka jih
razumejo poslovni analitiki, testerji in razvijalci.
Preoblikovanje
Preoblikovanje je proces spreminjanja programskega sistema na tak nacˇin,
da se ne spremeni zunanje obnasˇanje kode, izboljˇsa pa se notranja struk-
tura [10].
Da bi to zagotovili, poganjamo vedenjske teste med vsako spremembo.
Cˇe se izvedejo uspesˇno, pomeni, da smo preoblikovanje uspesˇno opravili. Cˇe
je kaksˇen test neuspesˇen, vemo, da je zadnja sprememba, ki smo jo naredili,
povzrocˇila to tezˇavo. Tako lahko hitro prepoznamo in resˇimo nastalo tezˇavo
da pridemo nazaj v zeleno, in nato poskusimo znova.
Ne prevecˇ in ne premalo
Vnaprejˇsnje planiranje, analiziranje in nacˇrtovanje, vse to nam na nek
nacˇin zmanjˇsuje koncˇni rezultat. Ne bi smeli narediti manj kot je potrebno
za zacˇetek, ampak karkoli vecˇ od tega je tudi zapravljen trud. To velja
prav tako za avtomatiziranje procesov. Imejmo avtomatizirano prevajanje,
grajenje in postavitev, ne avtomatizirajmo pa vsega.
Doprinos dodane vrednosti interesnim skupinam
Cˇe delamo nekaj, kar ne prinasˇa dodane vrednosti ali povecˇuje nasˇe spo-
sobnosti za doprinos dodane vrednosti, prenehamo s tem in zacˇnimo delati
nekaj drugega.
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Vse je vedenje
Cˇe smo na nivoju kode, na nivoju aplikacije ali viˇsje, vedno lahko upo-
rabimo isto razmiˇsljanje in iste jezikovne konstrukte za opis vedenja. Tako
kot lahko opiˇsemo vedenje aplikacije s perspektive interesnih skupin, tako
lahko opiˇsemo vedenje kode na nizˇjem nivoju s perspektive druge kode, ki jo
uporablja.
3.3 Agilne metode druge generacije
Vedenjsko voden razvoj je dejansko ena izmed agilnih metod, natancˇneje
agilna metoda druge generacije. Skupina strokovnjakov je napisala mani-
fest agilnosti [16], po katerem agilne metode resˇujejo tradicionalna projektna
tveganja. Posledice so opisane v tem poglavju.
Manifest agilnosti
Odkrivamo boljˇse nacˇine razvoja programske opreme, tako, da jo razvi-
jamo, in pri tem pomagamo tudi drugim. Nasˇe vrednote so ob tem postale:
Posamezniki in interakcije pred procesi in orodji
Delujocˇa programska oprema pred vseobsezˇno dokumentacijo
Sodelovanje s stranko pred pogodbenimi pogajanji
Odziv na spremembe pred togim sledenjem nacˇrtom
Z drugimi besedami, cˇetudi cenimo dejavnike na desni, vseeno bolj cenimo
tiste na levi.
Nicˇ vecˇ zamud pri dobavi in prekoracˇenega proracˇuna
Ker dobavljamo sistem v majhnih, eno ali dvotedenskih ponovitvah oz.
mini projektih z majhno ekipo, je preprosto izracˇunati proracˇun projekta.
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Cˇe zacˇnemo s smiselno domnevo o celotni velikosti projekta, to pomeni,
koliko smo pripravljeni investirati v resˇitev problema in uredimo funkcional-
nosti po pomembnosti. Tako ekipa lahko dobavi zares pomembne stvari v
zgodnjih ponovitvah. Ko pridemo do tocˇke, ko nam zmanjka denarja, bi zˇe
morali delati na manj pomembnih funkcionalnostih. Prav tako lahko merimo,
koliko proizvedemo v vsaki ponovitvi. To lahko uporabimo za napoved, kdaj
bomo koncˇali. Ko se priblizˇujemo roku za dostavo koncˇnega izdelka, ima
narocˇnik vedno nove ideje za funkcionalnosti in vidi, da se dogajajo velike
stvari, se lahko odlocˇi in financira sˇe nadaljnje ponovitve. Prav tako se lahko
odlocˇi zˇe pred rokom, da je dovolj funkcionalnosti in da zakljucˇi predcˇasno
in pohiti z izdajo.
Nicˇ vecˇ dobav nepravih stvari
Narocˇniku dobavljamo delujocˇe programje vsaka dva tedna, kar pomeni,
da dobavljamo funkcionalnosti, ki jih lahko prikazˇemo.
Po koncu vsake iteracije narocˇniku prikazˇemo nove funkcionalnosti, on pa
lahko poda svoje pripombe, ter pove, cˇe so potrebne sˇe kaksˇne spremembe.
Lahko se sˇe razjasni kaksˇen nesporazum, dokler je delo sˇe svezˇe v glavah
razvojne ekipe. Ti redni mali popravki zagotovijo, da po nekaj mesecih
dostavimo program, ki pocˇne to, kar je narocˇnik zˇelel.
Na zacˇetku naslednje iteracije skupaj z narocˇnikom ponovno dolocˇimo
prioritete novih funkcionalnosti. Lahko se uposˇtevajo nove ideje, predlogi in
zahteve.
Nicˇ vecˇ nestabilnosti v produkciji
Programski sistem dobavljamo vsako iteracijo, kar pomeni, da moramo
postati dobri pri prevajanju in postavitvi programskega sistema. Te procese
se trudimo cˇim bolj avtomatizirati.
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Izdaja za produkcijo ali za testiranje je tako samo neko prevajanje za neko
okolje. Aplikacijski strezˇniki so avtomatsko skonfigurirani in inicializirani,
sheme podatkovnih baz so avtomatsko posodobljene, koda je avtomatsko
prevedena, zgrajena in postavljena, vsi testi so avtomatsko izvedeni.
Nicˇ vecˇ dragega vzdrzˇevanja
To je ena najbolj oprijemljivih koristi agilnega procesa. Takoj po prvi
iteraciji je ekipa prakticˇno zˇe v vzdrzˇevalni fazi. Funkcionalnosti se dodajajo
na sistem, ki zˇe deluje, torej je potrebno biti pazljiv.
Nicˇ nenavadnega ni za agilno razvojno ekipo, da dela hkrati na vecˇ ver-
zijah aplikacije hkrati. Dodajajo se nove funkcionalnosti na novi verziji,
zagotavlja se podpora za pred kratkim izdano verzijo, in zagotavlja se tudi
odpravljanje hrosˇcˇev na starejˇsi verziji.
3.4 Izvedba vedenjsko vodenega razvoja
Na zacˇetku projekta izvedemo zacˇetne aktivnosti, da razumemo namen dela,
ki ga pocˇnemo, in da ustvarimo skupno vizijo. Nato sproti razgrajujemo
zahteve (opisane s SMART lastnostmi) v funkcionalnosti in te naprej v upo-
rabniˇske zgodbe in scenarije, katere skozi BDD cikel avtomatiziramo, da nas
lahko vodijo in nam drzˇijo fokus na tem, kar moramo dostaviti. Ti avtoma-
tizirani scenariji postanejo testi sprejemljivosti in zagotavljajo, da aplikacija
pocˇne vse tisto, kar od nje pricˇakujemo.
Zgodbe in scenariji so posebej zasnovani za podporo takemu modelu dela,
bolj natancˇno da se lahko avtomatizirajo in so jasno razumljivi interesnim
skupinam.
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3.4.1 SMART izid
Preden se lotimo dela, moramo razumeti, kaj bi radi naredili. Zato mo-
ramo skupaj z interesno skupino dolocˇiti cilje oziroma izid. Tako bomo vedeli,
da je projekt dosegel svoj namen, kaj bodo sedaj lahko naredili, kar prej niso
mogli. Ciljev ne sme biti prevecˇ, drugacˇe lahko izgubimo fokus. Cilje lahko
opiˇsemo s SMART lastnostmi.
Kratica SMART
Kratica SMART [17] nam v anglesˇkem jeziku opiˇse izid ali cilj z sledecˇimi
lastnostmi: dolocˇen (angl. specific), merljiv (angl. measurable), dosegljiv
(angl achievable), pomemben (angl. relevant), cˇasovno omejen (angl. time-
boxed).
Dolocˇen pomeni, da je izid dovolj natancˇno dolocˇen, da vemo, kdaj je
nekaj narejeno.
Merljiv pomeni, da lahko izmerimo, ali je cilj dosezˇen ali ne oziroma do
kaksˇne mere je narejen.
Dosegljiv pomaga zmanjˇsati nerealisticˇna pricˇakovanja.
Pomemben preprecˇuje poizkus vkljucˇtve vse mozˇne funkcionalnosti, kar
tako, za vsak slucˇaj.
Cˇasovno omejen nam pove, da preprosto zakljucˇimo, cˇe nismo uspeli
dosecˇi cilja. V nasprotnem primeru lahko traja, dokler nam je nekdo pripra-
vljen placˇevati.
3.4.2 Uporabniˇske zgodbe
Za dosego ciljev moramo opisati stvari, ki jih mora programska oprema
narediti. Opiˇsemo jih z uporabniˇskimi zgodbami. Tako dobimo tudi sledlji-
vost nazaj do izvorne potrebe cˇlana interesne skupine.
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Uporabniˇska zgodba je sestavljena iz vecˇih komponent:
Naslov
Naslov nam pove, o kateri zgodbi govorimo.
Pripoved
Pripoved nam pove, kaj je namen zgodbe. Obstaja kar nekaj splosˇnih
oblik pripovedi, vazˇno pa je, da se zajame bistvo. Identificirati mora interesno
skupino za to zgodbo, opis funkcionalnosti, ki jo ta zˇeli, ter razlog, zakaj jo
zˇeli (kaj je korist, ki jo pricˇakujejo).
Oblika
Najbolj znana oblika za to je znana kot Connextra oblika. Imenuje se po
podjetju, ki jo je prvo uporabilo [18].
as a [stakeholder], kot [zainteresirani],
I want [feature], zˇelim [funkcionalnost],
so that [benefit]. zato da bi [korist].
Novejˇsa varianta, ki pridobiva na popularnosti, pa izgleda takole:
in order to [benefit], zato da bi [korist],
as a [stakeholder], kot [zainteresirani],
I want a [feature]. zˇelim [funkcionalnost].
Vsebina je popolnoma enaka, razlika je samo v poudarku, ki pomaga
obdrzˇati fokus na izidu in ne na podrobnostih o funkcionalnosti.
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Kriterij sprejemljivosti
Kriterij sprejemljivosti (angl. acceptance criteria) nam pove, kdaj smo
koncˇali. Pri vedenjsko vodenem razvoju ima obliko scenarijev, sestavljenih
iz posameznih korakov.
Scenarij
Vsak scenarij ima naslov, oblika pa je opisana z anglesˇko kratico GWT [19]:
given [initial context], imamo [zacˇetno stanje],
when [event occurs], ko [se nekaj zgodi],
then [ensure some outcomes] potem [so zagotovljeni rezultati]
To ne pomeni, da mora imeti vsak scenarij natanko en imamo, ko in potem
v tem vrstnem redu. Pomeni pa, da vsak korak bodisi nekaj nastavi v znano
stanje (imamo), bodisi izvede neko vedenje (dogodek) bodisi preverja, da se
je nekaj zgodilo (rezultat). Cˇe poskusˇamo narediti vecˇ kot eno stvar v enem
koraku, ponavadi povzrocˇimo zmedo.
Taka locˇitev je uporabna zato, ker je samo dogodek tisti, ki nas zanima.
Za vzpostavitev zacˇetnega stanja imamo ni pomembno, kako pridemo do
njega. Lahko imamo vrednosti v podatkovni bazi, uporabimo uporabniˇski
vmesnik, preberemo vrednosti iz datoteke. Vazˇno je samo, da se koraki ko
izvedejo z aplikacijo natanko tako, kot bi zˇelela interesna skupina. Prav tako
ni pomembno, kako se preverijo rezultati, vazˇno je le, da se. Torej se lahko
preverja DOM, ali pa se preverjajo vrednosti v podatkovni bazi, ali pa se
izvede kaksˇno drugo preverjanje.
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3.4.3 BDD cikel
Teste vedenja uporabimo, da opiˇsemo vedenje aplikacije, se pravi obnasˇanje
na viˇsjem nivoju. Teste enot uporabimo, da opiˇsemo vedenje objektov, se
pravi obnasˇanje na bolj osnovnih nivojih. BDD cikel je vodenje razvoja od
zgoraj navzdol, zacˇensˇi z uporabniˇskimi scenariji, nato sledijo testi enot.
Iz TDD-ja poznamo cikel: rdecˇe-zeleno-preoblikuj (angl. Red-Green-
Refactor) [13]. Z dodatkom BDD pa dobimo sˇe en tak cikel, tako da imamo
potem dva med seboj povezana cikla, kot nam kazˇe tudi slika 3.1.
Slika 3.1: BDD Cikel
Oba kroga vsebujeta majhne korake z opazovanjem povratne informacije
nasˇih orodij.
Zacˇnemo z neuspesˇnim korakom (rdecˇe) v zunanjem BDD krogu. Da bi
ta korak uspel, se spustimo v notranji TDD krog. Po vsakem uspesˇnem TDD
ciklu, preverimo BDD cikel. Cˇe je ta sˇe vedno neuspesˇen (rdecˇ), nas to vodi
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v nov TDD cikel. Ko pa BDD cikel postane uspesˇen (zelen), se lahko lotimo







Sodoben programski sistem je lahko sestavljen iz namiznih in mobilnih
aplikacij na razlicˇnih platformah, ponavadi pa ima tudi spletno aplikacijo, ki
tecˇe v brskalniku. Tak pristop smo uporabili tudi pri razvoju nasˇe aplikacije
za vodenje osebnih financ BBSSolvent.
Primerna arhitektura za tak sistem je centralen API, ki vsebuje vso po-
slovno logiko. Vsi klienti uporabljajo isti API za pridobivanje, posodabljanje
in manipulacijo podatkov. Vsi klienti imajo isti nabor funkcionalnosti, in ko
je potrebno narediti spremembo, se naredi samo na enem mestu v skladu z
DRY [20] principom. Arhitektura je prikazana na sliki 4.1.
Aplikacija BBSSolvent nam omogocˇi, da si dolocˇimo proracˇun za izdatke
za hrano in za ostale izdatke za tedensko obdobje. Tedensko obdobje je pri-
mernejˇse od mesecˇnega, ki je obicˇajen pri ostalih tovrstnih aplikacijah, ker
so izdatki na tedenskem nivoju precej bolj konstantni kot pa na mesecˇnem
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nivoju. Vsak teden ima namrecˇ natanko pet delovnih dni, in natanko en
vikend, medtem ko imajo meseci od osemindvajset do enaintrideset dni, ne-
kateri imajo sˇtiri konce tedna, drugi pet, zaradi cˇesar so neprimerljivi med
sabo.
Aplikacija nam torej omogocˇa vnos dveh tipov izdatkov. V pregledu za
trenutni teden lahko vidimo, koliko smo zˇe porabili oziroma koliko imamo sˇe
na razpolago v posamezni kategoriji, ter koliko dni je sˇe do konca obdobja.
Spletna aplikacija je sestavljena iz dveh delov, odjemalca in zalednega sis-
tema. Vsak del se lahko razvija neodvisno od drugega. Vsak del ima svojega
uporabnika, pri odjemalcu je to oseba, ki uporablja aplikacijo, uporabnik
zalednega sistema pa je odjemalec.
V tem poglavju bomo pogledali uporabo vedenjsko vodenega razvoja na
primeru obeh delovrazvoja spletne aplikacije za upravljanje osebnih financ.
Slika 4.1: API arhitektura
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4.2 Zaledni sistem
Prestavitev
Najprej si bomo pogledali uporabo vedenjsko vodenega razvoja na pri-
meru razvoja zalednega sistema za upravljanje osebnih financ. Za API je
uporabljeno ogrodje .Net Web Api [21] in programski jezik C Sharp [22].
Pogledali bomo konceptualne vzorce in orodja za pripravo testnih po-
datkov, ter programska orodja in ogrodja, ki jih potrebujemo za izvedbo
celotnega BDD postopka.
Uporabniˇska zgodba
Prva stvar, ki jo potrebujemo, je uporabniˇska zgodba. Primer take zgodbe
je naslednji:
Naslov: API metoda strosˇki
zato da bi [manipuliral s strosˇki]
kot [klient]
zˇelim [ustvariti, prebrati, posodobiti, zbrisati strosˇek]
Scenarij
Naslednja stvar, ki jo naredimo, so scenariji.
Naslov: Preberi strosˇek
imamo [nekaj strosˇkov shranjenih]
ko [klicˇemo get metodo s parametrom id]
potem [nam vrne pravilen strosˇek]
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Naslov: Zbrisˇi strosˇek
imamo [nekaj strosˇkov shranjenih]
ko [klicˇemo delete metodo s parametrom id]
potem [je strosˇek izbrisan]
BDDfy
Ker zˇelimo, da so uporabniˇske zgodbe zapisane v obliki izvedljivih avto-
matiziranih testov, si pomagamo z ogrodjem BDDfy.
BDDfy [23] je preprosto BBD ogrodje, ki nam omogocˇa, da uporabniˇske
zgodbe in scenarije zapiˇsemo v C Sharp kodi. Deluje s katerimkoli testnim
ogrodjem in poganjalcem testov.
Slika 4.2: BDDfy, NUnit, NCrunch
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NUnit
Potrebujemo tudi testno ogrodje. Uporabili bomo NUnit. NUnit [24] je
testno ogrodje za vse .NET jezike.
NCrunch
Kot poganjalec testov pa bomo uporabili orodje NCrunch.
NCrunch [25] je avtomatizirano hkratno orodje za testiraje za Visual Stu-
dio. Teste poganja samodejno, ko shranimo kodo oziroma teste in nam sproti
prikazuje rezultate testiranja. Z uporabo tega orodja lahko takoj ugotovimo,
cˇe smo s spreminjanjem kode pokvarili kaksˇen test.
Postopek
Uporabniˇsko zgodbo in scenarije zapiˇsemo v obliki testov, kot vidimo na
sliki 4.2. Ker nimamo napisane sˇe nobene kode, testi seveda ne uspejo, kar
vidimo na sliki 4.2 z NCrunchevim kazalcem pokritosti kode s testi (rdecˇ x).
Neuspele teste vidimo tudi v NCrunchevem oknu na sliki 4.3.
Sedaj imamo zgodbe in scenarije napisane v ogrodju BDDfy, in ko jih
NCrunch pozˇene, vidimo, da ne uspejo.
Tako smo zacˇeli z neuspesˇnim korakom v BDD ciklu. Sedaj lahko zacˇnemo
z implementacijo. Zacˇnemo pri Given koraku, v katerem pripravimo kon-
tekst, v tem primeru so to testni podatki.
Generiranje testnih podatkov s pomocˇjo konceptualnih vzorcev si bomo
pogledali v naslednjem poglavju.
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Slika 4.3: NCrunch okno
4.3 Testni podatki
Generiranje testnih podatkov
V implementaciji koraka Given pripravimo podatke, ki jih bomo potre-
bovali v testu.
Generiraje testnih podatkov za avtomatizirano testiranje lahko postane
zelo dolgocˇasno opravilo, ko aplikacija postaja vedno bolj zahtevna. Posle-
dica je, da testi postajajo zahtevni za vzdrzˇevanje. Cˇe je testna koda enako
pomembno kot produkcijska koda, potem zˇelimo imeti logiko v testih pre-
prosto, lahko za vzdrzˇevanje in brez ponavljanj - DRY (angl. don’t repeat
yourself) [20].
Med razvojem, ko avtomatizirani skupki testov organsko rastejo in objek-
tni model pridobiva na zahtevnosti, in ne razmiˇsljamo, kako bomo generirali
testne podatke, potem zelo verjetno pridemo do situacije, v kateri ima ve-
liko testov del Nastavi polno instanciranja objektov, ki postajajo vedno bolj
zahtevni.
Zaradi vsega tega se pojavijo problemi, kot so:
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- ko se spremeni konstruktor nekega razreda, je potrebno popraviti veliko
referenc tega konstruktorja cˇez vse testne projekte, in tako preoblikovanje
kode postane bolecˇe oziroma pripelje do uporabe blizˇnjic.
- veliko ponavljanja v razlicˇnih testnih razredih, kjer se kreirajo objekti.
- grajenje seznamov je zelo obsˇirno z veliko ponavljanja oziroma tezˇko
berljivo kodo.
- generirane testnih podatkov je nekonsistentno po posameznih testnih
razredih, zaradi tega je koda tezˇja za razumevanje in vzdrzˇevanje.
- ni nemudoma jasno, kateri od parametrov konstruktorja je tam zaradi
testa in kateri zaradi potreb konstruktorja, zaradi cˇesar je namen testa lahko
nejasen.
Objekt mati
Dober pristop za resˇitev nastalega problema je konceptualni vzorec Objekt
mati (angl. Object Mother) [26] [27]. Ta nam omogocˇa hitro in jedrnato
ustvarjanje predefiniranih objektov z opisnim imenom. Namesto zahtevne
verige instanciranih objektov imamo eno vrstico kode, kar je precej bolj opi-
sno in posledicˇno so testi preprostejˇsi. Zagotovi nam tudi, da je pristop k
generiranju podatkov usklajen in zaradi tega lazˇji za vzdrzˇevanje. Primer
razreda Objekt mati vidimo na sliki 4.4.
Cˇe uporabljamo samo konceptualni vzorec Objekt mati, zˇal opazimo
sledecˇe probleme:
- cˇeprav so klici konstruktorjev razredov sedaj v eni datoteki, je vseeno
sˇe lahko veliko klicev, zato je sˇe vedno izziv spreminjati konstruktorje.
- ko potrebujemo minimalno drugacˇne podatke, preprosto naredimo novo
lastnost Objekta mati.
- zaradi tega razred Objekt mati hitro postane neprirocˇen in zahteven za
razumevanje in vzdrzˇevanje, postane Razred bog (ang. God Class) [28].
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Slika 4.4: Razred Objekt mati
Graditelj testnih podatkov
Alternativa Objektu mati je konceptualni vzorec Graditelj testnih podat-
kov (angl. Test Data Builder) [29], kateri je varianta Graditeljskega vzorca
(ang. Builder Pattern) [30].
Ustvari se graditeljski razred (slika 4.5), ki je odgovoren za kreiranje
objekta preko tekocˇega vmesnika (angl. Fluent Interface) [31]. Ta poskrbi,
da je objekt v zˇeljenem stanju, preden se dejansko skreira.
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Slika 4.5: Graditelj testnih podatkov
To prinasˇa sˇtevilne prednosti:
- enkraten klic konstruktorja v testnem projektu, kar omogocˇa enostavno
spreminjanje,
- tekocˇi vmesnik za generiranje objektov, zaradi cˇesa so testi preprosti za
branje, pisanje in vzdrzˇevanje,
- usklajenost pri generiranju testnih podatkov,
- zˇivo dokumentacijo (ang. Living Documentation) [32], kako se ravna
oziroma uporablja domenske objekte,
- dovolj prilagodljiv, da omogocˇa izvajanje akcij nad objektom, potem ko
je zˇe skreiran,
- graditelj testnih podatkov lahko vsebuje zacˇetne vrednosti lastnosti
objekta, tako da se v testu nastavijo samo vrednosti, ki so potrebne.
34
POGLAVJE 4. PRIMER UPORABE VEDENJSKO VODENEGA
RAZVOJA
Kombinacija
Ena boljˇsih stvari pri Objektu mati je, da se zmanjˇsajo ponavljanja v
testih s ponovno uporabo predefiniranih objektov.
Lahko pa zdruzˇimo fleksibilnost, ki nam jo daje Graditelj testnih podat-
kov z jedrnatostjo, ki nam jo omogocˇa Objekt mati, in sicer tako, da nam
Objekt mati vracˇa Graditelja testnih podatkov. Na tak nacˇin se izognemo
vsem slabostim konceptualnega vzorca Objekta mati, ki smo jih navedli prej.
Slika 4.6: izvedba korakov scenarija
Da si olajˇsamo iskanje objektov, uporabimo staticˇen parcialni razred za
Objekt mati. Naredimo Objekt mati mapo oziroma imenski prostor v te-
stnem projektu, v katerem je datoteka za vsako entiteto, ki jo generiramo s
staticˇnim gnezdenim razredom znotraj korenskega Objekt mati razreda. S
tem si zagotovimo, da do vseh testnih podatkov pridemo tako, da najprej
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vpiˇsemo ObjectMother. Tako imamo zagotovljeno konsistenco in preprosto
dostopnost brez Razredov bogov.
Cˇe nasˇ test zahteva malenkostno spremembo na predefiniranem objektu,
nam ni potrebno dodajati nove lastnosti v razred Objekt mati, ampak lahko
uporabimo graditeljevo metodo.
Na sliki 4.6 v metodi FewExpensesAreStored koraka Given vidimo pre-
prosto in pregledno zgrajene testne podatke, ki jih potrebujemo v scenariju,
implementirane s konceptualnima vzorcema Objekt mati in Graditelj testnih
podatkov, pri enem primeru pa vidimo tudi, kako z graditeljevo metodo
WithId(42) dosezˇemo malenkostno spremembo na predefiniranem objektu.
4.4 Izvedba testov
When
Naslednja stvar, ki jo vidimo na sliki 4.6, je korak When, implementiran
v metodi GetWithIdIsCalled. Tukaj se zgodi akcija, poklicˇe se metoda
GetExpense s parametrom Id, ki smo ga v koraku Given z graditeljevo me-
todo nastavili enemu od testnih podatkov.
Then
V zadnjem koraku Then preverimo, cˇe rezultat, ki smo ga dobili v prejˇsnjem
koraku, ustreza pricˇakovanemu.
NUnit
Na sliki 4.6 vidimo sˇe testno ogrodje NUnit [24], testno ogrodje za vse
.NET jezike. Ena glavnih prednosti NUnita je atribut [TestCase], ki nam
omogocˇa poganjati teste s parametri, kar vidimo na sliki 4.7.
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NUnitova metoda za nastavitev (angl. setup) se klicˇe pred izvajanjem
vsakega testa v testnem razredu. Prepoznamo jo po atributu [SetUp]. V
tej metodi pa vidimo sˇe orodje Moq.
Slika 4.7: NUnit
Moq
Moq [33] je najpopularnejˇse in najbolj prijazno ogrodje za testne dvojnike
(angl. mocking framework) za .NET. Izkoriˇscˇa prednosti .NET Linq izrazov,
zaradi cˇesar omogocˇa vecˇjo produktivnost. Podpira nadomesˇcˇanje vmesnikov
in razredov, ima enostaven API.
Slika 4.8: Moq
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Na sliki 4.8 vidimo, kako metodam nadomestnega vmesnika dolocˇimo,
kaksˇne vrednosti bodo vracˇale ob klicu.
V metodi [SetUp] na sliki 4.6 je Moq uporabljen za nadomesˇcˇanje vme-
snika, ki je injeciran v kontroler. Tako dosezˇemo, da so metode kontrolerja
testirane v izolaciji.
4.5 Izdelava kode
Prikazali smo, kako se pripravi testni del vedenjsko vodenega razvoja, kon-
ceptualne vzorce, ogrodja in orodja, ki nam pri tem pomagajo.
Slika 4.9: Izvedba metode
Preostane nam samo sˇe implementacija kode. Orodje za testiranje NCrunch
nam preko samodejnega poganjanja testov pokazˇe, kdaj smo pri implemen-
taciji uspesˇni. Na sliki 4.6 vidimo, da so vsi kazalci pokritosti kode s testi
obarvani zeleno, kar pomeni, da je nasˇa implementacija, ki jo vidimo na sliki
4.9 uspesˇna. Tako se lahko lotimo naslednjega koraka, to je preoblikovanje
kode, odstranimo morebitno podvojenost kode, kjer je to potrebno.
Tako smo zakljucˇili cikel rdecˇe-zeleno-preoblikuj (angl. red-green-
refactor) [13] in lahko zacˇnemo nov cikel z novim testom.
38
POGLAVJE 4. PRIMER UPORABE VEDENJSKO VODENEGA
RAZVOJA
Testno porocˇilo
Kadar pozˇenemo teste v razvojnem okolju, se nam v konzolnem oknu
(slika 4.10) izpiˇsejo rezultati testov v obliki zgodb in scenarijev v formatu,
ki je razumljiv vsem interesnim skupinam, ne samo razvijalcem.
Slika 4.10: Porocˇilo v konzoli
Ker pa interesne skupine nimajo dostopa do razvojnega okolja, jim lahko
ponudimo rezultate v HTML dokumentu, kot vidimo na sliki 4.11, do kate-
rega interesne skupine lahko dostopajo preko omrezˇja ali preko strezˇnika za
zvezno integracijo (angl. continuous integration).
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Slika 4.11: Porocˇilo v formatu HTML
Tako lahko ves cˇas spremljajo napredek razvojne ekipe in vidijo, katere
funkcionalnosti so zˇe razvite.
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Sedaj smo pogledali vedenjsko voden razvoj na zalednem sistemu, ki sluzˇi
kot strezˇnik razlicˇnim odjemalcem, prestavili smo poudarek na obnasˇanje
med dvema deloma sistema. V nadaljevanju pa si bomo za bolj celovit pri-
kaz pogledali sˇe postopek vedenjsko vodenega razvoja na primeru odjemalca
zalednega sistema, in sicer spletnega odjemalca. Tukaj bomo prikazali upo-
rabo vedenjsko vodenega razvoja na drug nacˇin, z uporabo drugih tehnologij
in tudi na drugem nivoju, in sicer med koncˇnim uporabnikom in spletnim
klientom.
Za izvedbo testov bomo uporabili ogrodji Protractor in Jasmine, za izde-
lavo kode pa JavaScript ogrodje AngularJS.
Predstavitev
JavaScript ogrodje AngularJS [34] nam omogocˇa testiranje enot in te-
stiranje od zacˇetka do konca (angl. end-to-end), ki pa sta med seboj precej
razlicˇna. Testiranje enot deluje na manjˇsih enotah kode, testiranje od zacˇetka
do konca pa deluje na celih podrocˇjih aplikacije, tako da poganja teste preko
posebnega HTTP strezˇnika.
Uporabniˇska zgodba
Zopet je uporabniˇska zgodba prva stvar, ki jo potrebujemo. Primer te je
recimo:
Naslov: Pregled strosˇkov
zato da bi [imel pregled nad strosˇki]
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kot [uporabnik]
zˇelim [videti strosˇke za hrano]
Scenarij
Potem je na vrsti scenarij.
Naslov: Pregled shranjenih strosˇkov
imamo [nekaj strosˇkov shranjenih]
ko [odprem stran Expenses]
potem [so prikazani strosˇki za hrano]
Testiranje ’od zacˇetka do konca’
Testiranje od zacˇetka do konca si lahko predstavljamo, kot da bi robot
uporabljal brskalnik za poganjanje testov in preverjanje trditev, potem ko je
spletna stran nalozˇena. Programsko orodje za poganjanje testov je Protrac-
tor. Protractor [35] uporablja ogrodje Jasmine [36] za testno ogrodje.
Jasmine
Ker zˇelimo, da so uporabniˇske zgodbe zapisane v obliki izvedljivih avto-
matiziranih testov, si pomagamo z ogrodjem Jasmine.
Jasmine je BDD ogrodje za testiranje JavaScript kode. Ni odvisno od
brskalnikov, DOM-a ali kaksˇnega drugega JavaScript ogrodja. Primerno je
za spletne aplikacije, Node.js projekte oziroma kjerkoli se lahko poganja Ja-
vaScript.
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Protractor
Kot poganjalec testov pa bomo uporabili ogrodje Protractor.
Protractor je ogrodje za testiranje AngularJS aplikacij. Poganja teste za
aplikacijo v pravih brskalnikih, tako kot bi aplikacijo uporabljal uporabnik.
S tem nam omogocˇa tudi navzkrizˇno testiranje brskalnikov.
Slika 4.12: Jasmine test
Postopek
Scenarije zapiˇsemo v obliki testov, kot vidimo na sliki 4.12. Jasmine ima
za opis testa na voljo funkciji describe in it. Funkcija describe ima dva
parametra, prvi je tekst, v katerem je opisano, kaj se testira. Drugi parameter
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pa je funkcija, ki implementira test. Funkcija it pa je namenjena trditvi.
Prav tako ima dva parametra, tekst z opisom trditve in funkcijo, v kateri se
preveri, ali je trditev resnicˇna ali ne.
Za opis testa v obliki scenarija vgnezdimo vecˇ describe funkcij, vsaka od
njih nam predstavlja dolocˇen element scenarija, naslov, korak Given, korak
When. Za korak Then pa uporabimo funkcijo it.
Funkcija beforeEach nam sluzˇi za nastavitev in se izvede pred vsakim
testom, v nasˇem primeru brskalnik usmeri na ustrezen naslov.
Tukaj pa ne nastavljamo testnih podatkov, saj se ti testi poganjajo nad
dejansko spletno aplikacijo, ki tecˇe v brskalniku, aplikacija pa je povezana
na zaledni sistem, kjer so podatki. Potrebujemo pa torej zaledni sistem z
ustreznimi testnimi podatki. Kot smo povedali v prejˇsnjem poglavju, ni
pomembno, kako pridemo do zacˇetnega stanja.
Slika 4.13: Testno porocˇilo
V tem poglavju smo pogledali arhitekturo sistema, prikazali smo vedenj-
sko voden razvoj na vseh nivojih razvoja, med koncˇnim uporabnikom in
klientom, ter med klientom in zalednim sistemom. Videli smo tudi, kaksˇne
so razlike v testiranju razlicˇnih nivojev. S tem smo pokrili celoten spek-
44
POGLAVJE 4. PRIMER UPORABE VEDENJSKO VODENEGA
RAZVOJA
ter razvoja aplikacije. Vmes smo pogledali sˇe generiranje testnih podatkov,
pogledali smo si ogrodja in orodja, videli smo tudi, kako se vedenjsko vo-
den razvoj izvede v dveh popolnoma razlicˇnih razvojnih okoljih s popolnoma
razlicˇnimi orodji in ogrodji. S tem smo pokazali, da vedensko voden razvoj
ni omejen z dolocˇeno tehnologijo ali orodjem, ampak je neodvisen od tega.





V tem poglavju bomo uporabili SWOT analizo [37] [38] za pregled, kaj smo
opazili pri uporabi vedenjsko vodenega razvoja, katere so konkretne prednosti
in slabosti vedenjsko vodenega razvoja, katere prilozˇnosti se nam ponujajo,
ter na katere nevarnosti moramo biti pozorni.
5.1 Prednosti
Vedenjsko voden razvoj resˇuje problem komunikacije med razvijalci in in-
teresnimi skupinami. To pocˇne z uporabo komunikacijskih vzorcev kot so
primeri. Tako oboji dobijo takojˇsno povratno informacijo, takoj se opazijo
problemi, za katere smo pri klasicˇnih projektih potrebovali mesece ali leta,
pri agilnih pa tedne.
5.2 Slabosti
Cˇe je vedenjsko voden razvoj izveden pravilno, postane nasˇa konkurencˇna
prednost, zmanjˇsa nam strosˇke, predstavlja dodano vrednost. Cˇe pa je iz-
veden brez razumevanja, za kaj in kako bi moral bit uporabljan, je lahko
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zapravljanje cˇasa.
Ne moremo zacˇeti razvijati funkcionalnosti, dokler ne vemo, kako se bo
uporabljala, kaksˇnemu namenu bo sluzˇila, in kaksˇno dodano vrednost nam
bo prinesla.
Cˇe uporabniˇske zgodbe in scenariji niso narejeni z dovolj komunikacije in
skupnega razumevanja o zahtevani funkcionalnosti, potem se bodo vracˇale
nazaj k razvijalcem, ker to ni to, kar so zˇeleli.
5.3 Prilozˇnosti
Z uporabo vedenjsko vodenega razvoja se nam ponudi prilozˇnost, da na for-
malen nacˇin izboljˇsamo komunikacijo med uporabniki in razvijalci.
Tako vcˇasih razvijalci pridejo do boljˇsih idej za resˇitev poslovnih proble-
mov kot interesne skupine, tako da razvijalci postanejo sˇe razvijalci poslov-
nega projekta.
5.4 Nevarnosti
Nevarnost predstavljajo predvsem uporabniki, ki niso vesˇcˇi uporabe tehno-
logij, ali pa niso pripravljeni sodelovati na nacˇin, kot bi bilo potrebno.
Poglavje 6
Sklepne ugotovitve
Vedenjsko voden razvoj se je izkazal za zelo primernega pri razvoju aplika-
cije, za katero so bile dobro poznane zahteve, tako da ni bilo tezˇav pri pisanju
uporabniˇskih zgodb in scenarijev. Vedenjsko voden razvoj je manj primeren
za razvoj slabsˇe definiranih projektov in posledicˇno manj kvalitetnih upo-
rabniˇskh zgodb. Tezˇava bi lahko bila tudi nepripravljenost interesnih skupin
na tako obliko razvoja, kar bi pripeljalo do tega, da bi moral razvijalec sam
pripraviti uporabniˇske zgodbe in scenarije.
Cˇasovna komponenta je v uvajalnem obdobju daljˇsa, vendar pa se, ko
se razvijalci in interesne skupine prilagodijo, zmanjˇsa, cˇe pa uposˇtevamo sˇe
posledicˇno manj cˇasa porabljenega za vzdrzˇevanje in odpravljanje hrosˇcˇev,
je dodatek cˇasa za pisanje testov zanemarljiv.
Ni pa zanemarljiv prihranek, ki ga dobimo s tem, ker nam ni potrebno po-
ganjati aplikacije vsakicˇ, ko zˇelimo preveriti pravilnost kode, saj nam orodja
in ogrodja, ki jih uporabljamo pri vedenjsko vodenem razvoju, to sporocˇijo
takoj, ko se koda spremeni.
Najvecˇji izziv pri vedenjsko vodenem razvoju je gotovo to, da je potre-
ben zasuk v nacˇinu razmiˇsljanja razvijalca, podobno kot pri testno vodenem
razvoju, zato imajo nekateri razvijalci lahko tezˇave s prilagajanjem na tak
nacˇin dela. Potrebno pa je imeti tudi podporo vodstva.
Naslednji korak pri zagotavljanju stabilnosti in kakovosti bi lahko bila
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postavitev strezˇnika za zvezno integracijo, na katerem bi se ob prevajanju
izvorne kode poganjali tudi testi in generirala porocˇila.
Tako bi priˇsli sˇe korak blizˇje koncˇnemu cilju, to pa je vecˇja produktivnost
in s tem boljˇse, hitrejˇse, cenejˇse dobavljanje programske opreme.
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