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GRAPHICAL USER INTERFACE FRAMEWORK FOR EARLAB 
JON LENLEY WOODARD 
ABSTRACT 
The Earlab Project at Boston University Hearing Research Center (HRC), 
http://earlab.bu.edu, is a computational simulation system created by the HRC to allow 
researchers to run simulations efficiently, using software representations of physiological 
pathways. The existing complexity of Earlab presents difficulty for users who may wish 
to adjust the parameters necessary to change from models of the ear to models that 
simulate other physiological pathways. To address this difficulty, several approaches 
were explored to assist in formulating a new framework for editing files associated with 
Earlab. XML, a mark-up language, was used to derive a series of prototype XML based 
documents as replacements for existing Earlab files . Microsoft Visual Studio and C# was 
then used to create a prototype of a graphical user interface that is capable of displaying 
an XML based document in a visual manner. The resulting framework shows the process 
of the intake of an XML document of an sample Earlab model, the presentation of the 
model in a graphical framework and the ability to edit the model and receive feedback on 
the suitability ofvalues in the model. 
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Introduction 
Introduction to Earlab 
The Earlab Project at Boston University Hearing Research Center (HRC), 
http://earab.bu.edu, is a computational simulation system created to allow researchers to 
run simulations using representation of physiological pathways. Within Earlab , users 
can create and control computational models that have analytical properties for a wide 
range of signals. (Mountain, D.C. page 1) As a result of the properties of Ear lab system, 
the software package has significantly increased the research aims of the auditory 
research community. 
There is a variety of other research that may utilize the modeling capability of 
Earlab. However, the existing complexity of Earlab often presents a steep learning curve 
to all users. A solution to this issue is an intuitive graphical user interface to edit Earlab 
files and thus improve the ease of use of the entire simulation system, without sacrificing 
the portability and ease of a human-readable file format. 
Before proceeding into changing the way Earlab is presented to users and the 
functionality of Earlab as a computational simulation program, it is first necessary to 
examine the usefulness of Ear lab to model a physiological process. Although an Ear lab 
Project can run a broad array of models at various levels of detail, from cellular level to 
the level of a pathway (both of the hearing process and other physiological pathways), it 
makes sense to focusing on following the process of modeling hearing in humans. The 
hearing process can be separated into three high-level processes: the mechanical process 
of the propagation of sound energy from a medium to the ear, the conversion of sound 
energy to the cochlea electrical signals (into neural impulse signals) and the propagation 
of neural signals through the central auditory system to the primary auditory cortex. 
What follows is a brief overview of each of the three stages described above: sound 
propagation , mechanical to electrical , and electrical propagation. 
Sound is an oscillating mechanical wave that transfers energy present m a 
vibrating source through various mediums; the greater the energy present in the wave , the 
higher the sound level at an equivalent distance from the source. When the particles in the 
medium that the sound wave is traveling through are close together, the wave is in 
compression. When the particles in the medium are far apart the wave is in rarefaction. 
As the total area the wave covers increases , the energy in a unit area becomes smaller. 
The propagation of the sound wave is also affected by the medium in which it travels: the 
more dense the particles of the medium, the less the sound wave can travel. The external 
collection of sound waves are collected by the external ear, the pinna in humans , and 
directed into the auditory canal as the pressure waves start the hearing process. 
The hearing process , from the collection of sound waves at the external ear (the 
pinna in humans) to the electrical encoding at the cochlear nerve , is largely a process of 
mechanics. The external ear is responsible for the collection of sound , and is able to 
amplify the sound during the process of collection for the auditory canal. The sound 
pressure wave travels along the auditory canal to the tympanic membrane, where the 
sound is translated from the eardrum to the middle ear by auditory ossicles (three tiny 
bones called the malleus, incus and stapes). The auditory ossicles serve to translate the 
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low-pressure waves of the air-filled auditory canal to higher-pressure waves in the 
denser-fluid filled middle ear through mechanical leverage of the ossicles (transferring 
pressure from the tympanic membrane to the oval window). The information contained 
in the mechanical pressure waves is converted to electrical nerve signals in the organ of 
corti, which makes its way along the scale media of the cochlea. 
The conversion of the mechanical energy present in a sound wave in the middle 
ear into the electrical impulses in the cochlear nerve represent an important shift in the 
hearing process from a largely mechanical process of signal propagation to a neural 
coding process. The structure of the cochlea is often described as long thin tube curled 
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into a shape that resembles a snail shell (in fact cochlea means snail in Greek), the 
interior of which is sectioned into three separate structures by two thin membranes: the 
scala tympani on the top , the scala media in the middle and the scala vestibule on the 
bottom. The scala tympani and the scala vestibule , both of which surround the scala 
media, transmit the sound pressure waves to the scala media which contains the organ of 
corti. The organ of corti has highly developed hair cells that are tonotopically arranged, 
with the base sensitive to low frequency and the apex sensitive to high frequency. Each 
hair cell of the organ of cori is sensitive to the movement of pressure waves and capable 
of graded electrical potentials (the hair cell action potentials are maintained by internal 
ion pumps and the difference in potential between the endolypmh and perilymph fluids). 
The process of carrying the neural signal from the hair cells of the cochlea to the brain 
stem is done through the auditory nerve ( the auditory nerve is formed through the nerve 
fibers distributed through out the cochlea). The exact method by which sound is 
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transmitted to the neurons of the auditory nerve is uncertain and dependent on the 
particular auditory feature of interest. However, the pathways are known to travel through 
structures such as: the trapezoid body, superior olivary complex, lateral lemnicous , 
inferior collicui and the medial geniculate nucleus on their way to the auditory cortex. 
While the mechanical process is relatively easy to model, the process of neural 
coding is more complex to model for several reasons. The location of the auditory cortex 
in the human brain makes it difficult to get accurate represenations of studies from human 
patients; additionally the use of animal models for study also presents difficulty in 
obtaining measures. However, computational methods of study represent a useful 
alternative, with the Earlab project as one such computational framework. The Earlab 
Project is able to model single cell models all the way to large portions of the auditory 
pathway. Models are built through the use of Ear lab Modules which are used to comprise 
the functionalty of areas of interest - either at a cellular level or at larger auditory 
structures in the auditory pathway of interest. 
Earlab Specifications 
Introduction to RGUI Specifications 
In order to discuss the project aims of the Earlab Runfile Graphical User Interface 
(abbreviated as RGUI), it is first necessary to understand the existing Earlab software 
architecture. As figure 1 shows, the architectural layout of the Earlab software has several 
different layers: Presentation, Control, Transport and Module. The Earlab Presentation 
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Layer allows the user to interact with the data requested and supplied by the other 
architectural layers of the software. The Control Layer handles the model management, 
including the initiation, construction and control of models. The Transport Layer handles 
the routing of data between different modules. The Module Layer contains the individual 
modules that simulate the physiological system. 
Presentation Layer 
Figure 1. Diagram of the Ear lab Software Architecture 
A diagram delineating the architectural layers of the Earlab software package. The Presentation 
Layer provides feedback to the user, the Control Layer manages the Earlab model, the Transport 
Layer routes data between Earlab Modules and the Module Layer is comprised of Ear lab Modules 
that represent a computation representation of a physiological model. (Mountain, 2005, p. 16, 
Figure A3) 
Functional Specifications of Earlab Framework 
The functional specifications of RGUI can be described as a framework for a 
Graphical User Interface (GUI) at the Presentation Layer and includes the following 
items: modules that make up a model in Earlab and the creation and modification of 
project documents called the Diagram and Parameter files. The use of these two file 
standards allows the user to create or modify a representation of a physiologically based 
system as a model for the purpose of a simulation in Earlab Framework. (Mountain, 2005 
p. 15) 
Existing Project Files: Parameter File and Diagram File 
In the current version of Earlab, the project files that define a model are two 
American Standard Code for Information Interchange (ASCII) files: the Diagram File 
and the Parameter File. The Diagram File represents the Earlab Modules and module 
connections necessary to run a simulation (the simulation model is a representation of a 
physiological pathway). While the Diagram File representing the physiological model 
for File provides the data values for parameters for each Earlab Module simulation, the 
Parameter used in the diagram is the specified model for use in a simulation. 
Desktop Earlab 
In order to create or edit the ASCII Diagram and Parameter Files comprising the 
model, the user is required to use a text editor, for example Notepad on Microsoft 
Windows or TextEdit on Apple Macintosh. After the user has edited the Diagram and 
Parameter file for the model, the model can be given to the Earlab for simulation. On the 
Microsoft Windows Operating System, an existing Earlab tool called "Desktop Earlab," 
which is a fully function Earlab distribution, utilizes the Diagram and Parameter files to 
create a model with specified parameters and then returns the output of the simulation to 
the user. (Mountain, 2005, p. 15)k 
In order to make use of some of the features worked on in RGUI, one design that 
needs to be implemented across the database of Earlab Modules is the concept of a self-
documenting Earlab Module. The concept of a ~elf-documenting module is somewhat 
simpler than the name would imply. Essentially each Earlab Module would contain an 
XML based description of the module along with the acceptable boundaries for each 
parameter. Thus, self-documenting modules would then allow the RGUI to connect with 
the Earlab Functional Interface (EFI) to collect the documentation within the module,and 
then proceed to the verification process. The verification process is explained in more 
detail in Aim 1. 
Another feature that would be needed in a production version of RGUI is the 
connectivity needed for the model. The RGUI connectivity should be included in the 
RGUI XML file Runfileinformation node (the node that contains information about the 
respective model). Inclusion of the connectivity information will also allow the user to 
obtain additional updates on the specific model of Runfile through the Earlab Functional 
Interface. As with the ability to receive documentation from the self-documenting Earlab 
Modules, the connectivity node within the Rufnile will need to sync with the Earlab 
Functional Interface in order to be efficient. 
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These two features, the self-documenting Earlab Modules and the connectivity 
node within the Runfile, will be important to the long-term implementation of some of 
the ideas within the Runfile Graphical User Interface. In order to implement the feature 
change, the Earlab Functional Interface will need to be designed and implemented in 
order to support the verification process that is mentioned in Aim 1. However, the long-
term benefits will be substantial, as users will be able to receive canonical information, if 
available, on both the Earlab Modules in their Runfile and the complete Runfile model 
itself. 
Extending the Earlab Project 
Introduction to RGUI Aims 
The RGUI was devised In order to extend the Earlab framework at the 
Presentation Layer, as well as to provide a greater level of simplicity for users. The 
RGUI may be used to replace the process of using a non-specific, text-based editor to 
create or edit an Earlab model. 
Project Aims 
In order to create the RGUI, five aims were fashioned to extend the existing 
Earlab software. 
The Runfile Editor Project aims were as follows: 
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Aim 1: 
Replace the existing Earlab Diagram and Parameter File specifications with a pair of 
Extensible Markup Language (XML) based documents. 
Aim2: 
Update the existing Earlab Module Information specification with an XML Schema 
based specification. 
Aim3: 
Create object-oriented classes to provide the functionality to translate XML data in a 
Runfile Instance document into C# objects. 
Aim4: 
Create a graphical user interface to interact with the classes created in Aim 3. 
• Aim 5: 
Create a block diagram interface to allow the construction of physiological models that 
can be saved in the Runfile format 
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Development Approach 
Introduction 
In order to complete Aims 1 through 5, it was necessary to examine the aims and 
decide the code libraries and tools with which to execute the RGUI. The selection of 
these tools is detailed here in the Development Approach. Next, a more detailed 
document featuring the requirements, called the Functional Specifications, was 
constructed by making a broad sketch of the interaction between the desktop RGUI 
application and the Earlab Computational Layer. After the initial specifications were 
created, an iterative process dictated the adjustment of the working program and the 
updated specifications. 
Existing Earlab Code 
Earlab is primarily written in the C++ programming language, which allows for 
code portability across a wide variety of operating systems, such as POSIX standard 
systems (the IEEE defmed application programming interface for UNIX and Unix-like 
systems) and Microsoft Windows Operating Systems. (Mountain, 2005, p. 2) Although 
there have been rapid advancements in the creation of cross-platform user interface 
frameworks, the Rtmfile Editor Project utilizes C#, pronounced "C Sharp," as a result of 
the wide variety of advantages to using Microsoft technologies. C# is Microsoft's object-
oriented general purpose programming language that is compatible with Microsoft's .Net 
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Framework. As a result of the use of C#, RGUI runs on Microsoft Windows platforms 
only. 
Microsoft Visual Studio 
The Microsoft Integrated Development Environment (IDE) Visual Studio 2005 
was used to develop the RGUI. Visual Studio 2005 IDE offers a wide variety of time 
saving development tools, as well as third party libraries that save development time 
while adding significant functionality to GUis. One of the strongest features of using the 
Microsoft Windows development platform is the volume of third-party developer tools. 
RGUI makes use of third-party plug-ins and libraries, such as Subversion and Smart 
Property Grid. 
Smart Property Grid 
The Smart Property Grid by Visual Hint was used as a third-party developer 
library. Smart Property Grid (SPG) is used inC# programs as a Dynamic Linked-Library 
or Microsoft's shared library format ".dll" that provides developmental classes for the 
graphical display of data members. Smart Property Grid consists of classes that create a 
grid can be extended through inheritance. 
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Subversion 
In addition to the Microsoft IDE, the repository tool Subversion was used to keep 
track of the different versions of the project code. Subversion allows for several different 
versions of the same software code to exist in a chronological tracking repository. As a 
result of the code tracking, it is possible to revert to a previous version of code, thus 
subversion ensures changes that are later found to be problematic can be easily reverted 
to alternate versions of the code base. (Collins-Sussman, Fitzpatrick, Pilato, 2005 , 
Chapter 2, Section 2 ) 
XML 
At the core of Earlab functionality is a model of the physiological system that will 
be used in the simulation. The current version of Earlab requires two distinct ASCII 
instance documents to delineate a valid model for simulation. In accordance with Aim 1 
in the introduction section, the diagram and parameter specifications were merged into a 
single Extensible Markup Language (XML) schema-based specification called the 
Runfile. The transition to the new XML schema required re-evaluating the specification 
format contained in the Diagram and Parameter file pair and replacing that specification 
format with an XML-based schema. In order to understand the changes from the Diagram 
and Parameter file specification to XML schema-based specification, it is important to 
first understand a few key features ofXML technology. 
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XML is a mark-up language that facilitates the creation of structured documents 
through the use of user-created tags. XML tags are the basic building blocks of an XML 
document and serve to encapsulate data. As opposed to being constrained by pre-defined 
tags and document structure, XML allows the data structure to be based on user-created 
tags to encapsulate data. In addition to the use as the basic structure to encapsulate data, 
XML uses a hierarchal structure to delineate data in a document. (Means and Harold, 
2004, p. 13) 
The basic structure of an XML document is dominated by the smallest amount of 
data--the data enclosed by a user created XML tag; however, the hierarchal structure of 
XML tags also help to define the structure of an XML document and thus the data model. 
The hierarchal structure highlights the parsing process of a standard XML parser. (Means 
and Harold, 2004, p. 281) Any XML-compliant parser can interpret the user-defined 
XML tag structure, and custom object-oriented classes can be written to create objects 
from the XML document. Thus, an XML instance document is portable across a wide 
variety of programming languages. In addition, the ability to create an entirely new XML 
schema for a project, while still adhering to XML standards, provides a rich array of 
programming libraries. Although XML has a wide variety of uses and tools, two 
important specific concepts were used in the RGUI. 
The two important XML files utilized in the Earlab Runfile Project were XML 
schema and XML instance documents. An XML-based schema is a document that 
contains a description of XML tag data items that a valid instance document of that type 
must contain. The XML Schema format follows the same nestled XML-tag structure 
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previously mentioned and is specific to a document type. In Earlab the Runfile used in a 
simulation is a valid instance document of the Earlab Runfile XML Schema specification. 
Functional Specification Aims 
In order to accomplish the project aims presented, functional specifications were 
created. These functional specifications describe the interaction a user has with Earlab in 
the Presentation Layer mentioned in figure 1. As a result of the delineation of user 
interaction, a step-by-step process was created to model interaction with the proposed 
RGUI. The functional specification is a way to understand a typical user's interaction 
with the RGUI software. The following functional specifications simulate a user's 
pathway through the RGUI system. 
The specification goes through each of the major user tasks that can be accomplished 
with the RGUI. 
• The user opens up the RGUI application. 
• The user selects an existing Earlab model from the selected list. 
• The RGUI displays on the main home tab interface. 
• A block diagram of the model is displayed. 
• Information about the model is linked to the display. 
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• The RGUI displays a subordinate tab for each module in the Runfile. On each 
subordinate tab interface, a stylized grid shows the respective pre-populated 
Module parameter data. 
• User can edit data in the smart property grid. 
• User can send data in the grid to EFI for verification. 
• The data are verified using the Module Information XML file for each Module. 
• If the data color remains black, the data are valid; if the data are changed to red, 
data are not valid for the model. 
• If all the Module data are verified, the option to launch a simulation becomes 
available for the user. 
• If there are no errors, the save option becomes available. 
Users can then save the Runfile instance document. 
15 
Data Models and Design Patterns 
Introduction 
In order to complete the functional specifications, descriptions of the data models, 
XML structure, and design patterns (design patterns are recurring motifs that can be 
applied to problems in order to promote reusable solutions) were necessary. There are 
two distinct ways that data are modeled in the RGUI application: XML instance 
documents and instantiated data objects initialized with data originally from XML 
instance documents. In order to convert the data from the XML based file format to the 
class object structure design patterns such as inheritance, model view controller and 
object factory were used. 
Data Model and XML Structure 
The Runfile instance document 1s essentially a representation of the data 
necessary to run an Earlab simulation. As a result, the XML version of the Run file serves 
as a container for both the description of the physiological model and also the data that 
the model will need to run. The Runfile instance document also describes the entire 
model in the first node, which is called the Runfileinformation node. In addition to nodes 
contained in the Runfile, there are also two other XML files, the Module Information file 
and Verification Error files. The Module Information file is specific to each Earlab 
Module and contains data conditions that each Module must meet, while a verification 
error file contains a description of errors. 
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Inheritance and Composition 
Inheritance, a feature that allows an object to "inherit" features from a parent class 
of objects, it is used, along with other forms of the behavior encapsulation. Other forms 
of design patterns are used such as composition. Composition creates behaviors by using 
classes that contain other classes. RGUI uses both inheritance and composition to 
execute the necessary functionality, along with other high-level design patterns such as 
Model View Controller (MVC). 
Model View Controller Design Pattern 
Model View Controller is an architectural pattern that attempts to separate 
functionality of a program into specific high-level domains of operation. In the MVC 
architectural pattern, the model is the representation of the data, the view the Presentation 
Layer that interacts with the user, and fmally the controller that serves to interact and 
move data between the Model and View Layers. (Gamma, Helm, Johnson, and Vlissides, 
1994) At a high level this allows the abstraction between layers of code, and allows 
independent testing of programming interfaces at each level. 
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XML Controller EFI 
Figure 2. A diagram of the Model-View-Controller design pattern. 
The Model represents classes that perform operations on the data, the Controller - classes that 
take user actions and invoke changes in the model and the View represents classes display and 
record interaction from the user and communicates that information to the Controller. 
Object Factory 
Another important design pattern that is used is the Object Factory design 
pattern. The object factory is an object that is able to produce other objects during 
runtime. As a result of the flexibility the object factory design pattern allows, the creation 
of different objects during the program runtime based on interaction from the user 
environment. (Gamma et al., 1994, pp. 85-93) 
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Earlab 
Parameter 
Factory 
Produce 
Figure 3. A diagram of the object factory design pattern 
The object factory design pattern is used to create objects when the object needed is not known 
until the program is run. In the RGUI, although the general structure of a Runfile is known, the 
specific structure of Modules is not known until the Runfile is used. Using the object factory 
model, the Earlab Modules that are needed can be created when the program is run. 
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Implementation 
Introduction 
The results from the application of the methods section to the five aims mentioned 
in the Approach Section are now discussed. Aim 1 entails the merging of the Earlab 
Diagram and the Parameter File specifications into a pair of documents: the Runfile XML 
Schema document and the Runfile XML instance document. Aim 2 describes the 
updating of the existing Module Information specification with an XML Schema based 
specification available to the RGUI to verify information contained in the Runfile 
Instance document. Aim 3 delineates the creation of object-oriented classes to provide 
the ability to convert the XML instance document at Runtime into objects that the RGUI 
graphical user interface could read and write data to and from. Aim 4 examines the 
creation of the graphical user interface that connects with the object-oriented classes 
created in Aim 3 to present data to the end user and allow the user to easily modify the 
data. Finally, Aim 5 details the creation of a graphical block diagram system that allows 
the graphically-based creation of physiological models for simulation and storage in the 
XML Runfile standard. 
Implementation of Aim 1 
In order to execute the specification detailed in Aim 1, the Ear lab Runfile Schema 
relies on being able to combine the information contained in the Diagram and Parameter 
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Files, in their respective ASCII-based format into a new combination file using XML. 
The new file, entitled the Earlab Runfile, is comprised of a set of two separate 
documents: the Runfile XML Schema and the Runfile XML Instance Document. As a 
result of the combination, the Runfile Schema contains two basic sections of the data 
structure: the Runfile Information Section and the Modules Section. In order to illustrate 
the changes from Diagram and Parameter File specification to the XML based Runfile 
data model, a comparison of the same model using the different formats is shown in 
following figures 4 a sample Diagram File, 5 a sample Parameter File and 6 a sample 
XML Runfile Instance Document and 6 the XML Schema Document. 
[Left_ MiddleEar 1 
string ModuleExecutable "MiddleEarSimpleFilter.dll" 
string Input. I "Left _Pinna. I" 
IntVector Output.] [ 1001 
string Output.l.DataType "Waveform" 
Figure 4. Sample Diagram File 
The following is a sample Diagram File that stimulates the left middle ear, along with sample 
data. Module Executable is the name of the executable file associated with the module, Input. I 
gives the module that will provide input for Left_MiddleEar, Output.! provides the sample rate 
for the module, and Output.l.DataType provides the type of output generated. (Mountain, 2005, 
page 16) 
The information contained in both the ASCII text file and XML-based paradigms is 
similar; yet, the XML-based Schema offers a number of advantages over the Diagram 
File as listed in figure 4 and the Parameter File that is listed in figure 5. These 
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advantages and some drawbacks to the new system are further detailed in the discussion 
section. 
[Left_ MiddleEear} 
float SampleRate _Hz 100000 
float HighpassCornerFreq_Hz 500 
int HighpassFilterOrder 2 
float Gain 30 
Figure 5. Sample Parameter File 
The following is a sample parameter file specific to the Left_ MiddleEar module file. The 
parameters dictate the sample rate in Hertz, a comer frequency, a second-order filter and a gain 
value. (Mountain, 2005, p. 16) 
In order to examine the new XML-based Module File, it helps to first examine the new 
Runfile XML Instance Document. Figure 6 details the two XML-nodes contained in the 
Runfile XML Instance Document: Runfileinformation and Modules. The Runfile 
Information section, shown in entirety in figure 7, contains descriptive information about 
the entire Ear lab model such as information about origin of the model. 
<Run file> 
<Runfilelnformation></Runfilelnformation> 
<Modules></Modules> 
</Run file> 
Figure 6. A minimized version of a Runfile XML Instance Document 
In this minimized version of a Runfile Instance Document, only selected nodes are shown: 
Runfileinformation and Modules. The Runfile XML Instance Document is validated using the 
Runfile XML Schema Document, which checks each of the sections to ensure the XML contains 
the items defined in the Runfile XML Schema. 
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The Modules Section of the Runfile Instance document, shown in figure 8, contains each 
module that is used in the specific Earlab model. 
<Runfilelnformation> 
<Author> Sample Author </Author> 
<Abstract> Sample Abstract</ Abstract> 
<EditDate> 1/ 1/01 </EditDate> 
<lmageLocation>modellmage.jpg </lmageLocation> 
</Runfilelnfonnation> 
Figure 7. A complete Runfilelnformation node. 
In this complete Runfileinformation XMLnode, information on the Runfile is available . 
Information includes the author, abstract, edit date and the location of an image of the model. 
The Module XML instance document, which is shown in figure 8, is an XML-based 
conversion of the ASCII Diagram and Parameter Earlab Files in figure 4 and 5 
respectively. Figure 8 shows the Runfile XML Schema, with "include schema location" 
tags, that connect the schema for the Runfilelnformation Schema and the Module Schema 
to the main Runfile Schema. 
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<Module> 
<Modulelnformation> 
<InstanceName>Left MiddleEar </lnstanceName> 
<ExecutableName> MiddleEarSimpleFilter.dli</ExecutableName> 
</Modulelnformation> 
<Inputs> 
<Input> 
<Name> Left Pinna.l </Name> 
<Type>string</Type> 
<Value>Jnput.l </Value> 
</Input> 
</Inputs> 
<Outputs> 
<Output> 
<Name>Output.l </Name> 
<Type>Integer []</Type> 
<Value> 
<Element> I </Element> 
<Element>2</Eiement> 
<Element> 3</Eiement> 
<Element>4</Eiement> 
<Eiement>S</Eiement> 
<Element>6</Eiement> 
</Value> 
</Output> 
</Outputs> 
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<Parameters> 
<Parameter> 
<N ame>SampleRate _Hz</Name> 
<Type> Double </Type> 
<Value> I 00000</V alue> 
</Parameter> 
<Parameter> 
<Name> HighpassCornerFreq_Hz</Name> 
<Type>Double</Type> 
<Value> 500</V alue> 
</Parameter> 
<Parameter> 
<Name>HighpassFilterOrder</Name> 
<Type> Integer</Type> 
<Value>2</Value> 
</Parameter> 
<Parameter> 
<N ame>Gain</N a me> 
<Type> Double</Type> 
<Value> 30</V alue> 
</Parameter> 
</Parameters> 
</Module> 
Figure 8. A complete Module node 
In this complete Module XML node, Left_ MiddleEar, similar information that was contained in 
the Diagram and Parameter files are now contained in the single Module file. 
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As previously discussed, XML Schema documents a tag structure that is similar to XML 
instance documents; however, where XML tags contain data, XML Schema documents 
restrict the valid types of structure that a valid Instance document must contain. 
< !- external includes --> 
<xs:include schema="" location = "runfileinforn1ation.xsd"/> 
<xs:includc schema='"' location = "module .xsd"/> 
< !- external includes --> 
<xs:schema id = "Runfile" > 
<xs:element name = "runfileinformation "> 
<xs:complexType> 
<xs:element name = "runfileinformation " type = "addr:moduleType" minOccurs = " I" maxOccurs = 
"1 II /> 
</xs:complexType> 
</xs:element> 
<xs:element name = "modules"> 
<xs:complexType> 
<xs:element name = "Module" type = "addr:moduleType" minOccurs = " I" max Occurs = "unbounded" 
I> 
</xs:complexType> 
</xs:element> 
</xs:schema> 
Figure 9. Runfile XML Schema. 
In the minimized version of the Runfile XML Schema, the XML Schemas for the 
Runfilelnformation and the Module are linked as includes. The comment notation "<!-comment 
->" denotes how the included files are linked into the main Runfile Schema. The Runfile Schema 
specifies that there must be a single Runfilelnformation node, and at least one module. 
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The Runfile XML Schema loads both the Runfilelnformation Schema and the Module 
Schema. Both the Runfilelnformation Schema and the Module Schema restrict the 
respective sections of the Run file Instance document to contain valid configurations. 
<xs:schema> 
<xs:element name="Runti leinfom1ation"> 
<xs:complexType> 
<xs:sequence> 
<xs:element name=" Author" type="xs:string" minOccurs="O" maxOccurs=" I"> 
<xs:element name=" Abstract" type="xs:string" minOccurs="O" maxOccurs=" I"> 
<xs:clement name="EditDate" type="xs:string" minOccurs="O" maxOccurs=" l "> 
<xs:element name="lmageLocation" type="xs:string" minOccurs="O" maxOccurs=" l "> 
</xs: sequence> 
</xs:complexType> 
</xs:element> 
</xs:schema> 
Figure 10. Runfilelnformation XML Schema 
In the Runfilelnformation XML Schema, the schema dictates that only one node of the following 
features must be present: author, abstract, editdate and imagelocation. 
Although the three XML Schemas (Runfile, Runfilelnformation and Module) are able to 
restrict the array of configuration choices that users could use to create instance XML 
documents, the RGUI still needs to check to see if the data and model are actually within 
an acceptance range of values for the given data. This process of checking the Runfile's 
data is called "verification," and is discussed in Aim 4. 
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<xs:schema> 
<xs:element name=11Module 11> 
I> 
<xs:complexType> 
<xs:sequence> 
<xs:element name=11lnstanceName11 type=llxs:stringll /> 
<xs:element name=11ExecutableFile11 type=11 xs:stringll /> 
<xs :element name=111nputs11 min0ccurs=11011 max0ccurs=11 1 11> 
<xs:complexType> 
<xs:sequence> 
<xs:element name=11 Input11 min0ccurs=11011 max0ccurs=11 unbounded 11> 
<xs:complexType> 
<xs:sequence> 
<xs:element name= 11 Name 11 type=11 xs:string11 min0ccurs=11 111 max0ccurs=11 1 11/> 
<xs:element name=11lndex 11 type=11 xs:string11 min0ccurs=11011 /> 
<xs:element name=11 SourcelnstanceName11 type=11 xs:string11 min0ccurs=11 I 11 max0ccurs=11 111 
<xs:element name=11 Source0utputName11 type=11 xs:string 11 min0ccurs=11 111 max0ccurs=11 I 11 /> 
<xs:element name=11 StreamType 11 type=11 xs:string11 min0ccurs=11011 /> 
<xs:element name=11Source0utputlndex11 type=11 xs:stringll min0ccurs=11011 /> 
</xs:sequence> 
</xs:complexType> 
</xs:element> 
</xs:sequence> 
</xs:complexType> 
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</xs:element> 
<xs:clement name= 110utputs 11 min0ccurs= 110 11 max0ccurs= 11 I 11 > 
<xs:complexType> 
<xs:sequence> 
<xs:element name=110utput11 min0ccurs= 11011 max0ccurs=11 unbounded 11> 
<xs:complexType> 
<xs:sequencc> 
<xs:element name=11 Name11 type= 11 xs:string11 min0ccurs=11 111 max0ccurs= 11 I 11 /> 
<xs:element name= 11 lndex 11 type=11 xs:string11 min0ccurs=11011 /> 
<xs:element name= 11 StreamType11 type= 11xs:string11 min0ccurs= 11 111 max0ccurs=11 111 /> 
</xs:sequence> 
</xs:complexType> 
</xs:element> 
</xs:sequence> 
</xs:complexTypc> 
</xs:element> 
<xs:elcment name= 11 ParameterS 11 min0ccurs=110 11 max0ccurs= 11 1 11 > 
<xs:complexType> 
<xs:scquencc> 
<xs:element name= 11 Parameter11 min0ccurs= 110 11 max0ccurs=11 unbounded 11> 
<xs:complexType> 
<xs:sequence> 
<xs:element name= 11Name 11 type= 11xs:string 11 min0ccurs= 11 111 max0ccurs=11 1 11 /> 
<xs:element name= 11 DataType11 type= 11xs:string11 min0ccurs= 11 111 max0ccurs=11 111 /> 
<xs :element name= 11 Value11 type=11xs:string 11 minOccurs=ll 111 maxOccurs=ll 1 II /> 
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</xs:sequence> 
</xs:complexType> 
</xs:element> 
</xs:sequence> 
</xs:complexType> 
</xs:element> 
</xs:sequence> 
</xs:complexType> 
</xs:element> 
</xs:schema> 
Figure 11. Module XML Schema 
In the Module XML Schema, the schema dictates the type and elements that must be available in 
any Module of a Runfile instance document. 
The Verification XML, shown in figure 12, gives the user feedback from the verification 
process. Each error or warning message from the Earlab Framework will send a 
corresponding VerificationEvent message. 
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<RunfileVerificationResults> 
<Verification Even t> 
<Severity> 
Warning 
</Severity> 
<Path> 
LeftPinna. Parameters. Parameter. Sample Rate_ Hz 
</Path> 
<Message> 
Parameter out of range 
</Message> 
<!VerificationEvent> 
</Rtmfile VerificationResults> 
Figure 12. Verification XmL 
In a Verification XML file, a VerificationEvent represents a well-formed error comprised of a 
Severity, a Path and a Message. A Severity node represents the seriousness of the error, a Path 
shows a period delimited hierarchical name that represents the location of an error and a Message 
gives the user feedback about the error. 
Implementation of Aim 2 
In order to execute the specification detailed in Aim 2, updating the Earlab 
Module Information file , a number of assumptions were made about the structure of 
Earlab Modules. Unfortunately, example Earlab Modules that could contain the newly 
specified Module Information file were not available. As a result, a simulated Module 
application programming interface was created, and example Earlab Module Information 
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files were loaded from a standard directory. An example of the Earlab Module 
Information file is shown in figure 13 below. 
<?xml version=" l.O" encoding="utf-8" ?> 
<Module> 
<Modulelnformation> 
<ExecutableName>DataSink</ExccutableName> 
</Modulelnformation> 
<lnputs></lnputs> 
<Outputs></Outputs> 
<Parameters> 
<Parameter> 
<Name>SampleRate</Name> 
<Type> Double</Type> 
<Default>O</Default> 
<Minimum> I </Minimum> 
<Maximum> I 000000</Maximum> 
<Units>Hz</Units> 
<Description>Sample rate, in Hertz</Description> 
</Parameter> 
<Parameter> 
<Name>OutputFileName</Name> 
<Type>String</Type> 
<Defaul t></Default> 
<Minimum> I </Minimum> 
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<Maximum>256</Maximum> 
<Units><!Units> 
<Description> Name of output file to be written</Description> 
</Parameter> 
<Parameter> 
<Name>BinaryOutput</Name> 
<Type> Boolean</Type> 
<Defaul t>false</Default> 
<M inimum></M inimum> 
<Maximum></Maximum> 
<Units><!Units> 
<Description>True if the output file is in binary format</Description> 
</Parameter> 
</Parameters> 
</Module> 
Figure 13 A Sample Module Information File 
The Module information file contains information to verify data in the Runfile XML instance 
document. The Module Runfile contains boundaries conditions on the data that can be used. 
Implementation of Aim 3 
In order to execute the specification detailed in Aim 3, object-oriented application 
programming interface for the data model, a custom class, EarlabRunfile.cs, was built to 
translate the XML based files to objects within the RGill. As a result of implementation, 
the three types of XML files, Runfile, module and verification, all have corresponding 
classes that parse the XML data and create objects for use in the program. The following 
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outline discusses the process the EarlabRunfile.cs Class uses to convert an XML Runfile 
instance document into and object-oriented data model that the RGUI can utilize. 
The XML to Object Translational Process facilitated by EarlabRunfile.cs 
The XML Runfile document to instantiated object process is delineated into five steps: 
1. Check against the XML Runfile instance document against the XML Schema. 
o This stage compares the instance document to the Schema document --
that ensures the rules contained in the schema are followed. 
2. Create Earlab class by reading XML nodes into C# objects. 
o This stage uses the data contained in the in XML nodes to populate the 
data members of instantiated objects that make up a valid Runfile. 
o Reading the data is accomplished by loading the Module data from the 
Runfile and the "description" of valid data from the respective 
ModuleXML file. The "Object Factory" pattern is used to create the 
objects for C#, since the program does not know which modules will be 
utilized until the program is run. 
3. The Runfile XML is verified. 
o An XML parser does the Validation of the Runfile against XSD schema 
when the Runfile XML instance document is loaded. 
o The next step in the processing of the Runfile XML involves the 
conversion of the XML instance document class-by-class into an object-
oriented structure -- simultaneously, the Module XML files are read into 
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object format, as well. Then, using the two sources of data, the Runfile 
objects and the respective Module XML objects, the final Earlab objects 
are created. 
4. Finally, the Verification XML file has a corresponding class XmlVerification that 
parses the data in the XML file and forms a list collection for use to update the 
Runfile object during the course of the program. 
5. After the completion of the collection of objects, the objects are transferred to the 
view layer for display. 
Creating a Runfile XML instance Document from a Runfile Object. 
In a similar fashion a method "XMLRunfileCreate" facilitates the conversion of 
updated object-oriented class into XML that is saved in the user's selected file directory. 
Although it is logical to make the assumption that the creation of a new XML Runfile 
from the instantiated Runfile Object is a lengthy process, writing XML to a file from an 
object is actually much simpler, because all the values can assumed to be valid data types 
due to the internal checking on the Runfile object. 
Implementation of Aim 4 
In order to execute the specification detailed in Aim 4, the creation of a new 
RGUI Presentation Layer, the pre-existing Smart Property Grid by Visual Hint, was used 
as the base class for one of the sub-classes in the View class TabModule.cs. The existing 
property grid display framework makes use of a property in Microsoft C# language called 
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"reflection." The reflection property inC# allows a change in the visually displayed data 
member to also update the object that contains the corresponding data member. (Liberty, 
and Xie, 2008, p. 449; pp. 456-464) The actual design standards of the RGUI were 
created using basic standards in the Microsoft User Experience Guide. In order to 
understand the design of the Presentation layer of the RGUI, it is useful to walk through 
the process of opening and editing a Runfile. 
In order to open an XML Runfile instance document, the user must first launch 
the executable RGUI. The user can do this by launching the RGUI from the "my 
computer" application menu, or from the desktop executable file icon. Once the user has 
launched the application, the home GUI menu appears as shown below in figure 14. It is 
important to note that all the button options are not available until the user has completed 
specified tasks. (Microsoft UX Page) 
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Figure 14 The home screen interface for the RGUI 
The home screen represents the initial screen that the user sees when starting the RGUI software. 
Design Notes: 
Only buttons that are appropriate for the given usage pattern are available to the user. 
From the main RGUI presentation screen there are two options that allow the opening of 
a file , as shown in figure 15 parts A and B. 
Earlab GUI File ] Help 
' Open Saved Run File ... 
j Save l Open Rl Save As ... 
Figure lSA. The 'Open Saved Runfile' 
selection from the top navigational menu. 
This selection allows a user to open a file from 
the menu bar navigational element. 
~ 
I Open Runfile Document l 
.v 
Click here to open a Runfile Document [ E ~it R unfile E dit01 
Figure lSB. The Open Runfile Document button 
on the RGUI menu. 
This selection allows a user to open a file from the 
main user interface. 
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After selecting a method of opening a Runfile document, a dialog screen opens as shown 
below in figure 16. 
Please open a saved Run file - r1Jr8] 
I GUI Homo L J> I Open Rtrile Oocuner< l My Reeon 
0"""""'" 
Ed Rurflo Edia 
O.tkto!> 
_) 
t.ly O"""""'" 
!:tJ 
t.ly !:omp.nt 
.;..!) 
MyN.-
Figure 16. Open File Dialog Box. 
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~ simploM>del 
!f, simploM>del.-
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The open file dialog box allows the user to open a valid xml model. Using the standard dialog 
box, the user can open an existing XML model for usage in the RGUI. 
Figure 17 shows a successful Runfile opening, which gives the user a "Runfile opened 
Successfully" dialog box. After closing the box, the user that have the GUI with modules 
that compose the Runfile imported in to grid tabs across the GUI. 
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I OpenR.nieOocunenl l 
Eo«R.nieEch 
SoveXMLR.nie 
ClooiXMLRIIolie 
Figure 17. Opening a successful Runfile. 
The user receives a dialog box with confirmation that the Runfile has opened successfully. 
Figure 18 shows an unsuccessful opening of a Runfile giving an open dialog box error 
and returning the user to the familiar GUI control interface. 
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Figure 18. Opening an unsuccessful Runfile 
The user is confronted with a dialog box that gives feedback that the Runfile was not opened 
successfully. 
2.) Editing a model 
Once the user has successfully opened a model, the user is free to edit each of the 
modules data in the respective module tab. Figure 19 shows the array of module tabs in 
an open Runfile in the RGUI. 
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Figure 19. Example of an Earlab module visually available in the RGUI 
A module is available for the user to edit and verify. 
Once the user has clicked the submit button on the RGUI, the RGUI Runfile XML 
instance document is saved and can be run on the Earlab Framework. The Earlab 
Framework then returns an XML Verification document that contains either errors or a 
success notation. The reply figures are shown in Figure 17 or 18 for a successful or 
unsuccessful response from the Earlab Framework verification system. 
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Figure 20. Value that has failed verification in the Earlab RGUI 
When a value fails the verification process in the RGUI, the cell that has not passed verification is 
highlighted in red. In addition, the bottom section of the RGUI screen lists text errors 
If the EFI is successful, then a button appears in figure 20. If the EFI contains errors, cells 
inside the module screen are highlighted and appear like figure 21 as show below. 
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Figure 21. The Runfile passed Verfication 
The Runfile has passed verification and can be sent to the Earlab simulation engine. After a 
Runfile passes verification, the final "Send Runfile to Earlab" button becomes available, and the 
Runfile simulation can be run. 
Once the errors are corrected, with notations from the EFI Verification returns as guides, 
and a clear message is returned from the EFI, the XML instance document can be run in 
desktop Earlab. At any time during the editing, the Runfile can be saved using either 
saving option shown in figure 22 A orB, and after the selection of a save file method, the 
user is presented with a standard save file dialog box. 
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Figure 22A The Save Runfile selection 
from the top navigational menu 
Figure 22B The Save Runfile Document 
button on the RGUI menu 
The Save Runfile button allows the user to 
save a Runfile in an appropriate directory to 
reuse. 
The Save Runfile button allows the user to 
save a Runfile in an appropriate directory to 
reuse. 
A standard dialog box appears, shown in figure 23, after the user has selected a method to 
save the Runfile XML. 
Specify Destination filcndJ11c r1Jrg) 
~ 
,.,.Aeconl 
o.cu-oo. My PO:tur .. 
MyYidoos 
,._,.. 
DelldCII> 1 ~ttoots d)--.. <XM. 
1
.---:.,.-----, 1.::,:-5tldo zoos 
M DocuMentt '~ SaYe 
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~ testr.Qa:save 
Figure 23. The save a Runfile Document dialog box 
After the user has selected either of the save Runfile options, a dialog box appears. 
44 
After choosing either of the save Runfile options, and attempting to save a file, the user is 
presented with a document saved dialog box. 
I OpenR.nieO...- I 
Figure 24.The File Saved Runfile Document dialog box. 
I 
I 
I 
After the user has appropriately saved the Runfile, a dialog box appears, confirming the 
file has been saved. 
Implementation of Aim 5 
On further inspection Aim 5, the creation of a graphical system for the creation of 
physiological models that corresponded to a valid physiological model suitable for 
simulation; however, options for the creation of this graphical interface are discussed in 
the discussion section. 
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Discussion 
Introduction 
The development of the RGUI, from conception to specifications to development, 
required continuous iterative processing, including refining the specifications, the 
creation of code and finally the testing of code. The final results of the initial ideas are 
explained in the results; however, due to the iterative process, a completely functional 
framework was not completed. Rather than a completely finished product, the 
framework exists as a beginning library that should be improved and refactored. Thus, 
the discussion section focuses on the analysis of the initial five aims of development and 
observations about the entire development process. 
Aim 1 Analysis 
At the core of the RGUI project was the replacement of the Earlab Diagram and 
Parameter files with an XML Runfile Schema and Instance Document. The most time-
consuming part of this process was with the organization of the XML files usage inside 
the RGUI C# code base. As opposed to a line-by-line transfer of the Diagram and 
Parameter file usage, it developed into two components to the Runfile XML Instance 
Document. First, the Runfile XML added a section that describes the complete model 
contained in the file; second, the modules section contained each Module XML file 
necessary for the model plus the connections between the Earlab Modules. As a result of 
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the slight difference, there was not quite a one-to-one match between the information 
contained in the two sets of files. Unfortunately, because of the slight difference in 
formatting, existing Diagram and Parameter Files would need to be converted by hand so 
that the Runfile Schema Document would be able to adequately handle existing models. 
The other major XML issue has to do with the Module XML file usage. 
Aim 2 Analysis 
Originally, the goal of Aim 2 was to allow the Module XML file to be a "self-
extracting" file, which would reside inside the respective Earlab Module. However, the 
new Earlab Module format was not able to be completed, and as a result the RGUI relies 
on using a section of code designed to emulate the request and delivery of a Module 
XML File from an Earlab Module and the RGUI. Although this proved to be a minor 
snag, ultimately the lack of self-extracting Earlab Module Files did not significantly 
change the overall structure of the RGUI. 
Aim 3 Analysis 
Initially, the value of structuring programming interfaces for each layer of the project, 
as opposed to starting out by doing some of the programming, was underestimated. As a 
result, one of the major values of the project was the benefit of proper planning of 
software projects. Rather than over plan how to create and design a project completely 
from scratch, there are several processes that should be done in parallel: 
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1.) Brainstorming the way the software should work from the perspective of a 
potential user 
2.) Brainstorming the divisions of the project itself 
3.) The internal application interfaces 
There is a large number of books on software design; however, there is no substitute for 
working through software projects. 
Aim 4 Analysis 
Interestingly, creating the graphical user interface portion of the RGUI project 
was amongst the easiest aims to complete. The combination of Microsoft's Visual Studio 
2005 and Microsoft ' s User Interface Guide made it relatively easy to create a user 
interface that had no functionality. Visual Studio made the process easy to produce rapid 
iterations of a user interface design. Microsoft 's User Interface Guide essentially provides 
strong guidelines that handle the vast majority design decisions that a designer would 
face. 
XML 
Initially the C# programming language, XML mark-up language, Smart Property 
Grid library, and Visual Studio 2005 (along with the Subversion repository tool) were 
selected to create the RGUI. However, after completing the initial framework for 
structured data in XML, it is clear that other structured-data alternatives could have been 
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used that would have allowed for many of the same features that XML allowed. One 
such alternative is JSON which allows a lighter structured data framework than XML; 
JSON is designed to store data from objects directly, as opposed to XML which is more 
general in nature. JSON also offers a significant amount of libraries inC, C++, C#, Java, 
JavaScript, Python and other languages. 
The vast majority of Application Programming Interfaces for web-oriented 
applications allow for data to be exported in both XML and JSON, so there are 
significant advantages to building in support for both data structures (another possibility 
is to gradually convert Earlab into a cloud-based application). The trade-offs between 
XML and JSON highlight a deficiency in my design and implementation 
process. Specifically, JSON offers a way to have structured data, while minimizing the 
creation of mark-up tags and grammar necessary to describe that structured data. 
However, JSON does not have the internal ability to validate data, which is a major 
drawback. However, an XML to Internal Object to JSON converter could be created, 
with the ability to export validated XML to other interfaces in JSON. The addition of 
JSON as an internal verified format would allow a web-based authenticated API to a 
server based Earlab system. 
Unit Testing 
A significant area that could have improved both the development time frame and 
the style of development would have been the creation of a strong unit-testing suite 
before the initial iteration of development. After the initial iteration of a working 
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prototype, I should have then tested the functions using a partial testing suite for each 
major class in the prototype program. By developing a test for each major class in the 
framework as a result of those tests, the entire class structure could have been refactored 
in a superior manner -- as opposed to an ad hoc basis of testing that I utilized. Through 
better organization of a testing framework, development of an organizational framework 
would have been far easier and that could have resulted in a robust interface between the 
design layers of the application, and therefore more easily refactored between layers of 
application interaction. In addition, the proper testing would have allowed for stronger 
recognition and implementation of suitable design patterns to improve reusability of the 
code. 
The selected design patterns 
The RGUI used several selected design patterns for the implementation of the 
architecture, among these the Model-View-Controller paradigm for overall design and 
the Object Factory pattern. The RGUI could be significantly improved through stronger 
adherence to existing design patterns; by reforming the existing code base to standard 
design patterns, it would be easier to reuse the code and also easier for programmers to 
both upgrade and improve the code. In addition to stronger adherence to pre-existing 
design patterns, selecting design patterns for portability between desktop and server side 
could have extended the use of the code. 
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Future Direction 
While the initial RGUI is a good prototype, and proof of concept, there are many 
features that need to be added to a long-term project that will increase functionality, 
portability and consistency to the code. In regard to the directions, there are several steps 
to make the code more functional. Verification back-end needs to be completed in order 
to supply error verification information to the RGUI. LINQ (language-integrated 
query) would allow a replacement to the current parsing classes. A Microsoft Silverlight 
based Presentation Layer should be used as soon as it is mature enough for desktop 
applications. The ability to utilize a Silverlight presentation layer would allow the usage 
of both Unit Testing frameworks to assist in the transition of structures across different 
interfaces for the Earlab system. 
I would have done a more iterative process, created a class, and then created a 
unit testing framework to test that specific class before moving on, even if I did not 
change the architecture of the solution at that time in order to get a rapid working 
prototype. Increased familiarity with design patterns and code maintenance has an 
enormous amount to do with the design patterns utilized in the code. 
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