Abstract In this paper we address the problem of generating a candidate role set for an RBAC configuration that enjoys the following two key features: it minimizes the administration cost; and, it is a stable candidate role-set. To achieve these goals, we implement a three steps methodology: first, we associate a weight to roles; second, we identify and remove the user-permission assignments that can not belong to a role having a weight exceeding a given threshold; third, we restrict the problem of finding a candidate role-set for the given system configuration using only the user-permission assignments that have not been removed in step two (that is, user-permission assignments that belong to roles having a weight exceeding the given threshold). We formally show -proof of our results are rooted in graph theory-that this methodology achieves the intended goals. Finally, we discuss practical applications of our approach to the role mining problem.
Introduction
Role-based access control (RBAC) [1] is a well known and recognized good security model for enterprise access control management. Central to the model is the role concept; a role is just a collection of access permissions, and users are assigned to roles based on duties to fulfil [8] . The simplicity of this model is the main reason for its adoption within many medium to large-size organizations. In particular, the RBAC model offers several benefits in terms of simplified access control administration, improved organizational productivity, and security policy enforcement. However, the overhead associated to role definition is often the main obstacle toward its adoption. Indeed, the first step in setting up an RBAC scheme is the role definition. To this aim, the role engineering discipline has been introduced. It refers to the set of methodologies and tools to define roles and to assign permissions to roles according to the actual needs of the company [4] . Existing role engineering approaches are usually classified in two categories: the top-down and the bottom-up approaches. The former carefully decomposes the business processes into elementary components, identifying which system features are necessary to carry out specific tasks. The latter, based on the analysis of existing access controls permissions, elicits a set of roles that correctly describe the existing user-permission assignments. Since this approach can be easily automated, it attracted many researchers and in the literature it is usually referred to as role mining.
A problem recently addressed is the analysis of the effort incurred by administrators when managing the set of roles elicited by role mining algorithms. That is why in [2, 3] an administration cost function has been introduced. An Optimal Candidate Role-Set is a set of roles that correctly describes the existing permissions in such a way that its administration cost is minimized. When new users, new permissions, or new user-permission assignments are added, there is the need to re-compute the Optimal Candidate Role-Set, that could lead to change the role-set in use. In particular, roles could be unstable, in the sense that the introduction of few users or few permissions could drastically change the Optimal Candidate Role-Set. However, unstable roles could be a problem for administrators, because it is difficult to work with frequently changing roles. A role is defined stable if it is not greatly affected by the introduction of new users, new permissions or new user-permission assignments. That is why, when dealing with automated role mining algorithms, the stability of generated roles is a fundamental property that is worth investigating.
Contributions. The main contribution of this paper is to address the problem of finding a core of roles that is both stable and minimizes the cost function of the RBAC configuration. We model this problem with graphs, introducing a three steps methodology that is able to prune user-permission assignments that lead to unstable roles. This way, we are able to build a core of roles that is both stable and minimizes the cost function. These results are formally proved, while a further contribution is to show the relevant practical applications of the proposed methodology.
Roadmap. The remainder of this paper is organized as follows: Section 2 offers an overview of previous approaches to the role mining problem. Section 3 sums up the concepts and the definitions used in this paper. In Section 4 the proposed model is discussed. Section 5 illustrates some of the possible applications of our approach. Finally, in Section 6 conclusions and some possible extensions of the work are presented.
Related Work
The term "role mining" was first introduced by Kuhlmann et al. [9] who applied existing data mining techniques to implement a bottom-up approach. They presented a clustering technique similar to the well known k-means clustering, which requires to pre-define the number of roles. In [12] is described the first algorithm explicitly designed for role engineering, that is based on hierarchical clustering. Another approach to the role mining is due to Vaidya et al. [16] . It is based on considering all possible intersections among permissions possessed by the users. Other approaches to the role mining can be found in [10, 11, 17] . In all these works, the problem of identifying the "interestingness" of roles is only partially addressed. Indeed, the importance of role completeness and role management efficiency resulting from the role engineering process has been evident from the earliest papers on the subject. However, only recently researchers have started to formalize the role-set optimality concept, defining interestingness metric for roles.
Colantonio et al. [2, 3] , introduced the administration cost concept, proposing a metric to evaluate good collection of roles, that leads to obtain easily administrable roles. This approach makes it possible to mine easily administrable roles. Vaidya et al. [14, 15] also studied the problem of reducing the administration effort but, in this case, the cost is simply represented by the number of roles which cover all permissions possessed by the users. They defined this problem as the Basic Role Mining Problem (basicRMP). The authors proposed a branch and bound method, and then a greedy heuristic, to build a set of roles by including, at each step, the role that covers the largest possible set of previously uncovered user-permission assignments. They also demonstrated that basicRMP is NPcomplete. As shown in [5] , not only is the basicRMP problem equivalent to the minimum clique covering, but it can be reduced to many other NP-complete problems, like binary matrices factorization [10, 13] and tiling database [6] to cite a few.
Our approach is slightly different from any other approach. Indeed, though we preserve the existence of a general cost function useful to identify the best possible roles, we aldo introduce a weight metric aimed at excluding the presence of unstable roles.
Background
In this section we introduce the fundamental concepts of the graph theory and some formal definitions of the RBAC standard that will be used in the sequel.
Graphs Theory. A graph G is an ordered pair G = V, E , where V is the set of vertices, and E is a set of unordered pairs of vertices. The endpoints of an edge v, w ∈ E(G) are the two vertices v, w ∈ V (G). Given a subset S of V (G), the subgraph induced by S is the graph whose vertex set is S, and whose edges are the members of E(G) whose two endpoints are both in S. We denote with G[S] the subgraph induced by S. A bipartite graph is a graph where the set of vertex can be partitioned into two subsets V 1 and V 2 , such that for every
A clique is a subset S of V (G), such that the graph G[S] is a complete graph, namely for every two vertices in S there exists an edge connecting the two. A biclique in a bipartite graph, also called bipartite clique, is a set of vertices B 1 ⊆ V 1 and B 2 ⊆ V 2 , such that b 1 , b 2 ∈ E for all b 1 ∈ B 1 and b 2 ∈ B 2 . In the rest of the paper we will say that a set of vertices S induce a biclique in a graph G if G[S] is a complete bipartite graph. In the same way, we will say that a set of edges induce a biclique if their endpoints induce a biclique. A maximal clique or biclique is a set of vertices that induces a complete subgraph, and that is not a subset of the vertices of any larger complete subgraph.
A clique cover of G is a collection of cliques C 1 , . . . ,C k , such that for each edge u, v ∈ E there is some C i that contains both u and v. A minimum clique partition (MCP) of a graph is the smallest collection of cliques such that each vertex is a member of exactly one of the cliques. It is a partition of the vertices into cliques. Similar to the clique cover, a biclique cover of G is a collection of biclique B 1 , . . . , B k such that for each edge u, v ∈ E there is some B i that contains both u and v. We say that B i covers u, v ∈ E if B i contains both u and v. Thus, in a biclique cover, each edge of G is covered at least by one biclique. A minimum biclique cover (MBC) is the smallest collection of bicliques that covers the edges of a given bipartite graph.
Role-Based Access Control and Definitions. We now sums up the main concepts of the RBAC model [1] that will be used in the rest of the paper. In particular, the entities of interest are: PERMS , that is the set of access permissions; USERS , namely the set of all system users; ROLES ⊆ 2 PERMS , that is the set of all the roles; UA ⊆ USERS × ROLES , that is the set of user-role assignments; PA ⊆ PERMS × ROLES, that is the set of permissionrole assignments. Given a role, the function ass_users : ROLES → 2 USERS identifies all the assigned users, and the function ass_perms: ROLES → 2 PERMS identifies all the assigned permissions. In addition to the RBAC standard entities, the set UP ⊆ USERS × PERMS identifies permission to user assignments. In an access control system it is represented by entities describing access rights (e.g., access control lists).
The RBAC model makes it possible to establish a partial order among roles, namely a hierarchy of roles based on the permission set inclusion, identified by the set RH ⊆ ROLES × ROLES. Although very useful in certain applications, we will not consider it, because, in practice, the role hierarchy is not used so much and this greatly simplifies the analysis.
To formally describe the role mining problem we need some others definitions:
Definition 1 (System Configuration). Given an access control system, we refer to its configuration as the tuple ϕ = USERS , PERMS , UP , that is the set of all existing users, permissions, and the corresponding relationships between them within the system.
A system configuration represents the user authorization state before migrating to RBAC, or the authorizations derivable from the current RBAC implementation.
Definition 2 (RBAC State
). An RBAC state is a tuple ψ = ROLES , UA , PA , namely an instance of all the sets characterizing the RBAC model. An RBAC state is used to obtain a system configuration. Indeed, the role engineering goal is to find the "best" state that correctly describes a given configuration. In particular we are interested in finding the following kind of states: Definition 3 (Candidate Role-Set). Given an access control system configuration ϕ, a Candidate Role-Set is the RBAC state ψ that "covers" all possible combinations of permissions possessed by users according to ϕ, namely a set of roles whose union of permissions matches exactly with the permissions possessed by the user. Formally: ∀u ∈ USERS , ∃R ⊆ ROLES :
Definition 4 (Cost Function). Let Φ,Ψ be respectively the set of all possible system configurations and RBAC states. The cost function is defined as cost : Φ ×Ψ → Ê + . It represents an administration cost estimate for the state ψ used to obtain the configuration ϕ.
The administration cost concept was first introduced in [2] . Leveraging the cost metric makes it possible to find Candidate Role-Sets with the lowest possible effort for the administration of the resulting RBAC state.
Definition 5 (Optimal Candidate Role-Set). Given a configuration ϕ, an Optimal Candidate Role-Set is the corresponding configuration ψ that simultaneously represents a Candidate Role-Set for ϕ and minimized the cost function cost(ϕ, ψ).
The main goal of role mining algorithm is thus finding optimal Candidate Role-Sets. Considering the users and the permissions associated with a role, we define a weight function.
Definition 6 (Role Weight).
Let r be a given role, P r be a set of permissions and U r be a set of users associated to r. We indicate with w(r) the weight of r, where w(r) is the function defined as
where the operator "⊕" is associative with respect to multiplication, and c u and c p are real numbers.
The weight can be used as an indicator of the stability of a role. If a role r has a limited weight, it could be unstable, in the sense that the introduction of a new user, or a new permission could drastically change the configuration of the role. In this case, it could be better to manage this role in a simpler way, namely breaking down the role in many single-permission roles, that are easier to manage. This is the main idea of our approach. In particular,we identify the user-permission assignments that can belong only to roles with a limited weight. We manage these assignments with single-permission roles, restricting the role mining problem to the remaining user-permission assignments only. In this way, the elicited roles are representative and stable. Representative because they are used by several users, or they cover several permissions, or both. Stable because they are not much affected by the introduction within the system of new users or new permissions. Once a set of roles that minimize the cost function has been found, introducing a new user or permission may change the system equilibrium whenever roles with limited weight exist. In particular, a new RBAC state could be necessary in place of the current one. This translates in higher administration cost, that is something that RBAC administrators tend to avoid. So, it is preferable a set of roles with a consistent weight, that are more stable and less affected by the modifications of the existent user-permission assignments.
Problem Modeling
The configuration ϕ = USERS , PERMS , UP can be represented by a bipartite graph G = V, E , where the vertex set V is partitioned into disjoint subsets USERS and PERMS , and two vertices u ∈ USERS and p ∈ PERMS are connected by an edge if and only if u, p ∈ UP . A biclique coverage of the graphs G univocally identifies a Candidate RoleSet ψ = ROLES , UA , PA for the configuration ϕ [5] . Indeed, every biclique identifies a role, and the vertices of the biclique identify the users and the permission assigned to this role.
Starting from the graph G, it is possible to construct a new undirected unipartite graph
It is known that finding a clique partition of a graph G = V, E is equivalent to finding a coloring of its complement G = (V, (V × V ) \ E) [5] . Thus, any coloring of G ′ identifies a Candidate Role-Set of the given access control system configuration ϕ = USERS , PERMS , UP , from which we have generated the graph G. Thus, finding a proper coloring for G ′ means finding a Candidate Role-Set that covers all possible combinations of permissions possessed by users according to ϕ; namely, a set of roles such that the union of related permissions matches exactly with the permissions possessed by the users.
In this paper, we face the general problem of generating a Candidate Role-Set that minimizes the administration cost function and that is a stable Candidate Role-Set. We split this problem in three steps:
1. We define a weight-based threshold. 2. We catch the user-permission assignments that do not belong to a role having a weight exceeding the given threshold. 3. We restrict the problem to find a set of roles that minimizes the administration cost function, including only the user-permission assignments that have not been identified in the second step.
In particular, we introduce a pruning operation on the vertices of G ′ , that corresponds to identifying the user-permission assignments that can only belong to roles with a limited weight. These assignments are managed with single-permission roles, namely roles composed by only one permission. Using the pruning operation, we force the assignments to be assigned to roles with a higher weight. An example is shown in Figure 1 : creating single-permission roles for u 1 p 1 we are preventing the assignments u 2 p 1 for a role with a limited weight-composed by the users u 1 and u 2 , and covering the permission p 1 . The same happens for u 5 p 5 and u 5 p 4 . Moreover, we will show that the portion of the graph that survives after the pruning operation is representable as a graph G ′ with a limited degree. Since the step 3 corresponds to the coloring of G ′ , this property can be leveraged using many different coloring algorithms available in the literature that made assumptions on the degree of the graph. The choice of which algorithm use depends on the definition of the administration cost function. Since a biclique corresponds to a role, the previous lemma states that a role r, composed by a set of users U r and a set of permissions P r , cannot exist if all the users in U r do not have all the permissions in P r . If this is the case, we introduce some user-permission relations that are not in ϕ = USERS , PERMS , UP . This lemma has an important implication, that is:
Decomposition of the Bipartite Graph G

Theorem 1. If G is disconnected, the union of the biclique coverage of each component of G is a biclique coverage of G. Moreover, if the biclique coverage of each component is optimal, their union will be an optimal biclique coverage for G.
Proof. From Lemma 1, we know that a biclique across two or more disconnected components of G cannot exist. Thus, each disconnected component has a biclique coverage that cannot intersect with the biclique coverage of any other component. The union of these biclique coverage will be a coverage of G. If the biclique coverage of each component is optimal, their union will be an optimal biclique coverage for G, because the biclique coverage of a component cannot intersect the biclique coverage of another component.
The main consequence of this theorem is that, if the graph G is disconnected, we can study each component independently, and then use the union of the biclique coverage of the different components to build a biclique coverage of G. As we will see, we can use this result to contain the degree of G ′ when the bipartite graph G is disconnected.
The Degree of G ′
In our model, the role mining problem corresponds to finding a proper coloring for the graph G ′ . Indeed, this identifies a Candidate Role-Set of the given access control system configuration. Distinguishing on the function cost used, the optimal coloring could be different. For instance, if the cost function is defined as the number of roles used, the optimal coloring is the one that uses the minimum number of colors needed. But, if the cost function is more complex, the optimal coloring could be one of the other proper colorings. In this section we will analyze the degree of the graph G ′ , highlighting what it represents and how this information can be used to restrict the role mining problem.
The graph G ′ is the graph composed by the same vertices of G ′ , but E(G ′ ) is the complement of E(G ′ ). The graph G ′ is built from the bipartite graph G, where each edge of G becomes a vertex of G ′ , and two vertices of G ′ are connected by an edge if and only if the endpoints of the corresponding edges of G induce a biclique. Thus, a vertex v ∈ G ′ univocally determines an edge e ∈ G. The degree of v ∈ G ′ is the number of edges of G that induces a biclique together with e. Since G ′ is the complement of G ′ , the degree of a vertex v ′ ∈ G ′ is the number of edges of G that do not induce a biclique together with the edge e ∈ G identified by v ′ . From the definition of the degree of a graph, the degree of G ′ is the maximum degree of its vertices. Formally, if e is an edge of the bipartite graph G, indicating with b(e) the number of edges that do not induce biclique together with the edge e, then:
To understand the meaning of the pruning operations that we introduced, it is useful to describe the graphs in terms of RBAC semantic. A vertex of G ′ is a user-permission relation that is present in the matrix UP . An edge in G ′ between two vertices v 1 and v 2 exists if the relative user-permission relations cannot be in the same role, because the user of v 1 does not have the permission in v 2 , or the user of v 2 does not have the permission in v 1 , or both. Thus, if a vertex of G ′ has a high degree, it means that this vertex cannot be colored using the same colors of a high number of other vertices; in other words, this user-permission relation cannot be in the same role together with a high number of other user-permission relations.
This consideration has an important aftermath: if an user-permission relation cannot be in the same role together with a high number of others user-permission relations, it will belong to a role with few user-permission relations, and we can estimate its maximal weight.
The Pruning of the Given Access Control System Configuration
The main idea of our approach to the role mining problem is the pruning of the given Access Control System Configuration: We are trying to identify those user-permission relations that can belong only to roles with a weight lower than a fixed threshold. If a role is composed only by few user-permission relations, its weight will be limited, and its administration cost could be acceptable even if we create for it a few single-permission roles. Moreover, when a change of the access control configuration happens, there is the need to recalculate the optimal candidate role-set. But a role with a limited weight is unstable, in the sense that the introduction of only one new user-permission assignment could drastically change the configuration of the role, according also to the specific cost function considered. Leveraging these observations, we will prune the given access control system configuration, creating single-permission roles for the pruned assignments and restricting the role mining to the rest of the assignments.
Suppose that for each e ∈ E(G) there are at least d other edges, where the relative endpoints induce a biclique together with the endpoints of e. Every edge of G, will not be in biclique with a maximum of |E(G)| − d − 1 other edges. That is:
Lemma 2. If ∀e ∈ E(G) there are at least other d edges, such that the endpoints of each one induce a biclique together with the endpoints of e, then:
Proof. The proof is the consequence of the fact that for each e ∈ E(G),
Thus, chosen a suitable value for d, the idea is to prune the graph G ′ deleting the vertices that have a degree higher than |E(G)| − d − 1. Indeed, as it will be proved in the following Theorem 2, the user-permission assignments relative to these vertices will belong to roles with a limited weight, that could be administered using single-permission roles. Focus on the maximal weight of the roles r the user-permission assignment relative to v can belong to, since each vertex with the same color of v could add at most one user and one permission to the role r, and the weight of r is defined as c U |U r | ⊕ c P |P r |, the maximal weight of r will be c U 
Theorem 2. The pruning operation will prune only user-permission assignments that cannot belong to any role r, such that w(r)
Note that the pruning operation of the vertices of G ′ can be executed directly on the edge of G: it corresponds to the pruning of the edges e ∈ E(G) such that b(e) ≥ |E(G)| − d − 1. The pruning on G, rather than on G ′ , is more convenient, because in this way we have to work directly with a smaller graph G ′ . Once we have a graph G ′ , with a maximum degree of ∆ (G ′ ) we can use a coloring algorithm to find a candidate role-set for the access control system configuration from which we have built the graph G.
Many coloring algorithms known in the literature make assumptions on the degree of the graph. Without our pruning operation, the degree of the graph G ′ could be high, up to |E(G)| − 1. This is the case when there exists a user-permission assignment that must be in a role alone. Note too that, when the graph G is disconnected in two or more components, any edge of one component is not in biclique with all the other edges belonging to different components. This involves a high degree for G ′ , but for the argument given in Section 4.1 we can split the problem considering the different components distinctly, and then join the results of each component.
Applications of Our Approach to the Role Mining Problem
Having a bound for ∆ (G ′ ) makes it possible to use many known algorithms to color a graph. Indeed, finding a coloring for G ′ corresponds to finding a candidate role-set for the given access control system configuration. The choice of which algorithm to use depends on what we are interested in. For example, a company could be interested on obtaining only no more than a fixed number of roles, and to manage the others user-permission assignments with single-permission roles. This could happen when the company has just started a conversion to the role-based access control, and the administrators are not experts of role management. The Naive Approach that we present in the following makes it possible to obtain no more than ∆ + 1 roles (without considering the single-permission roles). The choice of the algorithm to use can depend also on the particular class of graph obtained. For instance, if the given access control system configuration induces a dense graph G, it is possible to obtain ∆ /k roles, where k = O(log ∆ ), covering almost all the existent user-permission assignments. We will show how this is possible using a Randomized Approach based on [7] .
A Naive Approach. It is known that any graph with maximum degree ∆ can be colored with ∆ + 1 colors by the following procedure: choose as arbitrary ordering of the vertices, and color them one at time, labeling each vertex with a color not already used by any of its neighbors. In other words we can find ∆ (G ′ ) + 1 roles that cover all the user-permission assignment which survive after the pruning. With the pruning operation we are disregarding some user-permission assignment; this is the cost that we have to pay in order to have a ∆ degree graph G ′ . But the user-permission assignments that we are disregarding, will belong to roles with a limited weight. So, it is better to create single-permission roles for those assignments.
The value ∆ (G ′ ) + 1 is not the optimum, it is only an upper bound for the chromatic number of G ′ . If the coloring is optimal, namely if it uses the minimum number of colors needed, the candidate role-set found will be the smallest possible in cardinality. This problem is NP-hard and corresponds to basicRMP. If the degree of the graph is known, we can use many algorithms to approximate the solution.
A Randomized Approach. Using the randomized approach of [7] it is possible to generate ∆ /k roles covering all the user-assignments which survive after the pruning, with k = O(log ∆ ). This is a good result when minimizing the number of roles.
The hypothesis about the graph to color are basically two: it must be a ∆ -regular graph, with ∆ ≫ log n, and it must have girths at least 4. The former is not a problem, because we can add some null nodes to the pruned graph G ′ and the relative edges obtaining a ∆ -regular graph. The latter is more complex and we next discuss how to deal with this hypothesis. Every vertex of G ′ is a user-permission assignments in the given access control configuration, this means that it corresponds to an edge of G. Two vertices of G ′ are connected by an edge if the correspondent edges of G do not induce a biclique. Thus, a girth of length 3 in G ′ means that there are three edges of G, and every pair of this, does not induce a biclique. Chosen two edges of G, let A be the event "these two edges induce a biclique" and let Pr(A) be equal to p. If A is the complement of A, then Pr(A) = 1 − p. Chosen three edges, if B is the event "these three edges do not induce a biclique", Pr(B) = Pr(A) 3 , indeed every unordered pair of the chosen triplet of edges must induce a biclique. Thus, Pr(B) = (1 − p) 3 . This is also the probability that, chosen three vertices in G ′ , they compose a girth of length 3. In other words, the probability to have a girth of length 3 in G ′ , depends on the number of edges of the graph G. Therefore depends on how many user-permission assignments exist in the given access control configuration. Indeed, if the number of edges of G is close to the maximal number of edges, the probability p will be very high, and Pr(B) will be close to 0.
However, suppose that G ′ is not completely free of girths of length 3, but there are only a few of such girths. We can still use the randomized approach by removing an appropriate edge for such girths, hence breaking these girths. Note that, removing an edge from G ′ , corresponds to force two edges of G, that do not induce a biclique, to induce a biclique. This means that, with this operation, we are adding some user-permission assignments not present in the given access control configuration. The roles obtained can then be sanitized by removing those users that do not have all the permissions of the role, and managing these users in other ways, for instance, creating some single-permission roles, that will not be numerous since we have shown that, in general, we will only obtain few girth of length 3.
Conclusions and Future Works
In this paper we have proposed a general method to elicit roles using a bottom-up role engineering approach, with the objective to limit the presence of unstable roles and to min-imize the administration cost function. We have proposed a three steps methodology that, leveraging the graph modeling of this role mining problem, achieve the intended results supporting them with formal proofs. A further contribution is to show the applications of the proposed approach. Possible extensions of this work could address: refining the weight function including, for instance, access logs or business information; defining the optimal value of the pruning parameter d.
