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Résumé 
Les documents de type hyperterte HTML (Hypertext Slarkup Language) sont 
de plus en plus utilisés comme source d'information sur les médias électroniques. 
Cependant. ils sont basés sur une structure hiérarchique non-linéaire se prètant mal 
à la mise en forme d'un texte linéaire respectant le contenu du document original. 
L'opération de linéarisation peut donc s'avérer longue et résulter en un manuscrit 
ayant une structure difforme. Cette recherche propose donc des règles permettant de 
développer un système capable de faire une linéarisation acceptable d'un document 
hypertexte spécifié par l'usager. tout en respectant ses intentions pour le texte final. 
Cette linéarisation doit comprendre certaines sections de synthèse comme une table 
des matières. un index et une liste des références. L-implantation d'lin prototvpe 
ainsi qu'une analyse de ses perforrnances sont aussi présentées. 
vii 
Abst ract 
One of the major sources of information on the internet are H T V L  (Hypertert 
Slarkup Langiiage) documents. These documents use a nonlinear structure. which 
cannot easily be converted to a linear representation. Consequently. the linearisation 
can take a long tirne and the final process may result in an incoherent text. This 
research presents a system and a set of rules to perform the linearisation of HTSLL 
documents. Furthermore. the linearisation process builds a table of contents. an 
index and a list of references [rom the HTSlL document. .i prototype and its analysis 
are presented. 
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Introduction 
AU cours des c1crriii.r~~ aririétrs. l'atitoroiito dectroniqiie s'cst graridmicnt cl6vdoppi.c. 
Cr fut rertw à raiisr d'iine plus grarick rapiditP des ordiriatcurs. et tl 'iirir aiigrrim- 
tation cirs pidxniariws titi; r4scaiis (Ir romrriuriication. riiais surtout rw rüisoii de 
l'aiigrrierit at ion sigriificativr du rionihr~ d'usagrrs grice à iiric pliis graricltl Fadi t6 
d ' a d s .  
Cettr augrrieiiration a erigcndrc uric pliis graride titilisatiori tics riiicliiis 6lrc~oiiiqiirs 
coninie sourctl d'irifonriitt ion. En part iciilier. un des n d i a s  <Ir l'au toroii t e 6lw t rorii- 
que en pleine croissancr est I'organisatiori \\orid Kidc \ \eh (\\*\Y\\'). Ccatte organi- 
satiori propose à ses usagers une quanti té impresssionnarite d'inforrria tiori proveriarit 
de divers poirits du globe. Cette information est accessible par l ' iriterrii6dir de 
logicids utilisant uri r6seati de communication pour transmettre la tlocurrit~ntation. 
Le World Rïcle \Veb structure I'information sous forme de tlociinients hypertextes. 
L'avantage (les dociinients hypertextes est de développer de gros tlociirrients sous la 
forrnc de petits documents liés enseniMe par des liens logic~iits. Ln dociirnent peut 
donc être vu comme un graphe où les noeuds sont associés ails fragments de teste. et 
les liens qui relient des points d'ancrage clans rcs n o ~ u d s  coninw des relations entre 
ces fragnicnts cir texte. DP cette façon. un gros (loriinirnt priit couvrir tous IPS as- 
pects d'un langage informatique. alors qti'iin de ses sous-dociments ne s'intrrressera 
q u i u s  li brairics graphiques di1 langage. 
Cette méthode pprniet iî I'usager. lorsclii'il est à une station dc travail. de rapidernent 
consul ter. par rxrniplr. lin ciltail précis dans iin rrianuel (le ref6reric.e iriforniat icliie. 
Par contre. s'il ciésirc consulter cette information sous Ia fornie d'un nianiiel irnprinié. 
que ce soit pour 1-apprentissage ou hicn seulenient pour éviter la restriction d'avoir 
à utiliser unr station clr travail. cettr niét hode peut rsiger lin rffort supplémentaire 
dr la part dc I'usager pour produire le format cI4siré. 
Qui dc nous n'a jarriais ms-é d'iniprirrier I'inforniation <.ontmut. clans un site \iixld 
CVide \\-eh qui nous intéressait ' IIêrri~ si certains logiciels. dorinant accPs ail \ii)rld 
Wclr ii+b. nous permettent de traduirr 1-iriforniütion clans un forniat dirwtrrricrit 
inipriniahle. aucun de ces logiciels rie nous prrrric t cle parcourir atitoiiiat iqtienimi 
toiitc l'inforrriation contenue claris le site et d'en irnprirricr airisi <-liacilne des parties 
dans un  orclre logiqiie. De toute nianière. le documcnt produit rir coiitimdrait pas 
iiiie tüblr des niatièrrs. une liste des figures. une liste des rt'f6rrncrs ou iin iridrs qui 
facilitent l'utilisation de gros docunierits. 
1.1 Obectifs 
L'objectif est donc de partir d'un noeucl (fichier) faisant partie tf'iin site \\brld Wcle 
\Y&. de récursivement de suivre les lieris appropriés pour génCrt'r un docunicnt 
linéaire cohérent. et de lui ajouter les sections suivantes : table des matières. liste 
de références. liste de figures et un iiides. Pour finir. il faut convertir ce docurlierit 
dans un autre forniat (ASCII. LUYEX. Postscript) pour en facilit~r la mise cri page. 
1.2 World Wide Web 
L'organisation World \Vide Web peut se définir comme un ensemble de serveurs régis 
par des conventions et un protocole de communication HTTP (HyperTert Transfert 
Protocole) (Berners-Lee. 1993). Cette organisation est accessible par différents types 
de logiciels disponibles sur le marché informatique. 
Le langage utilisé par le \ V W W  est le langage HTSIL (HyperText Markup Language) 
(Berners-Lee, 1993). Ce langage dérivé de la norme SGUL (Standard Generalized 
Markup Language) (Nordin. Barnard et  Slacleocl, 1993: Goldforbs. 1990) permet 
de structurer les documents tout en ayant la possibilité de créer des liens internes 
et externes entre eux. 
1.3 Problématique 
Plusieurs questions se posent cependant pour produire un document linéaire à partir 
d'un site World Wide Web: 
quels liens hypertextes doivent être suivis pour parcourir tout le graphe et briser 
les références cycliques: 
les niveaux d'entête (section. sous-section. etc.) doivent être ajustés selon la 
profondeur relative au noeud sélectionné par l'usager: 
le nom de chaque identificateur HTML doit être unique dans un noeud. Lorsque 
plusieurs noeuds sont joints ensembles dans un document linéaire. leurs iclent i- 
ficateurs doivent et re modifiés pour en assurer l'unicité: 
les liens à des identificateurs HTML inclus dans le noeud doivent être modifiés 
en fonction des changements effectués. Les liens à des noeuds auparavant es- 
ternes. qui sont inclus dans le document linéaire. doivent être transformés en 
des liens internes et leurs identificateurs modifiés en conséquence; 
0 une table des matières. une liste des figures. un index ainsi qu'une liste de 
références bibliographiques peuvent être générés pour le document linéarisé. 
Ce mémoire de maitrise se présentera comme suit : Le chapitre suivant contient une 
revue bibliographique qui fait le point sur la recherche effectuée dans le doniaine 
de la linéarisation de documents hypertextes. Ce chapitre définit aussi les normes 
et les protocoles utilisés. 11 présente enfin les outils utilisés dans le cadre de ce 
projet. Le second chapitre préserite les règles et l'algorit hme de linéarisation que 
nous avons développé pour effectuer la linéarisation d'un document hyperterte. Le 
troisième chapitre met en évidence les avantages et désavantages du système proposé 
et présente une implantation du sytèrne. La performance de cette implantation est 
étudiée et discutée. La conclusion termine te mémoire. 
Revue de la littérature 
La recherche bibliographique se compose de trois parties. Le premier volet traite 
de la recherche faite sur la linéarisation de documents hypertextes. L'organisation 
World Wide CVeb étant très récente. la majorité des travaux se concentrent sur des 
documents créés par des outils permettant de structurer I'inforniation sous forme hy- 
pertexte (HyperCard, gIBIS. etc.). plutôt que sur des documents construits ii l'aide 
du langage HTSLL, spécifique au World Wide Web. La deuxième partie présente les 
normes et certains protocoles utiles à la compréhension du projet. Enfin, la dernière 
partie traite des outils utilisés pour implanter le prototype. 
2.1 Linéarisation de documents hypertextes 
La tache de produire une "vue" linthire d'un document hypertextc a attiré l'attention 
de plusieurs chercheurs dans le domaine. Selon Bench-Capon. D unne et Stani ford 
(1992.1993). la linéarisation est un cas spécial du problème de la naviguation dans 
un environnement hypertexte. Ce problème comprends 2 difficultés majeures: tout 
d'abord la structure de liens d'un document hypertexte peut être extrêment com- 
plexe et ainsi augmenter le niveau de difficulté pour parcourir tout le texte. La 
seconde difficulté est que plusieurs documents linéaires peuvent être produits par- 
tir d'un seul document hypertexte: certains de ces documents seront plus spécifiques 
à un groupe de lecteurs, d'où l'utilité de créer des classes de lecteurs pour répondre 
adéquatement aux besoins de chaque usager. Pour résoudre ces problèmes, les au- 
teurs ont donc décidé d'ajouter des attributs à la structure du document et ainsi créer 
une description du document. Furuta (1988) définit la description d'un document 
comme étant Ia définition d u  contenu d'un document et la définition de Ia struc- 
ture du document. Le contenu d'un document est formé d'objets atomiques teis que 
mots, figures. tables, etc.' structurés de façon à comniuniquer le sens et l'intention 
de l'auteur a u  lecteur. La structure du document définit la forme du  document en 
décrivant la façon dont Les objets atomiques sont assemblés dans une structure de 
niveau supérieur. Dans un autre article. Bench-Capon. Dunne et Staniford (199%) 
ont proposé une manière de décrire la structure d h n  document par des graphes acy- 
cliques. L'irnposit ion cle l'absence de cycle simplifie le problème de linéarisat ion. Ces 
graphes ont un nombre fini d e  noeuds et définissent explicitement un noeud d'entrée 
et de sortie qui permettent de  parcourir tout le graphe. De plus. il est impossible 
de visiter le menie noeud deux fois. puisque dans un document linéaire chaque frag- 
ment de texte doit apparaître seulement une fois. La linéarisation peut donc être 
vue comme une tache qui s'effectue en deux temps. Premièrement. il faut trouver 
une façon de modéliser l'information hypertexte dans un document sous la forme 
d'un graphe acyclique. Deuxièmement. il faut produire une linéarisation du modèle 
construit. Les mêmes auteurs ont aussi été les premiers à proposer une définition 
formelle d'un document hypertexte : 
DéJinition 2.1 : Ln document hypertexte H, utilisant un ensemble de caractères (ou 
alphabet). E est défini par le quintet de variables suivant: 
où 1.- = 1.3. . . . . n un ensemble fini de noeuds appartenant au graphe: 
E C I-  x I -  est un ensemble fini de liens appartenant au graphe: 
Ab. : L* + S* est une fonction d'étiquetage de noeuds: 
X E  : E -+ Z* est une fonction d'étiquetage de liens: 
y : 1- + 5' est la correspondance décrivant le contenu de chaque noeud. 
Définition 2.2: Pour une correspondance AR provenant d'un ensemble quelconque 
R sur Y. on définit l'ensemble des Noms( AR ) par : 
def Noms AR = CI : 3 1  E h? XR(x) = CI 
Nous obtenons donc. Noms(Xi-) est l'ensemble des étiquettes pour les noeuds utilisés 
et Noms( / /E)  l'ensemble des étiquettes pour les liens utilisés. Nous assumons une 
étiquette nulle pour les deux ensembles. 
Avec cette définition. les auteurs ont adopté une approche se basant sur I'utilisation 
d'espressions régulières provenant d'iin langage formel et théorique. 
Cette approche peut se résumer de la façon suivante: En introduisant le concept 
d'expressions régulières étendues et en définissant comment ces espressions peu- 
vent être utilisées pour définir une famille de graphes acycliques. on peut définir 
une correspondance entre les chemins d'un noeud source à un autre noeud situé 
dans le graphe et un ensemble de caractères générés par l'expression régulière cor- 
respondante. Finalement, en visualisant la linéarisat ion comme un sous-rrisrmble 
ordonné de noeuds hypertextes, et en admettant commme spécification une espres- 
sion régulière. une linéarisation peut être définie comme étant la séquence de noeuds 
qui génère une chaine de caractères pouvant correspondre à l'expression régulière 
spécifiée pour une certaine classe de lecteurs. 
Cette approche comporte un certain nombre d'avantages et  de désavantages. Parmi 
les avantages on peut citer la probabilité nulle d e  se perdre pendant la naviguation 
et surtout l'assurance d'extraire toute l'information essentielle même à partir d'un 
réseau de noeuds corn pleses. Par contre. certaines faiblesses peuvent sumeni r dans 
une application pratique. Tout d'abord la spécification de ['ordre d'apparition des 
noeuds dans un document ne peut être produite qu'à partir des liens qui sont ex- 
plicitement définis. Lne séquence ne pourrait pas utiliser des liens implicites pour 
exécuter la linéarisation puisque ceux-ci sont impossibles dans un environernent 
hypertexte. Ensuite' les systèmes hypertextes sont construits sous la forme d'une 
hiérarchie de  noeuds. alors que les graphes opèrent seulement au niveau du noeud. 
ils ne peuvent pas combiner plusieurs sous-niveaux de  hierarchie simultanément. 
Dans un autre article. Subbotin e t  Subbotin (1992) ont développé un logiciel qui 
sert d'agent orienteur pour structurer et organiser de façon linéaire de  l'information 
construite sous forme hyperteste. Leur logiciel traite l'information hypertexte en se 
basant sur les concepts suivants : 
Un noeud hypertexte se définit cornnie étant un texte indépendant véhiculant 
une idée. un fait ou une affirmation. Le. une unité monosémantique. 
Ln mot-clé peut être assigné à un noeud pour en définir son contenu. L'usage 
principal des mots-clé se situe dans le processus automatique de création de 
liens entre les noeuds. Ils jouent le rde  de  descripteur externe d'un noeud et 
d e  son contenu. 
Les lieris hypertestes s'établissent entre les noeuds en se basant uniquement sur 
leurs similitudes sémantiques. une similitude sémantique s'établit lorsqu'une 
paire de  noeuds peuvent être connectés par un lien d u  type "par conséquence". 
" par exemple''. "en se basant sur" etc. Pour éviter une approche arbitraire. tous 
les liens pouvant être établis doivent l'être. Les liens sont bidirectionnels et ne 
comportent aucun poids puisque la cohérence d'un texte ne dépend aucunement 
du type de relation qui unit les phrases qui le composent. 
Les auteurs ont aussi identifié l'importance de développer une interface flexible 
entre le linéarisateur et n'importe quel type de base données ou de réseau. ceci 
pour permettre plus facilement l'importation de l'information vers le 1inParisateur 
et l'exportation du document linéaire vers l'usager. 
Dans un autre article. Sharples et Godlet (1994 ont présenté une comparaison de 
deux algorithmes permettant d'effectuer une linéarisation sur un réseau de noeuds 
hypertextes. 
Les auteurs ont d'abord identifik les contraintes pour un algorithme général de 
linéarisat ion. 
L'algorithme doit s'appliquer B n'importe quel type de graphe. cyclique ou 
acyclique. comprenant des liens étiquetés ou non. La linéarisation doit donc 
pouvoir s'effectuer sur un graphe cyclique avec des liens sans étiquette. tout 
en prenant avantage de l'information sur les liens hypertextes si celle-ci est 
disponible. 
Il doit être en mesure de pouvoir effectuer une linéarisation à partir de n'importe 
quel noeud de départ. et parcourir l'ensemble des noeuds. 
11 doit garantir la fin de la linéarisation lorsque tous les noeuds du graphe ont 
été ajoutés Q la liste linéaire. Cette condition peut être omise si on a de bonnes 
raisons d'inclure un noeud plusieurs fois dans la liste (par exemple si ceus-ci 
sont séparés par une grande distance dans lc graphe). 
Le temps pour traverser un réseau de noeuds doit être acceptable pour un 
usager lorsque le graphe ne comporte pas plus d'une centaine de noeuds. La 
complexité de l'algorithme devrait être généralement de l'ordre O(n) où n est 
le nombre de noeuds dans le graphe. 
O L'algorithme doit être en mesure d'utiliser toute l'information disponible pour 
effectuer la linéarisation. 11 ne devra pas exiger d'aide de la part de I'usager pour 
guider la linéarisation. sauf pour indiquer le noeud de départ. L'information 
que l'algorithme peut utiliser est le nom des noeuds. le contenu des noeuds. 
l'étiquette des liens. la connectivité des noeuds dans le graphes. le temps de 
création et  l'espace entre les noeuds dans le graphe. 
O L'algorithme doit et re déterministe. l'ordre de la linéarisation doit être entière- 
ment déterminé par l'information contenue dans le réseau. et non pas par des 
caractéristiques arbitraires du programme de linéarisat ion. 
O Il doit être en mesure de produire une liriéarisation acceptable pour un lecteur. 
Tel qu'expliqué précédemment. l'organisation World Wide Web s'étant développée 
récemment, la majorité de la littérature que nous venons de parcourir se concentre 
sur la linéarisation de base de données créées à partir d'outils spécifiques à certaines 
plate-formes et développées dans un but particulier. Ainsi la majorité de ces outils ne 
suivent aucune norme pour construire leurs documents hypertestes et utilisent des 
langages qui leur sont spkifiques. L'avantage du  World Wide Web est d'utiliser iiri 
langage qui est dérivé d'une norme. SGhIL. et qui rend la structure de l'inforniation 
identique pour tous les utilisateurs. 
2.2 Normes et protocoles 
2.2.1 SGML 
Le langage SGML (Standard Generalized Markup Language) (Nordin. Barnard et 
Macleod, 1993: Goldforbs. 1990) permet de représenter la structure d'un document. 
Ce langage agit comme une norme dans la définition de document. Développé par 
un groupe de travail composé d'experts internationaux, SGML fut défini comme 
la norme ISO 8879. SGhIL définit les commandes textuelles qui sont ajoutées aux 
données du document. Ces commandes sont ensuite utilisées pour traiter l'information 
contenue dans le document. et sont appelées délimiteun (markup). Il existe 4 types 
de délimiteurs : 




Le langage SG!dL est donc un outil qui permet de définir et d'implanter certains 
aspects de l'ensemble des processus qui sont appliqués sur un document. Cet ensem- 
ble de processus est appelé application SGML. Cne application SGML inclut une 
spécification formelle des délirni teurs utilisés pour structurer le document. 
Cne application SGML inclut normalement une définition du type du document. un 
ensemble d'entités. et une notation du contenu de l'inforniation. La définition du 
type de document (DTD) est l'ensemble des règles d'une application qui applique 
le système SGSIL aux délimiteurs d'un type de document en particulier. Les para- 
graphes suivant montrent la relation entre une instance d'un document SGSIL et sa 
DTD. 
L'ne instance d'un document SGlIL: 
<section> 
Summary of &plan; Plan Elements 
<section> 
Highway System 
A base network of roads for people 
goods movement designed to operate at maximum effiency 
</para> 
< list > 
*Completion of Measure &oquote; A&cquote; 
*Emphasis on commuter lanes 
*Capacity improvements in 101 
< / k t  > 
</section> 
</section> 
et la DTD correspondante: 
<! ENTITY % text "(# PCDATA - xref)*" > 
<! ELEMENT section - (head, para-list)*,section*) > 
<! ELEMENT (head, para) - O (%text)> 
<! ELEMENT list - (item+) > 
<! ATTLIST list type (bullet-number)bullet)> 
<! ELEMENT item - O (%text; , k t ?  )> 
<! ENTITY strtitem STARTTAG "itemv> 
<! SHORTREF listmap "*" stritemi 
<! USEMAP listmap list > 
<! ELEMENT xref - O EMPTY> 
Dans l'exemple précédent on peut remarquer dans la DTD. la définition d'une liste 
pouvant contenir un ou plusieiirs items. Le délimiteur de l'item peut aussi être abrégé 
en utilisant le caractère A*" (défini à l'aide de la conimande SHORTREF). C'est ce 
qui est utilisé dans l'instance t h  document SGM L associé à cette DTD, lors de la 
définition d'une liste d'items. 
SGML peut représenter des documents de structure arbitraire en modélisant ceux-ci 
sous forme d'arbre contenant des connexions supplémentaires entre les noeuds. Cette 
technique s'applique bien puisqu'en pratique la majorité des documents convention- 
nels sont en fait des arbres structurés. à l'exception des noeuds terminaux (feuilles) 
qui eu': contiennent l'information textuelle. Chaque noeud dans un document SGML 
est un élément où le descendant d u  noeud est le contenu de cet élément. (voir figure 
2.1) 
Ln élément est une composante hiéarchique définie par le DTD. Il est identifié dans 
l'instance d'un document par un délimiteur descriptif. Cn type d'élément est une 
classe doéléments ayant des caractéristiques similaires (Le. paragraphes. chapitre. 
résumé ou bibliographie). Cn élément peut aussi se caractériser par certains at- 
tributs qui lui sont spécifiques. 
Une application SGML est une abstraction qui peut ê t re  réalisée sous différentes 
formes. Pour des raisons pratiques. l'implantation d'une application SG3IL se fait 
souvent B l'aide d'un système informatique comprenant un logiciel spécifique au type 
de document. Cette implantation se nomme système SGML et comprend un analy- 
seur lexical SGML et  un outil qui gère les entités. Par exemple. Framehlaker offre 
un environnement intégré permet tant de développer des applications SGbIL. Cet 
environnement comprend un outil permettant de définir les éléments du langage. 
un analyseur lesical et des filtres permettant de  convertir des documents SGML 
dans un format particulier. Cne entité est une collection de caractères qui peut être 
référencée comme étant une unité. Ln analyseur lexical SGML est un programme (ou 
une portion de programme. ou une combinaison de plusieurs programmes) qui re- 
connaît les délimiteurs dans un document SG'rIL. L'analyseur lexical SGML exécute 
les mêmes forictiocs que l'analyseur lexical dans un compilateur de langage infor- 
matique. L'outil qui gère les entités est aussi un programnie qui. comme un système 
de fichier ou une table de symboles. maintient e t  donne accès aux multiples entités. 
Bien que SGML établit la représentation des documents et les spécifications du pro- 
cessus. il ne codifie pas la sémantique du processus. Comme résultat, une application 
s'exécutant sur un document SGSIL peut faire appel à un analyseur lexical SGML 
pour reconnaître les spécifications du  processus, mais l'application elle-même devra 

les interpréter et agir en conséquence selon la commande reconnue. Cette partie est 
appelée l'architecture du document et contrôle tous les aspects de l'application. 
Les principaux avantages d'utiliser SGML pour représenter un document sont : 
0 I'utilisation de programmes communs qui sont indépendants de l'architecture 
du document et qui opèrent directement sur la structure du document: 
0 l'usager peut diviser un document en plusieurs sous-documents transparents à 
l'architecture: 
des liens hypertextes peuvent être établis dans le document et entre les docu- 
ments, tout en étant transparents à l'architecture. 
On peut donc résumer qu'un document SGML est représenté comme une séquence 
de caractères. physiquement organisés dans une entité. et logiquement organisés 
dans un élement tel que décrit plus haut. Il comprend des caractères de données qui 
représentent le contenu de l'information et des caractères délimiteurs qui représentent 
la structure des données. 
L'organisation logique d'un document consiste en une structure d'élément d'une ou 
plusieurs hiérarchies (arbre). chacune se conformant à sa définition de type de doc- 
ument (DTD). Les entités comprises dans le document représentent l'organisation 
physique. 
SGSIL coordonne donc tous les aspects de la définitioii d'un type de document. Ainsi 
un langage peut utiliser cet outil pour définir ses propres spécifications. C'est ce que 
le langage HTML (Hypertext Markup Language) effectue pour établir ses règles de 
définition. 
2.2.2 HTML 
Le langage HTBIL (Hypertext 4larkup Language) (Berners-Lee, 1993) est un système 
simple de délimiteurs utilisés pour créer des documents hypertextes et qui est portable 
d'une plate-forme à une autre. Les documents HTSIL sont des documents SGML 
avec une sémantique générique appropriée pour représenter l'information pour une 
vaste variété d'aplications. Il peut servir de medium pour représenter le courrier 
électronique. des groupes de nouvelles (newsgroup) hypertextes. de la documenta- 
tion hypermédia . de la documentation conventionnelle. des menus avec options ou 
des résultats de recherche dans des bases de données. 
HTSIL est utilisé par le groupe doinformation globale World Wide Web depuis 1990. 
Le langage est défini comme une application du Standard International IS08879: 
1986 Standard Generalized 'vlarkup Language (SGML). Ce langage n'est pas en- 
core un standard formel pour le World Wide Web bien que le groupe de travail 
IETF HTML travaille pour peaufiner le langage pour qu'il puisse le devenir. Le lan- 
gage HTSIL est un médium pour lier ensemble l'information provenant de différentes 
plates-formes. Il permet d'éviter les problèmes de compatibilité entre différents types 
de format de documents et offre une interface simple aux propriétaires de systèmes 
d'informat ion. 
Cne instance HTSIL ressemble à un fichier texte. à l'exception que certains car- 
actères sont interprétés comme des délimiteurs. L'instance représente une hiérarchie 
d'éléments. Chacun de ces éléments a un nom, des attributs, et un contenu. L a  
plupart des éléments ont un délimiteur de départ qui contient le nom ainsi que les 
attributs, un contenu et un délimiteur terminal. Par esemble un document HTML 
peut ressembler à ceci : 
<HTML> 
<HEAD> 





Ln exemple de structure 
< / H l >  
<P> Ln paragraphe typique < /P>  
<CL> 
<LI> 








Chaque élément débute avec un délimiteur, et tous les éléments qui ne sont pas vides 
se terminent avec un délimiteur. Les délimiteurs de début sont marqués par un < 
et un >. et les délimiteurs terminaux par un </ et un >. Le nom de l'élément suit 
immédiatemment le délimiteur de début. Les attributs d'un élément consistent en 
un nom suivi d'un signe égal et d'une valeur. La valeur est habituellement spécifiée 
par une chaîne de caractères incluse entre des guillemets. 
Cne propriété imp 
teste qui identifie 
debut et la fin des 
hypertextes dans 1 
ortante du langage est l'ancrage. L'ancrage est un morceau de 
le début ou la fin d'un lien hypertexte. Le texte situé entre le 
déliniiteurs est soit la destination ou le départ du lien. Les liens 
e langage HTML sont exprimés à l'aide d'un identificateur de 
ressource universelle (CRI) (Berners-Lee. 1993). Cet identificateur définit le proto- 
cole de communication avec lequel le lien hyperteste sera accédé, ainsi que la locali- 
sation de la destination. Les protocoles de communication supportés habituellement 
par les logiciels qui donnent accès au N W L V  sont : 
0 HTTP (Hypertext Transfert Protocol) (Berners-Lee. 1993): 
FTP (File Transfert Protocol) (Postel et Reynolds. 1983): 
Gopher (Ankleseria. hlcCahil1. Lindner. Jonshon. Torrey et Alberti. 1993): 
NNTP (Network Sews Transfert Protocol) (Kantor et Lapsley, 1986): 
(Wide Area Information Service) (Davis. Kahle. Morris. Salem. Shen, 
Wang, Sui et Grinbaurn. 1990). 
Ces protocoles de communication fonctionnent sur la base d'un paradigme requête / 
réponse. Le programme requérant (appelé client) établit une connexion avec un pro- 
gramme répondant (appelé serveur) et  envoie une requête au serveur sous la forme 
d'une conimande contenant une version du protocole. un identificateur de ressource 
uniwrselle. de l'information sur le client et possiblement de l'information. Le serveur 
répond par une ligne statuant sa version du protocole ainsi qu'un code d'erreur ou 
de su(:cès. suivi du contenu de l'information. 
Certains de ces protocoles (HTTP et FTP) supportent la présence de semeur proxy 
( p r o q  semer) et de passerelle (gateway). Ln serveur proxy est un programme in- 
termédiaire qui agit comme client et cornnie serveur permettant de rediriger les 
requêtes. Ce type de programme est habituellement utilisé comme porte d'entrée 
dans un &eau protégé par un mur coupe-feu (firewall). Cne passerelle est un serveur 
proxy qui permet, en plus de rediriger les requêtes, de les traduire dans un protocole 
différent. 
2.3 Environnement de développement 
Pour développer ce projet nous avons utilisé l'environnement de développement 
41odula-3. qui offrait une grande variété de  librairies, ainsi que plusieurs outils per- 
mettant de déverminer et d'analyser la performance d'un logiciel en exécution. Cet 
environnement de développement offrait aussi une librairie graphique. FormsVBT. 
qui facilite la tâche pour la réalisation d e  l'interface graphique du prototype. Les 
sections suivantes décrivent brièvement le langage hlodula-3 ainsi que sa librarie 
graphique FormsVBT. Puisque les résultats de la linéarisation pourront être présentés 
selon deus types de format ASCII et L'TEX. la dernière section présentera rapide- 
ment le format .\SC11 et le langage L'TEX 
La  connaissance des notions de langages orientés objets sera essentielle au développe- 
ment de notre prototype. Ln avantage intéressant des langages orientés objets est 
leur facilité de modéliser un problème réel. Par exemple. une entité physique tel 
qu'un fichier. représentant un Fragment de texte dans un document hypertexte. de- 
viendra désormais un objet nommé fichier qui aura ses attributs te1 que le nom 
du  fichier. son chemin relatif. son extension, et qui possédera ses propres fonctions 
spécifiques (méthodes). La programmat ion niodulaire facilite la nianipulat ion des ob- 
jets. Les principales caractéristiques des langages orientés objets s'4numèrent comme 
suit: 
structure modulaire; 
O abstraction des données: 
O gestion automatique de la niémoire (Ramasse-miet te automatique); 




Le langage Modula-3 (Harbinson. 1992) ne possède pas la notion d'héritage multiple. 
Cependant. le langage orienté objet llodula-3. possède en plus. les caractéristiques 
suivantes: 
contestes d'exécution niultiplc: 
un mécanisme facilitant la récupération des erreurs: 
une excellente librairie d'outils graphiques. 
2.3.2 FormsVBT 
FormsVBT est un système conçu pour construire des interfaces usagers graphiques 
(GCI Graphical User Interfaces). Développé par Marc Brown et James lIeehan 
(1993). FormsVBT consiste en un langage permettant de dlcrire Ihterface entre 
l'usager et I'application, un interpréteur permettant de construire l'interface, et une 
librairie dynamique permettant la commuriication entre le code de l'application et 
l'interface usager. 
L'iriterpréteiir de ForrnsVBT (jonnsedit) offre un éditeur de teste ainsi qu'une vue 
de l'interface usager lorsque celle-ci est interprétée correctement. 
2.4 ASCII 
Le format .ASCII (American Standard Code for Information Interchange) est un 
système permettant d'encoder les caractères pour que ceux-ci puissent être lus en 
format binaire par les ordinateurs. 
Conçu par Leslie Lamport (1994). LTEY est un langage permettant de construire 
un système pour préparer et mettre en page une grande variété de documents. Basé 
sur le programme TES, créé par Donald Knuth (1994). la première version apparut 
vers 1985. et depuis ce temps E T ~ Y  s'imposa rapidement comme le langage pour 
écrire un document ou un article dans la communauté scientifique et académique. 
L'aspect bibliographique du projet de recherche venant d'être couvert. le prochain 
chapitre présente le système proposé en détail. 
Définition du système 
Le système présenté dans cette recherche se base sur une série de règles qui sont 
intégrées dans le document lors de sa structuration afin d'en simplifier la linéarisation. 
L a  linéarisation s'effectue d'abord en extrayant l'information relative aux règles de 
linéarisation et ensuite en les interprétant pour construire le document linéaire. 
Cette méthode n'utilise donc aucune heuristique, tel que vu précédemment dans la 
recherche bibliographique. Par contre, dans le futur. le système pourrait incorporer 
certaines fonctions heuristiques permettant la linéarisation de documents n'ayant 
pas été construits selon ces règles. 
En général, un document hypertexte situé sur un site World Wide Web comporte 
toujours un noeud d'entrée communément appelé indezhtml. Cet index sert habituel- 
lement à introduire au lecteur le sujet général traité par le site, et ensuite le référer 
aux sujets spécifiques à l'aide de liens aux sous-documents. Ces liens sont habituelle- 
ment ordonnés dans une liste: il est donc facile de linéariser ce genre de document 
puisque le noeud d'entrée sert d'introduction au document linéaire, et liste les liens 
a u  éléments qui forment les sections ou chapitres. SIalheureusement, tous les si tes 
ne sont pas structurés de cet te façon. d'où l'utilité d'utiliser certaines heuristiques 
permettant de diriger la linéarisation dans le graphe de noeuds pour produire un 
document linéaire cohérent. 
L'adoption d'un système utilisant des règles prédéfinies repose sur le fait qu'il est 
plus simple de produire un document linéaire qui respecte les intentions premières 
du rédacteur si celui-ci a déjà spécifié à la construction du document hypertexte 
une vue linéaire de celui-ci. En effet l'utilisation d'heuristique exige une complexité 
beaucoup plus grande pour produire un document linéaire cohérent sans interven- 
t ion humaine. 
Ln site World Wide Web peut être modélisé selon la figure 3.1. Cette structure 
représente un réseau de noeuds où chaque noeud représente un fichier HTbIL. qui 
peut contenir un document ou  une partie de documerit HTSIL. Les liens entre les 
noeuds représentent les références que chaque document hypertexte (fichier HTSIL) 
établit avec les autres documents. Deux types de références existent : les références 
externes (exemple: lien A et B pour le noeud # 1 sur la figure 3.1) qui sont des 
liens dont le point &ancrage de la destination se situe dans un autre noeud (fichier 
HTLIL). et les références internes (exemple: lien C pour le noeud # 2 sur la figure 
3.1) qui sont des liens où le point d'ancrage de la destination est situé dans le même 
fichier HTML. 
Tel que vu dans le chapitre précedent, un fichier HTML (correspondant à un noeud 
dans un site Web) est habituellement structuré de cet te Fqon : 
<HTML> 
<HEAD> 
cTITLE> Ln échantillon d'une instance HTSIL c/TITLE> 
c/HE..AD> 
<BODY> 
---- i Liens a ne pas suivre j 
i .-.-- Ref&ences internes ' 
j 
j 
Figure 3.1: Structure d'un site World Wide \Veb 
< H l >  
Ln example de structure 
</Hl> 
<P> Ln paragraphe typique </P> 
<CL> 
<LI>  










Dans cette structure. seulement le titre est obligatoire. La structure <BODY> 
débute irriplicitement après le <TITLE>. si le <HEAD> et le <BODY> n'ont 
pas été spécifiés. Lors d'une linéarisation. la progression à travers le W e b  débute au 
noeud spécifié comme étant la racine. i partir de ce point, les liens hypertestes sont 
suivis dans une recherche en profondeur en suivant les règles définies par le système 
et l'algorithme de Iinéarisation. 
3.1 Définition des règles 
Les règles définies pour effectuer la linéarisation sont les suivantes : 
chaque noeud atteint. on assigne un identificateur unique dérivé de son GRL 
(Lniform Resource Locator). L'ne liste des noeuds visités. appelée liste VISITE, 
est construite. La liste contient pour chaque noeud visité: l'identificateur du 
noeud . son LRL et son chemin relativement a u  noeud spécifié comme étant la 
racine. 
chaque noeud atteint. on vérifie si ce noeud n'a pas été précédemment visité 
pour identifier toute référence cyclique. Cette vérification s'effectue a l'aide de 
la liste de noeuds VISITE construite à la première règle. Lorsqu'un noeud déjà 
visité est rencontré de nouveau. il peut ou ne pas être suivi selon l'option de 
l'usager. mais un avertissement est émis. 
Dans le langage HTML. les sections (chapitres. sections. sous-sections. . . . ) 
sont délimitées par les éléments <DIV> et </DIV>. Ces éléments peuvent 
être utilisés comme récipients pour encapsuler les niveaux. et peuvent être 
caractérisés par l'attribut CLASS du langage. Le niveau des entêtes (<Hl>) 
identifiera le titre de la section alors que sa profondeur sera relative au nombre 
de divisions dans lequel il est inclus. En pratique. peu de documents utilisent 
l'élément <DIV >pour spécifier la profondeur. La conwrition proposée ici est 
que la profondeur effective d'un entête soit le nombre de divisions ayant la 
classe SECTION, dans lequel elle est incluse' plus la valeur de son entête. 
L'élément DIV peut être aussi utilisé comme identificateur de section de docu- 
ment (<DIV CLASS=.\BSTRACT >. . . </DIV> <DI\.' CLASS=APPENDIX> 
. . . </DIV>). Si un élément DIV sert à la fois de délimi teur hiérarchique et 
d'identificateur, sa syntaxe sera la suivante <DIV CLASS=SECTION,ABST- 
RACT >. 
Les liens avec l'attribut REL=INCLC'DE sont automatiquement suivis. Le lien 
sera remplacé par l'élément DIV avec son chemin comme identificateur. La 
valeur de ses entêtes ne sera pas modifiée. L'opération se fera comme suit : 
<A REL=INCLCDES HREF="sub/toto.html" > t o t o < / . b  
sera remplacé par 
<DIir  ID="sub/toto.html" > 
le BODY de toto-html 
</DIV> 
Les liens avec l'attribut REL= SCBDOCChIEYI' sont aussi automatiquement 
suivis. 
Défi i t ion  -3.1 : Pour obtenir le niveau d'un en-tête en fonction de sa position 
dans la structure du document et de son type, on utilise la définition suivante: 
où '\ilrnkurre représente le niveau de l'en-tête dans le document linéaire. 
-Vh,k,d,q,, représente le niveau de I'cn-tète dans le document situé sur le We6. 
Yd,, le nombre d'inclusion de l'en-tète dans une division (élément DIV) ayant 
l'attribut CL,ASS=SECTION. 
La valeur des en-têtes sera diniimuée à cause de l'attribut CLASS=SECTIOX 
lors de la conversion en NEY.  
Dans les cieux cas précédents. il se peut que le noeud inclus contienne un 
titre inapproprié dans le contexte de l'inclusion. Si le lien contient l'attribut 
CL-\SS=SKIPTITLE, alors le premier en-tête sera enlevé. par contre s'il con- 
tient ['attribut CLASS=REPLACETITLE. le texte utilisé dans le lien (<;\ 
. . . > texte dans le lien </A>) sera utilisé pour remplacer le premier en-tête 
dans le noeud inclus. 
Lorsqu'un noeud est inclus. tous ses identificateurs seront remplacés par la 
fusion de l'identificateur du noeud avec l'ancien identificateur. De cette façon. 
tous les identificateurs resteront globalement uniques. 
Tous les autres liens ne sont pas suivis: toutefois s'ils font référence à des 
identificateurs internes au noeud. cette référence doit être remplacée par la 
fusion de l'identificateur du noeud et I'ancien identificateur. 
Les liens qui réfèrent à des sous-documents sont souvent placés dans une liste. 
Toutefois. lorsqu'on remplace ces liens par des noeuds. la liste doit être retirée. 
C'ne liste qui contient seulement ces liens est retirée; par contre une liste 
qui n'en contient que quelques-uns n'est pas retirée mais un avertissement est 
émis. De la même manière. si certains éléments ne sont pas désirés dans la 
version linéaire. ils sont identifiés avec l'attribut CLASS de la façon suivante 
CL-\SS=SKIPLl,\;E-AR. 
0 Comme utilité. il sera possible de spécifier à la linéarisation un ensemble de 
règles qui affectent les liens à suivre. II est possible de modifier ou de rem- 
placer les attributs HREF et REL si ceux-ci correspondent au patron défini par 
l'usager. Cette utilité permettra de modifier les relations entre les liens (rem- 
placer REL=SCBDOCUMENT par REL="' par exemple) ou bien de rediriger 
une référence vers un autre document. 
Cne fois la linéarisation terminée. une deuxième passe sera nécessaire pour 
ajuster les liens internes. Ce réajustement est nécessaire comme Ic démontrent 
les figures 3.2 et 3.3. La figure 3.2 montre la structure du site avant la linéarisa- 
tion et la figure 3.3 la structure du site après la linéarisation. 
Lorsqu'on linéarise le réseau de noeuds vers le document linéaire. on suit tous 
les liens qui portent l'étiquette REL=SUBDOCC'MENT ou REL=I&CLCDE. 
Dans notre cas' il s'agit des liens a, b. c. et i. Les liens d, e, f, g. h. j, k et 1 qui 
n'ont pas d'étiquette sont traités comme des références du document linéaire. 
Or. comme vu précédemment, deux types de références existent: les références 
internes et les références externes. Dans notre cas. il faut déterminer si ces liens 
sont des références internes ou externes et ajuster leur lien en conséquence dans 
la version linéaire de la structure. Ceci est effectué en vérifiant que tous les liens 
vers les noeuds qui apparaissent dans la liste de noeuds visités, ont leur attribut 
HREF remplacé par la fusion de l'identificateur du  noeud ainsi que de l'ancien 
identificateur. Dans l'exemple, les liens f et g qui étaient des références externes 
dans la structure non-linéaire (ils pointent vers les noeuds 3 et 5) deviennent des 
références internes lors du processus de linéarisation. Les liens k et h sont aussi 
des références esternes dans la structure non-linéaire: par contre. ils pointent 
vers les noeuds 6 et 7 qui n'ont pas été visités (ils ne sont pas présents dans la 
liste des noeuds visités), et restent donc des références externes au document 
linéaire. 
Quelquefois. de l'information supplémentaire pourra être emmagasinée dans 
les noeuds. Cette information pourrait contenir les données nécessaires à la 
création d'un éventuel indes, ou une courte description à ajouter i la table 
des matières. et même une référence bibliographique au document. Le langage 
HT!vfL 3 ne contient aucun élenient (à part le champs FORMS) qui permet de 
stocker de l'information qui ne sera pas affichée. Pour résoudre ce problème. de 
telles informations peuvent être encodées dans le champ ID de l'élément SPOT 
de cette façon : 
< SPOT CLASS=INDEX ID=" xxckey-text7' > 
Dans cet exemple, la donnée encodée est interprétée comme suit pour un index : 
.Y.=: la chaine de caractères à utiliser dans l'index 
key : la clé de tri, 
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text : l'identificateur de l'index. 
Cette information servira donc a créer l'index d'un site Web. 
3.2 Algorithme de linéarisation 
L'autre aspect important du système est l'algorithme de linéarisation. Contraire- 
ment aux algorithmes de 'vlike Sharples et James Goodlet (199.1)' qui reposent sur 
des heuristiques pour savoir quel liens suivre. notre algorithme repose sur des règles 
(énoncées plus haut) bien définies pour savoir quels liens parcourir. 
Plusieurs alternat ives s'offraient à nous pour le développement de l'algorithme de 
linéarisation. Tout d'abord la recherche en largeur: la recherche en largeur consiste 
à examiner tous Ies noeuds se rattachant au noeud en traitement avant de descen- 
dre d'un niveau plus bas dans l'arbre (voir figure 3.4). Cette méthode possède le 
désavantage de ne pas parcourir l'arbre de la menie façon qu'un document linéaire' 
c'est-à-dire qu'elle parcourt d'abord toutes les sections, pour ensuite parcourir toutes 
les sous-sections (les noeuds d'un niveau plus bas) et  ainsi de suite. contrairement 
à un document linéaire qui parcourt en profondeur une section avant de passer i la 
prochaine section. Lorsqu'on utilise cette rnét hode. on doit donc insGrer des noeuds 
daris le milieu de la liste linéaire (des sous-sections qui s'insèrent entre des sections). 
Ceci a le fâcheux inconvénient d'avoir l'obligation de garder en mémoire toutcl la liste 
pour effectuer les insertions. Si le document linéaire est de grande dimension. des 
problèmes d'espace niémoire peuvent surgir. Cet te méthode fût donc reje t6e pour 
cette raison. 
L'autre alternative était la recherche en profondeur- La recherche en profondeur 
consiste à parcourir l'arbre à partir de son noeud d'entrée et  de descendre jusqu'au 
niveau le plus bas et ensuite de remonter au prochain niveau où se trouve un em- 
branchement non visité (voir figure 3.5). Ce mécanisme permet de parcourir l'arbre 
de la même façon qu'un document linéaire est construit. Cette méthode a l'avantage 
Figure 3.4: Recherche en largeur 
de construire la liste sans faire de retour en arrière pour insérer des noeuds. les ajouts 
de noeuds se font directement en fin de liste. Ceci permet d'écrire le document au 
fur et à mesure que l'arbre est visité et ainsi de minimiser le nombre de fichiers 
ouverts simultanément. et ainsi d'utiliser Ia mémoire efficacement. C'est donc sur 
cette méthode de recherche que nous avons basé notre algorithme de linéarisation. 
La  définition de I'algorit hme est la suivante : 
Créer 3 listes simples, VISITÉ, NON-VISITÉ et REFÉRENCÉ, initialement 
vides. 
1. Commence au noeud d'entrée du graphe. 
2. Place tous les noeuds référés dans la liste NON-VISITÉ. 
3. Prend le premier noeud dans la liste NON-VISITÉ. Est-ce un lien 
suivre ? Si oui, aller a l'étape 4, sinon aller à l'étape 6. 
4. Enlever le noeud de la liste NON-VISITÉ et le mettre dans la 
liste VISITÉ, ensuite suivre le lien et placer tous les noeuds 
réferes au début de la liste NON-VISITÉ. 
5 .  Est-ce que la liste NON-VISITÉ est vide ? Si oui, aller a 
l'étape 8, sinon retourner l'etape 3. 
6. Enlever le noeud de la liste NON-VISITÉ et le mettre dans la 
liste RÉFÉREKCÉ. 
7. Est-ce que la liste NON-VISITÉ est vide ? Si oui, va l'étape 8, 
sinon, retourne à l'étape 3. 
8. Linéarisation complet8e. 
On peut remarquer que cet algorithme utilise 3 listes et que le processus se termine 
au moment où la liste des noeuds NON-VISITÉ est vide. Ensuite, il ne nous reste 
Figure 3.5: Recherche en profondeur 
qu'à prendre la liste des noeuds référencés et d'en ertaire les informations nécessaires 
pour construire la liste des références bibliographiques. 
3.3 Construction de noeuds dérivés 
Lorsque la linéarisation est complétée. il pourrait ètre intérressant de construire des 
noeuds dérivés contenant de l'information sur le document linéaire. ou le Web visité. 
Dans le premier cas. l'adresse dans le document linéaire sera utilisée alors que dans 
le deuxième cas l'adresse originale devra être utilisée. Ces noeuds dérivés pourront 
être les suivants : 
Une table des matières contenant toutes les en-têtes du document. Chaque 
entrée de la liste sera un lien contenant le titre et pointant vers sa position 
dans le document linciaire ou dans le Web visité. Ceci implique que chaque 
entête contienne un attribut ID. 
Cne liste des figures pourrait être construite similairement à la précédente. 
Cne liste des références serait aussi intéressante. Cette Iiste pourrait contenir 
toutes les références externes au document linéaire. Dans le langage HTSIL. 
ces références sont habituellement sous la forme de L'RL alors que Ies docu- 
ments pour impression préferent les références traditionnelles. Pour régler ce 
problème. le lien iridiqué par le CRL pourrait pointer directement vers une 
entrée bibliographique : 
<DIV ID=" Here" CLASS=BIBITEhI > 
Author.<I>book title</I> , O'Connel, 1995 
</DIV> 
Alors que dans les autres cas où le URL pointera vers un document ordinaire, 
une entrée bibliographique pourra en être déduite : 
<TITLE> book title </TITLE> 
< H l >  alternate book title < / H l >  
<P> 
<DI\- CLASS=BIBITEhI.TAIL > O'Connel. 1995. Editor </DIV> 
Si aucune de ces informations n'est p~ésente. alors la référence sera simplement 
le CRL. 
3.4 Production de document ASCII 
Pour produire un document ASCIII la table des matières doit être ajoutée au début 
du document alors que la liste des références et l'index sont ajoutés à la fin. 
Les références dans la table des matières doivent être remplacées si possible par le 
numéro de page correspondant de la section. 
Les entrées de la liste de références devront x o i r  un identificateur correspondant 
à l'ordre de leur première occurence dans le document. Les références esternes au 
document sont ensuite remplacées par l'identificateur correspondant. 
Les références internes aux figures, sections. et tables doivent être remplacées par 
le numéro de la figure' section ou table. Dans certains cas. l'utilisateur voudra le 
numéro de page plutôt que le numéro de l'item. ceci pourra être accompli par les iden- 
tificateurs REL=PAGEREF ou CLASS=PAGEREF dans 17élément < A  HREF=. . . >. 
3.5 Production de document H&jX 
L'outil ETEY permet de générer automatiquement la table des matières et I'index. 
et traiter les items qui réfèrent à des sections internes du document. 
La seule particularité oii une attention sera requise est dans la génération de la liste 
de références qui devra être en partie réalisée par la linéarisation. L w  s'occupant 
de faire les connexions avec la liste à l'aide des commandes \cite et \bibitem. 
Discussion 
4.1 Analyse du système 
Le système ici proposé se distingue de pllisieurs façons de ceux esposés dans la 
recherche bibliographique. D'abord. pour que le système soit effectif. il faut que le 
document ait été construit dans le but d'une éventuelle linéarisation. L'intégration 
des règles se fait donc au niveau du document et  non au niveau de l'outil lui-même. 
L'outil ne fait qu'extraire l'information contenue dans le document. 
Le système tel que défini présentement ne peut s'appliquer que sur des documents 
HThLL, bien que dans sa définition générale. il pourrait s'appliquer à n'importe 
quelle base d'information hypertexte. 
Cne autre de ses limites est lorsque la linéarisation s'effectue sur un document qui 
n'intègre pas les règles définies par le système. La linéarisation se base alors seule- 
ment sur certaiiies indications provenant de l'usager. Dans notre cas. ces informa- 
tions se limitent à une expression régulière qui: selon sa correspondance avec le 
chemin des noeuds relativement au noeud d'entrée. permet d'inclure ou d'exclure 
ce noeud. Cette seule information provenant de l'usager ne peut pas être considérée 
comme une heuristique tel que défini par les systèmes présentés dans la recherche 
bibliographique. En effet. cet te sélect ion n'influence aucunement la cohérence du 
texte linéaire final. elle ne fait que limiter le champ d'action de la linéarisation. 
Ce système est aussi le seul qui offre la possibilité de générer des noeuds dérivés qui 
sont directement liés au document hypertexte. Ces noeuds dérivés étant la table des 
matières, l'index ou la liste des références. 11 offre aussi la capacité de présenter les 
résultats sous plusieurs formats. 
4.2 Processus de linéarisation 
Le processus de linéarisation est un processus itératif qui débute par la spécification 
d'un noeud d'entrée par l'usager. Chaque étape du processus sera expliquée en détail 
par un diagramme et mis en relation avec la définition du  système. Ln scériario corn- 
plet sera présenté pour identifier toutes les étapes qui permettent la génération d'un 
document à partir d'un site Ct3VW. 
Le scénario consiste à spécifier un noeud d'entrée d'un site LVCVW et exiger un docu- 
ment en format ASCII et PostScript (à partir du fichier DTEY) comprenant une liste 
des références, un indes et une table des matières. 
La description du processus général du scénario prédéfini est montré à la figure 
4.1. Ce shéma se veut un point de référence global pour chaque étape décrite plus 
spécifiquement dans les figures suivantes. 
Le processus global commence par l'entrée de données par l'usager. Ces données 
comportent habituellement un noeud d'entrée. des expressions régulières pour limi- 
ter la recherche si nécessaire, des options telles que le format exigé (PostScript, 
ETEX et ASCII) et la génération de noeuds dérivés (index. table des matières et 
listes des références). L'initialisation (figure 4.2) permet de valider ces données, de 
les initialiser et de créer les structures nécessaires à la linéarisation (listes et fichiers). 
Ensuite viennent les 4 étapes du processus itératiE analyse du noeud, extraction 
des références externes, linéarisation des références et sélection du prochain noeud. 
L'analyse du noeud consiste à identifier la nature du fichier (local. HTTP. FTP. etc), 
normaliser le chemin de son répertoire: identifier et valider le format de i'information 
contenue dans le fichier. vérifier si le noeud a déjà été visité pour éviter les références 
cycliques et émettre un aç-ert issement en conséquence. Pour finir. analyser lexicale- 
ment et grammaticalement le noeud pour construire l'arbre binaire contenant I'infor- 
mation. 
L'extraction des références externes du noeud et la linéarisation sont des proces- 
sus itératifs qui permettent d'identifier les références et de les trier en fonction 
des règles définies. Les noeuds qui doivent être suivis sont insérés dans la liste des 
noeuds NON-VISITÉ et ceux qui ne le sont pas sont insérés dans la liste des noeuds 
RÉFÉRENCÉ. 
La sélection du prochain noeud se fait lors du parcours de la liste des noeuds NON- 
VISITÉ en sélectionnant le noeud qui suit irnrnédiatemrnent le noeud qui vient d'ètre 
analysé (recherche en profondeur). Les itérations se terminent lorsque la liste des 
noeuds NON-VISITÉ est vide. 
La linéarisation terminée. une redéfinition des liens est nécessaire comme expliqué 
précédemment (voir page 28). Cette redéfinition des liens permet d'identifier les 
références qui sont toujours externes au document linéaire. 
Le fichier linéarisé. qui contient une copie des noeuds originaux visités. sert aussi 
à produire les noeuds dérivés. Le processus de construction des noeuds dérivés se 
définit de la même manière qu'il s'agisse d'une table des matières ou bien d'un in- 
dex. D'abord, le fichier d'où l'index ou la table des matières doivent être générés est 
ouvert. Les en-têtes dans le cas d'une table des matières et les mots indexés. dans 
le cas d'un index. sont recherchés séquentiellement. Ensuite. si le document duquel 
on veut extraire le noeud dérivé a été généré par notre système. on peut extraire 
L'information relative aux documents sources utilisés pour produire le document 
et ainsi créer un fichier externe contenant soit l'index. soit la table des matières. 
pointant vers les documents originaux. Par contre. si le document n'a pas été généré 
par notre système. aucune information ne peut être déduite et I'indes ou la table 
des matières ne pointera que sur le document cible. 
Pour finir. la production de document ASCII. et PostScript exige une analyse 
lexicale et grammaticale pour bien identifier la structure de l'information et ainsi 
pouvoir la convertir dans le format exigé. La conversion s'effectue à l'aide d'un filtre 
qui utilise une fonction de correspondance pour convertir chacunes des commandes. 
4.3 Implantation 
Les règles définies précédemment ont été implantées dans un prototype pour en 
vérifier la validité et I'applicabilité. La seule exigence pour le prototype fût son 
aspect modulaire, nécessaire pour la modification ou l'intégration de nouvelles règles 
dans le futur. 
4.3.1 Librairies 
L'avantage de la modularité au niveau de la conceptiori est de pouvoir créer le 
prototype sous forme de librairies. qui elles pourront être réutilisées pour d'autres 
applications similaires. 
Les librairies sont au nombre de 3. chacune étant composée d'un certain nombre 
de modules regroupés ensemble selon le niveau de fonctionnalité qu'ils apportent au 
sytème de linéarisation. 
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Les libraries sont présentées dans I'énurnérat ion suivante: une courte descrig 
tion suit chacun des items: 
O Bas niveau (voir page 72) 
Communication Ces modules fournissent les fonctions permettant de com- 
muniquer avec un serveur selon 3 types de communication: FTP. Gopher 
et HTTP. 
Entrées/Sorties Ces modules permettent de gérer les entrées et sorties en 
relation avec les écritures sur disques ou les ports de communication. 
Fichiers Ce module permet de gérer les ouvertures, fermetures et créations de 
fichiers. 
Texte Ce module fournit certaines fonctionnalités permet tant de travailler sur 
des chaînes de caractères. 
Reconnaissance de format Ce module permet de reconnaître Ie format c k  
I'informat ion reçue. 
Outils oeuvrant sur des structures de listes et d'arbres Ces modules 
fournissent les outils permettant de  gérer les structures de données de type 
linéaire (liste) ou binaire (arbre). 
Parser Ce rilodule permet de lire un document de type HTSIL. 
Intermédiaire (voir page 92) 
Outils oeuvrant sur des fichiers HTML linéaires ou hiérarchiques Ces 
modules fournissent les outils permettant de manipuler des documents 
HTML préalablement mis sous forme de liste ou d'arbre binaire. 
Algorithme de tri (générique) Ce module permet de trier n'importe quels 
éléments nécessitant un ordre particulier. 
Reconnaissance de patron Ce module permet de reconnaître et d'associer 
des expressions régulières à des chaînes de caractères. 
Redéfinition de liens Ce module permet de redéfinir les liens d'un document 
hyperteste qui vient d'être linéarisé par le processus de linéarisation du 
système. 
Haut niveau (voir page 97) 
Linéarisateur Ce module permet de fournir toutes les fonctions permettant 
de linéariser un document hypertexte de type HTML. 
Générateur de fichier ASCII Ce module fournit un filtre permettant de 
convertir un fichier HTML en fichier ASCII. 
Générateur de fichier EQjX Ce module fournit un filtre permettant de con- 
vertir un fichier HTML en fichier ETEY. 
Outil pour construire la table des matières Ce rnoduk offre la fonction- 
nalité permettant de construire une table des matières à partir d'un docu- 
ment HTML. 
Outil pour construire l'index Ce module offre la fonctionnalité permet tant 
de construire un index à partir d'un document HTML. 
Outil pour construire la liste de références Ce module offre la fonction- 
nalité permettant de construire une liste des références à partir d'un docu- 
ment HTML. 
Avec cette structure il est donc facile pour un utilisateur qui est peu familier avec 
le système. d'utiliser les librairies. Par exemple, il peut créer une table des matières 
d'un fichier sans nécessairement vouloir linéariser un site entier. ou bien utiliser les 
modules de communication pour une autre application où des transferts de fichiers 
sont requis. De plus, pour aider l'usager à comprendre la structure des librairies. 
celles-ci sont fortement documentées et  un tutoriel (voir page 69). sur la façon de 
les utiliser. les accompagnent. Ce tutoriel se présente sous la forme d'un programme 
commenté qui permet de numéroter les en-têtes des chapitres. sections et sous- 
sections qui composent les documents HTSIL. Le programme est construit sous 
forme d'étapes qui expliquent quelles librairies sont appelées et leur utilité dans 
l'application. 
Développé a l'aide de ces librairies, le prototype est opérationnel sur la majorité des 
plate-formes supportés par l'environnement Modula-3 (SPARC. L I N L X  , WN32: 
A I S ,  ...). Le prototype peut être opéré selon deux modes (voir page 68). Le premier 
mode est la ligne de commande, qui n'exige pas d'environnement graphique et offre 
toutes les fonctionnalités décrites précédemment. Le deuxième mode d'opération est 
par I'interface graphique. Cette interface a été créée à l'aide de l'outil de développe- 
ment FormsVBT et permet donc de rendre la linéarisation plus conviviale pour 
l'usager. 
4.4 Résultats 
Après avoir implanté le prototype. nous avons testé ses performances à l'aide d'un 
profileur. sur une station Sun SPARC 3 disposant de 32 Uegs de R A M  avec comme 
exécution typique une linéarisation comprenant la construction d ù n e  table des 
matières. un index. une liste de références et un fichier LTEX. Les premiers résulats 
obtenus furent le temps d'exécution (correspondant au  temps écoiilé) et l'espace 
mémoire recp& en fonction du nombre de noeuds dans le graphe et de la dimension 
totale des fichiers linéarisés. On peut observer dans la table 1 que. pour un site dont 
la taille se situerait dans la moyenne (c-à-d zz 100 noeuds dont la dimension totale 
est de = 100 Ko). le temps d'attente (temps usager) serait de = 40 secondes. Le 
temps requis s'euplique par le fait que la modularité fait chuter les performances 
car certaines taches peuvent être exécutées plusieurs fois inutilement si elles sont 
présentes dans plusieurs modules distincts appelés consécutivement. Par exemple. 
l'arbre représentant un fichier HTML est traversé à plusieurs reprises pour différentes 
fonctions (table des matières, index: ...). Cne autre raison est le temps perdu par les 
modules de communication qui font les requêtes aux différents serveurs de fichiers 
HTML. Ce temps est directement proportionnel à l'achalandage du serveur. il peut 
donc varier d'une exécution à l'autre. 
Le temps d'exécution (figure 4.10) augmente linéairement en fonction du nombre 
de noeuds linéarisés. cette observation est directement reliée aus performances de 
I'algori t hme de linéarisation d'ordre linéaire aussi. 
Une autre observation importante est l'espace mémoire occupé en fonction du nom- 
bre de noeuds: on peut remarquer que l'espace mémoire requis par le prototype 
varie peu (= 13 96) (table 1 et figure -4.11) comparativement à celui du nombre de 
noeuds dans le graphe. Ce résultat nous assure donc que la mémoire est bien gérée 
et qu'aucune fuite de mémoire ne risque de se produire. 
La figure -4.12 et la table 4.2 présente l'utilisation de la mémoire pour un réseau de 
noeuds ayant une dimension constante (94 Ko) en fonction du ratio octets/noeuds. 
On peut remarquer que I'utilisation des ressources de la mémoire par le prototype 
est inversement proportionnelle au ratio octets/noeuds du réseau de noeuds. L'effet 
d'augmenter la dimension d'un noeud dans le graphe réduit sensiblement la pro- 
fondeur de l'arbre et par conséquent le nombre de  noeuds visités. La dimension de 
la liste des noeuds visités et  celles des r4férences rappetisse si le nombre de noeuds 
dans le graphe est réduit. Par contre. la contribution de ces listes est inférieure 
à celle d'un noeud de grande dimension qui doit être analysé et structurt. Ceci 
peut s'expliquer par l'exemple suivant. prenons deux sites contenant la même infor- 
mation. de dimension totale équivaleritc. mais dont le premier serait constitué de 
5 noeuds de 100 Ko chacun et le deuxième de 20 noeuds de '35 Ko. Si l'on tient 
compte que les deux sites ont les mêmes références externes (puisqu'ils contien- 
nent la même information), seule la dimension des noeuds et la liste des noeuds 
visités differeront d'un site à l'autre. Tel qu'expliqué précédemment . l'algorithme de 
linéarisation utilise la recherche en profondeur, ce qui a pour effet d'écrire directe- 
ment Le noeud sur le disque après l'avoir analysé et structuré. Ainsi. seulement un 
noeud occupe la mémoire à la fois. Par contre. la liste des noeuds visités et la liste des 
références doivent être mémorisées car elles permettent de briser toutes les références 
cycliques lors de la linéarisation. Ces listes sont constituées de structures de données 
pour chacun des noeuds visités et référencés. Cette structure de données contient 
toute l'information relative au noeud visité (nom du fichier, identificateur du noeud, 
chemin relatif. nature du fichier. protocole de communication, etc.). On peut assumer 
que la structure de données pour chacun des noeuds est d'approximativement 500 
octets. Puisque le même nombre de noeuds est référencés par chacun des deux sites, 
(ils contiennent la même information). et que les noeuds constituant chacun des sites 
sont de dimensions égales. on peut calculer L'espace mémoire maximal utilisé par la 
linéarisation de chacun des sites. Pour ce calcul. on peut utiliser la formule suivante: 
Définition 4.1 : Pour obtenir l'espace mémoire maximal utilisé par le processus 
de linéaïisat ion. 
où Dtot est la dimension totale de l'espace mémoire utilisé par la linéarisation. 
D, est la dimension moyenne d'un noeud du  site, 
N, Ie nombre de noeuds visités, 
iV, le nombre de noeuds référencés. 
Dhta la dimension de la structure de données permettant de mémoriser un noeud 
visité ou référencé. 
En utilisant cette définition. on obtient donc pour le cas #1 (en assumant 5 noeuds 
référencés) : 
l05Ko = 100h'o + ( 5  + 5 )  .0 .3Ko 
Et pour le cas #'2 (en assumant toujours 5 noeuds référencés): 
On voit que le site #2 composé de plusieurs noeuds de faible dimension prend beau- 
coup moins d'espace mémoire que le site #l. démontrant ainsi les faits observés. 
Par contre. cette formule ne donne qu'une approximation de l'espace mémoire puis- 
qu'elle se base sur l'hypothèse que tous les noeuds du site sont de dimension égale 
ce qui n'est évidemment pas le cas. On peut augmenter la précision de la définition 
en spécifiant que l'équation doit être utilisée avec la dimension du plus gros noeud 
visité. Puisque ce noeud ne sera pas nécessairement visité à la fin de la linéarisation, 
h i  ajouter la liste complète des noeuds visités et référencés assure d'obtenir le cas 
critique d'utilisation des ressources mémoires requises par la linéarisat ion. 
DéJinition 4.2: Pour obtenir l'espace mémoire critique maximal utilisé par le 
processus de linéarisat ion. 
où D,, est la dimension totale de l'espace mernoire utilisé par la linéarisation. 
D,tiqe est la dimension mz~vimale possible de l'espace mémoire utilise par la li- 
néarisat ion, 
Dm, est la dimension du plus gros noeud contenu dans le site, 
LV, le nombre de noeuds visités, 
1Y, le nombre de noeuds référencés, 
Dht, la dimension de la structure de donnée permettant de mémoriser un noeud 
visité ou référencé. 
Les autres résultats furent obtenus à l'aide d'un profileur qui nous indique le temps 
pris par chacunes des procédures pendant l'exécution. ainsi que le nombre d'appels 
à cette procédure par le programme. Cette exécution linéarisa 94 fichiers en 43.02 
secondes, de temps écoulé. Nous avons aussi utilisé dans nos résultats le temps 
écoulé. puisque c'est le temps durant lequel l'usager devra attendre pour obtenir 
le document linéaire. Le temps CPL indique les performances du système lors des 
opérations de linéarisation mais n'indique pas le temps d'attente pour créer les liens 
de communication, contrairement au temps écoulé. Tel que vu précédemment. ces 
temps d'attente ne sont pas négligeables lorsque le réseau de communication est 
chargé. Si on met de coté les procédures coûteuses en temps mais auxquelles nous 
n'avons pas accès (allocation de mémoire, ramasse-miet te, mapping de la mémoire), 
on peut identifier (sur la table 3) que les modules critiques sont surtout ceiix qui 
traitent le texte et qui font les appels sytèmes pour les modules de communication. 

Figure 4.12: Espace mémoire requise en fonction de la dimension des noeuds. 
Tableau 4.1: Tests de performance pour linéariser un réseau de noeuds HTML. 
1 Xbr. de 1 temps -- temps 

















































Ce mémoire présente un système comprenant une série de règles permettant de 
linéariser un document hyperterte de type HThIL. Ces règles pourront être aniélio- 
rées dans le futur pour pouvoir limiter les indicatioris provenant de l'usager au strict 
nécessaire pour effectuer la linéarisation. Dans ce cas. certaines heuristiques pour- 
ront être envisagées pour choisir quels liens suivrent dans le graphe de noeuds. Dans 
notre cas, une des limites de notre système est la faiblesse de ses heuristiques lorsque 
le système linéarise un document qui n'a pas auparavant intégré les règles. 
Par contre. un de ses avantages est sa flexiblité à erre modifiée pour linéariser des 
docüments hypertertes autres que c e u  de type HTML. 
L a  structure des librairies sur laquelle est construit notre système permet facilement 
toute forme de modification visant l'amélioration ou la conversion du sytème vers 
d'autres formats. Sa concept ion orientée objet permet facilement la réutilisat ion de 
ses librairies dans le but de développer ou d'améliorer de nouvelles applications rel- 
atives à ce domaine. 
L'analyse des performances du prototype nous a permis de déterminer ses modules 
critiques et ses goulots d'étranglement. Ceux-ci pourront recevoir une attention par- 
ticulière pour rendre le prototype plus performant dans le futur. 
La suite du projet pourrait donc être de développer et d'améliorer certains modules 
pour rendre la linéarisation plus performante quant au temps requis, et développer 
des heuristiques qui permettront de limiter au strict nécessaire les indications prove- 
nant de l'usager. Toutes ces améliorations seraient nécessaires à un logiciel qui se 
veut un outil convivial e t  simple d'utilisation pour les usagers d'hternet. 
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Annexe 1: Manuel d'opération du linéarisateur 
Web Linearizator 
By Martin Gagnon 
You can perform a linearization directly from the command line ( the syntax and 
availables options are below ) or trough the graphical user interface (GUI) 
GUI 
To c d  the GUI, type the foiiowing comand 
lin ear 
With the GUI, a Help Button wiH provide al1 the information useful to execute a 
Iinearization 
Command line 
The options ava i lab le  on the  command l i n e  are : 
-Tex - Generate a l a t e x  f i l e  
-ASCII : Generate an ASCII f i l e  
-PS : Generate a - P o s t s c i p t  f i l e  ( and by the  way a Latex f i l e  ) 
-TOC : Build a t a b l e  of content  
-LOF : Build a l i s t  of f i w e s  
mat 
-LOT : Build a l i s t  of ta6les 
-LRef : Build a l is t  of re ferences  
-Index : Build an index 
-DEBUG : P r i n t  some information f o r  d 
-O a - o u t  : specify a .out  a s  output f i  
-patternDiag *. jpg jpgtops : specify 
ching t h e  pa t te rn  
-1nd : assume that no REL a t t r i b u t e  i 
-prune pa t t e rn  : spec i fy  l i n k s  not t o  
- i n c h d e  pa t te rn  : spec i fy  l i n k s  t o  f 





Here is an example : 
The path can be absolute or relative 
Each unreacheable host wi11 be printed 
A message is printed at the beginning of each phase. Building the reference Iist may 
take a while. 
BUGS 
When some references cannot be accessed, a text window may pop up. The lineariza- 
tion proce~ds neverthless. 
Annexe II: Tut orial 
An example of how to use the Modula-3 HTML library 
Written by Martin Gagnon 
This program renumbers each header of the HTML document. It will show step 
by step how to use the WWW HTML Library, and which package to include in the 
program. Each time an object fkom the package is created it will be explained why 
the application needs it . 








Deepness = ARRAYCZ. .BI OF CARDINAL; 
(* array of 6 cardinals recording the depth of each header *) 
GENERAL VARIABLES 
VAR 
i : CARDINAL : 1; (* increment to get the paramaters +) 
f i l e h  : Pathname.T; (* the name of the input f i l e  *) 
outFile : Pathname .T; (* the name of the output file *) 
file : HTMLFile .T; (* object that hold al1 the information on the 
input file *) 
input : HTMLStream.In; (* input streamer for the input file *) 
parser: HRILParser.T; (* a parser to parse the input file *) 
tokenList :HTMLList.T; (* a list to hold the tokens *) 
tokenTree : HTMLTree-TokenTree; (* a tokentree to build 
the tokens tree *) 
output : HTMLStream-Out; (* an output streamer for the output 
f i l e  *) 
deepInit := Deepness~O,O,O,O,O~O); (* initialize 
the depth of each 
header at one *) 
BEGIN 
Get the input 6ie name and by default set the name of the output file to the same 
name. 
f ileIn : = Params. Get (Params. Count -1) ; 
outFile := f i l eIn;  
here we get the option set on the command Iine 
WILE i < (Paras .Count - 1) DO 
CASE HTMLCommLine . ParseComm (Param. Get (il ) OF 
1 HTMLCommLine . CouunLine. Fout => INC (i) ; 
outFile := Params .Get (i) ; 
(* the ouptut file vil1 have 
aut omat ically the . html 
extension *) 
IF Text . Equal (Pathname . LastExt ( 
outFile) , "") 
THEN 
outFile := outFile & ".htmlM: 
ELSE 
outFile : = Pathname . ReplaceExt ( 
outFile , "html") ; 
END: (* IF *) . - 
ELSE 
Wr.PutText(Stdio.stderr,"Invalid option : " 
k ~ a r a k . ~ e t ( i )  & 81\n88); 
END; (* CASE *) 
INC(i) ; 
END; (* WHILE *) 
Now that we have al1 the parameters, we start the application. First we need to 
initialize the input file 
We create an object HTMLFi1e.T that extracts ail the information from the input 
file name and stores it. For example: 
http: //www.vlsi.polymtl.ca: 80/m3/Bugs.html 
will be stored as 
f ilenature = http 
host = www.vlsi.polymlt.ca 
port = 80 
name = /m3/Bugs.html 
Then, an input Stream is opened to get the data from the file 
input : = NEW (HTMLStream. In) . init (file) ; 
An object is instantiated to provide a reader on the input file. This reader may 
be built on a TCP connection, if it is a remote file. In 2ny case close() method will 
close the fi- and free a11 related ressources. 
If the input file 1s reached through a TCP connection, the connection may fail. 
( unknow host. unreachable host . etc ...). 
If this happens. the init() method returns NIL . which has to be checked. 
IF (input # NIL) T H E N  
It succeeded, the file may be parsed. 
output := NEW(HTMLStream.Out).init(FileWr.Open(outFile)); 
parser := NEW(HTMLParser.T).init(input.getReader()); 
this initializes a HTMLParser.T object with the reader of the input file. Then, the 
getTokenlist() method produces a list of tokens. 
tokenList : = parser . getTokenList 0 ; 
To renumber the headers, it is more convenient to operate on a hierarchical tree 
representing the nested sections. To build the sections a HTMLTree-TokenTiee object 
(derived from a HTMLTree.Tree object) is created and initialized. 
the recursive procedure TraverseTreeAndNurnerotation will traverse the tree and pre- 
form the header numbering. The final step is to print the new tree. 
TraverseTreeAn~umerotation(tokenTree.getHead~),deepInit) ;
print the tree on the output stream 
output.putTree(tokenTree) ; 
close the output file 
output. close () ; 
END; (* IF  *) 
close the input file 
input. close () ; 
END Main. 
Annexe III: Description des librairies 
Librairies de bas niveau 
Communication 
HTMLFTP 
(* Copyright (Cl 1995, Martin Gagnon *) 
(* Al1 rights reserved. *) 
(* See the file COPYRIGHT for a full description. *) 
(* *) 
(* Last modified on Tue Feb 20 15:00:00 EST 1996 by Martin Gagnon*) 
(* *) 
(* This interface implement the procedures for domloading 
a file located on an FTP semer. 
*) 
INTERFACE KTMLFTP ; 
IMPORT H?mLFile,HTMLStream,TCP,Thread; 
CONST 
Passwd : TEXT = "UWWUserW'; (* password use for 
anonymous user *) 
TimeOut : LONGREAL = 5-OODO; (* timeout in sec,*) 
EXCEPT 1 ON 
Abort ; 
PROCEDURE Standard(name:TEXT):HTMLFile.FileGen; 
(* Build a file structure FileGen , when a file with 
ftp:// as a prefix 
is called *) 
PROCEDURE ContactControl(fileGen:BTMLFile.FileGen):H~Strem-Stre~; 
(* Make the contol co~ection of a FTP comection, 
the retum Stream will be 
used to send and receive the control information *) 
PROCEDURE ContactData():TCP.Connector; 
(* Create a valid data connector that will be used to 
transfer the data 
when the data comection is established by the 




(* Load the file, in the structure FileGen, on the streamer Stream so 
that the file can be read on stream-reader. If the 
comection was not 




(* Copyright (Cl 1995, Martin Gagnon *) 
(* Al1 rights reserved. *) 
(* See the file COPYRIGHT for a full description. *) 
(* *) 
(* Last modified on Tue Feb 20 15:00:00 EST 1995 by Martin Gagnon*) 
(* *> 
(* This interface implements a fonction that connects a 
client to an HTTP server. It uses the TCP protocol. 





TimeOut : LONGREAL = 5.OODO; (* Timeout for the loggin in sec.*) 
TYPE 
Content = RECORD 
Stream : HTMLStream-Stream; 
connection : TCP.T; 




(* Build a file structure FileGen , when a file with 
http:// as a pref ix is called *) 
PROCEDURE Contact(fileGen:HTMLFile.FileGen): Content 
RAISES(Ab0rt) ; 
(* Build the connection to an HTTP server. The stream returned is 
used to send and receive the data information *) 
PROCEDURE LoadTheFile(fi1eGen:HTMLFile.FileGen; 
stream: HTMLStream. Stream) ; 
(* Load the file contained in the structure FileGen. 
The file can then be read on the streamer-reader *) 
END H T M L H r P .  
HTMLGopher 
(* Copyright (Cl 1995, Martin Gagnon *> 
(* Al1 rights resemed. *) 
(* See the file COPYRIGHT for a full description. *> 
(* +) 
(* Last modified on Tue Feb 20 15:00:00 EST 1995 by Martin Gagnon*) 
( * *) 
(* This interface implernents a fonction that connects a client 
to a Gopher semer. It uses the TCP protocol. 






TimeOut : LONGREAL = 5.00DO; (* Timeout for the loggin in sec.*) 
EXCEPTION 
Abort ; 
(* Build a file structure FileGen , vhen a file with 
gopher:// as a prefix is cal1 *) 
PROCEDURE Contact(fi1eGen:HTMLFile.FileGen):HTMLStream.Stream 
RAISES(A~O~~); 
(* Build the Gopher connection. The stream returned is 
used to send and receive the data information *) 
PROCEDURE LoadTheFile(fileGen:HTMLFile.FileGen; 
stream : HTMLStream . Stream) ; 
(* Load the file, in the structure FileGen, on the 
streamer Stream so that 
the file can be read on streamreader *) 
END HTMLGopher . 
HTMLStream 
(* Copyright (C) 1995, Martin Gagnon *) 
(* All rights reserved. *> 
(* See the file COPYRIGHT for a full description. *) 
(* *) 
(* Last modified on Tue Feb 20 15:00:00 EST 1996 by Martin Gagnon*) 
(* *) 
(* This module implements two objects that control 
the input and output stream. 
the input stream : HTMLStream.In 





Stream = RECORD 
wrlter : Wr.T; 
reader : Rd.T; 
END ; 
Out <: PublicOut; 
PublicOut = OBJECT 
METHODS 
init(wr:Wr.T:= NIL) :Out; 
This procedure initializes the output stream to a writer "wr". 
If the writer is NIL, the writer will be connected on 
the HTMLFile . Def aultHTML def ault file . *) 
This procedure returns the writer of the output streamer *) 
This procedure closes the miter of the output streamer *) 
This procedure prints the whole parsing tree "tree" on 
the output stream 
of the HTMLStream. Out object 
*) 
END ; 
In <: PublicIn; 
PublicIn = OBJECT 
METHODS 
init (rd : REFANY) : In ; 
This procedure initializes the input stream (HTMLStream.In) 
with "rd1' 
The initialization c m  be on a HTMLFile .T object, 
so that the reader will 
be connected to this file, or on a valid reader (Rd.T). 
Otherwise, the initialization connects to the standard input 
*) 
(* This procedure closes the reader of an HTMLStream. In object *) 
(* This procedure closes the TCP comection of the reader of 
an HTMLSTream. In 
object if his flagco~ection is set to TRUE *) 
getReader0 :Rd.T; 
(* This procedure retum the reader of an input streamer 
(HTMLStream. In) *) 
; 
PROCEDURE PrintTree(item:REFANY;stream:Wr-T); 




(* This procedure iterates over a tree prints each node to 
the output stream "stream" . 
l'ptrl' must reference a token tree. *) 
END HTMLStream. 
Fichiers 
Copyright (C) 1995, Martin Gagnon *> 
A l 1  r i g h t s  reserved.  *> 
See t h e  f i l e  COPYRIGHT f o r  a f u l l  descr ip t ion .  *) 
*) 
Last modif ied  on Tue Feb 20 15 : 00 : 00 EST 1996 by Martin Gagnon*) 
*) 
This i n t e r f ace  implements an objec t  HTMLFile .T. This  object can be 
i n i t i a l i z e d  by a l o c a l  f i l e  name o r  an l i n i f o n  Resource Locator 
( URL 1. The i n i t i a l i z a t i o n  w i l l  c r ea t e  a FileGen 
s t ruc tu re  t h a t  w i l l  
s t o re  al1 t h e  information ex t rac ted  from the  URL. The ~athname i s  
converted t o  a cannonical form t o  d e t e c t  i d e n t i c a l  
*) 
INTERFACE HTMLFile ; 
IMPORT Pathname,IP; 
CONST 
(* Theses are t h e  de fau l t  output f i l e  names *) 
Def aultHTML Pathname . T = "out .  html" ; 
outToC : ~a thname  .T = "TOC. htrnl" ; 
outIndex : Pathname-T = "Index-html"; 
Def aultLaTeX : Pathname . T = "out.  t ex"  ; 
Def aultASCI1 : Pathname .T = "out.  a s c i i "  ; 
TYPE 
(* nature of t h e  HTML f i l e  
Local : f i l e  loca ted  on l o c a l  d i s k  
HTTP : f i l e  reach by h t t p  pro tocol  
FTP : f i l e  reach by f t p  protocol  
GOPHER : f i l e  reah by gopher protocol  
F i l e  : f i l e  reach by one of t h e  above protocol  
( not implemented yet *) 
(* record t h a t  s t o r e  a l 1  t h e  information e x t r a c t  from a URL *) 
FileGen = RECORD 
name : Pathname.T; (* name of t h e  f i l e  *) 
host  : TEXT; (* host of t h e  f i l e  loca t ion  *) 
por t  : IP -Por t  ; (* p o r t  of the  host  *) 
f l a g  : BOOLEAN := FALSE; (* f l a g  set t o  t r u e ,  i f  the f i l e  
is "path dependant" of b i s  
ancestor f i l e ' s  pathname *) 
END ; (* RECORD *) 
T <: Public;  
Public = OBJECT 
METHODS 
init(names:TEXT;fileAnc:T:=NIL):T; 
(* I n i t i a l i z e  an HTMLFi1e.T object  by c r e a t i n g  
a FileGen s t r u c t u r e  
with t h e  URL "name". FileAnc is the  cur rent  f i l e  name and is 
useful  f o r  r e l a t i v e  paths *) 
(* Return the FileGen structure *) 
get Name ( ) : Pathname . T ; 
(* Return the name of the file *) 
getType O : FileNatue ; 
(* Return the nature of the file *) 
END ; 
PROCEDURE IdentType(name:TEXT):FileNature; 
(* This procedure identify the nature of the URL "name" *) 
PROCEDURE Standard(name:TEXT;pathAbs:Pathname.T) :Pathname.T; 
(* This procedure create an absolute file path with the absolute path 
tlpathAbs" and the file name "name" *) 
PROCEDURE FormatPath (path : Pathname . T) : Pathname . T ; 
(* This procedure removes al1 the / . . /  present in the 
pathname "pathu *) 
PROCEDURE StandardFile(name:TEXT): FileCen; 
(* Build a type structure FileGen from a standard pathname "name", 
WARNING : use only on a local file *) 
PROCEDURE GetTmpFile(name:TEXT;ext:TEXT;Delete:BOOLEAN:=TRUE) 
: Pathname-T; 
(* This procedure return an unique temp file and automatically 




(* Copyright (C) 1995, Martin Gagnon *) 
(* All rights reserved. * 
(* See the file COPYRIGHT for a full description. *) 
(* *) 
(* Last modified on Tue Feb 20 15:00:00 EST 1995 by Martin Gagnon*) 
(* *) 
(* This interface implements some tools used by other modules 




Alphabet = ARRAY Cl. -263 OF CHAR; 
CONST 
slash : TEXT = " / Y  - .  
Spa : CHAR = ' '; 
tab : CHAR = '\Y; 
CR : CHAR = '\P; 
NL : CHAR = '\n'; 
FF : CHAR = '\f'; 
equal : CHAR = '= ' ;  
greThen : TEXT="<" ; 
space : TEXT=I1 " 
les Th en:^^^^=";" ; 
amper:TEXT="&"; 
semicolon : TEXT=" ; " ; 
quot:TEXT="\""; 
alpha = Alphabet<'A','B','C>.'D','E','F','G','H','I','J','K2 
,'L','M','N','O','P','Q','R','S','T','U','V','W','X','Y',JZ'); 
PROCEDURE CompareText(stringl,string2:TEXT):BOOLEAN; 
(* This procedure compares 2 strings of text and returns 
tnie if they are case 
sensitive identical *) 
PROCEDURE TextEmpty(text:TEXT):BOOLEAN; 
(* This procedure returns true if the t e x t  in the string 
is composed of 
one or more of these charracters ( Cspace>, <tab> ) *) 
PROCEDURE Equal(stringl,string2:TEXT):BOOLEAN; 
(* This procedure compares 2 strings of t e x t  and returns true 
if they are 
non-case sensitive identical *) 
PROCEDURE RemoveQuote(string:TEXT):TEXT; 
(* This procedure removes the bounded quotes from a string *) 
PROCEDURE UPCase (char : CHAR) : CHAR ; 
(* This procedure puts the character char in uppercase *) 
PROCEDURE Parse(string:TEXT;char:CHAR):HTKLList.T; 
(* This procedure parses a string of text  v i th  the character char and 
retunis a l ist  of strings that vere separated char *) 
END E3TMLTex.t;. 
Reconnaissance de format 
(* Copyright (C) 1995, Martin Gagnon *) 
(* Al1 rights  reserved. *) 
(* See the file COPYRIGHT for a f u l l  description *) 
(* *) 
(* Last modified on Tue Feb 20 15:00:00 EST 1996 by Martin Gagnon*) 
(* *> 




(* These are the mnmemonics of the HTML 3 language derived 
from the SGML standard *) 
























































(* These are the mnemonics of the ISO characters defined in the 








Ar ing , 
A t  i l d e ,  






















aacut e , 











i c i r c ,  
igrave , 
iuml , 
nt i lde ,  
oacute , 
ocirc ,  
ograve , 
oslash, 
ot i lde ,  
ouml , 








UNKNOW 3 ; 
PROCEDURE TextToTag(tag : TEXT) : Tag ; 
(* This procedure transforms a string of TEXT înto a mnemonics of 
HTML 3, if it does not f ind one it returns Tag-UNKNOW *) 
PROCEDURE Charact er (char : TEXT) : TagChar ; 
(* This procedure transforms a string of TEXT , 
identifyize a character, 
into a mnemonics of SGML ISO CHARACTER, if it does not find one it 
returns TagChar-UNKNOW. 
Tt handle numerical ( &12; ) and alphanumerical ( &gt; ) 
entities *) 
END HTMLFormat, 
Outils oeuvrant sur des structures de données de type liste ou arbre binaire 
(* Copyright ( C I  1995, Martin Gagnon 
(* Al1 rights reserved. 
(* See the file COPYRIGHT for a full description. 
(* 
(* Last modif ied on Tue Feb 20 15:00:00 EST 1995 by Martin ~agnon*j 
(* *> 
(* This interface implements an object HTMLList .T with al1 the 
methods to work on it. 
The object is a list with two pointers, 
ptrHead : points to the head and its items is always NIL 
ptr : the other pointer *) 
INTERFACE HTMLList; 
TYPE 
Node = REF RECORS 
item : REFANY; 
next : Node := NIL; 
END ; 
T <: Public; 
Public = OBJECT 
METHODS 
init(items:REFANY) :T; 
resetlist (1 ; 
(* This procedure resets the list by assigning the pointer to the 
node next to the head pointer ( the 1st NON-NULL) *) 
resetListInit () ; 
(* This procedure resets the list by assigning the pointer directly 
to the NULL head pointer *) 
countItem() :CARDINAL; 
(* This procedure counts the number of items in the list *) 
nextItem(count :CARDINAL:=l) ; 
(* This procedure goes to the next item with an increment of 1, by 
default the increment is 1 *) 
(* This procedure inserts a node with the item "items" 
after the ptr *) 
(* This procedure deletes the node refrenced by ptr and 
returns the item private fonction *) 
deleteNext Item () : REFANY ; 
(* This procedure deletes the next node after the one 
refrenced by ptr and returns the item private fonction *) 
getItem0:REFANY; 
(* This procedure returns the item *) 
changeItem(items:REFANY); 
(* This procedure changes the item in a list *) 
(* This procedure returns the head o f  the list *) 
getPtr0 : Node; 
(* This procedure returns the active pointer in the list *) 
EOL () : BOOLEAN ; 
(* This procedure returns TRUE if ue are at the end of the list, 
FALSE otherwise *) 
goEOL (1 ; 
(* This procedure goes at the end of the list *) 
END ; 
PROCEDURE DelNext Item(ptr : Node) : REFANY; 
(* This procedure deletes the next node after the one referenced 
by ptr and returns the item public fonction *) 
PROCEDURE DelItem(ptr,ptrHead:Node):Node; 




(* Copyright (Cl  1995. Martin Gagnon *) 
(* A l 1  r i g h t s  reserved.  *) 
(* See t h e  f i l e  COPYRIGHT f o r  a f u l l  de sc r ip t ion .  *) 
(* *> 
(* Last modified on Tue Feb 20 15:00:00 EST 1996 by Martin Gagnon*) 
(* *> 
(* This i n t e r f a c e  irnplements two objec t  types  : a binary t r e e  and 




(* Node t r e e  *) 
Node = REF RECORD 
item : REFANY; (* t h e  item *) 
f a t h e r  : Node :=NIL; (* i t s  f a t h e r  *) 
brotherAin : Node := N I L ;  (* previous bro ther  *) 
brother  : Node := NIL;  (* next bro ther  *) 
c h i l d  : Node := NIL;  (* i t s  ch i ld  *) 
END ; 
Tree <: PublicTree; 
PublicTree = OBJECT 
METHODS 
(* This procedure i n i t i a l i z e s  a t r e e  with t h e  items "items". *) 
rese tTree  (1 ; 
(* This procedure r e s e t s  a t r e e  a by s e t t i n g  i ts  ' t p t r t t  t o  head. *) 
insertItem(items:REFANY;child:BOOLEAN:=FALSE); 
(* This procedure i n s e r t s  an item next t o  t h e  p o i n t e r  " p t r " .  
If ch i ld  is  FALSE then  t h e  item w i l l  be a b ro the r  of p t r .  
If ch i ld  is  TRUE then  t h e  item w i l l  be a c h i l d  of p t r .  
*) 
d e l e t e I t e m 0  :Node; 
(* This procedure d e l e t e s  t h e  item poin ts  by " p t r " .  *) 
deleteNextItem() :Node; 
(* This procedure d e l e t e s  t h e  next item po in t s  by " p t r " .  *) 
d e l e t e C h i l d 0  ; 
(* T h i s  procedure d e l e t e s  a l1  t h e  ch i ldren  of t h e  p t r  " p t r " .  *) 
nextFather 0 : BOOLEAN ; 
(* This procedure s e t s  t h e  p o i n t e r  "p t r "  t o  i ts f a t h e r  and 
r e tu rns  TRUE, FALSE otherwise . 
*) 
nextch i ld  0 : BOOLEAN ; 
(* This procedure s e t s  t h e  po in t e r  " p t r "  t o  its f irst ch i ld  and 
r e tu rns  TRUE, FUSE otherwise .  
*O 
(* This procedure sets the pointer "ptr" to the brother 
next to it and retums TRUE, FALSE otherwise. 
*) 
getItem():REFANY; 
(* This procedure returns the item referenced by "ptr". *) 
getHead0 :Node; 
(* This procedure returns the "head" . *) 
getPtr 0 : Node ; 
(* This procedure returns the "ptrt' . *) 
setPtr (ptr : Node) ; 
(* This procedure sets the pointer "ptr". *) 
END ; 
TokenTree <: PublicTokenTree; 
PublicTokenTree = Tree OBJECT 
METHODS 
(* This procedure initialires and builds a tokentree 
from a parsing list sent by an HTMLParser.T object. 
*) 
(* This procedure finds the tag "tag" in a token tree. 
If it finds one it returns TRUE and sets the pointer "ptr" on it. 
If it does not find one it returns FALSE. 
It begins the search at the starting pointer "ptr", and 
f inds the f irst matching tag. 
*) 
END ; 
PROCEDURE InsertBrother (ptr : Node ; items : REFANY) ; 
(* This procedure inserts an item as a brother of the node "ptr". *) 
PROCEDURE InsertNewParent(ptr:Node;items:REFANY); 
(* This procedure inserts an item as a parent of the node "ptr". *) 
(* This procedure deletes the item referenced by "ptr". *) 
END HTMLTree. 
HTMLParser 
(* Copyright (Cl 1995, Martin Gagnon 
(* Al1 rights reserved. 
(* See the file COPYRIGHT for a full description. 
(* 
(* Last modif ied on Tue Feb 20 15:00:00 EST 1996 by Martin 
(* 
(* This interface implements an HTl4LParser.T object . 
This object returns a 
list of tokens generated from the parsing of an 
SGML derived language. 
The tokens are separated in two categories : 
1-Tag 
the tag delimitaters are < and > 
the main tag and his attributes are stored in an atoms 
the < and >-are NOT in the list. 
the comments have the specific tag " ! "  and the rest of 
list 
the - 
text is its only attribüte 
2-TEXT 
everythings else that is not in the < > delimiters. 
INTERFACE HTMLParser; 
IMPORT HTMLList , Rd ; 
TYPE 
(* A list of At0m.T identifying each attribute in the tag *) 
Tag = RECORD 
attributeList : HTMLList.T; 




(* This procedure initializes a file with a reader 
for a future parsing *) 
(* This method returns a list of tokens *) 
END ; 
PROCEDURE Traduce(text:TEXT):TEXT; 
(* This procedure translates the c and > characters to the rigth 
delimiter Tag. This procedure is useful to convert an encoded 
tag used to generate an index. 
Example : 
If text is "&lt;I&gt;" it will return V I > "  
PROCEDURE GetToken(source:Rd.T): REFANY; 
(* This procedure returns the next valid token from a reader. 
The token can be a Text field or a Tag. 
NIL if no valid token vas found. 
+) 
PROCEDURE GetTag(source:Rd.T):REF Tag; 
(* This procedure returns the Tag, if its not a valid tag it returns 
NIL *) 
PROCEDURE GetField(source:Rd.T):TEXT; 
(* This procedure returns the Text field, if it is not a 
valid text field it returns NIL *) 
END HTMLParser . 
(* Copyright (C) 1995, Martin Gagnon *) 
(* Al1 r i g h t s  reserved.  *) 
(* See the  f i l e  COPYRIGHT f o r  a f u l l  desc r ip t ion .  *) 
(* * 1 
(* Last modified on Tue Feb 20 15:00:00 EST 1996 by Martin Gagnon*) 
(* *> 
(* This i n t e r f a c e  s e t s  t h e  opt ions  t h a t  
can be found on t h e  command l i n e  
t h e i r  meaning is  d e t a i l e d  i n  t h e  main module *) 
INTERFACE HTMLCommLine; 
TYPE 














(* these  are t h e  poss ib l e s  opt ions  t h a t  
a user can s e t  *) 
PROCEDURE ParseComm(commText:TEXT) : CommLine; 
(* This procedure r ece ives  each parameter sent by Params-Get, 
and r e tu rns  a type i d e n t i f y i n g  t h e  opt ions  
set by t h e  u se r  *> 
END HTMLCodine . 
Librairies de  niveau Intermediaire 
Outils oeuvrant sur des fichiers HTML linéaire ou hiéararchique 
(* Copyright (C) 1995, Martin Gagnon *) 
(* Al1 rights reserved. *) 
(* See the file COPYRIGHT for a full description. *) 
(*  *) 
(* Last modified on Tue Feb 20 15:00:00 EST 1996 by Martin Gagnon*) 
(* *> 
(* This interface implements somes procedures to work 
on a list of tokens produced by the parsing. 
Two kind of structured f o m  the list of tokens. 
A HTMLPa.rser.Tag used to hold the tag and its attributes 
and TEXT used to hold the data field. 
Each pointer used by the procedures is of type HTMLList.Node. 
*) 
INTERFACE HTMLToolList; 
IMPORT HTMLList ; 
PROCEDURE GetTag(ptr:HTMLList.Node):TEXT; 
(* This procedure returns a string of text that identifies the tag 
referenced by ptr. If ptr does not point on a HTMLParser. 
Tag structure it returns an empty string. 
*> 
PROCEDURE InsertAttribut(ptr:HTMLList.Node;attribu:TEXT); 
(* This procedure adds an attribute to a tag referenced by "ptr". 
The attribute is inserted directly after the main tag. The 
attribute may written as : 
CLASS , CLASS= , CLASS=INDEX . 
*O 
PROCEDURE GetTheAttribute(ptr:HTMLList.Node;attribu:TEXT):REFANY; 
(* This procedure gets the value of an attribute. 
The attribute is a part of a 
tag referenced by "ptr". If there is no 
attribute mathing the "attribu" 
string it returns the NIL pointer. If the attribute is there but 
has no value, it returns an empty string. 
*> 
(* This procedure sets the value %euH to an attribute "attribu" of a 
tag rêfernced by "ptr" . If there is no attribute "attribut', 
a new one 
is created and set to the desired value. 
*) 
PROCEDURE DelTheAttribute(ptr:HTMLList.Node;attribu:TEXT); 
(* This procedure deletes an attribute "attribu" from a tag 
referenced by "ptr". *) 
END HTMLToolList . 
HTMLToolTree 
(* Copyright (C) 1995, Martin Gagnon *) 
(* Al1 rights reserved. *) 
(* See the file COPYRIGHT for a full description. *) 
(* *) 
(* Last modified on Tue Feb 20 15:00:00 EST 1996 by Martin Gagnon*) 
(* *) 
(* This interface implements some procedures to 
work on a tree of tokens. 
Two kind of structures form the tree of tokens, 
A HTMLParser.Tag is used to hold the tag and its attribute. 
and TEXT holds the data field. 





(* This procedure returns TRUE if the name of the 
tag referenced by "ptr" 
matches exactly the string "tag". 
This means that if you specify tag 
as Hl and the tag is /Hl, it vil1 return false. 
*) 
PROCEDURE IsThatTag(ptr:HTMLTree.Node;tag:TEXT):BOOLEAN; 
(* This procedure returns TRUE if the string "tagu 
matches partially or 
completely the name of the tag referenced by "ptr". 
This means that 
if you specify tag as Hl and the tag is /Hl, it will return TRüE. 
*) 
PROCEDURE GetTheTag(ptr:HRaTree.Node):TEXT; 
(* This procedure returns a string of text that identifies the tag 
ref erenced by "ptr" . If "ptr" does not point on a HTMLParser . Tag 
structure, it returns an empty string. 
* 
(* This procedure gets the value of an attribute. 
The attribute is p a r t  of a 
tag referenced by' "ptrtt  . If there is no attribute 
mathing the "attribu" 
string, it returns the NIL pointer. If the attribute is there but 
has no value, it returns an empty string. 
*) 
PROCEDURE Set~heAttribute(ptr:HTMLTree.Node;attribu:TEXT;neu:TEXT); 
(* This procedure sets the value "newu to an attribute "attribu" of a 
tag referenced by "ptr". If there is 
no attribute "attribu", a new one 
is created and set to the desired value. 
PROCEDURE InsertAttribut(ptr:HTMLTree.Node;attribu:ïW(T); 
(* This procedure adds an attribute to a tag referenced by "ptr". 
The attribute is insert as directly after the main tag. The 
attribute may be uritten as : 
CLASS , CLASS= , CLASS=INDEX . 
*) 
(* This procedure changes the name of the tag 
referenced by "ptr" to a 








(* This procedure creates a new tag and returns it. The name of 
the tag will be VI and v2 .. v7 will be its attributes. 
A maximum of 6 attribute is possible. 
*) 
PROCEDURE FindTextHeaderCptr : HTMLTree.Node; 
flag : REF BOOLEAN; 
VAR Holdptr : HTMLTree-Node); 
(* This procedure finds the first field of text of a header and 
holds a ptr on it. 
ptr : the header ptr. 
flag : flag set if the text is found. 
VAR Holdptr : the holder of the TEXT ptr. 
*) 
PROCEDURE ReturnAttribut(string:TEXT):TEXT; 
(* This procedure returns the sub-string after 
the-chyacter '= '  in the 
string string". If no char '=' is found it returns 
an empty string. 
This is useful to get the value of an attribute. 
*) 
END EiTMLToo lTree . 
Redéfinition des liens 
(* Copyright ( C )  1995, Martin Gagnon *) 
(* Al1 rights reserved. *) 
(* See the file COPYRIGHT for a full description. *) 
(* *) 
(* Last modified on Tue Feb 20 15:00:00 EST 1996 by Martin Gagnon*) 
(* *) 
(* This interface adjusts the links of the linear document after the 
linearization *) 
INTERFACE HTMLAdjustLiak ; 
IMPORT Pathname,HTMLList,HTMLFile,Wr,TableNode; 
TYPE 
(* this record contains a structure FileGen which holds al1 the 
information about a node that has been reached. 
A unique ID is assigned to it. *) 
Content = RECOEiD 
file HTMLFile.FileGen; 
id : ~ X T  :=NIL; 
END ; (* RECORD *) 
PROCEDURE AdiustLink(file:PathnameeT := HTMLFile.DefaultHTML; 
table~oae :'Tableiode. Def ault ; 
wrMsg : Ur. T : = NIL)  ; 
Adjusts the link in the file "file". If one of 
its links is ln th$ list of 
the nodes visited listNodeH , it will be 
converted to an internal linb. 
This means that if a link is : 
HREF="http://www.vlsi.polymt1.ca/index.html#start" (external link) 
and wv.vlsi.polymtl.ca/index.html is in the list 
of nodes visited, it will be changed to : 
HREF="#start " (internal link) 
Any message uill be written on the wrMsg vriter (by default is the 
Stdio . stdout) *) 
END HTMLAdjustLink. 
Librairies de haut niveau 
Linéarisat eur 
HTMLL* mear 
(* Copyright (C) 1995, 
(* Al1 rights resenred. 
Martin Gagnon *) 
*> 
(* See the file COPYRIGHT for a full description. *) 
(* 4 
(* Last modified on Tue Feb 20 15:00:00 EST 1996 by Martin Gagnon*) 
(* *) 
(* This interface implements somes procedures to work on a HTML file. 
Al1 theses operate on a HTMLTree.TokenTree structure. 





MaxDep = 20; (* Maximum depth to explore in a web graph *) 
TYPE 
(* This array stores the value of the the last 
header where the file inclusion was made *) 
DepArr = ARRAY[O..MaxDep] OF CARDINAL; 
(* type of the link *) 
Relation = < SUBDOCUMENT , INCLUDES ) ; 
(* a link to follow *) 
Link = RECORD 
ptr : HTMLTree-Node; (* where in the tree the inclusion has to 
be made *) 
relation : Relation; (* type of the link *) 
depth : CARDINAL := 0 ;  (* the depth of the file relative 
to the file *) 
END; (* RECORD +) 
PROCEDURE SearchAllSubReference(tree:HTMLTree.TokenTree; 
file:HTMLFile.T; 
depArr : DepArr; 
doc . CARDINAL; 
depth : REF CARDINAL ; 
patPrune : TEXT; 
patInclude : TEXT):HTMLList.T; 
(* This procedure searches al1 the "valid" 
sub references to perform a 
linearization. It returns a list of valid "Link" to follow. 
VARIABLE : tree : the target file in a tokentree form. 
file : the info on the target file. 
depArr : this array provides information 
on hou deep the target 
file is in the linearization, and what was the 
value of the that last header before this file 
was included in the linearizat ion. 
doc the id of the document. 
depth : hou deep the file is in the linearization. 
patPrune : the prune pattern. 
patInclude : the include pattern. 
NOTE : if a string matches the two patterns, the prune pattern has 
priority over the include pattern. 
*) 
PROCEDURE Linear (f ileName : TEXT ; 
tableNode : TableNode-Default; 
output : HTMLStream. Out ; 
file : HTMLFile .T; 
flag : BOOLEAN; 
depth : CARDINAL; 
patPrune : TEXT; 
patInclude : TEXT 1; 
(* This procedure linearizes a web graph. 
This procedure is called recursively to perform 
the linearizat ion. To 
begin a linearization, give an empty tableNode, 
a file ancestor set 
to NIL, and the depth set to O. 
VARIABLE : fileName : the entry file . 
tableNode - a table that stores the nodes visited. 
output : the output stream for the linear document. 
file : the ancestor file of the entry file. 
flag : set to TRUE if the file is a SUBDOCUMENT, 
FALSE, if it is an ZNCLUDE file. 
depth : the depth of the file in the linearization. 
patPrune : the prune pattern. 
pat Include : the include pattern. 
NOTE : if a string matches the two patterns the prune pattern has 
priority over the include pattern. 
*) 
PROCEDURE Hierarchie(ptr:HTMLList.T: 
tableNode : ~able~ôde. Default ; 
tokenTree:HTMLTree.Node; 
output : HTMLStream. Out ; 
file:HTMLFile.T; 
patPrune : TEXT; 
patInclude : TEXT); 
This procedure vil1 modify a token tree by inserting 
other trees into it. The other trees come from the list 
of-links to follow. 
Thls procedure calls itself recursively until the 
list of subreference is empty. Each time a new node is reached a 
new list is created. 
VARIABLES 
ptr : a list of links to follou 
tableNode : the table of nodes visited 
tokenTree : the head of the tree to modify 
output : the output stream for the linear document. 
file : the ancestor file of the tree. 
p a t P m e  : the prune pattern. 
pat Include : the include pattern. 
PROCEDURE ChangeHeader(tree:HTMLTree.TokenTree;deep:CARDINAL); 
(* This procedure changes the value of al1 the headers 
of token tree " 
- 
tree". The value is set by the "deepU. 
*) 
PROCEDURE InsertSpotID(tree:HTMLTree.TokenTree;id:CAFü)INAL); 
(* This procedure inserts a spot tag <SPOT ID="idl'> at the top 
of the tree. 
*) 
END HTMLLinear , 
Générateur de fichier ASCII 
HTMLToASCII 
(* Copyright (C) 1995, Martin Gagnon *) 
(* A l 1  rights reserved. *) 
(* See the file COPYRIGHT for a f u l l  description. *) 
(* *) 
(* Last modified on Tue Feb 20 15:00:00 EST 1995 by Martin Gagnon*) 
(* *> 
(* This interface uses the command lynx -dmp to provide a procedure 
to convert HTML to ASCII. If the command is not present, the 







(* This procedure starts the conversion of the 
input file "nameIn" and 
produces the output file "nameOutN ( out.ascii by default 1. 
The message will be sent on the msgWr writer. 
*) 
END HTMLToASCII. 
Générateur de fichier HQjX 
HTMLToTex 
(* Copyright (Cl 1995, Martin Gagnon *> 
(* Al1 rights reserved. *> 
(* See the file COPYRIGHT for a full description. *) 
(* *) 
(* Last modif ied on Tue Feb 20 15:OO :O0 EST 1995 by Martin Gagnon*) 
(* *) 
(* This interface implements al1 the procedures useful for *) 
(* the conversion of HTML to Latex language +) 
INTERFACE HTMLToTex; 
IMPORT Pathname,HTMLList,HTMLFile,Wr; 
PROCEDURE StartGenTex (nameIn : Pathname . T ; 
nameout - Pathname . T ; 
TOC . BOOLEAN : = FALSE; 
~ist~f~igures : BOOLEAN := FALSE; 
ListOfTable BOOLEAN := FALSE; 
FPS : BOOLEAN - =  FALSE; 
listRef : HTMLL~S~ .T := NIL; 
patDiag : TEXT := NIL; 
commDiag : TEXT := NIL; 
msgWr:Wr.T:=NIL); 
(* Produce a Latex file from the HTML file specified by nameIn. 
The output defaults to out.tex if it is not specified. 
nameIn : input file (HTML) 
nameout : output file ( uith ext. .tex .log .dvi .aux .ps ) 
TOC : if true produce a table of content 
ListOfFigures : if true produce a list of figures 
ListOfTable : if true produce a list of tables 
FPS : if true produce a postscript document 
listRef : if NON-NIL produce a list of references 
*) 
END HTMLToTex. 
Outil pour construire la table des matières 
HTMLToC 
Copyright (Cl 1995, Martin Gagnon *) 
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JI> 
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*) 
This interface builds a table of contents 
for a target file "f ileInU . 
The table of contents consists in a nested list of al1 the 
headers in the target file. 
Two TOC are created, one is added at the beginning of the 
target file and its links point to the headers in the file. 
The other is in the TOC-html file and its link point to 
the headers in the original files ( if a linearization uas done ) .  
If no linearization vas done before, the two TOC vil1 point to 
the same target. To keep track of the original files, 
the table of nodes is required, and an attribute "CLASS" is added 
to each header to specify in wich file 




(* content of the TOC *) 
Content = RECORD 
title : TEXT; (* the text of the header *) 
idFile : HTMLFile-FileGen; (* in which file it occurs *) 
idLin : TEXT := (* lts ID in the llnear d0c *) 
laie : TEXT := (* its ID in the original doc *) 
deep : CARDINAL ; (* its depth *) 




(* This procedure builds the table of contents . 
fileIn : the target file where the index is extracted from. 
tableNode : a table of the nodes visited , useful to keep 
track of the 
original file for a linear document. If it is not a linear 
docüment, pass an empty table. 
msgWr : the output for the messages. *> 
END HTMLToC. 
Outil pour construire l'index 
HTMLIndex 
(* Copyright (C) 1995, Martin Gagnon 
(* Al1 rights reserved. 
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(* *) 
(* This interface produces an index by extracting 
the information from the 
tag SPOT . The extracted information is encoded this way 
where 
CLASS=INDEX specifies that this tag is used to make 
an index of the file. 
ID="key,XXXXX,text is the encoded information, 
key : ~ e i  to use for the sorting 
XXXXXX : String to use in the index ( with al1 its attributes ) 
text : ID of the index ( to avoid multiple definition of the 
same uord ) 
This module modifies the target file ("fileIn") by appending the 
index to it, and creates a new file ( Index-html 1. 
The links in the index appended to the target file point 
in the same 
file. The links of the Index.htm1 file point to the 
original files 
where the indexed word first occurred. The table of nodes 
visited is 




Max = 20; 
TYPE 
(* content of an index *) 
Index = RECORD 
wordSort : TEXT; (* the key for the sorting *) 
stringIndex : TEXT; (* the string that appears in the index *) 
attribu : TEXT; (* the attribu of the index if we got some 
duplicate word in the index *) 
ID : TEXT; (* his ID *) 
idFile : HTMLFile-FileGen; (* the file in which it occurs *) 
END; (* RECORD *) 




(* This procedure builds the index . 
file : the target file where the index is extracted from. 
tableNode : a table of the nodes visited , useful to keep 
track of the 
original files for a linearized document. If it 
is not a linearized document, pass an empty table. 
msgWr : the output for the messages. *) 
END HTMLIndex. 
Outil pour construire la Liste des références 
HTMLReference 
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*) 
This interface builds the list of references for an HTML file. 
The list of 
references w i l l  include al1 the HREF-that have not the relation 
REL set to INCLUDE or SUBDOCUMENT. This includes al1 these 
types of references : 
HkË~="htt~ : //W. vlsi . polymtl . ca/Features . html" 
HREF="http://vuv.vlsi.polymtl.ca/Bugs.html#toto" 
From each reference found, a bibliography entry is extracted. 
Two classes of bibliography entries can be created : 
CLASS-Bibitem : this one is created from files that 
have a specific 
section for a bibliographie entry. 
<DIV 1D="hereu CLASS=BIBITEM> 
Author,<I>book title</I>,OJConnel, 1995 
</DIV> 
CLASS.Ordinary : this one is created by default if a BIBITEM 
section is not found in the document. 
In this case a bibliography item can be deduced from these 
tags : 
<TITLE> book title </TITLE> 
<pz 
<DIV CLASS=AUTHOR> Author </DIV> 
<P> 
<DIV CLASS=BIBITEM.TAIL> O'Conne1,1995 
< / D I V >  





(* possible classes of a bibliography items *) 
CLASS = { Ordinary,Bibitem 3; 
(* content of a bibliography item *) 
Reference = RECORD 
class : CLASS; (* the class of the item *) 
author : TEXT :="" ; (* the author of the reference *) 
title : TEXT:=""; (* the title of the reference *) 
edition : TEXT:=""; (* edition *) 
URL : TEXT; (* (L *) 
END ; (* RECORD *) 
PROCEDURE BuildReference(nameFile:Pathname.~; 
msgWr:Wr.T:=NIL) : HTMLList-T; 
(* This procedure builds the list of references from 
the file "nameFileH 
and returns the list . The list - is formed of References records. 
Al1 the output messages are written to msgWr. 
*) 
END HTMLRef erence . 
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