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1) Introducción 
1.1 Sociedad y comunicación 
 
No hace demasiado tiempo, sino en el inicio del siglo actual, que el derroche de 
tecnología se abalanzó sobre nosotros en forma de aparatos electrónicos cuyo 
funcionamiento desconocíamos y los cuales no imaginábamos en nuestra vida diaria. 
Poco tiempo pasaría hasta que nos familiarizáramos y dependiéramos de ellos como si 
fueran imprescindibles en nuestro día a día. 
Internet nos enredó con sus ilimitadas posibilidades y creó un mundo muy 
diferente al que conocíamos, un mundo donde la información circula tan rápido como 
suceden los eventos y en forma de millones y millones de bits. Internet se expandió 
rápidamente y poco a poco se convirtió en un derecho humano, para poder disfrutar 
de todo aquello que nos propongamos encontrar, debido a su total globalización. 
Así es, la sociedad actual dispone de una nueva necesidad básica para vivir, y es 
la de mantenerse comunicado e informado con el resto del mundo, aprovechando la 
facilidad que ofrece la tecnología actual. 
Casi tan rápido como internet se propagó en el mundo actual, la telefonía móvil 
apareció para cubrir una conocida necesidad: poder comunicarnos con personas desde 
cualquier lugar del mundo y desde cualquier sitio. 
Los dispositivos móviles comenzaron siendo aparatos que cubrían su objetivo: 
podías comunicarte con otros dispositivos con facilidad y éxito, pero estaban lejos de 
ser cómodos y usables, pues su tamaño era desorbitado y ofrecían carencias de 
usabilidad como un menú intuitivo o el almacenamiento de información. 
Pero tal y como se ha visto, la tecnología avanza muy rápidamente y los 
dispositivos móviles evolucionaron para convertirse en herramientas que ofrecen 
muchas más funcionalidades y posibilidades al usuario: su tamaño se vio reducido, su 
peso también, los sistemas operativos que lo formaban empezaban a ofrecer un 
aspecto más agradable, menús más ordenados, dibujos, color, aparecieron nuevas 
redes de comunicación como la mensajería SMS que impactó directamente en la 
sociedad actual, etc. 
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Sin duda los dispositivos móviles se convirtieron en una herramienta común en 
la vida diaria de las personas al igual que internet, pero el concepto de telefonía móvil 
podía seguir explotándose más debido a las extensas posibilidades que ofrece un 
dispositivo portátil, y juntando varias ideas, aparecieron los smartphones. 
Los smartphones, o teléfonos inteligentes, son teléfonos móviles que ofrecen al 
usuario un sinfín de posibilidades permitiéndole instalar, modificar y borrar 
aplicaciones, a través de sistemas operativos usables y con interfaces cómodas e 
intuitivas: desde teclados físicos, hasta pantallas táctiles. 
Estos dispositivos, son la combinación ideal de las posibilidades de los teléfonos 
que conocíamos, y el funcionamiento de un ordenador. Además, los smartphones 
permiten al usuario adentrarse en internet mediante tarifas de datos, por lo que sus 
posibilidades son ilimitadas: gestionar tu correo, mantener actualizada tu red social, 
descargar aplicaciones, etc. 
Además, la gran mayoría de dispositivos actuales cuentan con tecnología 
hardware como: GPS, acelerómetro, giroscopio, brújula, wi-fi, bluetooth, etc., que 
añaden aún más posibilidades al dispositivo si cabe. 
Sin duda en la actualidad, es el aparato de moda que está revolucionando el 
mercado tecnológico y la sociedad, siendo extraño el no ser usuario de un smartphone, 
al igual que pasa con internet: ¿Se convertirán los smartphones en los nuevos 
ordenadores?  
También hay que nombrar la aparición de las tablets, a las cuales podríamos 
referirnos como smartphones de mayor tamaño, disponiendo de las mismas 
posibilidades, pero con pantallas mayores, aunque la tendencia actual de los 
smartphones cada vez se dirige más a dispositivos con pantallas mayores, por lo que es 
muy probable que en un futuro quizás tablets y smartphones queden unificados. 
Recapitulando, podemos deducir que sin duda los smartphones se están 
convirtiendo en un dispositivo a tener muy en cuenta por la cantidad de posibilidades y 
ventajas que ofrece y por lo popular que se está convirtiendo en la sociedad actual, y 
es por esto que cada vez más las empresas están apostando por el desarrollo de 
nuevas aplicaciones para smartphones para ampliar sus posibilidades, funcionalidades 
y según el negocio, acercarse a sus usuarios. No es extraño pues que cada vez más 
aparezcan ofertas laborales en el desarrollo de software para dispositivos móviles. 
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1.2 ¿Qué sistema operativo móvil escoger? 
 
Con todo este movimiento tecnológico revolucionario en el campo de la 
telefonía móvil, las empresas más pioneras de la informática (y otras no tanto), 
decidieron apostar en desarrollar un sistema operativo para los smartphones, por lo 
que actualmente podemos encontrar gran variedad de ellos, como: Android, iOS, 
Blackberry OS, Symbian OS, Windows Phone, etc.  
Cada uno dispone de sus pros y sus contras, sus beneficios y desventajas, al 
igual que ocurre en los SO de los computadores. Así pues, es importante analizar cada 
uno de ellas para escoger el que mejor se adapte a nuestras necesidades. 
En este proyecto, se han valorado los 3 siguientes sistemas operativos, por su 
versatilidad y accesibilidad: Android, iOS y Windows Phone. 
 
 iOS es el sistema operativo móvil de Apple, diseñado especialmente para el 
dispositivo móvil iPhone.  
Ventajas: Es un sistema operativo potente, intuitivo y fácil de utilizar que 
cuenta con un mercado de aplicaciónes muy fuerte (App Store)  y 
tecnologías novedosas como iCloud (sincronización de datos en todas las 
máquinas Apple), iTunes, etc. Actualmente es un sistema operativo muy 
expandido. 
Desventajas: No hay mucho teléfono móvil donde escoger para hacer uso 
de iOS, pues necesitas un iPhone para hacer pleno uso de su potencial. La 
personalización del dispositivo y su diseño a nivel de software está bastante 
limitada. En cuanto al desarrollo, es necesaria una máquina con sistema 
operativo Mac y adquirir una licencia de desarrollador. 
 Windows Phone es la apuesta de Microsoft por llevar su sistema operativo 
Windows a los dispositivos móviles.  
Ventajas: Interfaz muy fácil de utilizar, que incorpora la tecnología METRO 
en sus aplicaciones (diseño horizontal). Sincronización con aplicaciones 
punteras de Microsoft como Office, Windows Live, étc. Gran compatibilidad 
con tecnología de Windows. 
Desventajas: Interfaz quizás demasiado simple. Tienda de aplicaciones muy 
básica respecto a sus competidores. Lleva poco tiempo en el mercado. 
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 Android es el sistema operativo de Google para los dispositivos móviles. 
Ventajas: Gran mercado de aplicaciones. Gran mercado de dispositivos 
móviles entre los que escoger. Fácil modificación del sistema operativo, de 
su diseño y de sus aplicaciones. Facilidad de desarrollo desde cualquier 
computador y sin licencia. Compatibilidad con los servicios de Google. 
Desventajas: Interfaz más compleja que sus rivales. Ciertas actualizaciones 
de software dependen del fabricante del dispositivo. Duración de la batería 
baja. 
 
Android se ha convertido en el sistema operativo más utilizado del mundo con 
más de 300 millones de usuarios activos, y es que cada día se activan 
aproximadamente un millón de terminales con Android.  
En este proyecto se ha escogido el sistema operativo Android para el desarrollo 
de la aplicación cliente por los siguientes motivos: 
 Extenso mercado: Cubre desde teléfonos de gama baja, los cuales 
cumplen con éxito sus funcionalidades básicas, hasta terminales de 
gama alta pioneros en hardware. 
 Código abierto: El sistema operativo Android está liberado (bajo la 
licencia Apache) y su código es totalmente abierto, por lo que cualquier 
desarrollador puede modificarlo y mejorarlo, construyendo entre todos 
un sistema operativo mejor.  
 Libertad: El usuario puede instalar cualquier tipo de aplicación en del 
dispositivo desde el mercado de Android (Android market) o 
descargando aplicaciones .apk (extensión de las aplicaciones de 
Android) de terceros sin ningún problema o restricción. 
 Sin fronteras: Android no se reservará nunca el derecho a escoger una 
determinada operadora para imponer al usuario el hecho de contratarla 
para poder disfrutar de él. 
 Comunidad: Android cuenta con la comunidad de desarrolladores más 
grande del mundo, siendo así fácil encontrar información de éste, 
además de eventos, foros, étc. 
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 Multitarea: Android es un dispositivo que permite realizar diferentes 
tareas a la vez, ya que el propio sistema operativo se encarga de 
gestionar sus recursos pausando tareas, suspendiéndolas, cerrándolas 
en periodos de inactividad, étc. 
 Personalizable: El usuario tiene la opción de personalizarlo todo a su 
gusto. No solo cambiar colores e iconos, sino todo el contenido del 
sistema. 
 
Como ya hemos visto, también dispone de desventajas respecto a su 
competencia, éstas no son demasiado relevantes. 
Otra estrategia que podemos ver en la actualidad, es la de diseñar las 
aplicaciones multiplataforma y crearlas para todos los sistemas operativos punteros. 
De esta forma conseguiremos más mercado pero quizás la calidad se vea mermada. 
Valorando todas estas opciones, la empresa de logística SML Consulting decidió 
apostar por el desarrollo de una aplicación en el sistema operativo Android para 
satisfacer sus necesidades. 
 
1.3 SML Consulting 
 
SML Consulting (SML se refiere a : Sistemas de Movimientos Logísticos) es una 
compañía de 2 años de vida , pequeña, de menos de 50 trabajadores, la cual está 
especializada en servicios de consultoría e integración de tecnología y sistemas de 
información, principalmente orientada a la logística y al transporte urgente de valijas y 
paquetería. Ofrece soluciones integrales en el ámbito de las tecnologías de la 
información y las infraestructuras.  
SML nació para cubrir la necesidad de gestión de las empresas de logística, con 
la idea de crear un único entorno extensible para múltiples compañías. Comenzó 
trabajando con el sistema de información que ya dispone la compañía de logística 
Disval, su principal cliente, llamado Iris. 
Logística Disval decidió posteriormente cambiar el Sistema de Información Iris 
por QTRANS, pero por diferentes problemas técnicos y burocráticos con el proveedor, 
nunca se llegó a implantar completamente. Los problemas ocasionados por el fiasco en 
la implantación de QTRANS obligaron a Logística Disval a plantearse crear su propio 
Sistema de Información. 
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Invirtieron cerca de 600.000€ en el proyecto y decidieron utilizar la tecnología 
.NET para crear un sistema de información robusto y extensible, que es el que se 
conoce hoy en día por sistema de información de SML. 
 En la actualidad, SML mueve anualmente más de 5 millones de bultos 
(sumando paquetería y valijas) y está asociada con varias empresas de logística 
nacional como Disval, TBI, Distrinor y DeliverPack, compañías con numerosas sedes a 
nivel nacional. Disval y TBI son los principales clientes y disponen de volúmenes de 
facturación bruta anual de 14 y 4 millones de euros, respectivamente.  
A sus clientes, les ofrece soporte tecnológico mediante páginas web de gestión 
y aplicaciones de escritorio que facilitan sus servicios, todo dentro de su propio 
sistema de información.  
 
Entre sus servicios se pueden destacar: 
 Página web (Ver figura 1): 
o Alta, baja y modificación de servicios de paquetería y valijas 
o Control de movimientos 
o Alta, baja y modificación de rutas de distribución 
o Alta, baja y modificación de rutas de arrastre y naves logísticas 
o Alta, baja y modificación de proveedores 
o Alta, baja y modificación de clientes 
o Alta, baja y modificación de tarifas 
 
 Aplicación de escritorio: 
o Funcionalidades de la web en local, sin necesidad de conexión a 
internet 
o Escaneo de órdenes de entrega 
o Entrada de datos mediante pistolas o líneas de comando 
 Tienda de material informático 
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Figura 1: Cabecera de la página web de SML Consulting 
 
SML planea terminar sus productos en desarrollo en breve por tal de obtener 
una independencia económica de sus clientes actuales comercializando el producto a 
nuevas compañías y así  poder despegar con nuevos proyectos. SML Satélite Android 
es su gran apuesta para revolucionar el mundo del transporte. 
 
1.4 SML Android Satélite 
 
 SML Android Satélite es la apuesta de SML para ir un paso más allá en el mundo 
de la logística tal y como lo conocemos hoy en día. 
Pretende ser una aplicación para dispositivos con sistema operativo Android 
(tablets y smartphones) que tiene como objetivo principal ofrecer una serie de 
funcionalidades de ayuda a los conductores por tal de que puedan realizar su trabajo 
con mayor eficiencia. Desde el reparto de mercancía, hasta el recorrido de rutas. 
SML es consciente de muchas de las rutinas que suceden en las empresas de 
logística en el día a día, rutinas tanto dentro de las naves de logística como fuera en el 
transporte de mercancía: asignación de rutas, distribución de mercancía,  asignación 
de entregas y recogidas de paquetería y valijas, confirmaciones, incidencias, etc.  
Muchos de estos procesos rutinarios diarios son llevados a cabo de manera 
muy manual e imprecisa, lejos de ser óptima y sobretodo, con carencias en la gestión 
de los transportistas y la mercancía. 
 Con estos hechos en mente, SML decidió aprovechar el boom tecnológico 
actual de la tecnología móvil para invertir en un proyecto para estas plataformas que 
optimice estas rutinas diarias y que sus usuarios puedan utilizar sin realizar una gran 
inversión (con su propio dispositivo móvil o con cualquier plataforma con Android). 
Estudiando la competencia, se descubrió a mitad del desarrollo de la aplicación 
que la empresa Estudio cero comercializa actualmente un producto Android  similar a 
SML Android Satélite, con la diferencia de que Estudio cero lleva en el mercado desde 
1994.  
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Resulta curioso pues sin ningún tipo de contacto previo, ambos productos 
utilizan la misma tecnología Android, el mismo dispositivo de pruebas y prácticamente 
las mismas funcionalidades. Teniendo en cuenta la experiencia de Estudio cero, estas 
coincidencias consolidan de alguna manera todas las decisiones adoptadas por SML en 
el desarrollo de este producto. 
 De todo esto, nace la aplicación para Android, SML Android Satélite. En un 
principio, está orientada a los transportistas como usuarios, pero no se descarta el 
ampliarla y ofrecer otras funcionalidades al resto de perfiles logísticos.  
Cabe destacar que la aplicación mantiene constantes conexiones con los 
servicios web de SML, obteniendo la información necesaria para llevar a cabo las 
funcionalidades que se ofrecen y también enviando datos de utilidad para la 
compañía. 
1.4.1 Objetivos generales 
 
 Los objetivos generales propuestos para esta primera versión de la aplicación 
que está enfocada a los transportistas son: 
 Optimización del reparto de mercancía (tanto del proceso de transporte como 
de la asignación de las tareas en la nave) 
 Obtener el tiempo exacto de una confirmación por entrega o recogida 
 Recopilar las coordenadas GPS de las calles 
 Control de la flota 
 Mejorar la comunicación entre conductores y naves logísticas 
 
1.4.2 Objetivos específicos 
 
 Los objetivos específicos, aquellos a realizar para obtener los generales, son: 
 Aprendizaje del entorno Android : Estudio del idioma java y las peculiaridades 
del sistema operativo Android. 
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 Comunicación Android con los Web Services WCF de SML: Estudio del 
funcionamiento de los Web Services WCF (Windows Communication 
Fundation) y desarrollo de los servicios web necesarios para las peculiaridades 
de la aplicación Android. Creación de una solución para la comunicación entre 
tales web services y la aplicación Android. 
 Gestión de permisos de los usuarios: Poder gestionar la aplicación mediante 
permisos almacenados en el sistema de información SML para poder lograr una 
pantalla de Login y un menú dinámico limitado según el perfil del usuario. 
 Control de flota: Gestionar la posición de los conductores mediante 
coordenadas GPS que el dispositivo Android enviará a SML. Incluir una lógica 
según la proximidad del conductor para realizar entradas y salidas en nave de 
forma automática. También, poder visionar en todo momento al conductor 
desde una web. 
 Actualización de la aplicación: Desarrollar un sistema propio de actualización 
de la aplicación, alternativo a Android-Market, para uso propio de SML. 
 Gestión de la base de datos local (SQLite): Estudio de la tecnología SQLite y 
desarrollo de su creación y acceso en Android. Sistema de actualizaciones 
según la versión. 
 Gestión de la ruta de arrastre: Pantalla donde el conductor dispondrá de la 
ruta de las naves a visitar, la cual se irá refrescando a medida que vaya 
interaccionando con cada una de las naves (entrada, salida y hora de llegada). 
También dispone de integración con Google Maps. 
 Gestión de la ruta de distribución: Pantalla donde el conductor dispondrá de 
las órdenes de entrega y recogidas que debe afrontar en el día de hoy. Podrá 
interaccionar con ellas añadiendo incidencias, confirmándolas u ordenándolas 
manualmente o de manera automática según la proximidad. Incluye una 
funcionalidad de filtrado para navegar más rápido entre ellas. También tiene 
integración con Google Maps.  
 Resumen diario: Pantalla donde el conductor dispondrá de un resumen de su 
productividad en el día actual. Se mostrará la cantidad de servicios 
completados, así como los asignados con incidencias y el importe total 
recolectado. Podrá ver el estado de todas sus confirmaciones o incidencias. 
 Detector QR: Pantalla donde poder realizar fotos a códigos QR (quick response 
barcode) en las órdenes de entrega y poder realizar un conjunto de acciones 
sobre el servicio. 
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 Mensajería: Funcionalidad integrada en la pantalla de ruta de distribución 
donde tendremos un apartado de mensajería por cada servicio. El usuario 
podrá enviar mensajes dentro del sistema de SML y también podrá recibirlos. 
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2) Análisis de las tecnologías 
 
 El proyecto de SML Android Satélite está formado por dos partes igual de 
importantes: el lado del servidor y el del cliente. 
 En el lado del servidor, es donde encontramos todo el sistema de información 
de SML donde toda la información circula y donde también encontramos servicios 
web, que permiten la interacción entre aplicaciones exteriores y el sistema de 
información. 
 Por otra parte, tenemos la parte del cliente: la aplicación en Android. En ésta es 
donde se muestra toda la información y además se recoge toda la interacción del 
usuario y se comunica a la parte servidor que contesta con lo necesario. 
 Para comprender con mayor resolución el desarrollo del proyecto, se procede a 
hacer un análisis de las tecnologías utilizadas en ambos lados.  
 
2.1 Lado del servidor: Servicios web 
 
 El lado servidor del proyecto es aquella parte invisible para el usuario pero a 
partir de la cual la aplicación Android se nutre para poder ofrecer todas sus 
funcionalidades. Es en esta parte donde toda la información de la compañía se procesa 
y gestiona.  
Todo esto es posible gracias a los llamados servicios web, y para su desarrollo, 
SML Consulting decidió optar por hacer uso de la tecnología de Microsoft: el 
framework .NET. 
2.1.1 ¿Qué es un servicio web? 
 
 A lo largo de la memoria se hace mención de los llamados servicios web, pero, 
¿qué es exactamente un servicio web? 
 Un servicio web es un software que utiliza un conjunto de protocolos y 
estándares que permiten el intercambio de información entre aplicaciones. Permiten 
extensibilidad e interoperabilidad, la habilidad de dos o más sistemas o componentes, 
que pueden estar incluso utilizando plataformas diferentes y programas distintos, para 
intercambiar y utilizar información. 
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Los servicios web suelen ser APIs Web que pueden ser accedidas dentro de una 
red (principalmente Internet) y son ejecutados en el sistema que los aloja. Tienen las 
siguientes propiedades: 
 Proporcionan una funcionalidad de negocio. 
 Es accesible en remoto a través de la web 
 Proporciona una interfaz bien definida que oculta la implementación 
 Es interoperable: El proveedor del servicio y el consumidor pueden usar 
tecnologías diferentes. 
 
Pero, ¿cómo se consigue la interoperabilidad entre máquinas? ¿Cómo se 
comunican los servicios con sus clientes? Estas cuestiones las resuelve SOAP (Simple 
Object Access Protocol), uno de los protocolos de comunicación más comunes en los 
servicios web. 
SOAP es un protocolo de comunicación que permite el intercambio de 
mensajes entre aplicaciones por medio de la red. Está basado en el lenguaje de 
etiquetas XML, permitiendo transmitir información compleja en forma de mensajes. 
Los mensajes SOAP están formados básicamente por: 
 SOAP Envelope: Es el elemento base del mensaje. Define el documento 
XML como un mensaje SOAP. 
 SOAP Header: Es la cabecera del XML y contiene información específica 
de la aplicación, como por ejemplo, la autenticación. 
 SOAP Body: Es el contenido del mensaje. Aquí es donde se indica que 
servicio web nos interesa, así como los parámetros que deseamos 
enviar o la respuesta a devolver. 
 
Otro protocolo que interviene en el uso de servicios web y por tanto, de la 
formación del mensaje SOAP, es el  WSDL (Web Service Description Lenguage). El 
WSDL es un protocolo también basado en XML que describe los posibles accesos a los 
servicios web. Nos indica cuales son las interfaces que proveen los servicios web 
(operaciones) y los tipos de datos necesarios para la utilización de los mismos 
(parámetros) para que así las aplicaciones clientes puedan realizar con éxito sus 
peticiones. 
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A continuación se expone un ejemplo de un mensaje SOAP, en el cual 
deseamos hacer una petición a una operación llamada GetPriceResponse definida en el 
servicio web prices. Le enviamos además un parámetro de tipo Price: 
<?xml version="1.0"?> 
<soap:Envelope 
xmlns:soap="http://www.w3.org/2001/12/soap-envelope" 
soap:encodingStyle="http://www.w3.org/2001/12/soap-encoding"> 
 
<soap:Header/> 
 
<soap:Body> 
<m:GetPriceResponse 
xmlns:m="http://www.w3schools.com/prices"> 
 <m:Price>1.90</m:Price> 
 </m:GetPriceResponse> 
</soap:Body> 
</soap:Envelope> 
 
 
El servidor procesará el mensaje SOAP y contestará con otro al cliente. 
Los mensajes SOAP no fueron pensados para ser transmitidos por ningún 
protocolo en particular, así pues pueden ser transmitidos a través de HTTP, SMTP, FTP, 
etc. Sin embargo, se utiliza principalmente HTTP, pues es un protocolo ampliamente 
difundido y que se encuentra menos restringido por firewalls.  
A continuación, en la figura 2, podemos observar desde una perspectiva más 
gráfica las comunicaciones entre clientes y servicios web: 
 
 
 
 
 
 
 
 
Figura 2: Representación gráfica de un servicio web utilizando SOAP mediante peticiones HTTP 
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Como reflexión podemos concluir con que los servicios web son sin duda una 
gran herramienta para el intercambio de información entre máquinas, pero su 
conjunto de protocolos hacen que sea complejo y difícil de desarrollar, además de 
necesitar un framework detrás y herramientas especializadas. Es por esto que en la 
actualidad está apareciendo cada vez más una nueva técnica de comunicación de 
servicios y cliente mediante XML pero sin los protocolos descritos anteriormente. Son 
los denominados servicios web REST (Representational State Transfer).   
REST es una técnica de arquitectura del software que dispone de una interfaz 
web simple que utiliza XML y HTTP para comunicarse sin abstracciones provocadas por 
otros protocolos como SOAP. Se utilizan principalmente para interactuar directamente 
con recursos que dispone el servidor que son representados mediante URLs, sin tener 
que enviar mensajes ni realizar operaciones. 
Es una incógnita si esta nueva técnica de comunicación absorberá los pesados 
protocolos de SOAP en un futuro, pero sí está recibiendo mucha acogida en muy poco 
tiempo, pudiendo verse servicios web REST en las páginas más punteras de la 
actualidad en la red como son: Twitter, Yahoo, Flickr, etc. 
2.1.2 .NET 
 
 Microsoft .NET es un conjunto de tecnologías que proveen un extenso conjunto 
de soluciones predefinidas para necesidades generales de la programación de 
aplicaciones. El framework que proporciona se encarga de administrar la ejecución de 
los programas escritos específicamente con la plataforma, aportando seguridad, 
gestión de la memoria y control de excepciones, entre otros. 
Esta solución es el producto principal de desarrollo en la oferta de Microsoft y 
la respuesta al creciente mercado de negocios en entornos web. Pretende ser utilizada 
por la mayoría de las aplicaciones creadas para la plataforma Windows, para obtener 
así una integración más rápida y ágil entre empresas y un acceso más simple y 
universal a todo tipo de información desde cualquier tipo de dispositivo. 
Los principales componentes de su marco de trabajo son: 
 Conjunto de lenguajes de programación: .NET soporta una gran serie de 
lenguajes de programación distintos, entre los que destacamos: C#, C++, 
Visual Basic, Python, Delphi, etc.  
 Biblioteca de clases: .NET dispone de un extenso conjunto de clases que 
tratan de saciar las necesidades del programador, ayudándole en todo 
lo posible ofreciéndole soluciones a sus problemas. 
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 CLR (Common Language Runtime): Es el verdadero núcleo de la 
plataforma, pues es donde se cargan las aplicaciones desarrolladas en 
los distintos lenguajes que ofrece .NET parecido a como lo hace JAVA 
con su máquina virtual. Permite aislar el desarrollo del entorno 
hardware de la máquina. 
 
.NET cubre también el desarrollo de servicios web, utilizando su propia 
tecnología: WCF (Windows Communication Fundation). WCF es un conjunto de 
librerías para la construcción de servicios web. Éstos permiten utilizar diversos tipos de 
comunicación y además la implementación de los servicios queda abstraída. 
Los servicios web SOAP descritos anteriormente que están implementados 
mediante la tecnología WCF, incorporan algunas novedades en el funcionamiento. A 
destacar, encontramos un nuevo protocolo de definición, el ABC. Éste protocolo añade 
más detalle a la comunicación entre cliente y servicio web, pues permite al 
desarrollador especificar cómo funciona. 
ABC son las siglas de:  
 Address: La dirección del servicio Web WCF 
 Binding: El tipo de protocolo utilizado para la comunicación (HTTP, TCP, 
pipes, etc.), la codificación, transacciones, etc. 
 Contract: Define cual es la función del servicio web 
 
 
 
 
 
 
 
 
Figura 3: Representación gráfica en el establecimiento del protocolo ABC desde el cliente para 
conectar con los servicios web 
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La diferencia entre el protocolo ABC y el WSDL visto anteriormente, es que el 
WSDL es formado automáticamente y tan solo indica como acceder a los servicios 
web, mientras que el protocolo ABC es creado por el desarrollador y especifica cómo 
funcionan los servicios. 
Otro punto a destacar de la tecnología .NET es el uso de IIS (Internet 
Information Services). IIS es el servidor de páginas web que ofrece .NET y mediante él 
podemos montar un servidor FTP, SMTP, NNTP y HTTP/HTTPS en una máquina ya sea 
para publicar una página local o remotamente. Los servicios web WCF requieren estar 
hospedados en un IIS. 
.NET es el framework escogido por SML Consulting para gestionar su sistema de 
información, y por tanto, el utilizado en el desarrollo de los servicios web de este 
proyecto. Entre los lenguajes de los que dispone este framework, el utilizado ha sido 
C#. 
 
2.2 Lado del cliente: Android 
 
Una vez estudiada la parte del servidor del proyecto, falta la parte del cliente, 
donde toda la información ofrecida por el servidor ha de ser gestionada y presentada 
al usuario para que pueda interaccionar con ella. 
A continuación se procede con unas nociones básicas del sistema operativo de 
Google, Android, para entender mejor el funcionamiento de las aplicaciones en este 
sistema operativo: 
2.2.1 Historia 
 
Open Handset Alliance es una alianza comercial de 78 compañías para 
desarrollar estándares abiertos para dispositivos móviles, liderada por Google. Fue 
creada el 5 de noviembre del 2007 y en su presentación mostraron una nueva 
plataforma de código libre para teléfonos móviles basada en el sistema operativo 
Linux: Android.  
Una semana más tarde de su presentación, lanzaron una beta de su Kit de 
desarrollo para que los potenciales desarrolladores pudieran probar y anunciar un 
veredicto de la nueva plataforma.  
Con el proyecto en marcha, se anunció la tecnología que ofrecería Android para 
la descarga de aplicaciones: Android Market.  
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Finalmente, en el último cuatrimestre del año 2008, se liberó el código 
del proyecto Android y se publicó el Kit de desarrollo final, además de aparecer el 
primer dispositivo móvil con Android. 
2.2.2 ¿Qué es Android? 
 
Android es un sistema operativo creado para smartphones y tablets (y en 
proceso de expansión a computadores) que nació de la unión de la Open Handset 
Alliance. 
Pero no sería justo definirlo como solo un sistema operativo, pues Android es 
mucho más, es un conjunto de software formado por: sistema operativo, middleware 
(software que ayuda en la comunicación de varias aplicaciones) y aplicaciones. Está 
construido sobre un núcleo de Linux y al igual que éste, es totalmente open  source.  
2.2.3 Arquitectura 
 
Para empezar con el desarrollo de aplicaciones en Android es muy importante 
conocer cómo está estructurado, es decir, su arquitectura. 
Android dispone de una arquitectura en capas que facilita al desarrollador la 
creación de aplicaciones, pudiendo interactuar fácilmente con todos los elementos del 
dispositivo, incluso los componentes hardware. 
Cada una de las capas utiliza elementos de la capa inferior para satisfacer sus 
funciones, es por esto que a este tipo de arquitectura también se la conoce como pila. 
A continuación, en la figura 4, se expone el diagrama y una breve explicación de 
la arquitectura Android: 
 24 
 
 
 
 
 
 
 
 
 
 
Figura 4: Arquitectura Android extraída de la web oficial de desarrolladores Android 
 
Comenzamos la explicación de las distintas capas de abajo hacia arriba: 
 Kernel (núcleo) de Linux: Como ya se ha mencionado anteriormente, 
Android está basado en el núcleo del sistema operativo Linux 2.6,  similar al 
que podemos encontrar en cualquier distribución Linux, como Ubuntu, solo 
que está adaptado a las posibilidades del hardware donde se ejecuta, es 
decir, el dispositivo móvil.  
El núcleo actúa como una capa de abstracción entre el hardware del 
dispositivo y el resto de capas, además, para poder acceder a esta capa, es 
necesario hacerlo mediante librerías (capa superior), pues así se consigue 
evitar el conocer concretamente las características de cada dispositivo, pues 
el propio kernel ya se gestiona para controlarlo. 
También se encarga de gestionar los diferentes recursos del teléfono 
(energía, memoria, etc.) y del sistema operativo en sí: procesos, 
comunicaciones, etc. 
 Librerías: En esta capa es donde se encuentran todas las librerías nativas de 
Android. Éstas están escritas en C o C++ y compiladas según el hardware 
específico del dispositivo.  
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El objetivo de esta capa es proporcionar funcionalidades a las 
aplicaciones para tareas que se utilizan con frecuencia, además de 
garantizar que se lleven a cabo con eficiencia. 
 Entorno de ejecución: Esta sección no está realmente considerada como 
capa, sino que está dentro del mismo nivel de las librerías, y es que aquí es 
donde se encuentran algunas de las librerías básicas del lenguaje JAVA. Pero 
lo realmente a destacar, es la aparición de la máquina virtual Dalvik. 
Dalvik es la apuesta de Google para conseguir portabilidad en las 
aplicaciones desarrolladas en Android, y es que las aplicaciones se codifican 
en JAVA y son compiladas en un formato específico para que Dalvik las 
ejecute. De esta manera una aplicación funcionará en cualquier dispositivo 
(siempre que se respete el mínimo de versión del sistema operativo y las 
especificaciones de hardware establecidas) puesto que Dalvik abstrae la 
parte del código y la del entorno hardware del dispositivo. 
Sigue el lema de JAVA: Write once, run anywhere (escríbelo una vez, 
ejecútalo donde sea). 
 Entorno de aplicaciones: La siguiente capa está formada por todas las 
clases y servicios que utilizan las aplicaciones para realizar sus funciones. La 
mayoría de los componentes de esta capa son librerías Java que acceden a 
los recursos de las capas inferiores, mencionadas anteriormente, a través 
de Dalvik. 
 Aplicaciones: En esta capa es donde encontramos todas las aplicaciones 
que hay instaladas en el sistema operativo, tanto las que vienen por 
defecto, como las que el usuario ha instalado. 
Para facilitar la navegación entre aplicaciones, Android lanza nada más 
iniciarse la aplicación de home o launcher, que se encarga de mostrar 
escritorios, listas, widgets, etc., con las aplicaciones instaladas en el 
dispositivo. 
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2.2.4 Desarrollo: Actividades 
 
Una vez conocidos los orígenes de Android y su estructura, se procede a 
explicar algunas nociones básicas en el desarrollo de una aplicación en este sistema 
operativo.  
Como se habrá podido deducir de la arquitectura de Android, en el desarrollo 
de sus aplicaciones se utiliza el lenguaje de programación JAVA.  
En esta memoria no se entrará en demasiado detalle respecto a las 
características de los lenguajes de programación utilizados, pero sí cabe destacar 
algunas de las peculiaridades de Android en su desarrollo de aplicaciones, como son el 
uso de Actividades. 
Las aplicaciones en Android funcionan bajo el esquema de Actividades. Cada 
aplicación está formada por una o más actividades que se irán mostrando según las 
vaya necesitando el usuario. Una actividad presenta una pantalla, una interfaz gráfica  
que permite al usuario interactuar con la aplicación.  
 
2.2.4.1 Estructura: 
Las actividades son organizadas mediante la estructura pila. Cuando una 
Actividad llama a otra Actividad, se inserta la actual en una pila. Cuando la aplicación 
ya no requiere el uso de la nueva Actividad, se cierra y se obtiene la Actividad anterior 
de la pila (push).  En la figura 5 podemos ver una representación gráfica de la gestión 
de las Actividades: 
 
 
 
 
 
 
 
 
Figura 5: Gestión de actividades dentro de una aplicación 
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Una Actividad será removida siempre que el usuario presione la tecla atrás del 
dispositivo o la aplicación lo decida. Las Actividades inactivas o que lleven cierto 
tiempo en background, serán removidas por tal de liberar recursos. Las Actividades 
deben estar preparadas para poder finalizar en cualquier momento, pues ellas no 
controlan su ciclo de vida: 
2.2.4.2 Ciclo de vida: 
 Cuando iniciamos una aplicación en Android, se crea un proceso nuevo de Linux 
que se encarga de su ejecución. Este proceso seguirá en funcionamiento hasta que no 
sea necesario o el sistema operativo reclame recursos.  
 La gestión de los procesos y por tanto de las aplicaciones, está totalmente 
gestionado por el sistema operativo, es por esto que las Actividades que forman las 
aplicaciones de Android tienen un ciclo de vida estricto con ciertas fases y procesos, 
como podemos ver a continuación: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 6: Ciclo de vida de una actividad
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Pasemos a explicar cada uno de estos métodos: 
 
 onCreate(): Este método es iniciado cuando la aplicación arranca por primera 
vez. En él se debería inicializar toda la Actividad: crear vista, datos, etc. 
 onStart(): Inmediatamente llamada después de inicializar la aplicación y haber 
pasado por onCreate(), o tras retomar la Actividad de la pila tras no estar 
activa. Su llamada indica que la Actividad va a ser mostrada al usuario. 
 onResume(): Llamada cuando la actividad va a comenzar a interactuar con el 
usuario. Puede ser llamada tras onStart() o tras retomar el foco de acción del 
usuario tras eliminar alguna actividad que disponía parcialmente del primer 
plano y tenía control del foco. 
 onPause(): Es llamado cuando el sistema inicia una nueva Actividad y la actual 
va a pasar en un segundo plano. En este método también se guarda el estado 
de la Actividad para poder retomarla más tarde. Una vez llegado a este estado, 
la Actividad puede pararse (porque otra adquiere todo el primer plano), 
eliminarse (por falta de recursos) o retomarse. 
 onStop(): Se invoca cuando la actividad va a dejar de ser totalmente visible, 
puesto que alguna otra actividad ha tomado el primer plano y por tanto, no se 
necesitará durante un tiempo. 
 onRestart(): Método llamado cuando la Actividad había sido parada pero se 
requiere su presencia de nuevo en el primer plano. 
 onDestroy(): Este método destruye totalmente la Actividad. Es llamado cuando 
la Actividad no piensa volver a ser utilizada de nuevo. El volver a llamarla 
conllevaría un nuevo ciclo de vida. 
 
El correcto desarrollo de cada uno de estos métodos tendrá como resultado una 
mejor eficiencia y robustez en la aplicación. 
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2.2.4.3 Intent  
 Una vez conocido el funcionamiento de las Actividades, se procede a explicar el 
funcionamiento de los Intent.  
 Un Intent es un mecanismo de Android para intercambiar información entre 
Actividades o Aplicaciones, de manera que podamos llamar una nueva Actividad e 
incluso, una aplicación, enviando además información en la llamada. Hay dos tipos de 
llamadas: 
 Explícita: se indica exactamente qué nueva Actividad queremos. Ejemplo: 
Presionamos un botón que inicia la pantalla de Ruta de Arrastres. En el Intent 
se conoce hacia donde se quiere dirigir, así pues, se indica la actividad Ruta de 
Arrastre y la lanzamos. 
 Implícita: se establecen una serie de criterios y el propio sistema operativo se 
encarga de llamar la Aplicación o Actividad correspondiente. Ejemplo: Desde 
una aplicación se necesita mostrar un mapa de unas coordenadas conocidas. En 
el Intent indicamos que deseamos abrir el google maps instalado en el 
dispositivo para unas coordenadas concretas y se lanza. Si el dispositivo 
dispone de la aplicación de google maps, se lanzará. 
 
Con los Intent hay un sinfín de posibilidades, pues permite el poder reutilizar 
todos los recursos o aplicaciones de los que dispone el dispositivo. Un claro ejemplo es 
el que se puede observar en la llamada implícita. Desde una aplicación cualquiera se 
puede llamar a otras instaladas en el dispositivo para realizar ciertas funciones. 
 
2.3 Sincronización entre servidor y cliente 
 
Una vez explicados ambos lados del proyecto de SML Android Satélite, falta 
estudiar cómo realizar la comunicación entre ambos. Se ha comentado anteriormente 
que los servicios web funcionan mediante conexiones HTTP y mensajes SOAP, por lo 
que la aplicación en Android debería emitir tales mensajes y recibir la contestación del 
servicio. Pero, ¿qué pasa si queremos que la aplicación y el sistema de información de 
los servicios web estén "sincronizados"? 
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La aplicación para Android se nutre de las funcionalidades y de la información 
que le proporcionan los servicios web y necesita estar en constante comunicación con 
éstos para conocer si hay novedades que necesite mostrar al usuario. Por tanto, es 
necesaria mantener ambos lados sincronizados y en contacto, pero, ¿cómo se logra 
esto? 
Para este tipo de sincronización se dispone de los siguientes métodos: 
 Poll: La aplicación cliente realiza conexiones cada cierto tiempo al servidor para 
comprobar si hay novedades. Se obtiene una mayor exactitud en la 
sincronización cuantas más conexiones se hagan. 
Ventajas: Fácil de implementar. 
Desventajas: Nunca se estará sincronizado en tiempo real. Gran coste 
computacional (con consecuencias como una disminución más rápida de la 
batería). 
 Persistent TCP/IP (Push): La aplicación cliente crea una conexión TCP/IP en 
espera permanente con el servidor, la cual se mantiene viva enviando 
ocasionalmente mensajes de Keep-Alive. En cuanto hay alguna novedad en el 
servidor, se notifica al cliente por esta conexión abierta. 
Ventajas: Sincronización en tiempo real 
Desventajas: Difícil de implementar. Problemas en el ciclo de vida del servicio 
en Android (podría ser eliminado por necesitar recursos). Se requiere de una 
arquitectura específica en el lado del servidor para utilizar este método. 
 
Ambas tienen sus pros y contras pero, objetivamente, el método por 
notificación Push es más óptimo pues se obtiene mejores resultados, aunque es 
necesario disponer de una arquitectura preparada del lado del servidor y de ciertos 
algoritmos en Android. La sincronización y notificación en Android es un aspecto aún 
en fase de desarrollo en el sistema operativo de Google. 
Para este proyecto se ha decidido el utilizar el método por Poll, pues la 
arquitectura de SML no está preparada para notificar a los dispositivos móviles en 
tiempo real. 
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3) Desarrollo 
 En el este capítulo se procede a detallar las funcionalidades del proyecto desde 
una perspectiva más enfocada al ciclo de desarrollo de un proyecto.  
Comencemos por describir los casos de uso del proyecto: 
 
3.1 Casos de uso 
 
Como ya se ha presentado en el apartado de objetivos, para satisfacer los 
objetivos generales necesitamos otros más específicos. Estos objetivos representan 
muchas de las funcionalidades que hay detrás del proyecto.  
A continuación se presentan dos diagramas de casos de uso del proyecto. En el 
primero, figura 7, encontramos como actor al usuario que interacciona con la 
aplicación y que utiliza las funcionalidades que se le proporcionan. Muchas de estas 
necesitan contactar con los servicios web, que es el segundo actor. 
En el segundo diagrama, figura 8, se muestran aquellos casos de uso que 
ejecuta el sistema operativo Android totalmente transparente al usuario. En ese caso 
el actor que realiza las llamadas es el propio sistema operativo Android, que 
nuevamente interacciona con los servicios web para satisfacer sus necesidades: 
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3.1.1 Diagrama de casos de uso: 
Diagrama 1: Actor Principal el usuario 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 7: Diagrama de casos de uso de usuario como actor 
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Diagrama 2: Actor principal el sistema operativo Android 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 8: Diagrama de casos de uso de Android como actor 
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3.1.2 Descripción de casos de uso 
 
 Vistos los diagramas de casos de uso del proyecto, se procede a una descripción 
detallada de cada uno de ellos: 
Nombre: Gestión Usuario 
Actor: Usuario 
Descripción: Al inicio de la aplicación se muestra una pantalla donde el usuario deberá 
introducir su cuenta de usuario registrada en el sistema de información de SML. Una 
vez introducida, se realizarán diferentes llamadas a los servicios web por tal de validar 
y obtener información del usuario. 
Diálogo:   
 El usuario introduce el nombre de usuario y la contraseña y acepta 
 La aplicación abre una serie de comunicaciones con los servicios web por tal 
de validar y obtener información del usuario. 
 Una vez finalizadas las comunicaciones, el usuario entra al menú 
[Error]: El usuario introducido es incorrecto y no deja entrar al menú 
Nombre: Validación 
Actor: Usuario, Servicios web 
Descripción: El usuario ha introducido una cuenta y espera la comprobación de los 
credenciales escritos. El sistema comunica la validez de la cuenta. 
Diálogo:   
 El usuario introduce el nombre de usuario y la contraseña y acepta 
 La aplicación abre una comunicación con el servicio web 
 El servicio web comprueba si los datos recogidos están registrados en su 
base de datos 
 El servicio web comunica a la aplicación si la cuenta es correcta 
[Error] Imposible contactar con el servicio web 
Nombre: Obtener datos 
Actor: Usuario, Servicios web 
Descripción: El usuario ha introducido su cuenta y ha sido aceptado por el sistema de 
información SML. A continuación descarga algunos datos imprescindibles para el uso 
de la aplicación. 
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Diálogo:   
 El usuario ha introducido una cuenta correcta 
 La aplicación abre una nueva comunicación para obtener cierta información 
imprescindible para el uso correcto de la aplicación. 
 Los servicios web devuelven la información necesaria para el usuario  
[Error] Imposible contactar con el servicio web 
Nombre: Obtener Menú 
Actor: Usuario, Servicios web 
Descripción: El usuario ha introducido una cuenta correcta, ha obtenido información 
necesaria y ahora se procede a obtener el menú disponible según los permisos del 
usuario. 
Diálogo:   
 El usuario ha introducido una cuenta correcta y ha obtenido información 
necesaria para el uso de la aplicación 
 La aplicación abre una nueva comunicación y pide el menú disponible para 
el usuario logeado 
 El servicio web consulta en base de datos los permisos de los que dispone el 
usuario y devuelve una lista con el menú al que puede acceder 
 La aplicación recibe el menú y lo muestra al usuario 
[Error] Imposible contactar con el servicio web 
Nombre: Gestión Ruta Arrastre 
Actor: Usuario 
Descripción: El usuario desea consultar su ruta de arrastre, por lo que entra en la 
pantalla y tiene disponible todas aquellas naves por las que debe pasar, con la 
información necesaria y la posibilidad de consultar su ubicación en google maps. 
Diálogo:   
 El usuario pide a la aplicación el abrir la pantalla de Ruta de Arrastre 
 La aplicación obtiene las naves y las muestra en una nueva pantalla donde 
ofrece su información y la posibilidad de abrir google maps para cada una 
de ellas 
 
Nombre: Obtener Naves 
Actor: Usuario, Servicios web 
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Descripción: El usuario ha entrado en la pantalla de rutas de arrastres y la aplicación 
obtiene las naves mediante una comunicación al servicio web 
Diálogo:   
 El usuario ha entrado en la pantalla de ruta de arrastre 
 La aplicación abre una nueva comunicación con los servicios web y le pide 
las naves del usuario 
 El servicio web consulta en base de datos las naves que tiene asignadas el 
usuario enviado y las devuelve a la aplicación 
 La aplicación gestiona la información recibida comparando la información 
obtenida con la guardada en local 
[Error] Imposible contactar con el servicio web 
Nombre: Google maps 
Actor: Usuario 
Descripción: El usuario desea ver un destino mediante el servicio de Google Maps 
Diálogo:   
 El usuario desea ver la ubicación de un destino y pulsa la opción de Google 
maps 
 La aplicación abre una nueva petición a la aplicación de Google maps y 
muestra la ubicación 
[Error] La aplicación Google Maps no está instalada en el dispositivo: Se ofrece la 
posibilidad de descargarla e instalarla del Android Market 
Nombre: Gestión ruta de distribución 
Actor: Usuario 
Descripción: El usuario desea consultar su ruta de distribución, por lo que entra en la 
pantalla y tiene disponible todos los movimientos asignados al día actual para entregar 
o recoger. Además, dentro de la pantalla se ofrecen una serie de funcionalidades que 
poder realizar sobre cada uno de los movimientos 
Diálogo:   
 El usuario pide a la aplicación el abrir la pantalla de Ruta de Distribución 
 La aplicación obtiene los movimientos que tiene sincronizados del sistema 
de información de SML y los muestra al usuario 
[Error] El usuario no tiene movimientos para el día de hoy o ya los ha completado 
todos. 
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Nombre: Obtener movimientos local 
Actor: Usuario 
Descripción: El usuario ha entrado en la pantalla de ruta de distribución y desea ver los 
movimientos asignados para el día de hoy. La aplicación obtiene aquellos que tiene 
sincronizados del sistema de información de SML en la base de datos local. 
Diálogo:   
 El usuario ha entrado en la pantalla de ruta de distribución 
 La aplicación realiza una petición a la base de datos local del dispositivo 
para obtener los movimientos sincronizados. Los muestra en pantalla. 
[Error] El usuario no tiene movimientos para el día de hoy o ya los ha completado 
todos. 
Nombre: Ordenación 
Actor: Usuario 
Descripción: El usuario está dentro de la pantalla de ruta de distribución y desea 
ordenar sus movimientos mediante una serie de criterios. 
Diálogo:   
 El usuario ha entrado en la pantalla de ruta de distribución y pulsa la opción 
ordenar 
 La aplicación muestra al usuario un conjunto de opciones para ordenar los 
movimientos 
Nombre: Filtrar 
Actor: Usuario 
Descripción: El usuario está dentro de la pantalla de ruta de distribución y ha indicado 
el querer ordenar por filtración. Se ordenan los movimientos según los criterios 
indicados por el usuario 
Diálogo:   
 El usuario ha entrado en la pantalla de ruta de distribución y pulsa la opción 
ordenar por filtrado 
 La aplicación muestra al usuario el poder ordenar los movimientos por el 
identificador del servicio, por la dirección de entrega o recogida o por el 
tipo de servicio 
 El usuario selecciona el criterio y escribe el texto por el que filtrar 
 La aplicación filtra los movimientos según los criterios indicados por el 
usuario 
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Nombre: Proximidad 
Actor: Usuario 
Descripción: El usuario está dentro de la pantalla de ruta de distribución y desea 
ordenar sus movimientos por proximidad. 
Diálogo:   
 El usuario ha entrado en la pantalla de ruta de distribución y pulsa la opción 
ordenar por proximidad 
 La aplicación ordena todos los movimientos según la proximidad del usuario 
a cada uno de ellos 
Nombre: Manual 
Actor: Usuario 
Descripción: El usuario está dentro de la pantalla de ruta de distribución y desea 
ordenar sus movimientos de forma manual 
Diálogo:   
 El usuario ha entrado en la pantalla de ruta de distribución y pulsa la opción 
de ordenar manualmente 
 La aplicación muestra al usuario la posibilidad de mover un movimiento 
individual a primera posición o última 
 
Nombre: Obtener Log Mensajería 
Actor: Usuario 
Descripción: El usuario está dentro de la pantalla de ruta de distribución y dispone de 
una pestaña donde ver un registro de todos los mensajes disponibles de los 
movimientos de los que dispone. 
Diálogo:   
 El usuario ha entrado en la pantalla de ruta de distribución y selecciona la 
pestaña de mensajería 
 La aplicación realiza una consulta a base de datos local para ver la cantidad 
de mensajes que tiene cada movimiento y también aquellos que no se han 
leído. 
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Nombre: Gestión de movimientos 
Actor: Usuario 
Descripción: El usuario ha seleccionado un movimiento desde la pantalla de ruta de 
arrastres o lo ha escaneado mediante la funcionalidad de Detector y desea gestionar 
sus movimientos mediante un conjunto de funcionalidades 
Diálogo:   
 El usuario ha seleccionado o detectado un movimiento y desea gestionarlo 
 La aplicación muestra al usuario las posibilidades de las que dispone sobre 
el movimiento 
 
Nombre: Confirmar 
Actor: Usuario, Servicios web 
Descripción: El usuario ha indicado a la aplicación que desea confirmar un movimiento 
seleccionado y se le muestra las posibilidades de confirmación de las que dispone. La 
confirmación será comunicada al sistema de información SML 
Diálogo:   
 El usuario ha seleccionado un movimiento para confirmar 
 La aplicación muestra al usuario una nueva pantalla donde poder escoger 
entre confirmación por cliente o compañía, además de un formulario para 
cada una de ellos 
 El usuario selecciona el tipo de confirmación y rellena el formulario según 
convenga. Presiona confirmar. 
 La aplicación abre una comunicación con el servicio web y le comunica la 
confirmación 
 El servicio web hace persistente la confirmación en el sistema de 
información. 
[Error] Imposible contactar con el servicio web 
[Error] El movimiento no puede ser confirmado 
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Nombre: Incidencia 
Actor: Usuario, Servicios web 
Descripción: El usuario ha indicado a la aplicación que desea añadir una incidencia a un 
movimiento seleccionado y se le muestra el tipo de incidencias y la descripción a 
añadir. La aplicación comunicará la incidencia al sistema de información SML. 
Diálogo:   
 El usuario ha seleccionado un movimiento para añadir incidencia 
 La aplicación muestra al usuario una nueva pantalla donde seleccionar el 
tipo de incidencia y donde poder escribir una descripción opcional.  
 El usuario selecciona el tipo de incidencia y presiona añadir incidencia. 
 La aplicación abre una comunicación con el servicio web y le comunica la 
incidencia 
 El servicio web hace persistente la incidencia en el sistema de información. 
[Error] Imposible contactar con el servicio web 
[Error] Al movimiento no se le pueden añadir incidencias 
Nombre: Mensajería 
Actor: Usuario 
Descripción: El usuario ha seleccionado un movimiento para el que ver la mensajería 
de la que dispone. Se le mostrará una pantalla donde ver los mensajes actuales y 
donde poder escribir nuevos. 
Diálogo:   
 El usuario ha seleccionado un movimiento para ver su mensajería 
 La aplicación muestra al usuario una nueva pantalla con la mensajería de la 
que dispone y donde poder escribir nuevos mensajes 
 
Nombre: Obtener mensajes local 
Actor: Usuario 
Descripción: El usuario ha entrado en la pantalla de mensajería de un movimiento y la 
aplicación obtiene los mensajes del movimiento que tiene sincronizado en la base de 
datos local. 
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Diálogo:   
 El usuario ha entrado en la pantalla de mensajería de un movimiento 
 La aplicación obtiene de la base de datos local aquellos mensajes que 
correspondan al movimiento y que han sido sincronizados con el sistema de 
información SML previamente 
Nombre: Enviar mensaje 
Actor: Usuario, Servicios web 
Descripción: El usuario ha escrito un mensaje a un usuario de SML o al proveedor del 
movimiento y lo envía. 
Diálogo:   
 El usuario ha entrado en la pantalla de mensajería de un movimiento y ha 
escrito un mensaje, además de seleccionar el destinatario 
 La aplicación abre una nueva comunicación con los servicios web 
enviandole el mensaje. 
 El servicio web hace persistente el mensaje y se encarga de comunicar el 
nuevo mensaje al destinatario.  
 La aplicación muestra por pantalla el nuevo mensaje 
[Error] Imposible contactar con el servicio web 
[Error] El destinatario no existe 
Nombre: Detector 
Actor: Usuario 
Descripción: El usuario abre la pantalla del detector y se le ofrece la posibilidad de 
escanear códigos de barras de etiquetas de movimientos y también códigos QR. 
Después de detectado el movimiento, se ofrece una serie de posibilidades a realizar 
sobre el movimiento. 
Diálogo:   
 El usuario ha entrado en la pantalla de detector  
 La aplicación muestra la posibilidad de escanear y realizar una serie de 
funcionalidades sobre el movimiento escaneado 
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Nombre: Escanear códigos 
Actor: Usuario 
Descripción: El usuario abre la pantalla del detector y comienza a escanear utilizando 
la cámara del dispositivo móvil 
Diálogo:   
 El usuario ha entrado en la pantalla de detector y comienza a escanear 
 La aplicación detecta los códigos de barras y los QR.  
[Error] El dispositivo móvil no dispone de la aplicación de escaneo: Se ofrece la 
posibilidad de descargarla e instalarla del Android Market 
[Error] El código escaneado no es comprensible por el dispositivo 
[Error] El código escaneado no corresponde con alguno de los movimientos que el 
usuario tiene asignado 
Nombre: Resumen Diario 
Actor: Usuario 
Descripción: El usuario ha entrado en la pantalla de Resumen Diario y puede observar 
las estadísticas de su trabajo diario, así como un historial con todos los movimientos 
que ha confirmado o añadido incidencia y su estado de comunicación con el servicio 
web. Podrá realizar un reintento de comunicación si está incorrecto. 
Diálogo:   
 El usuario ha entrado en la pantalla de Resumen diario 
 La aplicación muestra al usuario las estadísticas de su día de hoy y un 
historial con todas las confirmaciones e incidencias asignadas, así como su 
estado 
Nombre: Obtener estadísticas 
Actor: Usuario 
Descripción: El usuario ha entrado en la pantalla de resumen diario y la aplicación 
obtiene de la base de datos las estadísticas del día de hoy, indicando el número de 
incidencias y confirmaciones realizadas, así como el tipo de movimiento al que iban 
(recogida o entrega) y el importe recaudado. 
Diálogo:   
 El usuario ha entrado en la pantalla de Resumen diario 
 La aplicación carga de la base de datos local unas estadísticas del trabajo 
realizado en el día de hoy. Las pinta en pantalla en forma de tabla. 
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Nombre: Obtener historial 
Actor: Usuario 
Descripción: El usuario ha entrado en la pantalla de Resumen Diario y la aplicación 
carga un historial con todas las confirmaciones e incidencias del día de hoy y su estado 
respecto a la comunicación con el servicio web. 
Diálogo:   
 El usuario ha entrado en la pantalla de Resumen diario 
 La aplicación consulta en base de datos todas las confirmaciones e 
incidencias que ha realizado en el día de hoy, así como su estado respecto a 
la comunicación con el servicio web 
 
Nombre: Gestión de errores 
Actor: Usuario, Servicios web 
Descripción: El usuario ha entrado en la pantalla de Resumen Diario y ha indicado que 
desea reintentar una comunicación no exitosa. La aplicación reintenta la comunicación 
y comunica al usuario con el nuevo estado. 
Diálogo:   
 El usuario ha entrado en la pantalla de Resumen diario e indica que desea 
reintentar una comunicación no exitosa. 
 La aplicación vuelve a abrir una nueva comunicación con el servicio web y 
envía la información necesaria 
 El servicio web recibe la información e intenta realizar la acción. Devuelve el 
resultado 
 La aplicación obtiene el resultado y actualiza el historial si ha sido exitosa la 
comunicación o muestra un error si no lo ha sido. 
[Error] Imposible contactar con el servicio web 
Nombre: Opciones 
Actor: Usuario 
Descripción: El usuario ha entrado en la pantalla de opciones y se le ofrece la 
posibilidad de configurar ciertos parámetros de la aplicación 
Diálogo:   
 El usuario ha entrado en la pantalla de opciones 
 La aplicación muestra al usuario un conjunto de opciones configurables 
posibles. 
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 El usuario modifica lo que cree conveniente y acepta 
 La aplicación hace persistente los cambios 
Nombre: Servicio Actualización 
Actor: Android 
Descripción: El sistema operativo realiza en background y al inciarse la aplicación un 
servicio de actualización que comprueba la versión de la aplicación y descarga la 
actualización si la hay. 
Diálogo:   
 Android realiza una nueva comunicación con los servicios web y envía la 
versión actual de la aplicación instalada en el dispositivo 
 El servicio web consulta en baso de datos cual es la última versión de la 
aplicación y la compara con la recibida por la aplicación. Devuelve si es la 
última versión 
 Si no lo es, Android realiza una nueva comunicación con los servicios web y 
pide descargar la última versión de la aplicación 
 El servicio web devuelve la última versión de la aplicación 
 Android recibe la aplicación y la instala 
[Error] Imposible contactar con el servicio web 
Nombre: Servicio GPS 
Actor: Android 
Descripción: El sistema operativo realiza en background un servicio de localización en 
el que guarda la latitud y longitud del dispositivo. La aplicación comunica su ubicación 
al sistema de información SML y comprueba si ha entrado en una nave. Si lo ha hecho, 
actualiza los datos en la base de datos local 
Diálogo:   
 Android abre una nueva comunicación con los servicios web y envía la 
latitud y longitud del dispositivo 
 El servicio web hace persistente los datos y realiza una serie de lógicas para 
comprobar si ha entrado en una de las naves asignadas al conductor de ese 
usuario. Devuelve si ha entrado en una nave 
 Si ha entrado en una nave, la aplicación actualiza la base de datos local con 
la hora en la que se ha realizado la nave para que posteriormente el usuario 
pueda verla en la pantalla de ruta de arrastres 
[Error] Imposible contactar con el servicio web 
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Nombre: Servicio Movimientos 
Actor: Android 
Descripción: El sistema operativo realiza en background un servicio de sincronización 
de movimientos entre la base de datos local y el sistema de información de SML. 
Diálogo:   
 Android abre una nueva comunicación con los servicios web y envía los 
movimientos de los que dispone en local 
 El servicio web consulta en la base de datos de SML si hay algún 
movimiento nuevo y lo devuelve 
 Android actualiza la base de datos local con los nuevos movimientos. Envía 
una notificación al usuario para informarle de novedades en Ruta de 
Distribución 
[Error] Imposible contactar con el servicio web 
Nombre: Servicio Mensajería 
Actor: Android, Servicios Web 
Descripción: El sistema operativo realiza en background un servicio de sincronización 
de mensajes entre la base de datos local y el sistema de información de SML 
Diálogo:   
 Android abre una nueva comunicación con los servicios web y envía los 
mensajes de los que dispone 
 El servicio web consulta en la base de datos de SML si hay algún mensaje 
nuevo y lo devuelve 
 Android actualiza la base de datos local con los nuevos mensajes. Envía una 
notificación al usuario para informarle de novedades en Ruta de 
Distribución 
[Error] Imposible contactar con el servicio web 
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3.2 Software 
 
 En este apartado se procede a explicar la arquitectura que forma tanto el lado 
servidor como el del cliente, así como todos los patrones de diseño aplicados en cada 
uno de ellos y algunas técnicas o buenas prácticas. 
3.2.1 Lado del servidor 
 
3.2.1.1 Arquitectura 
 En el lado del servidor, donde los servicios web efectúan sus operaciones, nos 
encontramos con el sistema de información que ha desarrollado SML. Tras realizar un 
análisis de posibles arquitecturas y de las necesidades a cubrir, se decidió realizar una 
arquitectura basada en multicapa  que ayudan a gestionar y aislar la información, 
además de ofrecer ciertas medidas de seguridad. 
Podemos hablar de hasta 3 capas que forman los servicios web: 
 Capa WebService: Es la capa encargada de recibir las peticiones de los 
clientes hacia los servicios web. En ella encontramos las primeras 
comprobaciones de seguridad. Se encarga de hacer una petición a la 
capa inferior de lógica de negocio. 
 Capa BusinessLogic: Es la capa de negocio. En ella se llevan a cabo todas 
las lógicas de negocio del sistema de información. Incluye algunas 
comprobaciones más de seguridad, como la comprobación de los 
permisos del usuario para ejecutar ciertas operaciones. Esta capa tiene 
la posibilidad de hacer peticiones a la capa inferior para obtener datos 
de la base de datos y así poder operar. 
 Capa DataAccess: Es la capa de acceso a datos. Es la capa intermediaria 
entre la base de datos de SML y las capas superiores. Aísla la base de 
datos y se encarga de preparar las peticiones para llevar a cabo las 
consultas con mayor eficiencia. 
A destacar que todas las capas son totalmente independientes las unas de las 
otras. Cada una de ellas tiene unas funciones muy concretas que no deberían interferir 
ni solapar las de otra capa.  
En la figura 9, podemos ver de manera gráfica todo el sistema de capas: 
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Figura 9 : Arquitectura del sistema de información SML 
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En esta figura podemos observar una primera capa de la que no se ha hablado: 
La Capa de presentación. Esta capa representa las aplicaciones cliente que operan 
actualmente con los servicios web de SML: 
 Página web: Cliente principal de los servicios de SML. La página web se 
aloja en el mismo servidor que los servicios web, de manera que la 
comunicación entre ambos resulta muy rápida, pues además hay un 
sistema de cachés que resuelve muchas de las consultas que realiza. 
 SML Satélite: Es una aplicación de escritorio desarrollada también en 
.NET que ofrece muchas de las funcionalidades de la web pero en local, 
pudiendo trabajar sin conexión a internet, aunque con una posterior 
sincronización con el sistema de información. 
 SML Android Satélite: Es el lado del cliente de este proyecto. 
Representa la aplicación Android que se encargará de sincronizarse con 
los servicios web y ofrecerá las funcionalidades ya descritas. 
 
De la última capa, la de datos, no se darán demasiados detalles, pero sí 
podemos mencionar que SML dispone de numerosas bases de datos independientes 
con objetivos concretos: operacionales, históricas, solo lectura, financieras, reportes, 
etc. Dentro de este nivel, cabe destacar el DMS (Data Monitorization System), un 
sistema que se encarga de gestionar grandes volúmenes de información, permitiendo 
repartir de una manera eficiente el trabajo entre las bases de datos para evitar que 
queden saturadas. 
 
3.2.1.2 Técnicas y diseños 
 
En el funcionamiento de los servicios web de SML, se pueden encontrar una 
serie de técnicas y patrones de diseño utilizados para suplir ciertas necesidades en el 
desarrollo. 
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Seguridad 
Dentro de los servicios web se hacen varias comprobaciones. Siempre que un 
cliente inicia una comunicación, debe enviar el usuario con el que está logeado a la 
aplicación. En la capa WebService se comprueba si el usuario está dentro de la base de 
datos de SML como un usuario. Si no lo está, no deja continuar con la comunicación 
negando el acceso a la capa de negocio. En la capa de BusinessLogic, se realiza una 
comprobación de permisos del usuario, pues quizás no pueda realizar ciertas 
operaciones. En caso de faltar algún permiso durante el desarrollo de las operaciones 
de negocio, se interrumpirá el proceso y terminará la comunicación. 
Además de estas comprobaciones a nivel de permisos y usuarios, se llevan a 
cabo comprobaciones a nivel de código para evitar fallos en el desarrollo, como 
gestión de excepciones en todas las operaciones. En todo bloque de código, se pueden 
encontrar try/catchs (código que captura excepciones) que se encargan de detectar 
una excepción, además de gestionarla guardando una traza y un log en base de datos, 
e interrumpir el proceso notificando el problema al cliente. 
SML dispone también de una aplicación de testeo que envía peticiones a los 
servicios web para comprobar que las funcionalidades básicas están funcionando 
correctamente. Si no lo están, se notifica a los desarrolladores mediante emails y 
gráficas de rendimiento. 
Por último, mencionar que el cliente nunca podrá ver lo que hay en capas 
inferiores a la WebService, pues están totalmente aisladas y se impide su visibilidad. 
 
Comunicaciones 
SML dispone de caché en sus servicios web. El caché guarda en memoria ciertas 
operaciones típicas de los clientes con el objetivo de agilizar la comunicación, 
pudiendo mandar los resultados casi instantáneamente. 
Para todas las comunicaciones del sistema de información de SML, tanto las 
peticiones entre capas como la respuesta del servicio web al cliente, se utiliza siempre 
objetos DTO (Data Transfer Object).  
El objetivo de los DTO es encapsular datos y transferirse dentro de subsistemas 
o aplicaciones. Permite que en un único objeto, podamos introducir mucha más 
información, evitando realizar comunicaciones de más. Dentro de los objetos DTO de 
SML, podemos encontrar diferentes parámetros, pero los más destacados son dos: 
ReturnValue y Exception.  
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En ReturnValue se encuentra el resultado de la comunicación, en caso de que lo 
haya. Si se produjera algún error dentro de los servicios web, se almacenaría en 
Exception. Una buena práctica es que al recibir el resultado de un servicio web, se 
compruebe primero el contenido de Exception, y si no ha habido ningún problema, 
entonces ver el ReturnValue. 
A nivel de comunicación en base de datos, .NET dispone de una herramienta 
muy potente para recibir el resultado de las consultas: los Dataset. Los Dataset son 
clases que emulan las SELECT de las bases de datos, guardando la información en 
forma de tablas, filas y columnas que, a su vez, disponen de las mismas propiedades 
que las que se encuentran en la base de datos. Esto permite gestionar de forma más 
cómoda y eficiente los resultados. 
Cuando se realiza una consulta a base de datos desde la capa de DataAccess, se 
comprueba que la comunicación entre ambas dure tan solo lo necesario, eliminando 
conexiones abiertas que puedan crear problemas de concurrencia. 
 
Base de datos 
 Con el fin de aislar toda lógica de negocio de la capa de acceso a datos, SML 
dispone de una colección de Storeds Procedures (SP) unitarios, que son procedimientos 
almacenados previamente en las base de datos que realizan consultas con objetivos 
muy concretos, evitando buscar información de más y, agilizando el proceso, además 
de desentenderse de toda lógica de negocio. 
Como ya se mencionó anteriormente, SML dispone de la herramienta DMS que 
es muy potente para gestionar, sobre todo, operaciones muy pesadas sobre las bases 
de datos en las que no interesa el tiempo de respuesta. El DMS se encarga de recibir 
las peticiones y gestionarlas para que no saturen las bases de datos, repartiéndolas de 
manera equitativa y en el momento que cree conveniente. 
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3.2.2 Lado del cliente 
 
3.2.2.1 Arquitectura 
En el lado del cliente, en la aplicación SML Android Satélite, la arquitectura es 
un tanto más peculiar que en el lado del servidor.  Android por defecto implementa 
parte del patrón de diseño de la arquitectura MVC (Modelo, Vista y Controlador), pues 
en las Actividades se gestiona tanto la Vista (que es cargada mediante ficheros .xml), 
como el Controlador. Es decir, permite el implementar los eventos que puedan ocurrir 
en la interfaz gráfica. 
Sin embargo, a pesar de que las Actividades son una herramienta muy potente 
en el desarrollo en Android, donde perfectamente podríamos incluir todo el contenido, 
se consideró conveniente aislar la parte gráfica de la aplicación de la lógica y de la 
parte donde se realizan accesos a datos o conexiones exteriores para mantener una 
arquitectura más extensible, reutilizable y limpia. 
Es por esto que se decidió implementar también una arquitectura multicapa 
parecida a la de los servicios web con ciertas peculiaridades. En ella encontramos 3 
capas: 
 Capa de presentación: Las Actividades. Como ya hemos visto, estas 
clases son las ideales para controlar toda la interfaz gráfica: desde el 
pintado de las vistas, hasta el control de los eventos provocados por el 
usuario. 
 Capa de Lógica: Al igual que en los servicios web, es donde se efectúa 
toda las operaciones de negocio que puedan aparecer en la aplicación. 
Es la encargada también de interactuar con la capa de datos. 
 Capa de datos: En esta capa encontramos los accesos a la base de datos 
local del dispositivo (SQLite) y también las comunicaciones con los 
servicios web. 
 
En la figura 10 se puede observar de manera gráfica la arquitectura de SML 
Android Satélite: 
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Figura 10: Arquitectura de SML Android Satélite 
 
 Cada una de las capas que forman esta arquitectura, está formada por dos 
paquetes de clases: clases que efectúan las funcionalidades y clases comunes de ayuda 
utilizadas para apoyar a las anteriores. 
 Hay que destacar la aparición del paquete Helpers. Este paquete está formado 
por clases totalmente abstractas y generales que podrían ser reutilizadas en cualquier 
otra aplicación. Se ideó con la idea de poder ser utilizado en otras futuras aplicaciones 
de SML para Android. En él, podemos encontrar clases como:  
 ClienteSoap: Clase creada para establecer comunicaciones HTTP con 
servicios web mediante el protocolo SOAP 
 DataBase: Clase que decora la manera de interactuar con la base de 
datos local de Android, SQLite. Aporta abstracción y operaciones que 
hacen las consultas mucho más cómodas, sencillas y seguras. 
 Popup: Clase para la parte gráfica de la aplicación que ofrece una serie 
de ventanas emergentes con unas condiciones determinadas. 
 DataSet: Copia de la clase de .NET para recibir resultados de consultas 
de base de datos. 
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El paquete de threads adjuntan todas las clases que realizan operaciones en un 
segundo plano de forma que no interrumpan el uso de la aplicación al usuario. Más 
adelante se verá con detalle su funcionalidad. 
También hay que nombrar el paquete de clases de Servicios. Estos son aquellos 
servicios que se ejecutan en background al iniciar la aplicación y que se encargan de 
sincronizarse con el sistema de información de SML. No están incluidos en ninguna 
capa pero sí requieren la comunicación con operaciones de la capa de lógica para 
realizar todo el proceso de sincronización y establecer la comunicación con los 
servicios web. 
 Por último mencionar que a pesar de disponer de una capa de datos que aísla el 
acceso a datos de lo demás, Android dispone de un sistema de recursos en forma de 
directorios de carpetas con ficheros .xml que son utilizados exclusivamente por las 
Actividades para extraer información. En estos directorios podemos encontrar ficheros 
.xml de: 
 Layouts: ficheros donde el desarrollador ha definido la disposición de layouts y 
views a mostrar en pantalla. En Android se crean las vistas de esta manera, 
aunque también podrían realizarse de manera mucho más costosa en código. 
 Arrays: ficheros donde están contenidas listas de información, como 
colecciones de números, opciones en un desplegable, etc. 
 Colors: ficheros donde se definen colores 
 Strings: ficheros donde se definen textos 
 Menús: ficheros para crear menús  
 etc 
 Sin duda es una herramienta muy potente que facilita mucho el trabajo a la 
capa de presentación y que no es necesario abstraer pues es información estática que 
no va a cambiar a lo largo de la aplicación. 
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3.2.2.2 Técnicas y diseños 
 En el desarrollo de esta aplicación se han utilizado varias técnicas o patrones de 
diseño para cubrir ciertas necesidades de manera eficiente. Algunos han sido 
aprovechados de lo que ofrece Android y otros han sido desarrollados: 
 
Seguridad 
Android facilita un fichero de configuración que permite definir los permisos de 
la aplicación para realizar ciertas acciones, así como los requisitos mínimos del 
dispositivo para poder utilizarla, es el denominado AndroidManifest.xml. En este 
fichero se define la versión mínima del SDK (Software Development Kit) que el 
dispositivo debe tener instalado, los permisos de la aplicación para realizar ciertas 
operativas (conexión a internet, activar GPS, modificar la memoria, etc.) y los servicios 
en background que se permiten lanzar desde la misma, entre otros.  
Además de estos permisos de nivel más genéricos relacionados con la 
aplicación, SML Android Satélite también se trae los permisos utilizados en el sistema 
de información de SML por el usuario para poder limitar según qué acciones (por 
ejemplo, si un usuario no dispone de la pantalla de Ruta de Distribución, no es 
necesario lanzar el servicio de sincronización de movimientos). 
Algunas de las funcionalidades de la aplicación requieren activar el servicio de 
localización GPS. Así pues, cuando sea necesario, la aplicación avisará al usuario si este 
servicio está deshabilitado para que lo active o deshabilite la funcionalidad. En ningún 
caso se activará de forma automática, ya que Android considera que podría ser una 
violación a la intimidad y no lo permite. Además, siempre que el servicio está activo, la 
aplicación mostrará un icono en la barra de notificaciones. 
Algunas funcionalidades requieren el tener instaladas ciertas aplicaciones 
exteriores, como Google Maps o Zxing (detector de códigos de barras). Si se detecta 
que no están instaladas, se ofrece al usuario la posibilidad de descargarlas 
gratuitamente desde Android Market. 
Las comunicaciones con los servicios web más críticas, como puede ser la 
confirmación o la asignación de una incidencia de un movimiento, disponen de una 
gestión de errores que permitirá al usuario el conocer el problema y reintentar la 
comunicación. En todo caso, siempre se dispone de un historial con todas las acciones 
realizadas que podrá enseñar a su responsable en caso de ser imposible contactar con 
los servicios web. 
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Por último, a nivel de código, al igual que en los servicios web, se pueden 
encontrar numerosos try/catchs para aquellas operaciones con riesgo de error para así 
minimizar al máximo posibles fallos de la aplicación. 
 
Comunicaciones 
 En las comunicaciones entre paquetes y clases de la aplicación, podemos 
encontrar el patrón de diseño de clases Singleton. Ha sido utilizado sobre todo para la 
clase de acceso a la Base de Datos y el ClienteSOAP, con el objetivo de mantener una 
única instancia de éstos y poder evitar problemas de sincronización en la base de datos 
local o de comunicaciones con los servicios web. 
 En la aplicación, cuando hay que procesar operaciones ligeramente pesadas 
como pueden ser consultas a base de datos, comunicaciones con servicios web, carga 
de datos o pintado en pantalla, siempre aparece una ventana emergente de espera. 
Para poder mostrar esta ventana informativa al usuario y realizar la pesada acción a la 
vez, se lanza un hilo adicional al principal que será el encargado de realizar toda la 
operación y avisar al principal cuando haya terminado. Mientras, el principal mostrará 
la ventana y esperará a que el otro termine. Es importante el realizar este tipo de 
prácticas porque permiten que el usuario vea que se están realizando acciones y que 
debe esperar. 
 Al igual que en los servicios web, la comunicación entre capas y también entre 
threads, se hace a partir de DTO’s que contienen el resultado y la posible excepción 
que pueda ocurrir, permitiendo comunicar más cantidad de información y gestionar 
mejor los errores. 
 A nivel de código, una funcionalidad muy interesante que aporta Android al 
pintar varias veces es el Layout Inflate. Este servicio permite al desarrollador crear un 
único .xml con la vista que desea que se repita y poder más tarde replicarlo las veces 
que quiera, incluso editando el contenido. Un ejemplo de este servicio lo podemos 
encontrar en la pantalla de Ruta de Distribución, donde cada movimiento aparece en 
una fila que ha sido replicada a partir de un .xml y editada con la información que 
corresponda. Sin duda una funcionalidad que ahorra trabajo al desarrollador y permite 
organizar el código de manera mucho más limpia. 
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Base de datos 
SML Android Satélite dispone de un sistema de comunicación con su base de 
datos local parecido al del sistema de información de SML. Para ello, se creó una clase 
parecida a la .NET que permite almacenar los datos de las consultas de una manera 
más cómoda para el desarrollador: la clase mencionada anteriormente DataSet.  
Se consideró crear funciones adicionales a las que aporta Android para 
consultas a la base de datos para facilitar el desarrollo, pues las funcionalidades 
disponibles de Android tienen ciertas carencias a nivel de abstracción y de operativa, 
como la dificultad de hacer consultas que incluyan varias tablas a la vez (JOINS).  
También se crearon funciones que suplen el hueco de SQLite frente a los 
Storeds Procedures, pues SQLite no soporta los procedimientos almacenados. Estas 
funciones realizan toda la lógica y realizan consultas simples que necesitan a base de 
datos. 
La aplicación dispone de un sistema de creación y actualización de las bases de 
datos basado en ficheros. Todas las tablas que forman la base de datos local están 
escritas en ficheros .TXT almacenados en una ruta de recursos de la aplicación. Cada 
fichero tiene un número de versión de base de datos a la que corresponde. Cuando la 
aplicación se inicia, se compara la versión de la base de datos creada actualmente en el 
dispositivo y la que la aplicación indica que es la última. Si ambas son distintas, 
entonces se ejecuta una función de actualización de la base de datos en la que se 
recogen todos los ficheros .TXT de entre ambas versiones y se ejecutan. 
En caso de que se produjera una actualización en la aplicación y alguna de las 
tablas necesitara ser modificada, en ningún caso se destruirá la información guardada, 
tan solo se modificará la tabla.  
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3.3 Detalles de implementación 
  
 En este capítulo se hablará y expondrán fragmentos de código de 
implementación y algoritmos que aparecen en el proyecto que puedan ser 
interesantes detallar. Diferenciamos entre ambos lados del proyecto: 
3.3.1 Implementación del lado del servidor 
 
De entre los servicios web utilizados, se puede destacar la lógica utilizada en el 
control de la flota en la Ruta de Arrastre para detectar las acciones que puede estar 
realizando el conductor al estar cerca de una nave: entrada o salida de la nave. 
En el servicio web, después de registrar en la base de datos la posición del 
conductor y realizar unas series de comprobaciones, llegamos a la función de la figura 
11: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 11: Fragmento de código de la función de CheckDriverPosition 
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En esta función se realiza la lógica mencionada anteriormente. Comienza 
creando un objeto DTO (línea 4377) que permitirá transmitir la información necesaria 
entre operaciones y entre capas. En ella encontramos básicamente el posible resultado 
(int) y la posible excepción que pueda ocurrir. 
La idea básica en esta lógica es que si el conductor está realizando una posible 
acción, debe ser en la más próxima a él, por tanto,  se obtiene la ruta de arrastre para 
el conductor dado (línea 4379) y se procede a realizar un recorrido de todas las naves 
de esa ruta comprobando las coordenadas enviadas por el conductor y las 
coordenadas de cada nave para calcular cual es la más cercana al conductor (línea 
4389). 
Una vez obtenida la potencial nave sobre la que realizar una acción, se procede 
a comprobar la distancia entre el conductor y la nave (línea 4402). Con esta distancia 
sabremos detectar si hay una entrada en nave o salida (a partir de la línea 4405). Para 
ello se comprueba si el conductor está a una distancia mínima de la nave, lo cual 
supondría una potencial entrada en nave, o si está en una distancia intermedia que 
podría resultar en una salida en nave. 
Además de esta comprobación mediante distancia, se debería comprobar que 
el conductor no haya realizado acciones previas sobre esa nave para evitar 
repeticiones y datos incongruentes. Es por eso, que dentro de la función de 
driverWarehouseIncoming y driverWarehouseOutgoing se añaden nuevas lógicas para 
evitar estos problemas. En la figura 12 vemos la primera: 
 
 
 
 
 
 
 
 
 
 
 
Figura 12: Fragmento de código de la función driverWarehouseIncoming 
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En esta función se obtiene la última acción realizada del conductor en su ruta 
de arrastre (línea 4431) y se comprueba que no sea una entrada a la potencial nave 
obtenida anteriormente (línea 4442 y 4443) y en el mismo día (línea 4444). De esta 
forma evitamos que se puedan realizar dos entradas en nave consecutivas y en el 
mismo día. Si la última acción del conductor no está relacionado con lo anterior, 
entonces se puede concluir con que el conductor está entrando en una nave y 
procedemos a indicárselo al sistema (línea 4446). 
También, en caso de que haya una entrada en nave, se devuelve la clave de la 
nave en el DTO de respuesta para que posteriormente el servicio web pueda 
retornárselo a la aplicación SML Android Satélite y ésta pueda refrescar su pantalla de 
Ruta de Arrastre con la hora de entrada en la nave. 
El caso de salida de la nave es similar, como podemos observar en la figura 13: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 13: Fragmento de código de la función driverWarehouseOutgoing 
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En ésta también se obtiene la última acción realizada por el conductor sobre la 
ruta de arrastre, pero se utiliza para comprobar si ha sido una entrada en nave (línea 
4478). En caso de que lo sea, a continuación se comprueba si la entrada ha sido en la 
potencial nave que hemos encontrado anteriormente y en el mismo día. Si lo es, 
entonces es una salida de la nave y lo registramos en el sistema. 
Esta restricción es necesaria para evitar que se realice una salida de la nave 
antes que una entrada, dado que el rango de salida es mayor que el de entrada. 
 
3.3.2 Implementación del lado del cliente 
 
Cliente SOAP 
 Una de las partes más importantes del proyecto son las comunicaciones SOAP 
que se realizan en muchas de las funcionalidades entre cliente y servidor. Fue la 
primera barrera a batir para que el proyecto progresara.  
Se estudió el mercado en busca de soluciones que cubrieran esta necesidad, 
pero la única librería que parecía cubrir el objetivo, KSOAP-2, no cumplió con las 
expectativas y rápidamente comenzamos a recibir muchos problemas con el 
serializado de objetos para enviarlos y recibirlos a través de los mensajes SOAP. Es por 
esto que se ha realizado el desarrollo de un cliente propio para llevar a cabo las 
comunicaciones. 
Como ya hemos visto, en las comunicaciones entre los clientes y los servicios 
web, enviamos un .XML que contiene un mensaje que recibirá y entenderá el servidor 
y lo llevará a cabo para devolver un resultado al cliente. Todo esto por peticiones 
HTTP. El cliente SOAP realiza las acciones siguientes: genera un mensaje SOAP con lo 
necesario y abre una conexión HTTP con el servidor enviándoselo por POST. Después, 
espera otro mensaje SOAP de respuesta y lo descompone en un objeto más cómodo y 
lógico para el desarrollador. 
Para mostrar cómo funciona este proceso, se procede a exponer cómo 
funcionaría una comunicación para el servicio GPS que envía coordenadas al servidor, 
InsertDriverTracking. En la figura 14 podemos ver el código necesario para realizar la 
comunicación y recibir respuesta. Destacar que todo está contenido en la capa de 
datos. 
 61 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 14: Fragmento de código para iniciar una comunicación para enviar las coordenadas del 
dispositivo al servidor 
La función comienza creando un objeto DTO con resultado tipo Integer (línea 
30). Dentro de este se podrá adjuntar una excepción para que, en caso de que suceda 
algún error, pueda devolverla a capas superiores y que la gestionen como vean 
conveniente. A continuación (línea 34), se define el nombre de la función que 
queremos llamar de los servicios web, InsertDriverTracking, y el nombre del servicio 
web donde se encuentra tal función, Route. 
Una vez fijado el destino, debemos indicar los parámetros que espera tal 
función, en este caso espera un objeto complejo de tipo User (línea 37) y tres objetos 
simples: latitude, longitude y date.  
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Los parámetros se diferencian entre complejos y simples, ya que al serializar el 
objeto para el mensaje SOAP, se hará de forma diferente en función del tipo de 
parámetro. Los parámetros complejos heredan de una clase que implementa una 
función para serializar todos los atributos. 
Una vez se añaden los parámetros, se llama a la clase singleton WSClient (línea 
60, mencionada como ClienteSOAP anteriormente) la cual se encargará de serializar 
los parámetros y de abrir la conexión http para enviar el mensaje por POST. 
Después de establecer contacto, los servicios web responderán con otro 
mensaje SOAP que se parseará (descomponer el mensaje .XML SOAP en objetos 
entendibles) en forma de un objeto DTO (línea 61) que contiene la respuesta: 
resultado o excepción. Si la respuesta contiene una excepción, la función corta 
rápidamente y retorna la excepción, sino, se continúa obteniendo el resultado y 
terminamos la función. 
A continuación, en la figura 15, se muestra en detalle la función de conexión 
connect (línea 60): 
 
 
 
 
Figura 15: Fragmento de código de la función connect 
 
 Esta función realiza los pasos necesarios para llevar a cabo la comunicación: 
primero la creación del mensaje SOAP (línea 120) para a continuación enviarlo al 
servicio web (línea 121). En la figura 16 podemos ver el algoritmo utilizado para 
generar el mensaje SOAP: 
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Figura 16: Fragmento de código de la función createSoapRequest 
 
 Esta función es de las más importantes en la aplicación, pues sin ella no serían 
posibles las comunicaciones y por tanto, sería imposible sincronizarse con el sistema 
de información de SML. Para conocer como generar exactamente los mensajes SOAP 
que el servicio web procesará y entenderá, se estudió su estructura y se observó casos 
reales filtrando mensajes SOAP que producía la aplicación de escritorio de SML hacia 
los servicios web. 
 Comienza creando un objeto de tipo SoapRequest (línea 70). Este objeto es 
prácticamente un gestor de XML que permitirá construir el .XML de forma cómoda, 
pues dispone de funciones y acciones para añadir elementos, atributos, etc. Se encarga 
de crear toda la estructura SOAP común en todos sus mensajes. 
 Una vez preparado el .XML, se dispone a indicar a qué función queremos llamar 
dentro del servicio web (línea 72), además del nombre del servicio web donde está 
(línea 73). Como ya vimos anteriormente en el estudio de los servicios web, lo que 
realmente se está haciendo es crear un elemento en el .XML con nombre 
functionName y atributo con el webServiceName. Ya indicado el objetivo del mensaje, 
queda añadir todos los parámetros que se desean enviar para que el servicio web lo 
interprete. 
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 Para esto, se van añadiendo los parámetros recibidos (a partir de línea 76) 
diferenciando entre aquellos complejos (objetos con varios atributos) y simples 
(objetos de tipo string, int, bool, etc.). 
 En los objetos complejos se crea un elemento en el .XML con el nombre del 
parámetro y como atributo el dominio donde se encuentra definido el objeto en el 
sistema de información de SML, para que así el servicio web pueda entender que 
objeto representa. A continuación, se añaden todos los atributos del objeto en forma 
de elementos y su valor. Por ejemplo, para un objeto user con dos atributos, id y pw, 
se tendría: 
 <user xmlns:a=”dominio_sml_objetos”> 
  <a:id>hola</id> 
  <a:pw>adios</pw> 
</user> 
  
 En los objetos simples se sigue un proceso idéntico salvo que no es necesario 
recorrer los atributos del objeto puesto que, al ser simple no tiene. 
 Una vez tenemos preparado el objeto SoapRequest con todo el contenido del 
mensaje SOAP, generamos el archivo .XML en texto (línea 89) para poder enviarlo en 
petición http. 
 Con el mensaje SOAP generado, es el momento de enviarlo, como se muestra 
en la figura 17. 
 
 
 
 
 
 
 
 
   Figura 17: Fragmento de código de la función getWebServiceResponse 
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 En esta función se crea un objeto de conexión, Connect (línea 102), que facilita 
la creación de la petición HTTP y sus cabeceras. Después de su inicialización, se indican 
todos los valores necesarios que formarán esa petición http: 
 Nombre del servicio web (línea 103): Necesario para construir la 
dirección a la que va dirigida la petición http, por ejemplo: 
http://smlWebServices.com/webServiceName.svc 
 Nombre de la función dentro del servicio web (línea 104): En esta 
operación es donde se añaden todas las cabeceras necesarias en la 
petición http:  
o "Content-type", "text/xml; charset=utf-8" 
o "SOAPAction", 
"dominio_servicios_web:webServiceName/functionName” 
 Envío del mensaje SOAP (línea 105): Se escribe en la petición HTTP el 
mensaje SOAP generado anteriormente. 
Una vez generada la petición HTTP, se procede a realizar la comunicación con el 
servicio web (línea 106), el cual nos retorna un mensaje SOAP de respuesta que 
devolvemos para posteriormente, parsear el .XML y obtener la información. Aclarar 
que en el retorno (línea 109), se filtra parte del contenido dejando lo que nos interesa, 
el interior del mensaje SOAP.  
En el Diagrama 1 se muestra en forma de diagrama de secuencia una 
comunicación completa desde la aplicación hasta el servicio web. Representa a la 
comunicación realizada en la pantalla de Login para verificar el usuario. Las clases 
LoginActivity, UtilBLL y UtilDAL forman parte de la aplicación Android, mientras que 
WebServiceLayer, SecurityBLL, SecurityDAL y la base de datos DataBase, forma parte 
del servicio web del sistema de información de SML. Aclarar que el resultado SOAP 
devuelto por el servicio web viajaría por la misma petición HTTP abierta por parte de la 
aplicación Android. 
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Diagrama 1: Diagrama de secuencia de una comunicación 
 
 
 
Reflection 
 Continuando con el proceso de comunicación con los servicios web, una de las 
herramientas utilizadas para el parseo o deserialización de los mensajes SOAP 
devueltos por el servicio web, es la Reflection. Ésta es una técnica que permite crear 
objetos y llamar a sus funciones o métodos dinámicamente mediante su nombre. De 
esta manera podremos ir recogiendo los elementos de respuesta del SOAP, creando el 
objeto que corresponda y llamando a métodos de asignación de atributos. 
Destacar que para enviar y recibir objetos desde la aplicación de Android a los 
servicios web, se han tenido que desarrollar de manera idéntica los mismos atributos 
en los objetos de los dos lados para que puedan identificarse y así deserializarse. 
En la figura 18 se muestra el algoritmo desarrollado para la deserialización de 
las respuestas SOAP: 
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Figura 18: Algoritmo Reflection 
 
 La función de la figura 18 es la encargada de recoger el mensaje SOAP de 
respuesta de los servicios web, y descomponer los elementos del .XML y 
transformarlos en objetos con valores. Antes de empezar a analizar el código, cabe 
mencionar que esta versión del algoritmo está pensada para aceptar solo objetos con 
atributos simples, es decir, ningún atributo será nuevamente otro objeto.  
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Los objetos comunes entre los servicios web y la aplicación Android, tienen 
unos métodos de asignación de atributos en formato String, que se encargan de 
parsear el valor del String al tipo de atributo que es realmente. Esto es útil para realizar 
la deserialización más cómoda y extensible. 
 Lo primero que se hace con la respuesta SOAP recibida, es identificar el 
elemento dentro del .XML que contiene el resultado de la petición: el ReturnValue 
(línea 85). Una vez identificado, se obtienen los elementos que lo forman (línea 86) y 
se itera sobre cada uno de ellos por tal de crearlos dinámicamente. 
Para utilizar la técnica Reflection, lo primero que se necesita es conocer el 
nombre del objeto para poder crearlo dinámicamente, es por esto que para cada 
elemento a deserializar se obtiene su nombre (línea 91) y se crea el objeto mediante él 
(línea 92). Aclarar que la ruta que aparece al crearlo (“sml.satelite.business.common”) 
es la ruta del paquete donde están todos los objetos comunes entre los servicio web y 
la aplicación Android. 
Una vez creado dinámicamente el objeto, se procede a obtener todos los 
valores de los atributos que lo forman que han sido devueltos en el mensaje SOAP 
(línea 95) y se itera sobre cada uno de ellos. Puede suceder que el objeto devuelva un 
valor nulo, por ello antes de continuar se comprueba si tiene valor o no (línea 101). Si 
dispone de valor, se procede a obtener el nombre del atributo a asignar (línea 104-
106) y su valor (línea 108-112).  
Una vez obtenido el nombre y el valor, se procede a hacer la asignación del 
atributo del objeto creado anteriormente de manera dinámica. Esto se hace mediante 
el nombre de la función, que ya fue preparada para que estuviera formado por: Set + 
nombre_del_atributo. Por ejemplo, dados dos atributos: Name y Value, disponen de 
su función de asignación: SetName(n) y SetValue(v), respectivamente. 
Terminada la deserialización, se añaden los objetos a un array de respuesta y se 
retornan para tratarlos posteriormente como se crea conveniente. 
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MergeSort 
En la pantalla de distribución se pueden encontrar hasta tres tipos de 
ordenación: ordenación manual con la que mover la posición de los movimientos a 
primera o última posición, método por filtrado que permite mostrar solo aquellos 
movimientos que cumplan una serie de condiciones, y por último, el método de 
ordenación por proximidad, que dado un array de movimientos, los ordena de menor 
distancia del conductor a mayor. 
Con el objetivo de obtener un tiempo de respuesta rápido y por tanto, menos 
consumición de batería, se decidió utilizar el algoritmo de ordenación Mergesort, con 
algunos cambios como la adaptación de los datos de entrada para poder interpretarlos 
y el añadido del valor de cada movimiento siendo éste la distancia del destino hasta el 
conductor. 
 
3.4 Tests 
 
 Como todo desarrollo de software, una parte muy importante en su creación es 
la fase de pruebas. Ésta nos permite identificar los posibles fallos de implementación, 
calidad o usabilidad de la aplicación, permitiéndonos modificarlos y conseguir un 
proyecto de calidad. Para este proyecto ha habido dos tipos de test: tests durante el 
desarrollo y tests reales. 
 
3.4.1 Tests durante el desarrollo 
 
 Los tests o pruebas durante el desarrollo son aquellos realizados durante la 
implementación de la aplicación que permiten probar la reciente funcionalidad creada 
y detectar posibles fallos. Para estos, se procede a crear una lista de posibles casos, 
desde los más simples a los más extremos, que permitirán explotar la funcionalidad y 
reportar al desarrollador su funcionamiento. Es muy importante el detectar posibles 
fallos lo antes posible para que estos no se propaguen y contribuyan a crear uno 
mayor. 
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 Durante el desarrollo de la aplicación SML Android Satélite, se realizaron 
muchos tests para comprobar el funcionamiento de las comunicaciones: desde la 
correcta formación de los mensajes SOAP, hasta los tiempos de respuesta obtenidos. 
Se utilizaron herramientas de rastreo de red, para detectar las peticiones HTTP y su 
contenido, y otras utilidades de depuración del entorno de desarrollo utilizado 
(ECLIPSE). 
Una vez se obtenía un correcto funcionamiento de la funcionalidad, se procedía 
a crear su lado gráfico en la capa de presentación y posteriormente, se realizaban 
pruebas de su usabilidad. Para éstas, además del desarrollador, han participado otras 
personas para obtener un veredicto más neutral y así conseguir pantallas más usables. 
Así pues, durante el desarrollo de la aplicación, la interfaz gráfica ha sido cambiada 
varias veces hasta encontrar aquella que permitía utilizar las funcionalidades de 
manera más cómoda y que agradaba más a los usuarios. 
 Los tests también han servido para dotar a la aplicación de más detalles de 
usabilidad como avisos durante la carga de menús y ventanas emergentes en errores o 
advertencias, ya que los usuarios en ocasiones se mostraban confusos en el uso de la 
aplicación. 
 
3.4.2 Tests reales 
 
 Una vez finalizado todo el desarrollo de la aplicación y comprobado mediante 
los tests de desarrollo que su funcionamiento era correcto, se procedió a hacer 
entrega de una tablet con la aplicación instalada a un conductor de Ruta de 
Distribución (entrega y recogida de paquetería) de la empresa de transporte Disval. 
También, se supervisó al conductor para recoger toda la información posible así como 
su impresión frente al producto. 
El primer problema que se presentó es el posicionamiento de la tablet dentro 
del vehículo, pues debe estar visible para aprovechar funcionalidades como el 
Navigation del Google Maps. Para corregir este problema, se buscó en el mercado 
plataformas de soporte para dispositivos móviles y tablets para el vehículo, y se obtuvo 
un soporte con ventosa. 
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Durante la prueba real también se pudo comprobar que los conductores 
trabajan en un ritmo muy acelerado, pues tienen muchos movimientos con destinos a 
los que ir. El conductor mostraba dificultades en encontrar los movimientos a los que ir 
en la lista de Ruta de Distribución, ya que no había ninguna manera de ordenarlos y 
debía buscarlos de uno en uno, es por esto que posteriormente a la primera prueba 
real, se añadieron las funcionalidades de ordenado y filtración, así como el Detector, 
que con una simple foto, pueden localizar inmediatamente el movimiento en la lista. 
Otro resultado interesante del test real fue el análisis de batería tras el uso de 
la aplicación durante unas horas. La batería se consumió en apenas cuatro horas de 
uso, y es que los procesos de sincronización y los servicios en background, consumían 
demasiado. Para corregir este problema, se añadió en el menú de Opciones el poder 
indicar los tiempos de sincronización de datos, permitiendo así que se realizaran 
menos peticiones y la vida de la batería fuera más larga (incrementando hasta dos o 
tres horas su duración). También, se estudió el mercado en busca de accesorios para 
poder conectar el dispositivo móvil al mechero del vehículo, pudiendo cargarlo 
mientras es utilizado. Se encontró que había varias posibilidades, desde soportes para 
el vehículo que también incluían esta conexión, hasta cables sueltos para conectarlo 
directamente. 
Finalmente estas pruebas también permitieron recopilar coordenadas reales 
del servicio de control de la flota, pudiendo ver el recorrido de la Ruta de Distribución 
en la web de SML, así como todos los tiempos reales de confirmación de la paquetería 
entregada. 
Esta información aportó una idea nueva y como consecuencia una pequeña 
modificación en la funcionalidad de confirmación. El sistema de información de SML no 
dispone de las coordenadas de ubicación de las calles donde hacen entrega y recogida 
de paquetería y se creyó interesante el aprovechar el potencial de la tecnología GPS y 
el servicio de control de la flota para recogerlas. Añadiendo las coordenadas del 
conductor en el momento de la confirmación, se podrían vincular a la dirección del 
paquete y así disponer de la latitud y la longitud de las calles donde usualmente se 
hacen confirmaciones. 
A pesar de los pequeños problemas mencionados anteriormente, la impresión 
de los conductores fue buena. Actualmente se encuentran estudiando y negociando 
como imponer este proyecto en la rutina diaria de los conductores. También se está 
decidiendo si continuar el desarrollo con nuevas funcionalidades para otros tipos de 
perfiles de usuario. 
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4) Planificación y recursos 
  En el siguiente apartado se expondrá la planificación realizada 
previamente al inicio del proyecto, para estimar una posible fecha de finalización, así 
como la duración aproximada de cada uno de los objetivos definidos anteriormente. 
También se hará un análisis de los recursos invertidos por la empresa para la 
realización del proyecto, diferenciando entre los diferentes perfiles que han 
intervenido. 
4.1 Planificación temporal 
Para la planificación propuesta de este proyecto, se tuvo presente las horas 
diarias de las que disponía el técnico contratado por la empresa para desarrollarlo: 3h 
diarias, sin contar otras extras fuera de la jornada laboral.  
Puesto que es un proyecto de final de carrera en empresa y además de 
ingeniería informática técnica en gestión, se propuso un contrato de un mínimo de las 
400 horas estipuladas para su desarrollo. Mencionar que dentro de esas horas no 
están incluidas aquellas destinadas a la documentación, como puede ser la escritura de 
la memoria o la creación de la exposición oral. 
En la figura 35 muestra en forma gráfica la disposición acordada del tiempo 
para el desarrollo de cada una de las tareas, llevada a cabo de manera bastante 
precisa. La jornada laboral en la empresa de SML se ha llevado a cabo entre los días 12 
de Septiembre del 2011 y 6 de Abril del 2012. Así pues, obtenemos el total de las horas 
dedicadas al desarrollo y testeo de la aplicación: 
28 semanas -> 5 días laborales -> 140 días laborales dedicados al desarrollo 
140 días x 3h diarias = 420h de desarrollo y testeo 
Para el resto, la creación de la memoria y de la exposición, así como el ensayo 
de la presentación, los horarios han sido más flexibles, puesto que ya no han estado 
vinculados a una jornada laboral. Se pueden aproximar unas 2h diarias de trabajo. Se 
previó por el estudiante un total de 7 semanas, y se trabajó los 7 días de cada semana: 
7 semanas x 7días = 49 días  
49 días x 2h diarias de trabajo = 98h de redacción de memoria y exposición 
 Con todo, obtenemos un total de 518 horas dedicadas al proyecto. 
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Figura 35. Diagrama de Gantt con la planificación del proyecto 
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4.2 Recursos económicos 
 
Los recursos económicos dedicados al desarrollo del proyecto se pueden dividir  
en aquellos destinados a los recursos materiales y a los destinados a los recursos 
humanos. 
En la tabla 1 se muestran todos aquellos recursos utilizados. Mencionar que el 
software y hardware mostrado a continuación tan solo hacen mención al aplicado en 
el desarrollo del proyecto y no a la infraestructura que se requiere para hacer uso 
activo de tal (como por ejemplo, servidores): 
 
Tabla 1: Recursos materiales 
 
Cabe aclarar que cada persona que intervenga en el desarrollo necesitará la 
inversión en recursos mostrados anteriormente, puesto que definen el entorno de 
desarrollo mínimo y necesario. Así por ejemplo, si disponemos de dos programadores 
activos trabajando en el proyecto, el total de la inversión en recursos se multiplicaría 
por dos. 
En el estudio de los recursos humanos, es interesante analizar dos casos: el 
real, llevado a cabo para el desarrollo de este proyecto, y el hipotético, en caso de que 
no fuera un proyecto de final de carrera realizado por un estudiante y sí por una 
empresa.  
Tipo Recurso Coste 
Software Microsoft Visual Studio 2010 1600€ 
Software Microsoft SQL Server Management Studio 0€ 
Software Eclipse 0€ 
Software Emulador y plugin Android 0€ 
Hardware Ordenador de oficina de gama media 300€ 
Hardware Samsung Galaxy Tab 7” 300€ 
TOTAL: 2200€ 
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Real 
En el caso real, el estudio de la gestión de los recursos se minimiza, 
distinguiendo tan solo el perfil del director que interviene en la dirección del proyecto 
y el del estudiante, que abarca todos los perfiles que intervienen en el desarrollo y 
creación del proyecto: analista, diseñador y desarrollador. 
Suponiendo que el estudiante dispone de un salario de 15€/h y que el director 
dedica un total de 2h semanales a la dirección con un salario de 30€/h, obtenemos los 
siguientes cálculos: 
15€/h salario x 420 h de desarrollo = 6300 € invertidos en desarrollo 
 (28 semanas x 2 h/semana) x 30€/h = 1680€ invertidos en dirección 
Con todo, obtenemos un total de 7980€ de inversión en recursos humanos. 
 
Empresa 
En el caso de que el desarrollo de la aplicación quede en manos de una 
empresa con distintos perfiles, el cálculo es un poco más complejo. A continuación se 
muestran salarios medios para cada uno de los perfiles que intervendrían y las horas 
aproximadas dedicadas por cada uno de ellos (teniendo en cuenta las 420h totales de 
desarrollo): 
 Desarrollador: Salario 15€/h con unas 345h de trabajo 
 Diseñador: Salario 20€/h con 50h de trabajo 
 Analista: Salario 25€/h con 25h de trabajo 
 Director: Salario 30€/h con 56h de trabajo 
Teniendo en cuenta estos datos, los cálculos que se obtienen son: 
15€/h salario x 345h de trabajo = 5175€ invertidos en desarrollo 
20€/h salario x 50h de trabajo = 1000€ invertidos en diseño 
25€/h salario x 25h de trabajo = 625€ invertidos en análisis 
30€/h salario x 56h de trabajo = 1680€ invertidos en dirección 
Con todo, obtenemos un total de 8480€ de inversión en recursos humanos. 
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5) Conclusiones 
 
 El desarrollo de este proyecto ha sido sin duda una gran experiencia en mi 
carrera profesional que ha hecho acercarme al mundo de los dispositivos móviles. 
Considero que actualmente son unas herramientas muy potentes que ofrecen 
muchísimas posibilidades y que cada vez más van a ir creciendo y revolucionarán el 
mercado hasta acabar incluso con el concepto de ordenadores de sobremesa tal y 
como los conocemos.  
 El sistema operativo Android se me ha hecho muy ameno y fácil de desarrollar, 
pudiendo conseguir buenos resultados en poco tiempo, por la facilidad que ofrecen las 
Actividades en crear interfaces gráficas y a su vez, dotar éstas de lógica. Quizás falte 
aún mejorar un poco más la parte hardware de los dispositivos móviles, pues 
considero que deberían optimizar más el uso de los recursos de los dispositivos 
actuales en vez de seguir saliendo nuevos con cada vez más potencial hardware 
(equiparables incluso a un ordenador de sobremesa), pues siguen teniendo problemas 
de memoria y sobre todo, de duración de batería. 
 En cuanto a los resultados del proyecto, sin duda cumple con los objetivos 
establecidos. Es una aplicación muy potente que mejora las rutinas diarias de los 
conductores, ahorrando muchas de las tareas que se llevan a cabo diariamente en las 
naves logísticas. A la espera queda el acordar con los conductores el uso de la 
aplicación e imponerla en el día a día de las empresas de transporte asociadas con SML 
Consulting. 
 Respecto a la implementación del proyecto, quizás falte mejorar en futuras 
versiones la sincronización entre servicios web y aplicación Android para hacer éstas 
más ligeras y mejorar así la duración de la batería. También, habría que adaptar la 
aplicación para ampliar el margen de resoluciones compatibles y así ofrecer más 
posibilidades a los conductores en cuanto a dispositivos móviles. Con suerte en un 
futuro la aplicación seguirá creciendo y se dotarán de nuevas funcionalidades. 
 Como conclusión final decir que me gustaría continuar mi carrera profesional 
en el desarrollo de aplicaciones para móviles y su sincronización con servicios web, ya 
que me ha agradado el proyecto y considero que abre un abanico muy amplio de 
posibilidades.  
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Se procede a explicar el funcionamiento de las diferentes pantallas de la 
aplicación de SML Android Satélite.  
 
Login (Figura 36) 
 
Al iniciar la aplicación, la primera 
pantalla que se mostrará será la de Login. 
 Para poder iniciar los servicios de 
SML Android Satélite es necesario estar 
registrado en el sistema de información de 
SML. Éste facilitará una ID y una contraseña 
que deberá introducirse en la pantalla. La 
cuenta está asociada a permisos y demás 
información que hará variar el menú y sus 
opciones. 
Al iniciar esta pantalla también se 
verifica la última versión disponible de la 
aplicación, y en caso de no tenerla 
instalada, se ofrecerá al usuario la 
posibilidad de actualizarse. 
 
 
 
Figura 36: Pantalla de login 
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Menú (Figura 37) 
Una vez validada la cuenta, la 
aplicación mostrará el menú disponible para 
el usuario logeado. Hasta el momento hay dos 
perfiles disponibles con menús diferentes: 
Conductor de arrastre y Conductor de 
distribución.  
Para un perfil de conductor de 
distribución el menú constaría de: 
Distribución, Detector y Resumen, mientras 
que en un perfil de conductor de arrastre, el 
menú tan solo constaría de Arrastre. En la 
imagen de la figura 37 se muestra el menú de 
un usuario con todos los permisos 
disponibles. 
En la misma pantalla, presionando la 
tecla de Opciones del dispositivo, el usuario  
podrá entrar a las opciones de la aplicación, 
donde se podrán configurar ciertos 
parámetros que influirán en su 
funcionamiento. 
 
Opciones (Figura 38) 
En la pantalla de opciones se puede 
configurar el servicio de localización GPS y su 
intervalo de tiempo. Esto permitirá a la 
aplicación emitir coordenadas con la 
localización del usuario. Para utilizar este 
servicio, además de activar esta opción, se 
debe habilitar el permiso en el dispositivo. En 
caso de no estar habilitado el permiso, se 
advertirá al usuario mediante una ventana 
emergente para que proceda a habilitarlo. 
Más enfocado al perfil de conductor de distribución, se permite configurar la 
frecuencia de sincronización de los servicios entre servidor y aplicación. Cuanto más 
alta sea esta frecuencia mayor sincronización habrá, pero la duración de la batería 
podría verse afectada. 
Figura 37: Pantalla del Menú 
Figura 38: Pantalla de las Opciones 
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Arrastre (Figura 39) 
Entrando en la pantalla de Arrastre, 
se muestra un listado de las naves asignadas 
a la ruta de arrastre que deberá recorrer el 
conductor. Para cada una, se ofrece el orden 
sugerido por la ruta en el que debería 
visitarlas el conductor, el nombre de la nave, 
la dirección, la hora establecida de llegada y 
la posibilidad de abrir la aplicación de Google 
Maps con el camino para llegar hasta la nave 
(a partir de la posición actual). 
Durante el viaje, si se dispone del 
servicio de localización activado, la pantalla 
refrescará su estado mostrando las horas 
reales de llegada a cada nave. 
 Dentro de la página de SML, en la 
sección de Rutas de Arrastre, se puede ver 
todo el recorrido realizado por el conductor, 
así como todas las horas de llegada y salida 
de cada una de las naves.  
 
En la figura 40 se muestra un ejemplo de la trazabilidad generada en la web por 
el recorrido de un conductor en la ruta de arrastre: 
Figura 39: Pantalla de la ruta de arrastre 
Figura 40: Trazabilidad de un conductor en una ruta de arrastre 
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Distribución (Figura 41) 
Entrando en la pantalla de 
Distribución, se muestra un listado de los 
servicios a entregar o recoger por el 
conductor en el día de hoy. Para cada uno 
de ellos, se muestra un identificador del 
servicio, la dirección donde realizar el 
servicio-, el número de bultos que lo 
forman, su peso total, el tipo (si es recogida 
o entrega), comentarios añadidos en su 
creación, el importe a recoger o pagar y la 
posibilidad de abrir la aplicación de Google 
Maps para llegar al destino. 
Pulsando la tecla de opciones del 
dispositivo, aparecerá un menú de 
ordenación de los servicios, pudiendo 
ordenarlos por su proximidad al conductor 
o filtrando  por dirección, nombre o tipo de 
servicio (figura 42). Permitirán al usuario 
encontrar los destinos más fácilmente. 
 
Seleccionando un servicio, se muestran las acciones disponibles para éste 
(figura 43): ordenación manual moviendo el servicio a primera posición o última, 
añadir incidencia, confirmar o mensajería. 
Figura 41: Pantalla de ruta de distribución 
Figura 42: Opciones de filtrado de un servicio 
Figura 43: Opciones disponibles a realizar sobre un servicio 
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Confirmación 
En la pantalla de confirmación de un servicio, se ofrece la posibilidad de 
confirmar según el cliente: particular (figura 44) o empresa (figura 45). 
 
 
Para el cliente particular, se solicita únicamente su nombre y su DNI, mientras 
que para una empresa, además del nombre, se requiere realizar una firma en la 
superficie disponible de la pantalla.  
Una vez confirmado el servicio, se realizará una comunicación con el servidor 
totalmente transparente al usuario. Más tarde, si el usuario lo desea, podrá ver el 
estado de esa comunicación en la pantalla de resumen diario, para así comprobar si se 
ha realizado con éxito o si ha habido algún error.  
Figura 44: Confirmación a un particular Figura 45: Confirmación a una empresa 
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Añadir incidencia (Figura 46) 
En la pantalla de incidencia, tan 
solo hay que seleccionar el tipo de 
incidencia de entre la lista disponible y 
añadir una descripción si fuese necesario. 
De la misma forma que en la 
confirmación, se realizará la comunicación 
de manera transparente y se podrá 
consultar su estado en la pantalla de 
resumen diario. 
 
 
Mensajería (Figura 47) 
Entrando en la pantalla de mensajería 
de un servicio, se podrán ver todos los 
mensajes asociados al servicio. A modo de 
chat, los usuarios del sistema de información 
de SML podrán escribir mensajes al servicio, 
pudiendo verlos desde la aplicación o desde la 
página web de SML. El usuario de la aplicación 
podrá contestar los mensajes o añadir nuevos 
desde la pantalla escogiendo el destinatario 
que crea conveniente. 
La aplicación envía una notificación al 
recibir nuevos mensajes en alguno de los 
servicios. 
 
 
 
 
 
 
Figura 46: Pantalla de añadir incidencia 
Figura 47: Pantalla de mensajería en un servicio 
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Además, dentro de la pantalla de 
distribución, también podemos ver en la 
pestaña de Mensajes un registro de todos 
los mensajes asociados a los servicios del 
conductor (Figura 48). Se muestran los 
mensajes totales y aquellos pendientes por 
leer. 
 
 
 
Resumen Diario (Figura 49) 
En la pantalla de resumen diario se 
muestra un resumen de toda la actividad 
realizada en el día de hoy por el conductor de 
la ruta de distribución. En la primera tabla de 
la figura 49 se muestran cuantificados los 
servicios confirmados o con incidencia, 
distinguiendo si son de entrega o recogida, 
además del importe recibido por ellos. 
En la tabla inferior, se muestra el 
registro de las comunicaciones de las 
acciones realizadas por el usuario para cada 
uno de esos servicios: confirmaciones o 
incidencias. Se podrá ver el estado de cada 
una de ellas y en caso de error, el usuario 
podrá consultar el error y reintentar la 
comunicación. 
En caso de persistir el error, el 
conductor podrá mostrar esta pantalla a sus 
responsables para que vean el trabajo 
realizado. 
 
Figura 48: Registro de los mensajes 
Figura 49: Pantalla de Resumen diario 
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Detector (Figura 50) 
La funcionalidad del detector permite al 
usuario de ruta de distribución el poder escanear 
códigos de barras o QR (Quick Response Barcode) de 
paquetes, para así poder localizar el servicio de la 
ruta de distribución rápidamente y perder el menor 
tiempo posible. Una vez detectado el servicio, se 
mostrarán las acciones disponibles (mencionadas 
anteriormente en ruta de distribución).  
Para utilizar esta pantalla es necesaria tener 
instalada en el dispositivo una aplicación llamada 
ZXING. Si no se dispone de ella, aparecerá una 
ventana emergente con la posibilidad de descargar e 
instalar la aplicación. 
 
 
Notificaciones (Figura 51) 
Durante el funcionamiento de la 
aplicación se irá informando al usuario mediante 
notificaciones los cambios que puedan haber 
surgido y que puedan afectarle. Se pueden 
encontrar las siguientes notificaciones: 
- Notificación de que la aplicación está activa 
- Notificación de que el servicio de localización 
está activo 
- Notificación de que se han recibido nuevos 
servicios para la ruta de distribución 
- Notificación de que se han recibido nuevos 
mensajes 
- Notificación de que no hay cobertura para GPS 
  Las notificaciones son meramente 
informativas. 
Figura 50: Detector. Aplicación de escaneo 
Figura 51: Detector. Aplicación de escaneo 
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