Software Engineering (SE) and Usability Engineering (UE) both provide a wide range of elaborated process models to create software solutions. Today, many companies have understood that a systematic and structured approach to usability is as important as the process of software development itself. However, theory and practice is still scarce how to incorporate UE methods into development processes. With respect to the quality of software solutions, usability needs to be an integral aspect of software development and therefore the integration of these two processes is a logical and needed step. One challenge is to identify integration points between the two disciplines that allow a close collaboration, with acceptable additional organizational and operational efforts. This paper addresses the questions of where these integration points between SE and UE exist, what kind of fundamental UE activities have to be integrated in existing SE processes, and how this integration can be accomplished.
Introduction
Software engineering is a discipline that adopts various engineering approaches to address all p h a s e s o f s o f t w a r e p r o d u c t i o n , f r o m t h e e a r l y s t a g e s o f s y s t e m specification up to the maintenance phase after the release of the system ( [14] , [17] ). Software engineering tries to provide a systematic and planable approach for software development. To achieve this, it provides comprehensive, systematic and manageable procedures, in terms of software engineering process models (SE Models). SE Models usually define detailed activities, the sequence in which these activities have to be performed and the resulting deliverables. The goal in using SE Models is a controlled, solid and repeatable process in which the project achievement do not depend on individual efforts of particular people or fortunate circumstances [5] . Hence, SE Models partially map to process properties and process elements, adding concrete procedures.
Existing SE Models vary with regards to specific properties (such as type and number of iterations, level of detail in the description or definition of procedures or activities, etc.) and each model has specific advantages and disadvantages, concerning predictability, risk management, coverage of complexity, generation of fast deliverables and outcomes, etc.
Examples of such SE Models are the Linear Sequential Model (also called Classic Life Cycle Model or Waterfall Model) [15] , Evolutionary Software Development [12] , the Spiral Model by Boehm [1] , or the V-Model [9] .
Linear Sequential Model
The Linear Sequential Model divides the process of software development into several successive phases: System Requirements, Software Requirements, Analysis, Program Design, Coding, Testing and Operations. On the transition from one phase to the other it is assumed that the previous phase has been completed. Iterations between neighboring phases are planned to react on problems or errors which are based on the results of the previous phase. The Linear Sequential Model is documentdriven. Thus, the results of each phase are documents that serve as milestones to track the development progress.
Evolutionary Development
In the Evolutionary Development the phases Software Specification, Development and Validation are closely integrated. Evolutionary Development is especially well suited for software projects where the requirements cannot be defined beforehand or in which the requirements are likely to change during the development process. The procedure is always a sequence of iterative development-cycles which results in an improved version of a product on the end of each sequence. There is no explicit maintenance phase at the end of the lifecycle. Necessary changes after the product delivery are solved in further iterations. Within Evolutionary Development the end users and the customers are closely involved in the development process. The goal of Evolutionary Development is "to avoid a single-pass sequential, document-driven, gated-step approach" [10] .
Spiral Model
The Spiral Model is a refinement of the Linear Sequential Model in which the single phases are spirally run through. This cycle in the spiral is repeated four times, for System Definition, Software Requirements, Conception (Architecture Design) and Realisation (Detail Conception, Coding, Test, Integration and Installation). The nature of the model is risk-driven. At the end of each cycle the current project progress is being analyzed and the risk of project failure is evaluated. Depending on the evaluation outcome the project goals are (re)defined and resources are (re)allocated orin the w orst case -the development is being discontinued if necessary for the subsequent phases. Unlike the Linear Sequential Model, risks are identified throughout the process which leads to a more control-and planable process. The failure of a project can be significantly minimized.
V-Model
The V-Model represents the development process in a symmetric model in which the validation is performed inversely to the system compilation, starting from module up to the acceptance test [13] . The V-Model is based upon the Linear Sequential Model but emphasis is laid on the assurance of quality (e.g. connections between basic concepts and the resulting products). Inspections take place at multiple test phases testing different levels of detail of the solution and not only at the end of development as other models propose. Compared to the Linear Sequential Model or the Spiral Model, the V-Model is more precise in its description of procedures and measures.
Standards in Software Engineering
Software engineering standards define a framework for SE Models on a higher abstraction level. They define rules and guidelines as well as properties of process elements as recommendations for the development of software. Thereby, standards support consistency, compatibility and exchangeability, and cover the improvement of quality and communication.
The ISO/IEC 12207 provides such a general process framework for the development and management of software. "The framework covers the life cycle of software from the conceptualization of ideas through retirement and consists of processes for acquiring and supplying software products and services." [7] . It defines processes, activities and tasks and provides descriptions about how to perform these items on an abstract level.
In order to fulfill the superordinate conditions of software engineering standards (and the associated claim of ensuring quality) the SE Models should comply with these conditions. In general, standards as well as SE Models can not be directly applied. They are adapted and/or tailored according to the corresponding organizational conditions. The resulting instantiation of a SE Model, fitted to the organizational aspects, is called software development process, which can then be used and put to practice. Thus, the resulting Operational Process is an instance of the underlying SE Model and the implementation of activities within the organization. This creates a hierarchy of different levels of abstractions for software engineering: Standards that define the overarching framework, process models that describe systematic and traceable approaches and the operational level in which the models are tailored to fit the specifics of an organization (Figure 1 ).
Fig. 1:
Hierarchy of standards, process models and operational processes in software engineering.
Usability Engineering
Usability Engineering is a discipline that is concerned with the question of how to design software that is easy to use (usable). Usability engineering is "an approach to the development of software and systems which involves user participation from the outset and guarantees the efficacy of the product through the use of a usability specification and metrics." [4] Usability engineering provides a wide range of methods and systematic approaches for the support of development. These approaches are called Usability Engineering Models (UE Models) or Usability Lifecycles, such as the Goal-Directed-Design [2] , the Usability Engineering Lifecycle [11] or the User-Centered Design-Process Model of IBM [6]. All of them have much in common since they describe an idealized approach that ensures the development of usable software, but they differ their specifics, in the applied methods and the general description of the procedure (e.g. phases, dependencies, goals, responsibilities, etc.) [18] . UE Models usually define activities and their resulting deliverables as well as the order in which specific tasks or activities have to be performed. The goal of UE Models is to provide tools and methods for the implementation of the user's needs and to guarantee the efficiency, effectiveness and users' satisfaction of the solution.
Thus, usability engineering and software engineering address different needs in the development of software. Software engineering aims at systematic, controllable and manageable approaches to software development, whereas usability engineering focuses on the realization of usable and user-friendly solutions.
The consequence is that there are different views between the two disciplines during system development, which sometimes can be competing, e.g. SE focuses on system requirements and the implementation of system concepts and designs, whereas UE focuses on the implementation of user requirements and interaction concepts and designs. However, both views need to be considered in particular.
Standards in Usability Engineering
Usability Engineering provides standards similar to the way Software Engineering does. They also serve as a framework to ensure consistency, compatibility, exchangeability, and quality which is in line with the idea of software engineering standards. However, usability engineering standards lay the focus on the users and the construction of usable solutions. Examples for such standards are the DIN EN ISO 13407 [3] and the ISO/PAS 18152 [8] .
The DIN EN ISO 13407 introduces a process framework for the human-centered design of interactive systems. Its' overarching aim is to support the definition and management of human-centered design activities, which share the following characteristics: 1) the active involvement of users and a clear understanding of user and task requirements (Context of use) 2) an appropriate allocation of function between users and technology (User Requirements) 3) the iteration of design solutions (Produce Design Solutions) 4) multi-disciplinary design (Evaluation of Use) These characteristics are reflected by the activities (named in brackets), which define the process framework of the human centered design process, and have to be performed iteratively.
The ISO/PAS 18152 is partly based on the DIN EN ISO 13407, and describes a reference model to measure the maturity of an organization in performing processes that make usable, healthy and safe systems. It describes processes and activities that address human-system issues and the outcomes of these processes. It provides details on the tasks and artifacts associated with the outcomes of each process and activity.
There is a sub-process called Human-centered design which describes the activities that are commonly associated with a User Centered Design Process. These activities are Context of use, User requirements, Produce design solutions and Evaluation of use, which are in line with the DIN EN ISO 13407. However, by being more specific in terms of defining lists of activities (so called Base Practices), that describe how the purpose of each activity is achieved (e.g. what needs to be done to gather the user requirements in the right way). The ISO/PAS 18152 enhances the DIN EN ISO 13407 in terms of the level of detail and contains more precise guidelines.
In order to ensure the claims of the overarching standards, UE Models need to adhere to the demands of the corresponding framework. Thus, a connection between the standards and the UE Models exists which is similar to the one the authors described for software engineering. There is a hierarchy of standards and subsequent process models, too.
Additionally there are similarities on the level of operational processes. The selected UE Model needs to be adjusted to the organizational guidelines. Therefore, a similar hierarchy of the different abstraction levels exists for software engineering and for usability engineering (Figure 2 ). Standards define the overarching framework, models describe systematic and traceable approaches and on the operational level these models are adjusted and put into practice.
Fig. 2. S i m i l a r h i e r a r c h i e s i n t h e t w o d i s c i p l
i n e s s o f t w a r e e n g i n e e r i n g a n d u s a b i l i t y engineering: standards, process models and operational processes.
Motivation
For development organizations SE Models are an instrument to plan and systematically structure the activities and tasks to be performed during software creation.
Software development organizations aim to fulfill specific goals when they plan to develop a software solution. Such goals could be the rapid development of a new software solution, to become the leader in the application area or to develop a very stable and reliable solution e.g. because to enhance the organization's prestigeand of course, to generate revenue with it. Depending on their goals an organization will chose one (or the combination of multiple ones) SE Model for the implementation that will in their estimate fit best. However, these goals are connected with criteria which can manifest themselves differently. These could be organization-specific characteristics, such as the planability of the process or project, quality of the process, size/volume of the project, organizational structures, types of qualification, etc. These could also be product-specific characteristics, like security and reliability, verification and validation, innovation, etc.
Thus depending on the goals of an organization the decision of selecting an appropriate SE Model for the implementation is influenced by the underlying criteria. As an example, the Linear Sequential Model with its' predefined results at the end of each phase and its sequential flow of work certainly provides a good basis for a criterion such as planability. On the other hand, the Evolutionary Development might not be a good choice if the main focus of the solution is put on error-robustness because the continuous assembling of the solution is known to cause problems in structure and the maintenance of software code. As usability engineering put the focus on the user and usability of products, which is an important aspect of quality, usability is important for the development process. Usability could take up both either product-specific characteristics (such as the efficiency, effectiveness and satisfaction of using a product) or organizational-specific characteristics (like legal restinctions or company guidelines such as producing usable products to distinguish on the market). Thus, usability is also an importanteven crucialcriterion for organizations to choose a well-suited SE Model.
Software Engineering Usability Engineering
However, one problem remainsu s a b i l i t y engineering activities are not an inherent part of software engineering, respectively of SE Models. Indeed, many different models for software engineering and usability engineering exist but there is a lack of systematic and structured integration [16] . They often coexist as two separate processes in an organization and therefore need to be managed separately and in addition need to be synchronized. However, as usability is an important quality aspect it needs to be an integral part of software engineering and of SE Models. It seems reasonable to extend the more extensive proceeding with the missing parts, which in this case means to add usability engineering activities to the software engineering process models, to integrate these two disciplines.
Beside the need for integration it is, however, important to consider both views, the systematic, controllable and manageable approaches of SE and the realization of usable and user-friendly solutions of UE, respectively. It should not be tried to cover one view with the other. The goal is to guarantee an efficient coexistence but to retain the specific goals and approaches of each discipline.
According to the hierarchy of standards, process models and operational processes an integration of the disciplines has to be performed on each level. This means that for the level of standards needs to be proven that aspects of software engineering and usability engineering can coexist and can be integrated. On the level of process models it has to be ensured that usability engineering aspects can be incorporated with SE Models. And on the operational level activities a close collaboration needs to be achieved, resulting in acceptable additional organizational and operational efforts.
Proceedings
In order to identify the integration points between software engineering and usability engineering, the authors examined the three different levels, based on the hierarchies of standards, process models and operational processes ( Figure 2 ): 1. On the abstract overarching level of Standards in software engineering and usability engineering, serving as a framework to ensure consistency, compatibility, exchangeability, and quality within and beyond the organizational borders and to cover the improvement of quality and communication. 2. On the level of Process Models for software engineering and usability engineering, to provide a procedural model and more refined approach that can serve as a framework for an organization, providing specific advantages and disadvantages, like predictability, risk management, coverage of complexity, generation of fast deliverables and outcomes, etc.
3. On the Operational Process level which reflects the execution of activities and the processing of information within the organization. It is an instance of the underlying model and the implementation of activities and information processing within the organization.
The goal of analysis on the level of standards is to identify similarities in the description of standards between SE and UE. They could be found in definitions of activities, tasks, goals, procedures or deliverables. With the focus on activities the authors will create a framework of activities, representing SE and UE likewise. Such a framework can be used to set limits for the following analysis, on the level of process models.
Based on the framework different SE Models are being analyzed in terms of how they already support the implementation of activities from a usability point of view. Criteria are being defined to measure the significance of UE activities within the SE Models. Based on the results and identified gaps recommendations for the enhancements of SE Models are being derived. These enable the implementation of activities on the level of models to ensure the development of user friendly solutions.
On the operational level t h e a n a l y s i s is used to examine whether the recommendation meet the requirements of the practice. Measures regarding a specific SE Model in practice are being derived, evaluated and analyzed. A s a r e s u l t statements about the efficiency of the measures in making a contribution to the usercenteredness of the operational process could be made.
In this paper the authors will show the proceedings and first results of the analysis on the level of standards and of the level of process models. The derivation of recommendations, the refinement of the analysis methods and the analysis on the operational level are currently in progress and will be published by future work.
Analysis of Standards
To figure out whether s o f t w a r e e n g i n e e r i n g a n d u s a b i l i t y e n g i n e e r i n g h a v e similarities on the level of standards, the standards' detailed descriptions of processes, activities and tasks, output artifacts, etc. have been analyzed and compared. For this the software engineering standard ISO/IEC 12207 was chosen to be compared with the usability engineering standard DIN EN ISO 13407.
The ISO/IEC 12207 defines the process of software development as a set of 11 activities: Requirements Elicitation, System Requirements Analysis, Software Requirements Analysis, System Architecture Design, Software Design, Software Construction, Software Integration, Software Testing, System Integration, System Testing and Software Installation. It also defines specific development tasks and details on the generated output to provide guidance for the implementation of the process.
The DIN EN ISO 13407 defines four activities of human-centered design that should take place during system development. These activities are the Context of use, User Requirements, Produce Design Solutions und Evaluation of Use. The DIN EN ISO 13407 also describes in detail the kind of output to be generated and how to achieve it.
On a high level, when examining the descriptions of each activity, by relating tasks and outputs with each other, similarities were found in terms of the characteristics, objectives and proceedings of activities. Based on these similarities single activities were consolidated as groups of activities (so called, Common Activities). These common activities are part of both disciplines software engineering and usability engineering on the high level of standards. An example of such a common activity is the Requirement Analysis. From a software engineering point of view (represented by the ISO/IEC 12207) the underlying activity is the Requirement Elicitation. From the usability engineering standpoint, specifically the DIN EN ISO 13407, the underlying activities are the Context of Use and User Requirements, which are grouped together. Another example is the Software Specification, which is represented by the two software engineering activities System Requirements Analysis a n d Software Requirements Analysis, as well as by Produce Design Solutions from a usability engineering perspective.
The result is a compilation of five common activities: Requirement Analysis, Software Specification, Software Design and Implementation, Software Validation, Evaluation that represent the process of development from both, a software engineering and a usability engineering point of view (Table 1) . 
Evaluation

Evaluation of Use
These initial similarities between the two disciplines lead to the assumption of existing integration points on this overarching level of standards. Based on this, the authors used these five common activities as a general framework for the next level in the hierarchy, the level of process models. However, the identification of these similar activities does not mean that one activity is performed in equal measure in SE and UE practice. They have same goals on the abstract level of standards but they differ in the execution at least on the operational level. Thus, Requirement Analysis in SE focuses mainly on system based requirements whereas UE requirements describe the users' needs and workflows. The activity of gathering requirements is equal but the view on the results is different. Another example is the Evaluation. SE evaluation aims at correctness and correctness of code whereas UE focuses on the completeness of users' workflows and the fulfillment of users' needs.
Consequently it is important to consider these different facets of SE and U E likewise. And as usability has become an important quality aspect in s o f tw a re engineering, the identified common activities have not only to be incorporated in SE Models from a software engineering point of view, but also from the usability engineering point of view. Some SE models might already adhere to this but obviously not all of them. To identify whether usability engineering aspects of the common activities are already implemented in SE Models (or not), the authors performed a gap-analysis with selected SE Models. The overall goal of this was to identify integration points on the level of process models.
Therefore, the authors first needed a deep understanding about the selected SE Models and second, needed an accurate specification of the requirements that put demands on the SE Models from the usability engineering perspective, on which the SE Models then could be evaluated.
Analyzed SE Models
For the analysis of SE Models four commonly used models were selected: the Linear Sequential Model, the Evolutionary Development, the Spiral Model and the V-Model. They were examined and classified, in particular regards to their structural characteristics (e.g. classification of activities, proceedings, etc.), their specifics (e.g. abilities, disabilities, etc.) and their individual strengths and weaknesses.
The descriptions of the SE Models in literature served as the basis of the analysis. Improvements or extensions based on expert knowledge or practical experiences were not taken into account to retain the generality of statements. A sample of the results is represented in the following table (Table 2) .
The gap-analysis surfaced particular characteristics of the considered models. Based on the identified strengths and weaknesses first indicators were derived that are in the authors eyes crucial for the model selection on the operational level. For example, the Evolutionary Development could be a good choice if the organization wants to get results fast because of its ability to produce solution design successively and its ability to deal with unspecific requirements. A disadvantage of Evolutionary design is however, that due to the continuous changes and adjustments, the software quality and structure can suffer. However for the development of safety-relevant products, which need to adhere to a detailed specification, the Linear Sequential Model could be a good choice because of its stepwise and disciplined process. For developing new, complex and expensive software solutions the Spiral Model could be the method of choice because of its risk-oriented and successive development approach.
The results of the SE Model analysis are Strength/Weakness-Profiles that guide the selection of a specific SE Model based on organization specific criteria. Afterwards, with the detailed knowledge about the selected SE Models the maturity of these models in creating usable products was examined. 
Gap-Analysis of SE Models
To assess the ability of SE Models to create usable products, requirements need to be defined first that contain the usability engineering demands and that can be used for evaluation later on. As mentioned above the DIN EN ISO 13407 defines a process framework with the four activities Context of Use, User Requirements, Produce Design Solutions und Evaluation of Use. The reference model of the ISO/PAS 18152 represents an extension to parts of the DIN EN ISO 13407. Particularly the module Humancentered design of the ISO/PAS 18152 defines base practices for the four activities of the framework. These base practices describe in detail how the purpose of each activity is achieved. Thus, it is an extension on the operational process level. Since the ISO/PAS 18152 is aimed for processes assessments, its base practices describe the optimal steps. Therefore they can be used as usability engineering requirements that need to be applied by the SE Models to ensure to create usable products. According to this, there is an amount of requirements where each activity can be evaluated against. The following Table (Table 3) shows the base practices of the activity User Requirements. Table 3 . Base practices of the module HS.3.2 User Requirements given in the ISO/PAS 18152.
HS.3.2 User Requirements BP1
Set and agree the expected behaviour and performance of the system with respect to the user. BP2
Develop an explicit statement of the user requirements for the system. BP3
Analyse the user requirements. BP4
Generate and agree on measurable criteria for the system in its intended context of use. BP5
Present these requirements to project stakeholders for use in the development and operation of the system.
Based on these requirements (base practices) the authors evaluated the selected SE Models. The comparison was based on the description of the SE Models. For each requirement the authors determined whether the model complied to it or not. The results for each model and the regarding requirements are displayed in Table 4 . The quantity of fulfilled requirements for each activity of the framework informs about the level of compliance of the SE Model satisfying the usability engineering requirements. According to the results statements about the ability of SE Models to create usable products were made. Table 5 shows the condensed result of the gapanalysis. (Table 5 ) and comparing the percentage of fulfilled requirements for each SE Model, it shows that the V-Model performs better than the other models and can be regarded as basically being able to produce usable products. With a percentage of 78% it is far ahead of the remaining three SE Models. In the comparison, the Linear Sequential Model cuts short by only 13%, followed by Evolutionary Development (39%) and the Spiral Model (52%). If one takes both the average values of fulfilled requirements and the specific base practices for each usability engineering activity into account, it shows that the emphasis for all SE Models is laid on evaluation (Evaluation of Use), especially comparing the remaining activities. The lowest overall coverage could be found in the Context of Use and Produce Design Solution, indicating that three of the four SE models don't consider the relevant contextual factors of system usage sufficiently, and also don't include (user focused) concept and prototype work to an extent that can be deemed appropriate from a UCD perspective.
Interpretation and Results
Based on the relatively small compliance values for the Context of Use (28%), User Requirements (50%) and Produce Design Solutions (30%) activities across all SE models, the authors see this as an indicator that there is only a loose integration between usability engineering and software engineering. There are less overlaps between the disciplines regarding these activities and therefore it is necessary to provide suitable interfaces to create a foundation for the integration.
The results of the gap-analysis can be used to extend the Strength/Weakness-Profiles in a way that these can be supplemented by statements about the ability of the SE Models to produce usable products. Thus, the quality criterion usability becomes an additional aspect of the profiles and for the selection of appropriate SE Models.
The presented approach does not only highlight weaknesses of SE Models regarding the usability engineering requirements and corresponding activities, it also pinpoints the potential for integration between software engineering and usability engineering:
-Where requirements are not considered as fulfilled, recommendations could be derived, which would contribute to an accomplishment. -The underlying base practices and their detailed descriptions provide appropriate indices what needs to be considered in detail on the level of process models. To give some examples, first high-level recommendations e.g. for the Linear Sequential Model could be made as followed: Besides phases likes System Requirements and Software Requirements there needs to be a separate phase for gathering user requirements and analysis of the context of use. As the model is document driven and completed documents are post-conditions for the next phase it has to be ensured that usability results are part of this documentation. The evaluation is a downstream phase that is performed after completing of the solution (or at least of a complex part of the solution). User centered validation aspects should take place already as early as possible, e.g. during the Preliminary Design. For the Spiral Model user validations should be introduced as an explicit step at the end of each cycle in order to avoid the risk of developing a non-usable solution.
According to the given approach and the results it shows that any SE Model can be similarly analyzed and mapped with the requirements of usability engineering to be then adapted or extended according to the recommendations based on the gap-analysis results in order to ensure the creation of usable products. This can be used a foundation for implementing the operational process level and will guarantee the interplay of software engineering and usability engineering in practice.
Summary & Outlook
The approach presented in this paper was used to identify integration points between software engineering and usability engineering on three different levels of abstractions. The authors showed that standards define an overarching framework for both disciplines. Process models describe systematic and planable approaches for the implementation and the operational process in which the process models are tailored to fit the specifics of an organization.
On the first level of standards the authors analyzed, compared and contrasted the software engineering standard ISO/IEC 12207 with the usability engineering standard
