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ABSTRAK 
Peningkatan kualitas sebuah perangkat lunak mempunyai 
peran yang penting dalam praktek rekayasa perangkat lunak. 
Pendekatan engineering menginginkan bahwa kualitas perangkat 
lunak dapat diukur secara kuantitatif dalam bentuk angka yang 
dapat dipahami oleh orang lain. Object Oriented Programming 
(OOP) seringkali menjadi pilihan pengembang dalam 
membangun perangkat lunak. 
 
Pengukuran kualitas software berdasarkan aspek object 
oriented dengan menggunakan Metrik Chidamber dan Kemerer. 
Metrik tersebut mempunyai enam metrik di dalamnya yaitu  
Weighted Method per Class (WMC), Depth of Inheritance Tree 
(DIT), Number OF Children (NOC), Response For a Class 
(RFC), Coupling Between Object Classes (CBO) dan Lack of 
Cohesion Method (LCOM).  
 
Karakteristik kualitas yang dapat diukur menggunakan 
metrik ini berdasarkan ISO/IEC 9126-1 adalah efficiency, 
vi 
 
understandability, reusability, dan maintainability/testability. 
Sehingga pengembang software dapat mengetahui sejauh mana 
kualitas konsep object oriented yang ada pada kode perangkat 
lunak tersebut.  
Hasil akhir yang diharapkan dari tugas akhir ini adalah 
perbaikan kode program berupa class diagram yang lebih baik 
berdasarkan kualitas yang telah dipilih. 
 
Kata kunci: Pengukuran Kualitas, Object Oriented 
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ABSTRACT 
Improving the quality of a software has an important role 
in the practice of software engineering. Engineering approach 
wants that the quality software can be measured quantitatively in 
the form of numbers that can be understood by others. Object 
Oriented Programming (OOP) is often the choice of the 
developer in building software. 
 
Quality measurement based on aspects of object-oriented 
software using Chidamber Metrics and Kemerer. Metrics 
Chidamber and Kemerer has six metric. The metric are weighted 
Method per Class (WMC), Depth of Inheritance Tree (DIT), 
Number OF Children (NOC), Response For a Class (RFC), 
Coupling Between Object Classes (CBO), and Lack of Cohesion 
Method (LCOM). 
 
Quality characteristics that can be measured using this 
metric is based on ISO / IEC 9126-1 are efficiency, 
understandability, reusability, and maintainability / testability. So 
the software developers can determine the quality of object-
oriented concepts that exist in the software code.  
viii 
 
Final results are expected from this thesis are 
improvement of program code in the form of a better class 
diagram based on the quality that has been selected.  
 
Keywords: Quality Measurement, Object Oriented 
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BAB I  
PENDAHULUAN 
Bab Pendahuluan akan dijelaskan mengenai latar belakang 
masalah yang menyebabkan studi kasus ini diangkat menjadi 
penelitian, perumusan masalah, batasan masalah, tujuan, manfaat 
yang dapat diambil dari hasil penelitian, serta relevansi hasil 
penelitian dalam tugas akhir terhadap bidang keilmuan jurusan 
sistem informasi dan laboratorium. 
1.1. Latar Belakang 
Saat Salah satu faktor penting dari suatu perangkat lunak adalah 
kualitas [1]. Kualitas perangkat lunak akan mempengaruhi baik 
buruknya suatu kinerja dari perusahaan yang bersangkutan dalam 
menjalankan bisnisnya. Perangkat lunak yang berkulitas akan 
memudahkan perusahaan dalam menjalankan proses bisnisnya 
sehingga sumber daya yang dikeluarkan oleh perusahaan akan 
semakin efisien dan efektif. 
 
Peningkatan kualitas sebuah perangkat lunak mempunyai peran 
yang penting dalam praktek rekayasa perangkat lunak [2]. Oleh 
karena itu pengukuran kualitas perangkat lunak sangat dibutuhkan 
agar Perangkat lunak dapat diperbaiki secara terus menerus. 
Pengukuran kualitas akan memberikan pandangan bagi organisasi 
atau perusahaan dalam mengalokasikan sumber dayanya sehingga 
biaya yang dikeluarkan sesuai dengan perencanaan.   
 
Beberapa metode untuk melakukan pengukuran kualitas 
perangkat lunak adalah inspeksi kode, penelusuran desain, 
simulasi prototipe, dan pengukuran berbasis analisis [3]. ISO/IEC 
juga telah membuat standar kualitas perangkat lunak dengan 
mengkombinasikan model dan menghubungkan karakteristik dan 
sub karakteristik kualitas model. Beberapa penelitian juga 





mengukur kode program, aristektur dan kinerja dari perangkat 
lunak. Sampai saat ini proses penilaian kualitas perangkat lunak 
tetap menjadi topik pembahasan yang terus dikembangkan [4]. 
 
Salah satu pengukuran kualitas perangkat lunak adalah 
pengukuran kualitas kode program pada perangkat lunak tersebut 
[5]. Pendekatan engineering menginginkan kualitas perangkat 
lunak dapat diukur secara kuantitatif dalam bentuk angka yang 
dapat dipahami oleh orang lain. Faktor efisiensi pada kode 
program akan mempengaruhi manajemen perusahaan terkait 
perangkat lunak tersebut. Banyak metode pengukuran kualitas 
kode program seperti metode LOC, Function Point, dan Cocomo 
[6]. Pengembang perangkat lunak saat ini lebih cenderung 
menggunakan konsep Object Oriented Programming (OOP) yang 
memudahkan untuk membangun perangkat lunak. Beragamnya 
pola implementasi berorientasi object menimbulkan perbedaan 
pendapat dalam melihat kualitas sebuah perangkat lunak [7].  
 
Pengukuran kulitas pada desain berorientasi object (OOP) akan 
memudahkan perusahaan menilai tingkat kualitas perangkat lunak 
untuk dipelihara (maintenance) oleh perusahaan tersebut [8].  
Beberapa riset terdahulu telah menghasilkan alat ukur kualitas 
perangkat lunak yang diwujudkan dalam beberapa parameter 
berupa Metrics for Object Oriented Software Engineering [9]. 
Parameter tersebut mempunyai nama lain Object Oriented (OO) 
Metrics. OO metrics  mempunyai banyak jenis [10]. Tujuan dari 
metrik yang berbasis object oriented adalah agar dapat 
memahami perangkat lunak sehingga dapat memperkirakan 
keefektifan proses dan meningkatkan kualitas kerja sesuai dengan 
pemahaman perangkat lunak yang diadapat sebelumnya. 
 
Metrik Chidamber dan Kemerer telah dipilih dalam pengerjaan 
tugas akhir ini karena pada penulisan sebelumnya telah 
menghasilkan pemetaan antara Metrik Chidamber dan Kemerer 





Kemerer merupakan salah satu kumpulan metrik yang digunakan 
untuk mengukur kualitas perangkat lunak melalui kode program 
pada perangkat lunak tersebut. Metrik Chidamber dan Kemerer 
mengukur kualitas perangkat lunak berdasarkan enam metrik 
dengan melihat pada perspektif desain berorientasi object [14]. 
 
Perangkat lunak yang akan dijadikan studi kasus dalam tugas 
akhir ini adalah Software Accounting yang digunakan untuk 
mengelola dan menyajikan laporan dari berbagai aktivitas bisnis 
yang meliputi penjualan, pembelian stok, keuangan, proyek dan 
aset. Software accounting XYZ adalah produk dari sebuah 
software house yang akan terus menerus diperbaiki untuk 
memenuhi kebutuhan pelanggannya. Terdapat beberapa modul 
dari software ini yang saling terintegrasi, software ini memiliki 
kode program yang mempunyai konsep desain berorientasi object 
(OOP) dengan Bahasa Pemograman Java. 
 
Pengukuran perangkat lunak dengan menggunakan studi kasus 
Software Accounting XYZ akan menghasilkan nilai kuantitatif 
yang akan merepresentasikan tingkat efficiency, 
understandability, reusability/replaceability, dan 
maintainability/testability software accounting XYZ. Sehingga 
tugas akhir ini akan dapat menghasilkan nilai kuantitatif yang 
mempresentasikan kualitas Software Accounting XYZ. Tugas 
akhir ini juga menghasilkan rekomendasi perbaikan struktur kode 
program berupa class diagram berdasarkan design pattern. Hasil 
tugas akhir ini diharapkan dapat menjadi referensi bagi 
pengembang Software Accounting XYZ untuk memeperbaiki 






1.2. Perumusan Permasalahan 
Rumusan permasalahan dalam penulisan ini adalah: 
1. Bagaimana bentuk struktur kode program pada Software 
Accounting XYZ 
2. Bagaimana hasil pengukuran kualitas  Software Accounting 
XYZ berdasarkan kriteria kualitas efficiency dan 
maintainability serta sub kriteritia understandability dan 
reusability/replaceability dengan menggunakan Metrik 
Chidamber dan Kemerer 
3. Bagaimana bentuk rekomendasi perbaikan yang diberikan 
kepada pengembang Software Accounting XYZ. 
1.3. Batasan Masalah 
Batasan masalah dalam penulisan ini adalah: 
1. Kriteria dan subkriteria yang diambil dari ISO/IEC 9126-1 
adalah Efficiency, Understandbility, Reusability/ 
Replaceability dan Maintainability  (Tidak semua kriteria 
dan subkriteria pada ISO/IEC 9126-1 digunakan) 
2. Rekomendasi perbaikan berupa class diagram baru yang 
dibuat berdasarkan Design Pattern 
3. Analisa kode program Software Accounting XYZ  
menggunakan  tool Eclipse IDE for Java Developers Luna 
Service Release 2 (4.4.2) 
4. Pembuatan class diagram  menggunakan tool Enterprise 
Architect 7.5.848. 
1.4. Tujuan Penulisan 
Tujuan dari penulisan ini adalah: 
1. Menemukan bentuk struktur kode program pada  Software 
Accounting XYZ 
2. Mengetahui nilai Metrik Chidamber dan Kemerer yang 
merepresentasikan kualitas Software Accounting XYZ 





serta sub kriteritia understandability dan 
reusability/replaceability 
3. Membuat rekomendasi berupa class diagram yang lebih baik 
berdasarkan Design Pattern. 
1.5. Manfaat Penulisan 
Manfaat yang didapat dari penulisan ini adalah: 
Bagi penulis 
1. Mengaplikasikan ilmu yang diperoleh selama kuliah 
2. Membandingkan teori dan hasil penulisan sebelumnya 
dengan keadaan sebenarnya. 
3. Tugas akhir ini dapat menjadi dapat menjadi referensi 
dalam pembelajaran untuk mengukur kualitas desain 
perangkat lunak yang lainnya, baik itu aplikasi desktop 
maupun aplikasi web. 
Bagi Perusahaan 
1. Perusahaan khususnya pengembang dapat mengetahui 
kualitas Software Accounting secara kuantitatif 
2. Melalui tugas akhir ini perusahaan khusunya 
pengembang dapat memperbaiki kode program Software 
Accounting ini sesuai reomendasi penulis yang didapat 
berdasarkan Design Pattern. 
1.6. Relevansi 
Tugas akhir ini disusun untuk memenuhi syarat kelulusan 
Sarjana. Penulisan mengangkat topik Manajemen Kualitas karena 
masih sedikit topik terkait pengukuran kualitas yang dapat 
menghasilkan angka kuantitatif, sedangkan dalam penulisan 
diluar jurusan sistem informasi ITS topik ini terus menerus 





perusahaan untuk mengembangkan perangkat lunaknya. Topik ini 
sangat relevan dengan peta penulisan Laboratorium Perencanaan 
dan Pengembangan Sistem Informasi (PPSI). 
Keterkaitan penulisan ini dengan perkuliahan yang telah 
dipelajari oleh penulis adalah Manajemen Kualitas Teknologi 
Informasi (MKTI). Penulisan ini termasuk dalam topik Quality 
Management pada peta jalan penulisan salah satu laboratorium 
yang ada di Jurusan Sistem Informasi yaitu Perencanaan dan 
Pengembangan Sistem Informasi (PPSI), dengan sub topik 
pengukuran  kualitas perangkat lunak. Pengukuran kualitas yang 
dilakukan pada penulisan ini menggunakan metrik sehingga akan 
menghasilkan pengukuran kualitas yang dapat diukur secara 
kuantitatif, metrik yang digunakan pada penulisan ini adalah 
Metrik Chidamber dan Kemerer yang sesuai dengan studi kasus 
perangkat lunak yang menggunakan bahasa pemograman java 
berbasis object oriented programming(OOP). Adapun penulisan 
diakhiri dengan pemberian rekomendasi class diagram 
berdasarkan Design Pattern akan dapat menjadi masukan bagi 







Bab ini akan menjelaskan pustaka atau literatur yang 
digunakan selama penulisan ini. 
2.1. Studi Sebelumnya 
Pada bagian ini memaparkan acuan yang digunakan oleh 
penulis dalam melakukan penulisannya, acuan yang berupa 
teori maupun penulisan yang sejenis dengan penulisan yang 
dilakukan. 
 
Dalam menyusun penulisan ini, penulis  mempunyai beberapa 
referensi dari penulisan sebelumnya. Terdapat delapan 
penulisan sebelumnya yang diambil oleh penulis sebagai 
referensi penulisan ini. 
 
Penulisan pertama yang menjadi referensi adalah penulisan 
yang dilakukan oleh Yeresime Suresh, Jayadeep Pati, dan 
Santanu Ku Rath dari Departemen Computer Science and 
Engineering, National Institute of Technology, Rourkela, 
India. Penulisan ini mencoba melakukan validasi terhadap 
Metrik Tradisonal, Metrik Chidamber dan Kemerer dan 
Metrik R.C. Martins. Penulisan mengilustrasikan banyaknya 
manfaat penggunaan metrik perangkat lunak untuk mengukur 
kualitas perangkat lunak dan bagaimana melakukan evaluasi 
secara efektive dengan metrik tersebut. 
 
Penulisan  kedua yang menjadi referensi adalah  penulisan 
yang dilakukan oleh Arti Chhikara and R.S.Chhillar dari 
Universitas Maharaja Agrasen, Delhi, India, Departemen 
Computer Science And Applications, Rohtak, India. Penulisan 
ini mencoba membuat rangking dari 20 program java 





pemeringkatan disusun berdasarkan tingkat kompleksitas 
program.  
Penulisan ketiga yang menjadi referensi adalah penulisan yang 
dilakukan oleh M. Rizwan Jameel Qureshi dari Fakultas 
Computing & Information Technology dari Universitas  King 
Abdul Aziz, Jeddah, Saudi Arabia. Penulisan ini berusaha 
mengevaluasi Metrik Chidamber dan Kemerer agar dapat 
mengurangi kecacatan perangkat lunak pada tahap desain 
perangkat lunak. Penulisan ini juga menjabarkan pengaruh 
setiap Metrik Chidamber dan Kemerer pada jumlah kecacatan 
pada perangkat lunak. 
 
Penulisan keempat yang menjadi referensi adalah penulisan 
yang dilakukan oleh Wahyu Rifa'i Dwi septian dari Program 
Studi Teknik Informatika, Fakultas Sains dan Teknologi, 
Universitas Islam Negeri Syarif, Hidayatullah Jakarta, 
Indonesia. Penulisan ini bertujuan untuk melakukan 
pemeringkatan Framework Java dengan menggunakan metode 
baru dalam pengukuran kualitas perangkat lunak. 
 
Penulisan kelima yang menjadi referensi adalah penulisan 
yang dilakukan oleh Roni Yunis dan Arwin Halim dari 
STMIK Mikroskil, Indonesia. Penulisan ini menguji pengaruh 
antara salah satu metrik kualitas internal yaitu kohesi dengan 
kecenderungan kesalahan pada perangkat lunak berorientasi 
object. Pengukuran metrik kohesi dalam penulisan ini 
dilakukan pada tahap desain dan implementasi.  
 
Penulisan keenam yang menjadi referensi adalah penulisan 
yang dilakukan oleh Efano Hermawan dan Petrus Mursanto 
dari Magister Teknologi Informasi, Fakultas Ilmu Komputer, 
Universitas Indonesia. Penulisan ini mengusulkan pengukuran 
kualitas desain berdasarkan hasil implementasinya dalam java 
source code. Metode yang diusulkan merupakan gabungan 
dari Metrics for Object Oriented Software Engineering 
(MOOSE), properti kualitas desain perangkat lunak dan 






Penulisan ketujuh yang menjadi referensi adalah penulisan 
yang dilakukan oleh Achmad Arwan dan Siti Rochimah dari 
Teknik Informatika, Universitas Brawijaya. Penulisan ini 
bertujuan untuk mengetahui adanya hubungan antara Metrik 
Chidamber dan Kemerer dengan ISO/IEC 9126-2. 
 
Penulisan kedelapan yang menjadi referensi adalah penulisan 
yang dilakukan oleh Wayan Gede Suka Parwita dan luh Arida 
Ayu Rahning Putri dari Fakultas MIPA, Universitas Gadjah 
Mada, Yogyakarta, Indonesia. Penulisan ini menjabarkan 
berbagai jenis quality model dari perangkat lunak yang ada 
beserta komponen-komponen yang digunakan dalam 
melakukan penilaian dari masing-masing model.  
 
Pada Tabel 2. 1 terdapat penjabaran penelitian sebelumnya 
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Pengujian validitas pada penulisan ini 
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berharga terkait penilaian kualitas perangkat 
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Penulisan ini telah mempelajari lebih dalam 
penerapan metrik berorientasi object pada 
perangkat lunak untuk mengukur 
kompleksitas dari sebuah software aplikasi 
java. Penulisan ini telah mempresentasikan 
sebelas metrik yang digunakan untuk 
membuat rangking beberapa program Java 
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Analisis regresi menunjukkan bahwa semua 
variabel independen [CBO, DIT, NOC, 
WMC, RFC] memiliki efek signifikan pada 
jumlah cacat kecuali LCOM. Perusahaan 
pengembangan perangkat lunak harus 
berkonsentrasi pada LCOM untuk 
mengontrol cacat desain. Waktu yang 
digunakan untuk memperbaiki bug juga 
harus diperhitungkan. Setelah 
memperkirakan jumlah cacat, kita dapat 
dengan mudah menghitung waktu yang 
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Nilai metrik kohesi yang diukur pada kode 
program mampu mendeteksi kecenderungan 
kesalahan perangkat lunak berorientasi 
object. Nilai metrik yang diukur pada kode 
program khususnya metrik kohesi LCOM 
memiliki korelasi positif yang signifikan 
terhadap kecenderungan kesalahan 
perangkat lunak. Nilai metrik kualitas yang 
diukur menggunakan desain UML memiliki 
hasil yang beragam dalam mendeteksi 
kecenderungan kesalahan perangkat lunak. 
Pada Apache Xalan 2.5.0 terlihat adanya 
korelasi positif yang signifikan tetapi hal ini 
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Perhitungan pada penulisan ini menyatakan 
bahwa metrik yang berkaitan erat dan 
berbanding lurus adalah sebagai berikut, 
1. CBO dengan waktu tanggap 
2. NOC dan DIT berkaitan erat dengan rasio 
pemenuhan rata-rata waktu throuhgput 
3. WMC, RFC dan LCOM berkaitan erat 
dengan waktu turnaround 
Penulisan ini juga telah memetakan metrik 
yang berkaitan erat namun berbanding 
terbalik sebagai  
 
berikut, 












Tahun Judul Penulisan Hasil/Kesimpulan 
rasio pemenuhan rata-rata. 
2. Rasio waktu tanggap kasus terburuk 
dengan DIT dan NOC 
3. Waktu throughput dengan WMC, CBO, 
Rfc, LCOM. 
4. Rasio pemenuhan rata-rata waktu 
throughput dengan CBO. 
5. rasio pemenuhan rata-rata waktu 











Penulisan ini menjabarkan berbagai jenis 
software quality model yang ada beserta 
komponen-komponen yang digunakan 
dalam melakukan penilaian dari masing-
masing model yang ada beserta komponen-
komponen yang digunakan dalam 










2.2. Dasar Teori 
Pada bagian ini dipaparkan beberapa teori yang digunakan 
dalam pengerjaan tugas akhir ini.  
2.2.1. Object Oriented Programming 
Pemograman berorientasi object adalah teknik membuat suatu 
program berdasarkan object [15]. Pendekatan berorientasi 
object mulai berkembang karena adanya kesulitan dalam 
pengembangan sistem pada skala besar untuk menghasilkan 
sistem yang berkualitas sesuai dengan biaya dan waktu yang 
ada . Pendekatan ini menggabungkan data dan proses secara 
bersamaan dalam bentuk object, hal tersebut menjadi 
kelebihan dari pendekatan ini karena kode program menjadi 
lebih mudah digunakan kembali. Pendekatan ini 
memperkenalkan istilah class, object, atribut dan method.  
 
Setiap object mempunyai field/atribut dan method. 
Field/atribut adalah segala sesuatu yang berhubungan dengan 
karakteristik object. Method merupakan fungsi atau segala 
sesuatu yang dapat dilakukan oleh object. Class adalah tempat 
object tersebut berada [15]. 
 
Object mempunyai dua karakteristik yaitu variabel atau field 
sebagai status dan method sebagai perilaku dari sebuah object. 
Object menyimpan statusnya pada variabel dan 
mendefinisikan perilakunya melalui sebuah method. Method 
akan mengakses nilai dari field object dan sebagai mekanisme 
utama komunikasi antar object, sehingga dunia luar tidak perlu 
mengetahui bagaimana object dapat saling berkomunikasi 
melalui sebuah method. Method adalah sebuah operasi pada 
sebuah object dan didefinisikan dalam deklarasi class. 
Message adalah permintaan dari object lain untuk melakukan 
sebuah operasi/fungsi. Object tersebut menjawab message 
dengan sebuah method. Cohesion adalah tingkat method dalam 





yang efektif memaksimumkan cohesion karena meningkatkan 
encapsulation. Cohesian yang tinggi mengindikasikan 
subdivisi class yang baik. Coupling adalah method dalam 
sebuah class memanggil method pada class lain. Inheritance 
adalah hirarki class, terdapat superclass dan subclass yang 
mewarisi atribut atau method dari superclass. Package 
merupakan sekelompok class dan interface yang saling terkait 
[16].  
 
Pemograman object mempunyai empat ciri-ciri yaitu abstraksi 
(abstraction), pembungkusan (encapsulation), pewarisan 
(inheritance) dan polimorfisme (polymorphism) [17]. 
2.2.1.1 Abstraksi (abstraction)  
Abstraksi adalah pengabstrakan atau penyembunyian 
kerumitan dari suatu proses. Abstraksi yaitu menyembunyikan 
detail detail ketika mereka tidak diperlukan. Konsep 
berorientasi object dapat menyembunyikan kerumitan proses. 
Abstraksi menjelaskan definisi dari object pada class dalam 
suatu method atau konstruktor. Tujuan dari class abstrak 
adalah agar class lain dapat melakukan extend pada class 
tersebut dengan menjadi subclass dari class tersebut [8]. 
2.2.1.2 Pembungkusan (Encapsulation) 
Encapsulation merupakan teknik yang membuat variabel atau 
field class menjadi bersifat private/protected. Jika field di 
deklarasikan sebagai private, maka field ini tidak bisa diakses 
oleh siapapun diluar class, dengan demikian field 
disembunyikan di dalam class. Dengan kata lain encapsulation 
juga berfungsi untuk menyembunyikan data. 
 
Encapsulation juga merupakan tembok penghalang yang 
mencegah kode atau data diakses oleh data lain di luar class. 
Akses ke kode dan data di kontrol melalui interface. Manfaat 





kode tanpa merusak kode yang telah digunakan pada class 
lain. 
 
Encapsulation berarti suatu object menyembunyikan apa yang 
dilakukan dari object-object lain. Encapsulation disebut juga 
dengan penyembunyian informasi. Dalam melakukan 
pembungkusan kode dan data didalam java, terdapat tiga 
tingkat akses yang perlu diketahui, yaitu private, 
protected,dan public. 
 
Pemograman berorientasi object memperlakukan prosedur dan 
data tidak seperti pemograman konvesional yang dipisahkan 
satu sama lain, salah satu konsep berorientasi object yang 
paling penting adalah membungkus prosedur dan data menjadi 
satu object. Konsep tersebut disebut ebagai encapsulation [18]. 
 
Dalam Java, dasar encapsulation adalah class. Suatu class 
yang menyatakan bahwa atribut atau method sebuah class 
tidak dapat diakses oleh class lain dengan menjadikan class 
tersebut private, atau menjadikan class tersebut protected – 
yaitu hanya bisa diakses oleh turunannya, atau menjadikan 
class tersebut public – yaitu bisa diakses oleh sembarang 
class. Pembungkusan dalam menyembunyikan method pada 
super class, dapat juga digunakan untuk membungkus suatu 
fungsi [8]. 
2.2.1.3 Pewarisan (Inheritance) 
Model pemrograman berorientasi object juga menerapkan 
konsep pewarisan, sama halnya seperti yang terjadi di dunia 
atau kehidupan nyata (alam sekitar). Pemograman berorientasi 
object memodelkan object yang ada di dunia nyata ke dalam 
object pemograman, dalam berorientasi object juga terdapat 
pewarisan (inheritance) dimana suatu object dapat mewariskan 
sifat-sifat yang dimilikinya  kepada object turunannya. Dalam 
sebuah program, suatu class dapat diturunkan menjadi class-





prilaku dari class induknya. Dalam terminologi java, class 
induk dinamakan dengan superclass dan class turunan disebut 
dengan subclass [19]. 
2.2.1.4 Polimorfisme (Polymorphism) 
Polymorphism merupakan kemampuan objek untuk menjadi 
berbagai bentuk. Paling umum terjadi adalah ketika referensi 
superclass digunakan untuk subclass. Polimorfisme adalah 
kemampuan suatu object untuk mengungkap banyak hal 
melalui satu cara yang sama.  Polymorphism membuat object-
object yang berasal dari subclass yang berbeda, diperlakukan 
sebagai object-object dari satu superclass. Sebagai contoh 
terdapat class A yang diturunkan menjadi class B, C, dan D. 
Dengan konsep polimorfisme, kita dapat menjalankan method-
method yang terdapat pada class B, C, dan D hanya dari object 
yang diinstansiasi dengan class A. Polomorfisme sering 
dinamakan dengan dynamic binding, maupun runtime binding 
[19]. 
2.2.1.5 Pemograman Java  
Java adalah salah satu pemograman berorientasi object (OOP) 
[19]. Java memiliki keutamaan dibanding bahasa pemograman 
lain, Java memiliki Cross Platform dengan adanya Java 
Virtual Machine (JVM), pengembangannya didukung dengan 
programmer secara luas dan Automatic Garbage Collection 
yang membebaskan programmer dari tugas manajemen 
memori. 
 
 Java mempunyai beberapa keunggulan yaitu sederhana, 
berorientasi object, terdistribusi, kuat, aman, netral 
arsitektur, portabel, interpreter, kinerja yang tinggi, dan 
multithreaded [20]. 
o Syntax untuk Java seperti syntax pada C++ tetapi 
syntax Java tidak memerlukan header file, pointer 





union, operator overloading, class virtual base, dan 
yang lainnya. 
o Fasilitas pemrograman berorientasi object pada Java 
pada dasarnya adalah sama dengan C++. Fitur 
pemrograman berorientasi object pada Java sebanding 
dengan C++, perbedaan utama antara Java dengan 
C++ terletak pada inhirarki berganda (multiple 
inheritance), untuk ini Java memiliki cara 
penyelesaian yang lebih baik. 
o Java memiliki library rutin yang luas untuk dirangkai 
pada protokol TCP/IP sepetrti HTTP dan FTP dengan 
mudah. 
o Aplikasi Java dapat membuka dan mengakses object 
untuk segala macam NET lewat URL sama mudahnya 
seperti yang biasa dilakukan seorang programmer 
ketika mengakses file sistem secara lokal. 
o Java dimaksudkan untuk membuat suatu program 
yang dapat dipercaya dalam berbagai hal. Java banyak 
menekankan pada pengecekan awal untuk 
kemungkinan terjadinya masalah, pengecekan pada 
saat runtime dan mengurangi kemungkinan timbulnya 
kesalahan (error). Perbedaan utama antara Java dan 
C++ adalah Java memiliki sebuah model pointer yang 
mengurangi kemungkinan terjadinya penimpaan 
(overwriting) pada memory dan kerusakan data (data 
corrupt). 
o Java dimaksudkan untuk digunakan pada jaringan 
terdistribusi. Sebelum sampai pada bagian tersebut, 
penekanan terutama ditujukan pada masalah 
keamanan. Java memungkinkan penyusunan program 
yang bebas virus, sistem yang bebas dari kerusakan. 
o Kompiler membangkitkan sebuah format file dengan 
object arsitektur sistem syaraf, program yang di 
kompile dapat dijalankan pada banyak prosesor, 
diberikan sistem run time dari Java. Kompiler Java 
melakukannya dengan membangkitkan instruksi-





arsitektur komputer tertentu. Java dirancang untuk 
mempermudah penterjemahan pada banyak komputer 
dengan dan diterjemahkan pada komputer asal pada 
saat run-time. Tidak seperti pada C dan C++, di Java 
terdapat ketergantungan pada saat implementasi 
(implement dependent). ukuran dari tipe data primitif 
ditentukan, sebagaimana kelakuan aritmatik padanya. 
Library atau pustaka merupakan bagian dari sistem 
yang mendefinisikan interface yang portabel. 
o Interpreter Java dapat mengeksekusi kode byte Java 
secara langsung pada komputer-komputer yang 
memiliki interpreter. Dan karena proses linking dalam 
Java merupakan proses yang kenaikannya tahap demi 
tahap dan berbobot ringan, maka proses 
pengembangan dapat menjadi lebih cepat. 
o Meskipun kinerja kode byte yang di interpretasi 
biasanya lebih dari memadai, tetapi masih terdapat 
situasi yang memerlukan kinerja yang lebih tinggi. 
Kode byte dapat diterjemahkan (pada saat run-time) di 
dalam kode mesin untuk CPU tertentu dimana aplikasi 
sedang berjalan. 
o Multithreading adalah kemampuan sebuah program 
untuk melakukan lebih dari satu pekerjaan sekaligus. 
Keuntungan dari multithreading adalah sifat respon 
yang interaktif dan real time. 
o Dalam sejumlah hal, Java merupakan bahasa 
pemrograman yang lebih dinamis dibandingkan 
dengan C atau C++. Java dirancang untuk beradaptasi 
dengan lingkungan yang terus berkembang. Library 
Java dapat dengan mudah menambah method dan 
variabel contoh yang baru tanpa banyak 
mempengaruhi klien. 
 
 Kelebihan Java dibandingkan dengan C++ 
o Program Java telah merancang java untuk 





secara manual, karena java memiliki Garbage 
Collection. 
o Java mempunyai array yang sebenarnya dan 
menghilangkan aritmatika pointer. Hal ini yang sering 
menyebabkan memori overwrite. 
o Java menghilangkan multiple inheritance, diganti 
dengan interface [21]. 
2.2.2. Metrik Chidamber dan Kemerer 
Metrik  merupakan suatu prosedur yang memasangkan 
karakteristik tertentu pada entitas yang diamati menjadi sebuah 
nilai numerik [1]. Nilai numerik pada metrik akan memberikan 
pengetahuan pengamat mengenai nilai yang terlalu tinggi atau 
terlalu rendah, terlalu banyak atau terlalu sedikit. Manfaat 
metrik sangat tergantung pada apa yang akan dicapai dari hasil 
pengukuran yang telah dilakukan. 
 
Metrik Chidamber dan Kemerer  adalah salah satu metrik yang 
digunakan untuk mengukur kualitas disain sebuah perangkat 
lunak berdasarkan enam metrik dengan melihat pada 
perspektif desain berorientasi object [22]. 
 
Metrik Chidamber dan Kemerer mempunyai enam metrik yaitu 
Weighted Method per Class (WMC), Depth of Inheritance 
Tree (DIT), Number OF Children (NOC), Response For a 
Class (RFC), Coupling Between Object Classes (CBO) dan 
Lack of Cohesion Method (LCOM). 
 
SATC (Software Assurance Technology Center) 
mendiskusikan pendekatannya untuk mengidentifikasi 
sekumpulan object oriented metric [16]. SATC telah 
menghasilkan pemetaan Metrik Chidamber dan Kemerer pada 
kode program perangkat lunak, pemetaan tersebut ada pada 








































Parameter-parameter Metrik Chidamber dan Kemerer 
mempunyai objektifitas dari pengukuran kualitas perangkat 
lunak. Terdapat orientasi dari masing-masing Metrik 
Chidamber dan Kemerer [23]. Metrik Chidamber dan Kemerer 
dapat dipetakan dengan Object Oriented Design Element 
seperti pada Tabel 2. 3. 
Tabel 2. 3 Pemetaan Metrik Chidamber dan Kemerer dengan Object 
Oriented Design Element 
Metrics Object definition Objet attributes 
Object 
communication 
WMC V V  
DIT V   
NOC V   
RFC  V V 
CBO   V 






Object Oriented Design Element yang telah dipetakan dengan 
parameter-parameter Metrik Chidamber dan Kemerer dapat 
menjadi tools yang dapat digunakan dalam membandingkan 
parameter-parameter Metrik Chidamber dan Kemerer. 
 
Penelitian sebelumnya telah menghasilkan kategori dari 
Metrik Chidamber dan Kemerer [24] [25] yang telah disajikan 
pada Tabel 2. 4, hijau mewakili  kategori good, kuning 
mewakili kategori medium, merah mewakili kategori bad. 





Hijau Kuning Merah 
WMC                       
DIT               
NOC               
CBO                     
RFC                         
 
Metrik Chidamber dan Kemerer digunakan sebagai tolak ukur 
dalam pengukuran Software Accounting XYZ. Metrik 
Chidamber dan Kemerer dapat dideskripsikan secara singkat 
pada Tabel 2. 5. 
Tabel 2. 5 Batasan Metrik Chidamber dan Kemerer 




Membatasi potensi reuse 
Semakin kompleks 
Membutuhkan waktu dan usaha yang tinggi pada tahapan 
developing and maintenance 










Metrik Hasil (Semakin Tinggi Nilai Berarti) 
Number Of 
Children 
Kemungkinan reuse semakin tinggi 
Membutuhkan usaha testing yang lebih tinggi 





Kemungkinan banyaknya bug dalam perangkat lunak 
tersebut 




Testing dan debugging akan semakin kompleks 





Membatasi potensi reuse 
Mengindikasikan class tersebut sederhana (tidak 
kompleks)  
2.2.2.1 Weighted Methods (Per) Class  
Metrik Weighted Method per Class adalah pengukuran jumlah 
method dalam setiap classnya [26]. Kompleksitas suatu class 
dapat dinilai langsung dengan WMC. Method merupakan 
properti dari object, Kompleksitas sebuah object ditentukan 
dengan menghitung propertinya. 
 
Metrik WMC memprekdisikan waktu dan usaha yang 
diperlukan untuk membangun dan maintenance suatu class 
[27]. Nilai WMC yang tinggi dapat mengindikasikan 
kesalahan yang lebih banyak. Class dengan WMC rendah 
seringkali mengindikasikan polimorfisme yang lebih besar. 
Class dengan method yang banyak akan cenderung menjadi 
aplikasi atau perangkat lunak yang spesifik sehingga akan 
membatasi kemungkinan penggunaan kembali. Semakin besar 
nilai WMC maka akan membatasi potensi penggunaan 







Dalam 20 program atau perangkat lunak yang diuji pada 
penulisan ini menunjukkan bahwa peningkatan WMC akan 
meningkatkan kompleksitas dan mengurangi kualitas program. 
WMC yang tinggi telah mengakibatkan program rentan 
terhadap bug dan terlalu kompleks untuk dipahami [28]. Nilai 
WMC yang baik adalah 20 sampai 50, semakin rendah akan 
semakin bagus.Nilai WMC yang terlalu tinggi mempunyai 
kecenderungan kemungkinan kegagalan software [29]. Sebuah 
studi dari 30 proyek dengan bahasa C++ menunjukkan bahwa 
peningkatan WMC akan meningkatkan kepadatan bug dan 
menurunkan kualitas [25]. 
 
Apabila class C1 dengan method c1,,...cn maka, WMC 
dirumuskan pada persamaan 2.1  [26]. 
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2.2.2.2 Depth of Inheritance Tree (DIT)  
Metrik Depth of Inheritance Tree adalah panjang maksimum 
dari root ke leaves dalam sebuah pohon hirarki pada sebuah 
class [27]. Kedalaman suatu class disebut hirarki, DIT akan 
mengukur kedalaman sebuah class, dimulai dari class leaves 
dan menurun pada class root [30]. Hirarki yang dalam akan 
menyebabkan tingginya kompleksitas dari disain karena 
semakin banyak method dan class yang terlibat, sehingga akan 
sulit untuk membangun dan maintenancenya. Namun, Hirarki 
yang dalam meningkatkan kemungkinan penggunaan kembali 
[25]. 
 
Nilai DIT yang direkomendasikan adalah maksimal 5. Sebuah 
penulisan dari 30 proyek C++ menunjukkan bahwa 






kualitas perangkat lunak [25]. Pada Gambar 2. 2 dilustrasikan 
penggambaran inheritance dan cara penghitungan DIT. 
 
Gambar 2. 1 Ilustrasi DIT 
2.2.2.3 Number of Children (NOC)  
Metrik Number Of Children menghitung jumlah subclass dari 
superclass dalam sebuah hirarki class [27]. Metrik NOC dapat 
menjadi indikator besarnya pengaruh sebuah class terhadap 
disain sistem secara keseluruhan. Semakin besar nilai NOC, 
semakin besar kemungkinan ketidakcocokan subclass dengan 
abstraksi yang ada pada superclass [28]. Hal ini akan 
berpengaruh pada kesalahan penggunaan subclass. Sebuah 
class dengan nilai NOC dan WMC yang tinggi menunjukkan 
kompleksitas pada superclass. Hal ini menunjukkan perlunya 
desain ulang pada sistem tersebut [18]. 
 
Metrik NOC menghitung jumlah anak (subclass) dari 
keturunan langsung dari superclass pada sebuah class. Nilai 
NOC akan menunjukkan tingkat reusability dan usaha testing 
yang diperlukan. Semakin banyak jumlah subclass maka akan 
semakin besar tingkat penggunaan kembali karena inheritance 
merupakan bentuk dari reuse, semakin banyak testing yang 
harus dilakukan karena apabila terjadi perubahan di superclass 





2.2.2.4 Coupling Between Object Classes (CBO) 
Metrik Coupling Between Object Classes digunakan untuk 
menghitung class yang berhubungan/tergantung dengan class 
lainnya [27]. Semakin banyak class yang tidak tergantung satu 
sama lain (semakin rendah nilai metrik CBO) akan 
meningkatkan kemungkinan modularity dan penggunaan 
kembali (reuse). Hal ini berhubungan dengan tingkat 
independency antar modul [31].  
 
Nilai CBO yang tinggi akan mengindikasikan coupling yang 
berlebihan sehingga merugikan desain modular dan membatasi 
reuse, menyulitkan testing dan modifikasi. Semakin 
independen suatu class maka akan semakin mudah untuk 
menggunakan kembali pada aplikasi lain. Coupling yang 
berlebihan juga akan mengidentifikasikan kelemahan dari 
class dalam melakukan enkapsulasi. Menurut Sahraoui, Godin 
dan MIceli dalam penulisannya mengungkapkan nilai CBO 
yang bagus adalah kurang dari 14 [28]. Sebuah Class X 
berkaitan (coupled) dengan class C apabila, X operates on 
(affects)  C or C operates on X. 
2.2.2.5 Response for A Class (RFC) 
Metrik Response For a Class menghitung jumlah semua 
method yang dipanggil sebagai respon terhadap object luar 
dari sebuah class [30]. RFC mencangkup semua method yang 
diakses dalam hirarki class tersebut. RFC digunakan untuk 
mengukur banyaknya komunikasi antar object dalam suatu 
class. Sehingga semakin tinggi nilai RFC maka, akan semakin 
banyak method yang digunakan untuk merespon object dari 
luar dan semakin kompleks sehingga akan meningkatkan 
waktu untuk testing [31]. 
 
Nilai RFC yang tinggi akan meningkatkan kemungkinan 
banyak kesalahan, karena class dengan RFC tinggi akan lebih 







mengidentifikasi pengujian dan debugging yang rumit [28]. 
Rumus RFC ada pada persamaan 2.2. 
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2.2.2.6 Lack Metrik Chidamber dan Kemerer of Cohesion 
Method (LCOM) 
Metrik Lack of Cohesion Method mengukur kemiripan method 
dalam sebuah class dari instance variabel atau atribut. LCOM 
mengukur method  yang tidak terhubung dengan class lain 
(mewakili bagian independen dalam class). Tingginya kohesi 
mengidentifikasikan potensi yang baik pada class tersebut, 
mengindikasikan class tersebut sederhana dan memiliki sifat 
reusability yang tinggi. Sedangkan semakin rendah kohesi 
maka semakin kompleks class tersebut. 
 
Apabila p adalah method yang tidak memiliki irisan atribut 
dengan method lainnya dan q adalah method yang memiliki 
irisan atribut dengan method lainnya maka, rumus LCOM ada 
pada persamaan 2.3.  
 
                     
            
 
2.2.3. ISO/IEC 9126  
ISO 9126 merupakan best practice dalam melakukan evaluasi 
terhadap kualitas produk perangkat lunak. ISO/IEC 9126 
adalah standar internasional yang diterbitkan oleh ISO/IEC, 





menjelaskan model kualitas, metrik eksternal, metrik internal, 
dan metrik kualitas [32]. Pada Tabel 2. 6 terdapat penjelasan 
singkat terkait pembagian ISO/IEC 9126 [33]. 
  




Pembagian ISO/IEC 9126 
ISO/IEC 9126-1:2001 
Software engineering 
Part 1: Quality model 
ISO/IEC TR 9126-2:2003 
Software engineering 
Part 2: External metrics 
ISO/IEC TR 9126-3:2003 
Software engineering 
Part 3: Internal metrics 
ISO/IEC TR 9126-4:2004 
Software engineering  
Part 4: Quality in use 
metrics 
 
ISO/IEC 9126 mempunyai enam model kualitas yang telah 
dicantumkan dalam ISO/IEC 9126-1. ISO/IEC 9126-1 (bagian 
pertama dari ISO 9126) membagi model kualitas perangkat 
lunak (software quality model) menjadi enam karakteristik 
yaitu fungsionalitas (Functinability), kehandalan (Reliability), 
kebergunaan (Usability), efisiensi (Efficiency), keterpeliharaan 
(Maintainability) dan portabilitas (Portability) [32]. Pada 
Tabel 2. 7 terdapat penjelasan definisi Kriteria dan sub kriteria 






Tabel 2. 7 Deskripsi Kriteria dan Subkriteria ISO/IEC 9126-1 











Suitability Kemampuan produk software untuk memberikan 
set fungsi yang tepat untuk tugas-tugas tertentu dan 
tujuan pengguna 
Accuracy Kemampuan produk software untuk memberikan 
ketepatan atau hasil atau pengaruh dengan tingkat 
yang dibutuhkan sesuai presisi yang disepakati 
Interoperability Kemampuan produk software untuk berinteraksi 
dengan satu atau sistem tertentu 
Security Kemampuan produk software untuk melindungi 
informasi dan data sehingga orang atau sistem yang 
tidak sah tidak dapat membaca atau 
memodifikasinya dan orang-orang atau sistem yang 
berwenang diberi aksesnya 
Functionality 
Compliance 
Kemampuan produk software untuk mematuhi 
standar, konvensi atau peraturan dalam undang-





Maturity Kemampuan produk software untuk menghindari 
kegagalan sebagai akibat dari kesalahan dalam 
perangkat lunak 





Kriteria Deskripsi Kriteria Sub Kriteria Deskripsi Sub Kriteria 
tingkat tertentu dari 
kinerja ketika 
digunakan dalam 
kondisi yang spesifik 
mempertahankan tingkat tertentu dari kinerja 
dalam kasus kesalahan perangkat lunak atau 
ketidaksesuaian dari antarmuka yang ditentukan 
Recoverability Kemampuan produk software untuk membangun 
kembali tingkat tertentu kinerja dan memulihkan 




Kemampuan produk software untuk mematuhi 











Understandabiliy Kemampuan produk software yang memungkinkan 
pengguna untuk memahami apakah software 
tersebut cocok, dan bagaimana hal itu dapat 
digunakan untuk tugas-tugas dan ketentuan 
penggunaan tertentu 
Learnability Kemampuan produk software yang memungkinkan 
pengguna untuk mempelajari penerapannya 
Operability Kemampuan produk software yang memungkinkan 










Kriteria Deskripsi Kriteria Sub Kriteria Deskripsi Sub Kriteria 
Compliance Kemampuan produk software untuk mematuhi 
standar, konvensi, panduan gaya atau peraturan 





yang tepat, relativ 
dengan jumlah 
sumber daya yang 
digunakan, dalam 
kondisi yang telah 
ditentukan 
Time Behaviour Kemampuan produk software untuk memberikan 
respon dan pengolahan waktu yang tepat dan 
tingkat throughput saat melakukan fungsinya, 
dalam kondisi yang telah ditentukan 
Resource 
Utilisation 
Kemampuan produk software untuk menggunakan 
jumlah dan jenis sumber daya yang tepat ketika 
perangkat lunak melakukan fungsinya di bawah 




Kemampuan produk software untuk mengikuti 











Analyzability Kemampuan produk software untuk dapat 
didiagnosis kekurangan atau penyebab kegagalan 
dalam perangkat lunak, atau untuk bagian-bagian 
yang akan dimodifikasi untuk diidentifikasi 
Changeability Kemampuan produk perangkat lunak untuk 
memungkinkan modifikasi tertentu untuk 
diimplementasikan 
Stability Kemampuan produk software untuk menghindari 











Testability Kemampuan produk perangkat lunak untuk 




Kemampuan produk software untuk mengikuti 




software yang akan 
ditransfer dari satu 
lingkungan yang lain 
Adaptability 
Installability 
Kemampuan produk software harus disesuaikan 
untuk lingkungan tertentu yang berbeda tanpa 
menerapkan tindakan atau berarti selain yang 
disediakan untuk tujuan ini untuk perangkat lunak 
dipertimbangkan 
Co-Existence Kemampuan produk software untuk hidup 
berdampingan dengan perangkat lunak independen 
lain dalam lingkungan yang sama berbagi sumber 
daya umum 
Replaceability Kemampuan produk software yang akan digunakan 
di tempat produk software lain yang ditentukan 




Kemampuan produk software untuk mengikuti 







2.2.3.1. Hubungan ISO/IEC 9126-1 dengan Parameter Metrik 
Chidamber dan Kemerer 
Kriteria kualitas dari perangkat lunak yang ada pada ISO/IEC 9126-1 
dapat dipetakan dengan parameter yang ada pada Metrik Chidamber 
dan Kemerer [11]. Kriteria kualitas perangkat lunak yang ada pada 
Metrik Chidamber dan Kemerer tidak cukup dihitung dengan 
menggunakan satu metrik saja, sehingga hanya beberapa kriteria saja 
yang dapat diukur menggunakan merik chidamber dan kemerer. 
 
Tabel 2. 8 Pemetaan Quality Model ISO/IEC 9126-1 dengan Metrik Chidamber 
dan Kemerer 
Properti Kualitas Software Parameter Metric 
Efficiency LCOM, CBO, DIT, NOC 
Understandbility WMC, RFC, DIT 
Reusability/ Replaceability WMC, LCOM, CBO, DIT, NOC 
Maintainability WMC, RFC, DIT, NOC. 
 
Metrik Chidamber dan Kemerer hanya dapat mengukur efficiency, 
understandbility, reusability/ replaceability dan maintainbility. 
Tabel 2. 9 Kriteria dan Subkriteria ISO/IEC 9126-1 yang akan diukur 







































Metrik Chidamber dan Kemerer hanya dapat mengukur dua kriteria 
dan dua sub kriteria dari kualitas model ISO/IEC 9126-1, seperti 
yang telah diwarna abu-abu pada Tabel 2. 9. Pada Tabel 2. 10 
dijelaskan deskripsi masing-masing kriteria dan subkriteria yang 
akan diukur. 
Tabel 2. 10 Deskrip Kriteria dan Subkriteria ISO/IEC 9126-1 
Kriteria/Sub Kriteria 
ISO/IEC 9126-1 
Deskripsi Kriteria/Sub Kriteria ISO/IEC 
9126-1 
Understandability 
Tingkat kemudahan dalam mempelajari 
masukan dan keluaran dari program 
Efficiency 
Jumlah sumberdaya yang diproses dan kode 
yang diperlukan oleh program untuk 
melaksanakan fungsi tertentu 
Maintainability 
Tingkat kemampuan software untuk 
dimodifikasi. Modifikasi dapat mencakup 
koreksi, perbaikan atau adaptasi dari 
perangkat lunak untuk perubahan kebutuhan 







Deskripsi Kriteria/Sub Kriteria ISO/IEC 
9126-1 
program yang dapat dipakai ulang dalam 
aplikasi lainnya, berkaitan dengan lingkup 
dari fungsi yang dilakukan oleh program 
tersebut 
 
2.2.3.2. Pengaruh Parameter Metrik Chidamber dan Kemerer 
pada Properti Kualitas Code Software. 
Hubungan Metrik Chidamber dan Kemerer terhadap kriteria kualitas 
model ISO/IEC 9126-1 berbanding terbalik [11]. Meskipun terdapat 
beberapa penulisan Linda H Roseberg pada tahun yang berbeda 
namun kedua penulisan tersebut menegaskan bahwa Metrik 
Chidamber dan Kemerer memiliki nilai yang berbanding terbailk 
dengan kualitas Code code software.  












WMC ↓  ↑ ↑ ↑ 
DIT ↓ ↑ ↑ ↑ ↑ 
NOC ↓ ↑  ↑ ↑ 
CBO ↓ ↑   ↑ 
RFC ↓  ↑ ↑  
LCOM ↓ ↓  ↓ ↓ 
2.2.4. Design Patterns 
Dalam membuat desain sebuah perangkat lunak biasanya 
menggunakan asumsi atau pemahaman yang bersifat subjektif 
sehingga dibutuhkan gambaran secara formal dari masalah dan 
pemecahannya. Design patterns adalah unsur-unsur rancangan yang 
seringkali muncul pada berbagai sistem yang berbeda. Setiap 





situasi. Sebuah design pattern harus mendokumentasikan 
permasalahan, pemecahan, serta akibat-akibat penggunaannya. Class 
diagram adalah salah satu bentuk dari interprestasi dari suatu pattern 
dengan memanfaatkan kemampuan UML yang sudah berorentasi 
pada perancangan yang berbasiskan objek (OOP) [34]. 
 
Dalam pengembangan perangkat lunak sering terjadi permasalahan 
yang terjadi berulang-ulang, sehingga seorang arsitek mungkin akan 
banyak menghabiskan waktu dalam memberikan solusi dengan 
masalah yang serupa. Pada saat merancang perangkat lunak, patterns 
adalah suatu dokumen yang sangat penting untuk dimiliki dan 
dipahami. Dimana design patterns bukan sekedar menyediakan 
solusi terbaik dalam memecahkan suatu masalah, tetapi lebih dari 
pada itu patterns membuat desain perangkat lunak menjadi lebih 
efektif, fleksible dan waktu penyelesaikan desain perangkat lunak 
juga lebih efisien. 
 
Ada banyak Design Patterns yang sudah diakui kemampuannya, 
diterima dan diaplikasikan oleh banyak praktisi. Design Patterns 
yang cukup populer adalah yang diperkenalkan The Gang of Four 
(GoF) - Erich Gamma, Richard Helm, Ralph Johnson dan John 
Vlissides. Dalam The Gang of Four (GoF) terdapat 23 Pattern yang 
dibagi menjadi 3 kelompok besar. 
 
Pada Gang of Four Patterns, terdapat tiga katalog design patterns 
yaitu creational, structural, dan behavioral. Creational patterns 
berhubungan dengan penciptaan objek. Pola-pola ini berkisar seputar 
objek mana yang diciptakan, siapa yang menciptakannya, serta 
berapa banyak objek diciptakan. Structural patterns berhubungan 
dengan struktur statis objek dan kelas. Pola-pola dalam structural 
patterns dapat dilihat pada saat program di-compile melalui struktur 
inheritance, properties, serta agregasi objek-objek. Behavioral 
patterns terkait perilaku run-time program. Pola-pola ini berkaitan 





Penekanan behavioral patterns lebih pada komposisi objek 
ketimbang inheritance [34]. 
 
Creational patterns adalah pattern yang berhubungan dengan 
Menginisialisasi dan mengkonfigurasi kelas serta objek. Structural 
patterns adalah pattern yang digunakan untuk memisahkan 
antarmuka (interface) dan implementasi kelas serta objek, pattern ini 
juga berhubungan dengan susunan jumlah kelas atau objek. 
Behavioral patterns adalah pattern yang berhubungan dengan 
interaksi dinamis antara kumpulan semua kelas dan objek, pattern ini 
juga terkait bagaimana pattern mendistribusikan tanggung jawab/ 
tugasnya masing-masing [34]. 
 
Creational Patterns (cara class/object di-inisiasi) 
1. Abstract Factory (Menciptakan sebuah instance dari beberapa 
keluarga kelas, digunakan untuk membangun objek terkait) 
2. Builder (Memisahkan konstruksi objek dari perwakilannya, 
digunakan untuk membangun objek yang kompleks secara 
bertahap) 
3. Factory Method (Menciptakan sebuah instance dari beberapa 
kelas yang diturunkan, method dalam suatu kelas turunan untuk 
menciptakan asosiasi) 
4. Prototype (sebuah instance yang sepenuhnya diinisiasikan untuk 
disalain atau dikloning, digunakan untuk mengkloning instances 
dari prototipe) 
5. Singleton (sebuah kelas yang mana hanya sebuah instance yang 
dapat exist, digunakan untuk instance yang tunggal). 
  
Structural Patterns (struktur/relasi antar object/class) 
1. Adapter (Mencocokkan interface dari kelas yang berbeda, 
translator yang beradaptasi terhadap suatu server interface 
untuk suatu client) 
2. Bridge (Memisahkan antarmuka objek dari implementasinya, 
abstraksi yang digunakan untuk mengikat menjadi satu dari 





3. Composite (Struktur tree dari objek sederhana dan komposit, 
struktur untuk membangun agregasi rekursif) 
4. Decorator (Menambahkan responsbilities untuk objek dinamis, 
dekorator memperluas suatu objek secara terbuka) 
5. Facade (Kelas tunggal yang merepresentasikan seluruh 
subsistem, menyederhanakan interface untuk subsistem) 
6. Flyweight (Instance yang digunakan untuk berbagi efisiensi, 
banyak objek kecil/spesifik yang di-share secara efisien) 
7. Proxy (Sebuah objek yang mewakili objek lain, satu objek yang 
mendekati objek lain). 
 
Behavioral Patterns (tingkah laku atau fungsi dari class/object.) 
1. Chain of Responbility (sebuah cara untuk melewati permintaan 
antara rangkaian objek, Melakukan request  yang didelegasikan 
kepada penyedia layanan yang menjadi tugas dan tanggung 
jawabnya) 
2. Command (Enkapsulasasi permintaan command request sebagai 
objek, melakukan request objek  first-class) 
3. Interpreter (Sebuah cara untuk memasukkan elemen bahasa 
dalam program, menggabungkan elemen-elemen yang diakses 
secara skuensial) 
4. Iterator (Secara berurutan mengakses elemen lokasi, Language 
interpreter for a small grammar, kompiler skala kecil) 
5. Mediator (Mendefinisikan komunikasi sederhana antara kelas 
satu dengan lainnya, mengkoordinasi interaksi antar asosiasi 
yang ada) 
6. Mementto (Menangkap dan memulihkan state internal objek, 
gambaran melakukan captures dan restores keadaan suatu objek 
secara private) 
7. Observer (Sebuah cara untuk memberitahukan perubahan 
sejumlah kelas, ketergantungan untuk update secara otomatis 
ketika seorang programmer melakukan perubahan pada 
kodenya) 
8. State (Mengubah behavior objek ketika keadannya berubah, 





9. Strategy (Melakukan enkapsulasi algoritma dalam kelas, 
abstraksi untuk memilih salah satu dari sekian banyak 
algoritma) 
10. Template Method (Memperlambat langkah-langkah yang tepat 
dari suatu algoritma untuk subclass, algoritma dengan beberapa 
langkah yang telah disediakan oleh suatu kelas turunan) 
11. Visitor (Mendefinisikan operasi baru untu kelas tanpa 
perubahan, operasi yang diterapkan pada elemen-elemen dari 
struktur objek yang heterogen/ sangat beragam). 
 
Pemetaan design pattern dari penelitian sebelumnya ada pada Tabel 
2. 12 [35].  
Tabel 2. 12 Pemetaan Design Pattern 
 Purpose/ arah tujuan pattern 














Builder Bridge Command 
Prototype Composite Iterator 







Secara singkatnya, design pattern adalah best practice pola-pola 
desain kelas pada perancangan berorientasi objek. Dengan 
mengaplikasikan design pattern ini, desain sebuah aplikasi dapat 





menjelaskan design pattern yang sering dipakai pada penelitian 
sebelumnya [36]. 
Tabel 2. 13 Design Pattern yang Sering Digunakan 
Nama Pattern Panjelasan 
Creational Patterns 
berhubungan dengan penciptaan 
objek. Pola-pola ini berkisar seputar 
objek mana yang diciptakan, siapa 
yang menciptakan serta berapa 
banyak objek yang diciptakan 
Abstract Factory 
Menciptakan sekumpulan objek 
yang berhubungan atau saling 
tergantung dengan menyediakan 
suatu antarmuka tanpa menentukan 
kelas yang nyata 
Factory Method 
Design pattern ini memisahkan kode 
untuk membuat objek, sehingga 
ketika jenis objek yang dapat dibuat 
bertambah, kode yang berubah 
hanya kode pembuatan objeknya 
saja. 
Singleton 
Kelas yang hanya dapat diinstansiasi 
menjadi 1 objek. Setiap yang 
membutuhkan layanan kelas ini 
akan mendapatkan instans objek 
yang sama. Kelas ini memiliki 
konstruktor yang hak aksesnya 
adalah private (atau protected dalam 
beberapa kasus). Konstruktor hanya 
dapat dipanggil dari dalam kelas. 
Behavioral Patterns 









Nama Pattern Panjelasan 
objek agar ketika satu ojek merubah 
keadaan (status), maka semua objek 
yang memiliki ketergantungan 
melaporkan dan meng-update secara 
otomatis 
Strategy 
Berguna untuk memecah algoritma 
menjadi bagian-bagian kecil, yang 
dapat diganti dengan mudah 
Structural Patterns 
Pattern yang masuk jenis ini adalah 
yang terkait dengan masalah 
struktural. 
Adapter 
Pattern untuk menyesuaikan 
interface dari sebuah kelas menjadi 
interface yang lain 
Facade 
Pattern untuk memisahkan kode 
rumit 
2.2.5. Class Diagram 
Pembuatan class diagram akan dilakukan setelah proses analisa kode 
program yang menghasilkan code dependency. Sebuah 
ketergantungan (dependencies) mengandung tiga unsur yaitu sumber 
(source), target dan tipe ketergantungan (dependency kind) [37]. 
Pemetaan source, dependency kind, target, dan diskripsinya ada pada 
Tabel 2. 14. 










class/interface extends (perluasan)  






class/interface  pada source berisi 
sebuah class/interface yang lain. 













method pada source 
mengembalikan sebuah nilai 
berdasarkan class/interface yang 
lain. 
method has param 
class/in
terface 
method pada source 
mendeklarasikan sebuah parameter 





method pada source 
mendeklarasikan class/interface/ 





method pada source memanggil 




method pada source mengakses 
field pada class yang lain. 
field is of type 
class/in
terface 
field pada source didasarkan pada 
class/interface yang lain. 
any  references 
class/in
terface 
remote objek yang dipanggil oleh 
objek lain melalui remote object 
refernces. 
 
Class diagram merupakan bagian dari Unifed Modelling Language 
(UML), UML merupakan bahasa pemodelan standar. Class diagram  
digunakan untuk menampilkan kelas serta paket-paket yang ada 
dalam sistem atau perangkat lunak yang sedang dikembangkan [37]. 
Class diagram memberi kita gambaran tentang perangkat lunak dan 
relasi-relasi yang ada di dalamnya. Terdapat unsur-unsur dari class 
diagram yaitu atribur, operasi dan hubungan antar class. 
 
Atribut dan operasi dari class diagram memiliki salah satu sifat dari 
tiga sifat yaitu private, protected, dan public. Hubungan pada class 
diagram digambarkan sebagai associations, dependencies, 






Atribut atau operasi yang bersifat private bearti tersembunyi dari 
kelas-kelas lain sehingga kelas-kelas lain tidak dapat mengakses, 
sehingga atribut atau operasi tersebut tidak dapat dipanggil dari luar 
kelas yang bersangkutan dan hanya bisa dipakai dalam kelas yang 
bersangkutan. Atribut atau operasi yang bersifat private mempunyai 
simbol gembok dalam gambarnya.  
 
Atribut atau operasi yang bersifat protected hanya dapat diakses oleh 
anggota kelas yang bersangkutan serta kelas-kelas lain yang menjadi 
turunannya dalam hirarki warisan (inheritance). Atribut atau operasi 
yang bersifat protected mempunyai simbol kunci dalam gambarnya. 
Atribut atau operasi yang bersifat public dapat diakses oleh semua 
kelas yang ada dan dapat dipanggil oleh siapa saja. 
 
Associations Relationship adalah hubungan statis antar class. 
Associations umunya menggambarkan class yang memiliki atribut 
berupa class lain atau class yang harus mengetahui ekstensi class 
lain. Bentuk notasi digambarkan dengan garis lurus yang 
menghubungkan antar class. 
 
Dependencies Relationship adalah hubungan antar class dimana 
sebuah class  memiliki ketergantungan pada class lainnya tetapi 
tidak sebaliknya. Bentuk notasi dari dependencies relationship 
digambarkan dengan garis putus-putus dengan ujung panah terbuka 
yang menghubungkan dengan class lain.   
 
Realization Relationship merupakan hubungan antar class dimana 
sebuah class memiliki keharusan untuk mengikuti aturan yang 
ditetapkan class yang lain. Realization digunakan untuk 
menspesifikasikan hubungan antara sebuah interface dengan class 
yang mengimplementasikan interface tersebut. Bentuk notasi  
realization relationship digambarkan dengan garis panah putus-putus 






Generalization Relationship merupakan relasi antar class yang 
menunjukkan hubungan warisan (inheritance). Pewarisan 
memungkinkan suatu kelas mewarisi semua atribut, operasi, relasi, 
dari class yang berbeda dalam hirarki pewarisnya. Bentuk notasi dari 
generalization relationship adalah garis panah dengan ujung panah 
tertutup yang menghubungkan class induk dengan class turunannya. 
 
Nesting Relationship adalah relasi antar class, dimana sebuah class 
(inner class) didefinisikan didalam class lain (outer class). Bentuk 
notasi dari nesting relationship adalah garis  dengan ujung berbentuk 
lingkaran yang mengarah pada outer class. 
 
Multiplisitas relasi adalah jumlah banyaknya objek sebuah class 
yang berelasi dengan sebuah objek lain pada class lain yang 
berasosiasi dengan class tersebut, Tabel 2. 15 mendeskripsikan arti 
simbol dari multiplisitas [37]. 
Tabel 2. 15 Multiplisitas 
Multiplisitas Arti 
* Banyak 
0 Tepat nol 
1 Tepat satu 
0..* Nol atau lebih 
1..* Satu atau lebih 
0..1 Nol atau satu 
 
Pembuatan class diagram  dimudahkan dengan pemetaan yang 
dihasilkan dari dependency kind dan relationship yang ada pada 
class diagram. Pemetaan tersebut ada pada Tabel 2.16. 
 
Tabel 2. 16 Pemetaan Dependency Kind dan Relationship Class Diagram 
Relationship Deskripsi Dependency Kind 





berupa class lain atau class yang 
harus mengetahui ekstensi class 
lain 
Referencess 
Is Of Type 
Dependencies Operasi suatu class yang 
menggunakan class lain atau 






Nesting Sebuah class yang didefinisikan 
didalam class (outer class) lain. 
 
Realization Sebuah class yang 
mengimplementasikan interface  
Implements 
(Interface) 
Generalization Class yang menunjukkan 
hubungan warisan (inheritance) 
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BAB III  
METODOLOGI PENULISAN 
 
Metodologi penulisan berisi tahapan-tahapan pengerjaan tugas 
akhir. Bagian terpenting yang digunakan sebagai panduan 
pengerjaan tugas akhir ini agar terarah, teratur dan sistematis. 
 
Method Metodologi pengerjaan tugas akhir ini dapat dilihat 
pada Gambar 3. 1. 
  





Pada metodologi pengerjaan tugas akhir ini terdapat tiga tahapan 
besar  yaitu tahap perancangan, tahap implementasi dan tahap 
hasil dan pembahasan, detail dari tahapan-tahapan metodologi 
pengerjaan tugas akhir ini ada pada Tabel 3. 1.  
Tabel 3. 1 Metodologi Pengerjaan Tugas akhir 




























Metrik Chidamber dan 
Kemerer  pada masing-
masing class Software 
Accounting XYZ 
Nilai WMC, DIT, 





Tahap Pembahasan Hasil 
Nilai WMC, DIT, 
NOC, CBO, RFC, 











Class Diagram lama 
dan Design Pattern 
Membuat class 
diagram baru 
Class diagram baru 
Class diagram baru 
Menghitung nilai 
Metrik Chidamber dan 
Kemerer  pada class 
Nilai WMC, DIT, 
NOC, CBO, RFC, 





INPUT PROSES OUTPUT 
diagram yang baru baru 
Nilai WMC, DIT, 
NOC, CBO, RFC, 
LCOM yang baru 












class diagram baru 
dan class diagram 
lama 
Membuat Kesimpulan 




3.1. Tahap Perancangan 
Tahap perancangan meliputi dua tahapan yaitu analisa kode 
program dan pembuatan class diagram. 
3.1.1. Analisa Kode Program 
Analisa kode program Software Accounting XYZ dengan 
memetakan code yang ada dan menemukan dependencies masing-
masing code. Sehingga code Software Accounting XYZ akan 
lebih mudah untuk diukur nilainya terhadap Metrik Chidamber 
dan Kemerer. 
3.1.2. Pembuatan Class Diagram 
Pada tahapan perencanaan ini akan dibuat desain kode berupa 
class diagram dari kode program Software Sccounting XYZ 
untuk memudahkan perhitungan Metrik Chidamber dan Kemerer. 
Pembuatan class diagram dibantu dengan Software Enterprise 
Architect 11. 
Class diagram dibuat berdasarkan hasil analisa dari tahapan 
sebelumnya yaitu analisa code program yang menghasilkan code 





class diagram dengan bantuan pemetaan antara relasi pada class 
diagram dengan dependency kind. 
3.2. Tahap Implementasi 
Tahap implementasi meliputi perhitungan Metrik Chidamber dan 
Kemerer, yang terdiri dari Metrik WMC, DIT, NOC, CBO, RFC, 
dan LCOM. 
Tahapan implementasi ini melakukan perhitungan Metrik 
Chidamber dan Kemerer. Code Dependency dan Class diagram 
dapat menjadi acuan untuk menghitung nilai Metrik Chidamber 
dan Kemerer. Setiap class akan diukur nilai Metrik Chidamber 
dan Kemerer-nya dan selanjutnya dihitung average (rata-rata) 
nya. 
 
Pada Pembahasan pada Tabel 2. 4 telah ada patokan nilai yang 
dapat dijadikan parameter dalam pengukuran ditahapan ini.  
3.3. Tahap Pembahasan Hasil 
Tahap pembahasan hasil meliputi empat tahapan yaitu Analisa 
perhitungan Metrik Chidamber dan Kemerer, membuat class 
diagram baru, menghitung nilai Metrik Chidamber dan Kemerer, 
dan membuat kesimpulan serta saran. 
3.3.1. Analisa Perhitungan Metrik Chidamber dan Kemerer  
Tahapan pembahasan hasil yang pertama adalah menganalisa 
hasil perhitungan Metrik Chidamber dan Kemerer. Setelah 
mendapat nilai WMC, DIT, NOC, CBO, RFC, dan LCOM maka, 
nilai tersebut dapat menunjukkan kualitas Software Accounting 






3.3.2. Membuat Class Diagram Baru 
 
Tahapan pembahasan hasil yang kedua adalah membuat class 
diagram baru. Tahapan ini dilakukan untuk memperbaiki nilai 
metrik yang kurang bagus atau nilai metrik yang berhubungan 
dengan kriteria atau sub-kriteria ISO/IEC 9126-1. Pembuatan 
class diagram  baru akan dilakukan berdasarkan pedoman design 
pattern dan refactoring. Pembuatan class diagram ini 
menggunakan bantuan software Enterprise Architect 11. 
3.3.3. Perhitungan Nilai Metrik Chidamber dan Kemerer 
Tahapan pembahasan hasil yang ketiga adalah melakukan 
perhitungan Metrik Chidamber dan Kemerer pada class diagram 
yang baru. Class diagram yang baru dapat menjadi acuan untuk 
menghitung nilai Metrik Chidamber dan Kemerer. Perhitungan 
akan dilakukan dengan menggunakan parameter nilai yang ada 
pada Tabel 2. 4. Setiap class akan diukur lagi nilai Metrik 
Chidamber dan Kemerer-nya dan selanjutnya dihitung average 
(rata-rata) nya. 
 
Korelasi Metrik Chidamber dan Kemerer dengan ISO/IEC 9126-1 
juga banyak diteliti pada penulisan lain dan menghasilkan hasil 
yang sama yaitu berbanding terbalik kecuali Metrik LCOM 
seperti yang sudah dijabarkan sebelumnya pada Tabel 2. 11 . 
3.3.4. Pembuatan Kesimpulan dan Saran 
Tahapan terakhir adalah pembuatan kesimpulan dan saran dari 











BAB IV  
PERANCANGAN KONSEPTUAL 
 
Bab ini menjelaskan tentang perancangan penelitian dalam 
tugas akhir ini, yang meliputi: analisa kode program Software 
Accounnting XYZ dan pembuatan class diagram berdasarkan 
source code dari Software Accounnting XYZ. 
4.1. Gambaran Umum Software Accounting XYZ  
Gambaran umum Software Accounting XYZ membahas 
tentang package dan class secara umum yang ada pada kode 
program Software Accounting XYZ.  
 
Package yang ada pada Software Accounting XYZ berjumlah 
lima yaitu package appLayer, package dataLayer, package 
appLayer.taxRelated dan package 
appLayerTransactionRelated. 
  
Jumlah class dalam Software Accounting XYZ adalah 152 
class. Setiap package memiliki jumlah class yang berbeda-
beda. Class tersebut ada yang merupakan superclass 
(parentclass) ada yang merupakan subclass (childclass).  
 















































25. accountColumn (Subclass dari class entry) 
26. Column (Subclass dari class entry) 
27. 
columnNotFoundException (Subclass dari class 
entry) 
28. dateColumn (Subclass dari class entry) 
29. doubleColumn (Subclass dari class entry)  





31. taxColumn Subclass dari class entry 
32. 
















Package appLayer.taxRelated yang mempunyai class 









Package appLayer.transactionRelated yang mempunyai class 




























ContentProvider (Subclass dari class 
accountDefinition) 
12. 




15. ContentProvider (Subclass dari class assetWindow) 
16. 








ContentProvider (Subclass dari class 
contactsWindow) 
23. 













documentLabelProvider (Subclass dari class 
documentsWindow) 
30. 














entryList (Subclass dari class 
newTransactionSelectTransactionDetails) 
41. 
transactionCellModifier (Subclass dari class 
newTransactionSelectTransactionDetails) 
42. 




MailAuthenticator (Subclass dari class 
newTransactionWizard) 
45. 






ContentProvider (Subclass dari class 
numbersWindow) 
50. 

















58. tAccount (Subclass dari class reportWizardShow) 







66. ContentProvider (Subclass dari class taxesWindow) 
67. 












4.2. Code Dependencies  
Pada pembahasan bab ini akan dijelaskan analisa code yang 
menghasilkan code dependency dengan acuan referensi pada 





4.2.1. Extends Dependencies 
Extend dependency merupakan class yang menjadi perluasan 
dari class lain. Extend dependency dapat diketahui dari kode 
program seperti pada Gambar 4. 1. 
 
 
Gambar 4. 1 Kode Program Extends Dependencies (Class cancelation) 
4.2.2. Contains Dependency  
Contains dependency merupakan sebuah class yang berisi 
class lain. Contains dependency  dapat diketahui ketika suatu 
class berisi class lain, pada Gambar 4. 2 dijelaskan bahwa 
class moneyTransfer pada package appLayer berisi class  
HBCI yang ada pada package dataLayer. 
 
 
Gambar 4. 2 Kode Program Contains Dependencies (Class 
moneyTransfer) 
4.2.3. Returns Dependency  
Retruns dependency merupakan sebuah method yang 
mengembalikan sebuah nilai atribut dari sebuah class. Pada 
Gambar 4. 3 menjelaskan bahwa method getTransactions pada 
class client di package appLayer mengembalikan sebuah nilai 
Class moneyTransfer 
berisi class HBCI yang ada 
pada package dataLayer 
Class cancelation 










Gambar 4. 3 Kode Program Retruns Dependency  (Class 
moneyTransfer) 
4.2.4. Has Param Dependency  
Has param dependency merupakan sebuah method yang 
mendeklarasikan sebuah parameter berdasarkan sebuah class. 
Pada Gambar 4. 4 menjelaskan bahwa method itemTableList 
pada class itemTableList di package appLayer 
mendeklarasikan parameter transaction berdasarkan class 























4.2.5. Throws Dependency  
Throws dependency merupakan suatu method yang 
mendeklarasikan sebuah class dalam mengirim clause-nya. 
Pada Gambar 4. 5 menjelaskan  bahwa method createDB pada 
class prepareDB di package dataLayer mendeklarasikan class 





Gambar 4. 5 Kode Program Has Param Dependency  (Class prepareDB) 
4.2.6. Calls Dependency  
Calls dependency merupakan suatu method memanggil 
method lainnya. Pada Gambar 4. 6 menjelaskan bahwa method 
onProductChange pada class pageActivator di package 
appLayer memanggil (calls) method checkPageComplete pada 






Class prepareDB mengirim 
SQLException dengan mendeklarasikan 








Gambar 4. 6 Kode Program Calls Dependency  (Class pageActivator) 
4.2.7. Accesses Dependency  
Accesses dependency adalah sebuah method yang mengakses 
sebuah field pada class lain. Pada Gambar 4. 7 menjelaskan 
bahwa method perfomMoneyTransfer pada class 
moneyTranfer di package appLayer mengakses field 




Gambar 4. 7 Kode Program Access Dependency  (Class moneyTransfer) 
4.2.8. Is of Type Dependency  
Is of type dependency adalah adanya field pada sebuah class 
didasarkan pada sebuah class lain. Pada Gambar 4. 8 
menjelaskan bahwa field hbci pada class moneyTransfer di 







mengakses fields RECEIVE 
pada class transaction. 






Gambar 4. 8 Kode Program Access Dependency  (Class moneyTransfer) 
4.2.9. References Dependency  
References Code dependency adalam suatu methods/class/field 
meremote sebuah objek dengan memanggil objek lain melaui 
remote object references. Pada Gambar 4. 9  menjelaskan 
bahwa method importKTimeTracker pada class fileImporters 





Gambar 4. 9 Kode Program References Dependency  (Class 
fileImporters) 
4.3. Package dataLayer  
Bagian ini membahas tentang dependency code antar class di 
package dataLayer dan juga dependency code antara class di 
package dataLayer dengan class di package lain. Tabel 4. 1 
adalah dependency code antar class di dataLayer. Tabel 4. 2 
adalah dependency code package dataLayer dengan package 
appLayer. Tabel 4. 3 adalah dependency code package 
dataLayer dengan package appLayer.transactionRelated. Tabel 









4.3.1. Code Dependency Antar Class dataLayer 
Terdapat 38 Code Dependency yang ada pada package dataLayer, dependency kind terbanyak adalah calls 
dengan jumlah 31, class yang paling sering diakses adalah class DB. 





Class Method Class Method 
1 HBCIImporter run(IProgressMonitor) calls HBCI getInstance() 
2 HBCIImporter run(IProgressMonitor) calls HBCI newJob(String) 
3 HBCIImporter run(IProgressMonitor) calls HBCI execute(String) 
4 HBCIImporter run(IProgressMonitor) references HBCI  
5 HBCIImporter run(IProgressMonitor) calls DB getConnection() 
6 HBCIImporter run(IProgressMonitor) calls DB 
insert(String, HashMap<String, 
String>) 
7 OBDXImporter run(IProgressMonitor) calls Messages getString(String) 



















Class Method Class Method 






















































calls Messages getString(String) 
































calls Messages getString(String) 



























































4.3.2. Code Dependency Package dataLayer ke Package appLayer  
Terdapat 35 Code Dependency yang ada pada package dataLayer ke package appLayer, dependency kind 
terbanyak adalah calls dengan jumlah 10, class yang paling sering diakses adalah class configs. 





Class Method Class Method 
1 DB getDatabaseOffset()  calls configs getDatabaseType() 
2 DB getIdentifierQuote()  calls configs getDatabaseType() 
3 DB getLastInsertID(Statement)  calls configs getDatabaseType() 
4 HBCI initPassport()  calls client getDataPath() 
5 HBCI initPassport()  calls configs getCtAPI() 
























run(IProgressMonitor)  calls utils round(Double, int) 
11 fileImporters 
importKTimeTracker(String, 
StatusLineManager, Shell)  
calls client getTransactions() 
12 fileImporters 
importTaskCoach(String, 
StatusLineManager, Shell)  
calls client getTransactions() 
13 fileImporters 
importKTimeTracker(String, 
StatusLineManager, Shell)  




calls item setQuantity(Double) 
15 fileImporters 
importTaskCoach(String, 
StatusLineManager, Shell)   
calls item setDescription(String) 
16 fileImporters 
importTaskCoach(String, 
StatusLineManager, Shell)  
calls item setQuantity(Double) 




run(IProgressMonitor)  calls client getClient() 









Class Method Class Method 
20 prepareDB importAccountsFromXML()  calls account getTypeIDForString(String) 
21 prepareDB importAccountsFromXML()  calls account 
getSubAccountsTypeIDForStrin
g(String) 
22 prepareDB createDB(Statement, List)  calls account 
getStandardVATCreditAccount(
) 
23 prepared createDB(Statement, List)  calls account getStandardVATDebitAccount() 
24 prepareDB createDB(Statement, List) c  calls application getVersionString() 
25 prepareDB createDB(Statement, List)   calls client getClient() 
26 prepareDB createDB(Statement, List)  calls client getAccounts() 
27 prepareDB importAccountsFromXML()  calls client getClient() 




createDB(Statement, List)  calls configs getSampleValue(String, int) 




run(IProgressMonitor)  calls client getClient() 
32 fileImporters 
importKTimeTracker(String, 
StatusLineManager, Shell)  








Class Method Class Method 
33 fileImporters 
importTaskCoach(String, 
StatusLineManager, Shell)  
references item  









4.3.3. Code Dependency Package dataLayer ke Package appLayer.transactionRelated  
Terdapat 8 Code Dependency yang ada pada package dataLayer ke package appLayer.transactionRelated, 
dependency kind calls berjumlah empat dan dependency kind references berjumlah empat, class yang paling 
sering diakses adalah class transactions. 





Class Method Class Method 
1 fileImporters 
importKTimeTracker(String, 
StatusLineManager, Shell)  









Class Method Class Method 
2 fileImporters 
importTaskCoach(String, 







StatusLineManager, Shell)  
references transaction  
4 fileImporters 
importTaskCoach(String, 
StatusLineManager, Shell)  
references transaction  
5 fileImporters 
importKTimeTracker(String, 
















StatusLineManager, Shell)  
calls transactions getByTypeName(String) 
8 fileImporters 
importTaskCoach(String, 
StatusLineManager, Shell)  




4.3.4. Code Dependency Package dataLayer ke Package GUILayer 
Terdapat 7 Code Dependency yang ada pada package dataLayer ke package GUILayer, dependency kind 
terbanyak adalah calls dengan jumlah 4, class yang paling sering diakses adalah class 
newTransactionWizard. 
























































run(IProgressMonitor)  calls Messages getString(String) 
4.4. Package appLayer  
Bagian ini membahas tentang dependency code antar class di package appLayer dan juga dependency code 
antara class di package appLayer dengan class di package lain. Tabel 4. 5 adalah dependency code antar 
class di package  appLayer. Tabel 4. 6 adalah dependency code package appLayer dengan package 
dataLayer. Tabel 4. 7 adalah dependency code package appLayer dengan package appLayer.taxRelated. 
Tabel 4. 8 adalah dependency code package appLayer dengan package appLayer.transactionRelated. Tabel 4. 
9 adalah dependency code package appLayer dengan package GUILayer. 
4.4.1. Code Dependency Antar Class appLayer  
Terdapat 378 Code Dependency yang ada pada package appLayer, dependency kind terbanyak adalah calls 
dengan jumlah 168, class yang paling sering diakses adalah class entry. 

















has param product  








calls Messages getString(String) 
5 account isEmpty() calls Messages getString(String) 
6 account setReferTo(int) calls Messages getString(String) 
7 account setType(int) calls Messages getString(String) 
8 account  contains accountsList  
9 account 
account(accountsList, 
int, String, String, int, 
int) 
has param accountsList  
10 account delete() calls accountsList signalChange(account) 
11 account parent  (field) is of type accountsList  









































































24 account addEntry(entry) has param entry  
25 account entries references entry  








Class Method Class Method 
27 account getBalance() calls entry getValue() 
28 account getBalance() references entry  
29 account getEntries() references entry  
30 account save() calls client getClient() 















calls Messages getString(String) 











































































































































57 accountsList fillFromDB() calls client getClient() 

















calls client getClient() 
61 accountsList getImportEntries() calls client getClient() 
62 accountsList getImportEntries() calls client getAccounts() 
63 accountsList getImportEntries() calls client getTaxes() 







calls client getClient() 
















references account  








Class Method Class Method 
String, String, int, int) 
72 accountsList fillFromDB() calls account setIndexInStringArray(int) 
73 accountsList fillFromDB() calls account setType(int) 
74 accountsList fillFromDB() calls account getAsString() 








calls account  
60 accountsList getAccountForID(int) returns account getID() 








calls account  










calls account setIndexInStringArray(int) 









Class Method Class Method 
se() 
68 accountsList getBankAccount() returns account  












references account  
73 accountsList getImportEntries() references account  




returns account  
76 accountsList getReceivablesAccount() returns account  








returns account  
80 accountsList signalChange(account) has param account  

















entry(int, Date, String, 

















calls entry getImportID() 
87 accountsList getImportEntries() calls entry 
entry(Date, String, Double, 
account, account, tax, String, 
String) 
88 accountsList getImportEntries() calls entry setImportID(int) 
89 accountsList getImportEntries() references entry  









Class Method Class Method 
91 accountsList field  journal references entry  
92 application application{...} calls Messages getString(String) 
93 application application{...} calls Messages getString(String) 
94 asset  contains assets  
95 asset 
asset(assets, int, int, 
String, Double, Date, 
Date, String) 
has param assets  
96 asset delete() calls assets signalChange(asset) 
97 asset field  parent is of type assets  
98 asset save() calls assets signalChange(asset) 
100 assets getAssetsFromDB() calls asset 
asset(assets, int, int, String, 
Double, Date, Date, String) 
101 assets getAssetsFromDB() references asset  
102 assets signalChange(asset) has param asset  
103 assets getAssetsFromDB() calls client getClient() 
104 asset getValuesHashMap() calls client getClient() 
105 assets getAssetsFromDB() calls Messages getString(String) 
106 assets Field assets references asset  
107 assets getAssets() references asset  






































































































































references entry  








Class Method Class Method 
Provider int) 
230 client  contains documents  
231 client field is of type documents  
232 client getDocuments() returns documents  
233 client getDocuments() calls documents documents() 
234 client  contains accountsList  
235 client field allAccounts is of type accountsList  
236 client getAccounts() returns accountsList  
237 client getAccounts() calls accountsList accountsList() 
238 client getAccounts() calls accountsList getAccountsFromDatabase() 








calls Messages getString(String) 
242 configs readConfiguration() calls client getConfigFilename() 




calls client getGlobalDataPath() 









Class Method Class Method 
246 configs readSettings() calls client getDataPath() 
247 configs writeConfiguration() calls client getConfigFilename() 
248 configs writeSettings() calls client getSettingsFilename() 
249 contact bindToID(int) calls client getClient() 
250 contact  contains contacts  
251 contact 
contact(contacts, int, 
String, String, String, 
String, String, String, 
String, String, String, 
String, int, String, String, 
String, int) 
has param contacts  
252 contact delete() calls contacts signalChange(contact) 
253 contact field parent is of type contacts  
254 contact save() calls contacts signalChange(contact) 
255 contacts getContactsFromDB() calls client getClient() 
256 contacts contacts{...} calls Messages getString(String) 

















































264 contacts field contactsList references contact  
265 contacts getContacts() references contact  
266 contacts getContactsFromDB() calls contact 
contact(contacts, int, String, 
String, String, String, String, 
String, String, String, String, 
String, int, String, String, 
String, int) 
267 contacts getContactsFromDB() references contact getContactsFromDB() 

























calls Messages getString(String) 





calls Messages getString(String) 




has param documents  











calls client getClient() 
279 documents  Field allDocuments references document  
280 documents getAsArray() returns document  
















































references document  














calls document  
293 documents getUnlinkedNumbers() calls document isLinked() 
294 documents getUnlinkedNumbers() calls document getNumber() 
295 documents getUnlinkedNumbers() references document  
296 item item.{...} calls Messages getString(String) 
297 item getPrice() calls utils round(Double, int) 
298 item getQuantity() calls utils round(Double, int) 




has param IItemListener  
301 item itemListeners references IItemListener  
302 item setProduct(product) calls IItemListener onProductChange(product) 
303 item setProduct(product) references IItemListener  
304 item item() contains products  
305 item item() calls products products() 
306 item item() calls products getProductsFromDB() 
307 item item() calls products addPleaseSelectProduct() 








Class Method Class Method 
309 item item() references products  
310 item Field availableProducts is of type products  
311 item isEmpty() calls products getDefaultProduct() 
312 item setProduct(int) calls products getProduct(int) 
313 item getColumnString(int) calls product getName() 
314 item getNominalPrice() calls product getNominalPrice() 
315 item getOBDXString() calls product getVAT() 
316 item getPriceGross() calls product getVAT() 
317 item getProduct() returns product  
318 item getProductName() calls product getName() 
319 item getTotalGross() calls product getVAT() 
320 item isEmpty() calls product getIndexInStringArray() 
321 item saveForTransaction(int) accesses product Field id 
322 item saveForTransaction(int) references product  
323 item setProduct(product) has param product  

















Class Method Class Method 
entProvider 








references items  




































































338 itemTextList process() references items  




has param item  
341 itemTextList process() references item  





















































349 items setCurrentPrice(String) calls Messages getString(String) 
350 items setCurrentPrice(String) calls Messages getString(String) 
351 items loadFromDB(int) calls item item() 
352 items loadFromDB(int) calls item setDescription(String) 
353 items loadFromDB(int) calls item setPrice(double) 
354 items loadFromDB(int) calls item setQuantity(Double) 
355 items loadFromDB(int) calls item setProduct(int) 
































references item  




























































































4.4.2. Code Dependency Package appLayer ke Package dataLayer 
Terdapat 47 Code Dependency yang ada pada package appLayer ke package dataLayer, dependency kind 
terbanyak adalah calls dengan jumlah 45, class yang paling sering diakses adalah class DB. 





Class Method Class Method 
1 account delete()  calls DB deleteLogical(String, String, int) 
2 account save()  calls DB 
update(String, String, int, 
HashMap<String, String>) 
3 account save()  calls DB 
insert(String, HashMap<String, 
String>) 












calls DB getConnection() 
8 accountsList getImportEntries()  calls DB getConnection() 









Class Method Class Method 
10 asset delete()  calls DB deleteLogical(String, String, int) 
11 asset save()  calls DB 
insert(String, HashMap<String, 
String>) 
12 asset save()  calls DB 
update(String, String, int, 
HashMap<String, String>) 




calls DB getDBVersionString() 
15 configs readConfiguration()  calls fileUtils readFileAsString(String) 
16 configs readSettings()  calls fileUtils readFileAsString(String) 
17 contact bindToID(int)  calls DB DB.getConnection() 
18 contact delete()  calls DB deleteLogical(String, String, int) 
19 contact save()  calls DB 
insert(String, HashMap<String, 
String>) 
20 contact save()  calls DB 





calls DB getConnection() 
22 document save()  calls DB 
insertRaw(String, HashMap<String, 
String>) 













calls DB getConnection() 




calls DB getIdentifierQuote() 
27 entry insert()  calls DB getConnection() 
28 entry insert()  calls DB getLastInsertID(Statement) 










calls DB deleteLogical(String, String, int) 
























Class Method Class Method 





















tring, String, String, 
String, double)  





tring, String, String, 
String, double)  
calls HBCI execute(String) 
42 product delete()  calls DB deleteLogical(String, String, int) 
43 product save()  calls DB 
insert(String, HashMap<String, 
String>) 
44 product save()  calls DB 





calls DB getConnection() 













field hbci  
is of type 
HBCI 
 
4.4.3. Code Dependency Package appLayer ke Package appLayer.taxRelated 
Terdapat 50 Code Dependency yang ada pada package appLayer ke package appLayer.taxRelated, 
dependency kind terbanyak adalah calls dengan jumlah 26, class yang paling sering diakses adalah class tax. 





Class Method Class Method 




modify(Object, String, Object)  calls taxList getVATAtListIndex(int) 
3 client getTaxes()  calls taxList 
method 
appLayer.taxRelated.taxList.() 
4 client getTaxes()  calls taxList getTaxesFromDatabase() 
5 entry book()  calls tax getIDinList() 









Class Method Class Method 
7 entry book()  calls tax getSelectedAccount() 




getStringValue()  calls tax getDescription() 
10 entry taxColumn.getValue()  calls tax getIDinList() 
11 entry book()  calls taxList addEmptyTax() 
12 entry book()  calls taxList getDefault() 












getValue()  calls taxList getDefault() 
17 item getOBDXString()  calls tax getFactor() 
18 item getPriceGross()  calls tax getFactor() 






calls tax getDescription() 








Class Method Class Method 
22 product addPleaseSelectProduct()  calls taxList taxList() 
23 product addPleaseSelectProduct()  calls taxList getTaxesFromDatabase() 
24 product addPleaseSelectProduct()  calls taxList getDefault() 
25 product getProductsFromDB()  calls taxList getDefault() 
26 product getProductsFromDB()  calls taxList getVATByID(int) 
27 client  contains taxList  
28 product  contains tax  
29 entry 
entry(int, Date, String, Double, 
account, account, tax, String, 
String)  
has param tax  
30 entry 
entry(Date, String, Double, 
account, account, tax, String, 
String)  
has param tax  
31 entry 
assignBasicValues(Date, 
String, Double, account, 
account, tax, String, String)  
has param tax  
32 entry setVAT(tax)  has param tax  
33 entry 
taxColumn.(entry, taxList, 
String, String)  
has param taxList  
34 product 
product(products, int, tax, 
String, double)  









Class Method Class Method 
35 product setTax(tax)  has param tax  
36 client field allTaxes  is of type taxList  





Object, String, Object)  






















setValue(Object)  references tax  




























47 client getTaxes()  returns taxList  




getTaxValue()  returns tax  
50 product getVAT()  returns tax  
4.4.4. Code Dependency Package appLayer ke Package appLayer.transactionRelated 
Terdapat 34 Code Dependency yang ada pada package appLayer ke package appLayer.transactionRelated, 
dependency kind terbanyak adalah calls dengan jumlah 19, class yang diakses adalah class transaction. 


























Class Method Class Method 
3 client getTransactions()  calls transaction transactions.() 
4 entry removeFromImport(boolean)  calls transaction getNumber() 
5 entry book()  calls transaction getIDForNumber(String) 





calls transaction getItems() 




































calls transaction getIssueDate() 








Class Method Class Method 





























olderValues(item, transaction)  






calls transaction getVatList() 
22 client  contains transaction  
23 itemTableList  contains transaction  






has param transaction  

























has param transaction  
30 client field transactionController  is of type transaction  
31 itemTableList field theTransaction  is of type transaction  
32 itemTextList field theTransaction  is of type transaction  
33 entry removeFromImport(boolean)  references transaction  
34 client getTransactions()  returns transaction  
4.4.5. Code Dependency Package appLayer ke Package GUILayer 
Terdapat 7 Code Dependency yang ada pada package appLayer ke package GUILayer, dependency kind 
terbanyak adalah contains, has param dan is of type  dengan jumlah masing-masing dua, class diakses adalah 
class newTransactionSelectItemDetails. 
































































































4.5. Package appLayer.taxRelated  
Bagian ini membahas tentang dependency code antar class di package appLayer.taxRelated dan juga 
dependency code antara class di package appLayer.transactionRelated dengan class di package lain. Tabel 4. 
10 adalah dependency code antar class di package  appLayer.taxRelated. Tabel 4. 11 adalah dependency 
code package appLayer.taxRelated dengan package dataLayer. Tabel 4. 12 adalah dependency code package 
appLayer.taxRelated dengan package appLayer. 
4.5.1. Code Dependency Antar Class appLayer.taxRelated  
Terdapat 39 Code Dependency yang ada pada package appLayer.taxRelated, dependency kind terbanyak 
adalah calls dengan jumlah 17, class yang paling sering diakses adalah class tax. 





Class Method Class Method 








Class Method Class Method 
2 IRSoffices IRSoffices{...} calls IRSoffice IRSoffice(String, String) 
3 IRSoffices getIRSOffices() references IRSoffice  
4 IRSoffices getIRSOffices() returns IRSoffice  








calls IRSoffice getID() 
8 states states() calls state state(String, String, String) 
9 states states() calls state addTaxCode(String) 
10 states states() references state  
11 states getStates() returns state  
12 states Field states references state  
13 tax  contains taxList  
14 tax 
tax(taxList, int, String, 
double, account, 
account) 
has param taxList  
15 tax delete() calls taxList signalChange(tax) 
16 tax Field parent is of type taxList  









Class Method Class Method 
18 taxList getDefault() returns tax  
19 taxList getStringArray() calls tax getDescription() 
20 taxList getStringArray() references tax  
21 taxList getTaxesFromDatabase() calls tax 
tax(taxList, int, String, double, 
account, account) 
22 taxList getTaxesFromDatabase() calls tax bindToList(int) 
23 taxList getTaxesFromDatabase() calls tax setCreditTaxField(int) 
24 taxList getTaxesFromDatabase() calls tax setDebitTaxField(int) 
25 taxList getTaxesFromDatabase() calls tax setDescription(String) 
26 taxList getTaxesFromDatabase() calls tax 
setSelectedAccountCredit(boo
lean) 
27 taxList getTaxesFromDatabase() references tax  
28 taxList getVATArray() returns tax  
29 taxList getVATAtListIndex(int) returns tax  
30 taxList getVATAtListIndex(int) calls tax getIDinList() 
31 taxList getVATByID(int) returns tax  
32 taxList getVATByID(int) calls tax getID() 
33 taxList getVATs() references tax  
34 taxList signalChange(tax) has param tax  








Class Method Class Method 
















4.5.2. Code Dependency Package appLayer.taxRelated ke Package dataLayer  
Terdapat 4 Code Dependency yang ada pada package appLayer.taxRelated ke package dataLayer, 
dependency kind yang ada adalah calls, class yang paling sering diakses adalah class DB. 





Class Method Class Method 
1 tax delete() calls DB deleteLogical(String, String, int) 
2 tax save() calls DB insert(String, HashMap<String, String>) 
3 tax save() calls DB 










Class Method Class Method 
4 taxList getTaxesFromDatabase() calls DB getConnection() 
4.5.3. Code Dependency Package appLayer.taxRelated ke Package appLayer 
Terdapat 19 Code Dependency yang ada pada package appLayer.taxRelated ke package appLayer, 
dependency kind terbanyak adalah calls dengan jumlah 9, class yang paling sering diakses adalah class 
account. 









calls configs getTaxID() 
2 states states()  calls Messages getString(String) 
3 tax save()  calls account getID() 
4 tax save()  calls client getClient() 



















calls client getAccounts() 
10 tax  contains account  
11 tax 
tax(taxList, int, String, 
double, account, 
account)  








has param account  
14 tax field creditAccount  is of type account  








17 tax getCreditAccount()  returns account  





19 tax getSelectedAccount()  returns account  
4.6. Package appLayer.transactionRelated  
Bagian ini membahas tentang dependency code antar class di package appLayer.transactionRelated dan juga 
dependency code antara class di package appLayer.transactionRelated dengan class di package lain. Tabel 4. 
13 adalah dependency code antar class di package  appLayer.transactionRelated. Tabel 4. 14 adalah 
dependency code package appLayer.transactionRelated dengan package dataLayer. Tabel 4. 15 adalah 
dependency code package appLayer.transactionRelated dengan package appLayer. Tabel 4. 16 adalah 
dependency code package appLayer.transactionRelated dengan package appLayer.taxRelated. Tabel 4. 17 
adalah dependency code package appLayer.transactionRelated dengan package GUILayer. 
4.6.1 Code Dependency Antar Class appLayer.transactionRelated  
Terdapat 23 Code Dependency yang ada pada package appLayer.transactionRelated, dependency kind 
terbanyak adalah calls dengan jumlah 16, class yang paling sering diakses adalah class transaction. 





Class Method Class Method 
1 cancelation  extends transaction  








Class Method Class Method 
3 cancelation book() calls transaction getParent() 
4 cancelation book() calls transaction getPrecedingTransactionID() 
5 cancelation book() calls transaction getNumber() 
6 cancelation book() calls transaction getIssueDate() 
7 cancelation book() calls transaction getDueDate() 
8 cancelation book() calls transaction getIssueDate() 
9 cancelation book() calls transaction getTotalGross() 
10 cancelation book() references transaction  
11 cancelation getCashFlow() returns transaction Enum cashFlow 




calls transaction getPrecedingTransactionID() 
14 cancelation cancelation(transactions) has param transactions  
15 cancelation book() calls transactions load(int) 
16 cancelation book() calls transactions getCurrentTransaction() 
17 creditmemo creditmemo(transactions) has param transactions  
18 creditmemo  extends transaction  
19 creditmemo creditmemo(transactions) calls transaction transaction(transactions) 
20 creditmemo book() calls transaction getRecipient() 









Class Method Class Method 
22 creditmemo book() calls transaction getNumber() 
23 creditmemo book() calls transaction getTotalGross() 
4.6.2 Code Dependency Package appLayer.transactionRelated ke Package dataLayer  
Terdapat 20 Code Dependency yang ada pada package appLayer.transactionRelated ke package dataLayer, 
dependency kind yang ada adalah calls, class yang diakses adalah class DB. 





Class Method Class Method 
1 cancelation getOriginalTransactionsEntry()  calls DB getConnection() 
2 cancelation getType()  calls DB getDatabaseOffset() 
3 creditmemo getTodoItems()  calls DB getConnection() 
4 creditmemo getType()  calls DB getDatabaseOffset() 
5 invoice getTodoItems()  calls DB getConnection() 
6 invoice getType()  calls DB getDatabaseOffset() 
7 offer getType()  calls DB getDatabaseOffset() 








getType()  calls DB getDatabaseOffset() 
10 reminder getType()  calls DB getDatabaseOffset() 
11 transaction getNewTransactionNumber()  calls DB getConnection() 
12 transaction getNewTransactionNumber()  calls DB getIdentifierQuote() 
13 transaction save()  calls DB getConnection() 
14 transaction save()  calls DB getLastInsertID(Statement) 
15 transaction saveType()  calls DB 
update(String, String, int, 
HashMap<String, String>) 
16 transactions getIDForNumber(String)  calls DB getConnection() 
17 transactions getIDForNumber(String)  calls DB getIdentifierQuote() 
18 transactions getTransactionTypesFromDB()  calls DB getConnection() 
19 transactions getTransactionTypesFromDB()  calls DB getIdentifierQuote() 





4.6.3 Code Dependency Package appLayer.transactionRelated ke Package appLayer  
Terdapat 163 Code Dependency yang ada pada package appLayer.transactionRelated ke package appLayer, 
dependency kind terbanyak adalah calls dengan jumlah 98, class yang paling sering diakses adalah class 
account. 





Class Method Class Method 




calls client getClient() 
3 cancelation book()  calls entry entry(int) 
4 cancelation book()  calls entry getDebitAccount() 
5 cancelation book()  calls entry getCreditAccount() 
6 cancelation book()  calls entry getVAT() 
7 cancelation book()  calls entry 
entry(Date, String, Double, 
account, account, tax, 
String, String) 
8 cancelation book()  calls entry setReferToTransaction(int) 
9 cancelation book() calls entry entrybook() 








Class Method Class Method 
11 creditmemo getTodoItems()  calls account getID() 
12 creditmemo creditmemo(transactions)  calls accountsList getRevenuesAccount() 
13 creditmemo creditmemo(transactions)  calls accountsList getBankAccount() 
14 creditmemo creditmemo(transactions)  calls client getAccounts() 
15 creditmemo book()  calls client getTaxes() 
16 creditmemo getTodoItems()  calls client getClient() 
17 creditmemo book() calls contact getID() 
18 creditmemo book() calls entry 
entry(Date, String, Double, 
account, account, tax, 
String, String) 
19 creditmemo book() calls entry setReferToTransaction(int) 
20 creditmemo book() calls entry book() 
21 invoice book() calls account setReferTo(int) 
22 invoice getTodoItems()  calls account getID() 
23 invoice invoice(transactions)  calls accountsList getReceivablesAccount() 
24 invoice invoice(transactions)  calls accountsList getRevenuesAccount() 
25 invoice invoice(transactions)  calls accountsList getBankAccount() 
26 invoice book()  calls accountsList getRevenuesAccount() 
27 invoice invoice(transactions)  calls client getAccounts() 









Class Method Class Method 
29 invoice book()  calls client getAccounts() 
30 invoice getTodoItems()  calls client getClient() 
31 invoice book() calls contact getID() 
32 invoice book() calls entry 
entry.(Date, String, Double 
account, account, tax, 
String, String) 
33 invoice book() calls entry setReferToTransaction(int) 
34 invoice book() calls entry book() 
35 invoice book() calls item getTotal() 
36 invoice book() calls item getProduct() 
37 invoice book()   calls item getTotalGross() 
38 invoice book() calls product getVAT() 

















calls accountsList getPersonalDrawAccount() 








Class Method Class Method 





s)   
















book()  calls entry 
entry(Date, String, Double, 









book()  calls entry book() 





















calls client getConfigPath() 
55 transaction save()  calls client getTransactions() 
56 transaction save()  calls client getClient() 
57 transaction getFilenamePDFGPG()  calls configs getGPGPath() 
58 transaction save()  calls configs getOrganisationName() 
59 transaction save()  calls configs getTaxID() 
60 transaction save()  calls configs getAccountCode() 
61 transaction save()  calls configs getBankCode() 
62 transaction save()  calls configs getBankName() 
63 transaction save()  calls configs getHolderName() 
64 transaction transaction(transactions)  calls contact contact() 
65 transaction bindToCustomer(int)  calls contact bindToID(int) 
66 transaction cloneFrom(transaction)  calls contact getID() 
67 transaction save()  calls contact getID() 
68 transaction save() calls contact getName() 
69 transaction save()   calls contact getNumber() 
70 transaction save()   calls contact getCO() 
71 transaction save() calls contact getCountry() 








Class Method Class Method 
73 transaction save() calls contact getLocation() 
74 transaction save() calls contact getPhone() 
75 transaction save() calls contact getFax() 
76 transaction 
setTransactionAttributes(int, 
String, String, String, int, 
Date, Date, int, String)  
calls contact contact(int) 
77 transaction 
setTransactionAttributes(int, 
String, String, String, int, 
Date, Date, int, String)  
calls contact bindToID(int) 
78 transaction addItem()  calls item item() 
79 transaction getTotal()  calls item getTotal() 
80 transaction getTotalGross()  calls item getTotalGross() 
81 transaction save()  calls item saveForTransaction(int) 
82 transaction save()  calls item getOBDXString() 
83 transaction transaction(transactions)  calls item items() 
84 transaction emptyItems()  calls item emptyAllItems() 
85 transaction loadItemsFromDB()  calls item loadFromDB(int) 
















Class Method Class Method 
























calls Messages getString(String) 
95 transactions finishCurrentTransaction()  calls accountsList getEntriesFromDatabase() 
96 transactions finishCurrentTransaction()  calls client getAccounts() 




calls client getClient() 
99 creditmemo  contains account  
100 invoice  contains account  








Class Method Class Method 
ng 
102 transaction  contains contact  
103 transaction  contains items  
104 creditmemo field finishCreditAccount  is of type account  
105 creditmemo field finishDebitAccount  is of type account  
106 creditmemo field pendingCreditAccount  is of type account  
107 creditmemo field pendingDebitAccount  is of type account  
108 invoice field finishCreditAccount  is of type account  
109 invoice field finishDebitAccount  is of type account  
110 invoice field pendingCreditAccount  is of type account  
















field pendingDebitAccount  is of type account  









Class Method Class Method 
117 transaction field allItems  is of type items  
118 cancelation book()  references account  
119 cancelation book()   references entry  




121 creditmemo book() references account  
122 creditmemo book() references accountException  
123 creditmemo book() references entry  








126 invoice book() references account  
127 invoice getTodoItems()  references account  
128 invoice book() references accountException  
129 invoice book() references entry  
130 invoice book() references item  





























personalDrawingbook()  references entry  
136 transaction transaction(transactions)  references contact  
137 transaction 
setTransactionAttributes(int, 
String, String, String, int, 
Date, Date, int, String)  
references contact  
138 transaction getTotal()  references item  
139 transaction getTotalGross()  references item  
140 transaction save()  references item   
141 transaction transaction(transactions)  references items  
142 transaction addItem()  references items  
143 transaction getTotal()  references items  
144 transaction getTotalGross()  references items  




returns account  






































































returns account  
160 transaction getRecipient()  returns contact  
161 transaction addItem()  returns item  
162 transaction getAllProductsAndItems()  returns items  
163 transaction getItems()  returns items  
4.6.4 Code Dependency Package appLayer.transactionRelated ke Package appLayer.taxRelated  
Terdapat 11 Code Dependency yang ada pada package appLayer.transactionRelated ke package 
appLayer.taxRelated, dependency kind terbanyak adalah calls dengan jumlah 8, class yang paling sering 
diakses adalah class taxList. 





Class Method Class Method 
1 creditmemo book()  calls taxList taxList() 









Class Method Class Method 
3 creditmemo book() calls taxList getDefault() 
4 invoice book() calls tax getDebitAccount() 



















9 creditmemo book() references taxList  







4.6.5 Code Dependency Package appLayer.transactionRelated ke Package GUILayer 
Terdapat 1 Code Dependency yang ada pada package appLayer.transactionRelated ke package GUILayer, 
dependency kind yang ada adalah calls, class yang diakses adalah class todoWindow. 
Tabel 4. 17 Code Dependency Package appLayer.transactionRelated ke Package GUILayer 








calls todoWindow refreshToDoList() 
4.7. Package GUILayer 
Bagian ini membahas tentang dependency code antar class di package GUILayer dan juga dependency code 
antara class di package GUILayer dengan class di package lain. Tabel 4. 18 adalah dependency code antar 
class di package  GUILayer. Tabel 4. 19 adalah dependency code package GUILayer dengan package 
dataLayer. Tabel 4. 20 adalah dependency code package GUILayer dengan package appLayer. Tabel 4. 21 
adalah dependency code package GUILayer dengan package appLayer.taxRelated. Tabel 4. 22 adalah 
dependency code package GUILayer dengan package appLayer.transactionRelated. 
4.7.1 Code Dependency Antar Class GUILayer  
Terdapat 5 Code Dependency yang ada pada package GUILayer, dependency kind terbanyak adalah calls 
dengan jumlah 2, class yang paling sering diakses adalah class testResult. 





Class Method Class Method 









Class Method Class Method 
















doTest() calls testResult setFatal() 
4.7.2 Code Dependency Package GUILayer ke Package dataLayer  
Terdapat 43 Code Dependency yang ada pada package  GUILayer  ke package dataLayer, dependency kind 
terbanyak adalah calls dengan jumlah 35, class yang paling sering diakses adalah class DB. 





Class Method Class Method 
1 HSQLLockCheck doTest()  calls DB getConnection() 
2 HSQLLockCheck doTest()  calls DB getDBVersionString() 










































calls DB getConnection() 






































































































calls DB getConnection() 








Class Method Class Method 
25 tableCheck tableCheck.doTest()  calls DB getConnection() 
26 tableCheck tableCheck.doTest()  calls prepareDB prepareDB() 



















































































































43 tableCheck doTest()  references prepareDB  
4.7.3 Code Dependency Package GUILayer ke Package appLayer  
Terdapat 575 Code Dependency yang ada pada package GUILayer ke package appLayer, dependency kind 









Class Method Class Method 
1 MainWindow getVersionHistory()  accesses application field onHistory 

























calls client getClient() 

















Class Method Class Method 
11 MainWindow 
widgetDisposed(Dispo
seEvent) calls  




































































































































calls configs getTaxOfficeListIDX() 









Class Method Class Method 





























Double, tax)  
calls utils utils.round(Double, int) 




















calls account getSubAccounts() 








Class Method Class Method 






























































































ntDefinitionWindow)   













































configureShell(Shell)  calls application getAppName() 








Class Method Class Method 













































































































calls entry delete() 








calls asset getValue() 
82 assetWindow 
updateControlsFromSe
lection()   












Class Method Class Method 
84 assetWindow 
updateControlsFromSe
lection()   




































calls asset getAssetsFromDB() 













calls configs getDefaultFont() 
96 balanceWindow load(int)   calls account getAsString() 
97 balanceWindow configureShell(Shell)   calls application getAppName() 




calls configs getDefaultFont() 
100 balanceWindow 
widgetSelected(Selecti











calls configs getHolderName() 
103 balanceWindow load(int)  calls contact getName() 









calls contact getBankCode() 








Class Method Class Method 
onEvent)  
108 balanceWindow load(int) calls contact getPaymentIDForString(String) 
109 balanceWindow load(int) calls entry entry(int) 
110 balanceWindow load(int)  calls entry getReferToTransaction() 
111 balanceWindow load(int)  calls entry getValue() 










































Class Method Class Method 
onEvent)  sfer n) 
















calls configs startWithCommunity() 
125 configWindow configureShell(Shell)  calls application getAppName() 
126 configWindow test() calls client getDataPath() 
127 configWindow connectDatabase() calls configs getDatabaseType() 
128 configWindow connectDatabase() calls configs getDatabaseServer() 
129 configWindow connectDatabase()  calls configs getDatabaseName() 
130 configWindow connectDatabase()  calls configs getDatabaseDriverFileName() 
131 configWindow connectDatabase()   calls configs getDatabaseDriverName() 
132 configWindow connectDatabase()  calls configs getDatabasePassword() 




calls configs getDefaultFont() 














gFile()   





























calls configs getDatabaseDriverFileName() 













gFile()   








calls configs getCtAPI() 
148 configWindow 
selectValuesFromConfi
gFile()   
calls configs shallUseCardReaderPINPad() 
149 configWindow 
selectValuesFromConfi
gFile()   














calls configs setPrinterName(String) 
153 configWindow 
widgetSelected(Selecti
onEvent)   

































calls configs setDatabaseUser(String) 
159 configWindow 
widgetSelected(Selecti
onEvent)   















































calls configs readConfiguration() 

















calls contact getID() 

















calls contact getStreet() 
177 contactsWindow 
updateControlsFromSe
lection()   
















calls contact getFax() 
182 contactsWindow 
updateControlsFromSe
lection()   

















































calls contact setLocation(String) 
193 contactsWindow 
widgetSelected(Selecti
onEvent)   




calls contact setCO(String) 

























calls contact setRole(int) 
200 contactsWindow 
widgetSelected(Selecti
onEvent)   

















































calls contacts getContactsFromDB() 




doTest()  calls configs getDatabaseDriverName() 






calls client getTransactions() 











































































































































String, String, double) 































































































































































calls entry getColumnNames() 
























entry(Date, String, Double, 



































calls configs getDefaultFont() 








































































































































































































































































performFinish()  calls configs getSMTPPassword() 

















































































































































































Class Method Class Method 














calls client getTransactions() 




calls configs getDefaultFont() 































































calls products products() 













calls products getProductsFromDB() 
350 productsWindow getElements(Object)  calls products getProducts() 





























































































Show, account)  





Show, account)  
calls account getOpeningBalance() 








Class Method Class Method 
w.tAccount GUILayer.reportWizar
dShow.tAccount.(repor





Show, account)  




























































































reportJournal() calls entry getReference() 



































































Show, account)  





Show, account)  





Show, account)  






calls client getDataPath() 


































































calls configs getAccountCode() 





















































































calls configs readSettings() 

























Class Method Class Method 




















































































calls entry getReferToTransaction() 






calls client getClient() 
459 todoWindow 
checkTemplates(boolea
n, String, String, 
SelectionAdapter)  
calls client getDataPath() 








































calls client getTransactions() 




calls configs getOfficeApplication() 














 contains assets  

































 contains products  

























ItemDetails, products)  













Show, account)  












field allAssets  is of type assets  
486 balanceWindow field theEntry  is of type entry  















































494 ContentProvider field allProducts  is of type products  




































































































































references asset  
514 balanceWindow 
balanceWindow.load(i























references account  







































































































































































































































references item  








































































































references ts()  













Show, account)  
references entry  









Class Method Class Method 
w Show, account)  ThisAccou
ntExceptio
n 






































4.7.4 Code Dependency Package GUILayer ke Package appLayer.taxRelated   
Terdapat 71 Code Dependency yang ada pada package GUILayer ke package appLayer.taxRelated, 
dependency kind terbanyak adalah calls dengan jumlah 47, class yang paling sering diakses adalah class 
taxList. 





















calls states getStates() 
5 exportAction 
getValueForField(int, 
Double, tax)  




calls tax getCreditTaxField() 























































te)   


































































































calls tax setCreditAccount(account) 





























calls tax delete() 















































 contains taxList  
50 taxesWindow  contains taxList  
51 ContentProvider  contains taxList  
52 exportAction 
getValueForField(int, 
Double, tax)  




field taxes  is of type taxList  
54 taxesWindow field vats  is of type taxList  








references state  





























































Class Method Class Method 










references taxList  
4.7.5 Code Dependency Package GUILayer ke Package appLayer.transactionRelated 
Terdapat 100 Code Dependency yang ada pada package GUILayer ke package appLayer.transactionRelated, 
dependency kind terbanyak adalah calls dengan jumlah 80, class yang paling sering diakses adalah class 
transaction. 





Class Method Class Method 
1 balanceWindow  contains transaction  
2 balanceWindow  contains transactions  
3 balanceWindow balanceWindow()  calls transactions transactions() 
4 balanceWindow balanceWindow()  references transactions  








Class Method Class Method 

























11 balanceWindow load(int)  calls transaction 
getDebitAccountForWorkflowSte
p(int) 
12 balanceWindow load(int)  calls transaction getRecipient() 
13 balanceWindow load(int)  calls transaction getDueDate() 
14 balanceWindow load(int)  calls transaction getVatList() 
15 balanceWindow load(int)  calls transaction getCashFlow() 
16 balanceWindow load(int)  acceses transaction field NO 
17 balanceWindow load(int)  acceses transaction field RECEIVE 
18 balanceWindow load(int)  calls transactions load(int) 









Class Method Class Method 
20 balanceWindow field theTransaction  is of type transaction  







































site)   




fillTransactionChoice()  calls transaction getTypeName() 
































































































































































































calls transactions getDefaultTransaction() 
69 ContentProvider  contains transactions  








Class Method Class Method 
















































































































calls transactions load(int) 








Class Method Class Method 
































































4.8. Pembuatan Class Diagram 
Berdasarkan hasil analisa pada tahapan sebelumnya telah 
menghasilakan code dependency yang dapat digunakan untuk 
memudahkan pembuatan class diagram sesuai dengan referensi 
Tabel 2. 16. Class diagram digunakan untuk memudahkan 
perhitungan Metrik Chidamber dan Kemerer. 
 
Berdasarkan code dependency pada tabel Tabel 4. 1 sampai Tabel 4. 
22 dapat diketahui relationship antar class sesuai dengan referensi 
pada Tabel 2. 16. Tabel 4. 23 adalah pemetaan hasil dari code 
dependency  ke relationship class diagram. Hasil keseluruhan berupa 










Package Class Package Class 
1 dataLayer HBCIImporter calls dataLayer HBCI Dependencies 
2 dataLayer HBCIImporter references dataLayer HBCI Associations 
3 dataLayer HBCIImporter calls dataLayer DB Dependencies 
4 dataLayer OBDXImporter calls dataLayer Messages Dependencies 








7 dataLayer OBDXImporter calls dataLayer fileUtils Dependencies 
8 dataLayer fileImporters calls dataLayer fileUtils Dependencies 
9 dataLayer fileImporters calls dataLayer Messages Dependencies 












calls dataLayer Messages Dependencies 
14 dataLayer prepareDB calls dataLayer Messages Dependencies 
15 dataLayer prepareDB calls dataLayer DB Dependencies 






























calls dataLayer fileUtils Dependencies 
20 dataLayer DB calls appLayer configs Dependencies 
21 dataLayer HBCI calls appLayer client Dependencies 
22 dataLayer HBCI calls appLayer configs Dependencies 
23 dataLayer HBCIImporter calls appLayer client Dependencies 
24 dataLayer HBCIImporter calls appLayer configs Dependencies 
25 dataLayer OBDXImporter calls appLayer utils Dependencies 
26 dataLayer fileImporters calls appLayer client Dependencies 
27 dataLayer fileImporters calls appLayer item Dependencies 




calls appLayer client Dependencies 









Package Class Package Class 
31 dataLayer prepareDB calls appLayer application Dependencies 
32 dataLayer prepareDB calls appLayer client Dependencies 
33 dataLayer prepareDB calls appLayer configs Dependencies 




calls appLayer client Dependencies 
36 dataLayer fileImporters references appLayer item Associations 



































Package Class Package Class 
























calls GUILayer Messages Dependencies 
48 appLayer IItemListener has param appLayer product Dependencies 
49 appLayer account calls appLayer Messages Dependencies 
50 appLayer account contains appLayer accountsList Associations 
51 appLayer account has param appLayer accountsList Dependencies 
52 appLayer account calls appLayer accountsList Dependencies 
53 appLayer account is of type appLayer accountsList Associations 
















Package Class Package Class 












59 appLayer account has param appLayer entry Dependencies 
60 appLayer account references appLayer entry Associations 
61 appLayer account calls appLayer entry Dependencies 
62 appLayer account references appLayer entry Associations 
63 appLayer account calls appLayer client Dependencies 





65 appLayer accountsList calls appLayer Messages Dependencies 






















Package Class Package Class 





70 appLayer accountsList calls appLayer client Dependencies 
71 appLayer accountsList references appLayer account Associations 
72 appLayer accountsList calls appLayer account Dependencies 
73 appLayer accountsList returns appLayer account Dependencies 
74 appLayer accountsList has param appLayer account Dependencies 
75 appLayer accountsList calls appLayer entry Dependencies 
76 appLayer accountsList references appLayer entry Associations 
77 appLayer accountsList returns appLayer entry Dependencies 
78 appLayer application calls appLayer Messages Dependencies 
79 appLayer asset contains appLayer assets Associations 
80 appLayer asset has param appLayer assets Dependencies 
81 appLayer asset calls appLayer assets Dependencies 
82 appLayer asset is of type appLayer assets Associations 
83 appLayer assets references appLayer asset Associations 
84 appLayer assets has param appLayer asset Dependencies 
85 appLayer asset calls appLayer client Dependencies 
86 appLayer assets calls appLayer Messages Dependencies 
87 appLayer assets references appLayer asset Associations 



















































































calls appLayer client Dependencies 
103 appLayer client contains appLayer documents Associations 
104 appLayer client is of type appLayer documents Associations 
105 appLayer client returns appLayer documents Dependencies 
106 appLayer client calls appLayer documents Dependencies 
107 appLayer client contains appLayer accountsList Associations 
108 appLayer client is of type appLayer accountsList Associations 
109 appLayer client returns appLayer accountsList Dependencies 
110 appLayer client calls appLayer accountsList Dependencies 
111 appLayer configs calls appLayer Messages Dependencies 
112 appLayer configs calls appLayer client Dependencies 
113 appLayer contact calls appLayer client Dependencies 
114 appLayer contact contains appLayer contacts Associations 
115 appLayer contact has param appLayer contacts Dependencies 









Package Class Package Class 
117 appLayer contact is of type appLayer contacts Associations 
118 appLayer contact calls appLayer contacts Dependencies 
119 appLayer contacts calls appLayer client Dependencies 
120 appLayer contacts calls appLayer Messages Dependencies 


















125 appLayer contacts references appLayer contact Associations 
126 appLayer contacts calls appLayer contact Dependencies 
127 appLayer contacts has param appLayer contact Dependencies 





129 appLayer document calls appLayer Messages Dependencies 
130 appLayer document contains appLayer documents Associations 









Package Class Package Class 
132 appLayer document is of type appLayer documents Associations 
133 appLayer documents calls appLayer client Dependencies 
134 appLayer documents references appLayer document Associations 
135 appLayer documents returns appLayer document Dependencies 
136 appLayer documents calls appLayer document Dependencies 
137 appLayer documents returns appLayer document Dependencies 
138 appLayer item calls appLayer Messages Dependencies 
139 appLayer item calls appLayer utils Dependencies 












143 appLayer item contains appLayer products Associations 
144 appLayer item calls appLayer products Dependencies 
145 appLayer item references appLayer products Associations 
146 appLayer item is of type appLayer products Associations 
147 appLayer item calls appLayer product Dependencies 
148 appLayer item returns appLayer product Dependencies 
149 appLayer item calls appLayer product Dependencies 









Package Class Package Class 
151 appLayer item references appLayer product Associations 
152 appLayer item has param appLayer product Dependencies 




















157 appLayer itemTableList references appLayer items Associations 
158 appLayer itemTableList calls appLayer Messages Dependencies 
159 appLayer itemTableList references appLayer item Associations 


















Package Class Package Class 
Manager 








165 appLayer itemTextList references appLayer items Associations 
166 appLayer itemTextList calls appLayer Messages Dependencies 
167 appLayer itemTextList has param appLayer item Dependencies 
168 appLayer itemTextList references appLayer item Associations 





















174 appLayer items calls appLayer Messages Dependencies 
175 appLayer items calls appLayer Messages Dependencies 









Package Class Package Class 
177 appLayer items references appLayer item Associations 















181 appLayer moneyTransfer calls appLayer contact Dependencies 
182 appLayer moneyTransfer calls appLayer configs Dependencies 
183 appLayer moneyTransfer calls appLayer configs Dependencies 
184 appLayer moneyTransfer calls appLayer Messages Dependencies 
185 appLayer account calls dataLayer DB Dependencies 
186 appLayer accountsList calls dataLayer DB Dependencies 
187 appLayer asset calls dataLayer DB Dependencies 
188 appLayer configs calls dataLayer DB Dependencies 
189 appLayer configs calls dataLayer fileUtils Dependencies 
190 appLayer contact calls dataLayer DB Dependencies 
191 appLayer document calls dataLayer DB Dependencies 
192 appLayer entry calls dataLayer DB Dependencies 









Package Class Package Class 
194 appLayer items calls dataLayer DB Dependencies 
195 appLayer moneyTransfer calls dataLayer HBCI Dependencies 
196 appLayer product calls dataLayer DB Dependencies 
197 appLayer moneyTransfer contains dataLayer HBCI Associations 
198 appLayer moneyTransfer is of type dataLayer HBCI Associations 


















































Package Class Package Class 





























































Package Class Package Class 
Related 






























227 appLayer moneyTransfer acceses GUILayer transaction Dependencies 
228 appLayer client calls GUILayer transaction Dependencies 
229 appLayer entry calls GUILayer transaction Dependencies 
230 appLayer itemTableList calls GUILayer transaction Dependencies 
231 appLayer itemTextList calls GUILayer transaction Dependencies 













Package Class Package Class 
234 appLayer client contains GUILayer transaction Dependencies 
235 appLayer itemTableList contains GUILayer transaction Dependencies 
236 appLayer itemTableList has param GUILayer transaction Dependencies 
237 appLayer itemTextList has param GUILayer transaction Dependencies 




has param GUILayer transaction Dependencies 
240 appLayer client is of type GUILayer transaction Associations 
241 appLayer itemTableList is of type GUILayer transaction Associations 
242 appLayer itemTextList is of type GUILayer transaction Associations 
243 appLayer entry references GUILayer transaction Associations 
244 appLayer client returns GUILayer transaction Dependencies 

































































































































































































































































tax calls appLayer account Dependencies 






































































































































































































































creditmemo calls appLayer client Dependencies 



















































































































































transaction calls appLayer Messages Dependencies 

























































































































































invoice references appLayer item Associations 



























































































































































































transactions calls GUILayer todoWindow Dependencies 








388 GUILayer HSQLLockCheck returns GUILayer testResult Dependencies 
389 GUILayer HSQLLockCheck calls GUILayer testResult Dependencies 
390 GUILayer HSQLLockCheck calls dataLayer DB Dependencies 
391 GUILayer MainWindow calls dataLayer DB Dependencies 
392 GUILayer aboutWindow calls dataLayer DB Dependencies 
393 GUILayer configWindow calls dataLayer fileUtils Dependencies 
394 GUILayer contactsWindow calls dataLayer DB Dependencies 




































calls dataLayer DB Dependencies 
401 GUILayer productsWindow calls dataLayer DB Dependencies 
402 GUILayer settingsWindow calls dataLayer HBCI Dependencies 
403 GUILayer tableCheck calls dataLayer DB Dependencies 
404 GUILayer tableCheck calls dataLayer prepareDB Dependencies 
405 GUILayer taxesWindow calls dataLayer DB Dependencies 








calls dataLayer DB Dependencies 






















































417 GUILayer tableCheck references dataLayer prepareDB Associations 
418 GUILayer MainWindow accesses appLayer application Dependencies 
419 GUILayer HSQLLockCheck calls appLayer client Dependencies 
420 GUILayer MainWindow calls appLayer application Dependencies 
421 GUILayer MainWindow calls appLayer client Dependencies 
422 GUILayer MainWindow calls appLayer configs Dependencies 




424 GUILayer OOoCheck calls appLayer configs Dependencies 

































calls appLayer utils Dependencies 
432 GUILayer aboutWindow calls appLayer application Dependencies 
























calls appLayer accountsList Dependencies 




































calls appLayer entry Dependencies 
446 GUILayer assetWindow calls appLayer application Dependencies 
447 GUILayer assetWindow calls appLayer asset Dependencies 
448 GUILayer assetWindow calls appLayer configs Dependencies 
449 GUILayer balanceWindow calls appLayer account Dependencies 
450 GUILayer balanceWindow calls appLayer application Dependencies 
451 GUILayer balanceWindow calls appLayer client Dependencies 
452 GUILayer balanceWindow calls appLayer configs Dependencies 
453 GUILayer balanceWindow calls appLayer contact Dependencies 
454 GUILayer balanceWindow calls appLayer entry Dependencies 





















calls appLayer configs Dependencies 
459 GUILayer configWindow calls appLayer application Dependencies 
460 GUILayer configWindow calls appLayer client Dependencies 
461 GUILayer configWindow calls appLayer configs Dependencies 
462 GUILayer configWindow calls appLayer configs Dependencies 




464 GUILayer contactsWindow calls appLayer application Dependencies 
465 GUILayer contactsWindow calls appLayer client Dependencies 
466 GUILayer contactsWindow calls appLayer configs Dependencies 
467 GUILayer contactsWindow calls appLayer contact Dependencies 




calls appLayer configs Dependencies 
470 GUILayer designerWindow calls appLayer application Dependencies 
471 GUILayer designerWindow calls appLayer client Dependencies 
472 GUILayer designerWindow calls appLayer configs Dependencies 


















































































































































































calls appLayer itemTextList Dependencies 

























calls appLayer document Dependencies 
512 GUILayer numbersWindow calls appLayer application Dependencies 
513 GUILayer numbersWindow calls appLayer client Dependencies 
514 GUILayer passwordDialog calls appLayer configs Dependencies 
515 GUILayer productsWindow calls appLayer application Dependencies 
516 GUILayer productsWindow calls appLayer client Dependencies 
517 GUILayer productsWindow calls appLayer configs Dependencies 
518 GUILayer productsWindow calls appLayer product Dependencies 
519 GUILayer productsWindow calls appLayer products Dependencies 
520 GUILayer productsWindow calls appLayer accountsList Dependencies 




calls appLayer accountsList Dependencies 


















































calls appLayer client Dependencies 
534 GUILayer settingsWindow calls appLayer application Dependencies 









Package Class Package Class 
536 GUILayer tableCheck calls appLayer client Dependencies 
537 GUILayer taxesWindow calls appLayer account Dependencies 
538 GUILayer taxesWindow calls appLayer accountsList Dependencies 
539 GUILayer taxesWindow calls appLayer application Dependencies 
540 GUILayer taxesWindow calls appLayer client Dependencies 
541 GUILayer taxesWindow calls appLayer configs Dependencies 
542 GUILayer taxesWindow calls appLayer utils Dependencies 
















calls appLayer entry Dependencies 
548 GUILayer todoWindow calls appLayer application Dependencies 
549 GUILayer todoWindow calls appLayer client Dependencies 




calls appLayer client Dependencies 
552 GUILayer viewerWindow calls appLayer application Dependencies 




















contains appLayer assets Associations 











































































is of type appLayer assets Associations 















































579 GUILayer ContentProvider is of type appLayer products Associations 
580 GUILayer tAccount is of type appLayer account Associations 























































references appLayer entry Associations 
591 GUILayer assetWindow references appLayer asset Associations 





593 GUILayer balanceWindow references appLayer account Associations 
594 GUILayer balanceWindow references appLayer entry Associations 








597 GUILayer contactsWindow references appLayer contact Associations 
598 GUILayer contactsWindow references appLayer contacts Associations 







references appLayer document Associations 

















































































































references appLayer itemTextList Associations 














references appLayer document Associations 













































Package Class Package Class 
























































Package Class Package Class 
Related 





























































Package Class Package Class 


























































Package Class Package Class 















































Package Class Package Class 
ted 


























































































































Package Class Package Class 

















































































































































Setelah melakukan pemetaan antara code dependency dan relationship pada class diagram, tahapan 
selanjutnya adalah membuat class diagram. Class diagram terdapat pada Gambar 4. 10 sampai 






Gambar 4. 1 adalah class diagram pada package dataLayer, terdapat  relasi dependencies relationship 
dan nesting relationship. 
 
 






Error! Reference source not found. adalah class diagram pada package appLayer, terdapat  relasi 
ssociation relationship, generalization relationship dan realization relationship. Dependencies 
relationship package appLayer dapat dilihat pada Gambar 4. 13. 
 
 




















Gambar 4. 12 adalah class diagram pada package appLayer, terdapat  relasi association relationship, 
generalization relationship dan realization relationship. Dependencies relationship package appLayer 
dapat dilihat pada Gambar 4. 13. 
 




























Gambar 4. 14 adalah class diagram pada package appLayer.taxRelated, terdapat  relasi association 
relationship, dependencies relationship dan generalization relationship. 
 
 











Gambar 4. 15 adalah class diagram pada package appLayer.transactionRelated, terdapat  relasi 
association relationship, dependencies relationship dan generalization relationship. 
 
 















Gambar 4. 16 adalah class diagram pada package GUILayer, terdapat  relasi association relationship, 
dependencies relationship dan nesting relationship. 
 
 




Gambar 4. 17 adalah class diagram pada package GUILayer, terdapat  relasi association relationship, 
dependencies relationship dan nesting relationship. 
 
 





Gambar 4. 18 adalah class diagram pada package GUILayer, terdapat  relasi association relationship, 
dependencies relationship dan nesting relationship. 
 
 

















Bab ini menjelaskan tentang tahap implementasi yang 
dilakukan pada tugas akhir ini. Tahapan ini berisi perhitungan 
Metrik Chidamber dan Kemerer yang meliputi perhitungan 
WMC, perhitungan DIT, perhitungan NOC, perhitungan RFC, 
perhitungan CBO, dan perhitungan LCOM. 
 
Code dependency  dan class diagram menjadi bahan dalam 
melakukan perhitungan Metrik Chidamber dan Kemerer. 
Terdapat enam metrik yang diukur yaitu Weighted Method per 
Class (WMC), Depth of Inheritance Tree (DIT), Number OF 
Children (NOC), Response For a Class (RFC), Coupling 
Between Object Classes (CBO) dan Lack of Cohesion Method 
(LCOM). 
5.1. Weighted Method per Class (WMC) 
Metrik Weighted Method per Class adalah jumlah semua 
method dan jumlah decision points  (if/for/while) pada suatu 
class. 
 
Contoh perhitungan Metrik WMC ada pada Gambar 5. 1 dan 
Gambar 5. 2. Gambar 5. 1menjelaskan bahwa Class 
contentBookingProvider mempunyai nilai Metrik WMC tujuh 






Gambar 5. 1 Source Code Contoh Metrik WMC (Class 
contentBookingProvider) 
Pada Gambar 5. 2 terdapat contoh code yang memiliki 
decision point. Gambar 5. 2 menjelaskan bahwa 
HBCIcallbackdialog mempunyai nilai WMC empat, terdapat 
satu methods yaitu callback dan tiga decision point yaitu 




Gambar 5. 2 Souce Code Metrik WMC (Class HBCIcallbackDialog) 





5.1.1. Nilai Metrik WMC Package dataLayer 
Tabel 5. 1 merupakan hasil perhitungan nilai Metrik WMC 
pada package dataLayer.  
Tabel 5. 1 Nilai Metrik WMC Package dataLayer 
No Class name Nilai WMC 
1 DB 37 
2 HBCI 26 
3 HBCIImporter 7 
4 Messages 4 
5 OBDXImporter 31 
6 fileImporters 22 
7 fileUtils 18 
8 gnuPG 32 
9 ProcessStreamReader 6 
10 invalidImportFormatException 1 
11 moneyplexImporter 22 
12 prematureException 1 
13 prepareDB 28 
14 starmoneyImporter 17 
Total 252 
 
Nilai WMC yang ada pada Tabel 5. 1 berada di range hijau 
atau good berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan package dataLayer mempunyai understanbility, 
maintainability dan replaceability yang bagus berdasarkan 
referensi Tabel 2. 11. 
5.1.2. Nilai Metrik WMC Package appLayer  
Tabel 5. 2 merupakan hasil perhitungan nilai Metrik WMC 
pada package appLayer. 
Tabel 5. 2 Nilai Metrik WMC Package appLayer 
No Class name Nilai WMC 
1 AccountNotFoundException 1 
2 IItemListener 0 




No Class name Nilai WMC 
4 Messages 4 
5 PaymentMethodNotFoundException 1 
6 RoleNotFoundException 1 
7 account 48 
8 accountException 1 
9 accountsList 69 
10 application 7 
11 asset 19 
12 assets 8 
13 bookingCellModifier 13 
14 bookingContentProvider 7 
15 bookingLabelProvider 7 
16 client 18 
17 configs 222 
18 contact 42 
19 contacts 17 
20 contextComposite 3 
21 document 39 
22 documents 18 
23 elementNotFoundException 1 
24 entry 132 
33 AccountNotFoundException 16 
34 IItemListener 20 
35 IcontextProvider 1 
36 Messages 10 
37 PaymentMethodNotFoundException 14 
38 RoleNotFoundException 8 
39 account 13 
40 accountException 1 
41 entryNotInThisAccountException 1 
42 item 46 
43 itemTableList 34 
44 itemTextList 16 
45 items 15 
33 moneyTransfer 7 




No Class name Nilai WMC 
35 placeholderManager 4 
36 product 15 
37 products 18 
38 transactionContentProvider 12 
39 typeNotFoundException 1 
40 utils 5 
Total 938 
 
Keseluruhan nilai WMC yang ada pada Tabel 5. 2 berada di 
range hijau atau good namun, terdapat satu class yaitu class 
accountsList berada pada range kuning atau medium dan 
terdapat dua class yaitu class configs dan entry berada pada 
range merah atau bad, berdasarkan referensi dari  Tabel 2. 4. 
Hal ini menunjukkan keseluruhan package dataLayer 
mempunyai understanbility, maintainability dan replaceability 
yang bagus berdasarkan referensi Tabel 2. 11. 
5.1.3. Nilai Metrik WMC Package appLayer.taxRelated  
Tabel 5. 3 merupakan hasil perhitungan nilai Metrik WMC 
pada package appLayer.taxRelated. 
Tabel 5. 3 Nilai Metrik WMC Package appLayer.taxRelated 
No Class name Nilai WMC 
1 IRSoffice 3 
2 IRSoffices 3 
3 state 10 
4 states 3 
5 tax 26 
6 taxList 28 
7 taxNotFoundException 1 
Total 74 
 
Nilai WMC yang ada pada Tabel 5. 3 berada di range hijau 
atau good berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan package dataLayer mempunyai understanbility, 
maintainability dan replaceability yang bagus berdasarkan 




5.1.4. Nilai Metrik WMC Package 
appLayer.transactionRelated  
Tabel 5. 4 merupakan hasil perhitungan nilai Metrik WMC 
pada package appLayer.transactionRelated. 
Tabel 5. 4 Nilai Metrik WMC Package appLayer.transactionRelated 
No Class name Nilai  WMC 
1 cancelation 11 
2 creditmemo 17 
3 invoice 24 
4 offer 9 
5 personalDrawing 17 
6 reminder 9 
7 transaction 74 
8 transactionTypeNotFoundException 1 
9 transactions 25 
Total 187 
 
Keseluruhan nilai WMC yang ada pada Tabel 5. 4 berada di 
range hijau atau good namun, terdapat satu class yaitu class 
transaction berada pada range kuning atau kategori medium 
berdasarkan referensi dari  Tabel 2. 4. Hal ini menunjukkan 
keseluruhan package dataLayer mempunyai understanbility, 
maintainability dan replaceability yang bagus berdasarkan 
referensi Tabel 2. 11. 
5.1.5. Nilai Metrik WMC Package GUILayer 
Tabel 5. 5 merupakan hasil perhitungan nilai Metrik WMC 
pada package GUILayer. 
Tabel 5. 5 Nilai Metrik WMC Package GUILayer 
No Class name Nilai WMC 
1 CComboBoxCellEditor 12 
2 HBCIcallbackDialog 4 
3 HSQLLockCheck 8 
4 MainWindow 20 




No Class name Nilai WMC 
6 OOoCheck 8 
7 TimeCellEditor 12 
8 VATannouncementWindow 15 
9 aboutWindow 19 
10 accountDefinitionWindow 15 
11 ContentProvider 5 
12 accountSelectionChangedListener 2 
13 accountingEditWindow 19 
14 assetWindow 13 
15 ContentProvider 4 
16 assetSelectionChangedListener 2 
17 balanceWindow 17 
18 browserWindow 10 
19 communityWindow 11 
20 configWindow 54 
21 contactsWindow 24 
22 ContentProvider 4 
23 contactSelectionChangedListener 2 
24 databaseConnectivityTest 3 
25 databaseDriverNameTestCase 3 
26 designerWindow 21 
27 documentsWindow 10 
28 documentCellModifier 5 
29 documentLabelProvider 4 
30 documentsList 1 
31 entryDetailWindow 10 
32 mainDirTestCase 3 
33 newAccountingWizard 8 
34 newAccountingWizardAdd 13 
35 entryList 1 
36 newAccountingWizardImport 15 
37 newManualAccountingWizard 3 
38 newTransactionSelectItemDetails 10 
39 newTransactionSelectTransactionDetails 13 
40 entryList 1 
41 transactionCellModifier 10 
42 transactionLabelProvider 3 




No Class name Nilai WMC 
44 mailAuthenticator 2 
45 mailThread 7 
46 newTransactionWizardPreview 26 
47 newTransactionWizardPrintAndSave 10 
48 numbersWindow 12 
49 ContentProvider 4 
50 transactionSelectionChangedListener 2 
51 passwordDialog 7 
52 productsWindow 18 
53 ContentProvider 4 
54 productSelectionChangedListener 2 
55 reportWizard 8 
56 reportWizardSelect 5 
57 reportWizardShow 27 
58 tAccount 33 
59 tAccountLine 3 
60 selectionAdapterWithParent 3 
61 settingsWindow 20 
62 standardPositiveTestResult 1 
63 tableCheck 5 
64 tableWindow 0 
65 taxesWindow 17 
66 ContentProvider 4 
67 taxSelectionChangedListener 2 
68 templateCheck 5 
69 testCase 11 
70 testResult 5 
71 testTest 2 
72 timetrackerImportWindow 8 
73 todoBalanceSelectionAdapter 10 
74 todoWindow 42 
75 transactionSelectionAdapter 2 
76 viewerWindow 11 






Keseluruhan nilai WMC yang ada pada Tabel 5. 5 berada di 
range hijau atau good namun, terdapat satu class yaitu class 
configWindowberada pada range kuning atau kategori 
medium berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan keseluruhan package dataLayer mempunyai 
understanbility, maintainability dan replaceability yang bagus 
berdasarkan referensi Tabel 2. 11. 
5.1.6. Nilai Averange Metrik WMC 
Nilai Averange Metrik WMC didapatkan dengan menjumlah 
semua nilai Metrik WMC dan dibagi dengan jumlah semua 
class. Perhitungan Averange nilai Metrik WMC terdapat pada 
Tabel 5. 6 Nilai Averange Metrik WMC.  
Tabel 5. 6 Nilai Averange Metrik WMC 
Package Jumlah Kelas Nilai WMC 
GUILayer 77 767 
appLayer 45 938 
appLayer.taxRelated 7 74 
appLayer.transactionRelated 9 187 
dataLayer 14 252 
Total 152 1565 
Average WMC 
  
∑   
∑      
  
       
 
Hasil perhitungan pada Tabel 5. 6 menunjukkan bahwa 
keseluruhan nilai Metrik WMC pada Software Accounting  
XYZ terletak pada range hijau atau good berdasarkan 
referensi dari  Tabel 2. 4. Hal ini menunjukkan package 
dataLayer mempunyai understanbility, maintainability dan 




5.2. Depth of Inheritance Tree (DIT)  
Depth of Inheritance Tree metric berasal dari inheritance tree 
yang berisi class dengan menentukan panjang path dari class 
kepada root (yaitu, java.lang), java.lang dianggap selalu 0.  
 
Kedalaman dari class dalam hierarkhi inheritance adalah 
panjang maksimum dari node-node class ke root dari tree dan 
diukur oleh jumlah dari induk class. adapun contohnya 
dijelaskan pada Gambar 5. 3 bahwa class items extends 
terhadap class transactionContentProvider. Pada Gambar 5. 4 
terdapat class diagram dari class items dan class 




Gambar 5. 3 Source Code Contoh Metrik DIT (Class items) 
Class items diturunkan dari class transactionContentProvider 




Gambar 5. 4 Class Diagram contoh Metrik DIT (Class items) 





Nilai Metrik DIT untuk class items adalah 2 karena class 
items merupakan root yang menjadi turunan ke-2 dari leaves, 
nilai Metrik DIT class transaction Content Provider adalah 1 
karena class tersebut merupakan turunan dari class object 
(java.lang) dan class object mempunyai nilai Metrik DIT 0 
karena class tersebut merupakan leaves (superclass). 
Gambar 5. 5 Class Diagram contoh Metrik DIT 
Contoh Perhitungan averange Metrik DIT pada class diagram 
yang digambarkan pada Gambar 5. 5 didapatkan dengan 
menggunakan rumus pada persamaan 5.1 [30]. 
 
       
(    )  (    )  (    )   
∑ 
 
Contoh Perhitungan averange Metrik DIT dari persamaan 5.1 
menghasilkan nilai 1,57 sesuai dengan perhitungan pada 





       
(   ) (   ) (   )
 
      
Gambar 5. 6 Contoh Perhitungan Averange Metrik DIT 
5.2.1. Nilai Metrik DIT Package dataLayer  
Tabel 5. 7 merupakan hasil perhitungan nilai Metrik DIT pada 
package dataLayer. Inheritence tree sebagai pedoman 
perhitungan DIT dapat dilihat pada LAMPIRAN B – 
Generaization (Inheritance) Relationship. 
Tabel 5. 7 Nilai Metrik DIT Package dataLayer 
No Nama Class 
Nilai 
DIT 
1 DB 1 
2 HBCI 1 
3 HBCIImporter 1 
4 Messages 1 
5 OBDXImporter 1 
6 fileImporters 1 
7 fileUtils 1 
8 gnuPG 1 
9 ProcessStreamReader 1 
10 invalidImportFormatException 1 
11 moneyplexImporter 1 
12 prematureException 1 
13 prepareDB 1 
14 starmoneyImporter 1 
 
Nilai DIT yang ada pada Tabel 5. 7 berada di range hijau atau 
good  berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan keseluruhan package dataLayer mempunyai 
efficiency, understanbility, maintainability dan replaceability 
yang bagus berdasarkan referensi Tabel 2. 11. 
5.2.2. Nilai Metrik DIT Package appLayer  
Tabel 5. 8 merupakan hasil perhitungan nilai Metrik DIT pada 




perhitungan DIT dapat dilihat pada LAMPIRAN B – 
Generaization (Inheritance) Relationship. 
Tabel 5. 8 Nilai Metrik DIT Package appLayer 
No Nama Class Nilai DIT 
1 AccountNotFoundException 1 
2 IItemListener 0 
3 IcontextProvider 0 
4 Messages 1 
5 PaymentMethodNotFoundException 1 
6 RoleNotFoundException 1 
7 account 1 
8 accountException 1 
9 accountsList 1 
10 application 1 
11 asset 1 
12 assets 1 
13 bookingCellModifier 1 
14 bookingContentProvider 1 
15 bookingLabelProvider 1 
16 client 1 
17 configs 1 
18 contact 1 
19 contacts 1 
20 contextComposite 1 
21 document 1 
22 documents 1 
23 elementNotFoundException 1 
24 entry 1 
25 accountColumn 2 
26 column 1 
27 columnNotFoundException 1 
28 dateColumn 2 
29 doubleColumn 2 
30 referenceColumn 2 
31 taxColumn 2 




No Nama Class Nilai DIT 
33 entryNotInThisAccountException 1 
34 item 1 
35 itemTableList 1 
36 itemTextList 1 
37 items 2 
38 moneyTransfer 1 
39 pageActivator 1 
40 placeholderManager 1 
41 product 1 
42 products 1 
43 transactionContentProvider 1 
44 typeNotFoundException 1 
45 utils 1 
Total 49 
 
Nilai DIT yang ada pada Tabel 5. 8 berada di range hijau atau 
good  berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan keseluruhan package appLayer mempunyai 
efficiency, understanbility, maintainability dan replaceability 
yang bagus berdasarkan referensi Tabel 2. 11. 
5.2.3. Nilai Metrik DIT Package appLayer.taxRelated  
Tabel 5. 9 merupakan hasil perhitungan nilai Metrik DIT pada 
package appLayer.taxRelated. Inheritence tree sebagai 
pedoman perhitungan DIT dapat dilihat pada LAMPIRAN B – 
Generaization (Inheritance) Relationship. 
Tabel 5. 9 Nilai Metrik DIT Package appLayer 
No Nama Class Nilai DIT 
1 IRSoffice 1 
2 IRSoffices 1 
3 state 1 
4 states 1 
5 tax 1 
6 taxList 1 




No Nama Class Nilai DIT 
Total 7 
 
Nilai DIT yang ada pada Tabel 5. 9 berada di range hijau atau 
good  berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan keseluruhan package appLayer.taxRelated 
mempunyai efficiency, understanbility, maintainability dan 
replaceability yang bagus berdasarkan referensi Tabel 2. 11. 
5.2.4. Nilai Metrik DIT Package 
appLayer.transactionRelated  
Tabel 5. 10 merupakan hasil perhitungan nilai Metrik DIT 
pada package appLayer.transaxtionRelated. Inheritence tree 
sebagai pedoman perhitungan DIT dapat dilihat pada 
LAMPIRAN B – Generaization (Inheritance) Relationship. 
Tabel 5. 10 Nilai Metrik DIT Package appLayer 
No Nama Class Nilai DIT 
1 cancelation 2 
2 creditmemo 2 
3 invoice 2 
4 offer 2 
5 personalDrawing 2 
6 reminder 2 
7 transaction 1 
8 transactionTypeNotFoundException 1 
9 transactions 1 
Total 15 
 
Nilai DIT yang ada pada Tabel 5. 10 berada di range hijau 
atau good  berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan keseluruhan package 
appLayer.transactionRelated mempunyai efficiency, 
understanbility, maintainability dan replaceability yang bagus 




5.2.5. Nilai Metrik DIT Package GUILayer  
Tabel 5. 11 merupakan hasil perhitungan nilai Metrik DIT 
pada package GUILayer. Inheritence tree sebagai pedoman 
perhitungan DIT dapat dilihat pada LAMPIRAN B – 
Generaization (Inheritance) Relationship. 
Tabel 5. 11 Nilai Metrik DIT Package GUILayer 
No Nama Class Nilai DIT 
1 CComboBoxCellEditor 1 
2 HBCIcallbackDialog 1 
3 HSQLLockCheck 2 
4 MainWindow 1 
5 Messages 1 
6 OOoCheck 2 
7 TimeCellEditor 1 
8 VATannouncementWindow 1 
9 aboutWindow 1 
10 accountDefinitionWindow 1 
11 ContentProvider 1 
12 accountSelectionChangedListener 1 
13 accountingEditWindow 1 
14 assetWindow 1 
15 ContentProvider 1 
16 assetSelectionChangedListener 1 
17 balanceWindow 1 
18 browserWindow 1 
19 communityWindow 1 
20 configWindow 1 
21 contactsWindow 1 
22 ContentProvider 1 
23 contactSelectionChangedListener 1 
24 databaseConnectivityTest 2 
25 databaseDriverNameTestCase 2 
26 designerWindow 1 
27 documentsWindow 1 
28 documentCellModifier 1 
29 documentLabelProvider 1 




No Nama Class Nilai DIT 
31 entryDetailWindow 1 
32 mainDirTestCase 2 
33 newAccountingWizard 1 
34 newAccountingWizardAdd 1 
35 entryList 1 
36 newAccountingWizardImport 1 
37 newManualAccountingWizard 1 
38 newTransactionSelectItemDetails 1 
39 newTransactionSelectTransactionDetails 1 
40 entryList 1 
41 transactionCellModifier 1 
42 transactionLabelProvider 1 
43 newTransactionWizard 1 
44 mailAuthenticator 1 
45 mailThread 1 
46 newTransactionWizardPreview 1 
47 newTransactionWizardPrintAndSave 1 
48 numbersWindow 1 
49 ContentProvider 1 
50 transactionSelectionChangedListener 1 
51 passwordDialog 1 
52 productsWindow 1 
53 ContentProvider 1 
54 productSelectionChangedListener 1 
55 reportWizard 1 
56 reportWizardSelect 1 
57 reportWizardShow 1 
58 tAccount 1 
59 tAccountLine 1 
60 selectionAdapterWithParent 1 
61 settingsWindow 1 
62 standardPositiveTestResult 2 
63 tableCheck 2 
64 tableWindow 0 
65 taxesWindow 1 
66 ContentProvider 1 
67 taxSelectionChangedListener 1 




No Nama Class Nilai DIT 
69 testCase 1 
70 testResult 1 
71 testTest 2 
72 timetrackerImportWindow 1 
73 todoBalanceSelectionAdapter 1 
74 todoWindow 1 
75 transactionSelectionAdapter 1 
76 viewerWindow 1 
77 warningFocusAdapter 1 
Total 86 
 
Keseluruhan nilai DIT yang ada pada Tabel 5. 11 berada di 
range hijau atau good  berdasarkan referensi dari  Tabel 2. 4. 
Hal ini menunjukkan keseluruhan package GUILayer 
mempunyai efficiency, understanbility, maintainability dan 
replaceability yang bagus berdasarkan referensi Tabel 2. 11. 
5.2.6. Nilai Averange Metrik DIT 
Nilai Averange Metrik Metrik DIT didapatkan dengan 
menjumlah semua nilai Metrik DIT dan dibagi dengan jumlah 
semua class. Perhitungan Averange nilai Metrik DIT terdapat 
pada  
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Gambar 5. 7 Averange Metrik DIT 
Hasil perhitungan pada Gambar 5. 7 menunjukkan bahwa nilai 
Metrik DIT pada Software Accounting  XYZ terletak pada 
range hijau atau good berdasarkan referensi dari  Tabel 2. 4. 
Hal ini menunjukkan package dataLayer mempunyai 
efficiency, understanbility, maintainability dan replaceability 




5.3. Number OF Children (NOC)  
Number of children adalah jumlah subclass yang 
memperpanjang kelas. Number of children adalah jumlah dari 
subclass yang berdekatan dibawah subordinate sebuah class 
dalam hierarkhi, adalah jumlah dari turunan langsung untuk 
sebuah class. 
 
Class Transaction memiliki nilai Metrik NOC 6, class 
transaction mempunyai enam subclass yaitu class cancelation, 
class invoice, class reminder, class offer, class creditMemo, 
dan class personalDrawing. 
 
 




5.3.1. Nilai Metrik NOC Package dataLayer  
Tabel 5. 12 merupakan hasil perhitungan nilai Metrik NOC 
pada package dataLayer. 
Tabel 5. 12 Nilai Metrik NOC Package dataLayer 
No Nama Class Nilai NOC 
1 DB 0 
2 HBCI 0 
3 HBCIImporter 0 
4 Messages 0 
5 OBDXImporter 0 
6 fileImporters 0 
7 fileUtils 0 
8 gnuPG 0 
9 ProcessStreamReader 0 
10 invalidImportFormatException 0 
11 moneyplexImporter 0 
12 prematureException 0 
13 prepareDB 0 
14 starmoneyImporter 0 
Total 0 
 
Nilai NOC yang ada pada Tabel 5. 12 berada di range hijau 
atau good  berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan keseluruhan package dataLayer mempunyai 
efficiency, maintainability dan replaceability yang bagus 
berdasarkan referensi Tabel 2. 11. 
5.3.2. Nilai Metrik NOC Package appLayer  
Tabel 5. 13 merupakan hasil perhitungan nilai Metrik NOC 
pada package appLayer. 
Tabel 5. 13 Nilai Metrik NOC Package appLayer 
No Nama Class Nilai NOC 
1 AccountNotFoundException 0 
2 IItemListener 0 




No Nama Class Nilai NOC 
4 Messages 0 
5 PaymentMethodNotFoundException 0 
6 RoleNotFoundException 0 
7 account 0 
8 accountException 0 
9 accountsList 0 
10 application 0 
11 asset 0 
12 assets 0 
13 bookingCellModifier 0 
14 bookingContentProvider 0 
15 bookingLabelProvider 0 
16 client 0 
17 configs 0 
18 contact 0 
19 contacts 0 
20 contextComposite 0 
21 document 0 
22 documents 0 
23 elementNotFoundException 0 
24 entry 0 
25 accountColumn 0 
26 column 5 
27 columnNotFoundException 0 
28 dateColumn 0 
29 doubleColumn 0 
30 referenceColumn 0 
31 taxColumn 0 
32 undefinedNumberException 0 
33 entryNotInThisAccountException 0 
34 item 0 
35 itemTableList 0 
36 itemTextList 0 
37 items 0 
38 moneyTransfer 0 




No Nama Class Nilai NOC 
40 placeholderManager 0 
41 product 0 
42 products 0 
43 transactionContentProvider 1 
44 typeNotFoundException 0 
45 utils 0 
Total 6 
 
Keseluruhan nilai NOC yang ada pada Tabel 5. 13 berada di 
range hijau atau good  namun, terdapat satu class yaitu class 
column yang berada pada range kuning atau kategori medium 
berdasarkan referensi dari  Tabel 2. 4. Hal ini menunjukkan 
keseluruhan package dataLayer mempunyai efficiency, 
maintainability dan replaceability yang bagus berdasarkan 
referensi Tabel 2. 11. 
Nilai Metrik NOC Package appLayer.taxRelated 
Tabel 5. 14 merupakan hasil perhitungan nilai Metrik NOC 
pada package appLayer.taxRelated. 
Tabel 5. 14 Nilai Metrik NOC Package appLayer.taxRelated 
No Nama Class Nilai NOC 
1 IRSoffice 0 
2 IRSoffices 0 
3 state 0 
4 states 0 
5 tax 0 
6 taxList 0 
7 taxNotFoundException 0 
Total 0 
 
Nilai NOC yang ada pada Tabel 5. 14 berada di range hijau 
atau good  berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan keseluruhan package dataLayer mempunyai 
efficiency, maintainability dan replaceability yang bagus 




5.3.3. Nilai Metrik NOC Package 
appLayer.transactionRelated  
Tabel 5. 15 merupakan hasil perhitungan nilai Metrik NOC 
pada package appLayer.transaxtionRelated. 
Tabel 5. 15 Nilai Metrik NOC Package appLayer.transactionRelated 
No Nama Class Nilai NOC 
1 cancelation 0 
2 creditmemo 0 
3 invoice 0 
4 offer 0 
5 personalDrawing 0 
6 reminder 0 
7 transaction 6 
8 transactionTypeNotFoundException 0 
9 transactions 0 
Total 6 
 
Keseluruhan nilai NOC yang ada pada Tabel 5. 15 berada di 
range hijau atau good  namun, terdapat satu class yaitu class 
transaction yang berada pada range kuning atau kategori 
medium berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan keseluruhan package dataLayer mempunyai 
efficiency, maintainability dan replaceability yang bagus 
berdasarkan referensi Tabel 2. 11. 
5.3.4. Nilai Metrik NOC Package GUILayer 
Tabel 5. 16 merupakan hasil perhitungan nilai Metrik NOC 
pada package GUILayer. 
Tabel 5. 16 Nilai Metrik NOC Package GUILayer 
No Nama Class Nilai NOC 
1 CComboBoxCellEditor 0 
2 HBCIcallbackDialog 0 
3 HSQLLockCheck 0 
4 MainWindow 0 




No Nama Class Nilai NOC 
6 OOoCheck 0 
7 TimeCellEditor 0 
8 VATannouncementWindow 0 
9 aboutWindow 0 
10 accountDefinitionWindow 0 
11 ContentProvider 0 
12 accountSelectionChangedListener 0 
13 accountingEditWindow 0 
14 assetWindow 0 
15 ContentProvider 0 
16 assetSelectionChangedListener 0 
17 balanceWindow 0 
18 browserWindow 0 
19 communityWindow 0 
20 configWindow 0 
21 contactsWindow 0 
22 ContentProvider 0 
23 contactSelectionChangedListener 0 
24 databaseConnectivityTest 0 
25 databaseDriverNameTestCase 0 
26 designerWindow 0 
27 documentsWindow 0 
28 documentCellModifier 0 
29 documentLabelProvider 0 
30 documentsList 0 
31 entryDetailWindow 0 
32 mainDirTestCase 0 
33 newAccountingWizard 0 
34 newAccountingWizardAdd 0 
35 entryList 0 
36 newAccountingWizardImport 0 
37 newManualAccountingWizard 0 
38 newTransactionSelectItemDetails 0 
39 newTransactionSelectTransactionDetails 0 
40 entryList 0 
41 transactionCellModifier 0 
42 transactionLabelProvider 0 




No Nama Class Nilai NOC 
44 mailAuthenticator 0 
45 mailThread 0 
46 newTransactionWizardPreview 0 
47 newTransactionWizardPrintAndSave 0 
48 numbersWindow 0 
49 ContentProvider 0 
50 transactionSelectionChangedListener 0 
51 passwordDialog 0 
52 productsWindow 0 
53 ContentProvider 0 
54 productSelectionChangedListener 0 
55 reportWizard 0 
56 reportWizardSelect 0 
57 reportWizardShow 0 
58 tAccount 0 
59 tAccountLine 0 
60 selectionAdapterWithParent 0 
61 settingsWindow 0 
62 standardPositiveTestResult 0 
63 tableCheck 0 
64 tableWindow 0 
65 taxesWindow 0 
66 ContentProvider 0 
67 taxSelectionChangedListener 0 
68 templateCheck 0 
69 testCase 8 
70 testResult 1 
71 testTest 0 
72 timetrackerImportWindow 0 
73 todoBalanceSelectionAdapter 0 
74 todoWindow 0 
75 transactionSelectionAdapter 0 
76 viewerWindow 0 
77 warningFocusAdapter 0 
Total 9 
 
Keseluruhan nilai NOC yang ada pada Tabel 5. 16 berada di 




testCase yang berada pada range kuning atau kategori medium 
berdasarkan referensi dari  Tabel 2. 4. Hal ini menunjukkan 
keseluruhan package dataLayer mempunyai efficiency, 
maintainability dan replaceability yang bagus berdasarkan 
referensi Tabel 2. 11. 
5.3.5. Nilai Averange Metrik NOC 
Nilai Averange Metrik Metrik NOC didapatkan dengan 
menjumlah semua nilai Metrik NOC dan dibagi dengan 
jumlah semua class. Perhitungan Averange nilai Metrik NOC 
terdapat pada Tabel 5. 17. 
Tabel 5. 17 Nilai Averange Metrik NOC 
Package Jumlah Kelas Nilai NOC 
GUILayer 77 9 
appLayer 45 6 
appLayer.taxRelated.IRSoffice 7 0 
appLayer.transactionRelated 9 6 
dataLayer 14 0 
Total 152 21 
Average NOC 
  
∑   
∑     
  
      
 
Hasil perhitungan pada Tabel 5. 17 menunjukkan bahwa 
keseluruhan nilai Metrik NOC pada Software Accounting  
XYZ terletak pada range hijau atau good berdasarkan 
referensi dari  Tabel 2. 4. Hal ini menunjukkan package 
dataLayer mempunyai efficiency, maintainability dan 
replaceability yang bagus berdasarkan referensi Tabel 2. 11. 
5.4. Coupling Between Object Classes (CBO)  
Coupling between Objects metric diperoleh dengan melihat 




(kecuali class yang di-extend atau di-implement) yang 
digunakan di dalam class tersebut. 
 
Class dikatakan coupled jika ada panggilan method dari salah 
satu class untuk method class lain dan jika tidak ada warisan 
hubungan antara dua class, tidak hanya anggota method yang 
dihitung, tetapi juga method nested classes. Konstruktor dan 
initializers kelas diabaikan.  
 
Adapun contohnya adalah pada package 
appLayer.transactionRElated terdapat method dari class 
creditmemo yang memanggil class pada package appLayer 
dan appLayer.taxRelated, lebih detailnya dapat dilihat pada 
code dependency Tabel 4. 16 dan Tabel 4. 15.Class tersebut 
coupled dengan class account, class transactions, class 
AccountNotFoundException, class accountException, class 
taxList dan class entry. Sehingga class 
appLayer.transactionRelated.creditmemo mempunyai nilai 
CBO 6. 
5.4.1. Nilai Metrik CBO Package dataLayer  
Tabel 5. 18 merupakan hasil perhitungan nilai Metrik CBO 
pada package dataLayer. 
Tabel 5. 18 Nilai Metrik CBO Package dataLayer 
No Nama Class Nilai CBO 
1 DB 40 
2 HBCI 6 
3 HBCIImporter 4 
4 Messages 4 
5 OBDXImporter 4 
6 fileImporters 7 
7 fileUtils 6 
8 gnuPG 2 
9 ProcessStreamReader - 
10 invalidImportFormatException 0 




No Nama Class Nilai CBO 
12 prematureException 0 
13 prepareDB 9 
14 starmoneyImporter 3 
   
Total 77 
 
Keseluruhan nilai CBO yang ada pada Tabel 5. 18 berada di 
range hijau atau good namun, terdapat satu class yaitu class 
DB berada pada range kuning atau kategori medium 
berdasarkan referensi dari  Tabel 2. 4. Hal ini menunjukkan 
keseluruhan package dataLayer mempunyai efficiency dan 
replaceability yang bagus berdasarkan referensi Tabel 2. 11. 
5.4.2. Nilai Metrik CBO Package appLayer  
Tabel 5. 19 merupakan hasil perhitungan nilai Metrik CBO 
pada package appLayer. 
Tabel 5. 19 Nilai Metrik CBO Package appLayer 
No Nama Class Nilai CBO 
1 AccountNotFoundException 0 
2 IItemListener 1 
3 IcontextProvider 0 
4 Messages 18 
5 PaymentMethodNotFoundException 0 
6 RoleNotFoundException 0 
7 account 15 
8 accountException 0 
9 accountsList 19 
10 application 25 
11 asset 4 
12 assets 5 
13 bookingCellModifier 5 
14 bookingContentProvider 3 
15 bookingLabelProvider 3 
16 client 56 




No Nama Class Nilai CBO 
18 contact 13 
19 contacts 8 
20 contextComposite 3 
21 document 6 
22 documents 8 
23 elementNotFoundException 0 
24 entry 24 
25 accountColumn - 
26 column - 
27 columnNotFoundException - 
28 dateColumn - 
29 doubleColumn - 
30 referenceColumn - 
31 taxColumn - 
32 undefinedNumberException - 
33 entryNotInThisAccountException 0 
34 item 13 
35 itemTableList 5 
36 itemTextList 5 
37 items 5 
38 moneyTransfer 7 
39 pageActivator 1 
40 placeholderManager 8 
41 product 8 
42 products 8 
43 transactionContentProvider 6 
44 typeNotFoundException 0 
45 utils 7 
Total 330 
 
Keseluruhan nilai CBO yang ada pada Tabel 5. 19 berada di 
range hijau atau good namun, terdapat tujuh class yaitu class 
messages,  class transaction, class account, class accountsList, 
class application, class client, class configs, class entry berada 
pada range kuning atau kategori medium berdasarkan referensi 




dataLayer mempunyai efficiency dan replaceability yang 
bagus berdasarkan referensi Tabel 2. 11. 
5.4.3. Nilai Metrik CBO Package appLayer.taxRelated  
Tabel 5. 20 merupakan hasil perhitungan nilai Metrik CBO 
pada package appLayer.taxRelated. 
Tabel 5. 20 Nilai Metrik CBO Package appLayer.taxRelated 
No Nama Class Nilai CBO 
1 IRSoffice 2 
2 IRSoffices 2 
3 state 4 
4 states 2 
5 tax 12 
6 taxList 16 
7 taxNotFoundException 0 
Total 38 
 
Keseluruhan nilai CBO yang ada pada Tabel 5. 20 berada di 
range hijau atau good namun, terdapat satu class yaitu class 
taxList berada pada range kuning atau kategori medium 
berdasarkan referensi dari  Tabel 2. 4. Hal ini menunjukkan 
keseluruhan package dataLayer mempunyai efficiency dan 
replaceability yang bagus berdasarkan referensi Tabel 2. 11. 
5.4.4. Nilai Metrik CBO Package 
appLayer.transactionRelated  
Tabel 5. 21 merupakan hasil perhitungan nilai Metrik CBO 
pada package appLayer.transaxtionRelated. 
Tabel 5. 21 Nilai Metrik CBO Package appLayer.transactionRelated 
No Nama Class Nilai CBO 
1 cancelation 5 
2 creditmemo 6 
3 invoice 11 
4 offer 1 




No Nama Class Nilai CBO 
6 reminder 1 
7 transaction 26 
8 transactionTypeNotFoundException 0 
9 transactions 18 
Total 74 
 
Keseluruhan nilai CBO yang ada pada Tabel 5. 21 berada di 
range hijau atau good namun, terdapat dua class yaitu class 
transaction dan class transactions berada pada range kuning 
atau kategori medium berdasarkan referensi dari  Tabel 2. 4. 
Hal ini menunjukkan keseluruhan package dataLayer 
mempunyai efficiency dan replaceability yang bagus 
berdasarkan referensi Tabel 2. 11. 
5.4.5. Nilai Metrik CBO Package GUILayer  
Tabel 5. 22 merupakan hasil perhitungan nilai Metrik CBO 
pada package GUILayer. 
Tabel 5. 22 Nilai Metrik CBO Package GUILayer 
No Nama Class Nilai CBO 
1 CComboBoxCellEditor 0 
2 HBCIcallbackDialog 0 
3 HSQLLockCheck 4 
4 MainWindow 13 
5 Messages 40 
6 OOoCheck 4 
7 TimeCellEditor 2 
8 VATannouncementWindow 16 
9 aboutWindow 7 
10 accountDefinitionWindow 7 
11 ContentProvider - 
12 accountSelectionChangedListener - 
13 accountingEditWindow 11 
14 assetWindow 6 
15 ContentProvider - 
16 assetSelectionChangedListener - 




No Nama Class Nilai CBO 
18 browserWindow 2 
19 communityWindow 3 
20 configWindow 16 
21 contactsWindow 10 
22 ContentProvider - 
23 contactSelectionChangedListener - 
24 databaseConnectivityTest 3 
25 databaseDriverNameTestCase 3 
26 designerWindow 10 
27 documentsWindow 6 
28 documentCellModifier - 
29 documentLabelProvider - 
30 documentsList - 
31 entryDetailWindow 7 
32 mainDirTestCase 2 
33 newAccountingWizard 2 
34 newAccountingWizardAdd  
35 entryList 13 
36 newAccountingWizardImport 5 
37 newManualAccountingWizard 1 
38 newTransactionSelectItemDetails 13 
39 newTransactionSelectTransactionDetails - 
40 entryList - 
41 transactionCellModifier - 
42 transactionLabelProvider 8 
43 newTransactionWizard 10 
44 mailAuthenticator - 
45 mailThread - 
46 newTransactionWizardPreview 9 
47 newTransactionWizardPrintAndSave 8 
48 numbersWindow 8 
49 ContentProvider - 
50 transactionSelectionChangedListener - 
51 passwordDialog 3 
52 productsWindow 11 
53 ContentProvider - 
54 productSelectionChangedListener - 




No Nama Class Nilai CBO 
56 reportWizardSelect 4 
57 reportWizardShow 8 
58 tAccount - 
59 tAccountLine - 
60 selectionAdapterWithParent 3 
61 settingsWindow 10 
62 standardPositiveTestResult 0 
63 tableCheck 4 
64 tableWindow 0 
65 taxesWindow 13 
66 ContentProvider - 
67 taxSelectionChangedListener - 
68 templateCheck 2 
69 testCase 2 
70 testResult 6 
71 testTest 0 
72 timetrackerImportWindow 6 
73 todoBalanceSelectionAdapter 9 
74 todoWindow 14 
75 transactionSelectionAdapter 2 
76 viewerWindow 3 
77 warningFocusAdapter 1 
Total 371 
 
Keseluruhan nilai CBO yang ada pada Tabel 5. 22berada di 
range hijau atau good namun, terdapat lima class yaitu class 
messages, class VATannouncementWindow, class 
balanceWindow, class configWindow dan class todoWindow 
berada pada range kuning atau kategori medium berdasarkan 
referensi dari  Tabel 2. 4. Hal ini menunjukkan keseluruhan 
package dataLayer mempunyai efficiency dan replaceability 
yang bagus berdasarkan referensi Tabel 2. 11. 
5.4.6. Nilai Averange Metrik CBO 
Nilai Averange Metrik Metrik CBO didapatkan dengan 




semua class. Perhitungan Averange nilai Metrik CBO terdapat 
pada  
. 
Tabel 5. 23 Nilai Averange Metrik CBO 
Package Jumlah Kelas Nilai CBO 
GUILayer 54 371 
appLayer 37 330 
appLayer.taxRelated.IRSoffice 7 38 
appLayer.transactionRelated 9 74 
dataLayer 13 77 
Total 120 890 
Average CBO 
  
∑   
∑     
  
      
 
Hasil perhitungan pada  
 menunjukkan bahwa keseluruhan nilai Metrik CBO pada 
Software Accounting  XYZ terletak pada range hijau atau 
good berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan package dataLayer mempunyai efficiency dan 
replaceability yang bagus berdasarkan referensi Tabel 2. 11. 
5.5. Response For a Class (RFC)  
Metrik Response for a Class digunakan untuk menghitung 
jumlah method pada kelas ditambah jumlah method pada kelas 
lain dari code base, yang dipanggil langsung dari salah satu 
method di kelas tersebut (setiap method dihitung sekali, 
walaupun telah dipanggil beberapa kali).  
 
Metrik RFC dihitung dari jumlah dari fungsi atau procedure 




Secara khusus, ini adalah jumlah dari operasi yang secara 
langsung diminta oleh member operasi dalam class ditambah 
member operasi mereka sendiri. 
 
Cara menghitung RFC dengan melihat class diagram dan code 
dependency dengan menghitung banyaknya method lokal dan 
method yang dipanggil oleh method lokal termasuk semua 
method dalam kelas hirarki. 
 
Pada class starmoneyImporter terdapat dua method yaitu 
starmoneyImporter dan method run. Pada code dependency 
Tabel 4. 2 dijelaskan bahwa class starmoneyImporter calls 
method getClient(),getConnection, insert, 
invalidImportFormatException, dan parseCSVLineSemicolon. 
Terdapat lima method yang dipanggil dan dua method class 
tersebut. Sehingga nilai RFC class starmoneyImporter adalah 
tujuh. 
5.5.1. Nilai Metrik RFC Package dataLayer  
Tabel 5. 24 merupakan hasil perhitungan nilai Metrik RFC 
pada package dataLayer. 
Tabel 5. 24 Nilai Metrik RFC Package dataLayer 
No Nama Class Nilai RFC 
1 DB 16 
2 HBCI 16 
3 HBCIImporter 10 
4 Messages 3 
5 OBDXImporter 17 
6 fileImporters 12 
7 fileUtils 5 
8 gnuPG 15 
9 ProcessStreamReader 3 
10 invalidImportFormatException 1 
11 moneyplexImporter 8 
12 prematureException 2 
13 prepareDB 19 




No Nama Class Nilai RFC 
Total 134 
 
Nilai RFC yang ada pada Tabel 5. 24 berada di range hijau 
atau good  berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan keseluruhan package dataLayer mempunyai 
understanbility dan maintainability yang bagus berdasarkan 
referensi Tabel 2. 11. 
5.5.2. Nilai Metrik RFC Package appLayer  
Tabel 5. 25 merupakan hasil perhitungan nilai Metrik RFC 
pada package appLayer. 
Tabel 5. 25 Nilai Metrik RFC Package appLayer 
No Nama Class Nilai RFC 
1 AccountNotFoundException 1 
2 IItemListener 1 
3 IcontextProvider 2 
4 Messages 3 
5 PaymentMethodNotFoundException 1 
6 RoleNotFoundException 1 
7 account 42 
8 accountException 1 
9 accountsList 53 
10 application 8 
11 asset 22 
12 assets 9 
13 bookingCellModifier 12 
14 bookingContentProvider 8 
15 bookingLabelProvider 9 
16 client 21 
17 configs 84 
18 contact 45 
19 contacts 16 
20 contextComposite 3 
21 document 28 




No Nama Class Nilai RFC 
23 elementNotFoundException 1 
24 entry 112 
25 AccountNotFoundException 18 
26 IItemListener 16 
27 IcontextProvider 2 
28 Messages 9 
29 PaymentMethodNotFoundException 11 
30 RoleNotFoundException 8 
31 account 14 
32 accountException 1 
33 entryNotInThisAccountException 1 
34 item 46 
35 itemTableList 10 
36 itemTextList 10 
37 items 19 
38 moneyTransfer 16 
39 pageActivator 3 
40 placeholderManager 33 
41 product 20 
42 products 21 
43 transactionContentProvider 14 
44 typeNotFoundException 1 
45 utils 5 
Total 783 
 
Keseluruhan nilai RFC yang ada pada Tabel 5. 25 berada di 
range hijau atau good namun, terdapat satu class yaitu class 
entry berada pada range kuning atau kategori medium 
berdasarkan referensi dari  Tabel 2. 4. Hal ini menunjukkan 
keseluruhan package dataLayer mempunyai understanbility 
dan maintainability yang bagus berdasarkan referensi Tabel 2. 
11. 
5.5.3. Nilai Metrik RFC Package appLayer.taxRelated  
Tabel 5. 26 merupakan hasil perhitungan nilai Metrik RFC 




Tabel 5. 26 Nilai Metrik RFC Package appLayer.taxRelated 
No Nama Class Nilai RFC 
1 IRSoffice 3 
2 IRSoffices 4 
3 state 8 
4 states 5 
5 tax 30 
6 taxList 28 
7 taxNotFoundException 1 
Total 79 
 
Nilai RFC yang ada pada Tabel 5. 26 berada di range hijau 
atau good  berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan keseluruhan package dataLayer mempunyai 
understanbility dan replaceability yang bagus berdasarkan 
referensi Tabel 2. 11. 
5.5.4. Nilai Metrik RFC Package 
appLayer.transaxtionRelated  
Tabel 5. 27 merupakan hasil perhitungan nilai Metrik RFC 
pada package appLayer.transaxtionRelated 
Tabel 5. 27 Nilai Metrik RFC Package appLayer.transactionRelated 
No Nama Class Nilai RFC 
1 cancelation 30 
2 creditmemo 31 
3 invoice 36 
4 offer 11 
5 personalDrawing 31 
6 reminder 11 
7 transaction 101 
8 transactionTypeNotFoundException 2 
9 transactions 36 
Total 289 
 
Keseluruhan nilai RFC yang ada pada Tabel 5. 27 berada di 




transaction berada pada range kuning atau kategori medium 
berdasarkan referensi dari  Tabel 2. 4. Hal ini menunjukkan 
keseluruhan package dataLayer mempunyai understanbility 
dan maintainability yang bagus berdasarkan referensi Tabel 2. 
11. 
5.5.5. Nilai Metrik RFC Package GUILayer  
Tabel 5. 28 merupakan hasil perhitungan nilai Metrik RFC 
pada package GUILayer. 
Tabel 5. 28 Nilai Metrik RFC Package GUILayer 
No Nama Class Nilai RFC 
1 CComboBoxCellEditor 6 
2 HBCIcallbackDialog 2 
3 HSQLLockCheck 10 
4 MainWindow 54 
5 Messages 3 
6 OOoCheck 9 
7 TimeCellEditor 12 
8 VATannouncementWindow 20 
9 aboutWindow 19 
10 accountDefinitionWindow 27 
11 ContentProvider 8 
12 accountSelectionChangedListener 3 
13 accountingEditWindow 35 
14 assetWindow 24 
15 ContentProvider 8 
16 assetSelectionChangedListener 3 
17 balanceWindow 34 
18 browserWindow 12 
19 communityWindow 13 
20 configWindow 60 
21 contactsWindow 41 
22 ContentProvider 8 
23 contactSelectionChangedListener 3 
24 databaseConnectivityTest 8 
25 databaseDriverNameTestCase 8 




No Nama Class Nilai RFC 
27 documentsWindow 18 
28 documentCellModifier 6 
29 documentLabelProvider 6 
30 documentsList 1 
31 entryDetailWindow 14 
32 mainDirTestCase 7 
33 newAccountingWizard 11 
34 newAccountingWizardAdd 41 
35 entryList 1 
36 newAccountingWizardImport 16 
37 newManualAccountingWizard 5 
38 newTransactionSelectItemDetails 24 
39 newTransactionSelectTransactionDetails 30 
40 entryList 1 
41 transactionCellModifier 11 
42 transactionLabelProvider 4 
43 newTransactionWizard 37 
44 mailAuthenticator 2 
45 mailThread 8 
46 newTransactionWizardPreview 27 
47 newTransactionWizardPrintAndSave 23 
48 numbersWindow 24 
49 ContentProvider 6 
50 transactionSelectionChangedListener 3 
51 passwordDialog 8 
52 productsWindow 28 
53 ContentProvider 8 
54 productSelectionChangedListener 3 
55 reportWizard 11 
56 reportWizardSelect 9 
57 reportWizardShow 36 
58 tAccount 19 
59 tAccountLine 3 
60 selectionAdapterWithParent 6 
61 settingsWindow 37 
62 standardPositiveTestResult 3 
63 tableCheck 8 




No Nama Class Nilai RFC 
65 taxesWindow 33 
66 ContentProvider 8 
67 taxSelectionChangedListener 3 
68 templateCheck 9 
69 testCase 7 
70 testResult 5 
71 testTest 4 
72 timetrackerImportWindow 14 
73 todoBalanceSelectionAdapter 24 
74 todoWindow 38 
75 transactionSelectionAdapter 4 
76 viewerWindow 13 
77 warningFocusAdapter 3 
78 1128 
 
Nilai RFC yang ada pada Tabel 5. 28 berada di range hijau 
atau good  berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan keseluruhan package dataLayer mempunyai 
understanbility dan maintainability yang bagus berdasarkan 
referensi Tabel 2. 11. 
5.5.6. Nilai Averange Metrik RFC 
Nilai Averange Metrik Metrik RFC didapatkan dengan 
menjumlah semua nilai Metrik RFC dan dibagi dengan jumlah 
semua class. Perhitungan Averange nilai Metrik RFC terdapat 
pada Tabel 5. 29. 
Tabel 5. 29 Nilai Averange Metrik RFC 
Package Jumlah Kelas Nilai RFC 
GUILayer 77 1128 
appLayer 45 783 
appLayer.taxRelated.IRSoffice 7 79 
appLayer.transactionRelated 9 289 
dataLayer 14 134 






∑   
∑     
  
       
 
Hasil perhitungan pada Tabel 5. 29 menunjukkan bahwa 
keseluruhan nilai Metrik RFC pada Software Accounting  
XYZ terletak pada range hijau atau good berdasarkan 
referensi dari  Tabel 2. 4. Hal ini menunjukkan package 
dataLayer mempunyai understanbility dan maintainability 
yang bagus berdasarkan referensi Tabel 2. 11. 
5.6. Lack of Cohesion Method (LCOM) 
Metrik Lack of Cohesion Method digunakan untuk mengukur 
derajat kemiripan method oleh variabel input data atau atribut 
dalam class. Class dengan metrik LCOM yang tinggi dapat 
dibagi menjadi dua tau lebih subclass sehingga dapat 
meningkatkan nilai cohesi dalam class. Rumus metrik LCOM 
terdapat pada Gambar 5. 9 Rumus LCOM. p adalah method 
yang tidak memiliki irisan atribut dengan method lainnya, q 
adalah method yang memiliki irisan atribut dengan method 
lainnya 
                     
            
Gambar 5. 9 Rumus LCOM 
Class bookingCellModifier pada package appLayer memiliki 
empat method yaitu method bookingCellModifier, method 
modify, method canModify, method getValue. Hanya method 
bookingCellModifier yang memiliki irisan atribut tableviewer 












Gambar 5. 10 Source Code contoh Metrik LCOM (Class 
bookingCellModifier) 
5.6.1. Nilai Metrik LCOM Package dataLayer 
Tabel 5. 30 merupakan hasil perhitungan nilai Metrik LCOM 
pada package dataLayer.  
Tabel 5. 30 Nilai Metrik LCOM Package dataLayer 
No Nama Class Nilai LCOM 
1 DB 0 
2 HBCI 33 
3 HBCIImporter 0 
4 Messages 0 
5 OBDXImporter 14 
6 fileImporters 0 
7 fileUtils 0 
8 gnuPG 0 
9 ProcessStreamReader 0 
10 invalidImportFormatException 0 
11 moneyplexImporter 0 
12 prematureException 0 
13 prepareDB 3 
14 starmoneyImporter 0 
Total 50 
 
Keseluruhan nilai LCOM yang ada pada Tabel 5. 30 






efficiency, maintainability dan replaceability yang bagus 
berdasarkan referensi Tabel 2. 11. 
5.6.2. Nilai Metrik LCOM Package appLayer  
Tabel 5. 31 merupakan hasil perhitungan nilai Metrik LCOM 
pada package appLayer. 
Tabel 5. 31 Nilai Metrik LCOM Package appLayer 
No Nama Class Nilai LCOM 
1 AccountNotFoundException 0 
2 IItemListener 0 
3 IcontextProvider 0 
4 Messages 0 
5 PaymentMethodNotFoundException 0 
6 RoleNotFoundException 0 
7 account 213 
8 accountException 0 
9 accountsList 305 
10 application 0 
11 asset 112 
12 assets 0 
13 bookingCellModifier 4 
14 bookingContentProvider 1 
15 bookingLabelProvider 4 
16 client 0 
17 configs 0 
18 contact 597 
19 contacts 0 
20 contextComposite 1 
21 document 254 
22 documents 6 
23 elementNotFoundException 0 
24 entry 1317 
25 AccountNotFoundException 39 
26 IItemListener 45 
27 IcontextProvider 0 




No Nama Class Nilai LCOM 
29 PaymentMethodNotFoundException 36 
30 RoleNotFoundException 3 
31 account 28 
32 accountException 0 
33 entryNotInThisAccountException 0 
34 item 204 
35 itemTableList 2 
36 itemTextList 0 
37 items 2 
38 moneyTransfer 0 
39 pageActivator 0 
40 placeholderManager 3 
41 product 53 
42 products 0 
43 transactionContentProvider 0 
44 typeNotFoundException 0 
45 utils 0 
Total 3310 
 
Keseluruhan nilai LCOM yang ada pada Tabel 5. 31 berada di 
range hijau atau good  berdasarkan referensi dari  Tabel 2. 4. 
Hal ini menunjukkan keseluruhan package dataLayer 
mempunyai efficiency, maintainability dan replaceability yang 
bagus berdasarkan referensi Tabel 2. 11. 
5.6.3. Nilai Metrik LCOM Package appLayer.taxRelated  
Tabel 5. 32 merupakan hasil perhitungan nilai Metrik LCOM 
pada package appLayer.taxRelated. 
Tabel 5. 32 Nilai Metrik LCOM Package appLayer.taxRelated 
No Nama Class Nilai LCOM 
1 IRSoffice 0 
2 IRSoffices 0 
3 state 9 
4 states 0 




No Nama Class Nilai LCOM 
6 taxList 32 
7 taxNotFoundException 0 
Total 253 
 
Keseluruhan nilai LCOM yang ada pada Tabel 5. 32 
menunjukkan keseluruhan package dataLayer mempunyai 
efficiency, maintainability dan replaceability yang bagus 
berdasarkan referensi Tabel 2. 11. 
5.6.4. Nilai Metrik LCOM Package 
appLayer.transactionRelated  
Tabel 5. 33 merupakan hasil perhitungan nilai Metrik LCOM 
pada package appLayer.transactionRelated. 
Tabel 5. 33 Nilai Metrik LCOM Package appLayer.transactionRelated 
No Nama Class Nilai LCOM 
1 appLayer.transactionRelated.cancelation 45 
2 appLayer.transactionRelated.creditmemo 26 
3 appLayer.transactionRelated.invoice 32 





6 appLayer.transactionRelated.reminder 36 





9 appLayer.transactionRelated.transactions 30 
Total 1248 
 
Keseluruhan nilai LCOM yang ada pada Tabel 5. 33 
menunjukkan keseluruhan package dataLayer mempunyai 
efficiency, maintainability dan replaceability yang bagus 




5.6.5. Nilai Metrik LCOM Package GUILayer  
Tabel 5. 34 merupakan hasil perhitungan nilai Metrik LCOM 
pada package GUILayer. 
Tabel 5. 34 Nilai Metrik LCOM Package GUILayer 
No Nama Class Nilai LCOM 
1 CComboBoxCellEditor 10 
2 HBCIcallbackDialog 1 
3 HSQLLockCheck 1 
4 MainWindow 34 
5 Messages 0 
6 OOoCheck 1 
7 TimeCellEditor 16 
8 VATannouncementWindow 36 
9 aboutWindow 36 
10 accountDefinitionWindow 30 
11 ContentProvider 10 
12 accountSelectionChangedListener 0 
13 accountingEditWindow 28 
14 assetWindow 30 
15 ContentProvider 4 
16 assetSelectionChangedListener 0 
17 balanceWindow 30 
18 browserWindow 26 
19 communityWindow 28 
20 configWindow 106 
21 contactsWindow 35 
22 ContentProvider 4 
23 contactSelectionChangedListener 0 
24 databaseConnectivityTest 1 
25 databaseDriverNameTestCase 1 
26 designerWindow 40 
27 documentsWindow 28 
28 documentCellModifier 6 
29 documentLabelProvider 4 
30 documentsList 0 
31 entryDetailWindow 26 




No Nama Class Nilai LCOM 
33 newAccountingWizard 0 
34 newAccountingWizardAdd 0 
35 entryList 0 
36 newAccountingWizardImport 15 
37 newManualAccountingWizard 0 
38 newTransactionSelectItemDetails 0 
39 newTransactionSelectTransactionDetails 14 
40 entryList 0 
41 transactionCellModifier 4 
42 transactionLabelProvider 3 
43 newTransactionWizard 6 
44 mailAuthenticator 0 
45 mailThread 0 
46 newTransactionWizardPreview 0 
47 newTransactionWizardPrintAndSave 3 
48 numbersWindow 30 
49 ContentProvider 4 
50 transactionSelectionChangedListener 0 
51 passwordDialog 0 
52 productsWindow 37 
53 ContentProvider 4 
54 productSelectionChangedListener 0 
55 reportWizard 3 
56 reportWizardSelect 0 
57 reportWizardShow 14 
58 tAccount 2 
59 tAccountLine 0 
60 selectionAdapterWithParent 0 
61 settingsWindow 34 
62 standardPositiveTestResult 0 
63 tableCheck 1 
64 tableWindow 0 
65 taxesWindow 30 
66 ContentProvider 4 
67 taxSelectionChangedListener 0 
68 templateCheck 1 
69 testCase 0 




No Nama Class Nilai LCOM 
71 testTest 1 
72 timetrackerImportWindow 26 
73 todoBalanceSelectionAdapter 0 
74 todoWindow 45 
75 transactionSelectionAdapter 0 
76 viewerWindow 30 
77 warningFocusAdapter 0 
78 884 
 
Nilai LCOM yang ada pada Tabel 5. 34 menunjukkan 
keseluruhan package dataLayer mempunyai efficiency, 
maintainability dan replaceability yang bagus berdasarkan 
referensi Tabel 2. 11. 
5.6.6. Nilai Averange Metrik LCOM 
Nilai Averange Metrik Metrik LCOM didapatkan dengan 
menjumlah semua nilai Metrik LCOM dan dibagi dengan 
jumlah semua class. Perhitungan Averange nilai Metrik 
LCOM terdapat pada Tabel 5. 35. 
Tabel 5. 35 Nilai Averange Metrik LCOM 
Package Jumlah Kelas Nilai LCOM 
GUILayer 77 884 
appLayer 45 3310 




dataLayer 14 50 
Total 152 2413 
Average LCOM 
  
∑   
∑     
  





Hasil perhitungan pada Gambar 5. 7 menunjukkan bahwa 
Keseluruhan nilai Metrik LCOM pada Software Accounting  
XYZ terletak pada range hijau atau good berdasarkan 
referensi dari  Tabel 2. 4. Hal ini menunjukkan package 
dataLayer mempunyai efficiency, understanbility, 
maintainability dan replaceability yang bagus berdasarkan 




BAB VI  
HASIL DAN PEMBAHASAN 
 
Bab ini berisi hasil dari implementasi dan perbaikan yang 
perlu dilakukanakan pada Software Accounting XYZ. 
6.1. Analisa Hasil Perhitungan Metrik Chidamber dan 
Kemerer  
Perhitungan pada bab sebelumnya telah menghasilkan nilai 
metrik metrik chidamber dan kemerer pada Software 
Accounting XYZ. Metrik Chidamber dan Kemerer telah 
dipetakan terhadap kualitas software menurut ISO 9126-1 
namun, hanya kualitas efficiency dan maintainability serta sub 
kriteritia understandability dan reusability/replaceability. 
 
Software Accounting XYZ dikatakan mempunyai tingkat 
efficiency yang bagus ketika jumlah sumberdaya yang diproses 
(memori) dan kode program yang diperlukan oleh program 
untuk melaksanakan fungsi tertentu semakin sedikit. 
 
Software Accounting XYZ dikatakan mempunyai tingkat 
understandability yang bagus ketika semakin mudah untuk 
memodifikasi software. Modifikasi dapat mencakup koreksi, 
perbaikan atau adaptasi dari perangkat lunak untuk keperluan 
perubahan kebutuhan. 
 
Software Accounting XYZ dikatakan mempunyai tingkat 
understandability yang bagus ketika kode program dapat 
dengan mudah dipelajari input dan output-nya atau 
mempunyai tingkat kompleksitas yang rendah.   
 
Software Accounting XYZ dikatakan mempunyai tingkat 
replaceability yang bagus ketika program/bagian dari program 
dapat dipakai ulang dalam aplikasi lainnya, pada lingkup 





Hasil perhitungan WMC menghasilkan nilai 10,28; hal ini  
menunjukkan bahwa keseluruhan nilai Metrik WMC pada 
Software Accounting  XYZ terletak pada range hijau atau 
good berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan package dataLayer mempunyai understanbility, 
maintainability dan replaceability yang bagus berdasarkan 
referensi Tabel 2. 11. 
 
Hasil perhitungan DIT menghasilkan nilai 1,1; hal ini 
menunjukkan bahwa nilai Metrik DIT pada Software 
Accounting  XYZ terletak pada range hijau atau good 
berdasarkan referensi dari  Tabel 2. 4. Hal ini menunjukkan 
package dataLayer mempunyai efficiency, understanbility, 
maintainability dan replaceability yang bagus berdasarkan 
referensi Tabel 2. 11. 
 
Hasil perhitungan NOC menghasilkan nilai 0,12; hal ini 
menunjukkan bahwa keseluruhan nilai Metrik NOC pada 
Software Accounting  XYZ terletak pada range hijau atau 
good berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan package dataLayer mempunyai efficiency, 
maintainability dan replaceability yang bagus berdasarkan 
referensi Tabel 2. 11. 
 
Hasil perhitungan CBO menghasilkan nilai 7,52; hal ini 
menunjukkan bahwa keseluruhan nilai Metrik CBO pada 
Software Accounting  XYZ terletak pada range hijau atau 
good berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan package dataLayer mempunyai efficiency dan 
replaceability yang bagus berdasarkan referensi Tabel 2. 11. 
 
Hasil perhitungan RFC menghasilkan nilai 11,58; hal ini 
menunjukkan bahwa keseluruhan nilai Metrik RFC pada 
Software Accounting  XYZ terletak pada range hijau atau 
good berdasarkan referensi dari  Tabel 2. 4. Hal ini 




dan maintainability yang bagus berdasarkan referensi Tabel 2. 
11. 
 
Hasil perhitungan LCOM menghasilkan nilai 20,2; hal ini 
menunjukkan bahwa Keseluruhan nilai Metrik LCOM pada 
Software Accounting  XYZ terletak pada range hijau atau 
good berdasarkan referensi dari  Tabel 2. 4. Hal ini 
menunjukkan package dataLayer mempunyai efficiency, 
understanbility, maintainability dan replaceability yang bagus 
berdasarkan referensi Tabel 2. 11. 
 
Selain nilai keseluruhan Metrik Chidamber dan Kemerer telah 
didapatkan nilai class yang memerlukan perbaikan. Terdapat 
dua class dengan warna merah yang menunjukkan kategori 
bad, sehingga harus dirubah. Terdapat 22 class yang 
menunjukkan kategori medium, sehingga diperlukan perbaikan 
hingga mencapai status good. 
Tabel 6. 1 Class yang Memerlukan Perbaikan 
Nama 
Package 
Class Metrik Nilai Kategori 
appLayer accountsList WMC 69 Medium 












CBO 18 Medium 
appLayer account CBO 15 Medium 
appLayer accountsList CBO 19 Medium 
appLayer client CBO 56 Medium 
appLayer configs CBO 41 Medium 
appLayer entry CBO 24 Medium 
appLayer.tax
Related 











transactions CBO 18 Medium 




CBO 15 Medium 
GUILayer todoWindow CBO 14 Medium 
appLayer entry RFC 112 Medium 
6.2. Membuat Class Diagram Baru 
Pada bagian ini dijelaskan bagaimana membuat class diagram 
baru sehingga dapat memperoleh nilai Metrik Chidamber dan 
Kemerer yang lebih baik. Pembuatan class diagram  
berdasarkan pedoman design pattern bagian refactoring.  
 
Design pattern yang dipilih dalam membuat class diagram 
baru adalah strategy pattren. Dalam melakukan strategy 
pattren digunakan tools refactoring. Refactoring dan Design 
Pattern memiliki hubungan yang erat. Design Pattern adalah 
pedoman, sedangkan Refactoring adalah cara untuk 
memperbaiki code.  
 
Pada pembuatan class diagram baru ini terdapat beberapa 
refactoring yang digunakan. 
Tabel 6. 2 Refactoring yang Digunakan 
No Jenis Bad Smell Diskripsi Solusi 
1 Duplicated Code 
Terdapat code yang 
sama dan berulang di 









2 Long Method 








yang lebih pendek. 
3 Large Class 
Class yang besar 
(terllau banyak 
method) sehingga 
sulit di dibaca, di 





















dari class lain 





6 Data Clumping 
Kelompok data yang 
sama (field dalam 
class, parameter 
dalam method) 






data dalam satu 
objek 









8 Lazy Class 
Class yang tidak 
mempunyai fungsi 
atau class yang 

















Class diagram baru ada pada Gambar 6. 1 sampai Gambar 6. 7. 
 
 













































6.3. Perhitungan Metrik Chidamber dan Kemerer pada 
Class Diagram Baru 
Pada bagian ini dilakukan pengukuran Metrik Chidamber dan 
Kemerer yang baru. Nilai Metrik Chidamber dan Kemerer 
pada semua class telah berubah. Pada Tabel 6. 3 terdapat nilai 
Metrik Chidamber dan Kemerer yang baru pada class yang 
perlu diperbaiki. 




Class Metrik Nilai Kategori 
appLayer accountsList WMC 53 Medium 
















CBO 14 Medium 
appLayer account CBO 13 Medium 
appLayer accountsList CBO 14 Medium 
appLayer client CBO 49 Medium 
appLayer configs CBO 35 Medium 

























GUILayer todoWindow CBO 12 Medium 





Menghitung Metrik Chidamber dan Kemerer pada class 
diagram yang baru menggunakan cara yang sama dengan 
tahapan sebelumnya. Pada tahapan perhitungan class diagram 
baru ini di dapatkan hasil keseluruhan nilai Metrik Chidamber 
dan Kemerer. 
Tabel 6. 4 Nilai Metrik Chidamber dan Kemerer Baru 
No. Metrik Nilai Keterangan 
1 WMC 8,83 Turun 
2 DIT 1,08 Turun 
3 NOC 0,09 Turun 
4 CBO 6,27 Turun 
5 RFC 10,46 Turun 
6 LCOM 32,35 Naik 
 
Pada Tabel 6. 4 telah ada nilai Metrik Chidamber dan Kemerer 
yang baru. Metrik WMC, DIT, NOC, CBO, dan RFC 
menurun, hal ini menunjukkan kualitas perangkat lunak yang 
semakin baik karena nilai metrik tersebut berbanding terbalik 
dengan kriteria kualitas software pada ISO/IEC 9126-1. Nilai 
Matrik LCOM lebih tinggi dibandingkan nilai yang 
sebelumnya, hal ini menunjukkan kualitas perankat lunak yang 
semakin baik karena nilai metrik tersebut berbanding lurus 






BAB VII  
PENUTUP 
 
Bab ini akan menjelaskan kesimpulan dari penulisan tugas 
akhir ini, beserta saran yang dapat bermanfaat untuk perbaikan 
di penulisan selanjutnya. 
 
7.1. Kesimpulan 
Berdasarkan pada pengerjaan tugas akhir ini, maka didapatkan 
kesimpulan dari tugas akhir ini yaitu : 
1. Class diagram baru yang diperbaiki berdasarkan 
refactoring tetap mempunyai 152 class namun, terdapat 
perubahan method sehingga tidak ada class yang lazy atau 
class yang kelebihan method. 
2. Nilai Metrik Chidamber dan Kemerer lebih baik pada 
class diagram yang baru, 
 Berdasarkan perhitungan Metrik Chidamber dan 
Kemerer, diperoleh nilai metrik WMC yang semula 
10,28 menjadi 8,83; hal ini menunjukkan kenaikan 
atau perbaikan understandability, maintainability, dan 
replaceability sebesar 14,11% berdasarkan jumlah 
method atau kompleksitas setiap class. 
 Berdasarkan perhitungan Metrik Chidamber dan 
Kemerer, diperoleh nilai metrik DIT yang semula 1,1 
menjadi 1,08; hal ini menunjukkan kenaikan atau 
perbaikan efficiency, understandability, 
maintainability, dan replaceability sebesar 1,82% 
berdasarkan kedalaman sebuah class. 
 Berdasarkan perhitungan Metrik Chidamber dan 
Kemerer, diperoleh nilai metrik NOC yang semula 
0,12  menjadi 0,09; hal ini menunjukkan kenaikan atau 




replaceability sebesar 25% berdasarkan jumlah 
subclass (child class) setiap class. 
 Berdasarkan perhitungan Metrik Chidamber dan 
Kemerer, diperoleh nilai metrik CBO yang semula 
7,52 menjadi 6,27; hal ini menunjukkan kenaikan atau 
perbaikan efficiency dan replaceability sebesar 
16,62% berdasarkan jumlah Coupling setiap class. 
 Berdasarkan perhitungan Metrik Chidamber dan 
Kemerer, diperoleh nilai metrik RFC yang semula 
11,58 menjadi 10,46; hal ini menunjukkan kenaikan 
atau perbaikan understandability, maintainability, dan 
replaceability sebesar 9,67% berdasarkan jumlah 
Message setiap class. 
 Berdasarkan perhitungan Metrik Chidamber dan 
Kemerer, diperoleh nilai metrik LCOM yang semula 
20,2 menjadi 32,35, hal ini menunjukkan kenaikan 
atau perbaikan efficiency, maintainability, dan 
replaceability sebesar 60,15% berdasarkan jumlah 
cohesion setiap class.   
2.2. Saran 
Tugas akhir ini tidak menyertakan implementasi dari 
rekomendasi yang diusulkan. Tugas akhir ini dapat menjadi 
referensi untuk mengukur dan membandingkan kualitas 
perangkat lunak yang mempunyai fungsi sama. Metrik yang 
digunakan dalam penelitian ini tidak mengukur semua  
karakteristik kualitas pada ISO/IEC 9126-1, perlu adanya 
perpaduan Metrik Chidamber dan Kemerer dengan metrik 
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LAMPIRAN A – Method dan Atribut 
Lampiran ini berisi method dan atribut dari masing-masing 
class. Method dan atribut package dataLayer part 1 terdapat 










Method dan atribut package dataLayer part 2 terdapat pada 
Gambar B. 2 Method dan Atribut Package dataLayer part 2. 
 
 






Method dan atribut package appLayer part 1 terdapat pada 
Gambar B. 3 Method dan Atribut Package appLayer part 1. 
 
 





Method dan atribut package appLayer part 2 terdapat pada 
Gambar B. 4 Method dan Atribut Package appLayer part 2. 
 
 






Method dan atribut package appLayer part 3 terdapat pada 
Gambar B. 5 Method dan Atribut Package appLayer part 3. 
 
 
Gambar B. 5 Method dan Atribut Package appLayer part 3 
Method dan atribut package appLayer part 4 terdapat pada 













Method dan atribut package appLayer part 5 terdapat pada 
Gambar B. 7 Method dan Atribut Package appLayer part 5. 
 
 





Method dan atribut package appLayer part 6 terdapat pada 
Gambar B. 8 Method dan Atribut Package appLayer part 6. 
 
 






Method dan atribut package appLayer.taxRelated terdapat 
pada Gambar B. 9 Method dan Atribut Package 
appLayer.taxRelated. 
 





Method dan atribut package appLayer.transactionRelated part 
1 terdapat pada Gambar B. 10 Method dan Atribut Package 
appLayer.transactionRelated part 1. 
 
 
Gambar B. 10 Method dan Atribut Package 






Method dan atribut package appLayer.transactionRelated part 
2 terdapat pada Gambar B. 11 Method dan Atribut Package 
appLayer.transactionRelated part 2. 
 
 
Gambar B. 11 Method dan Atribut Package 






Method dan atribut package appLayer.transactionRelated part 
3 terdapat pada Gambar B. 12 Method dan Atribut Package 
appLayer.transactionRelated part 3. 
 
 
Gambar B. 12 Method dan Atribut Package 







Method dan atribut package GUILayer part 1 terdapat pada 
Gambar B. 13 Method dan Atribut Package GUILayer part . 
 
 






Method dan atribut package GUILayer part 2 terdapat pada 
Gambar B. 14 Method dan Atribut Package GUILayer part 2. 
 
 






Method dan atribut package GUILayer part 3 terdapat pada 
Gambar B. 15 Method dan Atribut Package GUILayer part 3. 
 
 






Method dan atribut package GUILayer part 4 terdapat pada 
Gambar B. 13 Method dan Atribut Package GUILayer part . 
 
 






Method dan atribut package GUILayer part 5 terdapat pada 
Gambar B. 17 Method dan Atribut Package GUILayer part 5. 
 






Method dan atribut package GUILayer part 6 terdapat pada 
Gambar B. 18 Method dan Atribut Package GUILayer part 6. 
 
 






Method dan atribut package GUILayer part 7 terdapat pada 
Gambar B. 19 Method dan Atribut Package GUILayer part 7. 
 
 






Method dan atribut package GUILayer part 8 terdapat pada 
Gambar B. 20 Method dan Atribut Package GUILayer part 8. 
 
 






Method dan atribut package GUILayer part 9 terdapat pada 
Gambar B. 21 Method dan Atribut Package GUILayer part 9. 
 
 













LAMPIRAN B – Generaization (Inheritance) Relationship 
Lampiran ini menjabarkan struktur hirarki masing-maisng package. 
 




Gambar C. 1 Inheritance Hierarchy Package dataLayer 













Inheritance hierarchy package appLayer.transactionRelated terdapat pada Gambar C. 3 Inheritance 
Hierarchy Package appLayer.transactionRelated. 
 
 
Gambar C. 3 Inheritance Hierarchy Package appLayer.transactionRelated 
Inheritance hierarchy package appLayer terdapat pada Gambar C. 4 Inheritance hierarchy package 
appLayer. Inheritance hierarchy package GUILayer terdapat pada Gambar C. 5 Inheritance hierarchy 






















Penulis bernama lengkap Aula Ayubi. 
Penulis lahir di Kediri, tanggal 9 
November 1992 dan merupakan anak ke 
empat dari empat bersaudara. Penulis 
telah menempuh pendidikan formal di SD 
Negeri Manisrenggo I Kediri, SMP 
Negeri 1 Kediri, serta SMA Negeri 1 
Kediri. 
 
Pada Tahun 2011, penulis diterima di 
Jurusan Sistem Informasi – Institut Teknologi Sepuluh 
Nopember Surabaya dan tercatat sebagai mahasiswi dengan 
NRP 5211100111. Selama masa perkuliahan, penulis aktif di 
bidang akademik dan organisasi. Penulis pernah lolos didanai 
pada Pekan Keilmiahan Mahasiswa DIKTI, 20 Besar gemastik 
ITB, Juara 3 Kompetisi Aplikasi ITS. Penulis pernah menjadi 
asisten dosen pada mata kuliah Sistem Operasi dan Rekayasa 
Perangkat Lunak, penulis juga pernah menjadi Asisten 
Laboratorium Perencanaan dan Pengembangan Sistem 
Informasi selama empat semester.  Di bidang non-akademik, 
penulis mengikuti organisasi mahasiswa, UKM 
Kewirausahaan ITS 2011/2012, HMSI Berdedikasi 2012/2013 
dan HMSI Sinergi 2013/2014, serta beberapa kepanitian acara 
tingkat jurusan, institut, dan nasional. Penulis juga pernah 
berkesempatan kerja paruh waktu di CV.Dynamic Team 
Solution  2013-2014. Penulis juga pernah melaksanakan kerja 
praktik di Mahkamah Konstitusi-Indonesia selama 2 bulan 
pada tahun 2014. 
 
Di akhir tahun perkuliahannya, penulis memilih bidang minat 
PPSI dengan topik tugas akhir di bidang pengukuran kualitas 
perangkat lunak. Untuk keperluan penelitian, dapat 




(Halaman ini sengaja dikosongkan) 
