Abstract⎯This article continues a cycle of papers, which describe an approach to construction and verification of discrete PLC-programs by an LTL-specification. The approach provides a possibility of PLC-program correctness analysis by the model checking method. For the specification of the program behaviour the linear-time temporal logic LTL is used. The correctness analysis of an LTL specification is performed automatically by the symbolic model checking tool Cadence SMV. It was previously shown how ST-, LD-and IL-programs are constructed by a correct (with verified program properties) LTL-specification. In this article, a technology of CFC-program construction by an LTL-specification is described. The language CFC (Continuous Function Chart) is a variation of FBD (Function Block Diagram). FBD is a graphical language for microcircuits. CFC provides a possibility of free allocation of program components and connections on a screen. The approach to construction of CFC-programs is shown by an example. PLC-program representation on CFC within the approach to programming by LTLspecification differs from other representations. It gives the visualization of a data flow from inputs to outputs. The influence and dependence among variables is explicitly shown during the program execution within one PLC working cycle. In fact, CFC-program is a scheme of PLC-program data flow.
INTRODUCTION
This article continues a cycle of papers [1] [2] [3] [4] [5] [6] [10] [11] [12] [13] dedicated to developing an approach to construction and verification of discrete PLC-programs by an LTL-specification. The approach provides a possibility of PLC-program correctness analysis by the model checking method [7, 8] . We use a linear temporal logic for specification of program behaviour and Cadence SMV tool for verification [14] .
A PLC (programmable logic controller) is a reactive system. It has a set of inputs connected with a control object by sensors and a set of outputs connected with actuators [18, 19] . The PLC repeats the execution of a user program periodically. There are three main phases for the program execution (working cycle): (1) reading from inputs (sensors) and latching them in the memory, (2) program execution (with input variables remaining constant), (3) latching the values of the output variables to the environment. The application of PLCs for systems which control complex industrial processes imposes correctness demands to the PLC-programs.
Programming languages for logic controllers are defined by the IEC 61131-3 standard. This standard includes the description of five languages: SFC, IL, ST, LD and FBD/CFC. Earlier, in articles [3] [4] [5] it was shown how to build ST-, LD-and IL-programs by the correct LTL-specification. This article describes a technology of constructing CFC-programs by the LTL-specification. The Continuous Function Chart language is a variation of FBD (Function Block Diagram) -a graphical language of circuit diagrams of electronic devices on microcircuits. Unlike FBD, CFC allows to arbitrarily place components and connections on the screen. The construction of a CFC-program is demonstrated by an example -PLC for controling a mixing plant.
Information about other approaches to construction and analysis of FBD/CFC-programs can be found, for example, in [15] [16] [17] .
CONSTRUCTION OF PLC-PROGRAMS BY LTL-SPECIFICATION
The point of the approah to PLC-programming by LTL-specification [1] [2] [3] [4] [5] [6] [10] [11] [12] [13] is to provide availability of using model checking method for correctness analysis of PLC-programs [7, 8] . According to this approach, a value of each variable must change once at only one place in a program per one full execution while passing the PLC working cycle. Therefore, changing the value of each program variable is represented by two explicit and one implicit LTL-formulas. The first LTL-formula describes situations leading to the increase of the corresponding variable, the second -to the decrease. The third LTL-formula is implicit and has a rigid form composed from elements of the first and second formulas. It describes the conditions under which a variable does not change its value per one pass of the PLC working cycle. These LTL-forulas are constructive. A PLC-program can be consctructed from a specification, which corresponds to the temporal properties expressed by these formulas. So, PLC programming is reduced to building an LTL-specification of each program variable.
The following LTL-formulas are used for describing situations leading to the increase or decrease of the integer variable value V (1)
The leading underscore symbol "_" in the denotation of the variable is taken as a pseudo-operator allowing to refer to the previous state value of the variable V. This pseudo-operator can be used only under the scope of the temporal operator X.
The conditions
and are logical expressions on program variables and constants, which are constructed by using comparison operators, logical and arithmetic operators and the pseudo-operator "_." By definition, the pseudo-operator can be only applied to variables. The expression describes situations, when changing the value of a variable V is needed (if it is allowed by the condition ). The expression is built by using variables and constants, comparison, logical and arithmetic operators and the pseudo-operator "_."
For the description of all possible increasing value situations Formula (1) may have several sets of considered conjunctive parts combined in a disjunction, after the operator Expressions and have the similar meaning. More simple LTL formulas are proposed to be used in case of a logical (binary) data type: which means that whenever a new value of variable V is greater or less than its previous value, recorded in the variable _V, it follows that the condition of the external action or is fulfilled. In case, when this specification can be replaced by one LTL-formula of form
The implicit LTL-formula of keeping the previous value of the variable is:
The form for the logical variable is the following:
In specification it is important to take into consideration the order of temporal formulas describing the behaviour of the variables. A variable without the pseudo-operator "_" can be involved in the specification of another variable behaviour only if the specification of its behaviour has been already completed and resides in the text above.
If necessary, we will use the keyword "Init" for indicating a variable initial value. For example, means that the variable is initially set to 1. If the initial value of some variable is not explicitly defined, it is assumed that this value is zero.
CONSTRUCTION OF CFC-PROGRAM BY LTL-SPECIFICATION
In this section, the construction of a CFC-code by a constructive LTL-specification of the variable behaviour is described. In general, a translation process from LTL-formulas to the CFC-code is the following.
Two explicit temporal formulas (1) and (2) of a variable and an implicit temporal formula (3) are set in conformity to the graphical CFC-block. The general form of the CFC-block for integer and boolean variables is presented in Fig. 1 in the right bottom corner. Possible implementations of this block are also given in Fig. 1 . The order of execution and location of blocks is set according to the order of formulas in the LTL-specification. Blocks are connected by markers or lines. Lines are held also according to the specification order.
PLC-program representation on the CFC within the approach to programming by LTL-specification differs from other representations. It gives the visualization of a data flow from inputs to outputs. The influence and dependence among variables is explicitly shown during program execution within one PLC working cycle. In fact, the CFC-program is a scheme of the PLC-program data flow. Each program variable must be defined in the description section (local or global) and initialized according to the specification. Note that, for example, in CoDeSys [9] all variables are initialized to zero by default.
In addition, we must implement the idea of the pseudo-operator "_." To do this, in the end of the program an area for a pseudo-operator section is allocated. In this area for each variable output value of corresponding CFC-block is directed also to output variable On the next working cycle this variable will be an input variable. It is also necessary to define the variable in the description section with the same initialization as for the variable V.
In the following section, an idea of constructing CFC-programs by LTL-specification is demonstrated by an example.
INSTALLATION FOR PREPARATION OF MIXTURES
A scheme of an installation designed for mixing two components is presented in Fig. 2 . The first component is loaded from tank 1 through valve Vlv1 to an initially empty reservoir until the level sensor LS1 comes into action. The valve Vlv1 is closed by the triggering sensor LS1. Then the valve Vlv2 opens and the second component is loaded from tank 2 until level sensor LS2 comes into action. After that valve Vlv2 is closed. Next, mixing occurs for T seconds at a certain temperature, which is maintained by a heater. Thereafter the valve PVlv opens and unloading the product takes place. Unloading is finished when LS0 is off. The valve EVlv is used for emergency drain of the substandard mixture. Availability of components is determined by tank sensors TS1 and TS2. Mixer function is determined by a sensor MS. The tempera- ture of the heater is determined by an upper temperature sensor UTS, a lower temperature sensor LTS and a working temperature sensor WTS. If after starting the plant the heater has a temperature less than the lower temperature, it turns on and begins heating. As soon as the temperature of the heater reaches the upper value, the heater turns off and gradually cools down. The task of the heater is to maintain a certain working temperature necessary for mixing components. The working temperature is set at a few degrees below the lower temperature. Start, emergency stop and smooth completion of the installation are carried out by the corresponding buttons Start, Stop and Finish on the control panel. The smooth work completion is the turning off the plant after the current portion of the mixture was prepared and completely poured through the valve PVlv.
The installation is automatic. It is controlled by PLC receiving input signals from sensors of the installation and switches on the control panel, and sending ouput signals to drives of the installation and lamps of the control panel (see Fig. 2 ).
A problem is to write a PLC program with 13 inputs and 14 outputs for controlling the installation. An interface of the PLC is presented in Fig. 3 . It is assumed, that signals from sensors to the corresponding lamps on the control panel go directly, without the PLC.
The following LTL-specification was built with the help of the description of the installation similar to the installation from [2, 13] . 
