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Type inference is perceived as a natural application of logic programming (LP). Natively supported
unification in LP can serve as a basic building block of typical type inference algorithms. In particu-
lar, polymorphic type inference in the Hindley–Milner type system (HM) and its extensions are known
to be succinctly specifiable and executable in Prolog [4, 7]. Our previous work [2] demonstrates Pro-
log specifications of more advanced features of parametric polymorphism beyond HM such as type-
constructor polymorphism (TCPoly) (a.k.a. higher-kinded polymorphisim). In addition to typing judg-
ments (∆;Γ ⊢ t : τ), which relate terms (t) to types (τ), there are kinding judgements (∆ ⊢ τ : κ), which
relate types (τ) to kinds (κ) in such more advanced polymorphic type systems. Execution of our Prolog
specification for such a type system (HM+TCpoly) are multi-staged, that is, kinding judgements and
typing judgements are executed in separate stages.
In this talk, we demonstrate a specification for typing records, which is one of the most widely sup-
ported compound data structures in real-world programming languages. More specifically, we develop
a specification of a type system that supports extensible records based on row polymorphism (Row-
Poly) [3]. We build upon our previous work on HM+TCPoly because the use of rows in record types are
similar to supplying type arguments to a type constructor. For instance, a type constructor for polymor-
phic lists (List : ⋆ → ⋆) becomes a specific list type (e.g., List Int : ⋆) when it is supplied a type (e.g.,
Int : ⋆) as its argument. Similarly, the record type constructor (Rec : row→ ⋆) becomes a specific record
type (e.g., Rec {name : String, age : Int} : ⋆) when it is supplied a row (e.g., {name : String, age : Int}
: row) as its argument. Similarly to a polymorphic list type (∀α : ⋆.List α) that range over any spe-
cific instances of lists, a row-polymorphic record type (∀ρ : row.Rec {name : String | ρ}) ranges over
any record type with the name field of type String; e.g., Rec{name : String} when ρ instantiates to the
empty row {}, or Rec{name : String, age : Int} when ρ instantiates to {age : Int}.
The extension from HM+TCPoly to HM+TCPoly+RowPoly consists of two aspects. First is struc-
turally propagating the extension to the kind syntax from κ ::= ⋆ | κ → κ to κ ::= row | ⋆ | κ → κ .
The syntax of types and terms need to be extended with rows and records, and the kiding and typing
rules for rows and record types need to be added accordingly. Second is on how to implement those
additional rules in Prolog. Unlike lists, rows are order-irrelevant, for instance, {name : String, age : Int}
and {age : Int, name : String} should be considered equivalent. Moreover, type inference involving row-
polymorphic types requires unification between rows of unknown size. Unfortunately, Prolog’s native
unification supports neither order-irrelevant structures nor collections of unknown size effectively. We
overcome this limitation of Prolog’s unification by implementing a user-defined unification between rows
of unknown size, inspired by the Stolzenburg’s work [5] on unification between sets of unknown size.
Our type system specifications are self-contained succinct logic programs with minimal depen-
dencies over external libraries or constraint solving systems, as summarized in Table 1 below. Each
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type system size (in 80 col) auxiliary code and extra-logical built-ins used
HM 15 lines \==, copy_term
HM+TCPoly 30 lines DCG related predicates, gensym
HM+TCPoly+RowPoly 45 lines +40 lines of code for row unification, cut (!)
Table 1: Size increase, additional auxiliary code and extra-logical built-ins used in the Prolog specifica-
tions of polymorphic type systems extended from HM with TCPoly and RowPoly.
extension of a polymorphic feature adds about 15 lines of Prolog code for the new typing rules to
handle additional language constructs. In case of RowPoly, we also needed extra 40 lines of auxil-
iary Prolog code to implement the unification between rows of possibly unknown size. This user de-
fined row unification is only required used once in the specification of the typing rule for applications
Γ ⊢ e1 : A1 → B Γ ⊢ e2 : A2 A1
row
== A2
Γ ⊢ (e1 e2) : B
where
row
== is the type equivalence modulo reordering
of row items. The other typing rules may use the usual structural equivalence. Further details of our
specification for row polymorphic type system is available on Arxiv [1].
There are mainly two limitations in our approach of using Prolog to develop relational executable
specification of type systems. First is the use of extra-logical predicates and meta-programming methods,
which makes it difficult to analyze the specification and argue its correctness. Second is the lack of error
message (except getting “false” from Prolog’s failure). For future work, we hope to overcome the first
limitation by (1) formulating a more limited but principled theory of meta-programming in LP that is
suited for specifying multiple levels of typing rules and (2) by supporting basic operations (e.g., first
matching lookup in a context, row unification) as primitives of the LP system and separately verify their
internal implementation rather than treating as a part of a user provided specification. Regarding the
second limitation, there are many work on type error messages for functional languages (e.g., [6]) but
needs further research on which of the ideas would be compatible with our approach.
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