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Abstract
Ontologies are semantically organized collections of in-
formation pieces. Ontologies provide a way of organizing
and encoding the collected knowledge for a given domain.
Formalizing the accumulated knowledge in such a frame-
work enables all sorts of automated analysis. We present
an ontology for analyzing empirical studies of software en-
gineering, in particular the design of software engineering
experiments. The design of such experiments consists of as-
signing human subjects to apply treatments, such as tech-
niques or tools, to artifacts such as code or speciﬁcations.
The particular design and available treatments depend on
the goals of the experiment. Provisions for addressing vari-
ous threats to validity constrain the available design space.
Furthermore, the assignments have to be consistent with the
available resources. By encapsulating the existing knowl-
edge on designing experiments, we posit that it is possible
to check a given design for validity and consistency. We
present a case study encoding software inspection exper-
iments into an ontology and show how we can use it for
checking a proposed design for a new inspection experi-
ment.
1. Introduction
Empirical studies of software engineering tasks evaluate
the effectiveness and practicality of different software de-
velopment processes, methods and techniques. Such stud-
ies range from case studies to controlled experiments. The
results of these studies play a crucial role in contributing to
our fundamental knowledge of the underlying mechanisms
driving these processes, methods and tools, thus improving
our understanding of which one works best under what sit-
uation, as well as providing fundamental knowledge of the
way software engineers work, think and interact with each
other.
Controlled experiments are the primary means for eval-
uating software engineering practices. Unfortunately, con-
trolled experiments in software engineering are costly to or-
ganize as it requires human subjects. Extensive planning is
required in order to ensure that the experimental results are
valid. Due to these twin obstacles of cost and risk, only a
handful of experienced empirical researchers conduct con-
trolled experiments [9]. Moreover, very few controlled ex-
periments are conducted in industrial settings where results
could be more readily relevant.
A properly designed experiment can reduce the cost and
mitigate the risk of invalid results, lowering the barrier
for conducting controlled experiments in industry. Expe-
rienced empirical software engineering researchers are typ-
ically able to conduct well-designed experiments based on
the available subjects. This paper proposes a way to encap-
sulate the experience of these experts by means of an ontol-
ogy for experimental designs. In this ontology, the design
is modeled as a set of assignments of treatments to subjects.
Threats to validity are culled from existing studies of con-
trolled experiments and encoded as constraints. We have
implemented the ontology in the Web Ontology Language
(OWL) [2] using Protégé [6].
2. Background
An ontology is a speciﬁcation of a representational vo-
cabulary for a shared domain of discourse - deﬁnitions of
classes, relations, functions, and other objects. [7] It is used
todeﬁnearepositoryforstoringandformalizingknowledge
about a given ﬁeld or domain. An ontology is more than
just a collection of objects and their relationships. It must
specify the constraints that exist between those objects and
relationships.
Several researchers have looked at applications of on-
tologies to support empirical studies in software engineer-
ing. For example, Garcia, et al. [5] presented an on-
tology for controlled experiments in software engineering.
This ontology focused on documenting an experiment with
enough detail to create lab packages for replications. Ourresearch extends their work by illustrating how additional
analysis can be carried out on the stored information on ex-
periments.
3. An Ontology to Support the Design of Ex-
periments
We propose an ontology for software engineering exper-
iments that can be used to validate experimental designs.
The ontology encodes the accumulated experience from ex-
periments documented in the empirical software engineer-
ing body of literature. Our ontology was based on the
EXPO ontology [10] for scientiﬁc experiments and includes
high level concepts such as hypotheses, variables, designs,
treatments, results, participants, etc. For purposes of this
paper, we focus the discussion on the design and the con-
cepts associated with it.
3.1. Modeling the Design of Experiments
The design of an experiment lays out the treatments
and identiﬁes the subjects assigned to those treatments and
when a particular subject-treatment assignment is to be ex-
ecuted. The design accounts for some threats to experimen-
tal validity through ensuring assignment of the same treat-
ment to different subjects and assignment of different treat-
mentstothesamesubject. Furthermore, toavoidexhausting
the subjects, the experimental design must attempt to keep
the number of assignments per subject to a minimum while
meeting the need for repeated assignments. In addition, to
mitigate the potential bias introduced by long term changes
in subjects’ abilities, the conduct of the experiment is car-
ried out in a short period of time. Thus the experimental
design must attempt to optimize the scheduling of the treat-
ment assignments, minimizing number of assignments per
subject as well as experiment interval.
The parts of the ontology relevant to the design are
shown in Figure 1. This consists of the following concepts:
Treatment, Subject, Object, Assignment. Treatment is the
software engineering technique, method or process being
studied. Subject is a person, usually a professional devel-
oper or a student, who is participating in the experiment.
Object is the entity (e.g., requirements document, program,
model, etc.) that the subject manipulates or studies in the
course of applying a treatment. Assignment relates subjects
to treatments and objects. In other words, in an assignment
instance, a subject instance is assigned to apply a treatment
instance in an object instance. Each concept can also have
properties, some of which are shown here. In particular,
Treatment has a property rank which denotes the level of
sophistication of that treatment. Assignment has a property
round_no to distinguish between rounds of an experiment
Assignment
round_no
Treatment
rank using
Subject
...
applied by
Object
...
applied on
Figure 1. An ontology fragment depicting the
concepts involved in the design of experi-
ments.
that is repeated several times.1 An instance of the exper-
imental design consists of a set of assignment instances.
This set of assignments can then be checked for validity.
3.2. Modeling the Validity Checks
The threats to validity are checked using constraints over
the experimental design concepts. We investigated using
OWL to specify the constraints as there are many highly
optimized checkers available. OWL constraints can be used
to specify precise relationships between concepts. Incon-
sistencies in these constraints mean that it is not possible
to create an instance that would satisfy such relationships.
However, it is difﬁcult to use this to express constraints that
span multiple relationships and concepts. For this, the Pro-
tégé Axiom Language (PAL) appeared to be better suited.
PAL is based on ﬁrst-order predicate logic and can more
readily express arbitrary constraints over the instances of an
ontology.
We compiled a list of threats to validity reported in over
20 experiments. From this, we selected several types of va-
lidity checks to model. For initial constraint development,
we concentrated on those threats that can be checked given
the information on experimental design available in Figure
1. We checked for 2 types of threats to validity: a) learning
effects due to the assignment of treatments with differing
levels of sophistication, b) differences between subjects and
between objects.
3.2.1 Subject learning over time
Maturation effects are due to subjects learning as the ex-
periment proceeds [8]. Potentially, a subject assigned to
1We point out these properties as they will be used in the constraints
speciﬁed in Section 3.2.one treatment may inadvertently use the knowledge and ex-
perience gained from that treatment when performing sub-
sequent assigned treatments. A constraint was speciﬁed to
verify that no subject can be assigned a treatment that is less
sophisticatedthantheotheroneshewasalreadyassignedto.
This is detailed in the following PAL constraint:
(defrange ?a1 :FRAME Assignment)
(defrange ?t1 :FRAME Treatment using)
(defrange ?a2 :FRAME Assignment)
(defrange ?t2 :FRAME Treatment using)
(forall ?a1 (forall ?a2
(=> (and
(= (applied_by ?a1) (applied_by ?a2))
(> (round_no ?a1) (round_no ?a2)))
(exists ?t1 (exists ?t2
(and (=(use_t ?a1) ?t1)
(=(use_t ?a2) ?t2)
(not (< (rank ?t1) (rank ?t2))))
)))
))
In this speciﬁcation, defrange is used to declare a vari-
able and deﬁne its range of instances, for example, vari-
able ?a1 is an instance of Assignment. Some variables are
further restricted to those instances that appear in a partic-
ular property or relationship, for example, variable ?t1 is
an instance of Treatment that appears in a using relation-
ship. The remainder of the constraint is a predicate logic
formula which states that all subjects assigned to more than
one round should always be assigned a treatment that is of
equal or higher rank in a later round of the experiment than
they have been assigned in an earlier round.
3.2.2 Multiple subjects and objects
Experiment subjects have varying backgrounds and abili-
ties. It would not be a meaningful result if a treatment was
applied only to one subject. Some experimenters randomly
assign different subjects to a treatment. Others collect sur-
rogate measures of ability, such as years of experience or
grades in certain classes, and use this measure to stratify
the subject pool and making sure that treatments are as-
signed subjects from each pool. In any case, it is important
to check that several subjects be assigned to a given treat-
ment. Hence, a constraint was added to check for this:
(defrange ?a1 :FRAME Assignment)
(defrange ?a2 :FRAME Assignment)
(forall ?a1
(forall ?a2
(=> (and (= (applied_by ?a1) (applied_by ?a2))
(/= (round_no ?a1) (round_no ?a2)))
(/= (applied_on ?a1) (applied_on ?a2))
)))
Another constraint was added to verify that a subject is
assigned to several treatments so that it would be possible
to assess the variability introduced by that subject:
(defrange ?a1 :FRAME Assignment)
(defrange ?s1 :FRAME Subject )
(defrange ?a2 :FRAME Assignment)
(defrange ?s2 :FRAME Subject )
(forall ?a1 (forall ?a2
(=> (and
(= (applied_on ?a1) (applied_on ?a2))
(/= ?a1 ?a2))
(exists ?s1 (exists ?s2
(and (=(applied_by ?a1) ?s1)
(=(applied_by ?a2) ?s2)
(/= ?s1 ?s2))
)
))))
Similarly, differences in experiment objects may affect
the outcome of the experiment. This is also called the in-
strumentation effect. Experiments usually call for the sub-
jects to study the contents of the object using the assigned
treatment. If some objects are harder to understand, then
subjects are less likely to apply the treatment effectively.
Hence, a constraint was added to check that an object was
treated by several subjects in order to provide a way to un-
tangle subject performance from object complexity:
(defrange ?a1 :FRAME Assignment)
(defrange ?s1 :FRAME Subject )
(defrange ?a2 :FRAME Assignment)
(defrange ?s2 :FRAME Subject )
(forall ?a1 (forall ?a2
(=> (and
(= (applied_on ?a1) (applied_on ?a2))
(/= ?a1 ?a2))
(exists ?s1 (exists ?s2
(and (=(applied_by ?a1) ?s1)
(=(applied_by ?a2) ?s2)
(/= ?s1 ?s2))
)
))))
Another constraint was also added to verify that an ob-
ject is assigned to several treatments to assess the variability
introduced by that object:
(defrange ?a1 :FRAME Assignment)
(defrange ?t1 :FRAME Treatment using)
(defrange ?a2 :FRAME Assignment)
(defrange ?t2 :FRAME Treatment using)
(exists ?a1 (exists ?a2
(=> (and
(= (applied_on ?a1) (applied_on ?a2))
(/= ?a1 ?a2))
(exists ?t1 (exists ?t2
(and (=(using ?a1) ?t1)(=(using ?a2) ?t2)
(/= ?t1 ?t2))
)
))))
4. Application
For our initial evaluation of this ontology, we used it to
analyze a family of experiments on software inspections
listed in [1]. Software inspections are an efﬁcient way
of ﬁnding defects in code and other software artifacts [4].
In the inspection process, a software inspector or reviewer
carefully reads and analyzes the artifact under inspection
and makes note of potential defects. Several inspectors may
then meet to pool together their list of defects, eliminating
some spurious ones while adding new ones discovered dur-
ing the meeting process. Several factors drive the defect
detection effectiveness of software inspections, including
the kind of reading technique used, inspector background,
meeting dynamics, etc. In this paper, the set of experiments
we analyzed investigate different reading techniques used
by software inspectors in detecting defects in software re-
quirements documents. Thus the treatment is the reading
technique, the subject is the reviewer, and the object is a
software requirements document.
Current results are encouraging. We applied the exper-
imental design ontology with instances which consisted of
assignments of a reviewer applying a reading technique to
a requirements document. As these were well-designed ex-
periments, no validation errors were found when the PAL
constraints were applied. By tweaking the design to pro-
duce some invalid assignments, we were able to catch in-
consistencies as expected.
5. Discussion and Future Work
Wehavepresentedanontologyforthedesignofsoftware
engineering experiments and preliminary results for its fea-
sibility. While we have focused the application on inspec-
tion experiments, the ontology can be applied in other do-
mains. Examples of domains found in the literature on soft-
ware engineering experiments include testing techniques,
design techniques, agile methods, etc. We are in the pro-
cess of analyzing experiments from other software engi-
neering domains and accommodating the design of those
experiments in our ontology.
Creating an ontology of experiments provides a way
to collect pieces of knowledge and create a cohesive un-
derstanding of experimental results. The need for build-
ing a body of knowledge from related of experiments has
been recognized for some time [1]. Common families of
studies can contribute to important and relevant hypothe-
ses that may not be suggested by individual experiments.
And the framework also facilitates building knowledge in
an incremental manner through the replication of experi-
ments within families of studies. We propose encoding ex-
periments in ontologies as a step towards organizing such a
body of knowledge. By organizing such a body of knowl-
edge, gaps in the knowledge can be identiﬁed more readily,
motivating additional experiments. Furthermore, it facili-
tates the meta-analysis of data from multiple experiments.
This facilitates secondary studies of data, complementing
the related research on ontologies supporting the systematic
review process [3]. To this end, we are extending the def-
inition of the experiment ontology to be able to formalize
hypotheses and store outcomes from the subjects’ applica-
tion of treatments.
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