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Tato bakalářská práce se zabývá procedurálním generováním vegetace za pomocí L-systémů.
Představuje procedurální generování jako prostředek pro tvorbu modelů rostlin. Dále popi-
suje jednotlivé druhy L-systémů a jejich využití v počítačove grafice. Funkčním výstupem
práce je implementace algoritmu pro generování modelů rostlin ve 3D prostoru, jehož vý-
sledek je vizualizován pomocí grafické knihovny OpenGL.
Abstract
This Bachelor’s thesis deals with procedural generation of vegetation using L-systems. It
represents procedural generation as a means for creating models of plants. Describes the
different types of L-systems and its use in computer graphics. The functional output of this
work is to implement an algorithm for generating models of plants in 3D space. The result
is visualized using the OpenGL graphics library.
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Člověk se snaží vytvářet čím dál více vyspělejší virtuální realitu. Nedílnou součást virtuální
reality tvoří počítačová grafika, která se už dávno vyvinula do samostatného vědeckého
oboru. Jednou z obtížných disciplín počítačové grafiky je zobrazování přírodních jevů a ne-
pravidelných živočišných nebo rostlinných struktur. Tímto problémem se zabývalo a stále
zabývá mnoho odborníků, kteří vynalezli či implementovali různá řešení, jak zjednodušeně
nebo realisticky zobrazovat složité přírodní jevy pomocí výpočetní techniky. Scéna, která
je vizuálním prvkem virtuální reality, se skládá z jednoho nebo více modelů rozmístěných
kolem pozorovatele (kamery). Modely použité ve virtuální scéně musí být nějakým způso-
bem vytvořeny (namodelovány). Jedním ze způsobů vytváření objektů, je generování na
základě jejich matematického popisu.
Tato bakalářská práce se zabývá procedurálním generování vegetace. Nejprve bylo po-
třeba nastudovat potřebnou problematiku ohledně procedurálního generování a jeho mož-
nosti, s využitím pro generování vegetace.
Pro modelování rostlinných organismů se nejvíce využívají L-systémy (Lindenmayerovy
systémy), které byly vyvinuty v roce 1968 maďarským biologem Aristidem Lindenmayerem.
Tento systém je založen na přepisování řetězců podle zadaných pravidel (přepisovací gra-
matiky). Pokročilejší verze L-systémů spolu s počítačovou grafikou mohou generovat velmi
realistické modely rostlin a také modelovat celé rostlinné systémy, které dokáží reagovat
na vnější prostředí a podněty (např.: množství vody, vliv gravitace, slunce, větru, cizího
tělesa). L-systémy se však nepoužívají jen pro modelování rostlinných struktur, ale i pro
jiné sobě podobné struktury, jako například architektonické objekty, nebo celá města [8].
Konečným cílem bylo navrhnout aplikaci, využívající teorie L-systémů, která vygene-
ruje model nebo modely rostlinných struktur a pomocí knihovny OpenGL je zobrazí ve
3D prostoru. Aplikace dokáže vygenerovat modely podobné reálné vegetaci a uložit je do
souboru s formátem OBJ.
Kapitola Procedurální modelování se zabývá popisem několika postupů, jak automa-
ticky generovat různé struktury. V následující kapitole L-systémy se zabývá důkladnějším
popisem této techniky a možnostmi využití v praxi. Dále v kapitole Modelování vegetace se
popisují různé typy větvení rostlin a způsoby jejich tvorby pomocí L-systémů. Navazující
kapitola Návrh aplikace využívající 0L-systém zadává požadavky na vytvářenou aplikaci
a vysvětluje syntaxi zdrojového souboru pro gramatiku 0L-systému. Implementace pojed-
nává o vytvořeném interpretu 0L-systému a jeho vstupu a výstupu. Závěr je shrnutí celé




K vytvoření počítačových modelů slouží různé metody a postupy. Prvním způsobem je
nasnímání reálného objektu digitálním fotoaparátem, kamerou nebo použití 3D skeneru,
tzv. na obrazech založené modelování (shape from shading). Tento postup se nehodí pro
velké a detailní scény. Objem dat se kterými by se muselo pracovat by byl příliš velký. Proto
se ve velké míře používá analytického modelování, kdy člověk udává tvar a barvy modelu
od začátku až do konce ručně, podle své představivost [13].
Další možností je použít 3D modelovacího software, který napomáhá při tvorbě modelu
(např.: systémy CAD, Rhinoceros). Takové modelování se nazývá poloautomatické. Třetím
a posledním způsobem modelování objektů je tzv. automatické modelování objektů. Ná-
sleduje výčet metod používaných pro automatické modelování objektů. První možností au-
tomatického modelování je transformace dat do geometrické podoby pomocí jednoduchých
pravidel (například: zobrazení molekul chemických sloučenin). Další z možností automatic-
kých technik je procedurální modelování. Tato technika umožňuje automatické modelování
velmi složitých objektů tak, že skládá celkový model pomocí jednoduchých komponent podle
daných pravidel, závislých na parametrech. Modelovací techniky můžeme dále posuzovat
podle reálnosti zobrazované informace, nebo rychlosti generování modelu [13].
Procedurální techniky jsou reprezentovány kódem, či algoritmy, které určují jisté cha-
rakteristiky modelu či efektu. Tento způsob umožňuje generovat přírodní, realistické a tedy
náročné geometrické útvary. Zásadní vlastností procedurálních technik je jednoduchost, se
kterou je možné objekt popsat. Výsledek generujícího procesu lze změnit již malým počtem
vstupních parametrů. Procedurální modelování můžeme rozdělit do následujících kategorii:
generativní modelování, fraktální geometrie, částicové systémy a L-systémy [13].
2.1 Generativní modelování
Způsob, jakým generativním modelováním vytváříme model, je odlišný od běžného mo-
delování. Tradičně jsou 3D objekty definovány jako seznamy geometrických primitiv, jako
jsou kostky, koule, válce v CSG stromech, nebo NURBS plochami. V případě generativního
modelování se model popisuje posloupností operací, které se postupně aplikují a vytvářejí
model. Tvar modelu je popsán posloupností modelujících kroků, oproti běžným postupům,
kdy je popsán tvar hotového modelu. Z navrhování modelu se přechází na navrhování pravi-
del. Tento postup je obecný a lze jej použít na jakýkoliv tvar, který lze rozložit na množinu
základních formujících operací (elementary shape operators). Při tomto modelování je po-
třeba naplánovat, jak se bude model vytvářet a zvolit správný postup [3].
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Generativní modelování je účinné díky možnosti vytvořit kvalitní modely za pomocí
nízko úrovňových tvarových operátorů. Posloupnost generujících kroků může být svázána
do nového kombinovaného operátoru (combined operator). Ty mohou být použity stejně
jako elementární operátory.
Generative modeling language (GML) je konkrétní implementace generativního pří-
stupu. Jedná se o generativní programovací jazyk, který může být použit i jako formát
souboru pro nízko úrovňové popisy tvarů. Pouze 25 kB kódu GML stačí pro knihovnu go-
tického okna, umožňující vytváření různých modelů oken. Ukázky modelů vygenerovaných
pomocí GML jsou na obrázku 2.1.
Obrázek 2.1: Objekty vygenerované pomocí GML [3].
2.2 Fraktální geometrie
Fraktální geometrie je samostatná, rozsáhlá vědní disciplína. Za objevitele fraktálu je dnes
považován vědec polského původu Benoit B. Mandelbrot, který jako první matematicky
definoval pojem fraktál. Jeden z nejznámějších fraktálních útvarů je Mandelbrotova mno-
žina, což je dynamický fraktál ležící v komplexní rovině, poprvé prezentován v roce 1979
(obrázek 2.2) [12].
Všeobecně platná definice fraktálu prozatím neexistuje. Nicméně velká část fraktálů je
využívána v počítačové grafice a fraktály lze tak nejlépe popsat jako geometrické objekty.
Fraktál můžeme tedy nejjednodušeji definovat jako nekonečně členitý útvar. Jeden z nej-
známějších příkladů nekonečně členitého útvaru je obvod ostrova, kde při měření obvodu
záleží na přesnosti zvolené metody. Výsledný obvod se může lišit i o řády při dvou růz-
ných přesnostech. Některé fraktály lze ovšem definovat i odlišnými a značně přesnějšími
způsoby [12].
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Obrázek 2.2: Mandelbrotova množina, vlevo celá množina, vpravo detail [9].
Fraktální geometrie popisuje model pomocí algoritmu, který skládá složitý model z jed-
nodušších soběpodobných částí, jako jsou například hora, kámen, mikroskopická struktura.
Na pohled složitý a nesouměrný tvar je generován opakovaným použitím jednoduchých
pravidel [12].
Soběpodobnost je důležitý pojem přímo svázaný s fraktální geometrii. Je to taková
vlastnost objektu, kdy při pohledu na objekt v různých měřítkách, se objekt či jeho části
jeví stejné. Pomocí fraktální geometrie můžeme generovat přírodní útvary jako jsou hory,
kameny, části krajin, korály, atd. Fraktální geometrie se používá také pro generovaní zají-
mavých obrazců, nebo textur, například obrázky 2.3. Hlavní výhodou takhle vygenerované
textury je celková velikost uložených dat [12].
Obrázek 2.3: Ukázky fraktálů vypočtených v komplexní rovině [12].
2.3 Částicové systémy
Silnou modelovací a zobrazovací technikou jsou částicové systémy (particle systems), které
se používají zejména k modelování objektů, jejichž tvar je natolik členitý, nebo se mění
takovým způsobem, že ho není možno reprezentovat jako povrch. Takovými objekty jsou
například padající sníh, déšť, oheň, mlha, dým, tráva, les, atd. Jednou z výhod částicových
systému je poměrně jednoduché vytváření animací [13].
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Systém částic je reprezentován jako soubor velkého množství malých prvků (částic),







• doba života částice
• tvar částice
Částice mohou v jistém okamžiku vznikat, po určité době života zanikat, nebo emitovat
další částice. U složitějších systémů lze reagovat i na střety částic, nebo interakci částic
s okolím. Také je možné vytvářet systémy, ve kterých jsou částice spojeny nebo na sebe ur-
čitým způsobem působí – jedná se o vázané systémy částic. Částice může být reprezentována
prakticky jakýmkoliv objektem, záleží na jevu, který je částicovým systémem modelován.
Nejčastěji je částice znázorněna pomocí:
• body, pixely
• kapky, kuličky
• bitmapy s alfa kanálem
Použití částicových systémů může vypadat následovně. Každá částice se mapuje jako
bod do promítací roviny, kde se spočítá suma intenzit všech částic, které dopadnou do
stejného místa (pixelu) v promítací rovině. Jinou možností je každou částici reprezentovat
bitmapou s proměnnou průhledností. Potom je možné systém vizualizovat tak, že se všechny
částice setřídí podle své vzdálenosti od promítací roviny a postupně se na tuto rovinu
mapují. Přitom se bere v úvahu průhlednost každé částice. Tento postup může využít
grafické operace z 3D grafických knihoven [4]. Příklad částicového systému ja na obrázku
2.4.
Obrázek 2.4: Ukázka částicového systému [10].
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2.4 L-systémy
Podstatou tohoto mechanismu je paralelní přepisování řetězců – posloupnosti symbolů podle
určitých pravidel. Po určitém počtu přepisovacích kroků se získaná posloupnost symbolů
interpretuje geometricky. Každý symbol má přiřazen jistý geometrický význam, například
transformaci, generování objektu, změnu vlastností objektu apod.
L-systémy se uplatňují především při generování modelů rostlin. Kromě této oblasti
byly použity i pro modelování říčních toků, mořských mušlí, křivek definovaných dělicími
schématy, ale i pro generování silniční sítě ve městě. Umožňují též vytváření klasických line-
árních deterministických fraktálů [8]. Příklady modelů vygenerovaných pomocí L-systémů
se nacházejí na obrázcích 2.5 a 2.6.
Obrázek 2.5: Ukázka použití L-systémů [8].
V této práci jsou L-systémy použity jako prostředek pro generování vegetace, proto jsou
pro tuto práci zásadní a bude jim věnována samostatná kapitola 3.




L-systémy (Lindenmayerovy systémy) v roce 1968 představil maďarský biolog Artist Linde-
nmayer jako matematický teoretický rámec pro vývoj rostlinných organismů [8]. L-systémy
jsou skupinou fraktálů definovaných ve své nejjednodušší podobě pomocí regulárních nebo
bezkontextových přepisovacích gramatik [12].
L-systémy jsou založeny na systému paralelního přepisování řetězců. Řetězec je složený
z různých symbolů. Každý ze symbolů má specifický význam při konečné interpretaci řetězce
a pro každý symbol existují různá přepisovací pravidla. Na počátku je definován axiom, což
je počáteční řetězec na který se začínají aplikovat přepisovací pravidla. Přepisování řetězce
(derivace) se provádí opakovaně do zadaného počtu kroků. V jednom přepisovacím kroku se
přepíší všechny symboly pro které existuje pravidlo, ostatní symboly zůstávají nezměněny.
Přepisovací pravidla mají levou a pravou část. Levá část označuje symbol v řetězci, který
bude nahrazen pravou částí přepisovacího pravidla [8]. Příklad jednoduchého pravidla: F →
FAF. Z pravidla vyplývá: pokud bude v řetězci nalezen symbol F, tento symbol je nahrazen
symboly FAF.
generátor počáteční obrazec (axiom) 1. derivace
2. derivace 3. derivace 4. derivace
Obrázek 3.1: Kochova sněhová vločka.
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Jeden z nejznámějších obrazců generovaných pomocí přepisování řetězce je Kochova
sněhová vločka, zobrazena na obrázku 3.1, pojmenovaná podle jejího tvůrce Helge von
Kocha. Generátor (3.1 vlevo nahoře) se aplikuje na každou úsečku v počátečním obrazci
(3.1 uprostřed nahoře). V první derivaci se generátor aplikuje celkem třikrát. Trojúhelník
tak dostává tvar hvězdy. V další derivaci se generátor aplikuje již dvanáctkrát a z hvězdy
se stává vločka. V následujících derivacích je to 48-krát, 192-krát a v páté derivaci to je až
768-krát. Vločka tak získává čím dál větší detaily [8].
V následujících podkapitolách budou popsány jak základní L-systémy, tak jejich rozší-
ření, a budou upřesněny jejich výhody a využití pro generování rostlinných modelů.
3.1 D0L-systémy
D0L-systémy reprezentují nejjednodušší typ L-systémů. Písmeno D v názvu značí deter-
minismus, což znamená, že pro každý symbol v řetězci existuje právě jedno pravidlo, nebo
neexistuje žádné. Nula značí bezkontextový L-systém, to znamená, že se nebere v úvahu
žádný kontext. Kontext symbolu v řetězci je chápán jako sousedící symboly právě zkou-
maného symbolu. Dále existují D1L-systémy, u kterých záleží na jednom z kontextuálních
symbolů, buď pravém nebo levém. Pravidlo se provede jen tehdy, pokud je symbol v po-
žadovaném kontextu s ostatními symboly podle zadaného pravidla. D2L-systémy vyžadují
splnění kontextu na obou stranách symbolu, více v podkapitole 3.7. Na obrázku 3.2 je








Obrázek 3.2: Vztah mezi Chomského třídami jazyků a třídami jazyků generovanými L-
systémy. Symboly 0L značí bezkontextový a 1L kontextový L-systém [8].
11
Například, budeme mít v systému povolené symboly a, b, c. Přepisovací pravidla budou
následující:
a → bc (3.1)
b → ab (3.2)
Jako axiom zvolíme řetězec o jednom symbolu a. V prvním derivačním kroku se symbol pře-
píše podle pravidla 3.1 na symboly bc. Ve druhém kroku se bude nahrazovat pouze symbol
b pravidlem 3.2, protože pro symbol c není definováno žádné přepisovací pravidlo a zůstává
tak nezměněn. Po této derivaci bude řetězec vypadat následovně: abc. V následujícím kroku
se aplikují dvě pravidla a to na znaky a, b. Řetězec bude mít tvar bcabc. Další postup je




b c a b c
a b c b c a b c
Obrázek 3.3: Aplikace pravidel.
3.2 Želva jako interpret řetězce
Pro interpretaci získaného řetězce se používá takzvaná želví grafika. Želvu si můžeme před-
stavit jako kreslící zařízení, kterému jako vstup slouží vygenerovaný řetězec. Želva postupně
čte všechny znaky z řetězce a podle významu znaku provádí jednotlivé akce. Aktuální stav
želvy je uspořádaná trojice (x, y, α), kde x a y značí pozici želvy v kartézském souřadném
systému a α představuje úhel natočení želvy. Želva při změně postavení nakreslí čáru mezi
starou a aktuální pozicí [8].
Definujeme čtveřici symbolů, ze kterých se bude skládat vstupní řetězec pro želvu. Vý-
znam jednotlivých symbolů čtených želvou je následující:
• F : pohyb želvy vpřed o předdefinovanou délku d ze souřadnic (x, z, α) na
novou pozici (x+ d ∗ cos(α), y+ d ∗ sin(α), α), při pohybu se kreslí úsečka.
• f : pohyb želvy vpřed o předdefinovanou délku d ze souřadnic (x, z, α) na
novou pozici (x+ d ∗ cos(α), y + d ∗ sin(α), α), bez kreslení úsečky.
• + : otočení želvy doleva o úhel δ, změna parametru želvy na (x, z, α+ δ)
• - : otočení želvy doprava o úhel δ, změna parametru želvy na (x, z, α− δ)
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Na počátku interpretace řetězce musí být želva inicializována do počátečního stavu
(x0, y0, α0) a musí být zadány dvě konstanty d, δ. Konstanta d určuje délku kroku a kon-
stanta δ udává o jaký úhel se želva otočí. Dále je potřeba definovat počet derivačních kroků
n. Poté se začne procházet řetězec po symbolech, které přestavují určitou činnost želvy.
Kreslící želva tak postupně proměňuje řetězec v obrazec. Obrázek 3.4 zobrazuje kreslící
želvu umístěnou do kartézského souřadného systému, s jejími operacemi a výsledek inter-
pretace řetězce FFF-FF-FF-F+F+FFF+F+F-FF-F, při zadaném úhlu δ = 90◦.
Obrázek 3.4: Znázornění želvy v kartézském souřadném systému s možnými operacemi
(vlevo), výsledek interpretace řetězce (vpravo).
Následuje příklad obrazce 3.5 vygenerovaného pomoci D0L-systému a interpretovaného
želví grafikou. Obrazec se nazývá Kochův ostrov a je generován pomocí následujícího pra-
vidla:
n=3, δ = 90◦
axiom: F-F-F-F
rule: F → F-F+F+FF-F-F+F
U obrázků 3.5 je postupně zvětšováno měřítko. První z obrázků je počáteční obrazec a ná-
sledují tři po sobě jdoucí derivační kroky.
Obrázek 3.5: Kochův ostrov, odleva: axiom, první, druhá a třetí derivace.
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3.3 Želví grafika ve 3D prostoru
Pokud chceme interpretovat řetězec ve 3D prostoru, musíme rozšířit parametry určující
pozici želvy na uspořádanou trojici (x, y, z) a úhel určující otočení želvy rozšířit na soustavu
tří vektorů H,L,U , které představují H - vektor směru pohledu želvy (Heading), L - vektor
směru od levého boku želvy (Left), U - vektor směru nahoru od krunýře želvy (Up). Vektory
mají jednotkovou délku a jsou na sebe kolmé (viz. obrázek 3.6). Pro vektory platí vztah
~H ∗ ~L = ~U [1]. Rotace želvy se vypočítá následovně:
[ ~H ′ ~L′ ~U ′] = [ ~H ~L ~U ] ∗R (3.3)
kde R je jedna ze tří transformačních matic. Matice se vybírá podle prováděné želví rotace.
RH(α) =








 cos(α) sin(α) 0− sin(α) cos(α) 0
0 0 1
 (3.6)
Obrázek 3.6: Znázornění želvy ve 3D prostoru.
14
Pro 3D prostor přibývají také symboly ovládající želvu. Symboly určující pohyb želvy
můžeme ponechat stejné.
• | : otočení želvy o 180◦ s použití rotační matice RU (180◦)
• + : otočení želvy o úhel δ s použití rotační matice RU (δ)
• - : otočení želvy o úhel −δ s použití rotační matice RU (−δ)
• & : otočení želvy o úhel δ s použití rotační matice RL(δ)
• ∧ : otočení želvy o úhel −δ s použití rotační matice RL(−δ)
• \ : otočení želvy o úhel δ s použití rotační matice RH(δ)
• / : otočení želvy o úhel −δ s použití rotační matice RH(−δ)
Pro reprezentaci 3D modelu vytvořeného D0L-systémem se používá trojrozměrná Hil-
bertova křivka (Obrázek 3.7).
n = 3, δ = 90◦
axiom:A
A → B-F+CFC+F-D&F∧D-F+&&CFC+F+B//
B → A&F∧CFB∧F∧D∧∧-F-D∧ |F∧B|FC∧F∧A//
C → |D∧ |F∧B-F+C∧F∧A&&FA&F∧C+F+B∧F∧D//
D → |CFB-F+B|FA&F∧A&&FB-F+B|FC//
Obrázek 3.7: Trojrozměrná Hilbertova křivka [8].
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3.4 Závorkové L-systémy
Abychom mohli generovat přírodní útvary jako jsou rostliny, potřebujeme rozšířit D0L-
systém na závorkový D0L-systém. Toto rozšíření umožňuje při interpretaci řetězce uložit
aktuální pozici a stav kreslící želvy. To znamená že se želva může kdykoliv vrátit na místo
kde už byla a pokračovat od tohoto místa, což nám umožňuje generovat rozvětvující se
obrazce, na rozdíl od předchozích D0L-systémů [6].
K zapamatování stavu želvy slouží datová struktura zásobník. Pro ukládání a načítání
stavu želvy definujeme dva nové znaky ”[” a ”]”. Tyto znaky se používají v řetězci pro
ovládání želvy, při generování řetězce nemají žádný efekt.
• [ : slouží jako příkaz push pro zásobník, ukládá parametry želvy na vrchol zá-
sobníku. Na zásobník se ukládá pozice želvy (x, y, z), dále se musí ukládat
i natočení želvy v prostoru a další informace, které se můžou při pohybu
želvy měnit, například barva či tloušťka vykreslované části.
• ] : slouží jako příkaz pop pro zásobník, načítá parametry z vrcholu zásob-
níku. Želva se umístí na pozici a nastaví všechny potřebné parametry na
hodnoty načtené ze zásobníku.
Obrázek 3.8 znázorňuje použití nově definovaných znaků ”[” a ”]” v řetězci. Na obrázcích
(3.9) jsou modely vygenerované pomocí závorkového D0L-systému, z toho poslední tři jsou
3D modely.
F [−F [−F ]F ]F [−F ][+F [−F ]F ]FF
Obrázek 3.8: Příklad použití závorkového D0L-systému.
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n = 7, δ = 20◦ n = 5, δ = 22.5◦ n = 7, δ = 25.7◦
axiom:X axiom:X axiom:X
X → F[+X]F[-X]+X X → F-[[X]+X]+F[+FX]-X X → /F[+X][-X]FX
F → FF F → FF F → FF
n = 5, δ = 30◦ n = 4, δ = 22.5◦
axiom:F axiom:F
F → /F[+F]F[-F][F] F → /FF-[-F+F+F]+[+F-F-F]
Obrázek 3.9: Objekty vygenerované pomocí závorkového D0L-systému.
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3.5 Parametrické L-systémy
Parametrické L-systémy jsou další rozšíření, které nám přináší více možnosti při tvorbě
modelů. Předešlé systémy umožňovaly tvorbu modelu pomocí napevno definovaných kon-
stant jako jsou délka nebo tloušťka segmentu. Během generování řetězce nebylo možné tyto
konstanty měnit, proto celý model byl vytvořen ze stejných segmentů. Tento nedostatek
odstraňují právě parametrické L-systémy [2].
K základním symbolům jsou přidány parametry pomocí kulatých závorek, takto rozší-
řený symbol se nazývá modul. Společně se symbolem jsou přečteny jeho parametry, které
se předají k zpracování pravé straně pravidla. V pravé straně se přečtené hodnoty vkládají
opět za symboly do kulatých závorek, nebo můžou být ze starých hodnot vypočteny nové [2].
Pro výpočet nových hodnot je možné použít základní matematické operace: součet – ”+”,
odčítání – ”−”, násobení – ”∗”, dělení – ”/”, zbytek po dělení – ”%”, umocnění – ”ˆ”. Aso-
ciativita operací je zachována, můžeme však použít kulaté závorky pro změnu přednosti
operací. Tyto parametry můžou mít určitý význam, například délku nebo tloušťku vykres-
lovaného segmentu. Příklad pravidla s parametry je 3.7.
F(x,y)→ F(xˆ0.5,y)L(x*2)[F(x/2,y%3)] (3.7)
Například, budeme-li chtít nahradit v generovaném řetězci modul F(6,4) pomocí pra-
vidla 3.7. Nejprve se načtou parametry za symbolem F do proměnných x a y, x=6, y=4.
Poté se vypočtou nové hodnoty podle výrazů v závorkách za symboly v pravé straně pravi-
dla. Jako další krok se zamění výsledky za výrazy, které dále slouží jako parametry symbolu.
Nakonec se v řetězci zamění podřetězec F(6,4) za F(2.4495,4)L(12)[F(3,1)].
Další možností jak využít parametrické L-systémy je podmíněná aplikace pravidla. Pra-
vidlo je aplikováno právě na ten modul, který má stejný počet parametrů a navíc lze omezit
platnost pravidla pomocí podmínky. Podmínka je oddělená od levé strany pravidla dvoj-
tečkou. V podmínce u pravidla je možné použít parametry přepisovaného symbolu, relační
operace <,>,=, <=, >=, logické operace not, or, and, definované konstanty, plus stejné
operace jako při výpočtu nových parametrů. Při vyhodnocení celé podmínky se výsledek
reprezentuje jako 1 (pravda), nebo 0 (nepravda). Pravidlo se aplikuje na základě kladné
hodnoty výsledku, jinak ne. Pokud se má pravidlo aplikovat vždy když je to možné a na
podmínce nezáleží, píše se do podmínky znak hvězdička. U takového pravidla se podmínka
nevyhodnocuje a bere se vždy jako pravdivá [2]. Příklad pravidla s parametry a podmínkou
je 3.8, pravidlo aplikované bez ohledu na podmínku 3.9.
F(x,y) : x > y → F(xˆ0.8,y*1.2)L(5,x+y/2)[F(xˆ0.5,y*2)] (3.8)
F(x,y) : * → F(xˆ0.8,y*1.2) (3.9)
Výhodné je používat konstanty definované před začátkem generování řetězce. Použití
konstant je následující: define: <na´zev> <hodnota>. Pomocí konstant se definují hod-
noty které se v kódu vyskytují vícekrát, proto lze změnit celkový vzhled modelu pomocí
jedné hodnoty.
Příklad vygenerovaného obrazce s pravidly využívající parametrického L-systému je
na obrázku 3.10. V obrazci, při každé další iteraci, je zmenšovaná délka vykreslovaného
segmentu pomocí konstanty, kterou se délka dělí. Jednotlivé iterace generování obrazce jsou
na obrázku 3.11. V každé následující iteraci názorně vidíme postupné zkracování nových
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vykreslovaných segmentů. Pokud bychom chtěli simulovat růst obrazce 3.10, tzn. postupné
zvětšování každé čáry v obrazci od počátku do konce generování, můžeme změnit přepisovací
pravidla 3.10 na:
define: R 1.456
n=12, δ = 85◦
axiom: A(l)
rule: A(l) → F(l)[+A(l)][-A(l)]
rule: F(l) → F(l*R)
Postupné generování obrazce se změněnými pravidly pro simulovaný růst je na obrázku
3.12.
define: R 1.456
n=12, δ = 85◦
axiom: A(l)
rule: A(l) → F(l)[+A(l/R)][-A(s/R)]
Obrázek 3.10: Obrazec s pravidly, vygenerovaný pomocí parametrického L-systému [8].
Obrázek 3.11: Postup generování obrazce 3.10.
Obrázek 3.12: Simulace růstu obrazce 3.10.
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Parametry a konstanty lze využít i se symboly ovládající želvu. Pokud bude symbol
nalezen v řetězci s parametrem, jeho interpretace bude následující:
• +(x) : otočení želvy o úhel x s použití rotační matice RU (x).
• -(x) : otočení želvy o úhel −x s použití rotační matice RU (−x).
• &(x) : otočení želvy o úhel x s použití rotační matice RL(x).
• ∧(x) : otočení želvy o úhel −x s použití rotační matice RL(−x).
• \(x) : otočení želvy o úhel x s použití rotační matice RH(x).
• /(x) : otočení želvy o úhel −x s použití rotační matice RH(−x).
• F(x) : želva nakreslí úsečku o délce x > 0 ve směru pohledu.
• f(x) : želva se přesune o délku x > 0 ve směru pohledu.
• | : u tohoto symbolu nejsou parametry podporovány, otáčí želvu vždy o 180◦.
3.6 Stochastické L-systémy
Řetězce vygenerované L-systémem jsou, při stejném vstupu, vždy totožné. Tato vlastnost
může být podle situace výhodná i nevýhodná. Výhodou je rozpoznání rozdílů v modelu, při
změnách ve vstupním souboru. Nevýhoda se projeví při generování více stejných modelů do
jedné scény, kde by bylo patrné, že jsou modely naprosto totožné. Proto se do L-systému
zavadí určitá náhodnost, takové rozšířené L-systémy se nazývají stochastické L-systémy.
Tyto systémy generují různé modely, ale při tom zachovávají určité vlastnosti modelu.
Náhodnosti je možné dosáhnout dvěma způsoby [8].
První možnost jak dosáhnout náhodnosti je náhodné generování čísla v zadaném roz-
sahu. Takto vygenerované číslo můžeme použít pro určení některé z vlastností modelu,
například délku, šířku, barvu vykreslovaného segmentu, nebo úhel otočení želvy. Tento
způsob je implementačně jednoduchý, ale nelze jím ovlivňovat topologii modelu. Pro vyge-
nerování náhodného čísla od x do y se zapisuje: random(x-y). Pravidlo s použitím této
techniky je například 3.10.
F(x,y) : * → +(random(0-90))[F(x/random(1-2),y%3)] (3.10)
Druhý způsob zavedení náhodnosti do L-systému spočívá v definici více pravidel pro
tentýž modul. U těchto pravidel je číselný koeficient udávající s jakou pravděpodobností
se aplikuje jedno pravidlo z n. Tímto vylepšením lze náhodně generovat topologicky různé
modely při stejném vstupu. Zápis pravidel stochastického L-systému vypadá následovně:
n=4, δ = 22.5◦
axiom: F(l)
rule: F(l) : * →
F(l)F(l)-[-F(l)+F(l)+F(l)]+[+F(l)-F(l)-F(l)] : 40
rule: F(l) : * →
F(l)F(l)-[+F(l)+F(l)+F(l)]+[-F(l)-F(l)-F(l)] : 40




Modely vygenerované pomocí stochastického L-systému, při vstupních pravidlech 3.11,
jsou na obrázku 3.13.
Obrázek 3.13: Modely vygenerované stochastickým L-systémem pomocí pravidel 3.11.
3.7 Kontextové L-systémy
Kontext symbolu značí, jaké symboly v řetězci tento zkoumaný symbol v bezprostřední
blízkosti obklopují. U kontextových L-systémů, při přepisovaní řetězce, tedy záleží také na
kontextu ve kterém se přepisovaný symbol nachází. Tímto způsobem lze aplikovat vzá-
jemnou komunikaci mezi různými částmi modelu. V rostlině můžeme simulovat například
proudění živin, nebo předávat celému systému informace o vlastnostech modelu, jako jsou
délka stonku, počet květů, stáří rostliny [8].
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Nejčastějšími zástupci kontextových L-systémů jsou 1L-systémy a 2L-systémy.
U 1L-sytému záleží na jednostranném kontextu a to buď pravém nebo levém. 2L-systémy
jsou systémy, kde přepisovací pravidlo závisí na kontextu v obou směrech od symbolu. Levý
a pravý kontext v pravidle značí jaké symboly, či moduly jsou vyžadovány na pravé a levé
straně zkoumaného symbolu. Pokud kontext odpovídá, pravidlo se aplikuje. Pravidlo lze
zapsat takto:
rule: lc < symbol > rc : cond -> succ : prob;
Kde symbol je právě zkoumaný symbol, lc je levý kontext symbolu, rc je pravý kontext
symbolu, cond je podmínka pravidla, succ je nahrazující řetězec a prob je pravděpodob-
nostní činitel. Na obrázku 3.14 je znázorněno pravidlo s kontextovými podmínkami a řetězec




Obrázek 3.14: Pravidlo s kontextem pro symbol s (vpravo) a vyhovující řetězec pravidlu
(vlevo).
3.8 Otevřené L-systémy
Otevřené L-systémy jsou určeny pro modelování a simulace růstu rostlin. Hlavním příno-
sem těchto L-systémů je možnost interagovat s okolním prostředím. Komunikace probíhá
oběma směry, jak do L-systému, tak ven. Například je možné informovat přepisovací proces
o nalezení překážky, nebo o vlastnostech okolního prostředí, jako je vlhkost vzduchu, tep-
lota, množství světla. Pro otevřené L-systémy jsou potřeba zároveň stochastické, kontextové




L-systémy jsou mocným nástrojem pro generování rostlinných organismů, ale samy o sobě
nám nezaručují model připomínající rostlinu. Pokud chceme získat model odpovídající ně-
jaké rostlině, musíme dodržovat určitá pravidla. Tato pravidla se obvykle nazývají vzory
větvení. Pravidla se starají o dodržování vybraných přírodních vlastností. Pokud budeme
tato pravidla dodržovat, separujeme podmnožiny L-systémů, které nám vytvoří model rost-
liny. Jedna z těchto podmnožin se nazývá subapikální L-systémy, které byly představeny
Alicí Kelemenovou v roce 1986 [7].
Základní pravidlo kterým se subapikální L-systémy řídí je, že k větvení dochází pouze
u vrcholů již existujících větví. Tato vlastnost byla vypozorována při výzkumu rostoucích
rostlin. Při tomto pozorování se ukázalo, že nové části rostlin, jako jsou větve, listy nebo
květy mohou vzniknout pouze z apikálního meristrému, což je část rostliny, která obsahuje
aktivně se dělící buňky a nachází se v oblasti vrcholů větví [7].
Na obrázku 4.1 jsou zobrazeny postupně vyvíjející se modely rostlin. První model od-
povídá subapikálnímu větvení. U druhého modelu se o subapikální větvení nejedná.
a
b
Obrázek 4.1: Rostlina v první řadě (a) odpovídá subapikálnímu větvení, rostlina v druhé
řadě (b) neodpovídá subapikálnímu větvení [7].
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4.1 Vzory větvení
Největší vliv na vzhled rostlin má způsob větvení. Podle typu větvení jednotlivých rostlin,
můžeme zvolit vhodné L-systémy, kterými budeme různé typy generovat.
4.1.1 Monopodiální vzor
Monopodiální struktury se skládají z hlavního souvislého kmene/stonku. Z tohoto kmene
pak vyrůstá mnoho vedlejších větví. Protože je kmen nejstarší část rostliny a nese všechny
ostatní části, bude jeho tloušťka největší. Vedlejší větve se vyvíjí podle stejné zákonitosti.
Tento vzor lze rozdělit podle růstu větví z kmene na:
• Bazitonické struktury mají větve více vyvinuté u základny rostliny a méně
u vrcholu rostliny. Tyto struktury lze vytvořit i za pomocí jednoduchých zá-
vorkových D0L-systémů. V přírodě jsou to například jehličnany.
• Mezotonický a akrotonický typ větvení se vyznačuje rozvinutějšími větvemi
uprostřed a blíže k vrcholu kmene. Pro toto větvení jsou zapotřebí pokročilejší
L-systémy, jako jsou parametrické nebo kontextové. Pomocí parametrického L-
systému lze například zvyšovat růstový potenciál. U kontextových L-systémů
je možné aplikovat propagaci signálů [7].
ba c
Obrázek 4.2: Bazitonické (a), mezotonické (b) a akrotonické (c) dělení [7].
4.1.2 Sympodiální vzor
Jde o vývojově pokročilejší typ větvení, kdy hlavní kmen/stonek je nesouvislý a brzy je
nahrazen menším počtem větví. Tyto větve jsou však dostatečně rozvinuté aby převzaly
funkci hlavního kmene. Tímto větvením se vyznačuje většina listnatých stromů. Modely
tohoto typu můžeme vytvořit pomocí jednoduchých závorkových D0L-systémů. Nicméně
vygenerované modely budou pouze s jednoduchým dělením a s opakující se topologií, proto





Aplikace bude sloužit pro generování 3D modelů vegetace. Bude vytvořena pod operačním
systémem Linux v programovacím jazyce C++. Vygenerované modely budou zobrazeny
pomocí grafické knihovny OpenGL do scény, ve které lze tyto modely prohlížet. Pro vývoj
jsou využity i další knihovny, jako jsou GLUT, GLEW, GLU, GLM. Aplikace by měla být
přenositelná mezi různými verzemi Linuxu.
Aplikace generuje modely rostlin, proto jsou využity L-systémy, které jsou pro tuto čin-
nost nejvhodnější. L-systémy byly popsány v kapitole 3, kde bylo naznačeno, že jednoduché
L-systémy pro generovaní rostlin nepostačují. Abychom mohli generovat modely podobné
rostlinám, potřebujeme alespoň závorkové D0L-systémy. Pomocí závorkového D0L-systému
jsme schopní generovat jednoduché a při totožném vstupu stejné modely. Pro vylepšení
generovaných modelů je rozšířen na parametrický a stochastický. V této práci bude tedy
implementován závorkový, parametrický a stochastický 0L-systém, který již umožňuje vy-
tvářet realisticky vypadající modely.
Definice gramatiky 0L-systému se zapisuje do textového souboru. Minimální soubor
musí obsahovat definici počtu derivací, modulů, axiomu a pravidel. Dále může obsahovat
definici konstant, úhlu otáčení želvy, rozměry vykreslovaného primitiva. Pro poznámky au-
tora slouží komentáře. Následující podkapitoly podrobně popisují definici vstupní gramatiky
0L-systému v textovém souboru.
5.1 Definice parametrů 0L-systému
Nejdůležitější parametr pro generování řetězce je počet přepisovacích derivací, které se pro-
vedou. Tento parametr se zadává klíčovým slovem iteration. Za oddělovací dvojtečkou
se zadává počet derivací. Definice je ukončena středníkem. Následuje příklad:
iteration: 6; /# pocˇet iteracı´
Mezi nepovinné parametry se řadí: délka posunu želvy, průměr podstav komolého kuželu
a úhel o který se otáčí želva. Tyto parametry představují základní hodnoty pro daný účel.
Použijí se, pokud nebyl nalezen žádný parametr u symbolu vyžadující některé z takových
hodnot, nebo některý z nich chybí. Pokud uživatel parametry nedefinuje, jsou v programu
zabudované počáteční hodnoty následující: délka posunu želvy je 1, obě podstavy komolého
kužele jsou 0, 2 a úhel otáčení je nastaven na 0◦. Tyto parametry se definují podobně jako
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počet iterací, mění se jen klíčová slova. Klíčové slovo pro úhel je angle, pro délku lenght
a pro podstavy base. Příklad definicí parametrů:
angle: 90; /# za´kladnı´ u´hel
lenght: 2; /# de´lka kroku zˇelvy
base: 1; /# pru˚meˇr podstav
5.2 Definice modulu
Definice modulu slouží k přiřazení určité vlastnosti jednotlivým symbolům, které se budou
používat v pravidlech. Dále slouží k určení počtu a jmen parametrů symbolu. Tato defi-
nice musí být umístěna před definici pravidel, kde se používají tyto symboly. Jednotlivé
použitelné vlastnosti:
• STEM : vykreslení komolého kužele o rozměrech určených třemi parametry sym-
bolu. První parametr udává délku, druhý průměr dolní podstavy a třetí
průměr horní podstavy komolého kužele. Pokud bude tento znak de-
finován s méně než třemi parametry, využijí se dostupné parametry
a přiřadí se k vyjmenovaným vlastnostem odleva, jak byly vypsány. Pro
nedefinované vlastnosti se využije základní hodnota.
• NODE : znak nebude mít žádný speciální význam. Může sloužit jako pomocný
symbol.
• MOVE : nevykreslí se žádný objekt, kreslící želva se posune o délku zadanou
prvním parametrem, nebo o základní hodnotu.
• LEAF : vykreslení listu, model listu je načten ze souboru s příponou obj. Jméno
souboru se zadává v uvozovkách do kulatých závorek za název modulu.
Soubor musí být ve správném tvaru, viz 6.6
• FLOWER : vykresleni květu, model květu je načten ze souboru s příponou obj.
Jméno souboru se zadává v uvozovkách do kulatých závorek za název
modulu. Soubor musí být ve správném tvaru, viz 6.6
• COLOR : mění barvu vykreslovaného komolého kužele. Používá tři parametry
u znaku. První parametr je červená, druhý je modrá a třetí je zelená
složka barvy. Hodnoty se zadávají v rozmezí 0 až 255.
Definice modulu probíhá pomocí klíčového slova modul s dvojtečkou. Následuje symbol pro
přepisovací pravidla a v závorkách názvy parametrů. Za oddělovací šipkou ”->” následuje
jedno z klíčových slov vypsaných výše. Příklad definic modulů:
modul: F(d,s1,s2)->STEM;
modul: L()->LEAF(”./soubor/list.obj”);
Kde u prvního modulu parametry d, s1, s2 značí, jak jsou uspořádány: délku, průměr dolní
podstavy a průměr horní podstavy vykreslovaného komolého kužele. U druhého modulu se
nepoužívají žádné parametry. Za klíčovým slovem LEAF, v kulatých závorkách, je umístění
a jméno souboru, ze kterého se bude načítat model listu.
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5.3 Axiom
Axiom se definuje pomocí klíčového slova axiom a dvojtečky. Za dvojtečkou následuje
posloupnost modulů a symbolů ovládacích kreslící želvu ukončená středníkem. Na tento




Konstanty se definují klíčovým slovem define. Následuje dvojtečka, identifikátor kon-





Pravidla se definují pomocí klíčového slova rule a dvojtečky. Následuje levá strana pravidla
značící modul, který je vyhledáván v řetězci. Za oddělovací dvojtečkou je podmínka, určující
použitelnost pravidla. V podmínce lze používat následující operace:
• relační operace rovná se – ”=”, nerovná se – ”!=”, menší – ”<”, větší – ”>”,
menší nebo rovná se – ”<=” a větší nebo rovná se – ”>=”.
• aritmetické operace součet – ”+”, rozdíl – ”-”, násobení – ”*”, dělení – ”/”,
zbytek po dělení – ”%” a umocnění – ”ˆ”.
• logicke operace and, or, not a logické konstanty pravda –true a ne-
pravda –false.
• konstanty definované pomocí 5.4, parametry načtené z modulu a číselné
hodnoty. Číselné hodnoty mohou být zapsány v exponenciálním tvaru,
např: 533.35e2, což značí číslo 53335.
• kulaté závorky pro změnu přednosti operátorů ”(”, ”)”.
Asociativita operátorů je stejná jako v programovacím jazyce C++. Levá strana od pravé
je oddělena šipkou, což je pomlčka a znak ”>”. Pravá strana obsahuje posloupnost modulů
a ostatních symbolů, které se nahradí místo nalezeného modulu na levé straně. Na konci
pravidla je pravděpodobnostní koeficient oddělený dvojtečkou, který značí s jakou pravdě-
podobností bude pravidlo aplikováno, při více definovaných pravidlech pro jeden modul.
Pravidlo je ukončeno středníkem. V pravidle je možné použít pseudonáhodně vygenero-
vanou hodnotu pomocí funkce random(x-y). Kde x a y značí rozmezí a jsou to kladná
přirozená čísla. Příklad definic pravidel:
rule: F(d,s1,s2) : * -> +F(d/1.5,s1,s2) : 50;
rule: F(d,s1,s2) : d<2 -> +F(d/1.5,s1,s2)/(30)A(x) : 50;
rule: A(x) : * -> +F(1,0.2,0.2)+F(1,0.2,0.2) : 100;
První pravidlo má v podmínce hvězdičku, což značí že je podmínka pravdivá vždy. Druhé
pravidlo má podmínku která se musí vyhodnotit, pokud bude pravdivá, bude se náhodně
vybírat mezi prvním a druhým pravidlem na základě pravděpodobnostního koeficientu.
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5.6 Komentáře
V souboru je možné použít dva druhy komentářů. Může to být řádkový komentář, který
začíná sekvencí znaků ”/#” a končí s koncem řádku na kterém je umístěn. V komentáři
může být umístěn libovolný znak. Příklad řádkového komentáře:
/# pozna´mka do konce rˇa´dku
define R 12 /# konstanta polomeˇru
Dále je k dispozici blokový komentář, začínající znaky ”/∗” a končící znaky ”∗/”. Obsahem
komentáře nesmí být ukončující sekvence komentáře. Příklad blokového komentáře:
/∗ pozna´mka ∗/





Aplikace je vytvořena v programovacím jazyce C++, normy c++98. Dále je využita gra-
fická knihovna OpenGL a její nadstavby, jako jsou GLUT, GLEW, GLU, GLM. Vývoj probíhal
v operačním systému GNU/Linux, distribuce Ubuntu, verze 10.04 LTS – Lucid Lynx.
6.1 Lexikální analyzátor
Lexikální analyzátor slouží ke zpracování vstupního souboru. Analyzátor funguje jako ko-
nečný automat který čte ze vstupního souboru znak po znaku. Rozeznává klíčová slova,
identifikátory, symboly ovládající želvu, pomocné symboly, číselné konstanty a vypisuje
chybu při nalezení nepovoleného znaku. Pokud narazí na komentář, všechny znaky v tomto
komentáři se ignorují. Znaky jsou převáděny na tokeny, které se předávají syntaktickému
analyzátoru.
6.2 Syntaktický analyzátor
Hlavní úkol syntaktického analyzátoru je kontrola syntaktických pravidel vstupního sou-
boru. Jelikož vstupní jazyk má jednoduchou syntaxi, ani jeho analyzátor není složitý. Ana-
lyzátor se orientuje pomocí klíčových slov, která jsou na začátku každého pravidla. Napří-
klad syntaktické pravidlo začínající klíčovým slovem modul. Analyzátor po přijetí klíčového
slova modul očekává dvojtečku, následně očekává identifikátor o délce jednoho znaku, poté
levou kulatou závorku a pravou závorku. Mezi závorkami se můžou nalézat identifikátory
značící parametry symbolu, odděleny čárkou. Musí následovat oddělovací značka složená ze
dvou znaků ”->”. Na konci je vyžadováno klíčové slovo určující povahu symbolu. Pravidlo
je ukončeno středníkem. Pokud některá z těchto části chybí, nebo něco přebývá, syntaktický
analyzátor končí s chybou a program je ukončen.
6.3 Precedenční analyzátor
Precedenční analyzátor slouží k vyhodnocování výrazu objevujících se v podmínkách pra-
videl a v pravých stranách pravidel, kde výsledky představují parametry symbolů. Jako




Generátor vygeneruje podle vstupního axiomu a načtených přepisovacích pravidel výsledný
řetězec, který se použije pro vyobrazení modelu. V počátečním řetězci – axiomu se hledají
levé strany přepisovacích pravidel. Při nalezení shody mezi symbolem v řetězci a levou
stranou pravidla se vyhodnotí podmínky u všech pravidel se stejnými levými stranami.
Pokud po vyhodnocení všech podmínek zůstane více jak jedno pravidlo, vybere se konečné
pravidlo náhodně, podle zadaných pravděpodobnostních hodnot u pravidel, pokud zůstane
jen jedno pravidlo, aplikuje se.
Algoritmus pro náhodný výběr pravidla pracuje následovně. Nejprve se sečtou všechny
pravděpodobnostní hodnoty platných pravidel, tento součet nám značí maximální součet.
Poté se vygeneruje pseudonáhodné číslo v rozmezí nula až maximální součet. Následně
k počáteční nule přičítáme postupně všechny pravděpodobnostní hodnoty pravidel. Pokud
přičtená hodnota přesáhne pseudonáhodně vygenerované číslo, vezme se pravidlo s touto
hodnotou jako výsledek.
Pokud se pro určitý symbol přepisovací pravidlo nenalezne, zůstává symbol v tomtéž
stavu. V jednom derivačním kroku se aplikují pravidla na všechny dostupné symboly. De-
rivační kroky se opakují do určitého počtu, zadaného ve vstupním souboru.
Největší problém je délka generovaného řetězce, která závisí na počtu derivací a délkách
pravých stran pravidel. Délka řetězce může růst až exponenciálně, podle délky pravých
stran. Proto časová náročnost každé další derivace narůstá a může trvat delší dobu. I pro
malý počet derivačních kroků, při dlouhých pravých stranách pravidel, může vyžadovat
dlouhý čas. Výsledný řetězec se předá grafickému interpretu.
6.5 Interpretace řetězce
Jako grafický interpret slouží želví grafika, která využívá grafickou knihovnu OpenGL. Inter-
pretace začíná čtením prvního znaku z řetězce a končí s koncem řetězce. Po přečtení znaku,
se vyhodnotí jeho význam a provede odpovídající akce. Pokud je symbol určen pro želvu,
přečtou se případné parametry za symbolem a vše se předá ke zpracovaní objektu turtle.
Tento objekt implementuje chování kreslící želvy. Symboly ovládající želvu se interpretují
stejně jako v 3.3 a 3.5. Pro jednotlivé definované moduly se zjistí jejich význam z definice,
viz: 5.2. Tyto informace jsou uloženy ve speciální struktuře i se základním nastavením, jako
jsou šířka, délka, materiál vykreslovaného segmentu.
V turtle se využívá zásobník pro ukládání aktuální pozice želvy, při přečtení znaku
levé hranaté závorky. Na zásobník se ukládají informace o poloze, směru pohledu želvy
a o právě používaném materiálu. Tyto informace si želva vyzvedává, při přečtení levé hra-
naté závorky.
6.5.1 Reprezentace modelu
Vykreslované části modelu jsou skládány z trojúhelníků do konečného tvaru. Želva tyto
trojúhelníky generuje do posloupností reálných čísel. Každý trojúhelník reprezentují tři
vrcholy složené z šesti hodnot. První tři hodnoty značí normálu vrcholu a druhá trojice
značí umístění vrcholu v prostoru. Při generování komolého kužele, závisí počet použitých
trojúhelníků u podstav na šířce kužele. Pokud se šířka zmenšuje, je zbytečné používat více
trojúhelníků, proto se počet zmenšuje. Minimální počet trojúhelníků u podstav je tři.
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Takto vygenerovaný model, složený z trojúhelníků, se načte přímo do grafické paměti
pomocí VBO (vertex buffer object). Pro vykreslení scény z VBO se používá několik shaderů.
Tyto sharedy jsou napsány v jazyce GLSL (OpenGL Shading Language), verze 330.
6.5.2 Osvětlení
Model je vykreslován do scény, ve které je osvětlen jedním světlem. Světlo se skládá ze tří
složek. Ambientní složka vyjadřuje okolní světlo, které není přímo vyzařováno ze žádných
světelných zdrojů. Difúzní světelná složka vyjadřuje světlo, které na povrch objektu dopadá
z konkrétního světelného zdroje a od povrchu objektu se odráží do všech směrů se stejnou
intenzitou. Poslední složkou jsou odlesky (specular). Odlesky vznikají ve chvíli, kdy na
povrch tělesa dopadá paprsek ze zdroje světla a tento paprsek se od povrchu odráží podle
známého zákona odrazu a lomu [11]. Tyto tři složky obsahují i materiály, používané pro
vykreslované části modelu.
Model je umístěn do prostoru s oblohou a travnatou plochou, vytvořenou pomocí cube
mapping. Jako rozšíření práce je implementováno generování stínu modelu. Model vrhá stín
jak na sebe, tak na podklad na němž je umístěn. Stíny jsou tvořeny za pomocí techniky
shadow mapping. Tento algoritmus je dvouprůchodový. V prvním je scéna vygenerována
z pohledu světla a zaznamenává se hloubka každého fragmentu do hloubkové mapy. Ve
druhém průchodu se scéna vykreslí obvyklým způsobem a testuje se, jestli vykreslovaný
fragment není ve stínu. Pokud je aktuální prvek dále od světla, něž hloubka v hloubkové
mapě, znamená to, že prvek leží ve stínu.
6.6 Uložení modelu
Vygenerovaný model lze uložit do souboru ve formátu OBJ. Tento formát je jednoduchý
datový formát reprezentující 3D model. Do souboru se ukládají všechny vrcholy, normály
a indexy vrcholů tvořící trojúhelníky. K jednotlivým částem modelu lze přiřadit materiál,
který je definován ve speciálním souboru s formátem MTL (Material Template Library) [5].
Aplikace nepodporuje načítání všech typů souboru OBJ. Lze spolehlivě otevřít jen mo-
dely uložené samotnou aplikací, proto i vstupní soubory musí mít správný tvar. Aplikace
není vytvořena pro zobrazování 3D modelů, ale pro jejich vytváření. Pro jednoduché vstupní
modely, jako jsou listy a květy, se musí definovat soubor podle formátu uvedeného v 6.6.1.
6.6.1 Formát vstupního souboru
Na začátku souboru, za písmenem ”o”, se definuje název celého modelu. Písmeno ”g” značí
název pro část modelu. Pro každou část lze definovat materiál. Soubor s materiály se načítá
pomocí klíčového slova mtllib a názvem souboru. Materiál pro následující části modelu
se aktivuje pomocí usemtl a názvem materiálu z načteného souboru obsahující materiály.
jednotlivé vrcholy trojúhelníků se definují za písmenem ”v”, následuje vždy trojice hodnot,
určující pozici. Normály vrcholů se značí ”vt” a taktéž jako u vrcholů, následuje trojice
čísel. K prvnímu vrcholu, se vždy přiřadí první normála. Takto se tvoří pár vrchol normála
postupně od prvního vrcholu do posledního. jednotlivé trojúhelníky se definují za znakem
”f”, po něm následuje trojice indexů na vrcholy. Indexy začínají od jedničky. Komentáře se
vkládají za znak ”#” a končí s koncem řádku [5]. Příklad jednoduchého vstupního souboru




# nacˇtenı´ souboru s materia´ly
mtllib material.mtl
# nastavenı´ materia´lu na material1
usemtl material1
# na´zev cˇa´sti modelu
g cast1
# definice vrcholu˚ troju´helnı´ku
v 0.000000 0.070000 0.000000
v 0.000000 0.130000 -0.090000
v 0.000000 0.1800000 -0.1100000
# definice norma´l vrcholu˚
vt 1.0 0.0 0.0
vt 1.0 0.0 0.0
vt 1.0 0.0 0.0
# definice troju´helnı´ku slozˇeny´ch z vrcholu˚
f 1 2 3
Soubor s definicemi materiálu se vytváří následovně. Jeden soubor může obsahovat li-
bovolný počet materiálů. Název materiálu se uvádí za klíčové slovo newmtl. Poté následuje
definice barvy za ”Ka”. Barva se definuje jako trojice hodnot od 0 do 1. Jednotlivé hod-
noty značí jednu složku barvy v barevném modelu RGB. Dále se podobným stylem definuje
difuzní složka barvy za ”Kd”, spekulární složka za ”Ks”. Poslední složka materiálu je jed-
nočíselný koeficient lesklosti definován za znaky ”Ns”. Příklad souboru material.mtl
s dvěma materiály:
newmtl material1
Ka 0.400 0.500 0.000
Kd 0.100 0.100 0.000
Ks 0.100 0.100 0.100
Ns 1
newmtl mat2
Ka 0.800 0.900 0.800
Kd 0.800 0.900 0.800





V této práci jsou popsány různé možnosti tvoření modelu pomocí automatických technik
modelování. Jsou zde ve zkratce vysvětleny jednotlivé druhy procedurálního modelování,
jako jsou generativní modelování, fraktální geometrie, částicové systémy a L-systémy. Každá
metoda má své výhody a úskalí. Pro generování rostlinných modelů jsou však nejvíce využí-
vány L-systémy. Proto se práce z velké části zabývá právě jimi.
L-systémy jsou zde popsány v základním tvaru a dále jsou představovány jednotlivé
rozšíření, které dovolují vytvářet přesnější a detailnější modely rostlin. Jsou zde popsány
závorkové, parametrické, stochastické, kontextové a otevřené L-systémy.
Hlavní praktickou náplní práce bylo implementovat aplikaci využívající teorie L-systémů
pro generování vegetace. Aplikace je implementována v jazyce C++ pod operačním systé-
mem Linux. Je zde využit 0L-systém rozšířený na závorkový, parametrický a stochastický
0L-systém. Pro zobrazení vygenerovaného modelu je využita grafická knihovna OpenGL
a její nadstavby. Program je schopný vygenerovat model podobný skutečné předloze. Ne-
podporuje však vytváření částí modelu, jako jsou například listy, květy nebo plody. Tyto
jednotlivé části musí být načteny z externího souboru, tudíž je musí uživatel vytvořit ručně.
Vygenerovaný model je prezentován ve scéně s oblohou a zemí, ve které se lze otáčet kolem
modelu. Jako rozšíření aplikace nad rámec zadání je implementováno ukládání vygenerova-
ných modelů do formátu OBJ. Dále byla implementována technika pro vykreslování stínů
modelu shadow mapping.
Možnost dalšího vývoje práce je implementace některých pokročilejších L-systémů, na-
příklad kontextových L-systémů. Pro tyto systémy poté dotvořit podporu pro otevřené
L-systémy, u kterých probíhá komunikace přepisovacího procesu s okolním prostředím rost-
liny. Pro lepší a detailnější vzhled modelů je možné povrch modelů pokrýt texturami.
33
Literatura
[1] Abelson, H.; diSessa, A.: Turtle geometry: The computer as a medium for exploring
mathematics. MIT press, 1986.
[2] Hanan, J. S.; Saskatchewan, R.: Parametric L-systems and their application to the
modelling and visualization of plants. Dizertační práce, University of Regina, 1992.
[3] Havemann, S.: Generative Mesh Modeling. Dizertační práce, Braunschweig Technical
University, Germany, 2005.
URL http://www.generative-modeling.org/GenerativeModeling/DOCUMENTS
[4] Herout, A.; Tišnovský, P.: Vizualizace vektorových polí s využitím metody sledování
částic. [online], 2002 [cit. 2013-3-20].
URL http://www.elektrorevue.cz/clanky/02020/kap3.htm
[5] Murray, J. D.; vanRyper, W.: Wavefront OBJ File Format Summary. [online], 2013
[cit. 2013-4-6].
URL http://www.fileformat.info/mirror/egff/index.htm
[6] Prusinkiewicz, P.: Graphical applications of L-systems. Graphics Interface/Vision
Interface, 1986: s. 247–253.
[7] Prusinkiewicz, P.; Kari, L.: Subapical bracketed L-systems. 1996.
URL http://citeseerx.ist.psu.edu/viewdoc/summary?doi=10.1.1.24.2249
[8] Prusinkiewicz, P.; Lindenmayer, A.: The Algorithmic Beauty of Plants. New York:
Springer-Verlag, 1996, iSBN 0-387-97297-8.
[9] Tišnovský, P.: Nelineární dynamické systémy. [online], 2000 [cit. 2013-3-20].
URL http://www.fit.vutbr.cz/~tisnovpa/fract/clanky/2.htm
[10] Tišnovský, P.: Částicové systémy. [online], 2003 [cit. 2013-3-20].
URL http://www.fit.vutbr.cz/~tisnovpa/particles.html
[11] Tišnovský, P.: Seriál Grafická knihovna OpenGL. [online], 2004-2-24 [cit. 2013-3-12].
URL http://www.root.cz/serialy/graficka-knihovna-opengl/
[12] Tišnovský, P.: Seriál Fraktály v počítačové grafice. [online], 2006-6-12 [cit. 2013-3-12].
URL http://www.root.cz/serialy/fraktaly-v-pocitacove-grafice/
[13] Žára, J.; Beneš, B.; Sochor, J.; aj.: Modelrní počítačová grafika. Brno:




Aplikace nemá žádné grafické uživatelské rozhraní, protože samotné ovládání není nijak
složité. Aplikace se spouští v příkazové řádce s následujícími možnými parametry. Jako
první parametr se zadává název vstupního souboru popisující gramatiku L-systému. Po-
kud budeme chtít vygenerovaný model uložit, přidáme parametr -s s názvem souboru pro
uložení. Model bude uložen do souboru ve formátu OBJ. Pokud budeme chtít zobrazit již
vygenerovaný a uložený model použijeme místo vstupního souboru s pravidly parametr -l
a jméno souboru s modelem. Tento parametr se používá pouze samostatně. Při zobrazování
modelu ze souboru se negeneruje žádný řetězec. Pro zobrazení nápovědy slouží parame-
try -h a -help. Parametr -p zajišťuje vytisknutí vygenerovaného řetězce na standardní
výstup. Nejpoužívanější kombinace parametrů a použití aplikace:
• ./proveg <name file> : vygeneruje model podle vstupního souboru.
• ./proveg <name file> -p : vygeneruje model a zobrazí vygenerovaný řetězec.
• ./proveg <name file> -s <name file> : vygeneruje model a uloží jej do
souboru.
• ./proveg -l <name file> : načte a zobrazí model z formátu OBJ.
• ./proveg -h : zobrazí nápovědu aplikace.
Po spuštění aplikace, pro generování modelu ze souboru, se načte vstupní soubor a zkon-
troluje se syntaxe. Poté se začne generovat řetězec podle pravidel v souboru. Vygenerovaný
řetězec se interpretuje do podoby modelu a zobrazí se v novém okně. Zobrazovací okno
a s ním celou aplikaci lze vypnout klávesami q, x, escape. Okno s vykresleným mode-
lem se maximalizuje klávesou f, a opět zmenší w. Otáčení kamery kolem modelu se zapíná
klávesou r, klávesa c zapíná pohyb. Otáčení nebo pohyb se provádí pohybem myši se stisk-
nutým levým myším tlačítkem. Přibližuje a oddaluje se pomocí pravého tlačítka na myši
a pohybem myší dolů a nahoru po ose y. Pohyb kamery je omezen, taky aby nedošlo k opuš-
tění prostoru s modelem. Klávesou b se vypíná zobrazení okolního světa. Stíny se vypínají
a zapínají klávesou s.
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Seznam ovládacích kláves a jejich význam:
• q, x, escape : ukončení aplikace při prohlížení modelu.
• f : maximalizuje zobrazovací okno.
• w : zmenší okno na původní rozměr.
• r : zapne rotaci pomocí myši.
• c : zapne posouvání modelu pomocí myši.
• b : vypne/zapne okolní prostředí.




Tato příloha obsahuje obrázky vygenerovaných modelů implementovanou aplikací. Zdrojový
kód modelů na obrázku B.1 je na přiloženém CD. Obsah zdrojových souborů ostatních
modelů na obrazcích B.2, B.3 a B.4 jsou vypsány pod těmito obrázky.
Obrázek B.1: modely stromů.
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axiom: C(127,83,38)A(0.4, 0.2, 0.18);
rule: A(l,w,w2):* -> A(l,w*d,w2*d)[&F(l,w,w2)[+L()]
A(l,w*d,w2*d)]/////[&(random(20-50))F(l,w,w2)[-L()]
A(l,w*d,w2*d)]///////[&F(l,w,w2)[+L()]A(l,w*d,w2*d)]:100;
rule: F(l,w,w2):* -> S(l,w,w2)/////C(127,83,38)
F(l,w,w2)[-L()++L()]:100;
rule: S(l,w,w2):* -> F(l,w,w2)[∧∧L()+L()]:100;
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rule: B(l,w,w2):* -> G(l,w,w2)[&(a1)D(l*r1,w*wr,w2*wr)]L()
/(random(70-100))[& (a2)D(l*r1,w*wr,w2*wr)]L():100;
rule: D(l,w,w2):* -> G(l,w,w2)[+(a1)D(l*r1,w*wr,w2*wr)]L()
/(random(70-100))[-(a2)D(l*r1,w*wr,w2*wr)]L():80;
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