

























































únicamente  puede  llevarse  a  cabo  en  circunstancias  en  las  que  la  geometría  de  la 
antena  sea  sencilla  y  donde  las  condiciones  de  contorno  sean  fácilmente  aplicables 
además  de  existir  homogeneidad  en  el  medio.  El  hecho  que  la  solución  analítica 
únicamente  pueda  emplearse  en  aplicaciones  muy  específicas  explica  porque  los 
métodos numéricos son tan fundamentales a la hora de resolver problemas de mayor 
complejidad. 
Para  la  resolución  del  problema  electromagnético  mediante  métodos 
numéricos deben realizarse los siguientes pasos: 




Maxwell  y  que  se  desarrollaran  en  más  detalle  en  capítulos  sucesivos. 




2. Una  vez  expresado  el  problema mediante  las  ecuaciones  anteriores  cabe 
destacar  que  en  el  caso  electromagnético  se  tratan  de  ecuaciones 
funcionales  de  tipo  lineal.  El  espacio  donde  se  trabaja  es  de  dimensión 
infinita  (Espacio  de  Hilbert  de  dimensión  infinita)  y  debido  a  que  el 
ordenador  opera  con  objetos  de  carácter  finito  se  precisa  de  una 
discretización de estas ecuaciones. Discretizar  las ecuaciones  implica a  su 







Momentos  o  MoM  (Method  of  Moments)  y  cuya  aproximación  de  las 
condiciones de contorno parte de la siguiente expresión: 
 
න ሺܥܥሺݎԦሻ௖௔௟௖௨௟௔ௗ௢െ ܥܥሺݎԦሻ௧௘ó௥௜௖௢ሻ ൉  ௠ܹሺݎԦሻ ݀ܵ
ௌ
ൌ 0         ݉ ൌ 1 … ܯ 
Esta  formulación  está  inspirada  en  el  metódo  de  mínimo  error 
cuadrático medio y cuya expresión es la siguiente: 












presente, que  inducen un  error  en  los  cálculos  además del hecho que  el 
ordenador  produce  truncamientos  en  los  valores  numéricos.  Estos 




mediante  el  método  de  los  momentos,  el  problema  electromagnético 
formulado mediante ecuaciones  funcionales  se  convierte en un problema 




  El  problema  de  estos  sistemas  de  ecuaciones  es  que 
normalmente  tienen  un  número  de  ecuaciones  y  variables  elevado  y  se 
trata de sistemas  lineales densos. Al no poder asumirse condiciones como 
gran densidad de ceros, métodos de resolución directa de dichos sistemas 
realizarían  un  número  de  operaciones  del  orden  O(ܰଷ ),  totalmente 
inadmisible ya que es muy habitual realizar discretizaciones en  las que  los 
sistemas  lineales  terminen  teniendo  unas  dimensiones  de  entre  10000  i 
100000 variables e incluso se puede llegar fácilmente al millón. Hasta ahora 
software  comerciales  han  sido  capaces  de  resolver  sistemas  lineales  del 
orden  de  500  millones  de  variables.  Esto  se  acentúa  en  problemas 
electromagnéticos  a  altas  frecuencias  donde  el  número  de  variables 
aumenta substancialmente en un orden cuadrático. 
Como los sistemas lineales son de grandes dimensiones y habitualmente 
no  “sparse”  por  razones  de  tiempo  de  cómputo  y  almacenamiento  en 
memoria deben emplearse técnicas que hagan un balance de estos factores 
y que se describen a continuación: 
1. En  primer  lugar  para  resolver  los  sistemas  de  ecuaciones  se 
emplean,  en  el  caso  de  este  proyecto,  métodos  iterativos  que  a 
partir  de  una  aproximación  de  la  solución  calculan  una  nueva 
aproximación  de  dicha  solución  más  precisa.  Iterando  un  cierto 
número  de  pasos  la  aproximación  de  dicha  solución  se  asemejará 
mucho  a  la  solución exacta en un  cierto número de decimales.  La 
gran  ventaja  de  estos  métodos  es  que  únicamente  calculando  el 
producto  entre  un  vector  y  una  matriz  son  capaces  de  ir 
aproximando sucesivamente el vector solución del sistema. Como el 
número de pasos que realizan es muy  inferior al número de grados 







No  obstante  aun  así  termina  siendo  inadmisible  el  número  de 














descomponer  como  la  suma  de  R  matrices  de  rango  1  y  cuyo 
almacenamiento se puede llevar a cabo en ܱሺܰሻ esto nos indica que 
la cota de almacenamiento a  la que podemos  llegar es de almenos 
Ωሺܴ ൉ ܰሻ  (Una  matriz  de  rango  1  se  puede  expresar  como  el 
producto de dos vectores de dimensión N). 
Por lo tanto esto nos indica que es posible comprimir submatrices de 
la matriz  global  de  tamaño N  x  N  en  submatrices  de  tamaño  del 
orden R x N (donde R es el rango de la submatriz original). 
La  compresión  de  las  submatrices  en  una  partición  de  la  matriz 
original  implica  primeramente  que  se  produce  una  reducción  del 
almacenamiento en memoria de la matriz original.  Pero a su vez, si 
recordamos  que  en  los métodos  iterativos  se  realiza  un  producto 
matriz por  vector  también  cabe destacar que es necesario  realizar 




Los  métodos  de  compresión  normalmente  permiten  un  producto 
matriz vector del orden de ܱሺܰ log ܰሻ o ܱሺܰ logଶ ܰሻ. 
 
El modo en cómo se comprime la matriz original del sistema de ecuaciones 
y  que  facilita  la  reducción  en  el  número  de  cálculos  y  almacenamiento  en 
memoria  para  la  posterior  resolución  iterativa  puede  realizarse  de  muchas 
maneras. 
 
 La  gran  variedad  de  métodos  con  los  que  se  pueden  comprimir  y  la 
investigación  que  se  está  llevando  a  cabo  en  estos  métodos  es  la  principal 
motivación  de  este  proyecto  cuyo  fin  es  el  de  crear  un  entorno  de  software 
donde  fácilmente  puedan  integrarse  los  distintos  algoritmos  de  compresión. 
Además  cabe  destacar  que  ya  existen  software  comerciales  de  CEM 
(Computational Electro Magnetism). De todos modos estos software no están a 
la  par  con  las  técnicas  y  algoritmos  que  se  están  desarrollando  en  las 
universidades principalmente porque,  a pesar de  ser  capaces de modelar un 
gran conjunto de antenas, no son capaces de modelar ciertas configuraciones 
específicas y suelen ser muy  ineficientes a  la hora de resolver  los sistemas de 
ecuaciones.  
Por  lo  tanto este proyecto presenta un marco en el que  las universidades 
puedan integrar con facilidad sus algoritmos para resolución de configuraciones 
específicas  o  con  algoritmos  de  compresión más  sofisticados  que  los  que  se 
usan en el ámbito comercial. No solamente se trata de un marco en el que  ir 
añadiendo  algoritmos  sino  que  presenta  una  oportunidad  para  que  distintos 
grupos  de  investigación  puedan  cooperar  con  mayor  facilidad  a  la  hora  de 
investigar ciertas técnicas. 
Aún  asi  hay  ciertos  factores  a  tener  en  cuenta  en  el  desarrollo  de  este 




que  como  el  MoM  es  aplicable  a  problemas  no  solamente  de  tipo 
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electromagnético,  el  software  o  framework  debe  ser  también  lo 



























La  aplicación  de  los  métodos  integrales  se  basa  en  el  cálculo  de  los 
campos  radiados  por  las  corrientes  que  fluyen  en  el  interior  o  sobre  una 
superficie del objeto y en  la  imposición de  las  condiciones de  contorno a  los 
campos  resultantes.  Estas  corrientes  son  desconocidas  y  constituyen,  en 
general, la incógnita del problema.  
  El  cálculo  de  dichas  corrientes  superficiales  resulta muy  complicado  y 
para  ello  se  recurre  al  teorema  de  equivalencia.  Mediante  el  teorema  de 
equivalencia  las  corrientes  reales  que  radian  en  presencia  del  objeto  son 
sustituidas por unas corrientes equivalentes que radian el mismo campo, pero 
en espacio  libre. Esto  implica que en  las  integrales de radiación, al tratarse de 








  Antes  de  formular  las  ecuaciones  integrales  primeramente  se 
describirán  las  expresiones  que  surgen  al  aplicar  el  teorema  de  equivalencia 
superficial. En este caso cuando un objeto es homogéneo a trozos las corrientes 
equivalentes únicamente se definen en  las superficies de separación entre  las 
regiones  homogéneas  del  medio.  A  diferencia  del  teorema  de  equivalencia 
superficial en el teorema de equivalencia volumétrico se sustituye el objeto con 
una  distribución  de  corrientes  equivalentes  en  su  interior  radiando  en  el 






  En  el  problema  equivalente  los  campos  ܧሬԦ  y  ܪሬԦ  se  separan  en  dos 
componentes:  la componente  incidente ܧሬԦ௜, ܪሬԦ௜ y  la componente dispersada ܧሬԦ௦, 
ܪሬԦ௦ que  se  corresponden  a  las  fuentes  originales  y  las  fuentes  equivalentes 
radiando  en  espacio  libre.  En  este  caso  como  el problema original  se quiere 
modelar como un problema de radiación en espacio  libre a  la componente de 
fuentes originales debe añadirse unas  corrientes equivalentes que  simulen  la 
contribución que provocaría dicho objeto en los campos radiados. 
  Por  lo tanto al sustituir el objeto  los campos ܧሬԦ y ܪሬԦ al estar compuestos 
por dos componentes permitirán que las ecuaciones de Maxwell siguientes: 
 
׏ ൈ ܪሬԦ ൌ  ܬԦ ൅  ݆߱ߝ௢ܧሬԦ 




׏ ൈ ܧሬԦ௜ ൌ  െܯሬሬԦ௜ െ  ݆߱ߤ௢ܪሬԦ௜            ׏ ൈ ܧሬԦ௦ ൌ  െܯሬሬԦ௘௤ ௌ െ  ݆߱ߤ௢ܪሬԦ௦ 
׏ ൈ ܪሬԦ௜ ൌ  ܬԦ௜ ൅  ݆߱ߝ௢ܧሬԦ௜            ׏ ൈ ܪሬԦ௦ ൌ  ܬԦ௘௤ ௌ ൅  ݆߱ߝ௢ܧሬԦ௦ 
 
Donde ܧሬԦ௜, ܪሬԦ௜ representan  las  componentes  incidentes  debidas  a  las  fuentes 
originales  y ܧሬԦ௦, ܪሬԦ௦ representan  las  componentes  dispersadas  correspondientes  a  las 
fuentes equivalentes, radiando en espacio libre. El campo radiado es: 
 
                                    ܧሬԦ ൌ  ܧሬԦ௦ ൅ ܧሬԦ௜  y  ܪሬԦ ൌ  ܪሬԦ௦ ൅ ܪሬԦ௜ 
 





Las  componentes de  los  campos  correspondientes  a  las  fuentes equivalentes 
pueden expresarse como: 
ܧሬԦ௦ ൌ  ܮா൫ܬԦ௘௤ ௏ , ܯሬሬԦ௘௤ ௏൯     ,     ܪሬԦ௦ ൌ  ܮு൫ܬԦ௘௤ ௏ , ܯሬሬԦ௘௤ ௏൯ 
Donde ܮா  y ܮு  son  operadores  lineales  basados  en  la  convolución  de  las 
corrientes con la función de Green y cuyas expresiones se describirán a continuación. 
En  el  problema  equivalente  el  campo  total  debe  cumplir  las  condiciones  de 
contorno en las superficies equivalentes según las expresiones: 
ܬԦ௘௤ ௌ ൌ  ො݊ ൈ ܪሬԦ ൌ  ො݊ ൈ ൫ܪሬԦ௦ ൅ ܪሬԦ௜൯ ൌ  ො݊ ൈ ܮு൫ܬԦ௘௤ ௌ , ܯሬሬԦ௘௤ ௌ൯ ൅  ො݊ ൈ ܪሬԦ௜ 
ܯሬሬԦ௘௤ ௌ ൌ  െ ො݊ ൈ ܧሬԦ ൌ  ො݊ ൈ ൫ܧሬԦ௦ ൅ ܧሬԦ௜൯ ൌ  െ ො݊ ൈ ܮா൫ܬԦ௘௤ ௌ , ܯሬሬԦ௘௤ ௌ൯ െ ො݊ ൈ ܧሬԦ௜ 
Para  obtener  expresiones  de  los  operadores  lineales ܮா  y ܮு partimos  de  las 
expresiones de los campos radiados en función del potencial vector y potencial escalar: 




ܦሬԦ௠ ൌ  െ׏ ൈ ܨԦ                             ܪሬԦ ௠ ൌ  െ׏߰ െ ݆߱ܨԦ 
Donde ܣԦ, ߶, ܨԦ ݕ ߰  se definen como: 

























ܧሬԦ ൌ  െ݆߱ߤ න ܩሺݎԦ, ݎԦᇱሻ ܬԦሺݎԦᇱሻ݀ݎԦᇱ െ ׏ ൤
1
ߝ
න ܩሺݎԦ, ݎԦᇱሻ ߩԦሺݎԦᇱሻ݀ݎԦᇱ൨ െ ׏ ൈ න ܩሺݎԦ, ݎԦᇱሻ ܯሬሬԦሺݎԦᇱሻ݀ݎԦᇱ 
ܪሬԦ ൌ  െ݆߱ߝ න ܩሺݎԦ, ݎԦᇱሻ ܯሬሬԦሺݎԦᇱሻ݀ݎԦᇱ െ ׏ ൤
1
ߤ







Los  operadores  lineales ܮா  y ܮு  pueden  obtenerse  de  las  ecuaciones  anteriores 
sustituyendo  la  densidad  de  carga  por  la  divergencia  de  la  corriente  mediante  la 
ecuación de continuidad y su dual magnética: 
                                                        ׏ᇱ ൉ JԦ ൅ jωρ ൌ 0        Ecuación de continuidad 
Resultan: 
   
݆߱ߤߝܧሬԦ ൌ ሺ݇ଶ ൅ ׏׏ ൉ሻߤ න ܩሺݎԦ, ݎԦᇱሻ ܬԦሺݎԦᇱሻ݀ݎԦᇱ െ ݆߱ߤߝ׏ ൈ න ܩሺݎԦ, ݎԦᇱሻ ܯሬሬԦሺݎԦᇱሻ݀ݎԦᇱ 
݆߱ߤߝܪሬԦ ൌ ሺ݇ଶ ൅ ׏׏ ൉ሻߝ න ܩሺݎԦ, ݎԦᇱሻ ܯሬሬԦሺݎԦᇱሻ݀ݎԦᇱ ൅ ݆߱ߤߝ׏ ൈ න ܩሺݎԦ, ݎԦᇱሻ ܬԦሺݎԦᇱሻ݀ݎԦᇱ 
Finalmente los operadores lineales ܮா  y ܮு: 















integrales  de  radiación  de  las  corrientes  equivalentes  para ݎԦ א ܵ. Un  problema  que 

















     






ሬԦ           ݏ݅ ݎԦ  א ܸ ሺ݁ݔݐ݁ݎ݅݋ݎሻ 
ߗ଴
4ߨ
ܧሬԦ        ݏ݅ ݎԦ  א ܵ ሺݏݑ݌݁ݎ݂݅ܿ݅݁ሻ
0          ݏ݅ ݎԦ  א തܸ  ሺ݅݊ݐ݁ݎ݅݋ݎሻ
 






ሬԦ           ݏ݅ ݎԦ  א ܸ ሺ݁ݔݐ݁ݎ݅݋ݎሻ 
ߗ଴
4ߨ
ܪሬԦ        ݏ݅ ݎԦ  א ܵ ሺݏݑ݌݁ݎ݂݅ܿ݅݁ሻ
0          ݏ݅ ݎԦ  א തܸ  ሺ݅݊ݐ݁ݎ݅݋ݎሻ
 
Y  aplicando  las  condiciones  de  contorno  െ ො݊ ൈ ܧሬԦห
ௌ






ܯሬሬԦ௘௤ ௌ ൌ  ො݊ ൈ ܧሬԦ௜ ൅ ො݊ ൈ ܮ ா
௩௣
൫ܬԦ௘௤, ܯሬሬԦ௘௤൯     ܧܨܫܧ 
1
2
ܬԦ௘௤ ௌ ൌ  ො݊ ൈ ܪሬԦ௜ ൅ ො݊ ൈ ܮ ு
௩௣




െܯሬሬԦ௘௤ ௌ ൌ ො݊ ൈ ቎ܧሬԦ௜ െ ݆߱ߤ න ܩ ܬԦ௘௤ ௌ
௩௣
݀ݏᇱ ൅ ׏ ቎
1
݆߱ߝ
න ܩ ׏ᇱ ൉
௩௣





ܬԦ௘௤ ௌ ൌ ො݊ ൈ ቎ܪሬԦ௜ െ ݆߱ߝ න ܩ ܯሬሬԦ௘௤ ௌ
௩௣
݀ݏᇱ ൅ ׏ ቎
1
݆߱ߤ
න ܩ ׏ᇱ ൉
௩௣







  Tal y como se ha explicado en  la sección anterior  las ecuaciones que expresan 
las componentes dispersadas de los campos radiados: 
   
ܧሬԦ௦ ൌ  ܮா൫ܬԦ௘௤ ௏ , ܯሬሬԦ௘௤ ௏൯     ,     ܪሬԦ௦ ൌ  ܮு൫ܬԦ௘௤ ௏ , ܯሬሬԦ௘௤ ௏൯ 
Pueden expresarse como un operador  lineal  función de  las corrientes equivalentes y 
dado que: 
                                ܧሬԦ ൌ  ܧሬԦ௦ ൅ ܧሬԦ௜  y  ܪሬԦ ൌ  ܪሬԦ௦ ൅ ܪሬԦ௜ 
Podemos obtener un sistema de la forma: 
   
ܮ ܺ ൌ ܻ 
Donde ܮ representa  un  operador  lineal  que  puede  ser ܮா  o  bien ܮு salvo  un 
factor ܧሬԦ ݋ ܪሬԦ y donde ܺ se corresponde con con las corrientes equivalentes incógnita y 
ܻ, término independiente, se corresponde con el campo incidente. 
  Para poder  llevar a cabo  la  resolución de este  sistema  funcional es necesario 
discretizar  tanto  las  funciones ܺ e ܻ como  el  operador  lineal ܮ.  Esta  discretización 












     
ܮ ܺ ൌ ܻ 








En  este  caso  las ݔ௝  son  las  denominadas  funciones  base  y  se  precisa  que  pertenezcan  al 
dominio del operador lineal ܮ y cumplan las condiciones de diferenciabilidad y contorno. 






ܮ ݔ௝ ൌ  ேܻ ൎ ܻ 
En este caso hemos pasado de la resolución de un sistema dónde la solución a 
obtener es  la función ܺ a un sistema en el que se necesita obtener  los valores  ௝ܽ que 
ponderan las funciones base, donde  ௝ܽ son simplemente coeficientes. 






     






නሺܨሺݎԦሻ௖௔௟௖௨௟௔ௗ௢െ ܨሺݎԦሻ௧௘ó௥௜௖௢ሻ ൉  ௠ܹሺݎԦሻ ݀ܵ
ௌ
ൌ 0         ݉ ൌ 1 … ܯ 
Que también puede ser expresado como: 
ۃ ௜ܹ , ܴۄ ൌ 0        ݅ ൌ 1 …  ܯ 
Donde  el  operador ۃ, ۄ representa  el  producto  interno  de  Hilbert.  En  este  caso ܯ 
representa  el  número  de  ecuaciones  y ܰ  el  número  de  incógnitas.  Este  sistema  puede 
reescribirse como: 
ۃ ௜ܹ , ܻۄ ൌ ෍ ௝ܽ
ே
௝
ۃ ௜ܹ  ,ܮ ݔ௝ۄ          ݅ ൌ 1 …  ܯ   
O matricialmente como: 
ܣ ܽ ൌ ܾ 
Donde  A  es  la  matriz ܯ ൈ ܰ  con ܣ௜௝ ൌ  ۃ ௜ܹ  ,ܮ ݔ௝ۄ, ܽ  es  el  vector  columna 
formando por los elementos  ௝ܽ y ܾ es el vector columna ܾ௜ ൌ  ۃ ௜ܹ  ,ܻۄ. 
 
En  general  como  los  sistemas de ecuaciones más habituales  cumplen ܯ ൌ ܰ 
una forma de resolverlos directamente seria realizar el siguiente cálculo: 
ܽ ൌ ܣିଵ ܾ 
  Un  aspecto muy  importante  acerca  del método  de  los momentos  es  que  la 
aproximación de las funciones ܺ ݁ ܻ con un conjunto finito de funciones base ௝ܽ : 
16 
 
ܺே ൌ ෍ ௝ܽ
ே
௝




  No es más que una proyección de ܺ ݁ ܻ sobre el espacio generado por  {ݔ௝ሽ e 
{ ܮݔ௝ሽ respectivamente. La imposición ۃ ௜ܹ , ܴۄ ൌ 0 implica a su vez que la proyección  de la 
función ܻ y  su  aproximación  ேܻ sobre  el  subespacio  generado por  las  funciones peso  ௜ܹ sea  
ۃ ௜ܹ , ܻۄ ൌ ۃ ௜ܹ , ேܻۄ . 
  Para  que  ேܻ   aproxime ܻ con  error  cuadrático mínimo  debe  cumplirse  que  el 
error ܴ ൌ  ܻ െ ேܻ  sea ortogonal a la aproximación  ேܻ y esto implica que: 
   
ܴ ٣  ேܻ ֜  ܴ ٣  ܮ ܺே  ֜  ሼ ௜ܹ ሽ ൌ ൛ܮݔ௝ൟ 
Por  lo  tanto esta expresión resulta muy significativa dado que una vez seleccionadas 
las  funciones base ݔ௝ sabemos que  las  funciones peso  generan el mismo  subespacio 
que  las ܮݔ௝. De  este modo  una  vez  seleccionadas  las  funciones  base  una  forma  de 
obtener  las  funciones  peso  seria  simplemente  tomar  las  ௜ܹ ൌ  ܮݔ௝ .  En  capítulos 
sucesivos se explicara una de  las funciones base más utilizadas  llamadas RWG o Rao, 
Wilton  y  Glisson  y  que  permiten  discretizar  superficies  representadas  mediante 
triángulos. 
  Un  aspecto  a  tener  en  cuenta  es  que  las  funciones  peso  generan  el mismo 
subespacio  {ܮݔ௝ሽ  y  se  precisa,  conforme  la  discretización  tiende  a  infinito,  que 
௜ܹ , |ெୀஶ  sea  una  base  completa  para  el  operador  lineal ܮ .  De  este  modo  se 
conseguiría que la aproximación  ேܻ cumpla que  ேܻ ՜ ܻ conforme ܰ ՜ ∞ (donde ܰ es 
el orden de discretización). 
  De todos modos por su sencillez en  la  implementación es posible utilizar otro 
tipo  de  discretizaciones  que  no  cumplen  las  condiciones  descritas  hasta  ahora.  Un 
ejemplo muy  usado  es  el  llamado método  de  colocación  o  point‐matching.  En  este 






௜ܹሺݎԦሻ ൌ ߜሺݎԦ െ ݎԦ௜ሻ                  ݅ ൌ 1 … ܯ 
En este caso conforme la discretización tiende a infinito no se garantiza que ܺஶ ൌ ܺ ya 






aplicable  no  únicamente  a  la  resolución  de  problemas  electromagnéticos.  El  MoM 
parte  de  una  ecuación  funcional  de  tipo  lineal  y  mediante  la  discretización  de  las 
ecuaciones obtiene un sistema algebraico matricial. 
  En este apartado se dará una breve explicación sobre la aplicación del MoM en 
las ecuaciones EFIE  (Electrical Field  Integral Equations) para  ilustrar  la  interpretación 
física de la matriz ܣ: 
ܣ ܽ ൌ ܾ 
En primer  lugar partimos de  las ecuaciones EFIE donde el operador  lineal ܮ se 









௜ܹሺݎԦሻ ൌ ߜሺݎԦ െ ݎԦ௜ሻ                  ݅ ൌ 1 … ܯ 
Obtenemos que los coeficientes de la matriz ܣ son: 























  Y  por  lo  tanto  los  elementos  de  la matriz  pueden  interpretarse  como  las 





El  método  de  discretización  mediante  funciones  base  Rao,  Wilton  i  Glisson 
(RWG)  desarrollado  en  1982  es  uno  de  los  más  utilizados  en  la  actualidad.  Las 
funciones base RWG están definidas sobre un mallado triangular del objeto a analizar. 
El  hecho  que  las  funciones  base  RWG  estén  definidas  sobre  una  malla  triangular 
permite analizar geometrías arbitrarias  fácilmente en el ordenador. Además como al 
usar  las  funciones de Rao, Wilton  i Glisson se usa  la  formulación EFIE esta técnica es 
aplicable tanto a superficies cerradas como abiertas. 
Una de  las características de  las  funciones base RWG es que se definen en el 
mallado  para  todo  par  de  triángulos  adyacentes  y  como  se  verá  a  continuación 
permiten  evitar  la  aparición  de  acumulación  de  cargas  en  las  aristas.  El  principal 
problema  de  las  ecuaciones  EFIE  es  que  en  sus  expresiones  aparecen  términos 
diferenciales  juntamente con el hecho de que  las  funciones de Green presentan una 
singularidad.  Si  las  funciones base no  se  construyen de  forma que  las  componentes 
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Como  se  puede  apreciar  en  la  figura  los  términos 
ଶ஺ ೙ േ
௟೙
















permite  convertir  un  sistema  de  ecuaciones  funcional  lineal  en  un  sistema  de 
ecuaciones matricial. De  todos modos estos  sistemas de ecuaciones  suelen  ser muy 
grandes  y  densos.  Métodos  de  resolución  directa  habituales  de  estos  sistemas  de 
ecuaciones  resultarían  muy  costosos  tales  como  eliminación  gaussiana  o 
decomposición LU con una complejidad del orden de ܱሺܰଷሻ operaciones. 









La  idea básica del método GMRES consiste en  ir calculando  los coeficientes ݕ௜ 
en cada iteración i‐ésima de: 
ݔሺ௜ሻ ൌ ݔሺ଴ሻ ൅ ݕଵݒሺଵሻ ൅ ڮ ൅ ݕ௜ݒሺ௜ሻ 
Intentando  minimizar  la  siguiente  norma: หܾ െ ܣݔሺ௜ሻห.  La  expresión  anterior  no  se 
calcula  de  forma  explícita.  No  es  demasiado  importante  comprender  los  detalles 
específicos acerca de cómo funciona este método para este proyecto. De todos modos 
en el anexo se adjunta la implementación en lenguaje Python del algoritmo GMRES. 






la  solución  para  que  GMRES  sea  capaz  de  converger  a  una  solución  próxima  a  la 
¨exacta¨. También la solución inicial permite minimizar el efecto de la propagación de 
errores  durante  la  ejecución  del  algoritmo  iterativo.  Es  por  ello  que  aparece  el 
concepto de precondicionador. 










Por  lo  tanto  la matriz de precondicionado  tiene que cumplir que ߈ሺܯିଵܣሻ ൏
߈ሺܣሻ  y  con  ello  se  consigue  acelerar  la  convergencia  del  método  GMRES. 
Intuitivamente puede entenderse  la matriz ܯ como una aproximación a  la  inversa de 












La utilización de algoritmos  como GMRES  son un primer paso para  la  resolución 
eficiente  de  sistemas  de  ecuaciones.  Estos  algoritmos  se  basan  en  el  cálculo  de  la 
matriz  original  por  un  vector  cuyo  resultado  permite  ir  convergiendo  a  la  solución 
exacta. El cálculo de este producto también puede acelerarse mediante la compresión 






se aproxima por  ෨ܼ௠ൈ௡ ൌ ܷ௠ൈ௥ܸ௥ൈ௡. En vez de almacenar  la matriz original ܼ௠ൈ௡ se 
almacenan dos  submatrices ܷ௠ൈ௥݅ ܸ௥ൈ௡. En este  caso  la matriz original  requiere un 
almacenamiento de ܱሺܯ ൉ ܰሻ y por el contrario cuando se aplica la compresión ACA se 
requerirá  un  espacio  en  memoria  de ܱሺܴ ൉ ሺܯ ൅ ܰሻሻ.  Teniendo  en  cuenta  que  el 
algoritmo se aplica sobre matrices de rango degenerado y ܴ está estrictamente ligado 
al rango de  la matriz a comprimir se dara el caso que ܴ ا ܰ y ܴ ا ܯ y por  lo tanto 
tendremos  una  reducción  en  el  almacenamiento.  El  diagrama  siguiente  ilustra  este 
algoritmo de compresión: 
 





el  caso del algoritmo ACA  se hará unas ܱሺܴ ൉ ܰሻ para multiplicar el vector  con ܸ௥ൈ௡ 
obteniendo un vector de tamaño ܴ. Posteriormente ese vector al ser multiplicado por 
ܷ௠ൈ௥  requerirá  un  número  de  operaciones  del  orden ܱሺܯ ൉ ܴሻ .  Como ܴ ا ܰ  y 
ܴ ا ܯ el número de operaciones será ܱ൫ܴ ൉ ሺܯ ൅ ܰሻ൯, muy inferior a ܱሺܯ ൉ ܰሻ 
Por  lo  tanto  con  este  ejemplo  se  puede  percibir  que  los  algoritmos  de 
compresión  no  solamente  permiten  una  reducción  en  memoria  de  los  sistemas  a 
almacenar  sino  que  también  reducen  el  tiempo  de  cómputo  del  producto  matriz‐
vector. 
Los  algoritmos  de  compresión  son  uno  de  los  campos  en  desarrollo 
actualmente no solamente para CEM (Computational Electro Magnetism) sino también 
para  otros  campos  de  la  física.  Precisamente  el  software  correspondiente  a  este 
proyecto  ha  sido  desarrollado  de  forma  suficientemente  genérica  para  permitir  la 
incorporación de nuevos algoritmos de este tipo. El usuario es capaz de seleccionar los 
algoritmos  para  la  resolución  de  un  problema  en  concreto  además  de  facilitar  la 
incorporación  de  nuevos  algoritmos.  La  implementación  de  nuevos  métodos  de 





La  matriz  de  impedancias  se  caracteriza  por  ser  densa  pero  a  su  vez  está 
compuesta  por  submatrices  de  rango  deficiente.  La  expresión  del  sistema  de 
ecuaciones  lineales  a  resolver  y  como  resultado  de  la  aplicación  del  MoM  es  la 
siguiente: 
ܧሬԦ௠ ൌ  ܼ ൉ ܫԦ௡ 









De  igual modo  las ܯ ecuaciones que  conforman  el  sistema de  ecuaciones  se 
identifican espacialmente con las funciones peso o de “test”. 
Por lo tanto cuando se obtiene una submatriz de ܼ௠௡ donde ݉ es un vector de 
índices  de  las  filas  de ܼ y ݊ es  un  vector  de  índices  de  las  columnas  de ܼ se  está 
considerando  la  interacción de un conjunto de  funciones peso o de  testing  respecto 
otro conjunto funciones base (indexadas por ݉ ݋ ݊). 
 
Es de destacar pues que  cuando  se observa  la  interacción de unas  funciones 
peso respecto las funciones base entre puntos distantes será menor que cuando dicha 
distancia sea  reducida. Por ese motivo  las submatrices correspondientes a  funciones 
peso respecto a funciones base para interacciones distantes o débiles presentaran un 
rango  deficiente.  Por  el  contrario  las  submatrices  correspondientes  a  interacciones 
cercanas no presentaran esta característica de rango deficiente. 
Para poder explotar éste hecho a la hora de comprimir la matriz de impedancia 
se debe particionar dicha matriz de  forma que se separen  las  interacciones distantes 
respecto  las  interacciones  cercanas.  Las  interacciones  cercanas  no  podrán  ser 
comprimidas ya que en general no estaremos hablando de matrices degeneradas en 
rango. 
Tal  y  como  se  ha  comentado  la  partición  de  la  matriz  de  impedancias 
corresponde a una partición a nivel espacial de  las funciones base y peso. Es por ello 










por  ello,  al  presentar  menor  “coupling”,  aparecerán  submatrices  degeneradas  en 
rango. 
 
  Aun  así  una  simple  partición  del  espacio  en  cajas  de  tamaño  igual  resultaría 
ineficiente. Normalmente el número de cajas que particionan el espacio suelen ser en 













no  estaríamos  explotando  todo  el  potencial  de  los  algoritmos  de  compresión.  Si  se 
observa  detenidamente  la  figura  tomando  las  cajas  verdes  como  aquellas  que 
contienen unas funciones base de referencia y considerando la interacción con el resto 
de  cajas,  con  sus  correspondientes  funciones  de  peso,  las  cajas  rojas  representan 
aquellas  donde  la  interacción  es  cercana.  Simplemente  se  considera  interacción 
cercana cuando dos cajas son adyacentes o se tocan. Por el contrario las cajas de color 
blanco representan aquellas cuya  interacción es distante  respecto a  las cajas verdes. 
Puede realizarse, pues, la observación siguiente: 
  A pesar de que nos encontremos a un cierto nivel respecto las cajas verdes no 
se  precisa  que  las  cajas  blancas  sean  subdivididas  aun  más.  Al  tratarse  ya  de 
interacciones  distantes  puede  asumirse  pues  que  las  submatrices  de  la  matriz  de 
impedancia correspondientes presentan un rango degenerado y por  lo tanto pueden 
comprimirse de forma eficiente. 




niveles  de  resolución  (de  tamaño  variable  según  la  distancia  respecto  las  funciones 
base). En nuestro caso partimos de  la caja de nivel 1 que engloba todo el objeto y se 
pretende observar  la  interacción con ella misma. Como  se  trata de  la  interacción de 






La  siguiente  figura  ilustra  este  aspecto.  En  ella  se  representa  la  matriz  de 
impedancia y  se marcan  los  subbloques correspondientes a una  interacción  fuerte o 
débil entre las correspondientes subcajas espaciales: 
 
Como puede observarse  la diagonal de  la matriz corresponde a  la  interacción 
entre  cada  subcaja  espacial  consigo  misma.  Como  claramente  esta  interacción  es 
distante  se  dice  que  estamos  en  una  situación  de  interacción  “Near‐field”.  Por  el 
29 
 



























En este proyecto se ha  implementado un software o marco en el que  integrar  los 
distintos algoritmos de compresión y los métodos de análisis de antenas comentados. 
Para ello el  software ofrece una  serie de  rutinas  comunes a  los distintos algoritmos 
además de ofrecer un entorno en el que integrar de forma sencilla nuevas técnicas. El 
Software  ha  sido  implementado  en  lenguaje  Python  y  algunas  rutinas  han  sido 
desarrolladas en C++ por cuestiones de eficiencia. 




visualización  de  datos  y  métodos  numéricos.  En  segundo  lugar  Python  no  es  un 
lenguaje orientado a tipos y posee aspectos de  la programación funcional por  lo que 
resulta muy  fácil engranar  los distintos bloques  y  sustituirlos  fácilmente.  Esto no es 





de  ecuaciones  de  grandes  dimensiones  resulta  necesario  poseer  unas  rutinas 
implementadas en un  lenguaje  compilado  como C/C++ o  Fortran. De hecho en este 




en C/C++ mediante  la  librería ctypes. Por  lo tanto si un grupo de trabajo ya tiene un 
método  en dicho  lenguaje  y  desea  incorporarlo  únicamente  tiene  que  realizar  unas 







hecho  se  han  incorporado  unos  archivos  de  configuración  para  que  el  programa 
“doxygen” pueda generar un documento web o pdf  con  todas  las  rutinas accesibles 
para el usuario. Esta documentación puede verse en el anexo adjunto. 







nuevo  algoritmo  de  compresión  no  debe  tocar.  Estas  cajas  corresponden  con  las 
definiciones  de  las  estructuras  de  datos  y  rutinas  esenciales  a  las  que  accederá  el 









de  compresión  por  parte  del  usuario.  El  resultado  de  llamar  estos  algoritmos  es 
almacenado por los bloques correspondientes al MoM engine del diagrama. 
  Finalmente  las  bloques  marcados  en  naranja  correspondientes  a  Solver 
functions  y  Solver  data  pertenecen  a  todos  los  algoritmos  que  los  usuarios  deben 
implementar  para  incorporar  su  solver  en  este  marco.  El  usuario  también  debe 
implementar  una  función  para  poder  calcular  el  producto  entre  vector  por  bloque 
comprimido  necesario  para  el  algoritmo  GMRES.  A  parte  del  framework  se  han 
implementado tres algoritmos de compresión: ACA, MDA‐SVD y MLACA. 





En  este  caso  EM_DATA  es  una  clase  que  contiene  todos  los  parámetros 









En  este  caso  la  función  “user_impedance”  extrae  el  subbloque  de  la 
matriz de  impedancias  correspondiente  a  los  índices de  las  filas  y  columnas. 
Para  calcular  dicho  subbloque  será  necesario  conocer  la  posición  de  las 
funciones  base,  información  también  contenida  en  la  propia  estructura 













‐ Comprimir  la matriz mediante  la  subdivisión  del  espacio  para  su  posterior 
resolución 
‐ Resolver  iterativamente  el  sistema  de  ecuaciones  mediante  el  método 
GMRES 














  Finalmente  para  cerrar  la  parte  explicativa  se  mostrará  los  resultados  de  la 













































































































































































































































En este proyecto  se ha desarrollado un marco o  software en el que  Integrar 




MLACA. Por  lo  tanto este proyecto deja  la puerta abierta para que otros grupos de 
trabajo puedan incorporar sus técnicas y permitir a su vez una mayor cooperación, en 
términos de investigación, entre ellos. 
  Para  el desarrollo del proyecto  se han  tenido  en  consideración dos  aspectos 
importantes. El primero ha sido la claridad y legibilidad del código para facilitar el uso 
del  software  entre  varias  personas  de  un  grupo  de  trabajo.  El  segundo  aspecto  a 




lugar  cabe detectar, a medida que  los distintos algoritmos  se vayan  integrado,  cuán 
genérico es el modelo propuesto. No es de descartar que  aparezca  algún  algoritmo 
iterativo  que  no  se  ajuste  bien  al  modelo  propuesto.  En  segundo  lugar  cabe  decir 
también que no se ha desarrollado un marco donde los solvers directos, no iterativos, 
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Here are the classes, structs, unions and interfaces with brief descriptions:
dcomplex 50
PFC-framework::mom_engine::em_data2d::EM_Data2d (Base class: Stores 2d electromag-
netic parameters ) 50
PFC-framework::mom_engine::em_data3d::EM_Data3d (Base class: Stores 2d electromag-
netic parameters ) 54
PFC-framework::mom_engine::octree::Octree (Wrapper class for octreetype ) 60
PFC-framework::mom_engine::og_data2d::OG_Data2d (Class that stores 2d geometry ) 63
PFC-framework::mom_engine::og_data3d::OG_Data3d (Class that stores 3d geometry ) 65
PFC-framework::mom_engine::zblocks::Zblocks (Class containing Z compressed or uncom-
pressed blocks ) 73
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4 File Index
4.1 File List
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5.3 user_functions/ACA3d/ Directory Reference
user_functions
ACA3d
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6.2 PFC-framework::base_solver Namespace Reference
Namespaces
• namespace helper_functions
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6.3 PFC-framework::base_solver::helper_functions Namespace Reference
Functions
• def tic
Returns current clock time in seconds.
• def toc





6.3.1.1 def PFC-framework::base_solver::helper_functions::disp ( descr)
Definition at line 39 of file helper_functions.py.
6.3.1.2 def PFC-framework::base_solver::helper_functions::error ( descr)
Definition at line 42 of file helper_functions.py.
6.3.1.3 def PFC-framework::base_solver::helper_functions::tic ()
Returns current clock time in seconds.
Definition at line 26 of file helper_functions.py.
6.3.1.4 def PFC-framework::base_solver::helper_functions::toc ( last_time)
Compute elapsed time and print it.
Parameters:
last_time previous time tic() was called. (float)
Returns:
elapsed time. (float)
Definition at line 34 of file helper_functions.py.
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6.3.1.5 def PFC-framework::base_solver::helper_functions::view_var ( descr, var)
Definition at line 46 of file helper_functions.py.











6.5 PFC-framework::mom_engine::em_data2d Namespace Reference
Classes
• class EM_Data2d
Base class: Stores 2d electromagnetic parameters.
6.6 PFC-framework::mom_engine::em_data3d Namespace Reference
Classes
• class EM_Data3d
Base class: Stores 2d electromagnetic parameters.
6.7 PFC-framework::mom_engine::gmres Namespace Reference
Functions
• def gmres_Zblock
Generalized minimum residual programmed as explained in Saad.
• def det_approx_sol
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6.7.1 Function Documentation
6.7.1.1 def PFC-framework::mom_engine::gmres::det_approx_sol ( beta, j, H)
Definition at line 111 of file gmres.py.
6.7.1.2 def PFC-framework::mom_engine::gmres::gmres_Zblock ( Zblock, y, tol = 1e-5, maxiter
= 1000, M = None, drop_tol = 1e-3)
Generalized minimum residual programmed as explained in Saad.
Parameters:
Zblock Linear system matrix in compressed format.
y Independent term
tol Final relative error to stop iteration
maxiter Maximum number of iterations allowed
M Sparse preconditioner. If M = [], no preconditioner is used.
drop_tol Relative error for preconditioner sparse LU.
Returns:
(x, err, it) x: Solution of linear system after ni iterations err: Vector containing relative error in each
iteration it: Number of iterations performed until relative error is below tolerance, in any case it will
be smaller than the number of unknowns.
WARNING: Scipy has a GMRES implementation. It does not work properly. Once Scipy 0.8 is stable use
LGMRES.
Definition at line 47 of file gmres.py.





Returns True if the two boxes whose bounds are ’box1_bounds’ and ’box2_bounds’ touch each other.
6.8.1 Function Documentation
6.8.1.1 def PFC-framework::mom_engine::multilevel_compress::boxes_touch ( box1_bounds,
box2_bounds)
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Returns True if the two boxes whose bounds are ’box1_bounds’ and ’box2_bounds’ touch each other.
NOTE: This function assumes the size of both boxes are the same. Do not use it externally, helper function
for multilevel_compress.
Parameters:
box1_bounds Bounds of first box. Tuple ((min_x, max_x), (min_y, max_y), (min_z, max_z))
box2_bounds Bounds of second box. Tuple ((min_x, max_x), (min_y, max_y), (min_z, max_z))
Definition at line 130 of file multilevel_compress.py.
6.8.1.2 def PFC-framework::mom_engine::multilevel_compress::multilevel_compress (
basis_octree, source_box_id, field_box_id, l, solver, user_impedance, og_data, em_data,
Z_comp)
Z_comp = multilevel_compress(basis_octree,source_box_id,field_box_id,l,solver,og_data,em_data).
Compress Z submatrix with multilevel subdivision. Source and field boxes are subdivided. Far-field
children are compressed and near field children are recursively subdivided.
Parameters:
basis_octree Information about the location of basis functions in boxes at different levels This is the
return value of function prepare_multilevel. (Octree)
source_box_id Id source box at level l (int64)
field_box_id Id of field box at level l (int64)
l Current level (int)
solver Matrix compression algorithm / solver. (lambda function) Should be a lambda function with
parameters (m-indices, n-indices, user_impedance, og_data, em_data)
user_impedance Reference to user_impedance function. (function reference)
og_data class containing geometric data passed to user_impedance() function. (OG_data2/3d)
em_data class containing electromagnetic data passed to user_impedance() function. (EM_data2/3d)
Z_comp Cell array of compressed submatrices corresponding ONLY to the interactions computed
by this call to the function. Z_comp is passed as a reference and it will be filled with all the
submatrices. (zblocks.Zblocks)
Definition at line 47 of file multilevel_compress.py.
6.9 PFC-framework::mom_engine::octree Namespace Reference
Classes
• class Octree
Wrapper class for octreetype.
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6.10 PFC-framework::mom_engine::og_data2d Namespace Reference
Classes
• class OG_Data2d
Class that stores 2d geometry.
6.11 PFC-framework::mom_engine::og_data3d Namespace Reference
Classes
• class OG_Data3d
Class that stores 3d geometry.
6.12 PFC-framework::mom_engine::prepare_multilevel Namespace Reference
Functions
• def prepare_multilevel
(basis_octree, L) = prepare_multilevel(rcx,rcy,rcz,N, finest_level_size) Compute indices of boxes at all levels
for each basis function
6.12.1 Function Documentation
6.12.1.1 def PFC-framework::mom_engine::prepare_multilevel::prepare_multilevel ( rcx, rcy,
rcz, finest_level_size)
(basis_octree, L) = prepare_multilevel(rcx,rcy,rcz,N, finest_level_size) Compute indices of boxes at all
levels for each basis function
Parameters:
rcx X-coordinates of basis functions centers (Numpy 1d float)
rcy Y-coordinates of basis functions centers (Numpy 1d float)
rcz Z-coordinates of basis functions centers (Numpy 1d float)
finest_level_size Size of finest level in multilevel subdivision. (float)
Returns:
basis_octree = Octree of basis functions. (octree.Octree)
Definition at line 37 of file prepare_multilevel.py.
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6.13 PFC-framework::mom_engine::zblocks Namespace Reference
Classes
• class Zblocks
Class containing Z compressed or uncompressed blocks.





















Geometry of a cavity boundary.
6.16.1 Function Documentation
6.16.1.1 def PFC-framework::object_geometry::geometry2d::cavity::cavity ( N, params)
Geometry of a cavity boundary.
Parameters:
N Number of vertices to generate. (int)
Generated on Thu Jan 28 21:57:01 2010 for Antenna-Framework by Doxygen
6.17 PFC-framework::object_geometry::geometry2d::circular Namespace Reference 18
params Tuple representing (length of boundary). (float)
Returns:
2D Geometry represented as a list of complex numbers. (Numpy complex64)
Definition at line 31 of file cavity.py.




Geometry of a circular boundary.
6.17.1 Function Documentation
6.17.1.1 def PFC-framework::object_geometry::geometry2d::circular::circular ( num_points,
params)
Geometry of a circular boundary.
Parameters:
num_points Number of vertices to generate. (int)
params Tuple representing (radius) (float)
Returns:
2D Geometry represented as a list of complex numbers. (Numpy complex64)
Definition at line 32 of file circular.py.




Geometry of an elliptical boundary.
6.18.1 Function Documentation
6.18.1.1 def PFC-framework::object_geometry::geometry2d::elliptical::elliptical ( num_points,
params)
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Geometry of an elliptical boundary.
Parameters:
num_points Number of vertices to generate. (int)
params Tuple representing (semiaxis a, b) (float,float)
Returns:
2D Geometry represented as a list of complex numbers. (Numpy complex64)
Definition at line 32 of file elliptical.py.




Geometry of a NACA 0012 airfoil boundary.
6.19.1 Function Documentation
6.19.1.1 def PFC-framework::object_geometry::geometry2d::naca0012::naca0012 ( num_points,
params)
Geometry of a NACA 0012 airfoil boundary.
Parameters:
num_points Number of vertices to generate. (int)
params Tuple representing (length) (float)
Returns:
2D Geometry represented as a list of complex numbers. (Numpy complex64)
Definition at line 32 of file naca0012.py.




Geometry of a ogival boundary.
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6.20.1 Function Documentation
6.20.1.1 def PFC-framework::object_geometry::geometry2d::ogival::ogival ( num_points,
params)
Geometry of a ogival boundary.
Parameters:
num_points Number of vertices to generate. (int)
params Tuple representing (width of ogive, height of ogive) (float,float)
Returns:
2D Geometry represented as a list of complex numbers. (Numpy complex64)
Definition at line 32 of file ogival.py.
6.21 PFC-framework::object_geometry::geometry2d::oval Namespace Reference
Functions
• def oval
Geometry of an oval boundary.
6.21.1 Function Documentation
6.21.1.1 def PFC-framework::object_geometry::geometry2d::oval::oval ( N, params)
Geometry of an oval boundary.
Parameters:
N Number of vertices to generate. (int)
params Tuple representing (width of oval, ( > 2∗params[2] ) height of oval, ( > 2.0 ∗ params[2] )
radius of minor circles) (float, float, float)
Returns:
2D Geometry represented as a list of complex numbers. (Numpy complex64)
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Geometry of a rectangular boundary.
6.22.1 Function Documentation
6.22.1.1 def PFC-framework::object_geometry::geometry2d::rectangular::rectangular (
num_points, params)
Geometry of a rectangular boundary.
Parameters:
num_points Number of vertices to generate. (int)
params Tuple representing (width of rectangle, height of rectangle) (float,float)
Returns:
2D Geometry represented as a list of complex numbers. (Numpy complex64)
Definition at line 32 of file rectangular.py.




Geometry of a circle-shaped cavity boundary.
6.23.1 Function Documentation
6.23.1.1 def PFC-framework::object_geometry::geometry2d::scavity::scavity ( N, params)
Geometry of a circle-shaped cavity boundary.
Parameters:
N Number of vertices to generate. (int)
params Tuple representing (radius of main circle in cavity). (float)
Returns:
2D Geometry represented as a list of complex numbers. (Numpy complex64)
Definition at line 31 of file scavity.py.
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6.24 PFC-framework::object_geometry::geometry2d::semi Namespace Reference
Functions
• def semi
Geometry of a semicircular boundary.
6.24.1 Function Documentation
6.24.1.1 def PFC-framework::object_geometry::geometry2d::semi::semi ( num_points, params)
Geometry of a semicircular boundary.
Parameters:
num_points Number of vertices to generate. (int)
params Tuple representing (radius) (float)
Returns:
2D Geometry represented as a list of complex numbers. (Numpy complex64)
Definition at line 32 of file semi.py.




Geometry of a straight line (infinite strip perpendicular to 2-D plane), 45 deg with x-axis.
6.25.1 Function Documentation
6.25.1.1 def PFC-framework::object_geometry::geometry2d::strip::strip ( N, params)
Geometry of a straight line (infinite strip perpendicular to 2-D plane), 45 deg with x-axis.
Parameters:
N Number of vertices to generate. (int)
params Tuple representing (Length of strip). (float)
Returns:
2D Geometry represented as a list of complex numbers. (Numpy complex64)
Definition at line 31 of file strip.py.
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Geometry of a strip boundary, modeled as a sharped hexagon.
6.26.1 Function Documentation
6.26.1.1 def PFC-framework::object_geometry::geometry2d::strip_hex::strip_hex ( N, params)
Geometry of a strip boundary, modeled as a sharped hexagon.
Parameters:
N Number of vertices to generate. (int)
params Tuple representing (Length of strip, width of strip). (float, float) width of strip is a fraction of
basis function length.
Returns:
2D Geometry represented as a list of complex numbers. (Numpy complex64)
Definition at line 32 of file strip_hex.py.
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6.28.1 Function Documentation
6.28.1.1 def PFC-framework::object_geometry::geometry3d::cube::cube ( p_cube)
Generate cube geometry.
Parameters:
p_cube class with the following fields: L = edge (meters), Nt = Number of triangles. Must be Nt = 12
∗ 4∧n, n integer, Number of edges generated will be 1.5∗Nt = 18 ∗ 4∧n.
Returns:
OG_Data3d with cube geometry.





Sets fields of RWG-object.
• def check_duplicate_vertices
Check and fix duplicate vertices.
• def gid_mesh
Reads mesh from file.
• def addrot




6.29.1.1 def PFC-framework::object_geometry::geometry3d::geometry_helpers::addrot ( obj1,
obj2, rot)




Generated on Thu Jan 28 21:57:01 2010 for Antenna-Framework by Doxygen
6.29 PFC-framework::object_geometry::geometry3d::geometry_helpers Namespace Reference 25
rot Rotation matrix
Returns:
New Object as a combination of obj1 and obj2. (OG_Data3d)
Definition at line 279 of file geometry_helpers.py.
6.29.1.2 def PFC-framework::object_geometry::geometry3d::geometry_helpers::check_-
duplicate_vertices ( og_data)




Returns a reference to og_data after being fixed.
Definition at line 173 of file geometry_helpers.py.
6.29.1.3 def PFC-framework::object_geometry::geometry3d::geometry_helpers::get_edge (
og_data)
Sets fields of RWG-object. This version allows edges with > 2 triangles (junctions): at junctions, extra
triangles are created with the same topology as existing triangles. an extra field og_data.__junctions is
created with pointers to the new triangles. The new triangles are not referred to in og_data.__edges, they
serve only for the representation of the current. (A.Heldring, July 2005).
Parameters:
og_data OG_Data3d class with RWG data to be filled.
Returns:
Reference to the same og_data object passed by reference.
Definition at line 38 of file geometry_helpers.py.
6.29.1.4 def PFC-framework::object_geometry::geometry3d::geometry_helpers::gid_mesh (
file_name)
Reads mesh from file.
Parameters:
file_name Filename of mesh to be loaded.
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Returns:
OG_Data3d object.
Definition at line 223 of file geometry_helpers.py.
6.29.1.5 def PFC-framework::object_geometry::geometry3d::geometry_helpers::unitary ( x)
LOCAL Functions. Do not use from outside this module. Unit vector in the direction of vector x. Arrays
of vectors 3xn.
Parameters:
x vector to normalize.





Load geometric object from ∗.msh file or python module.
• def load_equivalent_basis_functions
Load equivalent basis functions of type object_name.
6.30.1 Function Documentation
6.30.1.1 def PFC-framework::object_geometry::geometry3d::load_object::load_equivalent_-
basis_functions ( object_name, param)
Load equivalent basis functions of type object_name. This function prepends ’rwg_’ to object_name in
order to distinguish regular objects from equivalent basis functions.
Parameters:
object_name Name of object for which equivalent basis functions will be generated. (string)
param Params used for generating equivalent basis functions. (dictionary)
Returns:
Object geometry. (OG_Data3d)
Definition at line 66 of file load_object.py.
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6.30.1.2 def PFC-framework::object_geometry::geometry3d::load_object::load_object (
object_name, param, is_file_mesh)
Load geometric object from ∗.msh file or python module.
Parameters:
object_name Name of object, "name".py or "name".msh. (string)
param Params used for generating geometric mesh. (dictionary)
is_file_mesh Specified if the object to be loaded is from a .msh file or a python module. (bool)
Returns:
Object geometry. (OG_Data3d)
Definition at line 36 of file load_object.py.




Generate RWG equivalent functions for a cube.
6.31.1 Function Documentation
6.31.1.1 def PFC-framework::object_geometry::geometry3d::rwg_cube::rwg_cube ( p_rwg_cube)
Generate RWG equivalent functions for a cube.
Parameters:
p_rwg_cube dictionary with the following fields: L = cube side h = basis function side type = 1 ->
Triangles at edges: 12∗ne RWG basis 2 -> Triangles at face centers: 18∗nf∧2 RWG basis. 4 ->
Triangles at 8 vertex: 24 RWG basis. Add types 1,2,4. ne = number of RWG sources in edges.
nf = number of RWG sources in faces (in one dimension, total nf∧2).
Returns:
OG_Data3d with RWG equivalent basis functions geometry.
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Reduced set of equivalent RWG sources on a square plate in XZ plane.
6.32.1 Function Documentation
6.32.1.1 def PFC-framework::object_geometry::geometry3d::rwg_eqplate::rwg_eqplate (
p_rwg_eqplate)
Reduced set of equivalent RWG sources on a square plate in XZ plane.
Parameters:
p_rwg_eqplate dictionary with the following fields: L = eqplate sides h = basis funcion side type =
0 -> Triangles at edges, automatically add vertex to approximate Ne 1 -> Triangles at 4 vertex:
12 RWG basis 2 -> Triangles at edges: Ne RWG basis, Ne = 12∗n with n integer Add types 1,2
Ne = for type>0: number of RWG basis in edges. for type=0: total number of RWG basis, that
will be approximated with edges and vertex. no_overlap = (1/0) Reduce h to avoid overlapping
of triangles at edges and faces
Returns:
OG_Data3d with RWG equivalent basis functions geometry.






6.33.1.1 def PFC-framework::object_geometry::geometry3d::rwg_eqplate_8::rwg_eqplate_8 (
p_rwg_eqplate)
Definition at line 30 of file rwg_eqplate_8.py.
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6.34.1 Function Documentation
6.34.1.1 def PFC-framework::object_geometry::geometry3d::sphere::sphere ( p_sphere)
Generate sphere geometry.
Parameters:
p_sphere class with the following fields: R = radius (meters), Ne = Number of edges. Must be Ne =
12 ∗ 4∧n, n integer, Number of edges generated will be 1.5∗Nt = 18 ∗ 4∧n.
Returns:
OG_Data3d with cube geometry.
Definition at line 34 of file sphere.py.




Generate square plate in XZ plane geometry.
6.35.1 Function Documentation
6.35.1.1 def PFC-framework::object_geometry::geometry3d::sq_plate::sq_plate ( p_sqpl)
Generate square plate in XZ plane geometry.
Parameters:
p_sqpl class with the following fields: Lx = Size in x direction Nx = Number of subdivisions in x
Lz = Size in z direction Nz = Number of subdivisions in z x = x coordinate (default x=0) y = y
coordinate (default y=0) z = z coordinate (default z=0) cor = Flag for interior edge at corners: 0
-> 2 corners have interior edge, 2 don’t have 1 -> 4 corners have interior edge (default)
Returns:
OG_Data3d with cube geometry.
Definition at line 41 of file sq_plate.py.
6.36 PFC-framework::solver_main Namespace Reference
Functions
• def run_solver
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Base code for running user_functions and solver This code SHOULD NOT be modified by the user.
• def import_user_functions
Import user functions from a specific path.
6.36.1 Function Documentation
6.36.1.1 def PFC-framework::solver_main::import_user_functions ( user_functions_path,
use_3d_functions)
Import user functions from a specific path.
Parameters:
user_functions_path Path to user functions used by solver.
use_3d_functions Use functions specific to 3D problems.
Definition at line 213 of file solver_main.py.
6.36.1.2 def PFC-framework::solver_main::run_solver ()
Base code for running user_functions and solver This code SHOULD NOT be modified by the user.
Definition at line 89 of file solver_main.py.




6.38 PFC-framework::solvers::ACA Namespace Reference
Namespaces
• namespace ACA
6.39 PFC-framework::solvers::ACA::ACA Namespace Reference
Functions
• def ACA
[U,V] = ACA(ACA_thres, m,n, OG_data,EM_data) Adaptive Cross Approximation (ACA) matrix compres-
sion.
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• def ACAproduct
ACAproduct computes the product of a matrix block compressed by means of ACA.
6.39.1 Function Documentation
6.39.1.1 def PFC-framework::solvers::ACA::ACA::ACA ( ACA_thres, user_impedance, m, n,
og_data, em_data)
[U,V] = ACA(ACA_thres, m,n, OG_data,EM_data) Adaptive Cross Approximation (ACA) matrix com-
pression. ACA algorithm as described in (with some optimizations): Kezhong Zhao,Marinow Vouvakis and
Jin-Fa Lee, "The Adaptive Cross Approximation Algorithm for Accelerated Method of Moment Computa-
tions of EMC Problems", IEEE Transactions on Electromagnetic Compatibility, Vol. 47, No. 4, November
2005.
Parameters:
ACA_thres Relative error threshold to stop adding rows and columns in ACA iteration. (float)
user_impedance User impedance function to call (function reference)
m Row indices of Z submatrix to compress. (Numpy 1d int)
n Column indices of Z submatrix to compress. (Numpy 1d int)
og_data Class containing data passed to user_impedance(). (mom_engine::OG_Data2/3d)
em_data Class containing data passed to user_impedance(). (mom_engine::EM_Data2/3d)
Returns:
tuple ((U,V), (ACAproduct, ACAsize)). ACA product is a function reference which computes prod-
uct between compressed block and a vector. ACAsize if a lambda function which computes size of
compressed block in bytes. ((Numpy 2d array float, Numpy 2d array float), function reference) U∗V
= user_impedance(m,n, og_data, em_data), except for the approximation error (ACA_thres).
Definition at line 45 of file ACA.py.
6.39.1.2 def PFC-framework::solvers::ACA::ACA::ACAproduct ( m, n, z_comp, J, em_data,
Zdim)




z_comp Compressed data from ACA.
J J-vector to be multiplied with compressed block.
em_data Electromagnetic data.
Zdim Tuple with dimensions of original matrix.
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Returns:
Z_comp ∗ J dot product. (Numpy 1d array float)
Definition at line 158 of file ACA.py.
6.40 PFC-framework::solvers::MDA_SVD Namespace Reference
Namespaces
• namespace MDA_SVD
6.41 PFC-framework::solvers::MDA_SVD::MDA_SVD Namespace Reference
Functions
• def MDA_SVD
[U, w, V’] = MDA_SVD(MDA_SVD_thres, m, n, og_data, em_data) Matrix Decomposition Algorithm Sin-
gular Value Decomposition.
• def MDA_SVDproduct
MDA_SVDproduct computes the product of a matrix block compressed by means of MDA SVD.
6.41.1 Function Documentation
6.41.1.1 def PFC-framework::solvers::MDA_SVD::MDA_SVD::MDA_SVD ( MDA_SVD_thres,
user_impedance, m, n, og_data, em_data)
[U, w, V’] = MDA_SVD(MDA_SVD_thres, m, n, og_data, em_data) Matrix Decomposition Algorithm
Singular Value Decomposition. MDA_SVD as described in: Juan M. Rius, Josep Parron, Alexander
Heldring, Jose M. Tamayo, Eduard Ubeda, "Fast Iterative Solution of Integral Equations with Method
of Moments and Matrix Decomposition Algorithm - Singular Value Decomposition." IEEE Transactions
on Antennas and propagation, Vol. 56, No. 8, August 2008.
Parameters:
MDA_SVD_thres Singular values with an absolute value lower than MDA_SVD_thres will be re-
moved (and their corresponding vectors).
user_impedance User impedance function to call (function reference)
m Row indices of Z submatrix to compress. (Numpy 1d int)
n Column indices of Z submatrix to compress. (Numpy 1d int)
og_data Class containing data passed to user_impedance(). (mom_engine::OG_Data2/3d)
em_data Class containing data passed to user_impedance(). (mom_engine::EM_Data2/3d)
Returns:
tuple ((U,w,Vh), (MDA_SVDproduct, MDA_SVDsize)). MDA_SVDproduct is a function reference
which computes product between compressed block and a vector. MDA_SVDsize if a lambda function
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which computes size of compressed block in bytes. ((Numpy 2d array float, Numpy 1d array float,
Numpy 2d array float), function reference) U∗w∗V’ = user_impedance(m,n, og_data, em_data), except
for the approximation error.
Definition at line 49 of file MDA_SVD.py.
6.41.1.2 def PFC-framework::solvers::MDA_SVD::MDA_SVD::MDA_SVDproduct ( m, n,
z_comp, J, em_data, Zdim)




z_comp Compressed data from MDA SVD.
J J-vector to be multiplied with compressed block.
em_data Electromagnetic data.
Zdim Tuple with dimensions of original matrix.
Returns:
Z_comp ∗ J dot product. (Numpy 1d array float)
Definition at line 79 of file MDA_SVD.py.
6.42 PFC-framework::test_rwg_cube Namespace Reference
Variables
• tuple em_data = user_set_EM_data()
• dictionary param = {’L’: 10, ’h’: 10, ’type’: 1, ’ne’: 10, ’nf’: 10, ’Nphn’: 9}
• tuple og_data = load_equivalent_basis_functions(’cube’, param)
6.42.1 Variable Documentation
6.42.1.1 tuple PFC-framework::test_rwg_cube::em_data = user_set_EM_data()
Definition at line 10 of file test_rwg_cube.py.
6.42.1.2 tuple PFC-framework::test_rwg_cube::og_data = load_equivalent_basis_-
functions(’cube’, param)
Definition at line 13 of file test_rwg_cube.py.
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6.42.1.3 dictionary PFC-framework::test_rwg_cube::param = {’L’: 10, ’h’: 10, ’type’: 1, ’ne’: 10,
’nf’: 10, ’Nphn’: 9}
Definition at line 11 of file test_rwg_cube.py.
6.43 PFC-framework::test_user_impedance Namespace Reference
Variables
• tuple em_data = user_set_EM_data()
• tuple og_data = user_obj_geom_data(em_data)
• tuple v1 = np.array([1,2,3])
• tuple v2 = np.array([4,100,3,2,20])
• tuple Z = user_impedance(v1,v2,og_data,em_data)
6.43.1 Variable Documentation
6.43.1.1 tuple PFC-framework::test_user_impedance::em_data = user_set_EM_data()
Definition at line 7 of file test_user_impedance.py.
6.43.1.2 tuple PFC-framework::test_user_impedance::og_data = user_obj_geom_data(em_data)
Definition at line 8 of file test_user_impedance.py.
6.43.1.3 tuple PFC-framework::test_user_impedance::v1 = np.array([1,2,3])
Definition at line 10 of file test_user_impedance.py.
6.43.1.4 tuple PFC-framework::test_user_impedance::v2 = np.array([4,100,3,2,20])
Definition at line 11 of file test_user_impedance.py.
6.43.1.5 tuple PFC-framework::test_user_impedance::Z = user_impedance(v1,v2,og_data,em_-
data)
Definition at line 14 of file test_user_impedance.py.
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Compute incident field from electromagnetic/geometric data.
6.46.1 Function Documentation
6.46.1.1 def PFC-framework::user_functions::ACA2d::user_compute_Ei::user_compute_Ei (
og_data, em_data)
Compute incident field from electromagnetic/geometric data.
Parameters:
og_data OG_Data2/3d geometry data. (mom_engine::OG_Data2/3d)
em_data EM_Data2/3d electromagnetic data. (mom_engine::EM_Data2/3d)
Returns:
Electromagnetic incident field. (Numpy 1d float)
Definition at line 32 of file user_compute_Ei.py.
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Get basis centers from og_data (OG_Data2d object).
Parameters:
og_data Geometry data. (mom_engine::OG_data2/3d)
Returns:
Tuple center of basis functions (rcx, rcy, rcz). (Numpy 1d float, Numpy 1d float, Numpy 1d float)









Get function reference to solver. The reference to the solver should follow the format: solver(m, n, user_-
impedance, og_data, em_data)
Definition at line 30 of file user_get_solver_ref.py.
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Get geometry as an OG_Data2d object.
Parameters:
em_data Electromagnetic data. (mom_engine::EM_Data2/3d)
Returns:
Geometry data. (mom_engine::OG_Data2/3d)








current ( J, og_data, em_data)
Plot J vector.
Parameters:
J Current vector. (Numpy 1-d complex128)
og_data Class containing data OG data. (mom_engine::OG_Data2d)
em_data Class containing EM data. (mom_engine::EM_Data2/3d)
Definition at line 32 of file user_plot_obj_current.py.
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Definition at line 33 of file user_set_em_data.py.













Compute incident field from electromagnetic/geometric data.
• def user_compute_Ei_deltagap_handle
Compute incident field from electromagnetic/geometric data.
• def user_compute_Ei
Compute incident field from electromagnetic/geometric data.
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6.53.1 Function Documentation
6.53.1.1 def PFC-framework::user_functions::ACA3d::user_compute_Ei::user_compute_Ei (
og_data, em_data)
Compute incident field from electromagnetic/geometric data.
Parameters:
og_data OG_Data2/3d geometry data. (mom_engine::OG_Data2/3d)
em_data EM_Data2/3d electromagnetic data. (mom_engine::EM_Data2/3d)
Returns:
Electromagnetic incident field. (Numpy 1d float)
Definition at line 146 of file user_compute_Ei.py.
6.53.1.2 def PFC-framework::user_functions::ACA3d::user_compute_Ei::user_compute_Ei_-
deltagap_handle ( config, og_data, em_data)
Compute incident field from electromagnetic/geometric data. Do not use this function directly. Use user_-
compute_Ei and set ’user_compute_Ei = user_compute_Ei_deltagap_handle’ in user.cfg.
Parameters:
config Config parser class
og_data OG_Data2/3d geometry data. (mom_engine::OG_Data2/3d)
em_data EM_Data2/3d electromagnetic data. (mom_engine::EM_Data2/3d)
Returns:
Electromagnetic incident field. (Numpy 1d float)
Definition at line 84 of file user_compute_Ei.py.
6.53.1.3 def PFC-framework::user_functions::ACA3d::user_compute_Ei::user_compute_Ei_-
handle ( config, og_data, em_data)
Compute incident field from electromagnetic/geometric data. Do not use this function directly. Use user_-
compute_Ei and set ’user_compute_Ei = user_compute_Ei_handle’ in user.cfg.
Parameters:
config Config parser class
og_data OG_Data2/3d geometry data. (mom_engine::OG_Data2/3d)
em_data EM_Data2/3d electromagnetic data. (mom_engine::EM_Data2/3d)
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Returns:
Electromagnetic incident field. (Numpy 1d float)









User function to obtain the center of Object Geometry basis functions.
Parameters:
og_data og_data Geometry data. (mom_engine::OG_data2/3d).
Returns:
Tuple center of basis functions (rcx, rcy, rcz). rcx = x-coordinates of basis functions centers. rcy =
y-coordinates of basis functions centers. rcz = z-coordinates of basis functions centers. (Numpy 1d
float, Numpy 1d float, Numpy 1d float).
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Get function reference to solver. The reference to the solver should follow the format: solver(m, n, user_-
impedance, og_data, em_data)









User function to prepare Object Geometry data.
Returns:
Returns OG_Data3d object.





Draws boundary of object.
6.57.1 Function Documentation
6.57.1.1 def PFC-framework::user_functions::ACA3d::user_plot_geom3d::user_plot_geom3d (
og_data)
Draws boundary of object.
Parameters:
og_data Class containing Object Geometry data.
Returns:
Mayavi triangular mesh.
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user_plot_obj_current(J,OG_data,EM_data) User post-processing function
• def user_plot_radpat3d
Draws normalized radiation pattern in 3D User post-processing function.
• def r_pat









th Vector of points measured for each theta.
ph Vector of points measured for each phi.
pattern Matrix with field complex values. Each column corresponds to a theta value. Each row
corresponds to a phi value.
dB Dynamic range in order to plot the diagram.
Definition at line 223 of file user_plot_obj_current.py.
6.58.1.2 def PFC-framework::user_functions::ACA3d::user_plot_obj_current::r_pat ( th, ph,
og_data, em_data, J)
[Nth,Nph] = r_pat(th, ph, OG_data,EM_data, J) Computes radiation vector transverse components for an
observation angle
Parameters:
th observation angle theta in radians
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ph observation angle phi in radians
og_data class containing Object Geometry data (OG_Data3d)
em_data class containing ElectroMagnetic data (EM_Data3d)
J Normal current at RWG edges (unknonws in MoM)
Returns:
Nth, Nph = radiation pattern Josep Parron, December 1998
Definition at line 196 of file user_plot_obj_current.py.
6.58.1.3 def PFC-framework::user_functions::ACA3d::user_plot_obj_current::user_plot_obj_-
current ( J, og_data, em_data)
user_plot_obj_current(J,OG_data,EM_data) User post-processing function
Parameters:
J J current vector.
og_data class containing Object Geometry data (OG_Data3d).
em_data class containing ElectroMagnetic data (EM_Data3d).
Definition at line 37 of file user_plot_obj_current.py.
6.58.1.4 def PFC-framework::user_functions::ACA3d::user_plot_obj_current::user_plot_-
radpat3d ( J, og_data, em_data)
Draws normalized radiation pattern in 3D User post-processing function.
Parameters:
J J current vector.
og_data class containing Object Geometry data (OG_Data3d).
em_data class containing ElectroMagnetic data (EM_Data3d).
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6.59.1 Function Documentation




Definition at line 33 of file user_set_em_data.py.













Compute incident field from electromagnetic/geometric data.
• def user_compute_Ei_deltagap_handle
Compute incident field from electromagnetic/geometric data.
• def user_compute_Ei
Compute incident field from electromagnetic/geometric data.
6.61.1 Function Documentation
6.61.1.1 def PFC-framework::user_functions::MDA_SVD::user_compute_Ei::user_compute_Ei (
og_data, em_data)
Compute incident field from electromagnetic/geometric data.
Parameters:
og_data OG_Data2/3d geometry data. (mom_engine::OG_Data2/3d)
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em_data EM_Data2/3d electromagnetic data. (mom_engine::EM_Data2/3d)
Returns:
Electromagnetic incident field. (Numpy 1d float)
Definition at line 146 of file user_compute_Ei.py.
6.61.1.2 def PFC-framework::user_functions::MDA_SVD::user_compute_Ei::user_compute_Ei_-
deltagap_handle ( config, og_data, em_data)
Compute incident field from electromagnetic/geometric data. Do not use this function directly. Use user_-
compute_Ei and set ’user_compute_Ei = user_compute_Ei_deltagap_handle’ in user.cfg.
Parameters:
config Config parser class
og_data OG_Data2/3d geometry data. (mom_engine::OG_Data2/3d)
em_data EM_Data2/3d electromagnetic data. (mom_engine::EM_Data2/3d)
Returns:
Electromagnetic incident field. (Numpy 1d float)
Definition at line 84 of file user_compute_Ei.py.
6.61.1.3 def PFC-framework::user_functions::MDA_SVD::user_compute_Ei::user_compute_Ei_-
handle ( config, og_data, em_data)
Compute incident field from electromagnetic/geometric data. Do not use this function directly. Use user_-
compute_Ei and set ’user_compute_Ei = user_compute_Ei_handle’ in user.cfg.
Parameters:
config Config parser class
og_data OG_Data2/3d geometry data. (mom_engine::OG_Data2/3d)
em_data EM_Data2/3d electromagnetic data. (mom_engine::EM_Data2/3d)
Returns:
Electromagnetic incident field. (Numpy 1d float)





User function to obtain the center of Object Geometry basis functions.
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User function to obtain the center of Object Geometry basis functions.
Parameters:
og_data og_data Geometry data. (mom_engine::OG_data2/3d).
Returns:
Tuple center of basis functions (rcx, rcy, rcz). rcx = x-coordinates of basis functions centers. rcy =
y-coordinates of basis functions centers. rcz = z-coordinates of basis functions centers. (Numpy 1d
float, Numpy 1d float, Numpy 1d float).









Get function reference to solver. The reference to the solver should follow the format: solver(m, n, user_-
impedance, og_data, em_data)





User function to prepare Object Geometry data.
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User function to prepare Object Geometry data.
Returns:
Returns OG_Data3d object.









Draws boundary of object.
Parameters:
og_data Class containing Object Geometry data.
Returns:
Mayavi triangular mesh.





user_plot_obj_current(J,OG_data,EM_data) User post-processing function
• def user_plot_radpat3d
Draws normalized radiation pattern in 3D User post-processing function.
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• def r_pat









th Vector of points measured for each theta.
ph Vector of points measured for each phi.
pattern Matrix with field complex values. Each column corresponds to a theta value. Each row
corresponds to a phi value.
dB Dynamic range in order to plot the diagram.
Definition at line 223 of file user_plot_obj_current.py.
6.66.1.2 def PFC-framework::user_functions::MDA_SVD::user_plot_obj_current::r_pat ( th, ph,
og_data, em_data, J)
[Nth,Nph] = r_pat(th, ph, OG_data,EM_data, J) Computes radiation vector transverse components for an
observation angle
Parameters:
th observation angle theta in radians
ph observation angle phi in radians
og_data class containing Object Geometry data (OG_Data3d)
em_data class containing ElectroMagnetic data (EM_Data3d)
J Normal current at RWG edges (unknonws in MoM)
Returns:
Nth, Nph = radiation pattern Josep Parron, December 1998
Definition at line 196 of file user_plot_obj_current.py.
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6.66.1.3 def PFC-framework::user_functions::MDA_SVD::user_plot_obj_current::user_plot_-
obj_current ( J, og_data, em_data)
user_plot_obj_current(J,OG_data,EM_data) User post-processing function
Parameters:
J J current vector.
og_data class containing Object Geometry data (OG_Data3d).
em_data class containing ElectroMagnetic data (EM_Data3d).
Definition at line 37 of file user_plot_obj_current.py.
6.66.1.4 def PFC-framework::user_functions::MDA_SVD::user_plot_obj_current::user_plot_-
radpat3d ( J, og_data, em_data)
Draws normalized radiation pattern in 3D User post-processing function.
Parameters:
J J current vector.
og_data class containing Object Geometry data (OG_Data3d).
em_data class containing ElectroMagnetic data (EM_Data3d).












Definition at line 33 of file user_set_em_data.py.
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7 Class Documentation





Definition at line 77 of file user_impedance.c.
7.1.2 Member Data Documentation
7.1.2.1 double dcomplex::i
Definition at line 77 of file user_impedance.c.
7.1.2.2 double dcomplex::r
Definition at line 77 of file user_impedance.c.
The documentation for this struct was generated from the following files:
• user_functions/ACA3d/user_impedance.c
• user_functions/MDA_SVD/user_impedance.c
7.2 PFC-framework::mom_engine::em_data2d::EM_Data2d Class Reference









Set propagation constant k.
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• def get_propagation_const










Set symmetric source field to True/False.
• def get_sym_source_field
Is symmetric source field.
7.2.1 Detailed Description
Base class: Stores 2d electromagnetic parameters.
Definition at line 30 of file em_data2d.py.
7.2.2 Member Function Documentation
7.2.2.1 def PFC-framework::mom_engine::em_data2d::EM_Data2d::__init__ ( self)
EM_Data2d constructor.
Definition at line 34 of file em_data2d.py.




Definition at line 82 of file em_data2d.py.
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Definition at line 96 of file em_data2d.py.




Definition at line 46 of file em_data2d.py.
7.2.2.5 def PFC-framework::mom_engine::em_data2d::EM_Data2d::get_propagation_const (
self)
Get propagation constant k. (float)
Definition at line 68 of file em_data2d.py.
7.2.2.6 def PFC-framework::mom_engine::em_data2d::EM_Data2d::get_sym_source_field ( self)
Is symmetric source field.
Returns:
Is symmetric source field (boolean).
Definition at line 110 of file em_data2d.py.
7.2.2.7 def PFC-framework::mom_engine::em_data2d::EM_Data2d::set_eta ( self, eta)
Set eta.
Parameters:
eta Permeability constant. (float)
Definition at line 75 of file em_data2d.py.
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7.2.2.8 def PFC-framework::mom_engine::em_data2d::EM_Data2d::set_integration_radius (
self, Rint)
Set integration radius Rint.
Parameters:
Rint Integration radius. (float)
Definition at line 89 of file em_data2d.py.




wave_length Wavelength (lambda). (float)
Definition at line 53 of file em_data2d.py.
7.2.2.10 def PFC-framework::mom_engine::em_data2d::EM_Data2d::set_propagation_const (
self, k)
Set propagation constant k.
Parameters:
k Propagation constant. (float)
Definition at line 61 of file em_data2d.py.
7.2.2.11 def PFC-framework::mom_engine::em_data2d::EM_Data2d::set_sym_source_field ( self,
sym_source_field)
Set symmetric source field to True/False.
Parameters:
sym_source_field Symmetric source field (boolean).
Definition at line 103 of file em_data2d.py.
The documentation for this class was generated from the following file:
• mom_engine/em_data2d.py
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7.3 PFC-framework::mom_engine::em_data3d::EM_Data3d Class Reference









Set propagation constant k.
• def get_propagation_const






Set source integration radius Rint_s.
• def get_source_integration_radius
Get source integration radius.
• def set_field_integration_radius
Set field integration radius Rint_f.
• def get_field_integration_radius
Get field integration radius.
• def set_sym_source_field
Set symmetric source field to True/False.
• def get_sym_source_field
Is symmetric source field.
• def set_source_analytic_radius
Set source analytic radius.
• def get_source_analytic_radius
Get source analytic radius.
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• def set_solid_angle_corr
Set solid angle correction.
• def get_solid_angle_corr










Base class: Stores 2d electromagnetic parameters.
Definition at line 30 of file em_data3d.py.
7.3.2 Member Function Documentation
7.3.2.1 def PFC-framework::mom_engine::em_data3d::EM_Data3d::__init__ ( self)
EM_Data2d constructor.
Definition at line 34 of file em_data3d.py.




Definition at line 87 of file em_data3d.py.
7.3.2.3 def PFC-framework::mom_engine::em_data3d::EM_Data3d::get_field ( self)
Get field.
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Returns:
field 1->Ze (EFIE), 2->Zh (MFIE), 3->Ze+eta∗Zh (CFIE)
Definition at line 195 of file em_data3d.py.
7.3.2.4 def PFC-framework::mom_engine::em_data3d::EM_Data3d::get_field_integration_radius
( self)
Get field integration radius. Radius of 4-point field-integration.
Returns:
Field integration radius. (float)
Definition at line 116 of file em_data3d.py.




Definition at line 51 of file em_data3d.py.
7.3.2.6 def PFC-framework::mom_engine::em_data3d::EM_Data3d::get_matrix_flag ( self)
Get matrix flag.
Returns:
matrix_flag 0 (default): Compute scattered field = principal value + Js∗solid_angle/(4∗pi) 1: Compute
MFIE matrix = principal value + Js∗solid_angle/(4∗pi) - Js
Definition at line 181 of file em_data3d.py.
7.3.2.7 def PFC-framework::mom_engine::em_data3d::EM_Data3d::get_propagation_const (
self)
Get propagation constant k. (float)
Definition at line 73 of file em_data3d.py.
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7.3.2.8 def PFC-framework::mom_engine::em_data3d::EM_Data3d::get_solid_angle_corr ( self)
Is solid angle correction set. 0 : no solid angle correction in MFIE 1 : solid angle correction in MFIE
Returns:
Solid angle correction (boolean).
Definition at line 163 of file em_data3d.py.
7.3.2.9 def PFC-framework::mom_engine::em_data3d::EM_Data3d::get_source_analytic_radius
( self)
Get source analytic radius.
Returns:
Source analytic radius. (float)
Definition at line 145 of file em_data3d.py.
7.3.2.10 def PFC-framework::mom_engine::em_data3d::EM_Data3d::get_source_integration_-
radius ( self)
Get source integration radius.
Returns:
Source integration radius. (float)
Definition at line 102 of file em_data3d.py.
7.3.2.11 def PFC-framework::mom_engine::em_data3d::EM_Data3d::get_sym_source_field (
self)
Is symmetric source field.
Returns:
Is symmetric source field (boolean).
Definition at line 130 of file em_data3d.py.
7.3.2.12 def PFC-framework::mom_engine::em_data3d::EM_Data3d::set_eta ( self, eta)
Set eta.
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Parameters:
eta Permeability constant. (float)
Definition at line 80 of file em_data3d.py.
7.3.2.13 def PFC-framework::mom_engine::em_data3d::EM_Data3d::set_field ( self, field)
Set field.
Parameters:
field 1->Ze (EFIE), 2->Zh (MFIE), 3->Ze+eta∗Zh (CFIE)
Definition at line 188 of file em_data3d.py.
7.3.2.14 def PFC-framework::mom_engine::em_data3d::EM_Data3d::set_field_integration_-
radius ( self, Rint_f)
Set field integration radius Rint_f.
Parameters:
Rint_f Integration radius. (float)
Definition at line 109 of file em_data3d.py.




wave_length Wavelength (lambda). (float)
Definition at line 58 of file em_data3d.py.




matrix_flag 0 (default): Compute scattered field = principal value + Js∗solid_angle/(4∗pi) 1: Compute
MFIE matrix = principal value + Js∗solid_angle/(4∗pi) - Js
Definition at line 172 of file em_data3d.py.
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7.3.2.17 def PFC-framework::mom_engine::em_data3d::EM_Data3d::set_propagation_const (
self, k)
Set propagation constant k.
Parameters:
k Propagation constant. (float)
Definition at line 66 of file em_data3d.py.
7.3.2.18 def PFC-framework::mom_engine::em_data3d::EM_Data3d::set_solid_angle_corr ( self,
corr_solid)
Set solid angle correction. 0 : no solid angle correction in MFIE 1 : solid angle correction in MFIE
Parameters:
corr_solid Set solid angle correction (boolean).
Definition at line 154 of file em_data3d.py.
7.3.2.19 def PFC-framework::mom_engine::em_data3d::EM_Data3d::set_source_analytic_radius
( self, Ranal_s)
Set source analytic radius. Radius of analytical source-integration of the 1/R term in the Kernel.
Parameters:
Ranal_s Source analytic radius. (float)
Definition at line 138 of file em_data3d.py.
7.3.2.20 def PFC-framework::mom_engine::em_data3d::EM_Data3d::set_source_integration_-
radius ( self, Rint_s)
Set source integration radius Rint_s. Radius of 4-point source-integration. For triangle centers farther that
Rinteg, 1-point integration
Parameters:
Rint_s Integration radius. (float)
Definition at line 95 of file em_data3d.py.
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7.3.2.21 def PFC-framework::mom_engine::em_data3d::EM_Data3d::set_sym_source_field ( self,
sym_source_field)
Set symmetric source field to True/False.
Parameters:
sym_source_field Symmetric source field (boolean).
Definition at line 123 of file em_data3d.py.
The documentation for this class was generated from the following file:
• mom_engine/em_data3d.py
7.4 PFC-framework::mom_engine::octree::Octree Class Reference





Returns True in case the Octree has a box with box id ’box_id’.
• def get_bounds
Returns bounds of octree box with box id ’box_id’.
• def get_vertex_indices
Returns Numpy array with indices of vertices stored in Octree inside box with box id ’box_id’.
• def get_child_index
Returns the id of one of the eight sub-boxes inside ’box_id’.
• def get_max_depth




Returns vertex indices with box id ’box_id’.
7.4.1 Detailed Description
Wrapper class for octreetype.
Definition at line 26 of file octree.py.
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7.4.2 Member Function Documentation
7.4.2.1 def PFC-framework::mom_engine::octree::Octree::__getitem__ ( self, box_id)
Returns vertex indices with box id ’box_id’.
Parameters:
box_id Id of box. (int64)
Returns:
Array with indices of vertices inside box. (Numpy 1-d array int)
Definition at line 102 of file octree.py.
7.4.2.2 def PFC-framework::mom_engine::octree::Octree::__init__ ( self, depth, vertices)
Octree constructor.
Parameters:
depth Depth for Octree subdivision. Please NOTE the depth is limited to MAX_DEPTH in octree.cc.
If depth > MAX_DEPTH, depth will be set to MAX_DEPTH.
vertices 3D Vertices to be stored in Octree. (Numpy 2-d array dimensions (x,3) float)
Definition at line 35 of file octree.py.
7.4.2.3 def PFC-framework::mom_engine::octree::Octree::get_bounds ( self, box_id)
Returns bounds of octree box with box id ’box_id’.
Parameters:
box_id Id of box. (int64)
Returns:
Tuple with ((min_x, max_x), (min_y, max_y), (min_z, max_z)). ((float,float),(float,float),(float,float))
Definition at line 56 of file octree.py.
7.4.2.4 def PFC-framework::mom_engine::octree::Octree::get_child_index ( self, box_id,
child_id)
Returns the id of one of the eight sub-boxes inside ’box_id’. The specific sub-box is selected by means
’child_id’.
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Parameters:
box_id If of parent box. (int64)
child_id Tuple with 3 integers with values in [0,1]. Tuple (dx in [0-1],dy in [0-1],dz in [0-1]).
Definition at line 78 of file octree.py.
7.4.2.5 def PFC-framework::mom_engine::octree::Octree::get_max_depth ( self)
Returns Max subdivision depth of Octree. The max depth is bounded by MAX_DEPTH in octree.cc
Returns:
Max subdivision depth. (int)
Definition at line 86 of file octree.py.
7.4.2.6 def PFC-framework::mom_engine::octree::Octree::get_vertex_indices ( self, box_id)
Returns Numpy array with indices of vertices stored in Octree inside box with box id ’box_id’.
Parameters:
box_id Id of box. (int64)
Returns:
Array with indices of vertices inside box. (Numpy 1-d array int)
Definition at line 67 of file octree.py.
7.4.2.7 def PFC-framework::mom_engine::octree::Octree::has_box ( self, box_id)
Returns True in case the Octree has a box with box id ’box_id’. Returns False otherwise.
Parameters:
box_id Id of box. (int64)
Returns:
True/False if box_id exists.
Definition at line 45 of file octree.py.
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7.4.2.8 def PFC-framework::mom_engine::octree::Octree::print_info ( self)
Prints Octree information.
Definition at line 92 of file octree.py.
The documentation for this class was generated from the following file:
• mom_engine/octree.py
7.5 PFC-framework::mom_engine::og_data2d::OG_Data2d Class Reference















Class that stores 2d geometry.
Definition at line 26 of file og_data2d.py.
7.5.2 Member Function Documentation
7.5.2.1 def PFC-framework::mom_engine::og_data2d::OG_Data2d::__init__ ( self)
OG_Data2d constructor.
Definition at line 30 of file og_data2d.py.
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7.5.2.2 def PFC-framework::mom_engine::og_data2d::OG_Data2d::get_geometry ( self)
Get geometry.
Returns:
Vector with coordinates of vertices represented as x+jy complex numbers. (numpy 1d complex64)
Definition at line 67 of file og_data2d.py.
7.5.2.3 def PFC-framework::mom_engine::og_data2d::OG_Data2d::get_name ( self)
Get object name.
Returns:
String with name of geometric object. (string)
Definition at line 38 of file og_data2d.py.
7.5.2.4 def PFC-framework::mom_engine::og_data2d::OG_Data2d::get_num_points ( self)
Get number of discretization points.
Returns:
Number of discretization points. (int)
Definition at line 52 of file og_data2d.py.
7.5.2.5 def PFC-framework::mom_engine::og_data2d::OG_Data2d::set_geometry ( self, rl)
Set geometry.
Parameters:
rl Numpy array with the position of vertices. Vertices should be specified as complex numbers where
x + jy represent the (x,y) 2D coordinates. (numpy 1d complex64)
Definition at line 60 of file og_data2d.py.
7.5.2.6 def PFC-framework::mom_engine::og_data2d::OG_Data2d::set_name ( self, name)
Set object name.
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Parameters:
name The name of the geometric object. (string)
Definition at line 45 of file og_data2d.py.
The documentation for this class was generated from the following file:
• mom_engine/og_data2d.py
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Returns number of vertices.
• def set_topology
Set topology of geometric mesh specified as a triple of vertex indices for each triangle.
• def get_topology
Get topology of the mesh.
• def get_junctions
Returns array with indices to junction triangles.
• def set_junctions
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Set center of triangles.
• def get_centers
Returns center of triangles.
• def set_normals
Set normals of triangles.
• def get_normals
Get normals of triangles.
• def set_triangle_area
Set area of triangles.
• def get_triangle_area
Returns numpy array with area of triangles.
• def set_N
Set number of basis functions.
• def get_N
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• def set_good_integration_radius
Set good integration radius.
• def get_good_integration_radius
Get good integration radius.
7.6.1 Detailed Description
Class that stores 3d geometry.
Definition at line 26 of file og_data3d.py.
7.6.2 Member Function Documentation
7.6.2.1 def PFC-framework::mom_engine::og_data3d::OG_Data3d::__init__ ( self)
OG_Data3d constructor.
Definition at line 30 of file og_data3d.py.
7.6.2.2 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_centers ( self)
Returns center of triangles.
Returns:
center of triangles as Numpy array. (Numpy 1-d array float64)
Definition at line 175 of file og_data3d.py.
7.6.2.3 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_edges ( self)
TODO: Comment.
Definition at line 149 of file og_data3d.py.
7.6.2.4 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_feed ( self)
TODO: Comment.
Definition at line 229 of file og_data3d.py.
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7.6.2.5 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_good_integration_radius
( self)
Get good integration radius.
Returns:
Get good integration radius. (float64)
Definition at line 243 of file og_data3d.py.
7.6.2.6 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_junctions ( self)
Returns array with indices to junction triangles.
Returns:
1-D array with indices to junction triangles. (Numpy 1-d int)
Definition at line 105 of file og_data3d.py.
7.6.2.7 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_ln ( self)
TODO: Comment.
Definition at line 161 of file og_data3d.py.
7.6.2.8 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_N ( self)
Return number of basis functions.
Returns:
Number of basis functions. (int)
Definition at line 217 of file og_data3d.py.




Definition at line 57 of file og_data3d.py.
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7.6.2.10 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_Ng ( self)
TODO: Comment.
Definition at line 137 of file og_data3d.py.
7.6.2.11 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_normals ( self)
Get normals of triangles.
Returns:
Return numpy array with unitary normals. (3 x num_triangles Numpy array float64).
Definition at line 189 of file og_data3d.py.
7.6.2.12 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_num_vertices ( self)
Returns number of vertices.
Returns:
number of vertices (int).
Definition at line 80 of file og_data3d.py.
7.6.2.13 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_topology ( self)
Get topology of the mesh. The topology is specified as a triple of vertices that form each triangle.
Returns:
Numpy array of size 3 x num_triangles. For each triangle this array stores three vertex indices.
Definition at line 98 of file og_data3d.py.
7.6.2.14 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_triangle_area ( self)
Returns numpy array with area of triangles.
Returns:
1-d Numpy array with area of triangles. (1-d num_triangles Numpy array float64).
Definition at line 203 of file og_data3d.py.
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7.6.2.15 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_triangles ( self)
TODO: Comment.
Definition at line 125 of file og_data3d.py.
7.6.2.16 def PFC-framework::mom_engine::og_data3d::OG_Data3d::get_vertex ( self)
Get vertex coordinates.
Returns:
Numpy array of size 3 x num_vertices.
Definition at line 73 of file og_data3d.py.
7.6.2.17 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_centers ( self, center)
Set center of triangles.
Parameters:
center Numpy array with center of triangles. (Numpy 1-d array float64)
Definition at line 168 of file og_data3d.py.
7.6.2.18 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_edges ( self, edges)
TODO: Comment.
Definition at line 143 of file og_data3d.py.
7.6.2.19 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_feed ( self, feed)
TODO: Comment.
Definition at line 223 of file og_data3d.py.
7.6.2.20 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_good_integration_-
radius ( self, Rint_good)
Set good integration radius.
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Parameters:
Rint_good Set good integration radius. (float64)
Definition at line 236 of file og_data3d.py.
7.6.2.21 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_junctions ( self,
junctions)
Junctions allows edges with > 2 triangles. At junctions extra triangles are created with the same topology
as existing triangles. This functions sets indices to junction triangles.
Parameters:
junctions 1-D Array with indices to junction triangles. (Numpy 1-d int)
Definition at line 113 of file og_data3d.py.
7.6.2.22 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_ln ( self, ln)
TODO: Comment.
Definition at line 155 of file og_data3d.py.
7.6.2.23 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_N ( self, N)
Set number of basis functions.
Parameters:
N Number of basis functions. (int)
Definition at line 210 of file og_data3d.py.
7.6.2.24 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_name ( self, name)
Set object name.
Parameters:
name Object name. (string)
Definition at line 50 of file og_data3d.py.
7.6.2.25 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_Ng ( self, Ng)
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TODO: Comment.
Definition at line 131 of file og_data3d.py.
7.6.2.26 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_normals ( self, un)
Set normals of triangles.
Parameters:
un unitary normals of triangles. (3 x num_triangles Numpy array float64)
Definition at line 182 of file og_data3d.py.
7.6.2.27 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_topology ( self, topol)
Set topology of geometric mesh specified as a triple of vertex indices for each triangle.
Parameters:
topol Numpy array of size 3 x num_triangles. For each triangle this array stores three vertex indices.
(Numpy 2d array int)
Definition at line 89 of file og_data3d.py.
7.6.2.28 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_triangle_area ( self, ds)
Set area of triangles.
Parameters:
ds 1-d Numpy array with area of triangles. (1-d num_triangles Numpy array float64).
Definition at line 196 of file og_data3d.py.
7.6.2.29 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_triangles ( self, trian)
TODO: Comment.
Definition at line 119 of file og_data3d.py.
7.6.2.30 def PFC-framework::mom_engine::og_data3d::OG_Data3d::set_vertex ( self, vertex)
Set vertex coordinates.
Generated on Thu Jan 28 21:57:01 2010 for Antenna-Framework by Doxygen
7.7 PFC-framework::mom_engine::zblocks::Zblocks Class Reference 73
Parameters:
vertex Numpy array of size 3 x num_vertices. For each vertex this array stores the (x,y,z) coordinates
of the vertices. (Numpy 2d array 3 x num_vertices float64).
Definition at line 66 of file og_data3d.py.
The documentation for this class was generated from the following file:
• mom_engine/og_data3d.py
7.7 PFC-framework::mom_engine::zblocks::Zblocks Class Reference











Return number of stored blocks.
• def get_num_bytes
Return size of blocks in bytes.
7.7.1 Detailed Description
Class containing Z compressed or uncompressed blocks.
Definition at line 26 of file zblocks.py.
7.7.2 Member Function Documentation
7.7.2.1 def PFC-framework::mom_engine::zblocks::Zblocks::__init__ ( self, Z_size, em_data)
Zblocks constructor.
Parameters:
Z_size Tuple with dimensions of Z matrix. (M, N) tuple. (int, int)
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em_data Used for extracting sym_source_field.
Definition at line 32 of file zblocks.py.




m m-indices of Z matrix. (Numpy 1d int)
n n-indices of Z matrix. (Numpy 1d int)
z_solver_block Compressed Z-block corresponding to [mxn] indices in the original matrix (Numpy
2d float) Solver should return a tuple with compressed matrix data and a reference to a matrix
times vector product.
Definition at line 96 of file zblocks.py.




m m-indices of Z matrix. (Numpy 1d int)
n n-indices of Z matrix. (Numpy 1d int)
Self self-interaction? (boolean)
z_block Z-block corresponding to [mxn] indices in the original matrix (Numpy 2d float)
zblock_size Block size in bytes. (int)
Definition at line 80 of file zblocks.py.
7.7.2.4 def PFC-framework::mom_engine::zblocks::Zblocks::compute_product ( self, J)
Compute product. Given a J vector compute the product with Z impedance matrix.
Parameters:
J J-vector. Used for computing -Ei = Z ∗ J.
Definition at line 110 of file zblocks.py.
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7.7.2.5 def PFC-framework::mom_engine::zblocks::Zblocks::get_num_blocks ( self)
Return number of stored blocks.
Returns:
Number of stored blocks. (int)
Definition at line 122 of file zblocks.py.
7.7.2.6 def PFC-framework::mom_engine::zblocks::Zblocks::get_num_bytes ( self)
Return size of blocks in bytes.
Returns:
Size of blocks in bytes. (int)
Definition at line 129 of file zblocks.py.
The documentation for this class was generated from the following file:
• mom_engine/zblocks.py
8 File Documentation





Returns current clock time in seconds.
• def PFC-framework::base_solver::helper_functions::toc




8.2 mom_engine/em_data2d.py File Reference
Classes
• class PFC-framework::mom_engine::em_data2d::EM_Data2d
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Base class: Stores 2d electromagnetic parameters.
Namespaces
• namespace PFC-framework::mom_engine::em_data2d
8.3 mom_engine/em_data3d.py File Reference
Classes
• class PFC-framework::mom_engine::em_data3d::EM_Data3d
Base class: Stores 2d electromagnetic parameters.
Namespaces
• namespace PFC-framework::mom_engine::em_data3d





Generalized minimum residual programmed as explained in Saad.
• def PFC-framework::mom_engine::gmres::det_approx_sol







Returns True if the two boxes whose bounds are ’box1_bounds’ and ’box2_bounds’ touch each other.
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8.6 mom_engine/octree.py File Reference
Classes
• class PFC-framework::mom_engine::octree::Octree
Wrapper class for octreetype.
Namespaces
• namespace PFC-framework::mom_engine::octree
8.7 mom_engine/og_data2d.py File Reference
Classes
• class PFC-framework::mom_engine::og_data2d::OG_Data2d
Class that stores 2d geometry.
Namespaces
• namespace PFC-framework::mom_engine::og_data2d
8.8 mom_engine/og_data3d.py File Reference
Classes
• class PFC-framework::mom_engine::og_data3d::OG_Data3d
Class that stores 3d geometry.
Namespaces
• namespace PFC-framework::mom_engine::og_data3d





(basis_octree, L) = prepare_multilevel(rcx,rcy,rcz,N, finest_level_size) Compute indices of boxes at all levels
for each basis function
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8.10 mom_engine/zblocks.py File Reference
Classes
• class PFC-framework::mom_engine::zblocks::Zblocks
Class containing Z compressed or uncompressed blocks.
Namespaces
• namespace PFC-framework::mom_engine::zblocks





Geometry of a cavity boundary.





Geometry of a circular boundary.





Geometry of an elliptical boundary.
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Geometry of a NACA 0012 airfoil boundary.





Geometry of a ogival boundary.





Geometry of an oval boundary.





Geometry of a rectangular boundary.
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Geometry of a circle-shaped cavity boundary.





Geometry of a semicircular boundary.





Geometry of a straight line (infinite strip perpendicular to 2-D plane), 45 deg with x-axis.





Geometry of a strip boundary, modeled as a sharped hexagon.
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Sets fields of RWG-object.
• def PFC-framework::object_geometry::geometry3d::geometry_helpers::check_duplicate_vertices
Check and fix duplicate vertices.
• def PFC-framework::object_geometry::geometry3d::geometry_helpers::gid_mesh
Reads mesh from file.
• def PFC-framework::object_geometry::geometry3d::geometry_helpers::addrot
Adds obj2 (rotated with rot) to obj1 and stores it in obj3.
• def PFC-framework::object_geometry::geometry3d::geometry_helpers::unitary
LOCAL Functions.





Load geometric object from ∗.msh file or python module.
• def PFC-framework::object_geometry::geometry3d::load_object::load_equivalent_basis_-
functions
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Load equivalent basis functions of type object_name.





Generate RWG equivalent functions for a cube.





Reduced set of equivalent RWG sources on a square plate in XZ plane.
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Generate square plate in XZ plane geometry.





Base code for running user_functions and solver This code SHOULD NOT be modified by the user.
• def PFC-framework::solver_main::import_user_functions
Import user functions from a specific path.





[U,V] = ACA(ACA_thres, m,n, OG_data,EM_data) Adaptive Cross Approximation (ACA) matrix compres-
sion.
• def PFC-framework::solvers::ACA::ACA::ACAproduct
ACAproduct computes the product of a matrix block compressed by means of ACA.
8.32 solvers/MDA_SVD/MDA_SVD.py File Reference
Namespaces
• namespace PFC-framework::solvers::MDA_SVD::MDA_SVD
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Functions
• def PFC-framework::solvers::MDA_SVD::MDA_SVD::MDA_SVD
[U, w, V’] = MDA_SVD(MDA_SVD_thres, m, n, og_data, em_data) Matrix Decomposition Algorithm Sin-
gular Value Decomposition.
• def PFC-framework::solvers::MDA_SVD::MDA_SVD::MDA_SVDproduct
MDA_SVDproduct computes the product of a matrix block compressed by means of MDA SVD.




• tuple PFC-framework::test_rwg_cube::em_data = user_set_EM_data()
• dictionary PFC-framework::test_rwg_cube::param = {’L’: 10, ’h’: 10, ’type’: 1, ’ne’: 10, ’nf’: 10,
’Nphn’: 9}
• tuple PFC-framework::test_rwg_cube::og_data = load_equivalent_basis_functions(’cube’, param)




• tuple PFC-framework::test_user_impedance::em_data = user_set_EM_data()
• tuple PFC-framework::test_user_impedance::og_data = user_obj_geom_data(em_data)
• tuple PFC-framework::test_user_impedance::v1 = np.array([1,2,3])
• tuple PFC-framework::test_user_impedance::v2 = np.array([4,100,3,2,20])
• tuple PFC-framework::test_user_impedance::Z = user_impedance(v1,v2,og_data,em_data)





Compute incident field from electromagnetic/geometric data.
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Compute incident field from electromagnetic/geometric data.
• def PFC-framework::user_functions::ACA3d::user_compute_Ei::user_compute_Ei_deltagap_-
handle
Compute incident field from electromagnetic/geometric data.
• def PFC-framework::user_functions::ACA3d::user_compute_Ei::user_compute_Ei
Compute incident field from electromagnetic/geometric data.





Compute incident field from electromagnetic/geometric data.
• def PFC-framework::user_functions::MDA_SVD::user_compute_Ei::user_compute_Ei_deltagap_-
handle
Compute incident field from electromagnetic/geometric data.
• def PFC-framework::user_functions::MDA_SVD::user_compute_Ei::user_compute_Ei
Compute incident field from electromagnetic/geometric data.






Get basis centers from og_data (OG_Data2d object).
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User function to obtain the center of Object Geometry basis functions.






User function to obtain the center of Object Geometry basis functions.





Get function reference to solver.





Get function reference to solver.
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Get function reference to solver.








• #define _PI 3.141592653589
Functions
• static PyObject ∗ user_impedance (PyObject ∗self, PyObject ∗args)
• void inituser_impedance ()
Variables
• static PyMethodDef user_impedanceMethods [ ]
8.44.1 Define Documentation
8.44.1.1 #define _PI 3.141592653589
Definition at line 45 of file user_impedance.c.
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8.44.2 Function Documentation
8.44.2.1 void inituser_impedance ()
Definition at line 37 of file user_impedance.c.
8.44.2.2 static PyObject ∗ user_impedance (PyObject ∗ self, PyObject ∗ args) [static]
Exported method user_impedance.
Z = user_impedance(m, n, OG_data, EM_data)
Impedance submatrix elements Green’s function is EFIE 2-D TM (symmetrical, so ’transp’ is irrelevant).
For R>=Rint, 1-point integration. For R<Rint, 3-point Gauss-Legendre integration on basis and testing
functions.
Parameters:
m indices of testing functions.
n indices of basis functions.
OG_data class containing Object Geometry data. OG_data.get_geometry() -> (array) left end of basis
functions, in complex form rl = x + j∗y.
EM_data class containing ElectroMagnetic data. EM_data.get_propagation_const() -> 2∗pi/lambda.
EM_data.get_integration_radius() -> Gauss integration radius.
Definition at line 47 of file user_impedance.c.
8.44.3 Variable Documentation






Definition at line 31 of file user_impedance.c.
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Include dependency graph for user_impedance.c:
user_functions/ACA3d/user_impedance.c




• #define _PI 3.14159265358979
• #define IN_ARG 4
• #define p_rows prhs[0]
• #define p_cols prhs[1]
• #define p_OG_data prhs[2]
• #define p_EM_data prhs[3]
• #define norm(V) sqrt(V[0]∗V[0]+V[1]∗V[1]+V[2]∗V[2])
• #define rrdot(V1, V2) (V1[0]∗V2[0] + V1[1]∗V2[1] + V1[2]∗V2[2])
• #define rcdot_r(V1, V2) (V1[0]∗V2[0].r + V1[1]∗V2[1].r + V1[2]∗V2[2].r)
• #define rcdot_i(V1, V2) (V1[0]∗V2[0].i + V1[1]∗V2[1].i + V1[2]∗V2[2].i)
• #define cross_rc(C, A, B)
• #define cross_rr(C, A, B)
• #define Gp 3
Typedefs
• typedef int itriad [3]
• typedef double triad [3]
• typedef double cuad [4]
Functions
• static PyObject ∗ user_impedance (PyObject ∗self, PyObject ∗args)
• void inituser_impedance ()
• void autoz (dcomplex ∗pI, dcomplex Ii[3][3], int Ts, PyArrayObject ∗topol, PyArrayObject ∗vertex,
PyArrayObject ∗trian, double rt[3], PyArrayObject ∗un, double k)
• void anal_1divR (double ∗I_sc, double I_vc[3], int Ts, PyArrayObject ∗topol, PyArrayObject
∗vertex, PyArrayObject ∗trian, double rt[3], PyArrayObject ∗un, PyArrayObject ∗ds, double k, dou-
ble signe)
• PyArrayObject ∗ call_method_numpy_ret (PyObject ∗p_class, char ∗method)
• int call_method_parse_val (PyObject ∗p_class, char ∗method, char ∗type, void ∗val)
Variables
• static PyMethodDef user_impedanceMethods [ ]
• static int checked = 0
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8.45.1 Define Documentation
8.45.1.1 #define _PI 3.14159265358979
Definition at line 48 of file user_impedance.c.
8.45.1.2 #define cross_rc(C, A, B)
Value:
{ C[0].r = A[1]*B[2].r - A[2]*B[1].r; C[0].i = A[1]*B[2].i - A[2]*B[1].i;\
C[1].r = A[2]*B[0].r - A[0]*B[2].r; C[1].i = A[2]*B[
0].i - A[0]*B[2].i;\
C[2].r = A[0]*B[1].r - A[1]*B[0].r; C[2].i = A[0]*B[
1].i - A[1]*B[0].i;\
}
Definition at line 62 of file user_impedance.c.
8.45.1.3 #define cross_rr(C, A, B)
Value:
{ C[0] = A[1]*B[2] - A[2]*B[1];\
C[1] = A[2]*B[0] - A[0]*B[2];\
C[2] = A[0]*B[1] - A[1]*B[0];\
}
Definition at line 66 of file user_impedance.c.
8.45.1.4 #define Gp 3
Definition at line 72 of file user_impedance.c.
8.45.1.5 #define IN_ARG 4
Definition at line 51 of file user_impedance.c.
8.45.1.6 #define norm(V) sqrt(V[0]∗V[0]+V[1]∗V[1]+V[2]∗V[2])
Definition at line 58 of file user_impedance.c.
8.45.1.7 #define p_cols prhs[1]
Definition at line 53 of file user_impedance.c.
Generated on Thu Jan 28 21:57:01 2010 for Antenna-Framework by Doxygen
8.45 user_functions/ACA3d/user_impedance.c File Reference 91
8.45.1.8 #define p_EM_data prhs[3]
Definition at line 55 of file user_impedance.c.
8.45.1.9 #define p_OG_data prhs[2]
Definition at line 54 of file user_impedance.c.
8.45.1.10 #define p_rows prhs[0]
Definition at line 52 of file user_impedance.c.
8.45.1.11 #define rcdot_i(V1, V2) (V1[0]∗V2[0].i + V1[1]∗V2[1].i + V1[2]∗V2[2].i)
Definition at line 61 of file user_impedance.c.
8.45.1.12 #define rcdot_r(V1, V2) (V1[0]∗V2[0].r + V1[1]∗V2[1].r + V1[2]∗V2[2].r)
Definition at line 60 of file user_impedance.c.
8.45.1.13 #define rrdot(V1, V2) (V1[0]∗V2[0] + V1[1]∗V2[1] + V1[2]∗V2[2])
Definition at line 59 of file user_impedance.c.
8.45.2 Typedef Documentation
8.45.2.1 typedef double cuad[4]
Definition at line 76 of file user_impedance.c.
8.45.2.2 typedef int itriad[3]
Definition at line 74 of file user_impedance.c.
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8.45.2.3 typedef double triad[3]
Definition at line 75 of file user_impedance.c.
8.45.3 Function Documentation
8.45.3.1 void anal_1divR (double ∗ I_sc, double I_vc[3], int Ts, PyArrayObject ∗ topol,
PyArrayObject ∗ vertex, PyArrayObject ∗ trian, double rt[3], PyArrayObject ∗ un,
PyArrayObject ∗ ds, double k, double signe)
Definition at line 1504 of file user_impedance.c.
8.45.3.2 void autoz (dcomplex ∗ pI, dcomplex Ii[3][3], int Ts, PyArrayObject ∗ topol,
PyArrayObject ∗ vertex, PyArrayObject ∗ trian, double rt[3], PyArrayObject ∗ un,
double k)
Definition at line 1302 of file user_impedance.c.
8.45.3.3 PyArrayObject∗ call_method_numpy_ret (PyObject ∗ p_class, char ∗ method)
Definition at line 84 of file user_impedance.c.
8.45.3.4 int call_method_parse_val (PyObject ∗ p_class, char ∗ method, char ∗ type, void ∗ val)
Definition at line 108 of file user_impedance.c.
8.45.3.5 void inituser_impedance ()
Definition at line 39 of file user_impedance.c.
8.45.3.6 static PyObject ∗ user_impedance (PyObject ∗ self, PyObject ∗ args) [static]
Definition at line 133 of file user_impedance.c.
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8.45.4.1 int checked = 0 [static]
Definition at line 82 of file user_impedance.c.






Definition at line 33 of file user_impedance.c.






Include dependency graph for user_impedance.c:
user_functions/MDA_SVD/user_impedance.c
Python.h arrayobject.h math.h stdio.h stdlib.h
Classes
• struct dcomplex
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Defines
• #define _PI 3.14159265358979
• #define IN_ARG 4
• #define p_rows prhs[0]
• #define p_cols prhs[1]
• #define p_OG_data prhs[2]
• #define p_EM_data prhs[3]
• #define norm(V) sqrt(V[0]∗V[0]+V[1]∗V[1]+V[2]∗V[2])
• #define rrdot(V1, V2) (V1[0]∗V2[0] + V1[1]∗V2[1] + V1[2]∗V2[2])
• #define rcdot_r(V1, V2) (V1[0]∗V2[0].r + V1[1]∗V2[1].r + V1[2]∗V2[2].r)
• #define rcdot_i(V1, V2) (V1[0]∗V2[0].i + V1[1]∗V2[1].i + V1[2]∗V2[2].i)
• #define cross_rc(C, A, B)
• #define cross_rr(C, A, B)
• #define Gp 3
Typedefs
• typedef int itriad [3]
• typedef double triad [3]
• typedef double cuad [4]
Functions
• static PyObject ∗ user_impedance (PyObject ∗self, PyObject ∗args)
• void inituser_impedance ()
• void autoz (dcomplex ∗pI, dcomplex Ii[3][3], int Ts, PyArrayObject ∗topol, PyArrayObject ∗vertex,
PyArrayObject ∗trian, double rt[3], PyArrayObject ∗un, double k)
• void anal_1divR (double ∗I_sc, double I_vc[3], int Ts, PyArrayObject ∗topol, PyArrayObject
∗vertex, PyArrayObject ∗trian, double rt[3], PyArrayObject ∗un, PyArrayObject ∗ds, double k, dou-
ble signe)
• PyArrayObject ∗ call_method_numpy_ret (PyObject ∗p_class, char ∗method)
• int call_method_parse_val (PyObject ∗p_class, char ∗method, char ∗type, void ∗val)
Variables
• static PyMethodDef user_impedanceMethods [ ]
• static int checked = 0
8.46.1 Define Documentation
8.46.1.1 #define _PI 3.14159265358979
Definition at line 48 of file user_impedance.c.
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8.46.1.2 #define cross_rc(C, A, B)
Value:
{ C[0].r = A[1]*B[2].r - A[2]*B[1].r; C[0].i = A[1]*B[2].i - A[2]*B[1].i;\
C[1].r = A[2]*B[0].r - A[0]*B[2].r; C[1].i = A[2]*B[
0].i - A[0]*B[2].i;\
C[2].r = A[0]*B[1].r - A[1]*B[0].r; C[2].i = A[0]*B[
1].i - A[1]*B[0].i;\
}
Definition at line 62 of file user_impedance.c.
8.46.1.3 #define cross_rr(C, A, B)
Value:
{ C[0] = A[1]*B[2] - A[2]*B[1];\
C[1] = A[2]*B[0] - A[0]*B[2];\
C[2] = A[0]*B[1] - A[1]*B[0];\
}
Definition at line 66 of file user_impedance.c.
8.46.1.4 #define Gp 3
Definition at line 72 of file user_impedance.c.
8.46.1.5 #define IN_ARG 4
Definition at line 51 of file user_impedance.c.
8.46.1.6 #define norm(V) sqrt(V[0]∗V[0]+V[1]∗V[1]+V[2]∗V[2])
Definition at line 58 of file user_impedance.c.
8.46.1.7 #define p_cols prhs[1]
Definition at line 53 of file user_impedance.c.
8.46.1.8 #define p_EM_data prhs[3]
Definition at line 55 of file user_impedance.c.
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8.46.1.9 #define p_OG_data prhs[2]
Definition at line 54 of file user_impedance.c.
8.46.1.10 #define p_rows prhs[0]
Definition at line 52 of file user_impedance.c.
8.46.1.11 #define rcdot_i(V1, V2) (V1[0]∗V2[0].i + V1[1]∗V2[1].i + V1[2]∗V2[2].i)
Definition at line 61 of file user_impedance.c.
8.46.1.12 #define rcdot_r(V1, V2) (V1[0]∗V2[0].r + V1[1]∗V2[1].r + V1[2]∗V2[2].r)
Definition at line 60 of file user_impedance.c.
8.46.1.13 #define rrdot(V1, V2) (V1[0]∗V2[0] + V1[1]∗V2[1] + V1[2]∗V2[2])
Definition at line 59 of file user_impedance.c.
8.46.2 Typedef Documentation
8.46.2.1 typedef double cuad[4]
Definition at line 76 of file user_impedance.c.
8.46.2.2 typedef int itriad[3]
Definition at line 74 of file user_impedance.c.
8.46.2.3 typedef double triad[3]
Definition at line 75 of file user_impedance.c.
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8.46.3 Function Documentation
8.46.3.1 void anal_1divR (double ∗ I_sc, double I_vc[3], int Ts, PyArrayObject ∗ topol,
PyArrayObject ∗ vertex, PyArrayObject ∗ trian, double rt[3], PyArrayObject ∗ un,
PyArrayObject ∗ ds, double k, double signe)
Definition at line 1504 of file user_impedance.c.
8.46.3.2 void autoz (dcomplex ∗ pI, dcomplex Ii[3][3], int Ts, PyArrayObject ∗ topol,
PyArrayObject ∗ vertex, PyArrayObject ∗ trian, double rt[3], PyArrayObject ∗ un,
double k)
Definition at line 1302 of file user_impedance.c.
8.46.3.3 PyArrayObject∗ call_method_numpy_ret (PyObject ∗ p_class, char ∗ method)
Definition at line 84 of file user_impedance.c.
8.46.3.4 int call_method_parse_val (PyObject ∗ p_class, char ∗ method, char ∗ type, void ∗ val)
Definition at line 108 of file user_impedance.c.
8.46.3.5 void inituser_impedance ()
Definition at line 39 of file user_impedance.c.
8.46.3.6 static PyObject ∗ user_impedance (PyObject ∗ self, PyObject ∗ args) [static]
Definition at line 133 of file user_impedance.c.
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8.46.4 Variable Documentation
8.46.4.1 int checked = 0 [static]
Definition at line 82 of file user_impedance.c.






Definition at line 33 of file user_impedance.c.





Get geometry as an OG_Data2d object.





User function to prepare Object Geometry data.
8.49 user_functions/MDA_SVD/user_obj_geom_data.py File Reference
Namespaces
• namespace PFC-framework::user_functions::MDA_SVD::user_obj_geom_data
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Functions
• def PFC-framework::user_functions::MDA_SVD::user_obj_geom_data::user_obj_geom_data
User function to prepare Object Geometry data.











user_plot_obj_current(J,OG_data,EM_data) User post-processing function
• def PFC-framework::user_functions::ACA3d::user_plot_obj_current::user_plot_radpat3d
Draws normalized radiation pattern in 3D User post-processing function.
• def PFC-framework::user_functions::ACA3d::user_plot_obj_current::r_pat




8.52 user_functions/MDA_SVD/user_plot_obj_current.py File Reference
Namespaces
• namespace PFC-framework::user_functions::MDA_SVD::user_plot_obj_current
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Functions
• def PFC-framework::user_functions::MDA_SVD::user_plot_obj_current::user_plot_obj_current
user_plot_obj_current(J,OG_data,EM_data) User post-processing function
• def PFC-framework::user_functions::MDA_SVD::user_plot_obj_current::user_plot_radpat3d
Draws normalized radiation pattern in 3D User post-processing function.
• def PFC-framework::user_functions::MDA_SVD::user_plot_obj_current::r_pat
















8.55 user_functions/MDA_SVD/user_set_em_data.py File Reference
Namespaces
• namespace PFC-framework::user_functions::MDA_SVD::user_set_em_data
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Draws boundary of object.





Draws boundary of object.
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