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Nadzor in krmiljenje modularnih laserskih sistemov 
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V okviru magistrske naloge je bil zasnovan sistem, ki ga nadzorujemo s pomočjo kontrolne 
enote (FPGA ali mikrokrmilnik) preko SPI protokola. Sistem ima modularno zasnovo, ki 
omogoča izgradnjo poljubno kompleksnega sklopa s pomočjo krmilnih modulov. En 
krmilni modul nudi 4 kanale digitalno-analognega pretvornika, 7 kanalov analogno-
digitalnega pretvornika ter 7 digitalnih vhodov oziroma izhodov. Z zasnovanim sistemom 
lahko s pomočjo programskega paketa Matlab krmilimo 96 takšnih modulov, kar omogoča 
zelo veliko fleksibilnost pri izgradnji laserskih sistemov. Vsi krmilni moduli, ki jih dodamo 
sistemu, komunicirajo preko enega SPI vodila, zato ob dodajanju novega krmilnega 
modula v sistem nimamo potrebe po spreminjanju strojne opreme, saj ga le priključimo na 
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In the context of the master’s thesis, a system was designed which is monitored by a 
control unit (FPGA or microcontroller) via the SPI protocol. The system has a modular 
design that enables the construction of an arbitrary complex assembly using control 
modules. One control module offers 4 channels of digital-to-analog converter, 7 channels 
of analog-to-digital converter and 7 digital inputs or outputs. With the designed system, 96 
such modules can be controlled using the Matlab software package which enables very 
high flexibility in the construction of laser systems. All the control modules which are 
added to the system communicate over one SPI bus, so when adding a new control module 
to the system it is not necessary to change the hardware, because we only connect it to the 
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1.1. Ozadje problema 
MOPA (ang. Master Oscillator Power Amplifier) laserska arhitektura se uporablja, kadar 
želimo doseči visoke moči laserja. Pri tej arhitekturi poteka ojačenje laserja v stopnjah, 
kjer na vsaki stopnji dodamo črpalno diodo in aktivno ojačevalno vlakno. Tako dobimo 
modularen laserski sistem, ki ima zelo dobre lastnosti (visoka kakovost žarka, lažje 
dosežemo kratke pulze, velika fleksibilnost) pri visokih močeh [1, 2]. Zaradi 
kompleksnosti in modularnosti sistema pa je treba po vsaki ojačevalni stopnji krmiliti in 
nadzorovati sestavne dele laserja [3]. Krmilno vezje mora biti načrtovano vnaprej za 
celoten laserski sistem, in če pride do sprememb le-tega (npr. dodajanje ojačevalne 
stopnje), je treba krmilno vezje ponovno spremeniti.  
Vlakenski laserji za delovanje potrebujejo natančno krmiljenje in kontrolo. Zaradi svoje 
modularne sestave je treba izvajati nadzor na vsakem modulu posebej. Potrebno je 
nadzorovati in krmiliti temperaturo vzbujevalne diode, temperaturo črpalnih diod in 
hlajenje ojačevalnih aktivnih vlaken. Izvajata se nadzor ter upravljanje električnega toka 
skozi črpalne in vzbujevalne diode, nadzor moči laserske svetlobe [3] in časovno 
krmiljenje celotnega laserja, npr. pulzna modulacija napetosti v vzbujevalni in v črpalnih 
diodah [4]. Laserski sistemi imajo običajno vgrajeno tudi zaščito, ki sporoči krmilnemu 
sistemu, ali je prišlo do napake in na katerem mestu v sistemu je napaka nastala, tako da je 




Cilj je izdelati modularni krmilni sistem, ki bo s pomočjo kontrolne enote 
(mikroprocesorja, FPGA-ja) skrbel za nadzor in krmiljenje modularnega laserskega 
sistema (Slika 1). Modularni krmilni sistem je sestavljen iz krmilnih modulov, ki morajo 
biti takšni, da komunikacija med njim in kontrolno enoto poteka preko enotnega serijskega 
vodila, kar omogoča preprosto in pregledno izvedbo sistema za kontrolo in krmiljenje. 
Cilj je tudi spisati krmilni program za mikrokrmilnik, ki bo konstantno izvajal nadzor nad 
krmilnimi moduli ter imel opcijo komunikacije z osebnim računalnikom. Enako želimo 
spisati tudi program za FPGA, ki konstantno izvaja nadzor in omogoča upravljanje s 
krmilnimi moduli preko uporabniškega vmesnika na osebnem računalniku.  
Uvod 
2 
Končni cilj je izdelati uporabniški vmesnik, spisan v programskem paketu Matlab, ki 
omogoča izbiro krmiljenja z mikrokrmilnikom ali pa s FPGA-jem, ter določitev števila 
krmilnih modulov v sistemu. S pomočjo tega uporabniškega vmesnika želimo nato preko 












































Modularno krmiljen laserski sistem
 
Slika 1 Shema celotnega modularno krmiljenega laserskega sistema. 
 
Na Slika 1 je prikazan modularno krmiljen laserski sistem, ki je sestavljen iz kontrolne 
enote (FPGA, mikrokrmilnik), krmilnih modulov, napajalnika in gonilnikov laserskih diod 
ter laserskega sistema. Kontrolna enota komunicira z osebnim računalnikom (na sliki PC) 
preko USB vodila ter s krmilnimi moduli v sistemu komunicira preko SPI vodila. Vsak 
krmilni modul skrbi za delovanje napajalnika, posamezne gonilnike laserskih diod itd. 
Gonilniki pa skrbijo za pravilno delovanje laserskega sistema – napajanje, nadzor in 
dovajanje električnega toka diodam, hlajenje diod, varnostne funkcije … 
Takšna modularna zasnova nam omogoča preprosto spreminjanje laserskega sistema, saj se 
na primer za dodajanje črpalne diode v sistem zraven doda le gonilnik diode ter dodaten 




preko Matlab uporabniškega vmesnika na osebnem računalniku. S tem dobimo drugačen 




















2. Teoretične osnove in pregled literature 
2.1. Vlakenski laserji 
Vlakenski laserji so laserji, ki za ojačevalni medij uporabljajo vlakna, dopirana z redkimi 
elementi iz zemeljske skorje (erbij, neodim, iterbij, tulij itd.).  
Vlakenski laserji so lahko kontinuirni laserji, laserji s preklopom ojačenja (ang. Q-switch 
laser) ali fazno vklenjeni laserji [2, 6]. Vzbujevalni vir določa valovno dolžino laserske 
svetlobe, za dodajanje moči pa se črpa svetloba s pomočjo črpalnih polprevodniških 
laserskih diod z nižjo valovno dolžino, kot jo ima vzbujevalni vir. Črpana svetloba se skozi 
jedro aktivnega vlakna absorbira in tako nastane svetloba z večjo močjo pri želeni valovni 
dolžini [3]. Ta korak lahko ponavljamo, tako da dodajamo vedno močnejše črpalne diode, 













Slika 2 Shematski prikaz vlakenskega laserja. 
 
Ob črpanju svetlobe v aktivna vlakna, dopirana z redkimi elementi, se fotoni z višjo 
energijo (svetloba z nižjo valovno dolžino) absorbirajo. S tem ioni v jedru aktivnega 
vlakna preidejo v vzbujeno stanje, ki je nestabilno, zato kmalu preidejo nazaj v stabilno 
stanje. Pri prehodu iz višjega v nižje energetsko stanje se sprosti energija v obliki 
elektromagnetnega valovanja – svetlobe. Na Slika 3 je prikazan prehod energetskega stanja 
Teoretične osnove in pregled literature 
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na primeru iterbija, ki je najbolj pogost dopant v aktivnih vlaknih. Najprej iterbij absorbira 
svetlobo pri 915 nm in ion iterbija preide iz 
2
F7/2 v vzbujeno stanje 
2
F5/2. Ker je v tem 
stanju ion nestabilen, se vrne nazaj v stabilno stanje 
2
F7/2. Pri tem prehodu elektron emitira 
energijo kot elektromagnetno valovanje z valovno dolžino 976 nm. Spodnja slika je le 
primer, ki kaže, na kakšen način deluje aktivno vlakno. Različni elementi iz zemljine 
skorje imajo različne diagrame prehajanja stanj. Prav tako imamo lahko pri istem elementu 
različne valovne dolžine absorbirane in emitirane svetlobe. Zaradi lokalnega električnega 
polja v jedru vlakna se energijski nivoji razdelijo na več Starkovih nivojev (vidno na Slika 
































    
 
Slika 3 Energijski nivoji iterbija [9]. 
 
 
2.2. Krmiljenje in nadzor vlakenskih laserjev 
Vlakenske laserje, posebej takšne z arhitekturo MOPA, je zaradi njihove kompleksnosti 
treba konstantno nadzorovati – na vseh ojačevalnih stopnjah. 
Vsaka laserska dioda za svoje delovanje potrebuje gonilnik, ki jo preskrbuje s potrebnim 
električnim tokom za njeno delovanje. Tok je odvisen od napetosti in temperature. Na 
Slika 4 vidimo odvisnost toka od napetosti. Ob povišanju temperature diode se celotna 
krivulja pomakne v desno in je za isti tok potrebna nižja napetost. Gonilniki morajo 
uravnavati te spremembe, da je vhodni tok v diode vedno konstanten [10]. 




Slika 4 Odvisnost električnega toka od napetosti za lasersko diodo [10].  
 
Gonilniki laserskih diod pa nudijo tudi dodatne funkcionalnosti, kot je blokada sistema ob 
napakah, električni nadzor izhoda, temperaturno krmiljenje in monitoring [10] itd. (Slika 
5). 
Krmiljenje je treba izvajati za vsako lasersko diodo posebej. Nadzorovati je treba napetost 
in tok na diodah ter izstopno moč laserske svetlobe. Nastavljati in brati je treba tudi 
napetosti, ki predstavljajo temperaturo na laserskih diodah, za kar skrbijo Peltierjevi 
elementi. Prav tako je potrebno preverjanje blokade gonilnikov laserskih diod (ang. 
interlock). V primeru nepravilnega delovanja gonilnika le-ta povzroči spremembo stanja na 
povezavi »interlock« iz visokega logičnega nivoja na nizek logičen nivo, kar povzroči 
izklop celotnega sistema (varna zaustavitev). Ob primeru takšne napake je treba tudi 
preverjati, na katerem delu laserskega sistema je prišlo do te napake, da lahko določimo 

















Tok skozi TEC (ADC)
Optična moč diode (ADC)
Nastavitev toka na LD (DAC)
Nastavljen tok na LD (ADC)
Trenutni tok na LD (ADC)
Prevelik tok na LD (I/O)



















Slika 5 Naloge gonilnika laserske diode ter primer komunikacije med gonilnikom laserske diode in 
krmilnim modulom.  
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Za krmiljenje laserja potrebujemo bralce analogne napetosti (analogno-digitalne 
pretvornike), zapisovalce analogne napetosti (digitalno-analogne pretvornike) in možnost 
branja in pisanja digitalnih napetosti (digitalni vhodi in izhodi) – kot je prikazano na Slika 
6. 
Krmiljenje laserskega sistema se izvaja s kontrolno enoto, ki mora imeti zmožnost 
merjenja in nastavljanja analognih ter digitalnih vrednosti napetosti, mora pa imeti tudi 






















Slika 6 Splošna shema vezja, ki skrbi za krmiljenje in nadzor laserskega sistema. 
 
 
2.3. Kontrolna enota 
Kontrolna enota, namenjena krmiljenju laserja, mora omogočati komunikacijo s krmilnimi 
moduli, ki preko gonilnikov upravljajo laserski sistem, obenem pa mora biti sposobna 
komunikacije z osebnim računalnikom oziroma z zaslonom, ki ima uporabniški vmesnik.  
Poznamo več kontrolnih enot, ki so uporabne za različne namene. Med najbolj znane 
sodijo CPE (centralna procesna enota), mikrokrmilnik (poenostavljena verzija CPE-ja), 
GPE (grafična procesna enota), namensko vezje (vezje, narejeno za določeno aplikacijo), 
CPLD (ang. Complex Programmable Logic Device – programabilno logično vezje, 
običajno za manj kompleksne naloge), FPGA (ang. Field Programmable Gate Array – 
programabilno logično vezje z velikim številom logičnih vrat, običajno za kompleksnejše 
naloge) [11‒13].  
Centralna procesna enota je elektronsko vezje v računalniku, ki izvaja ukaze 
računalniškega programa. Skrbi za procesiranje podatkov, prav tako pa za nadzor in 
upravljanje drugih komponent v računalniku. Ker je CPE načrtovana za osebne 
računalnike, je pri krmiljenju laserskih sistemov bolj smiselno govoriti o mikrokrmilniku, 
ki je v bistvu poenostavljen CPE za splošno uporabo. Mikrokrmilnik je torej procesna 
enota, ki izvaja ukaze računalniškega programa [11, 14].  
Grafična procesna enota je specializirano elektronsko vezje, ki je narejeno za spreminjanje 
in manipuliranje spomina, da pospeši slikovno procesiranje za grafični prikaz na zaslonu. 
Grafične procesne enote lahko dosegajo zelo visoke hitrosti, vendar so običajno 
uporabljene za obdelavo slik ali pa preračunavanje velikih količin podatkov [11].  
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Namenska vezja so vezja, narejena za določeno uporabo, in zato opravljajo točno 
zamišljeno nalogo, vendar niso fleksibilna, saj, če pride do sprememb v krmiljenem 
sistemu, je treba ponovno načrtovati in izdelati celotno namensko vezje. 
CPLD in FPGA sta tipa programabilnega vezja, kar pomeni, da delujeta kot namenska 
vezja, vendar sta reprogramabilna in tako lahko na enem CPLD-ju ali FPGA-ju 
spremenimo logična vrata in povezave med njimi poljubno mnogokrat in s tem tudi 
opravila, ki ga vezji opravljata. Zaradi tega, ker ju lahko ponovno programiramo, sta zelo 
fleksibilna in posledično zelo privlačna za uporabo. CPLD se običajno uporablja za manj 
zahtevne naloge, ker ima manjše število reprogramabilnih logičnih vrat, medtem ko ima 
FPGA veliko (več sto tisoč) logičnih vrat [13]. 
Za krmiljenje kompleksnih laserskih sistemov je uporaben mikrokrmilnik, ki omogoča 
zaradi preprostega programiranja zelo hiter razvoj in testiranje strojne opreme. 





Mikrokrmilnik je kompaktno integrirano vezje s procesorjem, ki skrbi za vse logične in 
krmilne operacije v nekem vgradnem sistemu. Poleg procesorja mikrokrmilnik običajno 
vsebuje tudi bralno-pisalni pomnilnik (RAM), bliskovni pomnilnik (ang. flash memory), 
bralni pomnilnik (ROM) in vhodno-izhodne periferne enote [14]. Shema tipičnega 





Slika 7 Shema mikrokrmilnika. 
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Procesor je glavna logična enota mikrokrmilnika in skrbi za izvajanje logičnih operacij, 
prav tako pa skrbi tudi za komunikacijo z vsemi ostalimi enotami mikrokrmilnika. 
Poznamo 8-bitne, 16-bitne, pa tudi kompleksnejše 32-bitne in 64-bitne procesorje. 
ROM ali bralni pomnilnik je notranji pomnilnik, iz katerega lahko mikrokrmilnik bere 
podatke, ki so zapisani v ROM pred njegovim obratovanjem in mikrokrmilniku omogočajo 
zagon. ROM je spomin, ki omogoča hranjenje podatkov, tudi ko ni električnega napajanja.  
RAM ali bralno-pisalni pomnilnik je pomnilnik, ki omogoča branje in zapisovanje 
podatkov med obratovanjem mikrokrmilnika. RAM je za mikrokrmilnik delovni spomin, 
kjer so shranjene vse spremenljivke programa, ki se ob izvajanju programa s pomočjo 
procesorja prebirajo, izračunajo ponovno in prepisujejo nazaj v RAM. V primeru, da se 
mikrokrmilniku izključi napajanje, se vse te spremenljivke izgubijo, ker RAM ne omogoča 
hranjenja podatkov brez napajanja [14]. 
Flash ali bliskovni spomin je spomin, kamor je naložena programska koda, ki jo spišemo in 
želimo, da se izvaja. V bliskovnem spominu so shranjene tudi vse začetne vrednosti 
spremenljivk, ki se ob zagonu programa prepišejo v RAM. 
I/O periferne enote so vhodno-izhodne enote, ki omogočajo mikrokrmilniku komunikacijo 
z okolico [14, 15].  
Mikrokrmilniki na namenskih vezjih (npr. Arduino, ESP32, Renesas mikrokrmilniki) 
imajo lahko vgrajene tudi analogno-digitalne pretvornike, integrirana vezja za SPI, I
2
C in 




FPGA (ang. Field Programmable Gate Array) je polprevodniška naprava, ki je zasnovana 
okoli matrike nastavljivih logičnih blokov – CLB (ang. Configurable Logic Block), ki so 
povezani preko programabilnih povezav [15]. FPGA je možno sprogramirati s programsko 
opremo tako, da dosežemo funkcionalnost poljubne strojne opreme. Za uspešno delovanje 
potrebuje FPGA nastavitveno datoteko (ang. bitstream). Nastavitvena datoteka pa vsebuje 
informacije o tem, kakšni so logični bloki ter kako morajo biti znotraj FPGA-ja med seboj 
povezani. Vedno, ko naložimo novo, drugačno nastavitveno datoteko na FPGA, dobimo 
funkcionalnost druge strojne opreme, kar lahko teoretično ponovimo, kolikokrat hočemo. 
FPGA je zelo močno orodje, saj omogoča zmogljivost namenskega vezja in sistemov s 
procesorjem, obenem pa je zelo fleksibilen. 
Velika prednost FPGA-ja je ta, da, ker deluje kot namensko vezje, omogoča zelo veliko 
vzporednost procesov, kar nam omogoča izvajanje nalog (če je vzporednost možna) pri 
veliko večjih hitrostih kot na primer mikroprocesorji. 
Na Slika 8 je prikazana shema FPGA-ja, kjer črni kvadratki predstavljajo IOB-je (ang, 
Input-Output Block), temno sivi kvadratki predstavljajo programabilne logične bloke 
(CLB-je), črtkane črte predstavljajo programabilne povezave, modra in oranžna črta pa 
predstavljata primer povezave logičnih blokov med seboj. Ob naložitvi nastavitvene 
datoteke na FPGA se ustvarijo povezave med logičnimi bloki. Vidimo, da lahko tako 
dosežemo popolno paralelnost, saj se modra in oranžna pot programabilnih povezav nikoli 
ne srečata.  
V realnosti se v FPGA-ju nahaja na tisoče CLB-jev. 
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Slika 8 Shema FPGA-ja. 
 
Različni CLB-ji (osnovne komponente FGPA-ja), povezani v skupine, omogočajo 
uporabniku implementacijo skoraj katerekoli logične funkcionalnosti integriranih vezij. 
CLB-ji so zgrajeni iz več podenot (običajno 2 ali 4), ki jim rečemo rezine. Na Slika 9 
vidimo, da te rezine vsebujejo iskalne tabele ‒ LUT-e (ang. Look-Up Table), več 
multiplekserjev, bistabilne multivibratorje (ang. flip-flop), aritmetično logiko, nekatere 
rezine imajo pa tudi  pomikalne registre in porazdeljeni RAM [17]. 
Iskalne tabele so pomnilniki, ki vsebujejo vrednosti kombinatoričnih logičnih funkcij. Z 
njihovo pomočjo lahko realiziramo večvhodne logične funkcije. Z iskalnimi tabelami 
pohitrimo proces realizacije takšnih funkcij, saj ni potrebe po konstantnem računanju 
kompleksnih logičnih funkcij, ampak samo pogledamo v logično tabelo in dobimo rezultat 
izračuna [17]. 
IOB-ji so bloki, ki skrbijo in omogočajo komunikacijo CLB-jev z vhodno-izhodnimi 
napravami. IOB-ji so pri FPGA-ju organizirani v banke, ki se jim da določiti, na kakšni 
napetosti naj deluje. Obenem pa se da določiti za vsako povezavo na banki, ali bo delovala 
kot vhodna ali izhodna enota v FPGA. 
FPGA pa poleg osnovne logike vsebuje tudi bločne pomnilnike RAM ter digitalne 
upravljalnike ure ‒ DCM-je (ang. Digital Clock Manager). Te upravljalniki nam 
omogočajo manipulacije signalov, ki pridejo iz zunanje ure – takta. Omogočajo 
spreminjanje frekvence takta ter spreminjanje faznega zamika [17]. 
 
Teoretične osnove in pregled literature 
12 
 
Slika 9 Zgradba rezine SLICEL v Spartan 7 seriji FPGA-jev [18]. 
FPGA-je programiramo s programskimi jeziki za strojno opremo ‒ HDL (ang. Hardware 
Description Language), med najbolj znanima sta jezika Verilog in VHDL.  
Običajno programiranje poteka tako, da sestavimo bloke, ki vsak posebej opravlja 
določeno delo, sestavljeni pa opravljajo zamišljeno funkcijo programerja, kot je prikazano 
na Slika 10. Vrhovni blok na Slika 10 je preprost primer programiranja z bloki. Njegova 
naloga je, da šteje pritiske stikala. Sestavljen je iz dveh podblokov, prvi – filtrirni blok, ki 
skrbi, da se pri pritisku na stikalo na izhodu iz bloka pojavi le en pulz in ne šteje efekta 
odboja (ang. debounce) – ko zaradi mehanske sestave stikala ob pritisku nanj dobimo 
takšne signale, kot da bi bil pritisnjen večkrat. Drugi blok – števec, pa glede na začetno 
vrednost, ki mu jo podamo kot vektor, prišteva +1 pri vsakem pulzu. Vrača vektorski 
seštevek pulzov in začetne vrednosti.  
Vrhovni blok tako šteje pritiske gumba in vrača seštete vrednosti pritiskov gumba in 
začetne vrednosti v vektorski obliki. 
 
 





















Slika 10 Primer preprostega modula, katerega vhodi so ura, gumb in vektor začetne vrednosti, 
izhodi pa vektor LED-diod. 
 
 
2.4. Serijska komunikacija 
Komunikacija med kontrolno enoto in krmilnimi moduli v sistemu poteka preko SPI 
protokola, ki je protokol serijske komunikacije. 
Serijska komunikacija je proces pošiljanja podatkov po 1 bit naenkrat, zaporedno, preko 
komunikacijske linije ali vodila. Obratna je paralelna komunikacija, ki pomeni pošiljanje 










































Slika 11 Primerjava med serijsko in paralelno komunikacijo. 
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Serijska komunikacija je uporabna predvsem takrat, kadar je govora o komunikaciji na 
daljavo, saj bi veliko število kablov povzročalo težave in bi bilo nepraktično. Serijska 
komunikacija se vedno več uporablja tudi na krajše razdalje, ker novejši komunikacijski 
standardi in nova tehnologija omogočajo zelo visoke hitrosti prenosa. 
Poznamo dve vrsti serijske komunikacije, sinhrona in asinhrona serijska komunikacija. 
Sinhrona serijska komunikacija je komunikacija, kjer se uporablja zunanja ura oz. takt, ki 
diktira, kdaj se vrednosti bitov prebirajo. Običajno je sinhrona serijska komunikacija 
hitrejša od asinhrone, vendar zanjo potrebujemo dodatno linijo. Primera takšne 
komunikacije sta npr. SPI protokol in I
2
C protokol [19, 20]. 
Asinhrona serijska komunikacija pa za razliko od sinhrone serijske komunikacije ne 
potrebuje zunanjega takta in je uporabna takrat, ko ima načrtovano vezje malo vhodno-
izhodne periferije in se tako varčuje z njim. Zaradi malo uporabljenih komunikacijskih linij 
je za uspešen prenos podatkov pri asinhroni komunikaciji potrebno nekaj dodatnih 
korakov. Na obeh straneh (pošiljatelj in prejemnik) je treba določiti hitrost prenosa 
podatkov – Baudova hitrost (ang. Baud rate), potrebujejo se tudi sinhronizacijski biti 
(začetni in končni bit), da se ve, kdaj se je začel in končal prenos podatkov. Za preverjanje 
napake se ponekod uporablja še paritetni bit, s katerim se preverja, ali je seštevek prejetih 
bitov liho ali sodo število. Predstavnika takšne komunikacije sta na primer RS232 in 
RS485 [20]. 
Pri veliko vezjih se je pojavil problem, da imamo glavno krmilno enoto – pošiljatelja, ki 
komunicira z večjim številom prejemnikov. Ker bi klasična serijska komunikacija tako 
potrebovala veliko kablov oziroma povezav, so se pojavila serijska vodila, ki zmanjšajo 
število povezav tako, da imajo prejemniki skupne komunikacijske linije. Kateri prejemnik 
dobi informacijo, pa se določa na primer z dodatno komunikacijsko linijo ali pa z 
nastavljenim naslovom integriranega vezja. Primeri serijskih komunikacijskih vodil so SPI 
standard, I
2
C standard, 1-Wire itd.  
 
 
 SPI standard 2.4.1.
SPI (ang. Serial Peripheral Interface Bus) je standard za sinhrono serijsko komunikacijo, ki 
se običajno uporablja na krajše razdalje v vgradnih sistemih. Standard je v 1980 
predstavilo podjetje Motorola in se je hitro razširil na veliko aplikacij.  
SPI naprave uporabljajo hierarhično arhitekturo z eno nadrejeno napravo (ang. master) in 
eno ali več podrejenimi napravami (ang. slave). 
SPI vodilo ima 4 logične signale, preko katerih naprave komunicirajo [19]: 
‐ SCLK – serijski takt, ki je izhod nadrejene naprave in vhod podrejenih naprav; 
‐ MOSI – podatkovni izhod nadrejene naprave in podatkovni vhod podrejene naprave 
(ang. Master Out Slave In); 
‐ MISO – podatkovni vhod nadrejene naprave in podatkovni izhod podrejene naprave 
(ang. Master In Slave Out); 
‐ SS – izbira podrejene naprave (ang. Slave Select), s pomočjo tega signala se izbere, 
katera izmed podrejenih naprav bo poslušala. Če imamo več podrejenih naprav, 
potrebujemo tudi več linij SS – Slika 12. 
 
 




Slika 12 a) Komunikacija nadrejene naprave z eno podrejeno napravo; b) Komunikacija nadrejene 
naprave komunicira s tremi podrejenimi napravami. Za izbiro podrejenih naprave skrbijo SS-ji 
[19]. 
Ker je SPI protokol takšen, da ima le eno nadrejeno napravo, ta naprava da pobudo za vso 
komunikacijo s podrejenimi. Kadar želi nadrejena naprava poslati podatke podrejeni ali 
želi dobiti neke podatke od nje, izbere podrejeno napravo tako, da nastavi linijo SS od 
želene podrejene naprave na nizki logični nivo, s tem začne podrejena naprava poslušati 
podatke, ki pridejo od nadrejene naprave. Nato začne nadrejena naprava pošiljati takt 
(linija SCLK) in obenem podatke, ki jih želi poslati (linija MOSI). V primeru, da želi 
nadrejena naprava tudi brati podatke, potem ob tem, ko generira informacije na linijo 
MOSI, tudi prebira informacije iz linije MISO. Visok logičen nivo na MOSI oz. liniji 
MISO ob urinem taktu pomeni, da je prenesen oz. prebran bit enak 1, nizek logičen nivo 





Slika 13 Primer SPI komunikacije. Dvigajoči oziroma spuščajoči signali takta določajo prenesene 
(linija MOSI) oziroma prebrane podatke (linija MISO) [19]. 
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Za prenos in branje podatkov so možni štirje različni načini, ki so določeni s polariteto in 
fazo takta. Polariteta pove, kakšno je stanje takta, ko ni aktiven (nizki logični nivo ali 
visoki logični nivo), faza pa pove, kje se bo zgodilo branje oziroma pisanje bitov (ob 
spremembi takta iz nizkega logičnega stanja na visoko ali ob spremembi takta iz visokega 
logičnega stanja na nizko).  
Na Slika 14 vidimo različne načine SPI komunikacije, kjer siva črta predstavlja preklopni 
rob – kjer se zgodi sprememba na MOSI in linijah MISO, rdeča črta pa vzorčni rob – kjer 
se zgodi branje oziroma pisanje bitov. Nadrejena in podrejena naprava morata biti 
usklajeni glede načina delovanja, drugače ne dobimo pravih vrednosti pri komunikaciji. V 
primeru komunikacije nadrejene naprave z več podrejenimi napravami, ki delujejo v 
različnih načinih, mora nadrejena naprava poskrbeti za spremembo konfiguracije načina 
















































































Slika 14 Prikaz načinov SPI komunikacije – odvisni so od polaritete takta (CPOL) in faze takta 
(CPHA), ki določita 3 parametre ‒ logičen nivo takta v neaktivnem stanju, preklopni in vzorčni 
rob. 
Nekatera SPI integrirana vezja omogočajo tudi opcijo naslavljanja, kar pomeni, da ima 
integrirano vezje povezave, na katere pridejo visoki oz. nizki logični nivoji in se tako 
določi naslov integriranega vezja.  
Komunikacija s takšnimi integriranimi vezji po SPI protokolu poteka enako, kot je opisano 
zgoraj, vendar pa nekaj poslanih bitov v prvem bajtu določa naslov tega integriranega 
vezja. S tem imamo lahko za komunikacijo z več podrejenimi napravami le 4 že zgoraj 
omenjene linije in ne potrebujemo za vsako integrirano vezje svoje linije SS. To nam 
zmanjša število potrebnih linij in kablov, je pa zato prenos podatkov, ki nosijo informacijo, 
nekoliko daljši, saj moramo poslati dodatne bite, da dosežemo takšno delovanje, kot bi ga z 
ločenimi linijami SS.  






3. Metodologija raziskave 
3.1. Krmilni modul in protokol za krmiljenje  
Glavni cilj je narediti modularni sistem za krmiljenje in upravljanje vlakenskih laserjev. 
Modularnost sistema v našem primeru pomeni, da ob želji po razširitvi sistema dodamo 
ustrezno komponento, njen gonilnik ter krmilni modul (Slika 1), torej brez dodatnega 
spreminjanja strojne opreme. Zaradi tega je smiselno, da krmiljenje poteka preko 
serijskega vodila, saj lahko tako upravljamo mnoge krmilne module s pomočjo enega 
kabla. 
Krmilni modul za uspešno upravljanje gonilnika uporablja analogno-digitalni pretvornik, 
digitalno-analogni pretvornik in digitalni razširjevalnik (Slika 5). 
Krmilni modul za komunikacijo potrebuje 5 podatkovnih linij – Slika 15.  
SDO (ang. Serial Data Out) ali linija MOSI je podatkovni izhod nadrejene naprave 
(kontrolne enote – mikrokrmilnika oz. FPGA-ja). SDI (ang. Serial Data In) ali linija MISO 
je podatkovni vhod v nadrejeno napravo. SCK (ang. Serial Clock) je serijski takt, ki ga 
nadrejena naprava daje vsem podrejenim napravam (vsem integriranim vezjem na vseh 
krmilnih modulih). CS in DA pa sta liniji SS, ki delujeta na dveh nivojih. Na prvem nivoju 
je digitalni razširjevalnik MCP23S17, ki je priključen na SPI vodilo kontrolne enote in 
začne poslušati, ko linija DA pade na nizko logično stanje. Digitalni razširjevalnik na 
prvem nivoju deluje le kot izhodni razširjevalnik. Ko ta sprejema podatke iz SPI vodila 
glede na njegov nastavljeni naslov (A0, A1, A2), dobi informacijo, ali so podatki, ki jih 
želimo poslati, namenjeni temu razširjevalniku ali kateremu drugemu. V primeru, da so 
podatki namenjeni temu razširjevalniku, le-ta glede na prejete podatke nastavi digitalne 
izhode na visoko oz. nizko logično vrednost (G1-G15). Digitalni izhodi od G1 do G12 nam 
določajo, katera povezava bo aktivna na kratkostičnem priključku (JMP). Vsak krmilni 
modul ima na kratkostičnem priključku en kratkostičnik, ki omogoča aktivacijo drugega 
nivoja krmilnega modula. Digitalna izhoda na G14 in G15 pa preko demultiplekserja 
izbereta integrirano vezje na drugem nivoju (DAC, ADC ali pa digitalni razširjevalnik), ki 
bo poslušal preko SPI komunikacije. Izhod iz demultiplekserja in CS-linija SPI vodila 
preko IN logičnih vrat delujejo kot linije SS za ta integrirana vezja. 
Tako lahko nato poteka komunikacija z integriranimi vezji na drugem nivoju, saj, dokler je 
DA na visokem logičnem stanju, digitalni razširjevalnik na prvem nivoju ne posluša na 
nobenem krmilnem modulu, prav tako pa na ostalih krmilnih modulih drugi nivoji niso 
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aktivni, saj je treba poskrbeti, da je vedno prižgan le en digitalni izhod od G1 do G12 na 
digitalnem razširjevalniku prvega nivoja.  
Izhodi integriranih vezij na drugem nivoju so povezani s priključkom (CON), tako da 
lahko preko tega priključka krmilimo gonilnik laserja. 
Krmilni modul vsebuje digitalno-analogni pretvornik (integrirano vezje DAC8564), ki nudi 
štiri analogne napetostne izhode, analogno-digitalni pretvornik (integrirano vezje 
LTC1859), ki nudi osem analognih vhodov, od katerih se jih na priključku (CON) 
uporablja sedem. Vsebuje pa tudi dva digitalna razširjevalnika (integrirano vezje 
MCP23S17), razširjevalnik na prvem nivoju (naslovni razširjevalnik), ki omogoča 
aktivacijo drugega nivoja krmilnega modula, ter razširjevalnik na drugem nivoju (krmilni 
razširjevalnik), ki nudi 16 vhodno-izhodnih povezav, od katerih se jih na priključku 























































Slika 15 Shema krmilnega modula, ki vsebuje dva digitalna razširjevalnika (MCP23S17), en 
digitalno-analogni pretvornik (DAC8564) in en analogno-digitalni pretvornik (LTC1859). 
Postopek za komunikacijo s takšnim krmilnim modulom je naslednji: 
‐ Najprej je treba nastaviti vse digitalne razširjevalnike na prvem nivoju krmilnih 
modulov, tako da so vse izhodno/vhodne povezave na razširjevalniku definirane kot 
izhodne enote, začetna vrednost vseh pa mora biti nizko logično stanje. 
‐ Nato glede na operacijo, ki jo želimo izvesti v naslednjem koraku, pošljemo digitalnim 
razširjevalnikom na prvem nivoju vrednosti digitalnih izhodov, tako da je en izmed 
izhodov G1‒G12 na visokem logičnem stanju, ostali pa na nizkem. S tem izberemo 
krmilni modul, s katerim želimo komunicirati. Obenem pa izberemo z G14 in G15 
operacijo, ki jo želimo izvajati. Če sta oba, G14 in G15 na nizkem logičnem nivoju, bo 
komunikacija potekala z analogno-digitalnim pretvornikom. V primeru, da je G14 na 
visokem in G15 na nizkem logičnem nivoju, bo komunikacija potekala z digitalno-
analognim pretvornikom, če pa sta oba G14 in G15 na visokem logičnem nivoju, pa bo 




‐ Branje analogno-digitalnega pretvornika poteka tako, da z digitalnim 
razširjevalnikom na prvem nivoju vezja krmilnega modula izberemo ADC-operacijo 
(G14, G15 na nizek logičen nivo). V nadaljevanju nastavimo DA-linijo SPI vodila na 
visok logičen nivo, da je digitalnemu razširjevalniku na prvem nivoju onemogočeno 
sprejemanje podatkov. Potem nastavimo CS-linijo SPI povezave na nizek logičen 
nivo, da analogno-digitalni pretvornik lahko začne sprejemati podatke preko SPI 
vodila. Ko kontrolna enota pošlje potrebne podatke po liniji MOSI, mora zraven tudi 
prebirati linijo MISO, preko katere ADC vrača 16-bitne podatke o vrednosti 
napetosti. Ob zaključku komunikacije z ADC-jem kontrolna enota nastavi CS-linijo 
SPI vodila na visok logičen nivo in na digitalnem razširjevalniku na prvi stopnji 
izklopi povezavo, ki prižiga drugi nivo vezja krmilnega modula. 
‐ Pisanje na digitalno-analogni pretvornik poteka po enakem postopku kot branje 
analogno-digitalnega pretvornika, le da pri operaciji DAC kontrolni enoti ni treba 
prebirati linije MISO med komunikacijo z integriranim vezjem. 
‐ Branje/pisanje na digitalni razširjevalnik na drugem nivoju prav tako poteka na enak 
način, vendar je tukaj odvisno, ali želimo brati logične vrednosti vhodov na 
razširjevalniku ali želimo nastavljati logične izhode na razširjevalniku. V primeru, da 
nas zanimajo vrednosti na digitalnih vhodih, moramo brati linijo MISO med 
komunikacijo, če pa zapisujemo vrednosti na digitalne izhode, pa branje linije MISO 
ni potrebno. 
 
Primer postopka za nastavitev napetosti na digitalno-analognem pretvorniku na tretjem 
krmilnem modulu bi bil takšen (ob upoštevanju, da je bila inicializacija že narejena): 
‐ DA-linijo SPI komunikacije na nizek logičen nivo; 
‐ pošiljanje ukaza na digitalni razširjevalnik z logičnim naslovom (A0 A1 A2) nič, za 
prižig G3 in G14 izhoda na visok logičen nivo (vklop tretjega krmilnega modula – G3 
ter komunikacija z digitalno-analognih pretvornikom – G14), ostali izhodi ostanejo na 
nizkem logičnem nivoju; 
‐ DA-linijo SPI komunikacije na visok logičen nivo; 
‐ CS-linijo SPI komunikacije na nizek logičen nivo; 
‐ pošiljanje ukaza digitalno-analognemu pretvorniku za zapis analogne napetosti; 
‐ CS-linijo SPI komunikacije na visok logičen nivo; 
‐ DA-linijo SPI komunikacije na nizek logičen nivo; 
‐ pošiljanje ukaza na digitalni razširjevalnik z logičnim naslovom nič za nastavitev vseh 
izhodov na nizek logičen nivo; 
‐ DA-linijo SPI komunikacije na visok logičen nivo. 
 
S takšno zasnovo krmilnega modula lahko krmilimo z eno kontrolno enoto 96 teh modulov 
(Slika 16), saj je na enem krmilnem modulu 12 digitalni izhodov, in sicer za aktivacijo 
integriranih vezij na drugem nivoju, MCP23S17 digitalni razširjevalnik pa omogoča          











































Slika 16 Shematični prikaz delovanja celotnega krmilnega sistema. 
 
 
3.2. Mikroprocesorsko programiranje 
Mikroprocesor v krmilnem sistemu deluje kot kontrolna enota in je zadolžen za krmiljenje 
in nadzorovanje vseh priključenih krmilnih modulov. V sistemu se uporablja 
mikroprocesor Arduino Due, ki se programira s C++ programskim jezikom, ki se preko 




 Testiranje krmilnega modula 3.2.1.
Testirati smo morali krmilni modul, saj je le-ta v fazi razvoja. Testiranje je potekalo s 
pomočjo mikrokrmilnika, kjer je bilo treba sprogramirati ukaze za vsako integrirano vezje 
na krmilnem modulu posebej. Najprej se je vzpostavila komunikacija z digitalnim 
razširjevalnikom na prvem nivoju vezja krmilnega modula, saj le-ta prižge drugi del vezja. 




komunikacijskega protokola, s SPI ničtim načinom delovanja (ang. SPI MODE 0) – Slika 
14 .  
Digitalnemu razširjevalniku je za uspešno delovanje treba poslati 3 ali 4 bajte, odvisno od 
načina in ukaza, ki ga želimo poslati. Prva dva bajta sta vedno nastavitvena (Slika 17). S 
prvim bajtom – koda operacije integriranega vezja (ang. Device Opcode) ‒ se pošlje 
informacija o naslovu integriranega vezja preko A0 A1 A2 bitov ter informacija o tem, ali 
se bo izvajala operacija branja ali pisanja (R/W). Drugi bajt je ukaz oz. naslovni register 
(ang. Register Address), ki pove, kakšen ukaz se bo izvedel na digitalnem razširjevalniku. 
Ključni ukazi za digitalni razširjevalnik so: 
‐ IOCON – konfiguracijski ukaz, s katerim se nastavi splošna konfiguracija digitalnega 
razširjevalnika;  
‐ IODIRA, IODIRB – registra, s katerima lahko nastavimo za vsako izhodno/vhodno 
povezavo, ali se bo obnašala kot vhod ali kot izhod; 
‐ GPIOA, GPIOB – registra, s katerima lahko nastavimo oz. preberemo logične vrednosti 




Slika 17 MCP23S17 prva dva bajta [21]. 
Poleg teh ukazov obstaja še mnogo drugih, ki omogočajo spremembo polaritete, možnost 
prekinitev (ang. interrupt), sprememba notranje upornosti itd. 
Tretji in četrti bajt sta bajta, ki vsebujeta podatke, na primer dejansko konfiguracijo 
vhodno-izhodnih enot, nastavitve … 
Poleg digitalnega razširjevalnika je bilo treba testirati tudi ostala integrirana vezja na 
krmilnem modulu. Digitalni razširjevalnik na drugem nivoju deluje na enak način kot ta na 
prvem. 
Integrirano vezje digitalno-analognega pretvornika je DAC8564 in prav tako komunicira 
preko SPI protokola, vendar deluje v SPI načinu ena (ang. SPI MODE 1) – Slika 14 .  
Digitalno-analognemu pretvorniku je treba poslati 3 bajte, kjer je prvi bajt nastavitveni in z 
njim izberemo, na kateri kanal DAC-a bomo poslali napetost ter kakšne bodo dodatne 
nastavitve (pošiljanje ukaza na vse kanale, sprememba notranje impedance, pisanje le v 
predpomnilnik itd.). Drugi in tretji poslani bajt pa določata vrednost analogne izhodne 
napetosti, kjer je maksimalna izhodna vrednost 2,5 V, minimalna pa 0 V. 
Integrirano vezje analogno-digitalnega pretvornika je LTC1859, prav tako kot zgoraj 
omenjeni integrirani vezji tudi ta komunicira preko SPI protokola in enako kot digitalni 
razširjevalnik tudi ADC deluje v SPI ničtem načinu (ang. SPI MODE 0) – Slika 14 . 
Analogno-digitalni pretvornik sprejme dva bajta informacije, kjer je prvi bajt nastavitveni 
(izbira kanala, ki ga bere, območje delovanja, opcija varčevalnega načina itd.), drugi bajt 
pa je lahko kar koli, saj je važno le, da integrirano vezje dobi takt, s pomočjo katerega 




 Programska zasnova 3.2.2.
Program, ki se izvaja v mikrokrmilniku, deluje tako, da čaka na ukaz iz osebnega 
računalnika. Ob prihodu ukaza mikrokrmilnik preveri njegovo ustreznost, in če je le-ta 
pravilno sestavljen, se mikrokrmilnik odzove. Najprej je potrebna inicializacija in 
vzpostavitev povezave mikrokrmilnika z osebnim računalnikom. Dokler ti koraki niso 
zaključeni, je mikrokrmilnik v stanju sprejema teh ukazov. Ob prihodu inicializacijskih 
ukazov računalnik sporoči mikrokrmilniku število krmilnih modulov v sistemu ter izvede 
začetne nastavitve digitalnih razširjevalnikov na prvem nivoju. Po tem koraku 
mikrokrmilnik v zanki ponavlja branje, preračunavanje (za analogno-digitalne pretvornike 
izvaja mikrokrmilnik tudi pretvorbo iz 16-bitne celoštevilske številke v številke s 
plavajočo vejico) in zapis teh vrednosti v vektor. Hkrati pa čaka na ukaz, ki pride preko 
asinhrone serijske povezave (iz osebnega računalnika s pomočjo programske opreme 
Matlab). Ob prihodu novega ukaza se mikrokrmilnik odzove ukazu primerno, na primer 
pošlje vrednosti kanalov analogno-digitalnih pretvornikov na vseh modulih ali pa na 
predpisanem modulu zapiše napetost na določen kanal digitalno-analognega pretvornika 
itd.   
Ukazi, ki jih sprejme mikrokrmilnik za upravljanje krmilnih modulov, so: 
‐ Vzpostavitev povezave z dotičnim krmilnikom (uporaben za osebni računalnik, da ni 
treba vedno iskati, na katera serijska vrata je mikrokrmilnik priključen, ampak da se 
povezava med osebnim računalnikom in mikrokrmilnikom ustvari samodejno). 
‐ Aktivacija (inicializacija, ki omogoča vso nadaljnjo komunikacijo in preko katere 
računalnik sporoči, koliko modulov je v sistemu). 
‐ Nastavitev merilnega območja analogno-digitalnega pretvornika (od 0 V do 5 V, od 0 V 
do 10 V, ± 5 V ter ± 10 V). 
‐ Nastavitev izhodnih vrednosti na določen kanal digitalno-analognega pretvornika na 
podanem krmilnem modulu. 
‐ Nastavitev izhodnih logičnih vrednosti na digitalnem razširjevalniku drugega nivoja na 
podanem krmilnem modulu. 
‐ Nastavljanje števila branja analogno-digitalnega pretvornika na en cikel – dobimo 
povprečno vrednost meritev. 
‐ Nastavitev vzhodno izhodne periferije digitalnega razširjevalnika drugega nivoja na 
podanem krmilnem modulu. 
‐ Izpis pretvorjenih vrednosti analogno-digitalnih pretvornikov na vseh krmilnih modulih. 
‐ Izpis vrednosti digitalnih razširjevalnikov na vseh krmilnih modulih. 
 
 
3.3. Krmiljenje s FPGA 
FPGA se za razliko od mikrokrmilnika programira s programskimi jeziki za strojno 
opremo ‒ HDL (ang. hardware description language), med katerimi sta najbolj znana 
Verilog in VHDL. Običajno se FPGA programira tako, da se sestavljajo bloki, ki 
opravljajo določeno preprosto nalogo, nato se bloki povežejo v večje bloke, ki opravljajo 
kompleksnejše naloge, dokler ne dobimo želenega vrhovnega bloka, ki opravlja vnaprej 
zastavljeno nalogo (Slika 10). Za programiranje smo v okviru naloge uporabljali 





 Idejna shema procesa 3.3.1.
Blok za SPI komunikacijo FPGA-ja s krmilnimi moduli je videti tako, kot je prikazano na 
Slika 18.  
Za uspešen nadzor in krmiljenje modulov blok potrebuje vhode in izhode, ki omogočajo 
prejemanje in oddajanje informacij.  
Vhodni signali v blok so: 
‐ CLK – vhodni signal v blok, ki daje takt za delovanja celotnega bloka. V FPGA pride 
do dogodkov ob spremembah logičnih vrednosti signalov, zato je potreben takt, ki s 
konstantno frekvenco menja logična nivoja in s tem omogoča delovanje vseh blokov na 
nižjem nivoju. 
‐ RST – vhodni signal v blok, ki, kadar je na visokem logičnem nivoju, ponastavi vse 
bloke na nižjih nivojih na začetne vrednosti. 
‐ PORT N – vhodni vektorski signal (8-bitni), namenjen digitalnim razširjevalnikom na 
prvem nivoju. Pove, kateri krmilni modul v sistemu naj se omogoči (na katerem 
krmilnem modulu naj se vklopi drugi nivo). 
‐ DATA – vhodni vektorski signal (16-bitni), ki je namenjen komunikaciji z digitalno-
analognimi pretvorniki in z digitalnimi razširjevalniki na drugem nivoju. To je 
informacija, ki se pošlje na zgoraj omenjeni integrirani vezji (napetost za DAC, 
nastavitev vhod/izhod za povezave na digitalnem razširjevalniku ali pa zapis 
visokega/nizkega logičnega nivoja na izhodih povezav digitalnega razširjevalnika). 
‐ DAC START – vhodni signal, ki ob spremembi iz nizkega na visok logičen nivo požene 
komunikacijo z digitalno-analognim pretvornikom. 
‐ DAC CHANNEL – vhodni vektorski signal (2-bitni), ki pove, na katerem kanalu 
digitalno-analognega pretvornika se bo nastavljala analogna vrednost napetosti. 
‐ DIGITAL START – vhodni signal, ki ob spremembi iz nizkega na visok logičen nivo 
sproži komunikacijo z digitalnim razširjevalnikom na drugem nivoju. 
‐ IO DIR SET – vhodni signal, ki določi, ali se bodo spremenile vhodno-izhodne 
nastavitve digitalnega razširjevalnika ali pa nastavljale logične vrednosti izhodov 
digitalnega razširjevalnika na drugem nivoju krmilnega modula. 
‐ INIT START – vhodni signal, ki ob spremembi iz nizkega na visok logičen nivo 
pove/sproži inicializacijo digitalnih razširjevalnikov na prvem nivoju krmilnega 
modula. 
‐ N OF PORTS – vhodni vektorski signal (8-bitni), ki pove, koliko krmilnih modulov 
imamo v sistemu. 
‐ ADC RANGE – vhodni vektorski signal (2-bitni), ki nastavi merilno območje 
analogno-digitalnim pretvornikom v sistemu (od 0 V do 5 V, od 0 V do 10 V, ± 5 V, ± 
10 V). 
‐ MISO – vhodni signal, ki je linija MISO komunikacije SPI. Preko te linije FPGA dobi 
povratne informacije iz analogno-digitalnega pretvornika in digitalnega razširjevalnika 
na drugem nivoju. 
‐ USB CLK – vhodni signal, takt, ki ga daje USB komunikacija (uporabljena za branje 
informacij iz notranjega RAM-a FPGA-ja). 





Izhodni signali iz bloka so: 
Metodologija raziskave 
24 
‐ DA – izhodni signal, ki je SS-linija SPI komunikacije in je uporabljen za komunikacijo 
z digitalnimi razširjevalniki na prvem nivoju. 
‐ CS – izhodni signal, ki je SS-linija SPI komunikacije in je uporabljen za komunikacijo z 
vsemi integriranimi vezji na drugem nivoju krmilnih modulov (DAC-i, ADC-i in 
digitalni razširjevalniki na drugem nivoju). 
‐ SCK – izhodni signal, ki je linija SCLK SPI komunikacije. Signal je uporabljen za 
podajanje takta, potrebnega za uspešno komunikacijo z vsemi integriranimi vezji, ki 
komunicirajo preko SPI protokola. 
‐ MOSI – izhodni signal, ki je linija MOSI SPI komunikacije. Signal je uporabljen za 
podajanje informacij vsem integriranim vezjem, ki komunicirajo preko SPI protokola. 
‐ DATA OUT – izhodni vektorski signal (16-bitni), ki predstavlja prebrano informacija iz 






































































































Slika 18 Shema bloka za komunikacijo FPGA-ja s krmilnimi moduli. Na levi strani so vhodi v 




Blok za komunikacijo FPGA-ja s krmilnimi moduli je sestavljen iz šestih blokov na nižjem 
nivoju, ki so: 
‐ PROCESS CONTROL – blok, ki skrbi, da poteka komunikacija vedno le z enim 
integriranim vezjem na enem krmilnem modulu. Deluje kot nekakšen nadzornik 
procesov. Ker SPI protokol poteka na enem vodilu, sprejemajo vsa integrirana vezja na 
vseh modulih iste signale, zato je treba vedno komunicirati le z enim naenkrat, drugače 
bi se signali prekrivali in komunikacija ne bi bila uspešna. 
‐ INITIALISATON – blok, ki izvede vse inicializacijske postopke digitalnih 
razširjevalnikov na prvem nivoju, da je možna nadaljnja komunikacija s krmilnimi 
moduli. (Nastavitev vseh digitalnim razširjevalnikov na prvem nivoju, da omogočajo 
naslavljanje, da so vse vhodno-izhodne povezave nastavljene kot izhodne enote in da je 
njihova vrednost postavljena na nizek logičen nivo.) 
‐ SELECT MCP1 – blok, s pomočjo katerega se aktivira drugi nivo vezja krmilnega 
modula. Ta blok sporoči digitalnim razširjevalnikom na prvem nivoju, katere izhode naj 
nastavijo na visok logičen nivo. (Izbira krmilnega modula in izbira operacije – 
komunikacija z digitalno-analognim pretvornikom, komunikacija z digitalnim 
razširjevalnikom ali pa komunikacija z analogno-digitalnim pretvornikom.) 
‐ DAC WRITE – blok, s pomočjo katerega FPGA komunicira z digitalno-analognim 
pretvornikom. Blok postane aktiven, ko SELECT MCP1 blok zaključi svojo nalogo. S 
pomočjo tega bloka FPGA zapiše napetost na podan kanal DAC-a. 
‐ MCP2 WRITE – blok, s pomočjo katerega FPGA komunicira z digitalnim 
razširjevalnikom na drugem nivoju. Blok postane aktiven, ko SELECT MCP1 blok 
zaključi svojo nalogo. Ta blok FPGA-ju omogoča nastavljanje logičnih nivojev 
(visok/nizek) na izhodih digitalnega razširjevalnika ter nastavljanje vhodno-izhodnih 
nastavitev digitalnega razširjevalnika. 
‐ ADC DIGITAL READ – blok, ki je zadolžen za branje napetosti na vseh kanalih 
analogno-digitalnih pretvornikov in vseh digitalnih razširjevalnikov na drugem nivoju, 
ki jih imamo v krmilnem sistemu. Napetosti se zapisujejo v notranji RAM FPGA-ja. 
 
Blok za komunikacijo FPGA-ja s krmilnimi moduli (Slika 18) deluje tako: 
PROCESS CONTROL, blok, ki nadzoruje vse procese, čaka na signal za začetek 
inicializacije (INIT START). Ob prihodu tega signala izvede inicializacijo, tako da sproži 
INITIALISATION blok. Ob zaključku inicializacije INITIALISATION blok pošlje signal 
PROCESS CONTROL bloku, da ta dobi informacijo o koncu inicializacije. Tako 
PROCESS CONTROL sproži ADC DIGITAL READ blok, ki izvaja branje napetosti na 
analogno-digitalnih pretvornikih in branje visokih in nizkih logičnih vrednosti na vhodih 
digitalnega razširjevalnika drugega nivoja. Ko ADC DIGITAL READ blok izvede cikel 
branja do konca, pošlje signal PROCESS CONTROLU, ki pa, če je v vmesnem času dobil 
signal za pisanje napetosti na digitalno-analogni pretvornik ali pa pisanje oz. nastavljanje 
vhodno-izhodnih vrednosti na digitalnem razširjevalniku (na drugem nivoju), sproži cikel 
za pisanje na digitalno-analogni pretvornik oz. digitalni razširjevalnik. Drugače pošlje 
signal za ponovno sprožitev ADC DIGITAL READ bloka. Če je bil sprožen signal za 
pisanje napetosti v vmesnem času, PROCESS CONTROL pošlje signal SELECT MCP1 
bloku, ki nastavi vrednosti izhodov na digitalnem razširjevalniku na vseh modulih z istim 
naslovom, in sicer glede na podan vektorski signal (PORT N) in operacijo (pisanje na 
DAC ali na digitalni razširjevalnik). Potem SELECT MCP1 blok pošlje signal DAC 
WRITE ali pa MCP2 WRITE, ki generirata signale za pravilno komunikacijo z digitalno-
analognim pretvornikom oz. digitalnim razširjevalnikom.  
Metodologija raziskave 
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Osnova vsem naštetim blokom razen bloka, ki skrbi za nadzor procesov (PROCESS 




 SPI komunikacijski blok 3.3.2.
SPI komunikacijski blok je blok, ki skrbi za pravilno izvajanje SPI protokola. Vsi bloki, ki 
sestavljajo blok za komunikacijo FPGA-ja s krmilnimi moduli (Slika 18), razen bloka za 
nadzor procesov, vsebujejo SPI komunikacijski blok.  
Ker imamo 3 različna integrirana vezja, ki so v krmilnem modulu, je treba preučiti, kakšne 
in koliko podatkov potrebujejo. Integrirano vezje LTC1859 (analogno-digitalni pretvornik) 
potrebuje za branje analogne napetosti 2 bajta (16 bitov). Integrirano vezje DAC8565 
(digitalno-analogni pretvornik) potrebuje za uspešen zapis analogne napetosti 3 bajte (24 
bitov). Integrirano vezje MCP23S17 (digitalni razširjevalnik) potrebuje pri nekaterih 
ukazih 3 bajte (24 bitov), pri nekaterih ukazih pa 4 bajte (32 bitov). MCP23S17 in 
LTC1859 tudi pošiljata bite, obadva pošljeta 16 bitov, in sicer kot rezultat branja digitalnih 
vrednosti oz. analogne napetosti. 
Glede na zgoraj opisano je smiselno narediti blok, ki kot podatke sprejme 8-bitni vektor in 
se s pomočjo tega sestavljajo ukazi (za 24 poslanih bitov se pošlje 8-bitni vektor 3-krat). 
SPI blok deluje tako, da, ko se mu poda vektorski ukaz osmih bitov ‒ DIN (Slika 19), se 
zraven pošlje tudi pulz DIN VLD, ki da bloku vedeti, kdaj začeti izpisovati podatke na 
serijsko vodilo. Izpisovanje podatkov se začne, ko blok postavi SS-izhod na nizek logični 
nivo, takrat se postavi tudi READY-izhod na nizek logičen nivo, kar pove, da je SPI 
BLOK zaseden. Zraven začneta delovati SCLK- in MOSI-izhoda po SPI protokolu. SCLK 
daje takt integriranim vezjem, MOSI pa pošilja informacije (blok deluje po SPI ničtem 
načinu – Slika 14 ). Istočasno SPI BLOK posluša vhod MISO in tvori izhodni vektor 
DOUT s podatki, ki jih prebira iz linije MISO na vsak naraščajoči rob SCLK. Ko SPI 
BLOK pošlje 8 bitov, je tudi vektor DOUT sestavljen iz osmih prebranih bitov iz linije 
MISO. Takrat SPI BLOK sproži pulz DOUT VLD, ki nam da vedeti, da je 8-bitni register 
poln in da podatke iz registra lahko zapišemo na primer v RAM. Za tem se izhod READY 
nastavi na visok logični nivo in SPI BLOK čaka nove informacije. Če želimo na primer 
skupaj poslati 16 bitov ob drugi pošiljki informacij (DIN vhodni vektor), sprožimo DIN 
VLD kot prej ter zraven DIN LAST vhod. Ta sporoči SPI bloku, da je to zadnji poslani 
bajt. Tako si po končanem prenosu SPI BLOK nastavi SS izhodno linijo na visok logičen 
nivo in na tak način lahko sestavljamo informacijo, ki jo želimo poslati integriranemu 
vezju. 
Primer pošiljanja 16 bitov: 
‐ Če je izhod READY iz bloka na visokem logičnem nivoju, nastavimo na DIN-vektorski 
vhod prvih osem bitov, ki jih želimo poslati, zraven pa pošljemo pulz na vhod DIN 
VLD. Izhoda READY in SS se bosta nastavila na nizek logičen nivo. 
‐ SPI blok bo poslal 8 bitov preko SPI vodila, zraven pa bo prebiral podatke iz linije 
MISO. Nato bo nastavil izhod READY na visok logičen nivo ter poslal pulz na izhod 
DOUT VLD in na 8-bitnem izhodnem vektorju DOUT podatke, prebrane iz linije 
MISO. 
‐ Ko je izhod READY ponovno na visokem logičnem nivoju, nastavimo na DIN 
vektorski vhod drugih osem bitov, ki jih želimo poslati, zraven pa pošljemo pulz na 




‐ SPI blok bo poslal zadnjih 8 bitov preko SPI vodila, zraven pa bo prebiral podatke iz 
linije MISO, nato pa nastavil READY- in SS-izhod na visok logičen nivo ter poslal pulz 
na izhod DOUT VLD in na 8-bitnem izhodnem vektorju DOUT podatke, prebrane iz 
linije MISO. 
  
Ker SPI BLOK deluje v SPI ničtem načinu (Slika 14 ), je potrebno za komunikacijo z 
digitalno-analognim pretvornikom, ki deluje v SPI načinu ena, narediti še dodatni blok, ki 
zamakne signal MOSI za polovico signala SCLK. 
SPI BLOK z vhodom CLK dobiva takt, ki skrbi za normalno delovanje celotnega bloka. 

















Slika 19 Shema SPI bloka. 
 
 
 Blok za nadzor procesov 3.3.3.
PROCESS CONTROL je glavni blok, ki dodeljuje oziroma daje dovoljenja ostalim 
blokom za začetek delovanja. Vse informacije, ki prožijo komunikacijo z integriranimi 
vezji krmilnega modula, gredo preko tega bloka. Ta blok mora biti zato takšen, da ne 
dovoljuje napak oziroma da če po nekakšnem naključju pride do napake, se zna odzvati 
pravilno in ne neha delovati. 
 
Blok PROCESS CONTROL (Slika 20) ne dovoljuje začetka nobenega procesa, dokler v 
njega ne pride signal za začetek inicializacije (INIT START), tako se sproži njegov izhod 
BEGIN INIT. Ko dobi signal INIT OVER, takrat ve, da je inicializacija končana. Vmes 
PROCESS CONTROL ne dovoli nobenemu drugemu bloku, da bi se izvajal. Če med 
inicializacijskim procesom ni prišlo do signala na DAC START ali do signala na 
DIGITAL START, potem bo blok samodejno sprožil izhod BEGIN ADC CYCLE, s tem 
se bo sprožil blok za branje napetosti iz ADC-ja in branje digitalnih napetosti iz digitalnega 
razširjevalnika. 
PROCESS CONTROL čaka na signal za zaključek tega cikla branja. Ko dobi pulz v ADC 
CYCLE OVER vhod, preveri, če ni prišlo vmes do signala na DAC START ali do signala 
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na DIGITAL START, potem pa ponovi zgoraj opisani korak. V primeru, da je prišel vmes 
eden od zgornjih signalov, si ob prihodu signala zapomni, kateri signal je prišel ter vektor 
podatkov, ki spada k temu signalu (DATA). Ob koncu prejšnjega cikla sproži signal za 
začetek sprožitve bloka za digitalno-analogni pretvornik oz. digitalni razširjevalnik ter 
zraven pošlje vektor podatkov, ki pripada tej operaciji (DATA OK). Tako ponovno čaka, 
da se cikel zaključi, kar dobi z DAC OVER oz. DIGITAL OVER signalom. Ko dobi enega 
izmed zgornjih signalov za zaključek, če vmes ni bilo signalov DAC START ali DIGITAL 
START, ponovno sproži BEGIN ADC CYCLE izhod, da se nadaljuje branje analogno-
digitalnih pretvornikov in digitalnih razširjevalnikov.  
Če vmes slučajno pride do napake in PROCESS CONTROL ne dobi signala za zaključek 
neke operacije, se po 65500 časovnih periodah signala CLK ponovno sproži signal za 
























Inicializacijski blok skrbi za uspešno nastavljanje vseh digitalnih razširjevalnikov na 
prvem nivoju. Vsem digitalnim razširjevalnikom je treba omogočiti naslavljanje, prav tako 
pa je treba vse povezave nastaviti kot izhodne enote ter njihove začetne vrednosti postaviti 
na nizek logičen nivo. 
Inicializacijski blok glede na število krmilnih modulov, ki mu jih podamo preko vhodnega 
vektorja (NUMBER OF PORTS – Slika 21), ob signalu za začetek inicializacije (INIT 
BEGIN) začne prenos podatkov preko serijske komunikacije. DA je izhodni signal, ki 
deluje kot SS linija SPI komunikacije za digitalne razširjevalnike na prvem nivoju vezja 
krmilnih modulov. Ob začetku komunikacije DA pade na nizek logičen nivo, tako se začne 
prenos vseh podatkov. Najprej blok pošlje 3 bajte, s katerimi omogočimo naslavljanje za 
vse razširjevalnike, nato pa pošlje 4-bajtni ukaz, ki nastavi vhodno-izhodne povezave vseh 




razširjevalnikov. Naslednji ukaz, ki ga pošlje, je nastavitev vseh izhodnih povezav na nizek 
logičen nivo. Ta 4-bajtni ukaz prav tako ponovi za vse naslove digitalnih razširjevalnikov. 
Ko zaključi z vsemi ukazi, pošlje pulz na izhod INIT OVER, ki da vedeti bloku za nadzor 












Slika 21 Shema inicializacijskega bloka. 
 
 
 Zapisovanje analognih in digitalnih vrednosti 3.3.5.
Za zapisovanje analognih napetosti skrbi digitalno-analogni pretvornik, za komunikacijo z 
njim pa blok za pisanje na DAC (DAC WRITE – Slika 22). Prav tako za zapisovanje 
digitalnih napetosti skrbi digitalni razširjevalnik, za komunikacijo z njim pa skrbi blok za 
pisanje na digitalni razširjevalnik na drugem nivoju (MCP2 WRITE). Da se eden izmed 
DAC WRITE ali MCP2 WRITE aktivira, je treba najprej izbrati pravilni krmilni modul, 
kar naredi blok SELECT MCP1. 
SELECT MCP1 je blok, ki deluje tako, da se mu preko vhodnega vektorja PORT N 
sporoči, na katerem krmilnem modulu naj se zgodi zapisovanje napetosti, nato pa se mu s 
pulznim vhodom (BEGIN DAC, BEGIN DIGITAL) pove, kam se želi poslati informacije 
‒ na digitalno-analogni pretvornik ali na digitalni razširjevalnik. Tako se aktivira blok in 
začne izvajati SPI pisalno sekvenco, kjer na digitalne pretvornike na prvem nivoju z 
določenim naslovom zapiše napetost na izhod, ki je določen z vhodom PORT N. Ko 
SELECT MCP1 blok konča z sekvenco, pošlje pulz na izhod READY DAC oz. READY 
DIGITAL, odvisno katero sekvenco je izvajal. Ta pulz potuje do vhoda (READY DAC oz. 
READY DIGITAL) na bloku DAC WRITE oz. MCP2 WRITE. To sproži aktivacijo enega 
izmed teh blokov. DAC WRITE za delovanje potrebuje še 2-bitni vektorski vhod DAC 
CHANNEL, s katerim se pove, na kateri kanal bo digitalno-analogni pretvornik pisal 
napetost. Potrebuje pa še vektorski vhod DATA OK, ki pa je 16-bitni podatkovni vhod in 
predstavlja napetost, ki jo bo DAC zapisal.  
MCP2 WRITE blok pa za delovanje potrebuje signalni vhod IO DIR SET, ki pove, ali se 
bodo spreminjale vhodno-izhodne nastavitve povezav ali se bodo zapisovali visoki/nizki 
nivoji na izhodne povezave. Prav tako kot DAC WRITE pa tudi MCP2 WRITE potrebuje 
vektorski vhod, ki pove, katere digitalne vhodno-izhodne povezave bodo vplivane. Ob 
prihodu signala za začetek se sproži SPI sekvenca in izbrani blok zapiše podatke na želeno 
integrirano vezje. Po koncu prenosa podatkov pa blok pošlje signal za končan prenos 
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Slika 22 Shema delovanja zapisovanja analognih in digitalnih napetosti. 
 
 
 Odčitavanje in shranjevanje analognih in digitalnih 3.3.6.
vrednosti 
Blok za branje in pisanje analognih in digitalnih napetosti (ADC DIGITAL RAM – Slika 
18) je sestavljen iz več podblokov (Slika 23). Skrbi za konstantno prebiranje vseh 
vrednosti napetosti na vseh kanalih analogno-digitalnih pretvornikov ter prebiranje 
































































































Slika 23 Shema delovanja bloka za branje in shranjevanje napetosti (ADC DIGITAL RAM). Na 
levi strani so vhodi v blok, na desni izhodi iz bloka, vmes pa bloki na nižjih nivojih. Podčrtani 
vhodi so vektorski signali. 
 
Ker je treba prebirati vse napetosti na vseh krmilnih modulih, moramo imeti blok, ki šteje, 
kateri krmilni moduli so že bili prebrani in kateri še niso bili. Ta blok je PORT COUNTER 
in deluje tako, da prejme število vseh modulov kot vektorski vhod 8-bitov (N OF PORTS) 
in pulzni vhodni signal BEGIN CYCLE. Ob pulzu vhoda BEGIN CYCLE blok PORT 
COUNTER preračuna, kateri krmilni modul je trenutno na vrsti in ga poda kot vektorski 
izhod 8 bitov (PORT N). Zraven pošlje tudi pulz za začetek operacije branja iz analogno-
digitalnega pretvornika (BEGIN ADC). Ta pulz gre do bloka SELECT MCP1, ki je enak 
bloku, ki je opisan v poglavju 3.3.5. Razlika je le ta, da ima ta blok namesto vhoda BEGIN 
DAC in izhoda READY DAC vhod BEGIN ADC in izhod READY ADC. Ko pride pulz 
do SELECT MCP1 bloka, ta sproži sekvenco, kjer izbere pravi krmilni modul in ADC-
operacijo na tem modulu. Ob koncu pošlje pulz preko izhoda READY ADC do bloka ADC 
READ. V tem bloku se tako začne branje analogno-digitalnega pretvornika, tako da 
sedemkrat pošlje preko SPI protokola 16-bitni ukaz, ki vsebuje informacijo, sestavljeno iz 
2-bitnega vektorskega vhoda ADC RANGE (ki pove analogno-digitalnemu pretvorniku  
območje branja napetosti) ter 3-bitnega trenutnega naslova kanala analogno-digitalnega 
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pretvornika. Blok ob vsakem pošiljanju spremeni ukaz, tako da poveča bite, ki 
predstavljajo analogne kanale na pretvorniku. Zraven vedno prebira vhod MISO, ki je 
izhod iz integriranega vezja analogno-digitalnega pretvornika. Ob vsakem branju si 
vrednosti iz MISO-vhoda zapisuje v 16-bitni vektor, ki ga ob vsakem zaključenem branju 
pošlje kot 16-bitni vektorski izhod DATA ADC skupaj s pulzom, ki oznanja zaključek 
branja enega kanala analogno-digitalnega pretvornika (ADC PULSE). Ta dva signala 
(DATA ADC in ADC PULSE) potujeta do bloka RAM ADDRESS SELECTOR, ki skrbi, 
da se pravi podatki zapisujejo na prava mesta v notranjem RAM-u FPGA-ja. RAM 
ADDRESS SELECTOR ob vsakem pulznem signalu ADC PULSE prebere 16-bitni 
vektorski vhod DATA ADC in ga zapiše s pomočjo 16-bitnega izhoda (DATA RAM) na 
pravo mesto v notranji pomnilnik s pomočjo 10-bitnega izhoda (ADDRESS RAM). 
 
IF (ADC READY=='1') { 
𝑨𝑫𝑪_𝒑𝒖𝒍𝒔𝒆_𝒄𝒏𝒕 = 𝟎 
} 
ELSE IF (ADC PULSE =='1'){ 




𝑨𝑫𝑫𝑹 = 𝒕𝒐_𝟏𝟎𝒃𝒊𝒕_𝒗𝒆𝒄𝒕𝒐𝒓(𝒕𝒐_𝒊𝒏𝒕𝒆𝒈𝒆𝒓(𝑷𝑶𝑹𝑻 𝑵 ∗ 𝟖 + 𝑨𝑫𝑪_𝒑𝒖𝒍𝒔𝒆_𝒄𝒏𝒕 − 𝟏)  (3.2) 
 
Z enačbama (3.1) in ((3.2) dobimo naslovno mesto 10-bitnega notranjega pomnilnika 
FPGA-ja. Enačba (3.1) prikazuje, kako se spreminja števec pulzov ADC PULSE – ob 
prihodu signala ADC READY v blok dobi števec vrednost 0, ob prihodu signala ADC 
PULSE pa se števec poveča za 1. Enačba (3.2) prikazuje izračun naslovnega mesta 
notranjega pomnilnika. Enačba je sestavljena iz dveh funkcij: 
‐ to_integer() – funkcija, ki pretvori dvojiški vektor v naravno desetiško število; 
‐ to_10bit_vector() – funkcija, ki pretvori naravno desetiško število v 10-bitni dvojiški 
vektor.  
 
Ko doseže ADC_pulse_cnt iz enačbe (3.1) vrednost 7, blok RAM ADDRESS SELECTOR 
pošlje pulz na izhod BEGIN DIGITAL. Ta pulz gre na SELECT MCP1 blok, ki začne 
sekvenco za aktivacijo digitalnega razširjevalnika na drugem nivoju vezja krmilnega 
modula. Ob koncu sekvence pošlje blok SELECT MCP1 pulz na izhod READY 
DIGITAL. Ta pulz aktivira blok MCP2 READ, ki izvede sekvenco branja digitalnih 
vhodov digitalnega razširjevalnika na drugem nivoju vezja krmilnega modula. Blok pošilja 
signale preko MOSI-linije SPI komunikacije in hkrati prebira vrednosti iz linije MISO. Ko 
zaključi s komunikacijo, pošlje pulz na izhod DIGITAL OVER, prav tako pa 16-bitni 
izhodni vektor prebranih digitalnih vhodov razširjevalnika na izhod DATA DIGITAL. Ti 
dve vrednosti gresta prav tako na blok RAM ADDRESS SELECTOR, ki ponovno zapiše 
te vrednosti v notranji pomnilnik FPGA-ja. 
 
𝑨𝑫𝑫𝑹 = 𝒕𝒐_𝟏𝟎𝒃𝒊𝒕_𝒗𝒆𝒄𝒕𝒐𝒓(𝒕𝒐_𝒊𝒏𝒕𝒆𝒈𝒆𝒓(𝑷𝑶𝑹𝑻 𝑵) ∗ 𝟖 + 𝟕)  (3.3) 
 




Z zapisom 16-bitne vrednosti iz digitalnega razširjevalnika v notranji pomnilnik pa blok 
RAM ADDRESS SELECTOR pošlje tudi pulz na izhod ADC DIGITAL OVER, ki pa 
potuje do bloka PROCESS CONTROL, da sporoči, da je konec cikla branja napetosti. 
Blok RAM ADDRESS SELECTOR prebrane vrednosti napetosti zapiše s pomočjo enačb 
(3.1), (3.2) in (3.3) na prava mesta v notranjem pomnilniku. Notranji pomnilnik FPGA-ja 
pa je blok, ki že obstaja v programskem okolju Xilinx in ga ni bilo treba načrtovati. Za 
pravilno delovanje notranji pomnilnik potrebuje konstanten takt (CLK), v RAM pa se 
vpiše vrednosti s pomočjo 10-bitnega naslova (ADDRESS RAM) in signala za pisanje 
napetosti (WRITE RAM) ter 16-bitnega vektorja podatkov (DATA RAM). Iz RAM-a 
beremo s taktom, ki ima lahko drugo frekvenco (USB CLK) kot glavni takt (CLK), 
potrebujemo le še števec, ki omogoča prebrati celoten notranji pomnilnik (blok USB RAM 
ADDRESS). Ta blok deluje tako, da na vsak pulz (USB READ) prišteje +1 k naslovu 
notranjega pomnilnika (USB ADDRESS). RAM tako na svojem izhodu vrača 16-bitno 
vrednost DATA OUT. Tako lahko preko programa Matlab preberemo notranji pomnilnik, 




 Vrhovni blok, ki se naloži v FPGA 3.3.7.
Modul s FPGA-jem omogoča komunikacijo preko USB vodila, zato je treba uporabiti tudi 
blok, ki to komunikacijo realizira. Na Slika 24 je prikazana sestava vrhovnega modula, ki 
se naloži v FPGA. Blok FIRST skrbi za komunikacijo osebnega računalnika s FPGA-jem, 
blok FPGA MODULE DRIVER pa je zgoraj predstavljen blok, ki skrbi za nadzor in 
upravljanje krmilnih modulov. 
Komunikacija preko USB-ja med FPGA-jem in osebnim računalnikom je omogočena s 
pomočjo dinamičnih knjižnic (ang. dynamic-link library), ki jih lahko implementiramo v 
več programskih jezikov (Matlab, Python, C itd.).  
Bloku FIRST se preko ukazov iz knjižnic pove, katere 16-bitne vektorske izhode (EP 
DATA OUT1 – EP DATA OUT 12) naj nastavi na kakšne vrednosti. Tako so vsi vhodi 
bloka za komunikacijo s krmilnimi moduli (FPGA MODULE DRIVER) povezani z izhodi 
iz bloka FIRST, razen vhod MISO, ki je vezan na dejanski izhod integriranih vezij, ter 
vhod CLK, ki je vezan na zunanji takt na modulu z FPGA-jem.  
Izhodi iz bloka grejo večinoma kar na izhod iz modula FPGA – to so izhodi, ki skrbijo za 
SPI komunikacijo (DA, CS, SCK in MOSI). Izhod DATA OUT pa gre na vhod USB 







































































3.4. Matlab programiranje 
Program, ki se izvaja v Matlabu, v prvem koraku omogoča izbiro kontrole enote in števila 
krmilnih modulov, v drugem koraku pa generira uporabniški vmesnik glede na podano 








vmesnik Izbira kontrolne 
enote in števila 










































Slika 25 Sekvenca delovanja programa za krmiljenje laserskega sistema v Matlabu. 
Po generaciji uporabniškega vmesnika se požene program, s pomočjo katerega preko 
generiranega uporabniškega vmesnika krmilimo celoten laserski sistem. 
Uporabniški program ima drugačno zasnovo, če krmilimo sistem z mikrokrmilnikom, kot 
če krmilimo sistem s FPGA-jem. V primeru, da je izbran mikrokrmilnik kot kontrola enota, 
potem poteka komunikacija preko RS232 standarda in se podatki mikrokrmilniku pošiljajo 
preko serijskih vrat. V primeru, da je izbran FPGA kot kontrola enota, pa poteka 
komunikacija preko USB-ja ali PCIe mostu na integriranem vezju [22] s pomočjo API 
(ang. Application Programming Interface) klicev v Matlabu. 
Po vzpostavitvi povezave med kontrolno enoto in programom preide Matlabov program v 
stanje, kjer poteka dejansko krmiljenje sistema. V tem stanju pošiljamo ukaze kontrolni 
enoti preko uporabniškega vmesnika v Matlabu, s pomočjo katerih kontrolna enota izvaja 
pisanje in branje napetosti na različnih krmilnih modulih. Po koncu krmiljenja se zapre 
serijski port oz. povezava med FPGA-jem in osebnim računalnikom preko API-klica in 










4. Rezultati in diskusija 
V okviru naloge so bili izdelani 3 različni programi s tremi različnimi programskimi okolji 
in jeziki. Programski jeziki, ki so bili uporabljeni: 
‐ C++  – pisanje programa za mikrokrmilnik Arduino Due; 
‐ VHDL – pisanje programa za FPGA na integriranem vezju XEM3050 podjetja Opal 
Kelly; 
‐ Matlab – pisanje programa za komunikacijo s kontrolno enoto ter prikaz krmiljenja 
preko uporabniškega vmesnika.  
 
 
4.1. C++ program za mikrokrmilnik 
Program, ki se izvaja na mikrokrmilniku, je zasnovan tako (Slika 26), da mikroprocesor ob 
zagonu čaka na ukaz za povezavo z osebnim računalnikom (sporočanje računalniku, da je 
priključen na pravilni krmilnik, zato da ni potrebe po ročnem izbiranju serijskih vrat). Ob 
prihodu pravilnega ukaza na mikrokrmilnik preko serijske povezave mikrokrmilnik čaka 
na ukaz za inicializacijo (s tem ukazom krmilnik nastavi vse digitalne razširjevalnike na 
prvem nivoju vezja krmilnega modula na pravilne začetne vrednosti). Po končani 
inicializaciji program preide v stanje, kjer konstantno izvaja branje napetosti ADC-jev in 
digitalnih vhodov ter preverja, ali je prišel nov ukaz preko serijskih vrat. Če mikrokrmilnik 
preko serijskih vrat ne prejme ukaza, se stalno ponavljata ta dva koraka. V primeru, da 
mikrokrmilnik prejme ukaz preko serijske povezave, ga preveri, ali je ustrezno sestavljen, 
in če ni, se vrne v stanje branja napetosti iz analogno-digitalnih pretvornikov in vhodov 
digitalnih razširjevalnikov. Če pa je ukaz ustrezen, mikrokrmilnik glede na njegov tip 
izvede eno izmed naslednjih nalog: 
‐ Ponovno izvede inicializacijo – Nastavi vse digitalne razširjevalnike na prvem nivoju 
kot izhodne razširjevalnike ter njihove logične vrednosti postavi na nizek nivo. 
‐ Pisanje napetosti na določen kanal DAC-a s podano napetostjo. 
‐ Spreminjanje vhodno-izhodnih nastavitev digitalnega razširjevalnika na drugem nivoju 
vezja krmilnega modula. 
‐ Spreminjanje logičnih nivojev izhodov digitalnega razširjevalnika na drugem nivoju 
vezja krmilnega modula. 
‐ Določanje števila izvedb branja analogno-digitalnih razširjevalnikov (povprečenje). 
‐ Menjava merilnega območja analogno-digitalnih pretvornikov. 
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‐ Izpis vrednosti digitalnih vhodov vseh modulov na serijska vrata (pošiljanje digitalnih 
vrednosti računalniku). 
‐ Izpis vrednosti analogno-digitalnih vrednosti vseh kanalov enega krmilnega modula na 
serijska vrata (pošiljanje ADC-vrednosti računalniku). 
Ko opravi eno izmed teh nalog, se mikrokrmilnik vrne v stanje branja napetosti iz 
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Pisanje na DAC 











































4.2. Program VHDL za FPGA 
Podobno kot pri programu za mikrokrmilnik je bil pri programu za FPGA cilj izdelati blok 
v VHDL-u, s pomočjo katerega lahko krmilimo vse krmilne module. 
Delovanje programa je takšno, kot je opisano v poglavju 3.3, zato bodo v nadaljevanju za 
posamezne podbloke podani zgolj prikazi in komentarji simulacije delovanja. 
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 SPI komunikacijski blok 4.2.1.
SPI komunikacijski blok omogoča izvajanje SPI protokola. Je ključni blok za 
komunikacijo z vsemi integriranimi vezji na krmilnem modulu.  
Vhodni signali so: 
‐ CLK – daje takt celotnemu bloku in skrbi za uspešno izvajanje programa (na 
spremembo logičnega nivoja signala CLK se izvaja program); 
‐ RST – je signal za ponastavitev vrednosti; 
‐ MISO – je linija MISO komunikacije SPI; 
‐ DIN[7:0] – je 8-bitni vektorski vhod v blok, preko katerega se sporoči bloku, kaj naj 
izpiše na MOSI-liniji; 
‐ DIN_LAST – je signal, ki pove bloku, ali je trenutni bajt, ki je podan bloku preko 
DIN[7:0], zadnji bajt (če je DIN_LAST na visokem logičnem nivoju, potem blok ve, da 
je to zadnji bajt, ki ga mora prenesti. Po tem prenesenem bajtu bo CS_N izhod skočil na 
visok logičen nivo – primer pri 4000 ns in 6000 ns na sliki 27); 
‐ DIN_VLD – je signal, ki pove bloku, naj začne s prenosom podatkov. 
Izhodni signali so: 
‐ SCLK – daje takt SPI komunikaciji – SCLK-linija SPI protokola; 
‐ CS_N[0:0] – je SS-linija SPI komunikacije (kadar je na logični 0, takrat integrirana 
vezja prejemajo podatke preko SPI vodila, ko je logični 1, takrat nehajo prejemati 
podatke); 
‐ MOSI – je linija MOSI SPI komunikacije, s pomočjo linije SCLK pošilja podatke, ki jih 
blok dobi na DIN[7:0] vhodni vektor; 
‐ READY – je izhodni signal, ki pove, ali je SPI blok zaseden ali prost (ključno za 
komunikacijo z ostalimi bloki, ki sodelujejo pri prenosu podatkov); 
‐ DOUT[7:0] – 8-bitni vektorski izhod, ki beleži linijo MISO in jo po koncu prenosa 
izpiše v 8-bitnem vektorskem zapisu; 




Slika 27 Simulacija SPI bloka. 
Na Slika 27 vidimo simulacijo SPI bloka, kjer preko linije MOSI prenesemo v prvem 
prenosu 3 bajte (decimalno 18,244 in 71), v drugem pa 1 bajt (decimalno 71) iz zraven tudi 
beremo linijo MISO (v prvem prenosu vedno decimalna 0, v drugem prenosu decimalna 
220). 
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 Blok za nadzor procesov 4.2.2.
Blok za nadzor procesov skrbi, da FPGA komunicira le z enim integriranim vezjem 
naenkrat, tako da ne pride do zmede pri SPI komunikaciji. S pulzom pošlje blok signal za 
začetek aktivacije določenega bloka, nato pa čaka pulz, ki mu pove, da je komunikacije 
konec (Slika 28). 
Vhodni signali so: 
‐ CLK – daje takt celotnemu bloku in skrbi za uspešno izvajanje programa (na 
spremembo logičnega nivoja signala CLK se izvaja program); 
‐ RST – je signal za ponastavitev vrednosti; 
‐ INIT_START – je vhodni signal, preko katerega se sporoči bloku za nadzor, da začne 
inicializacijski proces (vedno je treba inicializirati pred vsemi operacijami, drugače blok 
ne dovoli izvajanja drugih operacij); 
‐ INIT_OVER – je vhodni signal, ki da vedeti bloku, da je konec inicializacije in da lahko 
začne izvajati druge procese; 
‐ DIGW_START – je signal, preko katerega se sporoči bloku za nadzor, da začne zapis 
na digitalni razširjevalnik na drugem nivoju vezja krmilnega modula; 
‐ DIGW_OVER – je vhodni signal, ki da vedeti bloku, da je konec pisanja na digitalnem 
razširjevalniku in da lahko začne izvajati druge procese; 
‐ DAC_START – je signal, preko katerega se sporoči bloku za nadzor, da začne zapis na 
digitalno-analogni pretvornik; 
‐ DAC_OVER – je vhodni signal, ki sporoči bloku, da je konec komunikacije z digitalno-
analognim pretvornikom in da lahko začne izvajati druge procese; 
‐ DATA_IN[15:0] – je 16-bitni vektorski vhod, namenjen pisanju napetosti na digitalno-
analogni pretvornik ter pisanju na digitalni razširjevalnik na drugem nivoju vezja 
krmilnega modula. Ko pride signal, ki pove bloku, da želimo komunicirati z DAC-om 
oz. digitalnim razširjevalnikom (DAC_START, DIGW_START), si blok zapomni tudi 
podatke, ki jih želimo poslati na integrirano vezje. To je uporabno, če slučajno prispe v 
kratkem času več signalov za zapis in si tako zapomni vse, da slučajno ne bi prišlo do 
napačnih zapisanih vrednosti. Zapomnjeno vrednost ob začetku komunikacije pošlje na 
izhodni vektorski signal DATA_OUT[15:0]; 
‐ ADC_DIGR_PULSE – je signal, ki pove bloku, da se je zaključil cikel branja napetosti 
na analogno-digitalnem pretvorniku in digitalnem razširjevalniku. 
 
Izhodni signali so: 
‐ INIT_BEGIN – sporoči bloku za inicializacijo, da se lahko aktivira; 
‐ DAC_BEGIN – sporoči bloku za pisanje napetosti na digitalno-analogni pretvornik, da 
se lahko aktivira; 
‐ DIGW_BEGIN – sporoči bloku za pisanje napetosti na digitalni razširjevalnik, da se 
lahko aktivira; 
‐ DATA_OUT[15:0] – vektorski izhod, ki je kot vhod beležen preko DATA_IN[15:0] ob 
želenem začetku komunikacij in na izhod pošlje vrednosti glede na operacijo, ki se bo v 
trenutku izvajala; 
‐ ADC_DIGR_BEGIN – sporoči bloku za branje napetosti na analogno-digitalnem 
pretvorniku in digitalnem razširjevalniku, da se lahko aktivira. 
 
 




Slika 28 Simulacija bloka za nadzor procesov. 
 
Na Slika 28 je prikazano delovanje bloka za nadzor procesov. Ko dobi signal za začetek 
komunikacije, preveri, ali trenutno ne poteka noben proces. Če ne poteka nobeden, preveri, 
ali je že prišlo do inicializacije. V primeru, da še ni prišlo do inicializacije, blok ne bo 
naredil ničesar, razen če je signal za začetek komunikacija INIT_START. Tako izvede 
inicializacijo in ob zaključku inicializacije se lahko začnejo izvajati drugi procesi. S 
START signali (DAC_START, DIGW_START, INIT_START, ADC_DIGR_PULSE) se 
bloku sporoči, kater proces naj se zgodi. V primeru, da blok ni sredi komunikacije ali pa 
nima v spominu, da mora izvesti kakšen drug proces, aktivira želeni proces s signalom 
BEGIN (DAC_BEGIN, DIGW_BEGIN, INIT_BEGIN, ADC_DIGR_BEGIN). Nato je 
blok zaseden (posluša, če želimo izvesti kako drugo operacijo, vendar je ne začne), saj ve, 
da preko aktiviranega bloka trenutno poteka komunikacija z integriranimi vezji. Ko dobi 
od tega bloka, ki je bil aktiviran, signal za konec, in sicer na vhod OVER (DAC_OVER, 
DIGW_OVER, INIT_OVER, ADC_DIGR_PULSE), se sproži nov proces, če ga ima v 
spominu (dodal v spomin, če je prišel signal START, medtem ko je bil blok zaseden). Če 
ni bilo nobenega signala za konec, blok za nadzor procesov čaka 65500 udarcev takta (ni 
vidno na zgornji simulaciji), nato pa aktivira pulz ADC_DIGR_BEGIN, ki je signal za 
branje napetosti. Ta funkcionalnost je narejena, da se lahko branje začne, prav tako pa za 
varnost. V primeru, da bi prišlo slučajno do napake, bi znova začel cikel branja in ne bi za 




Inicializacija je blok, ki se načeloma izvede le enkrat, in sicer ob pogonu programa. 
Inicializacijski blok dobi podatek o številu krmilnih modulov ter kdaj naj se aktivira iz 
osebnega računalnika, blok pa pošlje takšno zaporedje ukazov vsem digitalnim 
razširjevalnikom na prvem nivoju, da jih nastavi na želene začetne vrednosti (omogoči 
naslavljanje integriranih vezij, nastavi vse vhodno-izhodne povezave razširjevalnikov kot 
izhodne enote in nastavi vse povezave na nizek logičen nivo). 
 
 
Vhodni signali v inicializacijski blok (Slika 29) so: 
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‐ CLK – daje takt celotnemu bloku in skrbi za uspešno izvajanje programa (na 
spremembo logičnega nivoja signala CLK se izvaja program); 
‐ RST – je signal za ponastavitev vrednosti; 
‐ INIT_START – je vhodni signal, preko njega se sporoči bloku, da začne z inicializacijo; 
‐ N_OF_PORTS[7:0] – je vhodni vektorski signal, preko katerega dobi blok informacijo 
o številu krmilnih modulov v sistemu. 
 
Izhodni signali so: 
‐ INIT_OVER – signal, ki se sproži po koncu inicializacijskega procesa. Njegov namen 
je, da sporoči, da je konec inicializacije; 
‐ SCK – izhodni signal, ki je SCLK-linija SPI protokola, z njim daje blok takt SPI 
komunikaciji; 
‐ MOSI – je linija MOSI SPI komunikacije, s pomočjo linije SCLK pošilja podatke na 
digitalne razširjevalnike; 
‐ CS – je SS-linija SPI komunikacije, ko je na nizkem logičnem nivoju, takrat integrirano 
vezje posluša podatke, ki pridejo preko linije MOSI. 
 
Na Slika 29 vidimo, kako poteka inicializacija za 3 krmilne module (inicializacija bi bila 
enaka tudi za 12 krmilnih modulov, saj imajo digitalni razširjevalniki prvih 12 krmilnih 
modulov enak naslov na integriranem vezju).  
S prvim poslanim bajtom se digitalnemu razširjevalniku vedno pove, na kateri naslov se 
pošilja ter ali se bo izvajalo pisanje na digitalni razširjevalnik ali branje iz njega. Drugi bajt 
je vedno naslovni register (ang. Register Address), ki pove, kaj se bo izvedlo na digitalnem 
razširjevalniku. Tretji in četrti bajt sta bajta, ki vsebujeta podatke, na primer dejansko 
konfiguracijo vhodno-izhodnih enot, nastavitve (podrobneje v poglavju 3.2.1.) … 
Prvi ukaz, ki ga blok pošlje, je dolg 3 bajte. V prvem bajtu pove, da želimo zapisati 
vrednost na digitalne razširjevalnike z naslovom 0. Z drugim bajtom pove, da želimo 
konfigurirati digitalne razširjevalnike (IOCON). S tretjim bajtom pa pošlje nastavitve, kjer 
aktivira možnost naslavljanja integriranih vezij. Drugi ukaz, ki ga pošlje blok, je dolg 4 
bajte. Prvi bajt je enak, saj želi pisati na vse digitalne razširjevalnike z naslovom 0. Drugi 
bajt pove, da želi spreminjati vhodno-izhodne nastavitve (IODIRA). S tretjim in četrtim 
bajtom pa nastavi vse vhodno-izhodne povezave digitalnih razširjevalnikov, ki poslušajo, 
na izhodne enote. 
Zadnji ukaz, ki ga pošlje, je prav tako dolg 4 bajte. Prvi bajt je enak kot pri zgornjih 
ukazih, saj prav tako želi pisati na vse digitalne razširjevalnike z naslovom 0. Z drugim 
bajtom pove, da želi spreminjati logične nivoje izhodnih povezav na digitalnih 
razširjevalnikih (GPIOA). Tretji in četrti bajt pa nastavita vse izhodne povezave na nizek 
logičen nivo. Po koncu prenesenih ukazov blok sproži pulz na izhodu INIT_OVER, ki 
pove, da je inicializacije konec. 
 
 




Slika 29 Simulacija inicializacijskega bloka za 3 krmilne module. Pulzi, ki so polovični na liniji 
MOSI, predstavljajo vrednost, ki ni pomembna (lahko je visok ali nizek logičen nivo), ker ne 
spremeni ničesar. 
 
Na Slika 30 vidimo, kako je videti, kadar imamo več kot 12 krmilnih modulov v sistemu 
(15 krmilnih modulov). Blok pošlje 6 ukazov, kjer so prvi trije ukazi enaki kot na Slika 29 
– z njimi inicializira prvih 12 krmilnih modulov, naslednje 3 krmilne module pa inicializira 
z ukazi, ki sledijo. Vidimo, da se dejansko spreminjajo le prvi bajti pri ukazih, saj želi 
vedno izvesti enake operacije na integriranih vezjih, spremeni le njihove naslove. Pri 
ukazih 4‒6 je prvi bajt drugačen od prvega bajta pri ukazih 1‒3, saj ima drugačne naslovne 





Slika 30 Simulacija inicializacijskega bloka za 15 krmilnih modulov. Pulzi, ki so polovični na liniji 




 Zapisovanje analognih in digitalnih napetosti 4.2.4.
Za zapisovanje analognih napetosti skrbi digitalno-analogni pretvornik, za zapisovanje 
digitalnih napetosti pa digitalni razširjevalnik. Ker pa imamo v sistemu več krmilnih 
modulov, je pred komunikacijo z DAC-om oz. digitalnim razširjevalnikom na drugem 
nivoju treba aktivirati drugi nivo na pravilnem krmilnem modulu. 
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Vhodi signali v blok za zapisovanje analognih in digitalnih napetosti (Slika 31) so: 
‐ CLK – daje takt celotnemu bloku in skrbi za uspešno izvajanje programa (na 
spremembo logičnega nivoja signala CLK se izvaja program); 
‐ RST – je signal za ponastavitev vrednosti; 
‐ START_DAC – je vhodni signal, preko katerega se sporoči bloku, da začne s sekvenco 
pisanja na digitalno-analogni pretvornik; 
‐ START_DIGW – je vhodni signal, preko katerega se sporoči bloku, da začne s 
sekvenco pisanja na digitalni razširjevalnik; 
‐ PORT_N[7:0] – 8-bitni vhodni vektorski signal, preko katerega se poda bloku 
informacija, na katerem krmilnem modulu je DAC oz. digitalni razširjevalnik, s katerim 
naj komunicira; 
‐ DATA_IN[15:0] –16-bitni vhodni vektorski signal, preko katerega se sporoči bloku, 
kakšno napetost naj pošlje na DAC oziroma kateri digitalni izhodi naj se nastavijo na 
visok ali nizek logičen nivo; 
‐ DAC_CHANNEL[1:0] – 2-bitni vhodni vektorski signal, s katerim se pove, na kateri 
kanal naj DAC zapiše napetost; 
‐ IO_DIR_SET – signal, ki pove, ali se bodo nastavljale vhodno-izhodne nastavitve ali 
spreminjali logični nivoji povezav digitalnega razširjevalnika na drugem nivoju.  
 
Izhodni signali so: 
‐ DAC_OVER – signal, ki po koncu pisanja na DAC sporoči, da se je proces zaključil; 
‐ DIGW_OVER – signal, ki po koncu pisanja na digitalni razširjevalnik na drugem nivoju 
krmilnega modula sporoči, da se je proces zaključil; 
‐ SCK – izhodni signal, ki je SCLK-linija SPI protokola, z njim daje blok takt SPI 
komunikaciji; 
‐ MOSI – je linija MOSI SPI komunikacije, ki s pomočjo linije SCLK pošilja podatke na 
digitalne razširjevalnike; 
‐ CS – je SS-linija SPI komunikacije, ko je na nizkem logičnem nivoju, takrat bodisi 
DAC bodisi digitalni razširjevalnik na drugem nivoju poslušata; 




Slika 31 Simulacija bloka, ki skrbi za zapisovanje napetosti na digitalno-analogni pretvornik in 
digitalni razširjevalnik na drugem nivoju krmilnega modula. Pulzi, ki so polovični na liniji MOSI, 
predstavljajo vrednost, ki ni pomembna (lahko je visok ali nizek logičen nivo), ker ne spremeni 
ničesar. 
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Preko signala START_DAC se sporoči modulu, naj začne DAC-sekvenco. Zraven se poda, 
na katerem krmilnem modulu je digitalno-analogni pretvornik (PORT_N[7:0]), na katerem 
kanalu DAC-a naj se zapiše napetost (DAC_CHANNEL[1:0]) ter kakšna naj bo napetost 
(DATA_IN[15:0]). Tako bo blok najprej zapisal 4 bajte na digitalni razširjevalnik na 
prvem nivoju in tako aktiviral pravi krmilni modul. V nadaljevanju bo blok zapisal 3 bajte 
na DAC (SPI način 1 – Slika 14 ). S prvim bajtom izberemo kanal, na katerega 
zapisujemo, drugi in tretji bajt pa sta podatkovna in povesta digitalno-analognemu 
pretvorniku, kakšno napetost naj nastavi na izhodnem kanalu. 
Prav tako se preko signala START_DIGW sporoči modulu, naj začne sekvenco pisanja na 
digitalni razširjevalnik na drugem nivoju. Zraven tega signala se poda, na katerem 
krmilnem modulu se bodo izvajale spremembe (PORT_N[7:0]), ali želimo spreminjati 
vhodno-izhode nastavitve ali nastavitve logičnih nivojev povezav digitalnega 
razširjevalnika (IO_DIR_SET) ter dejanske nastavitve (DATA_IN[15:0]). Tako se začne 
sekvenca, ki enako kot pri DAC-sekvenci zapiše 4 bajte, s katerimi aktivira drugi nivo 
pravega krmilnega modula. Nato pa pošlje 4 bajte na digitalni razširjevalnik na drugem 
nivoju.  
Po koncu katere koli operacije pošljeta bloka signal (DAC_OVER oz. DIGW_OVER), s 
katerima povesta, da se je sekvenca zaključila. 
 
 
 Branje in shranjevanje analognih in digitalnih napetosti 4.2.5.
Najkompleksnejši blok v celotni shemi je blok za branje in shranjevanje analognih in 
digitalnih napetosti. Blok mora skrbeti za branje napetosti iz 7 kanalov analogno-
digitalnega pretvornika, brati mora napetosti iz digitalnega razširjevalnika na drugem 
nivoju krmilnega modula, prebrane napetosti mora zapisovati v RAM, omogočati pa mora 
tudi branje iz RAM-a. 
Vhodni signali v blok za branje in shranjevanje analognih in digitalnih napetosti (Slika 32 ) 
so: 
‐ CLK – daje takt celotnemu bloku in skrbi za uspešno izvajanje programa (na 
spremembo logičnega nivoja signala CLK se izvaja program); 
‐ RST – je signal za ponastavitev vrednosti; 
‐ INPUT_RANGE_ADC[1:0] – je 2-bitni vhodni vektorski signal, preko katerega se 
nastavlja območje branja napetosti na analogno-digitalnem pretvorniku; 
‐ MISO – je vhodni signal, ki je linija MISO SPI komunikacije – s pomočjo tega signala 
se prebirajo vrednosti napetosti; 
‐ START_NEW_CYCLE – je vhodni signal, preko katerega se sporoči bloku, da začne s 
sekvenco branja iz analogno-digitalnega pretvornika;  
‐ N_OF_PORTS [7:0] – 8-bitni vhodni vektorski signal, preko katerega blok prejme 
informacijo o številu krmilnih modulov v sistemu; 
‐ USB_CLK – je takt, ki je namenjen branju iz notranjega RAM-a v bloku; 
‐ READ_EN – signal, s katerim se sporoči, da želimo prebrati vrednost iz RAM-a. 
 
Izhodni signali so: 
‐ CYCLE_OVER – signal, ki po koncu sekvence branja sporoči, da se je proces zaključil; 
‐ CS_MCP1 – je SS-linija SPI komunikacije za digitalni razširjevalnik na prvem nivoju 
krmilnega modula; 
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‐ CS – je SS-linija SPI komunikacije za integrirana vezja ne drugem nivoju krmilnega 
modula. Ko je na nizkem logičnem nivoju, takrat posluša bodisi ADC bodisi digitalni 
razširjevalnik na drugem nivoju;  
‐ MOSI – je linija MOSI SPI komunikacije, s pomočjo linije SCLK pošilja podatke na 
digitalne razširjevalnike; 
‐ SCK – izhodni signal, ki je SCLK-linija SPI protokola, z njim dajemo takt SPI 
komunikaciji; 




Slika 32 Simulacija delovanja bloka za branje in shranjevanje analognih in digitalnih napetosti.  
 
Blok deluje tako, da ko dobi signal START_NEW_CYCLE. Določi, kateri krmilni modul 
mora prebrati glede na število krmilnih modulov (N_OF_PORTS[7:0]) ter glede na to, 
koliko jih je že prebral. Nato pošlje 4 bajte na digitalni pretvornik na prvem nivoju vezja 
krmilnega modula. Tako pravilno izbere krmilni modul. Začne vedno z branjem analogno-
digitalnega pretvornika, kjer izvede 7 meritev, tako da vedno pošlje 2 bajta, kjer s prvim 
bajtom določi območje branja in kanal, drug bajt pa je tam le za branje analogno-
digitalnega pretvornika preko linije MISO. Te vrednosti zapiše na pravi naslov v RAM s 
pomočjo enačb (3.1) in (3.2). Ko prebere vseh 7 linij, ponovno piše na digitalni 
razširjevalnik na prvem nivoju, kjer v tem koraku izbere operacijo z digitalnim 
razširjevalnikom na drugem nivoju. V naslednjem koraku pošlje 4 bajte na digitalni 
razširjevalnik na drugem nivoju, tako da prebere vrednosti vhodnih povezav 
razširjevalnika. Prebrane vrednosti zapiše na pravi naslov v RAM s pomočjo enačbe (3.3). 
Ko zapiše vrednosti v RAM, pošlje pulz na izhod CYCLE_OVER. S tem pove, da je 
zaključil en cikel branja. 
Vmes pa se ne glede na dogajanje v bloku lahko kadarkoli bere iz RAM-a, in sicer s 
pomočjo vhoda USB_CLK in USB_READ. USB_CLK je takt, s katerim branje poteka, 
USB_READ pa pulz, ki določa, kdaj se prebere in poveča naslov RAM-a za naslednje 
branje. Smiselno je prebrati vedno 2048 bajtov, ker je to velikost RAM-a. 
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 Blok za komunikacijo s krmilnimi moduli 4.2.6.
Blok za komunikacijo s krmilnimi moduli je blok, ki je sestavljen iz zgoraj opisanih 
podblokov. Ta blok skrbi za komunikacijo z vsemi krmilnimi moduli v sistemu. Na Slika 
33 je prikazana simulacija tega bloka. Ker je simulacija precej obsežna, se vseh SPI 
signalov ne vidi zelo dobro, vendar se vidi glavni potek komunikacije. Najprej je potrebna 
inicializacija (INIT_START), ko se le-ta izvede, pa lahko blok prejme signal za pisanje na 
DAC ali digitalni razširjevalnik z (DAC_START oz. DIGW_START) ter potrebne vhode 
za delovanje blokov (DAC_CHANNEL[1:0], IO_DIR_SET, PORT_N[7:0] ter 
DATA[15:0]). V primeru, da od zadnje operacije, ki jo je blok izvajal 65500 period vhoda 
CLK, ni nobenega signala za komunikacijo, potem se samodejno sproži signal za branje 
napetosti (vidimo na Slika 33 pri 900 µs). Nato se izvaja branje, saj blok za izvajanje 
branja po koncu cikla pošlje signal za konec (Slika 32 ), kar sproži pri bloku za nadzor 




Slika 33 Simulacija bloka za komuniciranje s krmilni moduli. 
 
 
4.3. Matlab program in povezava z mikroprocesorjem in 
FPGA-jem 
Program, ki se izvaja v Matlabu, je sestavljen iz dveh delov. Prvi je namenjen temu, da z 
njegovo pomočjo izberemo začetne nastavitve, prav tako pa generira uporabniški vmesnik 
za krmiljenje, drugi del pa je namenjen dejanskemu krmiljenju sistema. Prvi del programa 
ima majhen uporabniški vmesnik (Slika 34), s pomočjo katerega izberemo kontrolno enoto 
(FPGA, mikrokrmilnik, Demo – kjer v Demo načinu ne krmilimo ničesar, je samo za 
videz). 
S pomočjo uporabniškega vmesnika izberemo tudi število krmilnih modulov (izbor 
Number of Ports), za mikrokrmilnik pa omogoča tudi povprečenje (izbor Averaging). Ob 
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pritisku na gumb Run se glede na podano število krmilnih modulov generira uporabniški 




Slika 34 Uporabniški vmesnik programa za zagon krmilnega programa. 
Krmilni program ima uporabniški vmesnik, sestavljen iz več enakih uporabniških 
vmesnikov za en modul (Slika 35). Vmesnik nam omogoča zapisovanje napetosti na DAC-
kanale v panelu Control, kjer lahko zapišemo analogne vrednosti na 4 DAC-kanale pri 
vsakem modulu. Omogoča tudi branje 7 kanalov analogno-digitalnega pretvornika na 
vsakem modulu (panel Monitor), kjer lahko beremo napetosti konstanto (gumb Stream) ali 
pa samo takrat, kadar želimo (gumb Refresh). Panel Digital pa omogoča zapis in branje 
digitalnih napetosti (5 V oz. 0 V). Vse kanale na vseh panelih je možno z nastavitvami 
(gumb Settings) preimenovati, prav tako pa je možno spreminjati enote in nastavljati 
pretvorne koeficiente (Slika 36). Nastavitve, ki smo jih spremenili, pa je možno tudi 
shraniti in ponovno naložiti (gumba Save in Open), da nam ni treba vedno znova 
spreminjati vseh nastavitev. Uporabniški vmesnik omogoča tudi beleženje podatkov za 




Slika 35 Uporabniški vmesnik krmilnega programa za dva krmilna modula. 
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Uporabniški vmesnik za nastavitve nam omogoča tudi nastavljanje območja branja ADC-




Slika 36 Uporabniški vmesnik za nastavitve vseh kanalov. 
Celoten krmilni sistem pa je v praksi videti tako kot na Slika 37. Desno zgoraj vidimo 
kontrolno enoto (FPGA z razširjevalnikom – FPGA je na spodnji strani razširjevalnika), iz 
kontrolne enote pa krmiljenje poteka preko enega kabla, na katerega sta na sliki zaporedno 
vezana dva krmilna modula.  
 
 




Slika 37 Krmilni sistem v praksi, desno zgoraj je razširjevalnik za FPGA, levo na sredini in desno 
spodaj pa sta krmilna modula.  
Na Slika 38 je prikaz branja napetosti iz ADC-jev, in digitalnih razširjevalnikov, ko je 




Slika 38 Prikaz SPI komunikacije na osciloskopu, ko je kontrolna enota mikrokrmilnik 
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Na Slika 39 je prikaz branja napetosti iz ADC-jev in digitalnih razširjevalnikov, ko je 





Slika 39 Prikaz SPI komunikacije na osciloskopu, ko je kontrolna enota FPGA 
 
Na Slika 38 in Slika 39 je prikaz SPI komunikacije na osciloskopu, kjer je rumeni signal 
linija DA, roza signal linija CS, zeleni signal linija MOSI ter modri signal linija SCLK.  
Ko je kontrolna enota FPGA (Slika 39 ), je vmesni čas med poslanimi informacijami 
mnogo krajši, kot takrat ko je kontrolna enota mikrokrmilnik (Slika 38). Zato je skupni čas 
komunikacije z FPGA-jem krajši, čeprav je frekvenca serijskega takta pri komunikaciji z 
FPGA-jem manjša (1,68 MHz pri komunikaciji z FPGA-jem in 3,97 MHz pri komunikaciji 
z mikrokrmilnikom). Pri komunikaciji z FPGA-jem je možno tudi spreminjati to hitrost, s 
spreminjanjem notranjega takta FPGA-ja (z izdelanim programom je maksimalna 
frekvenca serijskega takta 10MHz).  
Zasnova sistema nam omogoča uporabo maksimalno 96 krmilnih modulov, vendar je v 
praksi težko krmiliti sistem z več kot 20 krmilnimi moduli, ker to pomeni nadzorovanje 
zelo veliko vrednosti (140 vrednosti analogno-digitalnih pretvornikov, 140 digitalnih 
vrednosti in 80 vrednosti digitalno-analognega pretvornika) in ni pregledno. Za sistem z 
več kot 20 moduli bi bilo smiselno izdelati samodejno krmiljenje, kjer bi računalnik 
poskrbel za upravljanje z laserjem. 
Zaradi SPI vodila imamo večjo preglednost in celotna zgradba krmilnega sistema postane 
preprostejša. Izgubimo pa hitrost krmiljenja, saj lahko zaradi SPI komunikacije kontrolna 
enota nadzira le en krmilni modul naenkrat, prav tako pa je za dostop do drugega nivoja 
krmilnega modula potrebna najprej komunikacija z razširjevalnikom na prvem nivoju, ki je 
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namenjen le naslavljanju in izbiri krmilnega modula. Tako traja branje vseh napetosti 
enega krmilnega modula s FPGA-jem pri frekvenci serijskega takta 1,68 MHz nekaj več 
kot 150 µs (Slika 39 ). To pomeni, da če bi imeli 96 modulov v sistemu, bi branje vseh 
modulov potekalo približno 15 ms. Z mikrokrmilnikom so te vrednosti nekoliko višje 
(branje vseh napetosti približno 220  µs). Še zmeraj so to hitrosti, ki bi pri navadni uporabi 
zadostovale, saj to pomeni, da kontrolna enota izvede branje vseh modulov (če jih je 96) 
približno 50-krat v sekundi, izpisovanje na zaslon pa se po privzetih nastavitvah zgodi le 4-










1) Zasnovali in testirali smo modularni krmilnik za laserske sisteme. 
2) Z zasnovanim sistemom lahko nadzorujemo do 96 krmilnih modulov, kjer vsak modul 
vsebuje 4 kanale iz digitalno-analognega pretvornika, 7 kanalov iz analogno-
digitalnega pretvornika in 7 digitalnih vhodov/izhodov. 
3) Polno zaseden sistem (96 modulov) potrebuje za branje vseh modulov približno 15ms 
pri frekvenci serijskega takta 1,67Mhz. 
4) Sistem je združljiv z vsemi napravami, ki za krmiljenje uporabljajo analogne napetosti 
do 2,5 V, za nadzor napetosti do ± 10 V ter potrebujejo digitalne vhode/izhode pri 5 V. 
5) Zaradi opcije izbire med FPGA-jem in mikrokrmilnikom ter splošne modularnosti 




V okviru naloge smo izdelali krmilni sistem, ki je modularen in prilagodljiv. Za krmiljenje 
različnih laserskih sistemov s tem sistemom nam ni treba izdelovati novih namenskih vezij, 
ki bi bili zadolženi za nadzor sistema, ampak glede na želen laserski sistem le dodamo oz. 
odvzamemo krmilne module v SPI vodilo. Krmilne module nadzorujemo in upravljamo s 
pomočjo izbrane kontrolne enote (FPGA ali mikrokrmilnik) preko uporabniškega 
vmesnika v Matlabu. 
 
 
Predlogi za nadaljnje delo 
 
V prihodnje bi bilo smiselno dodati funkcije, ki bi lahko same krmilile laserski sistem. S 
tem bi bilo lažje nadzorovati kompleksnejše sisteme, ker bi vse krmiljenje izvajal 
računalnik. Program za komunikacijo s FPGA-jem oziroma mikrokrmilnikom bi lahko 
naredili tudi v Python ali pa C-programskem jeziku, kar bi pomenilo še večjo fleksibilnost, 
ker njuna uporaba ni plačljiva in sta tako bolj dostopna.  
Razširjevalnik za FPGA nam omogoča tudi krmiljenje z digitalno-analognimi pretvorniki, 
ki so paralelni in zato zelo hitri, tako da bi bilo smiselno dodati opcijo krmiljenja z le-temi. 
V okviru naloge smo preverili le delovanje sistema, in sicer v primeru, da imamo 2 krmilna 
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