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5HVXPR O processo padrão é o conjunto de elementos fundamentais que se deseja sejam 
incorporados em qualquer processo de desenvolvimento definido para os projetos de uma dada 
organização de software, garantindo assim conformidade com os padrões de qualidade e 
procedimentos adotados na mesma. Por ser genérico, o processo padrão precisa ser adaptado às 
necessidades específicas de cada projeto da organização de software, de forma a ser aceito, ter seu 
uso maximizado e garantir a qualidade do software a ser produzido. Este artigo apresenta, em linhas 
gerais, os componentes de um modelo para auxiliar a adaptação do processo padrão de uma 
organização de software para um projeto específico a ser conduzido na mesma, baseado nas 
características do projeto, nas diretrizes de adaptação do processo padrão e nas informações acerca 
de adaptações realizadas anteriormente. Visando permitir clareza e precisão de entendimento, é 
adotada uma notação formal de fácil compreensão, o Prosoft-Algébrico, para a apresentação destes 
componentes. 
 
3DODYUDV&KDYH Engenharia de Software, Processo de Software, Adaptação de Processos de 
Software, Processo Padrão e Prosoft-Algébrico. 
 
7HPD Engenharia de Software
 
(YHQWR Workshop de Engenharia de Software e Banco de Dados (WISBD) 
 
1 Introdução 
Duas das principais conseqüências do grande crescimento experimentado pela indústria do 
software nas últimas décadas são o aumento da complexidade do software e as exigências cada vez 
maiores do mercado. É exigido das organizações desenvolvedoras de software (ou, de forma 
abreviada, organizações de software) que os sistemas de software sejam desenvolvidos com prazo e 
custo determinados e obedeçam a padrões de qualidade [1]. Para atender essas exigências, tornou-se 
necessário investir no processo de desenvolvimento de software (simplesmente chamado de 
processo de software), dada a clara relação entre a sua qualidade e a do software produzido [2]. 
Uma abordagem encontrada na literatura para o aumento da maturidade em termos de 
processos é a definição de um processo padrão para a organização. O processo padrão é o conjunto 
de elementos fundamentais que se deseja sejam incorporados em qualquer processo de 
desenvolvimento definido para os projetos de uma dada organização de software, garantindo assim 
conformidade com os padrões de qualidade e procedimentos adotados na mesma [3] [4]. Humphrey, 
em [5], define um conjunto de razões para a definição de um processo padrão: 
• Redução dos problemas relacionados a treinamento, revisões e suporte a ferramentas; 
• As experiências adquiridas nos projetos são incorporadas ao processo padrão e contribuem 
para melhorias em todos os processos de software definidos; 
• Possibilidade de medições de processo e de avaliação da qualidade; 
• Economia de tempo e esforço em definir novos processos de software adequados a 
projetos de desenvolvimento. 
Por ser genérico, o processo padrão precisa ser adaptado às necessidades específicas de cada 
projeto de software, de forma a ser aceito, ter seu uso maximizado e garantir a qualidade do 
software a ser produzido. Organizações de software, que possuem um processo padrão definido e 
são capazes de adaptá-lo para cada um de seus projetos, obtêm uma avaliação positiva diante de 
modelos de maturidade como o SW-CMM [6] e o ISO/IEC TR 15504 (SPICE) [7], e 
conseqüentemente diante do mercado. 
Segundo Ahn et al [8] e Xu et al [9], como a adaptação de processos de software é uma 
atividade que requer uso intensivo de vários tipos de conhecimento, boa parte de sua realização 
depende de profissionais especializados (denominados de engenheiros de processos) e de atividades 
manuais, o que a torna consumidora de tempo, custosa e sujeita a erros. Desta forma, o aumento no 
nível de automatização desta atividade traz consigo os seguintes benefícios: 
• Redução de tempo e custo despendidos durante a definição de processos de software, o 
que tem impacto direto no prazo de entrega do produto de software final requerido; 
• Simplificação do trabalho do engenheiro de processos, aumentando assim sua 
produtividade e a possibilidade de obtenção de processos de software mais adequados à 
situação corrente. 
Tendo em vista a importância do processo padrão e a sua necessidade de adaptação, este 
artigo apresenta, em linhas gerais, um modelo para auxiliar o engenheiro de processos durante a 
adaptação do processo padrão de uma dada organização de software para um projeto específico da 
mesma, baseado nas características do projeto, nas diretrizes de adaptação do processo padrão e nas 
informações acerca de adaptações realizadas anteriormente. Especial ênfase é dada na apresentação 
dos componentes deste modelo, visando esclarecer o papel de cada um e destacar a influência dos 
mesmos na definição da estratégia de adaptação utilizada. Assim, buscando um entendimento claro 
e preciso, é adotada uma notação formal de fácil compreensão para a apresentação de tais 
componentes, o Prosoft-Algébrico. 
A estrutura do artigo é como segue. Na seção 2, é apresentada uma visão geral da arquitetura e 
do funcionamento do modelo de adaptação proposto. A seção 3, centro do artigo, apresenta em 
detalhes os componentes deste modelo. A seção 4 compara o modelo proposto com alguns trabalhos 
correlatos, no que diz respeito à abordagem de adaptação e aos componentes utilizados. Por fim, a 
seção 5 apresenta as conclusões do artigo. 
 
2 Visão Geral do Modelo de Adaptação 
Nesta seção, é apresentado um modelo para auxiliar o engenheiro de processos durante a 
atividade de adaptar o processo padrão de uma organização de software para um projeto específico 
a ser conduzido na mesma. Partindo do fato de que a adaptação é uma atividade que utiliza 
intensivamente vários tipos de conhecimento, o modelo aqui proposto utiliza uma abordagem 
orientada a atividades e baseada: 
• No suporte ao gerenciamento (representação, armazenamento e utilização) do 
conhecimento necessário à adaptação (características do projeto de software, diretrizes que 
guiam a adaptação do processo padrão e o conhecimento adquirido durante adaptações 
realizadas anteriormente); 
• Em mecanismos capazes de raciocinar sobre este conhecimento. 
O diagrama superior da figura 1, descrito utilizando a notação SADT (6WUXFWXUHG$QDO\VLVDQG
'HVLJQ7HFKQLTXH) [10], apresenta uma visão caixa-preta do modelo,. Nela, pode-se notar que: a 
adaptação é realizada em conjunto pelo engenheiro de processos e pelos mecanismos que realizam o 
raciocínio sobre o conhecimento disponível; o modelo de adaptação é parametrizável, devendo ser 
configurado com o processo padrão da organização, as diretrizes (regras) que guiam a adaptação do 
processo padrão e o conjunto de características que poderão ser utilizadas para caracterizar um dado 
projeto de software. É bom ressaltar que, a qualquer momento, exceto durante uma adaptação, estes 
parâmetros podem ser alterados de acordo com as necessidades da organização de software. 
 
)LJ9LVmRJHUDOGRPRGHORGHDGDSWDomR
O diagrama inferior da figura 1 (também descrito utilizando a notação SADT) fornece uma 
visão geral das atividades realizadas durante a adaptação de processos de software, utilizando o 
modelo proposto e assumindo que o mesmo já tenha sido configurado com os parâmetros 
necessários. Na fase &DUDFWHUL]DU3URMHWR, baseado em um planejamento inicial e no conjunto de 
características disponíveis, o engenheiro de processos define as características do projeto de 
software em questão. Na fase seguinte, 5HXVDU&DVRV, de posse do projeto caracterizado, o modelo 
proposto aplica um método de comparação para buscar, em um repositório de casos de adaptação, o 
projeto mais semelhante e reutilizar o processo adaptado associado, com alguma adaptação se 
necessário. A intervenção do engenheiro de processos pode ser necessária nesta fase, se mais de um 
caso de adaptação tiver sido recuperado ou em situações onde um elemento do processo padrão 
tiver sido incluído ou excluído no/do processo adaptado recuperado, em decisão contrária à do 
modelo. Na fase $GDSWDU3URFHVVR, é feita uma varredura nas atividades do processo padrão em 
busca daquelas que ainda não foram incluídas no processo gerado na fase anterior. Para cada uma 
dessas atividades, se não existirem restrições de uso (condições a serem testadas sobre as 
características do projeto corrente), as mesmas serão incluídos diretamente no processo adaptado. 
Caso contrário, essas condições serão primeiramente testadas. O resultado desta fase é um processo 
adaptado que pode ser livremente alterado pelo engenheiro de processos na fase $MXVWDU3URFHVVR, 
de acordo com as necessidades do projeto. Feitos os ajustes manuais necessários, é gerado um caso 
de adaptação e o processo adaptado pronto para ser instanciado (alocação de recursos e agentes, e 
definição de cronograma) e utilizado no projeto de software real. Todavia, vale ressaltar que o 
suporte à instanciação e execução de processos de software está fora do escopo deste trabalho. 
 
3 Componentes do Modelo de Adaptação 
Devido à diversidade de aspectos envolvidos na definição do modelo de adaptação proposto, 
optou-se por especificar formalmente os seus tipos de dados e algoritmos, de tal sorte que pudesse 
ser gerada uma especificação precisa e em alto nível de abstração, de modo a ser utilizada como 
base semântica para auxiliar no entendimento e na evolução futura da proposta. Além disso, 
segundo Wang e King, referenciados em [11], o campo de automação de processos de software é 
um terreno fértil para o desenvolvimento de soluções baseadas em métodos formais: a literatura 
especializada apresenta experiências com diferentes formalismos, incluindo LOTOS, Redes de 
Petri, CCS, Método Algébrico e Gramática de Grafos. Para a especificação dos componentes do 
modelo proposto, utilizou-se o Prosoft-Algébrico como formalismo, dentre outros motivos, pela 
possibilidade de derivação direta para implementação no Prosoft-Java1, visto que há uma 
correspondência semântica entre os elementos usados na especificação e na implementação dos 
componentes de software descritos neste paradigma. 
Nas próximas seções, são apresentadas uma visão geral do Prosoft-Algébrico e a descrição 
detalhada dos componentes do modelo proposto. 
 3URVRIW$OJpEULFR
O Prosoft, descrito em [12], como método de especificação formal, apóia a reutilização e a 
modularização das especificações de TADs (Tipos Abstratos de Dados). A modularização torna 
possível quebrar o problema em partes menores e portanto mais fáceis de solucionar. A reutilização 
simplifica a especificação do TAD, tornado-a mais simples e mais rápida de ser construída. 
Dado um desenvolvimento de software, os tipos de dados deste software podem ser 
especificados utilizando o Prosoft-Algébrico (estratégia GDWDGULYHQ). No Prosoft-Algébrico, cada 
ATO (Ambiente de Tratamento de Objetos) especifica somente um TAD. A construção de um ou 
mais ATOs representa uma solução do problema (software). Como visto na figura 2, lado esquerdo, 
os ATOs são integrados através da Interface de Comunicação do Sistema (ICS). 
 
)LJ&RPSRVLomRGH$72VDOJpEULFRVQDGHVFULomRGHVRIWZDUHQR3URVRIW
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 Prosoft-Java é a denominação do ambiente escolhido para prototipação do modelo de adaptação proposto. 
Ainda de acordo com a figura 2, lado direito, um ATO é composto de cinco partes. A classe 
define o TAD do ATO através da instanciação de especificações parametrizadas. A segunda parte 
define as importações. As partes seguintes especificam a funcionalidade (assinatura) das novas 
operações algébricas sobre o tipo de dado, as variáveis formais e a semântica das novas operações 
(axiomas). Como a apresentação detalhada da estrutura de um ATO foge ao escopo deste artigo, o 
leitor interessado pode buscar mais informações em [13]. Tendo em vista o cumprimento do limite 
de páginas do artigo, serão apresentadas apenas as classes dos ATOs, o que é suficiente para 
descrever os componentes do modelo proposto. Assim, entrar-se-á aqui em mais detalhes sobre a 
notação gráfica para construção de classes do Prosoft-Algébrico. 
No Prosoft-Algébrico, existem dois grupos de tipos de dados: primitivos (Integer, Boolean, 
String, Date e Time) e compostos (Conjunto, Lista, Mapeamento, Registro e União Disjunta). A 
classe de um ATO é definida através da instanciação dos tipos compostos. Exemplos de classes são: 
lista de inteiros, lista de conjunto de boleanos, etc. 
Para facilitar a utilização do método Prosoft-Algébrico, foi definida uma poderosa 
representação gráfica, inspirada nos diagramas de Jackson [14], para definição de classes. Cada tipo 
composto possui uma representação gráfica na forma de árvore. Na instanciação, a raiz da árvore 
descreve o VRUW definido pelo ATO, os nodos são tipos de dados compostos e as folhas são 
referências a outros tipos de dados. Os tipos compostos e suas representações gráficas são 
apresentados na figura 3, através de exemplos. Para cada tipo composto e primitivo do Prosoft-




Conforme visto na figura 4, o modelo de adaptação proposto (classe $GDSWDWLRQ0RGHO) é 
composto basicamente: pelo processo padrão (atributo 6WDQGDUG) da organização de software; pelas 
regras (atributo 5XOHV) que guiam a adaptação do processo padrão; pelos projetos de software 
(atributo 3URMHFWV) conduzidos na organização de software; pelas características (atributo 
&KDUDFWHULVWLFV7\SHV) utilizadas para definir os projetos de software; pelos processos de software 
(atributo 3URFHVVHV) originados a partir da adaptação do processo padrão para um projeto de 
software específico da organização; e por fim, pelos casos de adaptação (atributo &DVHV), os quais 
armazenam informações acerca de adaptações realizadas anteriormente. O atributo &RQILJXUDWLRQ 




Conforme pode ser visto na figura 5, tanto o processo padrão quanto os processos adaptados 
originados a partir deste, possuem sua estrutura básica representada pela mesma classe, denominada 
3URFHVV0RGHO. A diferença básica é que como o modelo proposto trata da adaptação de um único 
processo padrão, não há a necessidade de um identificador único para o mesmo. O mesmo não se 
pode dizer sobre os processos adaptados. A justificativa para o uso da mesma classe para 
representar a estrutura de ambos os tipos de processos é que, para o modelo proposto, eles estão no 
mesmo nível de abstração, ou seja, ambos são modelos de processo abstratos. Este fato justifica a 
necessidade de instanciação do processo adaptado para sua aplicação em um projeto de software 
real. Mais uma vez, é bom relembrar que a instanciação está fora do escopo deste trabalho. 
 
)LJ$VFODVVHV6WDQGDUGH3URFHVVHV
Em virtude de a classe 3URFHVV0RGHO ser relativamente grande (formada por 13 sub-classes), 
ela não será apresentada na íntegra neste artigo, sendo, no entanto, exemplificada. Basicamente, um 
modelo de processo é formado pelo conjunto de atividades a serem realizadas e pelas conexões 
entre as mesmas. Para cada atividade, podem ser indicados, dentre outros, os papéis dos agentes que 
a desempenham, os seus artefatos de entrada e saída e os recursos necessários. É importante 
ressaltar que a modelagem de processos de software com a estrutura proposta deve ser suportada em 
uma ferramenta externa e a seguir convertida para um formato XML (este formato já está definido, 
no entanto não será apresentado neste artigo) reconhecível pelo modelo proposto. A figura 6 mostra 
um modelo de processo representado visualmente pela linguagem APSEE-PML2, de acordo com a 
estrutura da classe 3URFHVV0RGHO. Este modelo representa as etapas para desenvolvimento de 
software, utilizando o paradigma Prosoft. Nesta figura, elipses representam atividades, setas 




As regras são as diretrizes que guiam a adaptação, sendo específicas de cada processo padrão. 
Basicamente, uma regra de adaptação indica sob que condições determinada atividade do processo 
padrão deve ser incluída ou não no processo adaptado, daí dizer-se que a abordagem utilizada é 
                                                
2
 A APSEE-PML, descrita em [15], é a linguagem visual de modelagem utilizada pelo ambiente APSEE, um ambiente de desenvolvimento de 
software orientado ao processo, que foi especificado e prototipado seguindo o paradigma Prosoft. 
orientada a atividades. A parte condicional de uma regra de adaptação é formada por testes sobre os 
valores das características de projeto para o projeto de software corrente. No modelo proposto, as 
regras de adaptação são representadas pela classe 5XOHV, a qual é apresentada na figura 7. Conforme 
mostrado nesta classe, uma regra de adaptação pode estar associada a uma e somente uma atividade 
(atributo $FWLYLW\,G),  pode possuir comentários associados (atributo &RPPHQWV), possui um tipo 
(atributo 7\SH, que indica se a regra expressa as condições para inclusão – 3RVLWLYH – ou para não 
inclusão – 1HJDWLYH – da atividade no processo adaptado) e, por fim, as condições propriamente 
ditas (atributo &RQGLWLRQ). 
 
)LJ$FODVVH5XOHV




Considerando, por exemplo, um processo padrão que possuísse uma atividade chamada 
Gerenciamento de Versões, a qual dependesse das características Criticidade do Projeto (cujos 
possíveis valores são “pequena”, “média” e “grande”) e Tamanho da Equipe (cujos possíveis 
valores são “muito pequeno”, “pequeno”, “médio”, “grande” e “muito grande”) para ser aplicada, 
poder-se-ia associar a esta atividade a regra de adaptação apresentada na figura 9. 
 
)LJ([HPSORGHUHJUDGHDGDSWDomR
É importante ressaltar que nem toda atividade do processo padrão precisa ter uma regra de 
adaptação associada, entretanto, se não o tiver, será automaticamente incluída no processo adaptado 
durante a adaptação do processo padrão.
 3URMHWRVGH6RIWZDUH
A classe 3URMHFWV, apresentada na figura 103, representa os projetos de desenvolvimento de 
software conduzidos no âmbito da organização que está utilizando o modelo proposto. Conforme 
pode ser visto, um projeto de software possui um identificador único (atributo ,G), um nome 
(atributo 1DPH), uma descrição (atributo 'HVFULSWLRQ), um gerente (atributo 0DQDJHU) responsável 
pela sua condução, uma data de início (atributo 6WDUW), uma data de término esperada (([SHFWHG(QG) 
e um conjunto de características (atributo &KDUDFWHULVWLFV), cada uma possuindo um valor (atributo 
9DOXH) e um peso representando sua importância (atributo :HLJKW). Para cada projeto de software, 
deve ser gerado, através do modelo proposto, um processo de software adaptado às características 
específicas do projeto, a partir do processo padrão da organização. 
 
)LJ$VFODVVHV3URMHFWV&KDUDFWHULVWLFVH9DOXH
Na figura 11, é apresentado um exemplo de objeto desta classe, com o objetivo de tornar mais 




A classe &KDUDFWHULVWLF7\SHV representa o conjunto de características definidas pela 
organização de software e que podem ser utilizadas para caracterizar um determinado projeto de 
software conduzido na mesma. Conforme apresentado na figura 12, cada característica de projeto 
possui um identificador único (atributo ,G), um nome (atributo 1DPH), uma descrição (atributo 
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 Em nível de esclarecimento, vale mencionar que as setas pontilhadas, presentes na figura, não fazem parte da notação de classes do Prosoft-
Algébrico, e são incluídas em várias figuras deste texto como o objetivo de facilitar o entendimento dos relacionamentos entre as classes apresentadas. 
'HVFULSWLRQ), um tipo e um conjunto de valores que pode assumir (atributo .LQG). É interessante 
notar que, para ser utilizada em determinado projeto de software, uma característica deve ser 
instanciada, ou seja, deve ser associada a um ou mais de um (dependendo do seu tipo) valor dentre 
os possíveis, bem como lhe deve ser atribuído um peso (importância) dentro do projeto em questão. 
 
)LJ$VFODVVHV&KDUDFWHULVWLF7\SHVH.LQG
No modelo de adaptação proposto, as características de projeto são agrupadas em três 
categorias: 
• Características simples e sem nivelamento (6LQJOH Æ :LWKRXW/HYHO): suas instâncias 
podem assumir um único valor dentre os possíveis, não havendo relação de ordem entre os 
mesmos. Por exemplo, uma instância da característica Tipo de Software (cujos possíveis 
valores são “ Aplicação Web” , “ Aplicação Desktop” , “ Sistema de Tempo Real”  e “ Sistema 
Embarcado” ) poderia assumir apenas um destes valores em determinado projeto de 
software; 
• Características simples e com nivelamento (6LQJOH Æ :LWK/HYHO): suas instâncias podem 
assumir um único valor dentre os possíveis, havendo uma relação de ordem entre os 
mesmos. Cada possível valor de uma característica deste tipo está associado a um nível, 
que indica a sua ordem. Por exemplo, uma instância da característica Tamanho do Projeto, 
cujos possíveis valores são “ pequeno”  (nível 1), “ médio”  (nível 2) e “ grande”  (nível 3), 
poderia assumir apenas um destes valores em determinado projeto de software;
• Características múltiplas (0XOWLSOH): suas instâncias podem assumir um subconjunto de 
valores dentre os possíveis, não havendo relação de ordem entre os mesmos. Por exemplo, 
uma instância da característica Risco Técnico (cujos possíveis valores são “ tecnologia 
imatura” , “ interface de sistema complexa” , “ restrições de H/W e S/W existentes” , 
“ ausência de metodologia de desenvolvimento” , “ requisitos de performance e segurança” , 
“ interface com sistema legado” ) poderia assumir um subconjunto destes valores em um 
determinado projeto de software.
 &DVRVGH$GDSWDomR
São registros de adaptações já realizadas, de modo a armazenar o conhecimento necessário 
para ser utilizado em adaptações futuras, através da técnica de Raciocínio Baseado em Casos. A 
utilização de casos de adaptação possibilita o reuso de experiências bem sucedidas anteriormente, 
bem como reduz o esforço necessário para realizar novas adaptações. Para o modelo proposto, 
conforme apresentado na figura 13, um caso de adaptação é formado basicamente por três partes: o 
problema (projeto de software conduzido na organização, representado pelo atributo 3URMHFW,G), a 
solução (processo de software adaptado às características deste projeto, representado pelo atributo 
3URFHVV,G) e a avaliação da aplicação do processo adaptado no projeto de software real (atributo 
$YDOLDWLRQ), a qual servirá como informação de apoio à decisão do engenheiro de processos pela 
escolha de um caso de adaptação, no caso de dois ou mais projetos serem similares ao projeto 
corrente. Além destes atributos, um caso de adaptação possui comentários associados (atributo 
&RPPHQWV), uma data de realização (atributo 5HDOL]DWLRQ) e o conjunto de alterações realizadas 




4 Trabalhos Correlatos 
O modelo de adaptação proposto está fortemente embasado nas idéias presentes nas propostas 
de Ahn et al e Coelho, cabendo aqui uma rápida comparação, adotando-se como critério os 
componentes presentes em cada modelo e a abordagem de adaptação utilizada. 
Ahn et al apresentam, em [8], um modelo de adaptação baseado nas características do projeto 
de software, na experiência adquirida em adaptações anteriores (armazenada na forma de casos, 
como no modelo proposto) e em iniciativas de melhorias (uma iniciativa de melhoria indica o nível 
de determinado modelo de maturidade ao qual o processo adaptado deve se adequar). A abordagem 
de adaptação utilizada combina raciocínio baseado em casos com inferência baseada em 
conhecimento e, de forma similar ao modelo aqui proposto, também é orientada a atividades. Um 
projeto de software é caracterizado através de fatores de domínio (idêntico ao conceito de 
característica de projeto), entretanto, ao contrário do modelo aqui proposto, existe um conjunto fixo 
destes fatores e o conceito de nivelamento não é suportado (o que reduz a precisão no momento do 
cálculo da similaridade entre dois projetos). Nesta proposta, regras de adaptação são substituídas 
pelo conceito de GULYHV. Um GULYHU associa um fator de domínio ou uma iniciativa de melhoria a um 
conjunto de atividades que devem ou não ser suportadas no processo adaptado. A desvantagem da 
utilização de GULYHV é que eles permitem a ocorrência de conflitos, por exemplo, quando um GULYHU 
A solicita a inclusão da atividade X e outro GULYHU B solicita exclusão desta mesma atividade. CBR 
e inferência baseada em conhecimento podem ser utilizados separadamente ou juntos, sendo que no 
último caso conflitos podem ocorrer havendo a necessidade da intervenção do engenheiro de 
processos para resolução dos mesmos. 
Coelho, em [1], apresenta o MAPS (Modelo de Adaptação de Processos de Software), que tem 
por objetivo auxiliar a adaptação do processo padrão de uma organização de software para um 
projeto a ser conduzido na mesma, baseado nas características deste projeto e em experiências 
adquiridas em adaptações anteriores. Ao contrário do modelo aqui proposto, o conjunto de 
características de projeto é fixo e não são suportadas as categorias múltipla e simples sem 
nivelamento, o processo padrão é fixo (o modelo trabalha em cima do RUP – 5DWLRQDO8QLILHG
3URFHVV), a abordagem de adaptação é orientada a artefatos (verificam-se sob que condições os 
artefatos do processo padrão devem ser incluídos ou não no processo adaptado, e só então as 
atividades necessárias para produzi-los ou consumi-los) e os conceitos de regras e casos de 
adaptação não estão formalizados. O ponto positivo desta proposta é que ela define um conjunto 
claro e coerente de passos a ser seguido para a adaptação do processo padrão, além de suportar 
mecanismos que permitam a melhoria do mesmo. 
 
5 Conclusão 
A adaptação de processos de software é uma atividade fortemente baseada em conhecimento 
e, sem o suporte metodológico e ferramental necessário, torna-se custosa, demorada e sujeita a 
erros. Soluções que busquem aumentar o seu nível de automatização ocasionam uma diminuição 
dos custos e do tempo despendidos no processo de desenvolvimento de software das organizações 
de software, além de garantirem uma maior aceitação e otimização no uso de tais processos de 
software. 
Neste artigo, foram apresentadas as características, os componentes e o funcionamento de um 
modelo para a adaptação de processos de software. Este modelo utiliza uma abordagem orientada a 
atividades, embasada no gerenciamento e no raciocínio do/sobre o conhecimento necessário à 
adaptação. Ele possui como pontos fortes o seu caráter genérico (quanto à aplicação) e a sua 
flexibilidade (pelo fato de ser parametrizável). Especial ênfase foi dada na apresentação dos 
componentes deste modelo, utilizando-se para isso uma notação formal, o Prosoft-Algébrico, de 
forma a permitir clareza e precisão na compreensão dos mesmos, quais sejam: processo padrão e 
processos adaptados, regras de adaptação, projetos de software, características de projeto e casos de 
adaptação. Por fim, foi feita uma comparação do modelo em questão com trabalhos correlatos, 
novamente dando-se ênfase nos componentes utilizados. 
Este modelo de adaptação ainda está em fase de desenvolvimento. Neste contexto, 
vislumbram-se como trabalhos futuros a sua prototipação e a elaboração de um estudo de caso, para 
fins de experimentação e validação. 
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