During the lifecycle of a software project, software artifacts constantly change. A change should be peer-reviewed to ensure the software quality. To maximize the benefit of review, the reviewer(s) should be chosen appropriately. However, choosing the right reviewer(s) might not be trivial especially in large projects. Researchers developed different methods to recommend reviewers. In this study, we introduce a novel approach for reviewer recommendation problem. Our approach utilizes the traceability graph of a software project and assigns a know-about score to each developer, then recommends the developers who have the maximum know-about score for an artifact. We tested our approach on an open source project and achieved top-3 recall of 0.85 with an MRR (mean reciprocal ranking) of 0.73.
PROBLEM STATEMENT AND MOTIVATION
Change is a common property of software development. Throughout the development lifecycle; requirements, test cases, design diagrams and other artifacts may change frequently. For better software quality, a change should be reviewed and the precondition of review is assigning reviewer(s).
Among the other artifacts, source code files are the most changing ones. In the literature, state of the art in code review [5] [3] and code reviewer recommendation approaches are heavily researched. Thongtanunam et al. finds that when code-reviewers are assigned Permission to make digital or hard copies of part or all of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for third-party components of this work must be honored. For all other uses, contact the owner/author(s Figure 1 : A typical artifact traceability graph for a software project manually, approval process takes 12 more days compared to automatic assignments [6] . In addition to reducing code review time, assigning the review to a proper developer also increases the review quality and reduces the potential errors related to the reviewed artifact. In summary, finding the appropriate reviewer automatically is an important problem in the industry. Researchers proposed different code reviewer recommendation algorithms using various methods such as Bayesian networks [1] , genetic algorithms [4] , text mining [7] and support vector machines [2] . To the best of our knowledge, there is no prior work on artifact reviewer suggestion using traceability graphs.
In this study, we introduce a novel approach for reviewer recommendation problem. The core of our approach relies on traceability graphs and relations between software artifacts. To illustrate our approach, we modeled a typical software development scenario that is shown in Figure 1 . Example software artifacts, team members and relations between the software artifacts and team members are represented in the figure.
In this scenario, software artifacts may include requirements, design diagrams, use case diagrams, changesets, source code files, code reviews, test cases, bugs, builds or releases. The relations could be tests, includes, reviews, commits, etc. Team members, on the other hand, may include requirements engineers, designers, developers, reviewers or testers. Using traceability information of the project, a graph can be constructed. Artifacts and team members are represented as nodes and relations between them are represented as edges in such a graph. In the following section, we will describe how we utilized traceability graphs to recommend a reviewer.
APPROACH
We created an algorithm running on traceability graph of the software project. The algorithm basically assigns a score to a developer for each artifact. We called that score as know-about score. It measures the knowledge of a developer about an artifact. The higher know-about score means a higher knowledge about an artifact and a developer who has the highest know-about score should review the artifact.
For a given traceability graph, know-about score of a developer for an artifact is calculated according to the following formula.
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= 0.83. We created this formula by claiming that the knowledge of a developer about an artifact is proportional to the number of paths and inversely proportional to the path length. Since reviews are usually done on a changeset instead of a single artifact change, we further generalize the formula for a set of artifacts. To find the know-about score of a developer for a changeset, we sum scores for each artifact in the changeset.
where Arti f act(i) ∈ Chanдeset
To implement the graph, we used, Neo4j, an open source graph database. Neo4j allows us to store artifacts and relations, visualize them and run our algorithm with the help of Cypher query language.
CASE STUDY 3.1 About the Dataset
We tested our approach on an open source software project: Qt 3D Studio. We choose Qt 3D Studio because the associated data sets; Git history, issue tracking history (Jira) and code review history (Gerrit) are public. We fetched the history and created a traceability graph accordingly.
In Qt 3D Studio project, there are a total of 36 developers, 628 issues, 4151 files (including source code and binary files) and 942 commits at the time of fetching. Starting from the first commit, we expanded the graph commit by commit. For each commit, we run the algorithm and created a recommended reviewers list. Then, we compared actual reviewers list with the recommended reviewers list and calculated success metrics finally.
Results
We calculated top-k and mean reciprocal rank (MRR) metrics that are also commonly used by other reviewer recommendation algorithms [7] [6] [2] . In top-k metric, if one of the first k developers in the recommended reviewers list also appears in the actual reviewers list, it is counted as a successful recommendation. We calculated success rates for k = 1, 3 and 5. MRR is a value describing an average position of actual code reviewer in the list returned by recommendation algorithm. The results are summarized at Table 1 . We compared our results with three different approaches: TIE [7] , RevFinder [6] and CoreDevRec [2] . Although metrics are the same, datasets that are used by other approaches are different. We could not use their datasets because they were not public. The comparison results are given at Table 2 .
It can be stated that our approach produces promising results for recommending reviewers in terms of top-k metrics. We think the main reason is that other approaches usually do not consider other data sources such as issues history while we utilize the traceability graph that contains source code, review and issue data sources.
Limitations
While evaluating our approach, we used top-k and MRR metrics since they are commonly used by researchers. However, these metrics simply assume that the actual reviewers are the most suitable developers for an artifact, but this may not be valid for all review scenarios. Therefore, developing a more comprehensive metric may potentially help to remove this limitation.
The success of our approach depends on the availability of traceability data. Therefore, our approach may not work well in the early phases of a project where limited data related to traceability graph is present.
CONTRIBUTIONS AND FUTURE WORK
In this study, we developed a novel approach to suggest an appropriate reviewer for a changing artifact. The approach utilizes the traceability graph. We tested our approach on Qt 3D Studio, an open source project, and calculated top-k and MRR metrics. We summarized the main contributions of our study listed below;
• Our approach shows promising top-k and MRR scores compared to other methods. In the future, we are planning to test our approach on the datasets that other code reviewer recommendation approaches work.
• Our approach is not limited for only source code artifacts and can potentially be used for other types of artifacts such as recommending developers for fixing bugs.
