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Resumen
Resumen
Actualmente, podr´ıa decirse que vivimos en un mundo conectado, la tecnolog´ıa esta´ presente
en todos los a´mbitos de la vida diaria, especialmente con los avances de los u´ltimos 10 an˜os.
Debido a esto, existen muchos tipos de servicios en la red, pero sin embargo es complicado
encontrar herramientas que sirvan para la generacio´n automa´tica de documentos.
Los documentos son muy importantes para muchas aplicaciones, venta de entradas de cine
o especta´culos, gestio´n de mercanc´ıas a partir de pegatinas o albaranes, facturas, etc.
Las herramientas habituales no suelen estar disen˜adas como servicio, suelen ser simplemente
herramientas que ayudan a los programadores a construir documentos dentro de sus aplicacio-
nes y tambie´n suelen ser poco vera´tiles y tipogra´ficamente inexactas. Por eso en este trabajo se
presenta una suite de herramientas que permiten desplegar un servicio de generacio´n de docu-
mentos basado en plantillas modulares de co´digo LaTeX que solvente algunos problemas de las
herramientas existentes.
Palabras Clave
Generacio´n de documentos, plantillas, LaTeX, servicio remoto, aplicaciones web, python,
django
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Abstract
Nowadays, we live in a connected world, tecnology is present all aspects of our dayly lifes
specially after the advances achieved in this last 10 years. Due to this, there are lots of deployed
services arround the Internet, but it is still difficult to find automatic document generation
tools.
Documents are really important for many modern applications such as ticket selling appli-
cations, stickers for package managing, delivery notes, bills...
Usual tools are not designed as a service, they are just tools that help the programer to
build documents inside their applications. These tools are usually typographically inexact and
little versatile. This reading presents a new set of tools for deploying a service based on mo-
dular LaTeX-coded templates for generating documents in applications, solving this way some
problems that other tools have.
Key words
Document generation, templates, LaTeX, remote service, web applications, python, django
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1
Introduccio´n
Vivimos en un mundo conectado. La tecnolog´ıa esta´ presente en todos los a´mbitos de la vida
diaria, especialmente con los avances de los u´ltimos 10 an˜os, como los smartphones, las redes
sociales y el Internet of Things. Estas nuevas tecnolog´ıas, han transformado ampliamente las
actividades que diariamente desempen˜an las personas, tanto a nivel personal (mensajer´ıa ins-
tanta´nea, redes sociales, videojuegos. . . ) como a nivel profesional (organizacio´n y comparticio´n
de documentos, trabajo colaborativo, BigData, etc.).
La tecnolog´ıa ha ido sufriendo grandes avances a lo largo de la historia, como la aparicio´n
de los primeros ordenadores industriales en los an˜os 70, la aparicio´n del ordenador personal a
finales de los 80, Internet, la Web, etc. y ahora nos encontramos en plena revolucio´n. Estamos
en un tiempo donde todas las cosas esta´n conectadas, y algo tan simple como un smartphone
ofrece infinidad de posibilidades en la palma de la mano y desde cualquier lugar, desde comprar
ropa, subir las persianas de casa, llamar a un amigo o compartir en tiempo real lo que esta´
ocurriendo en un lugar determinado. Estamos en la era del aqu´ı y ahora, de todo en cualquier
lugar, sin cables.
La tecnolog´ıa se ha acercado ma´s que nunca al usuario, esta´ pensada para el pu´blico, para
vender, para sorprender. Esta faceta ma´s comercial y humana de las aplicaciones, esta´ cambiando
el paradigma de la informa´tica. Ya no se hacen soluciones monol´ıticas que resuelven un problema
por s´ı mismas. La necesidad de interconexio´n entre las aplicaciones esta´ llevando a definirlas
como servicios.
Estos servicios se definen como sistemas software disen˜ados para soportar interacciones
ma´quina-ma´quina a trave´s de una red ??. En definitiva, estos sistemas proveen interfaces que
permiten a aplicaciones consultar informacio´n o solicitar que el servidor realice una cierta tarea.
Existen muchos tipos de servicios en la red, como: servicios de autenticacio´n, desplegado de
aplicaciones, datos bursa´tiles, CDNs, bibliotecas de ima´genes, etc.
La gran ventaja de los servicios es que son independientes de la aplicacio´n que contacta con
ellos, por lo que se desplaza carga de procesamiento fuera del cliente. Tambie´n estos servicios
se disen˜an para ser puedan dar servicio a multitud de aplicaciones independientemente de la
naturaleza de estas.
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De esta manera, se obtiene por disen˜o, un sistema interconectado y modular que es fa´cil de
desarrollar, barato de mantener y con una estructura que respeta el hecho de poder disponer
de todo lo que la aplicacio´n necesita desde cualquier lugar y en cualquier momento sin carga de
procesamiento en el cliente.
1.1. Motivacio´n del Proyecto
Los documentos son algo fundamental para muchas aplicaciones. Como pueden ser la venta
de entradas de cine o especta´culos, la gestio´n de mercanc´ıas a partir de pegatinas o albaranes,
la expedicio´n facturas, etc.
Las herramientas habituales no esta´n disen˜adas como servicios. U´nicamente existen librer´ıas
que ayudan a los programadores a construir documentos dentro de sus aplicaciones. En el caso
de que quieran ser usadas desde un cliente remoto, deben apoyarse en otras tecnolog´ıas o incluir
esta funcionalidad en otros servicios. Al ser librer´ıas, tambie´n es habitual que solo puedan ser
usadas empleando un lenguaje de programacio´n determinado.
Otros problemas que suelen tener estas librer´ıas es que normalmente se basan en un solo
formato de entrada como HTML y producen un solo formato de salida, usualmente PDF, lo que
reduce su versatilidad. Tambie´n esta´n muy limitadas en cuanto a co´mo debe el programador
suministrar la informacio´n a la librer´ıa, normalmente se hace de un modo que mezcla el aspecto
f´ısico del documento con su contenido. Este disen˜o no solo produce que el co´digo sea menos
mantenible, ya que hay que realizar cambios en e´l cada vez que se quiera actualizar el aspecto
f´ısico de un documento par aun mismo contenido. Adema´s estas librer´ıas suelen utilizar formatos
de entrada propios lo que hace que tengan una funcionalidad de representacio´n limitada.
En cambio, LaTeX es una manera muy fiable de generar documentos. Tiene un lenguaje
propio y disen˜ado especialmente para la descripcio´n de documentos. A trave´s de sus paquetes
y extensiones puede colocarse en el documento pra´cticamente cualquier cosa, como co´digos de
barras, fo´rmulas matema´ticas, tablas, o incluso grafos. Sin embargo, es una aplicacio´n de consola
que para el usuario medio puede resultar dif´ıcil de aprender, configurar e instalar.
La motivacio´n principal de este proyecto es proveer a la comunidad de un servicio libre,
potente y versa´til para la generacio´n de documentos basados en LaTeX, que convine facilidad
de uso con una gran funcionalidad de representacio´n.
1.2. Objetivos del proyecto
La solucio´n que se quiere aportar con este TFM tiene por objetivos:
Crear una solucio´n que pueda ser desplegada en un servidor como servicio de generacio´n
de documentos. Adema´s debe poderse usar en forma de librer´ıa de la manera tradicional.
Tambie´n debe contener algu´n elemento que permita generar documentos a trave´s de in-
terfaz de comandos, con el fin de que los usuarios puedan usar la funcionalidad ba´sica sin
necesidad de desarrollar una aplicacio´n.
La solucio´n debe ser versa´til. Debe soportar mu´ltiples formatos de entrada de datos y
producir diferentes formatos de salida. El servicio que se despliegue debe ser tambie´n
accesible de una forma sencilla, independientemente de la naturaleza y lenguaje de la
aplicacio´n que haga uso de e´l. Tambie´n debe utilizar protocolos esta´ndar en la medida de
lo posible y contar con las debidas medidas de seguridad.
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Al configurar la aplicacio´n, el contenido del documento debe estar separado de la forma
para que la descripcio´n del documento sea ma´s clara. Los documentos deben poder estar
creados a partir de componentes reutilizables y anidables que permitan la reutilizacio´n.
La solucio´n debe estar debidamente empaquetada y acompan˜ada de documentacio´n para
que la comunidad pueda hacer uso de ella. Debe estar tambie´n distribuida bajo una licencia
que permita su uso de forma gratuita por parte de la comunidad.
1.3. Solucio´n propuesta
El proyecto implementado, al que hemos denominado Spellbook, es una suite de diferentes
herramientas que permiten la generacio´n remota de documentos. Cada una de estas herramientas
implementadas, ofrece una capa en torno a la anterior, an˜adiendo funcionalidad y permitiendo
que puedan ser utilizadas por separado dependiendo del las diferentes necesidades:
Pdc: Es un mo´dulo en python que incluye todas las rutinas necesarias para llevar a cabo
el proceso ba´sico de generado de documentos. Es el nu´cleo de todo el sistema y puede
incorporarse como librer´ıa a aplicaciones de terceros. Tambie´n contiene un ejecutable
que implementa muchas de las funcionalidades de la librer´ıa y que permite construir
documentos directamente desde la consola, como si de un compilador tradicional se tratara.
Pdcs: Es un servicio REST JSON que envuelve a pdc. Permite utilizar todas las funciones
de pdc de forma remota. Tambie´n incluye una consola web de configuracio´n, gestiona la
autenticacio´n y autorizacio´n y an˜ade funcionalidades como la posibilidad de editar las
plantillas desde el propio navegador web.
sPHPellbook: Es un cliente del servicio REST de pdcs que permite generar documentos
de una manera sencilla desde PHP mediante la conexio´n a un servicio pdcs.
El disen˜o modular de cada uno de los elementos de Spellbook permiten usar el sistema de
diferentes modos, segu´n sea necesario en cada situacio´n:
Si se necesitan generar los documentos de forma local, puede utilizarse la aplicacio´n por
consola.
Si se pretende construir una aplicacio´n python que genere documentos, puede importarse
la librer´ıa pdc y utilizarla para generar documentos desde esta.
Para aplicaciones web, puede usarse el servicio REST remoto de pdcs. De esta forma se
puede dar servicio a varias aplicaciones escritas en diferentes lenguajes a la vez y de forma
centralizada. Un caso concreto de esto ser´ıa utilizar sPHPellbook para conectarse al API
JSON de pdcs desde PHP.
Como complemento a estas herramientas principales, se han desarrollado tambie´n otros
elementos que son necesarios para que otros programadores puedan usar Spellbook como parte
de sus soluciones:
Environment: Es un conjunto de scripts bash que instalan un servidor pdcs completo
sobre cualquier ma´quina con Ubuntu 14.04 o superior. Instalan todas las librer´ıas necesa-
rias, configuran el servidor web y de base de datos y dejan el sistema listo para funcionar.
Esta´n disen˜ados para ser utilizados como script de aprovisionamiento para una ma´quina
virtual Vagrant, con la que puede desplegarse un servidor en cuestio´n de minutos.
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Aplicacio´n de prueba: Como pequen˜a demostracio´n del sistema, se ha construido una
aplicacio´n en PHP que hace uso del cliente sPHPellbook para generar dina´micamente
albaranes de env´ıo.
Documentacio´n web: Para explicar el funcionamiento completo de Spellbook, se ha
desarrollado tambie´n una documentacio´n en formato web que expone paso a paso el fun-
cionamiento del sistema a trave´s de la codificacio´n de un ejemplo pra´ctico.
1.4. Pu´blico del proyecto
En general Spellbook puede ser u´til para el desarrollo de cualquier aplicacio´n que genere
documentos, ya sea web, de escritorio o de consola. Sin embargo, destaca sobre todo en los
siguientes a´mbitos:
Industria: Spellbook puede ser u´til para programadores que debido a las necesidades de
las soluciones que tengan que desarrollar, necesiten una aplicacio´n de generacio´n de docu-
mentos de gran potencia y precisio´n. Como por ejemplo soluciones industriales complejas
como co´digos de barras o documentos de identificacio´n que no pueden generarse fa´cilmente
con librer´ıas convencionales.
Servicios TI: El disen˜o de servicio remoto de Spellbook puede ser de utilidad para los ser-
vicios TI de empresas que quieran utilizarlo para generar su formularios y documentacio´n
corporativa, centralizando la generacio´n. El cara´cter modular de la descripcio´n de los do-
cumentos en Spellbook permite reutilizar material y cambiar todo el aspecto corporativo
de los documentos generados fa´cilmente.
4 CAPI´TULO 1. INTRODUCCIO´N
2
Estado del arte
A continuacio´n, se va a explicar que´ circunstancias tecnolo´gicas han inspirado la creacio´n de
las herramientas descritas en este documento. En concreto, se hablara´ del pasado y el presente
de los servicios web as´ı como de las diferentes tecnolog´ıas de generacio´n de documentos por
ordenador y su importancia en las actividades industriales, econo´micas y dome´sticas.
2.1. Servicios web
2.1.1. Evolucio´n de la web
Desde que hizo su aparicio´n en 1990 en el CERN de mano de Tim Berners Lee hasta nuestros
d´ıas, la web ha sido el motor de Internet, experimentado una serie de cambios tanto en taman˜o
como en funcionalidad que la han transformado en lo que es hoy [9].
Comenzo´ siendo un medio para cient´ıficos y profesionales, sobre el que poder compartir
informacio´n entre universidades y centros de investigacio´n. Esta web primigenia, era solo acce-
sible para un selecto grupo de personas que ten´ıan los conocimientos y el equipamiento para
poder usarla [24]. Ma´s tarde, en 1991, el CERN decidio´ hacer pu´blica la web, sus protocolos y
funcionamiento. La web era accesible a trave´s de Internet a todo el mundo, pero segu´ıa sin serlo
para el pu´blico en general. Los contenidos que se mostraban en la web eran suministrados por
los denominados Webmasters, personas que sab´ıan como crear las pa´ginas y publicarlas, o bien
eran de uso puramente cient´ıfico o empresarial. Era una web abierta, pero au´n unidireccional,
unos pocos individuos publican contenido y un grupo mucho ma´s numeroso lo consume. Lo que
hoy llamamos la web 1.0 [37].
Paralelamente a este uso de Internet, muchas empresas e instituciones empezaron a usar
la red para desplegar servicios. Estas aplicaciones deb´ıan abastecer una creciente demanda y
deb´ıan ser capaces de integrar clientes con lenguajes de programacio´n variados. Para hacer frente
a este reto, se desarrollaron tecnolog´ıas como CGI, CORBA, EDI, RPC o ma´s tarde SOAP que
facilitaban la programacio´n de soluciones en diferentes lenguajes que se ejecutaban en distintas
ma´quinas [45].
5
Servicio remoto de automatizacio´n de documentos basados en plantillas
Poco a poco, la tecnolog´ıa va haciendo ma´s accesible Internet. Las conexiones dome´sticas se
vuelven ma´s ra´pidas y baratas, los ordenadores se hacen ma´s potentes y se popularizan nuevas
formas de usar Internet, como el correo electro´nico. La web empieza a dar un paso hacia la web
2.0, donde las personas conectadas participan no solo consumiendo contenido, sino tambie´n
aporta´ndolo en formatos como blogs o redes sociales. Este cambio de paradigma, apoyado en
cierta medida por los nuevos avances en tecnolog´ıa dome´stica como los smartphones, las tablets
y las televisiones inteligentes esta´n ahora cambiando las estructura de Internet de nuevo [31].
2.1.2. Aparicio´n y desarrollo de los servicios web
Tener una aplicacio´n web para que los usuarios la utilicen ya no es suficiente.. Un bue´n ejem-
plo de esto son las aplicaciones nativas para iOS y Android de grandes empresas como Facebook
o Twitter. Estas aplicaciones fueron lanzadas para mejorar la experiencia de los usuarios en ter-
minales mo´viles evitando que utilizasen el navegador web ya que con una aplicacio´n nativa, se
desperdician menos recursos del dispositivo y por tanto puede ofrecerse mayor funcionalidad y
velocidad mejorando as´ı la experiencia de usuario.
Esto fuerza a los desarrolladores a estructurar sus soluciones en capas, situando un backend
al que puede conectarse todo tipo de frontend, ya sean aplicaciones web o nativas. De esta forma
solo se programa un backend al que se conectan todas las aplicaciones cliente, ahorrando en
costes y mejorando la mantenibilidad del sistema.
Esto unido al auge de la computacio´n en cloud y a las tecnolog´ıas de virtualizacio´n y de
contenedores han forzado que las tecnolog´ıas de despliegue y comunicacio´n de los servicios se
modernicen a gran velocidad, haciendo uso en muchos casos de protocolos simples y accesibles
desde cualquier lenguaje como HTTP dando lugar a los denominados servicios REST.
Todas estas circunstancias ha hecho que los desarrolladores de grandes servicios de Internet
hagan pu´blicas sus API, como Facebook [8] o Twitter [43] de forma que otras aplicaciones
pueden integrarse enriqueciendose entre s´ı.
Con las herramientas que se presentan en este documento, se pretende hacer de la generacio´n
de documentos un servicio ma´s, que permita con un u´nico servidor dar servicio a varias aplica-
ciones, adema´s de proveer un servicio REST fa´cil de integrar independientemente del lenguaje
de programacio´n del cliente.
2.1.3. Tecnolog´ıas en los servicios web
Hoy en d´ıa existen multitud de herramientas para crear y desplegar servicios web, asociadas a
las tecnolog´ıas de desarrollo web ma´s comunes, por lo que hay una gran variedad de posibilidades
a elegir. Pero sin duda, la mayor eleccio´n que hay que tomar a la hora de disen˜ar un servicio
web es escoger que tipo de servicio se necesita desplegar. Actualmente los dos tipos de servicio
ma´s extendidos son los SOAP y los REST.
Servicios SOAP
SOAP (Simple Object Access Protocol) es un protocolo esta´ndar que define la interaccio´n
entre objetos de distintos procesos a trave´s del intercambio de mensajes unidireccionales XML
sin estado. Este protocolo puede utilizarse para comunicar objetos en diferentes servidores a
trave´s de una conexio´n HTTP dando lugar as´ı a un servicio web.
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La naturaleza de los objetos que se intercambian se define en un fichero comu´n, el WSDL
(Web Services Description Language). En e´l se detallan las distintas caracter´ısticas de los objetos
que se publican mediante el servicio. Cuando el cliente se conecta al servidor, utiliza el WSDL
para condificar y decodificar los objetos intercambiados.
La transmisio´n de los objetos puede hacerse mediante cualquier protocolo que soporte el
env´ıo de texto, tradicionalmente se usa HTTP.
Las ventajas que presenta son:
Al utilizar HTTP es fa´cilmente integrable, en diferentes sistemas. Existen tambie´n librer´ıas
que implementan el protocolo para casi todos los lenguajes de programacio´n.
La transmisio´n puede utilizar cualquier protocolo de transporte capaz de transmitir texto.
En cambio, tambie´n presenta desventajas importantes:
SOAP depende de XML, cuyo parseo es relativamente lento, adema´s de ser muy dificil
de leer para una persona y necesitar una infraestructura software relativamente compleja
para interpretar las respuestas. Los datos binarios son forzados a transformarse en texto,
lo que ralentiza au´n ma´s las operaciones.
Depende del WSDL para que el cliente y el servidor conozcan la definicio´n de los objetos.
Servicios REST
REST (Representational State Transfer) no es un protocolo propiamente dicho, es un patro´n
de disen˜o de arquitectura software orientado a la comunicacio´n v´ıa red y es utilizado para definir
servicios.
REST estructura su funcionamiento en torno al concepto de recursos. Un cliente se conecta
al servicio para acceder a estos recursos, modificarlos, borrarlos o incluso realizar acciones
sobre ellos. Cada uno de estos recursos esta´ identificado por una direccio´n (URI) que el cliente
debe conocer para poder realizar una peticio´n. Las operaciones que se pueden realizar sobre
los recursos esta´n bie´n definidas y se basan en las operaciones CRUD (create, read, update y
delete).
Para comunicarse, el cliente se pone en contacto con el servidor utilizando el protocolo HTTP
e intercambia´ndose representaciones de estos recursos. Estas representaciones esta´n codificadas
de acuerdo a una especificacio´n concreta, t´ıpicamente XML o JSON.
Dicho intercambio de estos recursos es stateless corresponde a la aplicacio´n dar sentido y
entender los datos intercambiados as´ı como realizar las peticiones necesarias en cada momento.
Los servicios REST presentan una serie de ventajas:
El punto fuerte de los servicios REST es su simplicidad, al utilizar HTTP no es necesaria
una infraestructura software muy grande para navegar por un servicio de este tipo. Por
lo que son servicios fa´ciles de integrar y depurar.
El hecho de que se pueda definir libremente la arquitectura de las URI, los recursos y la
codificacio´n de las representaciones, hace tambie´n que las aplicaciones sean ma´s ligeras,
al poder definir con versatilidad sus estructuras.
Tener que definir una estructura y codificacio´n concretas y dependientes de la aplicacio´n
tambie´n produce que los desarrolladores del servicio se vean obligados a documentar de
una manera exahustiva el servicio, lo que luego hace ma´s fa´cil la labor de integracio´n.
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Sin embargo, estas caracter´ısticas que hacen de los servicios REST muy adaptados a la
aplicacio´n, tambie´n suponen que el sistema debe estar bien disen˜ado. Es fa´cil cometer fallos
de disen˜o cuando todo desde la codificacio´n de las representaciones hasta la arquitectura de la
aplicacio´n depende del programador.
A pesar de esta dificultad, este tipo de servicio ha sido el escogido para implementar el
sistema que se presenta en este informe, ya que se busca ante todo la simplicidad y la facilidad
de integracio´n independientemente de la naturaleza de la aplicacio´n cliente.
2.2. Generacio´n de documentos
Tratar con documentos es algo habitual en las aplicaciones, especialmente en los a´mbitos
profesionales. De hecho, unas de las primeras aplicaciones de la todav´ıa informa´tica primigenia,
fue´ una ma´quina que automatizaba la burocracia necesaria para gestionar el censo de los Estados
Unidos [2].
Esta ma´quina inventada en 1890 por Herman Hollerith uso´ a´lgebra de Boole y un documento
de entrada en forma de cartulina impresa y perforada donde los usuarios contestaban preguntas
binarias. Con este me´todo, el resultado del recuento y ana´lisis censal de los 62.622.250 habitantes
estuvo listo en so´lo 6 semanas. La empresa que se desarrollo´ con el e´xito de la ma´quina (figura
2.1), tras muchos cambios, dar´ıa lugar a lo que hoy conocemos como IBM.
Figura 2.1: Ma´quina tabuladora de Herman Hollerith
2.2.1. Aplicaciones de procesamiento de textos
Con la aparicio´n de los primeros ordenadores y su posterior miniaturizacio´n hasta los orde-
nadores personales, se siguieron construyendo soluciones para ayudar a las empresas a manejar
el gran volumen de documentacio´n que necesitaban.
Los primeros programas de generacio´n de documentos por ordenador no fueron generadores
automa´ticos, fueron las aplicaciones de procesamiento de textos, que surgieron como alternativas
modernas a las ma´quinas de escribir. Los documentos pod´ıan almacenarse digitalmente, por lo
que pod´ıan modificarse y copiarse.
Una de las primeras aplicaciones de este tipo, WordPerfect (figura 2.2a), hizo su aparicio´n
en 1979 [44]. Despue´s lo siguio´ el Microsoft Word(figura 2.2b) [26] en 1981. Poco a poco, toda
la documentacio´n generada por las empresas empezaba a ser digitalizada.
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(a) Word Perfect 1.0 (b) Microsoft Word 2007
Figura 2.2: Ejemplos de aplicaciones de procesamiento de textos
Al principio, estos programas de procesamiento de textos solo eran utilizados por personal
que hab´ıa sido formado para usarlos, dada la complejidad de las interfaces de los ordenadores
de la e´poca. Un ejemplo de este tipo de interfaces se puede observar en la figura 2.2a, donde
esta´ representada la pantalla principal de WordPerfect en su primera versio´n. No contaba con
soporte para rato´n y la interaccio´n del usuario era sobre todo a trave´s de atajos de teclado.
Sin embargo, las empresas buscaban que este tipo de programas fueran accesibles al pu´blico
en general independientemente de su nivel de familiaridad con los ordenadores y as´ı no tener
que contratar personal especializado o formar a sus trabajadores.
Esto fomento´ que tras la aparicio´n de conceptos como el escritorio, el puntero del rato´n o
las ventanas, se desarrollara el paradigma What You See Is What You Get (WYSIWYG). Esta
forma de disen˜ar interfaces se basa en mostrar al usuario por pantalla el aspecto real de aquello
que esta´ construyendo, y proveerle de herramientas que le permitan editarlo a la vez que ve los
cambios que realiza.
De esta forma, los editores de texto evolucionaron hacia interfaces que eran ma´s usables y
que permit´ıan al usuario ver en tiempo real una vista de lo que ser´ıa su documento al imprimirlo.
Un ejemplo de este tipo de interfaz es la figura 2.2b, donde puede verse la pantalla principal
del Microsoft Word 2007. Esta versio´n ya permite colocar los elementos sobre el espacio y hacer
todo tipo de configuraciones utilizando el rato´n. De esta manera se hace ma´s simple y fa´cil de
utilizar para el pu´blico en general.
Sin embargo, al buscar la sencillez y la interactividad con el usuario, desemboco´ en un
software con una funcionalidad ma´s reducida y aplicada al usuario medio. La calidad tipogra´fica
no era suficiente para colectivos como cient´ıficos o editoriales.
Los formatos que tratan este tipo de aplicaciones son tambie´n inestables entre versiones
del mismo programa o programas distintos y no son apropiadas para la publicacio´n de los
documentos.
2.2.2. TeX y LaTeX
Paralelamente al desarrollo de las aplicaciones de procesamiento de textos, se desarrollaron
otra serie de aplicaciones con una base distinta al WYSIWYG, como es el caso de TeX y LaTeX.
En 1969 Donald Knuth, escribio´ su libro The Art of Computer Programming. Esta publica-
cio´n fue´ inicialmente imprimida utilizando la te´cnica de presionado de caracteres. Esta te´cnica
era la utilizada en el siglo XIX, y se basaba en imprimir el documento con grandes ma´quinas
de escribir que utilizaban cabezales meta´licos con caracteres grabados que eran impregnados en
tinta y presionados contra el papel. Esta te´cnica de impresio´n produc´ıa un resultado cla´sico,
con una gran exactitud y calidad que era del agrado de Knuth.
CAPI´TULO 2. ESTADO DEL ARTE 9
Servicio remoto de automatizacio´n de documentos basados en plantillas
Sin embargo, una versio´n posterior fue´ impresa por fotocomposicio´n ya que la tecnolog´ıa
anterior hab´ıa sido remplazada y las fuentes originales ya no estaban disponibles. Esta te´cnica
consiste en utilizar negativos fotogra´ficos de cada uno de los caracteres y utilizarlos para com-
poner el texto. Pero la calidad y la exactitud de la tipograf´ıa eran muy inferiores al otro me´todo.
Esto inspiro´ a Knuth a crear su propio sistema software de composicio´n de documentos [22], lo
que hoy se conoce como TeX.
TeX fue´ creado con dos objetivos en mente:
Permitir que cualquiera pueda con el software adecuado crear libros con una calidad gran
calidad tipogra´fica con relativamente poco esfuerzo.
Hacer que el sistema produzca siempre la misma salida independientemente de la natura-
leza del mismo y del momento en el que se realice la generacio´n del documento.
Para alcanzar estos objetivos, Knuth disen˜o´ un lenguaje de descripcio´n vectorial los carac-
teres de las fuentes, lo que llamo´ METAFONT [21]. Este sistema, describe las fuentes no como
el contorno de los caracteres, sino como el camino de un pincel de una forma determinada sobre
el lienzo (figura 2.3). De esta forma, los caracteres esta´n codificados en forma de ecuaciones que
regulan el movimiento del pincel, por lo que se les pueden aplicar para´metros como el ratio de
aspecto, el taman˜o o el grosor de los bordes.
Figura 2.3: Ejemplo de definicio´n de un caracter utilizando una funcio´n matema´tica en META-
FONT
Junto con este lenguaje de descripcio´n de fuentes, disen˜o´ tambie´n un lenguaje para definir
la estructura y el contenido del documento. Este lenguaje esta´ basado en comandos y macros.
De esta forma, con un editor de texto plano y un compilador de TeX, cualquiera era capaz
de generar un documento con una gran calidad tipogra´fica a trave´s de un sistema estable y
expandible.
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Sin embargo, el lenguaje definido por Knuth para el disen˜o del documento era de muy
bajo nivel, pero en 1985 Leslie Lamport creo LaTeX [23]. Esta aplicacio´n derivada de TeX es un
sistema de generacio´n de documentos completo, donde el usuario utiliza un lenguaje de marcado
de nivel ma´s alto construido sobre comandos de TeX.
Es altamente personalizable, ya que pueden redefinirse los macros y comandos y se pueden
an˜adir nuevos a trave´s de paquetes. Estos son piezas software que se integran en LaTeX y
permiten an˜adir funcionalidad a trave´s de nuevos comandos o macros, como por ejemplo mejorar
la sintaxis de ciertos elementos como tablas, o an˜adir otros como co´digos de barras, caracteres
de otros idiomas, grafos o fo´rmulas matema´ticas.
Hoy en d´ıa LaTeX es muy utilizado en ambientes acade´micos, cient´ıficos y editoriales para
obtener de una manera sencilla documentos de cualquier tipo y con una gran variedad de
elementos representables sin perjuicio de una alta calidad tipogra´fica.
2.2.3. Publicacio´n de documentos
Dado el importante aumento de los documentos digitales, y la inestabilidad de los formatos
de las diferentes aplicaciones, era necesario transformar los documentos a un formato que fuera
estable independientemente del dispositivo donde se visualizara. Para ello se creo´ PostScript,
un lenguaje de descripcio´n de gra´ficos vectoriales [18]. Fue desarrollado por un equipo en Ado-
be Systems e hizo su aparicio´n en 1982. Se utilizaba, entre otras cosas, para transformar los
documentos en una imagen vectorial cuyo aspecto fuera calculado y representado siempre de la
misma manera.
Sin embargo, este proceso de transformacio´n requer´ıa mucho tiempo y recursos para llevarse
a cabo, de forma que en 1991 Adobe Systems desarrollo´ el formato de publicacio´n de documen-
to por excelencia, el PDF (Portable Document Format) [40]. Este formato es espec´ıfico para
documentos y permite representarlos en los principales sistemas operativos sin que se modifi-
que el aspecto ni la estructura original, adema´s una vez exportado, no permite la edicio´n del
documento.
Hoy en d´ıa, la importancia del PDF es muy grande, dado que la gran mayor´ıa de aplicaciones
que tratan y publican documentos utilizan este formato.
2.2.4. Edicio´n colaborativa de documentos
Lejos de desaparecer, la importancia de los documentos en la vida diaria va en aumento
Una prueba de ello es la aparicio´n multitud de herramientas que muestran nuevas formas de
creacio´n de documentos, como por ejemplo es el caso de Google Docs y Overleaf que permiten
el desarrollo colaborativo, s´ıncrono y en tiempo real de documentos, convirtie´ndolos tambie´n en
un elemento de comunicacio´n.
El caso de Overleaf es muy interesante, puesto que permite que varias personas editen en
tiempo real co´digo LaTeX y ofrece una vista previa del documento que se va construyendo, tal
y como se aprecia en la figura 2.4. Tambie´n tiene un editor de LaTeX especializado que hace
ma´s fa´cil encontrar errores, adema´s de incluir plantillas predefinidas y sistemas integrados de
publicacio´n [32].
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Figura 2.4: Imagen de la interfaz de Overleaf
2.2.5. Herramientas existentes para la generacio´n de documentos
Como se comentaba en el apartado anterior, el hecho de que Internet este´ cada vez ma´s al
alcance de todos y el auge de los servicios a trave´s de Internet y de estas nuevas formas de
hacer uso de documentos, ha producido tambie´n herramientas parecidas a la que se presenta
en este documento, orientadas a ser incorporadas en estas aplicaciones que necesiten manipular
documentos.
Un ejemplo de este tipo de herramientas es jsPDF [17]. Es un framework javascript que se
ejecuta en el navegador del cliente permitiendo al programador generar documentos PDF sin
hacer uso del servidor. El documento se va generando mediante una serie de rutinas para escribir
texto o colocar ima´genes dando lugar finalmente a un documento PDF en formato dataURI.
Un ejemplo de su uso puede verse en la figura 2.5
Figura 2.5: Ejemplo de uso de la librer´ıa jsPDF
Esta librer´ıa presenta varias ventajas, como que es muy sencilla de utilizar y configurar y que
todo el trabajo de construccio´n y renderizado se realiza en el cliente. Sin embargo, las funciones
para construir el documento son bastante limitadas y la exactitud y la calidad tipogra´fica de
los documentos obtenidos no pueden compararse con documentos disen˜ados a mano.
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Otra popular herramienta para generar PDFs es WickedPDF. Esta librer´ıa recibe un modelo
en HTML del documento, renderiza´ndolo a PDF y sirvie´ndoselo al usuario a trave´s de peticiones
HTTP. Esta´ escrita en Ruby y esta´ especialmente disen˜ada para ser utilizada junto con Rails
[36]. Para el renderizado utiliza un binario externo a la aplicacio´n Rails, wkhtmltopdf.
La calidad de los documentos obtenidos con esta herramienta es muy buena, y la sintaxis
para controlar el renderizado desde el layout HTML tambie´n es muy completa. Sin embargo,
esta librer´ıa no controla las referencias a ficheros CSS y JS para el renderizado mediante la
librer´ıa externa y no tiene la variedad de elementos que puede tener LaTeX, como fo´rmulas
matema´ticas, co´digos de barras, medidas en cent´ımetros. . .
2.2.6. Conclusiones
En definitiva, estas librer´ıas han sido la inspiracio´n para crear una nueva solucio´n para el
generado de documentos que no tenga,en la medida de lo posible, las limitaciones y aspectos
negativos de las herramientas que existen:
Lograr una gran calidad tipogra´fica y variedad de elementos utilizables haciendo uso de
LaTeX e intentando hacer la configuracio´n y el sistema lo ma´s sencillo y autocontenido
posible.
Dividir el documento en vista y contenido, haciendo uso de elementos modulares que
ayuden a reutilizar y ordenar las plantillas y que permitan un ra´pido cambio de estilo de
todos los documentos de un mismo tipo.
Permitir una variedad de formatos de entrada y salida ma´s alla´ del HTML y el PDF, para
dotar de mayor versatilidad a las aplicaciones.
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3
Disen˜o e implementacio´n
En este apartado se va a exponer co´mo funcionan cada uno de los componentes que con-
forman el sistema implementado, as´ı como las tecnolog´ıas que se han utilizado y las razones de
disen˜o que han motivado su eleccio´n.
En primer lugar se hablara´ sobre el motor de Spellbook, pdc, encargado de generar los
documentos. Despue´s se comentara´ el funcionamiento de pdcs, el servicio web implementado
sobre pdc para poder acceder a sus funciones a trave´s de la web. Una vez explicado el servicio,
se continuara´ exponiendo sPHPellbook, que es un cliente del servicio web escrito en PHP. Por
u´ltimo se comentara´ la construccio´n de la aplicacio´n de prueba implementada, la documentacio´n
web de todo el sistema y los scripts de desplegado e instalacio´n.
3.1. Pdc: Librer´ıa ba´sica y aplicacio´n de consola
Pdc es una librer´ıa escrita completamente en python, que implementa la funcionalidad ba´sica
de la aplicacio´n, acompan˜ada de un ejecutable tambie´n escrito en python que permite el acceso
las funciones principales desde la consola.
La razo´n de escoger este lenguaje de programacio´n para esta parte de la aplicacio´n reside
en varios puntos:
Pdc necesita una librer´ıa de plantillas para generar el co´digo de los documentos. En el caso
de python, existe Jinja2 que se basa en el motor de plantillas del framework web Django y
que permite usarlo fuera de entornos web [34]. Es un motor versa´til, optimizado y fa´cil de
utilizar, por eso se decidio´ seleccionarla como corazo´n para el generador de documentos.
Python es un lenguaje que combina una sintaxis clara y sencilla con una funcionalidad,
portabilidad y compatibilidad muy grande. Pdc necesita llamar cont´ınuamente a progra-
mas externos e interactuar con el SO, estas operaciones pueden realizarse de forma ma´s
simple, robusta y ra´pida en python que en otros idiomas similares como Java o Ruby.
Python tambie´n es un lenguaje muy extendido y goza de una amplia comunidad, lo que
hace ma´s fa´cil el aprendizaje y la bu´squeda de informacio´n, adema´s de ser tambie´n un
proyecto de co´digo abierto.
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A lo largo de este apartado, se explicara´ con que´ estructuras se definen los documentos a
generar y en que´ consiste y co´mo esta´ implementado el proceso de generacio´n de documentos.
3.1.1. Estructura de los documentos: Vista y datos
Como se ha comentado en apartados anteriores, Spellbook basa el generado de documentos
en la diferenciacio´n de la vista y de los datos del documento. De esta manera puede separarse
el aspecto f´ısico de un documento de los datos que contiene haciendo la definicio´n de los do-
cumentos ma´s sencilla y reutilizable. A continuacio´n van a exponerse estos dos elementos, sus
estructuras y su funcionalidad.
Vista: Plantillas y recursos
La vista equivale a la informacio´n que permite al generador organizar los datos en el docu-
mento, co´mo colocarlos y mostrarlos f´ısicamente sobre el espacio. La vista se compone de dos
elementos: las plantillas, que se combinan para generar el co´digo LaTeX del documento y los
recursos que representan otros elementos como ima´genes.
Plantillas: Las plantillas conforman el co´digo LaTeX del documento. Son individuales,
pero pueden anidarse y repetirse. Esta estructura permite hacer componentes reutilizables
en diferentes documentos con el mismo estilo.
No hay que olvidar que el objetivo final de la vista es generar un co´digo LaTeX que pueda
ser transformado. Esto lleva a estructurar la vista en dos tipos de plantillas:
• Componentes: Son las plantillas que conforman cada una de las partes del docu-
mento. La sintaxis de estos componentes es la de co´digo LaTeX corriente, salvo que
pueden incluirse estructuras de control como condicionales o bucles y tambie´n varia-
bles basadas en la sintaxis de Jinja2, a trave´s de las cuales se “rellena” el fragmento
de documento con diferente contenido segu´n sean los datos que acompan˜an al docu-
mento. En la figura 3.1 se pueden ver expresiones del tipo {% conf.variable %} que
son sustituidas por los datos correspondientes.
Los componentes son anidables, secuenciables y repetibles a lo largo de todo el do-
cumento. De esta forma se crea una estructura en forma de a´rbol que da la forma
final al documento como se vera´ ma´s adelante.
• Paquetes: LaTeX utiliza paquetes para realizar funcionalidades extra. Estos deben
instalarse en el sistema, y para ser usados requieren una pequen˜a configuracio´n en la
seccio´n de cabecera del co´digo LaTeX antes del cuerpo del documento, como puede
verse en la figura 3.2.
Los paquetes de pdc son entonces, fragmentos de co´digo especiales que se usan para
incluir estos paquetes LaTeX en el co´digo. Se asocian a componentes pero no permi-
ten anidacio´n. Son so´lo incluidos en la cabecera del co´digo generado una u´nica vez,
independientemente del nu´mero de veces que aparezcan en los diferentes componentes
que forman el documento.
Recursos: Son cada una de la ima´genes que pueden ser incluidas en el documento final.
En el futuro se an˜adira´n en esta categor´ıa cualquier otra serie de elementos que acompan˜en
a los datos y puedan ser incluidos en los documentos generados.
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Figura 3.1: Ejemplo de co´digo LaTeX con expresiones de control de Jinja2. Modeliza la cabecera
de un documento.
Figura 3.2: Ejemplo de co´digo LaTeX de un paquete. Es incluido al inicio del co´digo LaTeX del
documento.
Datos: A´rbol de contenido
Los datos se corresponden con la informacio´n que compone y da sentido al documento, que
define que´ componentes, paquetes y recursos utilizar y que´ informacio´n introducir en ellos.
Los datos se expresan mediante un a´rbol de contenido. Cada uno de sus nodos es un com-
ponente con una configuracio´n asociada, unos paquetes y un contenido que incluye otros nodos
hijos que se introducen en el interior de ese nodo.
La figura 3.3 representa el a´rbol de un albara´n de entrega, compuesto por un documento
base que contiene una cabecera de empresa, una cabecera de albara´n y el contenido del albara´n.
Figura 3.3: Ejemplo de estructura del a´rbol de documento de un albara´n de entrega.
Todos los documentos deben contar con un nodo ra´ız que actu´a como documento base. Esta
plantilla es especial y tambie´n sirve como modelo para el documento LaTeX. En su interior se
escriben las inclusiones de los paquetes LaTeX que necesiten el resto de nodos y el co´digo de
todos los componentes del documento.
El a´rbol de contenido completo del albara´n quedar´ıa tal y como se muestra en la figura
3.4. En e´l puede observarse como se definen cada uno de los nodos, incluyendo que´ plantilla
modeliza el nodo, los datos a sustituir en dicha plantilla, los paquetes de los que depende y que´
otros nodos contiene.
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Figura 3.4: Ejemplo de a´rbol de documento en JSON de un albara´n de entrega.
3.1.2. Proceso de generado
La vista y los datos son combinados a trave´s de una serie de fases dando lugar as´ı al
documento final.
Figura 3.5: Esquema del proceso de generado de documentos.
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Como puede verse en la figura 3.5, los datos pasan por tres fases: primero sufren una fase
de decodificacio´n que los transforma para poder ser utilizados, luego son utilizados para cons-
truir un co´digo LaTeX intermedio y finalmente son transformados en el documento final. A
continuacio´n se detallan cada uno de los procesos que conforman estar tres fases.
Fase de decodificacio´n
Durante esta fase, los datos que entran en la aplicacio´n son tratados para ser transformados
en estructuras con las que los siguientes procesos puedan trabajar. Esta fase es llevada a cabo
por un decodificador, que transforma un formato de entrada concreto como XML o JSON a
objetos python que se cargan en memoria para ser procesados ma´s adelante.
Estos decodificadores son intercambiables, lo que permite modificar o ampliar la oferta
de formatos soportados por la librer´ıa de una manera simple y ra´pida, adema´s de proveer
combinaciones de diferentes configuraciones asociando diferentes mo´dulos, como se vera´ ma´s
adelante.
Fase de composicio´n
En esta fase, a trave´s del sistema de plantillas Jinja2 [34], se componen los diferentes frag-
mentos de co´digo LaTeX sustituyendo en ellos los datos obtenidos de la fase anterior utilizando
un algoritmo de recorrido en profundidad sobre el a´rbol de contenido, resolviendo todas las
estructuras, sentencias e inclusiones que indiquen los datos y las plantillas.
El resultado final es un co´digo LaTeX sin estructuras de control ni variables listo para ser
compilado.
Fase de construccio´n
Para finalizar el proceso de generacio´n, el co´digo obtenido de la fase anterior es pasado a
trave´s de un programa externo, usualmente un compilador de LaTeX, que produce un documento
en un formato concreto (ej. PDF) que es tomado como salida final del proceso de generado.
Estos constructores son tambie´n intercambiables, por lo que es fa´cil aumentar la variedad
de formatos de salida para las soluciones.
3.1.3. Algoritmo de composicio´n de co´digo LaTeX a partir del a´rbol de con-
tenido
Como ya se ha comentado en apartados anteriores, pdc genera el documento a partir de
un a´rbol de contenido, que es una estructura en forma de a´rbol cuyos nodos representan los
diferentes componentes del documento con su configuracio´n asociada.
El a´rbol define que´ plantillas utilizar, que´ datos sustituir en ellas y co´mo anidarlas unas
dentro de otras. Para transformar un a´rbol en co´digo LaTeX, hay que recorrerlo transformando
cada uno de los nodos en co´digo e ir unie´ndo y anida´ndo dicho co´digo de acuerdo a la estructura
del a´rbol.
El algoritmo tambie´n debe ser capaz de ir recogiendo los paquetes LaTeX para ser introdu-
cidos en el documento base que actu´a como nodo del a´rbol, para que sean escritos una u´nica
vez en el lugar adecuado en al cabecera del co´digo.
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La principal ventaja de estructurar el documento en forma de a´rbol, es que el algorit-
mo puede construirse de manera recursiva, realizando una bu´squeda en profundidad que vaya
transformando los diferentes nodos desde lo ma´s profundo hasta la ra´ız.
El algoritmo es aplicado sobre el nodo ra´ız del a´rbol. En primer lugar se comprueba la
integridad del nodo, comprobando que contenga todos los campos necesarios tal y como se
ilustra en la figura 3.6.
Figura 3.6: Comienzo del algoritmo de composicio´n. Comprobacio´n de integridad.
Una vez comprobado que el nodo es apto para la transformacio´n, se busca que´ plantilla
modeliza el nodo. Si no se encuentra la plantilla o hay algu´n tipo de error en su sintaxis se
reporta el error, tal y como se observa en la figura 3.7.
Figura 3.7: Bu´squeda de la plantilla que modeliza un nodo.
Como se representa en la figura 3.8, si el nodo tiene hijos, se transforman primero, acu-
mulando el co´digo tanto de contenido como de paquetes haciendo una llamada recursiva a la
funcio´n.
Figura 3.8: Detalle de la recursio´n del algoritmo de composicio´n, si un nodo tiene hijos se
transforman primero acumulando el resultado.
Una vez hecho esto, se transforman los paquetes que contiene el nodo que se esta´ procesando,
y se an˜aden a los que provienen de los nodos hijos, comprobando que no hay duplicidades. En
la figura 3.9 puede observarse la llamada a la funcio´n render la la librer´ıa Jinja2.
Por u´ltimo, se transforma el co´digo del nodo que se esta´ procesando, introduciendo en su
interior el co´digo de sus nodos hijos, y si es el nodo ra´ız tambie´n el co´digo de los paquetes del
resto de nodos como aparece en el co´digo de la figura 3.10.
De esta forma, el algoritmo ejecutado sobre un ejemplo, como puede ser el de un examen
simple, quedar´ıa como se expone en las figura 3.11
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Figura 3.9: Transformacio´n y acumulacio´n del co´digo de los paquetes.
Figura 3.10: Composicio´n final del co´digo LaTeX del nodo. Si es el nodo raiz, se sustituye en su
interior el co´digo acumulado de los paquetes y de todos los componentes del documento.
Figura 3.11: Ejemplo del flujo del algoritmo de composicio´n sobre un ejemplo de documento.
Dado este flujo de ejecucio´n, el documento ir´ıa componiendose a partir del a´rbol como se
especifica en la tabla 3.1 (pa´gina 41). Cada uno de los componentes del documento se representa
con su color correspondiente representado en la figura 3.11.
3.1.4. Implementacio´n de pdc: mapa de clases
El proceso de generado mencionado anteriormente, es llevado a cabo por el trabajo conjunto
de las diferentes clases que conforman la librer´ıa. Como puede verse en la figura 3.12 esta´n
divididas en tres grupos. A continuacio´n se explicara´ cada uno de estos tres mo´dulos que imple-
mentan las tres fases del proceso de generado explicadas en apartados anteriores, as´ı como la
aplicacio´n pdc que es un programa de l´ınea de comandos que utiliza estas clases para generar
documentos desde la consola.
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Figura 3.12: Mapa de clases de pdc. Se aprecian tres grupos de clases que se corresponden con
las tres fases del proceso de generacio´n.
Mo´dulo pdc
El mo´dulo principal contiene todas las clases necesarias para realizar la generacio´n ba´sica.
A continuacio´n se va a exponer la funcionalidad de los tres submo´dulos en los que se divide,
que implementan las tres fases de generacio´n de un documento: decodificacio´n, composicio´n y
construccio´n.
Submo´dulo decoder: En este mo´dulo se encuentran todas las clases decodificadoras
disponibles para la generacio´n. En este punto del proyecto se han implementado 2 deco-
dificadores:
• JsonDecoder: Toma como entrada un fichero de texto plano con el a´rbol de con-
tenido representado en JSON. La salida es ese mismo a´rbol de contenido codificado
utilizando objetos y arrays de python.
• NullDecoder: Toma como entrada un a´rbol de contenido codificado utilizando ob-
jetos y arrays de python. La salida del decodificador es la misma que la entrada. Este
decodificador es necesario para poder utilizar pdc desde el servicio web, ya que como
se vera´ ma´s adelante, en la librer´ıa Django Rest Framework que usa pdcs los objetos
se reciben ya decodificados.
Submo´dulo core: Aqu´ı se encuentran las 3 clases principales:
• PdcError: Incluye las definiciones de los errores que la librer´ıa puede producir,
define nombres y los asocia a co´digos. Complementa al sistema de logging incluido
en todas las clases del mo´dulo.
• PdcEnvironment: Mantiene un objeto de entorno de Jinja2 que utiliza para buscar
en los directorios de las plantillas y cargarlas todas a memoria deja´ndolas listas para
su uso.
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Tambie´n es la clase encargada de definir y controlar los directorios donde se encuen-
tran las plantillas, los recursos, los decodificadores y los constructores. Tiene me´todos
para instalar cada uno de estos componentes de forma adecuada, gestionando los fi-
cheros en disco y llamando a programas externos si fuera necesario para, por ejemplo,
instalar un paquete de LaTeX desde el repositorio cuando se an˜ade una nueva plan-
tilla de paquete. La mayor´ıa de estos me´todos de gestio´n son necesarios para pdcs u
otras aplicaciones de terceros, pero no se utilizan en la aplicacio´n de consola.
Tambie´n se encarga de instanciar en tiempo de ejecucio´n los decodificadores y cons-
tructores por nombre de clase. Esto es necesario para poder escoger de forma dina´mica
que´ configuracio´n de generacio´n utilizar en cada caso.
• Pdc: Esta clase, dado un determinado entorno, un codificador y un constructor,
transforma una entrada en un documento. Se encarga de hacer pasar la informacio´n
a trave´s de todas las fases del proceso de generacio´n. Implementa tambie´n el proceso
de composicio´n del co´digo LaTeX intermedio a trave´s del algoritmo sobre el a´rbol de
contenido.
Submo´dulo builder: En este mo´dulo se encuentran todas las clases constructoras dispo-
nibles para la generacio´n. En este punto del proyecto se han implementado 4 constructores:
• PdfBuilder: Utiliza la aplicacio´n pdflatex para transformar el co´digo LaTeX inter-
medio en un documento en formato PDF.
• PngBuilder: Utiliza la aplicacio´n latex para generar un documento dvi y poste-
riormente dvipng para transformar el co´digo LaTeX finalmente en una imagen en
formato PNG.
• TexBuilder: No realiza ninguna accio´n sobre el co´digo. Es utilizado para generar el
docuemnto en formato de co´digo LaTeX.
• XLatexPdfBuilder: Utiliza la aplicacio´n xelatex para transformar el co´digo LaTeX
intermedio en un documento en formato PDF. Este proceso permite utilizar ciertos
mo´dulos de LaTeX como pst-barcode que requieren una transformacio´n intermedia a
dvi sin hacer varias llamadas al sistema [46]. Esta es ma´s lenta que usando pdflatex.
Aplicacio´n pdc
Es una aplicacio´n en python que utiliza los componentes anteriormente citados para permitir
la generacio´n de documentos. Se basa en el mo´dulo argparse [33] de python para recibir las
opciones por l´ınea de comandos.
Para que pdc pueda distribuirse e instalarse de forma sencilla en cualquier entorno, se ha
programado un paquete wheel utilizando las herramientas python-setuptools y python-wheel.
De esta manera, se puede instalar la librer´ıa a trave´s del gestor de paquetes pip. El paquete
puede tambie´n subirse en un futuro a PyPl y ser descargado entonces desde los repositorios
oficiales de python [35].
Para ma´s informacio´n te´cnica sobre co´mo utilizar pdc y ejemplos de uso, ver la documenta-
cio´n online accesible mediante los datos presentes en el Anexo I.
3.2. Pdcs: Servicio REST como interfaz de pdc
Pdcs es una envoltura sobre la librer´ıa pdc, que permite hacer uso de la generacio´n de
documentos y administrar las plantillas, recursos y dema´s componentes de pdcs a trave´s de la
web. Los objetivos que persigue esta envoltura son:
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Aprovechar la librer´ıa de generacio´n de documentos para proveer un servicio de generacio´n
remoto a trave´s de la web, utilizando un servicio REST que pueda ser integrado sin
dificultad independientemente del lenguaje y la condicio´n de la aplicacio´n cliente, y que
cuente con la debida fiabilidad y las debidas condiciones de seguridad.
Proveer de una interfaz de configuracio´n para la librer´ıa, de forma que sea sencillo manejar
las plantillas, los recursos y las configuraciones. Esta labor debe tambie´n poder realizarse
desde la web, no solo por el administrador del sistema, sino por las propias aplicaciones
que se integren.
El servicio consta de varios mo´dulos, que funcionando conjuntamente, permiten alcanzar
las caracter´ısticas antes mencionadas. Como se puede observar en la figura 3.13, el servicio
cuenta con dos herramientas diferenciadas: un panel de control web y un servicio REST que se
corresponden con los dos principales objetivos de disen˜o.
Figura 3.13: Esquema de las partes del servicio REST.
El panel de control web permite a los administradores del sistema configurar de forma sencilla
y desde el navegador el entorno de generacio´n de documentos, mientras que el servicio REST
provee a aplicaciones de terceros un punto de acceso para realizar configuraciones y generar
documentos.
A lo largo de este apartado, van a exponerse las tecnolog´ıas utilizadas para implementar el
servicio y las razones de su eleccio´n as´ı como el funcionamiento del servicio REST y del panel
de control.
Tecnolog´ıas utilizadas
Tanto el servicio REST como el panel de control esta´n construidas en Python y su framework
web Django [6]. Esta decisio´n de disen˜o se tomo´ debido a varias razones:
Por las ventajas antes comentadas, pdc esta´ escrito en python, de forma que la evolu-
cio´n natural es escribir la envoltura tambie´n en python, para que la programacio´n y la
integracio´n sean ma´s co´modas.
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Django es un framework estable, escalable, probado en entornos profesionales y con una
gran comunidad. Esto hace de Django un framework muy ra´pido de aprender y muy a´gil
a la hora de desarrollar. Tambie´n es una tecnolog´ıa con la que estoy familiarizado ya que
trabajo a diario con ella.
Django es software libre en continua evolucio´n y revisio´n por parte de la comunidad. De
esta manera se minimiza el riesgo de tener problemas de seguridad derivados de fallos en
el framework. Django tambie´n tiene una gran variedad de librer´ıas libres desarrolladas y
mantenidas por la comunidad que favorecen a un desarrollo ma´s ra´pido y sencillo.
Python y Django son una buena eleccio´n para aplicaciones web debido a que son indepen-
dientes de la plataforma. Por tanto, el servicio puede desplegarse en una gran variedad de
sistemas con configuraciones distintas sin cambios de arquitectura.
En los siguientes puntos, se desarrollara´n ma´s en detalle cada una de las tecnolog´ıas utilizadas
en las herramientas implementadas.
Servicio REST
El servicio de pdcs ofrece la funcionalidad necesaria para la generacio´n de documentos a
cualquier aplicacio´n de terceros, permitiendo la comunicacio´n entre estas aplicaciones y pdc
utilizando llamadas HTTP [14] y el lenguaje de descripcio´n de objetos JSON [15].
Tecnolog´ıas
Este API esta´ construido sobre la librer´ıa Django REST Framework [7] que permite a par-
tir de las entidades de base de datos (en django llamadas modelos) publicar un servicio REST
basado en JSON gestionado por la propia librer´ıa.
De esta forma, todos los elementos de configuracio´n de pdc tienen su representacio´n en una
base de datos, lo que hace ma´s sencillo mantenerla y mostrarla a trave´s del servicio.
Como gestor de base de datos se esta´ utilizando MySQL, debido a su simplicidad de instala-
cio´n e integracio´n con Django, sin embargo, cualquier otro gestor de bases de datos relacionales
es compatible con el sistema.
A trave´s de dicho servicio se puede interactuar con estas entidades de base de datos a
trave´s de peticiones HTTP como GET, POST, PUT o DELETE [14], lo que lo hace altamente
compatible con cualquier lenguaje de programacio´n o arquitectura de cara a ser integrado en
una aplicacio´n de terceros.
La ventaja de este tipo de servicios REST es su simplicidad frente a otras soluciones para
la publicacio´n de servicios como SOAP. Al ser ma´s simple y ajustado al problema, consume
menos recursos y es ma´s fa´cil de depurar, probar y desarrollar. Tambie´n su uso necesita de una
documentacio´n que especifique todos los detalles del API, por lo que el servicio estara´ muy bie´n
documentado.
El servicio cuenta tambie´n con una vista web que puede ser de utilidad de cara a probar e
integrar el servicio. Como puede verse en la figura 3.14, incluye herramientas de inspeccio´n que
permiten ver el JSON devuelto de una peticio´n, incluso tambie´n presenta formularios de prueba
para construir peticiones.
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Figura 3.14: Vista web del servicio REST. Puede apreciarse el formulario de prueba en la parte
inferior.
Transmisio´n de la informacio´n
El servicio no solo trata con informacio´n que puede expresarse en formato JSON, sino que
tambie´n transporta otros tipos de datos, como ima´genes, o documentos en PDF. Para transpor-
tar estas cargas especiales a trave´s del API, se utiliza el esquema dataURI especificado en las
normas IETF RFC 2397 [41]. En e´l, los datos son transmitidos en binario codificados en base64
y acompan˜ados de un tipo de dato MIME [29].
De esta forma, los datos binarios son transmitidos de una forma esta´ndar, que no solo es fa´cil
de codificar y descodificar, sino que es empotrable de forma directa en una aplicacio´n web en
los navegadores modernos, lo que simplifica mucho, por ejemplo, la presentacio´n de documentos
PDF.
Sin embargo, los recursos codificados de acuerdo a esta especificacio´n son aproximadamente
un 33 % ma´s grandes que sus equivalentes binarios [39], debido a la codificacio´n por base64.
Tambie´n algunos navegadores limitan el taman˜o de las URL haciendo que ficheros muy grandes
no puedan ser mostrados utilizando este me´todo y tengan que ser reprocesados.
Seguridad: Autorizacio´n y autenticacio´n
Para proveer al servicio REST de seguridad, se ha decidido utilizar el servicio de autorizacio´n
OAuth2 para complementar la autenticacio´n de Django.
OAuth2 estructura la autorizacio´n por aplicaciones. Cuando una aplicacio´n de terceros quie-
re conectarse a pdcs, el administrador del sistema debe dar de alta dicha aplicacio´n y asignarle
un usuario. Una vez hecho esto, se le asignara´ un identificador de cliente que es necesario para
conectarse al servicio.
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La aplicacio´n debera´ primero conectarse al servicio OAuth2 [16] y presentar su identificador
de cliente que verificara´ la validez y le autorizara´ a utilizar sus credenciales para recibir un token
de acceso, que luego se emplea para obtener los recursos.
Por simplicidad, el servicio de autorizacio´n OAuth2 se encuentra por defecto en el mismo
host que el API, pero a trave´s de la configuracio´n interna de pdcs puede usarse un servidor
externo como fuente de autorizacio´n.
De la misma manera, tambie´n se ha modificado la autenticacio´n de Django para poder ser
centralizada en una base de datos remota, permitiendo que varios servidores pdcs en ma´quinas
diferentes compartan autenticacio´n.
Seguridad: Ejecucio´n maliciosa de co´digo
Desde el servicio REST hay funcionalidades que no esta´n disponibles, pero que s´ı lo esta´n
desde el panel de control. Desde el panel se puede editar el co´digo python de los constructores
y decodificadores. Esto es potencialmente peligroso, ya que un usuario malintencionado podr´ıa
utilizar esta caracter´ıstica en su beneficio. Por eso so´lo esta´ disponible para los administradores
y no programa´ticamente a trave´s del servicio.
En cambio, el co´digo LaTeX del interior de las plantillas, si es editable a trave´s del servicio.
Esto es porque en el caso del co´digo LaTeX no existe este problema, ya que el co´digo se ejecuta
con un nivel de proteccio´n (opcio´n write18 activada) que no permite la ejecucio´n de programas
externos.
Funcionalidad
El servicio REST esta´ organizado en endpoints, que son URLs que representan cada una de las
entidades con las que una aplicacio´n puede interactuar a trave´s de peticiones HTTP.
Todos los endpoints permiten las operaciones GET, POST, PUT, DELETE, OPTIONS y
HEAD. A continuacio´n se presenta en detalle cada uno de ellos:
Paquetes (/api/packages/ ): A trave´s de este endpoint Se pueden listar, editar, borrar y
an˜adir paquetes LaTeX al sistema. Cuando un paquete es an˜adido, se utiliza el repositorio
de LaTeX para an˜adir todos los ficheros necesarios a la instalacio´n de texlive para que
pueda ser utilizado por el compilador de LaTeX. El co´digo de los paquetes puede ser
transmitido en texto plano o codificado como dataURI.
Componentes (/api/components/ ): De la misma manera que los paquetes, a trave´s de
este endpoint se puede interactuar con los diferentes componentes disponibles. El co´digo
LaTeX puede ser transmitido en texto plano o codificado como dataURI.
Recursos (/api/resources/ ): Usando este endpoint se puede interactuar con las ima´genes
disponibles en el servidor para ser utilizadas durante la generacio´n. Todos los intercambios
de ima´genes se hacen en formato PNG y a trave´s del esquema dataURI.
Compiladores (/api/compilers/ ): Este endpoint permite seleccionar un compilador para
realizar la generacio´n de un documento. Estos son las distintas configuraciones disponibles
para la generacio´n de documentos, compuestas por distintas combinaciones de decodifi-
cadores y constructores. Este endpoint solo provee acceso a los compiladores y permite
usarlos para generar documentos, pero no permite cambiarlos, borrarlos o an˜adir ma´s.
A efectos de funcionamiento interno, las peticiones HTTP lanzadas contra estos endpoints
desencadenan tres tipos diferentes de operaciones:
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Peticiones de obtencio´n de configuraciones: El objetivo de estas peticiones es obtener
los elementos de configuracio´n del sistema. Por ejemplo listar los componentes disponibles
para ver si uno en concreto lo esta´, o ver que´ configuraciones de generacio´n hay pueden
utilizarse.
Estas peticiones son atendidas por la librer´ıa Django REST Framework, que directamente
responde al cliente con la informacio´n almacenada en la base de datos. Al mantener
actualizadas todas las configuraciones en ella, no es necesario interactuar directamente
con los ficheros en disco, por lo que puede responderse ma´s ra´pidamente. Un esquema de
este funcionamiento puede verse en la figura 3.15.
Figura 3.15: Esquema de una peticio´n de obtencio´n de configuraciones.
Peticiones de actualizacio´n de configuraciones: Su objetivo es cambiar, borrar o
an˜adir elementos de configuracio´n al sistema, como por ejemplo an˜adir un nuevo compo-
nente, o cambiar el co´digo de un constructor.
Este tipo de peticiones son atendidas por la librer´ıa Django REST Framework quien au-
toma´ticamente aplica los cambios necesarios sobre la base de datos. Cuando estos cambios
se esta´n realizando, una serie de sen˜ales llaman a los me´todos del entorno de generacio´n
pdc para aplicar los cambios necesarios sobre el SO y el disco, tal y como se representa
en la figura 3.16.
En caso de que todas las operaciones concluyan con e´xito, las informacio´n es introducida
definitivamente en base de datos, en caso contrario, los cambios se descartan y se devuelve
un error manteniendo as´ı la coherencia entre la base de datos y el entorno de generacio´n.
Figura 3.16: Esquema de una peticio´n de actualizacio´n de configuraciones.
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Peticiones de generacio´n de documento: Se realizan llamando a la funcio´n compile
de un compilador concreto, aporta´ndole el a´rbol de contenido en la peticio´n. El sistema
crea un objeto pdc a partir del entorno de generacio´n y la configuracio´n del compilador.
Con e´l, se genera el documento y se env´ıa de vuelta al cliente codificado en dataURI. Este
proceso puede verse esquematizado en la figura 3.18.
Figura 3.17: Esquema de una peticio´n de generacio´n de documento.
Panel de control
El panel de control es un portal web que permite la configuracio´n del entorno de generacio´n
por parte del administrador del sistema.
Figura 3.18: Pantalla de login del panel de control web.
Desde este entorno, el administrador es capaz de llevar a cabo las siguientes configuraciones:
Manejo de usuarios: El administrador puede crear nuevos usuarios, tanto para acceder
al panel de control como para hacer uso del API. Un ejemplo de la interfaz puede verse
en la figura 3.19.
Se pueden manejar tambie´n permisos y grupos, pudiendo controlar as´ı a que´ configura-
ciones tiene acceso cada uno de los usuarios o grupos del sistema a trave´s de una serie de
tablas (figura 3.20).
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Figura 3.19: Captura de pantalla de la pa´gina de gestio´n de usuarios del panel de control.
Figura 3.20: Captura de pantalla de la pa´gina de gestio´n de permisos de los usuarios en el panel
de control.
Manejo de aplicaciones conectadas: Dado que todas las conexiones al API pasan por
oAuth2, es necesario que el administrador pueda crear entradas de acceso para nuevas
aplicaciones que quieran conectarse al servicio, adema´s de poder manejar sus claves de
acceso. Para ello dispone de una interfaz como la que se observa en la figura 3.21
Manejo de plantillas, decodificadores y constructores: El administrador puede
desde un editor de LaTeX integrado en el navegador editar o crear componentes o paquetes
para luego ser utilizados para generar documentos. De la misma manera pueden manejarse
los decodificadores y los constructores disponibles en el servicio a trave´s de un editor
integrado de python (figura 3.22).
Manejo de recursos: El administrador puede subir nuevas ima´genes al sistema para ser
utilizadas ma´s adelante dentro de los documentos (figura 3.23).
Manejo de compiladores: El administrador del sistema puede combinar en una interfaz
similar a las anteriores los decodificadores y constructores presentes en el sistema para
formar compiladores que aplicaciones de terceros puedan utilizar.
Este portal web esta´ construido sobre django-admin-tools [5], que es un mo´dulo de Django
que provee de una interfaz web simple (figura 3.24) para manejar entidades de base de datos de
una manera sencilla.
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Figura 3.21: Captura de pantalla de la pa´gina de gestio´n de permisos de los usuarios en el panel
de control.
Figura 3.22: Captura de pantalla de la pa´gina de gestio´n de componentes, donde se puede ver
el editor de LaTeX.
Para modificar el aspecto del portal por defecto de django-admin-tools, se ha utilizado
la librer´ıa django-admin-bootstrapped [4]. Este paquete provee de una versio´n del portal de
administracio´n de django construida sobre la librer´ıas javascript Bootstrap3 y jQuery. De esta
forma, se dota a la interfaz de un aspecto ma´s moderno (figura 3.25) y ma´s funcionalidad
javascript.
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Figura 3.23: Captura de pantalla de la pa´gina de gestio´n de recursos.
Figura 3.24: Aspecto del portal de administracio´n por defecto de Django.
Sobre esta versio´n modificada se construyeron nuevas plantillas base y estilos CSS para
modificar el aspecto y la funcionalidad del portal. Se han escogido unos colores claros basados
en el logo de la plataforma y se han simplificado controles y pantallas para dar un look-and-feel
ma´s sencillo y hacer la aplicacio´n ma´s fa´cil de utilizar. El resultado final es el mostrado en la
figura 3.26
Por u´ltimo, se ha utilizado la librer´ıa javascript ace [1] para embeber los diferentes editores
de co´digo en el panel de control. Esta librer´ıa no solo provee de un editor, sino tambie´n de
mo´dulos para el resalte de sintaxis de acuerdo al lenguaje de programacio´n, diferentes estilos
visuales, correccio´n de errores sinta´cticos y otras caracter´ısticas.
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Figura 3.25: Aspecto del portal de administracio´n por utilizando django-admin-bootstrapped.
Figura 3.26: Aspecto del portal de administracio´n por utilizando django-admin-bootstrapped y
aplicando modificaciones.
3.3. sPHPellbook: Librer´ıa cliente para el servicio REST
SPHPellbook es una librer´ıa escrita en PHP que implementa todas las funciones del servicio
REST pdcs. Simplifica la autenticacio´n oAuth2 y provee al programador de herramientas para
representar programa´ticamente cada los elementos de pdcs.
La librer´ıa esta´ dividida en cinco mo´dulos:
Spellbook.class.php: En este mo´dulo se encuentran las clases principales de la librer´ıa.
La clase Spellbook actu´a como objeto principal en las conexiones, se encarga de mantener
el estado, guardar las credenciales y gestionar la autenticacio´n en cada una de las peti-
ciones. Tambie´n se encuentra en este mo´dulo la clase SpellbookError para gestionar los
diferentes errores que puedan aparecer. Se basa en la librer´ıa cURL de PHP [3].
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tools.php: Es un mo´dulo donde se encuentran funciones auxiliares para el resto de mo´du-
los. Entre ellas destacan las de transformacio´n de informacio´n en forma de arrays asocia-
tivos de PHP a objetos StdClass para ser transformadas correctamente a JSON.
Component.class.php: Es el mo´dulo que contiene a la clase Component que representa
cada uno de los componentes presentes en el sistema. Esta clase actu´a de interfaz entre el
programador y el servidor, permitiendo hacer cambios en el objeto de un componente y
transmitirlos al servidor.
Package.class.php: De la misma manera que el mo´dulo anterior, este fichero contiene la
clase Package que actu´a de interfaz para los paquetes disponibles en el servidor.
Resource.class.php: Al igual que los paquetes anteriores, este mo´dulo contiene la clase
Resource que hace de interfaz entre el programador y los recursos que puede usar en la
generacio´n de documentos.
El nu´cleo central de este co´digo es la librer´ıa cURL de PHP [3], que permite construir y
enviar peticiones HTTP con un alto nivel de personalizacio´n y gestio´n de cabeceras y errores.
Aunque esta librer´ıa esta´ disponible para muchos lenguajes, finalmente se escogio´ PHP
porque se quer´ıa probar la relacio´n del sistema servidor escrito en python con otro lenguaje
diferente. Este lenguaje deb´ıa implementar cURL o similar y adema´s deb´ıa ser web, puesto que
Spellbook esta´ disen˜ado para dar servicio a clientes de este tipo. Todas estas caracter´ısticas
junto con el hecho de la experiencia previa con PHP, su estabilidad y la gran comunidad de
programadores en Internet lo hac´ıa un candidato perfecto para implementar un cliente del
servicio REST de pdcs.
3.3.1. Funcionamiento
Para comenzar a utilizar la librer´ıa, el primer paso es conectarse al servidor utilizando el
objeto principal. Al realizar la conexio´n se verifican las credenciales y se obtiene un token de
acceso.
Cuando el objeto Spellbook es creado, es necesario pasarle las credenciales de usuario y los
datos de conexio´n al servidor. Con estos datos, y tras llamar al me´todo init, el cliente se conecta
con el servidor de autorizacio´n oAuth2 (por defecto en el propio servidor pdcs) y obtiene un
token de acceso. Dicho token es almacenado junto con el token de refresco que es utilizado para
obtener otro token de acceso cuando el primero caduque. Estas operaciones pueden verse en el
co´digo de la figura 3.27
Una vez obtenido el token, a trave´s del objeto principal pueden obtenerse por nombre o ID
cada uno de los componentes paquetes o recursos disponibles en el sistema. Llegado este punto,
se puede crear un a´rbol de contenido utilizando estos objetos interfaz y enviarlo a un compilador
para generar un documento.
Para obtener los objetos, se hace una peticio´n al servidor como a aparece en la figura
3.28 solicitando el objeto por nombre. Cuando el servidor responde, los objetos interfaz son
creados y rellenados con la informacio´n recibida de manera automa´tica. Despue´s el usuario
puede introducir la configuracio´n que desee sobre esos objetos.
Como tambie´n se observa en la figura 3.28 el programador puede ir anidando objetos unos
dentro de otros hasta ir formando el a´rbol de contenido. Cuando el a´rbol esta´ listo, se manda
al servidor indicando que compilador debe usarse para generar el documento (3.29).
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Figura 3.27: Fragmento de co´digo correspondiente a la conexio´n de sPHPellnook al servidor
pdcs.
Figura 3.28: Fragmento de co´digo correspondiente a la obtencio´n de los objetos desde el servidor
y a la introduccio´n de la configuracio´n en ellos.
Figura 3.29: Fragmento de co´digo correspondiente al env´ıo de un a´rbol de contenido al servidor
para generar el documento utilizando el compilador 4.
La respuesta de la peticio´n de generacio´n es recibida, y se devuelve al programador el
dataURI que contiene el documento para que sea mostrado al usuario. u´nicamente es necesario
extraer la informacio´n de la respuesta tal y como aparece en la figura 3.30.
Figura 3.30: Fragmento de co´digo correspondiente al procesado de una respuesta de generacio´n
de documento.
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Otra funcionalidad que tambie´n implementa sPHPellbook es la de la ceacio´n, modificacio´n
y borrado de los componentes, paquetes y recursos, de la misma forma que pueden realizarse
estas mismas tareas de configuracio´n desde el panel de control. Sin embargo, sPHPellbook no
implementa el listado y la modificacio´n y el manejo de los constructores, decodificadores y
compiladores debido a que no esta´n disponibles a trave´s del servicio REST por motivos de
seguridad. Estos elementos solo pueden ser configurados por los administradores a trave´s del
panel de control.
3.4. Documentacio´n web
Para poder proveer a los programadores y administradores de documentacio´n de co´mo uti-
lizar Spellbook, se ha construido un sitio web a modo de gu´ıa de uso. Contiene una pequen˜a
introduccio´n al sistema, y posteriormente explica a trave´s de un ejemplo, la configuracio´n y el
uso ba´sicos de pdc, pdcs y sPHPellbook.
El sitio web esta´ generado utilizando la librer´ıa mkdocs [28]. Esta librer´ıa utiliza un estilo y
unas plantillas que dictan el aspecto de la documentacio´n final (figura 3.31), que se rellena con
el contenido en formato markdown.
Figura 3.31: Aspecto de la documentacio´n web accedida desde el navegador.
Esta librer´ıa permite realizar documentacio´n de una manera a´gil, ya que el formato mark-
down es muy sencillo de aplicar y aprender. Tambie´n permite poner fragmentos de co´digo, e
incluye un resaltadores de sintaxis que soportan multitud de lenguajes diferentes.
Incluye tambie´n un generador de HTML que permite exportar la documentacio´n y ser des-
plegada en Apache, NGINX o similar. Para realizar las pruebas, permite desplegar de manera
sencilla un servidor local basado en Tornado que se actualiza automa´ticamente a cada cambio
de los textos.
Para realizar esta documentacio´n, en primer lugar se redactaron los textos en formato mark-
down, incluyendo ima´genes y fragmentos de co´digo. Posteriormente se modifico´ uno de los temas
ba´sicos que se suministran con mkdocs para aplicarle el estilo de la aplicacio´n.
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3.5. Environment: Script de instalacio´n y estructura ba´sica
Spellbook es un software complicado, constituido por multitud de piezas y aplicaciones
diferentes que deben comunicarse y coordinarse adecuadamente. Por todo ello, desplegar un
servidor pdcs no es un trabajo fa´cil, ya que hay que instalar y configurar muchos elementos,
como el servidor web, la conexio´n de base de datos o los paquetes de LaTeX. Un esquema de
las dependencias y relaciones de estos elementos puede verse en la figura 3.32.
Figura 3.32: Esquema de relaciones entre los distintos programas que interactu´an en un sistema
Spellbook.
Tal y como se comentaba en apartados anteriores, hoy en d´ıa es un requisito muy importante
poder desplegar y replegar servicios muy ra´pidamente para adaptarse a la demanda y ahorrar
esfuerzos y costes.
Por todo ello, se decidio´ usar la plataforma Vagrant [12] para crear una ma´quina virtual
base o box que permitiera desplegar un servidor pdcs completo pra´cticamente sin configura-
cio´n previa. Adema´s vagrant no solo permite gestionar de forma eficaz las ma´quinas virtuales,
sino desplegarlas en multitud de entornos diferentes, provisionales a partir de scripts u otras
herramientas y publicarlas en un repositorio accesible a la comunidad.
Sin embargo, actualmente hay muchas alternativas para desplegar este tipo de aplicaciones,
tanto en ma´quinas f´ısicas como en cloud. Por lo que finalmente se decidio´ crear un script
de instalacio´n ma´s independiente del me´todo de desplegado que fuese capaz de configurar un
servidor pdcs ba´sico completo.
Aunque el script esta´ optimizado para provisionar ma´quinas vagrant, puede usarse tambie´n,
con unos cambios mı´nimos, para, por ejemplo, provisionar contenedores docker o para instalar
y configurar el servidor en cualquier ma´quina f´ısica o virtual bajo Ubuntu o Debian.
El script se vale de herramientas esta´ndar como apt-get y pip para descargar e instalar los
paquetes necesarios. Tambie´n sincroniza la u´ltima versio´n de cada uno de los componentes de
Spellbook haciendo uso de repositorios git.
A continuacio´n se expondra´ ma´s en detalle que funcio´n lleva a cabo cada uno de estos
elementos.
3.5.1. Servidor web
Cuando llega una peticio´n HTTP, es atendida en primer lugar por el servidor web NGINX
[30]. Se decidio´ usar este servidor debido a su ligereza frente a Apache, ya que Spellbook esta´
pensado para funcionar en ma´quinas ma´s o menos pequen˜as.
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Sin embargo, NGINX no puede servir una aplicacio´n Django por s´ı solo, de forma que se
necesita un servidor WSGI. El elegido es Gunicorn [10], debido a su amplia compatibilidad, en
especial con NGINX y en su buena documentacio´n.
De esta manera, NGINX hace las veces de proxy inverso sirviendo las peticiones que llegan a
Gunicorn, sobre el que esta´ funcionando todo el servicio REST de Spellbook. La comunicacio´n
entre los dos es a trave´s de un socket UNIX creado para este propo´sito.
NGINX tambie´n actu´a de servidor web para los datos esta´ticos tanto del API, como del
panel de control de pdcs, para que no tengan que ser servidos utilizando Gunicorn y mejorar
as´ı el rendimiento, ya que NGINX esta´ tambie´n optimizado para cachear este tipo de datos.
3.5.2. Mantenimiento de datos y generacio´n de documentos
Para mantener los datos del servicio, pdcs se comunica con una base de datos MySQL que
contiene los datos de autentificacio´n, autorizacio´n y configuracio´n de todo el servicio.
Para la generacio´n de documentos, como se ha comentado en apartados anteriores, pdc crea
procesos que corren los compiladores de LaTeX y recogen su salida para enviarla al cliente.
3.5.3. Sistema operativo
El sistema operativo es el Ubuntu server 14.04 LTS. Se ha elegido debido a que es un S.O
que esta´ disponible en pra´cticamente todos los sistemas de computacio´n en la nube, es fa´cil de
instalar en ma´quinas f´ısicas y es perfectamente compatible con vagrant y docker. Todo ello de
cara a que el script de instalacio´n funcione en el mayor nu´mero de plataformas diferentes.
Tambie´n Ubuntu permite a partir de sus repositorios de paquetes instalar sin problemas y
de manera automatizada todo el software necesario para que el servidor funcione.
Para poder garantizar el correcto funcionamiento de todas las piezas que conforman el
servidor, se utiliza la librer´ıa supervisor [38] de python que controla que todos los procesos
este´n funcionando correctamente, los reinicia en caso de fallo y mantiene un log con toda la
informacio´n necesaria para diagnosticar el problema.
3.6. Aplicacio´n de prueba
Como demostracio´n de todo el trabajo realizado, se ha desarrollado una pequen˜a aplicacio´n
PHP que hace uso de sPHPellbook para conectarse a una ma´quina virtual Spellbook desplegada
con Vagrant.
Tal y como se aprecia en la figura 3.33 la aplicacio´n consta de una pa´gina HTML que contiene
un formulario donde el usuario introduce los datos del albara´n que desea generar.
La tabla en la parte inferior del formulario esta´ construida haciendo uso de la librer´ıa slick-
Grid [25] que provee de un motor para crear tablas dina´micas y editables en javascript.
Cuando el usuario pulsa el boto´n generar, la informacio´n es enviada a una pa´gina PHP,
codificada en JSON y posteriormente en base64, para que no haya problemas de codificacio´n
de caracteres durante la peticio´n POST.
La pa´gina PHP se conecta al servidor utilizando las credenciales y el ID de cliente confi-
guradas previamente empleando el panel de control de pdcs. La conexio´n se realiza como se
muestra en la figura 3.34. Tambie´n decodifica la informacio´n del formulario que viene de la
pa´gina anterior.
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Figura 3.33: Pa´gina principal del generador de albaranes.
Figura 3.34: Detalle del co´digo PHP donde se realiza la conexio´n con el servidor.
Una vez hecho esto, instancia cada uno de los componentes del documento, previamente
configuradas tambie´n haciendo uso del panel de configuracio´n de pdcs, utilizando las entidades
que provee el API PHP, y los carga con la informacio´n que proviene del formulario tal y como
puede verse en la figura 3.35.
Por u´ltimo, se hace la llamada al servidor para recibir el documento generado en formato
dataURI, y se muestra dentro de un iframe en la pa´gina del formulario utilizando javascript
(figura 3.36).
En el anexo II de este documento, se presenta un ejemplo completo del co´digo LaTeX de
cada uno de los componentes y paquetes del ejemplo, as´ı como el a´rbol de contenido completo
en JSON y el PDF resultante.
CAPI´TULO 3. DISEN˜O E IMPLEMENTACIO´N 39
Servicio remoto de automatizacio´n de documentos basados en plantillas
Figura 3.35: Detalle del co´digo PHP donde se obtienen los componentes del documento, se
rellenan con los datos y se construye el a´rbol de contenido.
Figura 3.36: Detalle del co´digo PHP donde se env´ıa a generar el a´rbol de contenido y se muestra
el PDF resultante.
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Cuadro 3.1: Ejemplo del flujo del algoritmo de composicio´n sobre el a´rbol de la figura 3.11 en
la pa´gina 21.
Acciones Documento
1 Se compone el contenido primero, llamada recursiva.
2 Se compone el contenido primero, llamada recursiva.
3 Se compone el contenido primero, llamada recursiva.
4
El nodo no tiene ma´s hijos, se componen los paquetes y el
nodo posteriormente se retorna el resultado.
5
El nodo tiene ma´s hijos, se compone el siguiente, llamada
recursiva.
6
El nodo no tiene ma´s hijos, se componen los paquetes y el
nodo posteriormente se retorna el resultado.
7
El nodo no tiene ma´s hijos, se componen los paquetes y el
nodo, introduciendo en e´l sus hijos compuestos y se retorna
el resultado.
8
El nodo tiene ma´s hijos, se compone el siguiente, llamada
recursiva.
9
El nodo no tiene ma´s hijos, se componen los paquetes y el
nodo posteriormente se retorna el resultado.
10
El nodo tiene ma´s hijos, se compone el siguiente, llamada
recursiva.
11
El nodo no tiene ma´s hijos, se componen los paquetes y el
nodo posteriormente se retorna el resultado.
12
El nodo no tiene ma´s hijos, se componen los paquetes y el
nodo, introduciendo en e´l sus hijos compuestos y se retorna
el resultado.
13
El nodo no tiene ma´s hijos, se componen los paquetes y el
nodo, introduciendo en e´l sus hijos compuestos y se retorna
el resultado. Como es el nodo ra´ız, tambie´n se introducen
todos los paquetes acumulados del compuesto de todos los
nodos del a´rbol eliminando duplicidades.
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4
Conclusiones y trabajo futuro
4.1. Conclusiones
En este trabajo, se ha disen˜ado y construido una suite de herramientas para la generacio´n
de documentos basados en plantillas LaTeX.
Estas herramientas se estructuran en torno a pdc, una librer´ıa escrita en python que im-
plementa las funciones necesarias para la generacio´n de documentos a partir de las plantillas.
Sobre esta, se ha construido un servicio web, pdcs, que permite usar la funcionalidad de pdc de
manera remota e independiente de la plataforma. Tambie´n se ha desarrollado un cliente PHP
para dicho servicio, sPHPellbook, que se ha utilizado para construir una aplicacion de prueba
que genera documentos haciendo uso de todas las herramientas.
Como complemento a todo esto, se ha construido tambie´n una documentacio´n web para
ilustrar el funcionamiento de cada una de las piezas implementadas y una serie de scripts que
permiten la instalacio´n y desplegado ra´pido de un servicio pdcs.
Estas nuevas herramientas presentan una serie de ventajas frente a otras ya existentes:
La estructura de las distintas herramientas permite generar documentos a diferentes ni-
veles, ya sea como librer´ıa, como aplicacio´n de consola o como servicio remoto.
El sistema aporta una excelente calidad tipogra´fica y una enorme versatilidad de elementos
usables en los documentos gracias a que se basa en LaTeX.
Gracias al cara´cter modular de los decodificadores y constructores, se pueden utilizar
mu´ltiples formatos de entrada y salida con tan solo codificar estos pequen˜os mo´dulos.
Permite usar la funcionalidad a partir de un servicio REST fa´cil de integrar independien-
temente del lenguaje de programacio´n de la solucio´n cliente. Esto esta´ complementado
con un panel de control que permite la configuracio´n v´ıa web y unos scripts que favorecen
la instalacio´n.
La estructuracio´n en componentes reutilizables y la definicio´n del documento en vista
y contenido hacen ma´s sencillo el proceso de construccio´n de un documento y permite
cambios de estilo ra´pidos y reutilizacio´n de co´digo.
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Sin embargo, para proyectos pequen˜os, el hecho de usar LaTeX puede ser contraproducente,
ya que el tiempo mı´nimo de configuracio´n del sistema y creacio´n de las plantillas para conseguir
una calidad tipogra´fica que puede no ser necesaria es alto respecto a otras herramientas.
Ma´s alla´ de las herramientas desarrolladas, este trabajo ha servido entre otras cosas para
poner en pra´ctica conceptos muy recurrentes durante la ma´ster, como la estructuracio´n en
servicios o la orientacio´n para el despliegue de aplicaciones en cloud. Tambie´n ha servido para
consolidar los conocimientos sobre tecnolog´ıas como Python, PHP, Django o Javascript y para
completar dicha formacio´n con nuevos conceptos, tecnolog´ıas o librer´ıas utilizadas por primera
vez en este trabajo.
4.2. Trabajo Futuro
Aunque se ha construido una base so´lida y funcional para estas herramientas, au´n necesitan
ser mejoradas, por lo que se define tambie´n un trabajo futuro:
Crear nuevos mo´dulos que permitan soportar otros formatos para las plantillas y para la
salida, como Markdown o HTML que hagan ma´s fa´cil la configuracio´n del sistema para
las situaciones donde la calidad tipogra´fica de LaTeX no sea necesaria.
Realizar librer´ıas cliente para el servicio REST en ma´s lenguajes, como C++ o JAVA.
Revisar el co´digo en estilo y comentarios de cara a poder construir una documentacio´n
ma´s completa que contenga una especificacio´n exhaustiva de las funciones de la librer´ıa
pdc y del servicio REST de pdcs de cara a la construccio´n de pruebas automatizadas.
Publicar el proyecto bajo una licencia de co´digo abierto en alguna plataforma pu´blica
como Github, para que la comunidad pueda utilizarlo y mejorarlo. Esto permitir´ıa tambie´n
automatizar pruebas con herramientas como TravisCI [42] y mantener registro de bugs y
sugerencias de implementacio´n.
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A
Anexos
A.1. Servidor de prueba
Con el fin de que los lectores de este documento tengan una forma de probar todas las
herramientas desarrolladas en esta pra´ctica, se ha habilitado un servidor de prueba y unas URL
de acceso:
Documentacio´n web: http://tryspellbook.ddns.net:9900/
Panel de control: http://tryspellbook.ddns.net:9999/ Usuario: admin Password: 1234
Aplicacio´n de prueba: http://tryspellbook.ddns.net:9901/
Al utilizar este servidor hay que tener en cuenta:
Debido a que no esta´ en un servicio de hosting profesional, es posible que el servidor no
este´ disponible.
Hay que tener en cuenta que los cambios en la configuracio´n se guardan en el servidor
y pueden producir que falle la generacio´n de documentos de otros usuarios que este´n
haciendo uso del servicio.
A.2. Ejemplo de generacio´n
En este apartado se presenta el co´digo LaTeX de ejemplo para generar un albara´n de en-
trega. Estos mismos co´digos y configuraciones son los descritos en la documentacio´n web de la
aplicacio´n disponible en las URLs adjuntas en el anexo I.
A.2.1. Co´digo LaTeX de componentes y paquetes
Mediante el panel de control de pdcs, se configuran los siguientes componentes y paquetes
necesarios para la generacio´n.
Component name: components/header/companyHeader
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1 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
% COMPANY HEADER
3 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
\ s e t l e ng th {\ par indent }{0cm} %Remove paragraph indenta t i on
5 \newcommand{\ tab }{\ hspace ∗{2em}} % Def ines a new command f o r some
ho r i z on t a l space
7 \ f ancypage s ty l e { p l a i n }{ % De f i n i t i o n o f the header
\ f ancyh f {}
9 \ s e t l e ng th {\ headheight }{110 pt}
\renewcommand{\ headrulewidth }{0 pt}
11 \ fancyhead [L ]{
\begin { tabu la r }{ c }
13 \ i n c l udeg r aph i c s [ width={@ conf . image width @}cm, he ight={@ conf . image
he ight @}cm, ke epa spe c t r a t i o ]{{@ conf . image @}} \\
\ smal l {@ conf . i n s t i t u t i o n t i t l e @} \\
15 \end{ tabu la r }
}
17 \ fancyhead [R]{\ t e x t s f {
\begin { tabu la r }{ cc }
19 \ smal l {@ conf . company address 1 @} & \\
{@ conf . company address 2 @} & \\
21 {@ conf . company address 3 @} \\
\end{ tabu la r }
23 }}
}
25 \ t h i s p a g e s t y l e { p l a i n }
27 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
% END COMPANY HEADER
29 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
Component name: components/deliveryNoteHeader
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
2 % DELIVERY NOTE HEADER
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
4 \ t e x t s f {
\begin { tabu la r }{m{8cm} r r r r }
6 \ t ex tb f {\Large {@ conf . t i t l e @}\ h f i l l }\ hspace ∗ {1 .25cm}\ l a r g e {@ conf . code
@}\ h f i l l &
\hspace ∗ {0 .5cm}&
8 \ r a i s ebox {−.5\ he ight }{
\begin { psp i c tu r e }(1cm,1cm)
10 \psbarcode {{@ conf . qr content @}}{}{ qrcode }
\end{ psp i c tu r e }} &
12 \hspace ∗ {0 .25cm}&
\ r a i s ebox {−.5\ he ight }{
14 \begin { psp i c tu r e } (3 ,1cm)
\psbarcode {{@ conf . bar content @}}{ i nc ludecheck he ight =0.7}{
i n t e r l e a v ed 2 o f 5}
16 \end{ psp i c tu r e }}
\\
18 \end{ tabu la r }
}
20 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
% END DELIVERY NOTE HEADER
22 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
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Component name: components/document/basicDocument
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
2 % BASIC DOCUMENT
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
4
% Fixed document c on f i gu r a t i on and packages
6 \documentclass [ 12 pt , a4paper ]{ a r t i c l e }
8 \usepackage [ l e f t={@ conf . margin l e f t @}cm, r i g h t={@ conf . margin r i g h t @}cm, top={@
conf . margin top @}cm, bottom={@ conf . margin bottom @}cm, marginparwidth=3.4cm]{
geometry}
\ s e t l e ng th {\ un i t l eng th }{1mm} % Set the un i t l ength to m i l l ime t e r s
10 \usepackage [ u t f 8 ]{ inputenc }
12 \usepackage { graphicx }
\usepackage {wrapf ig }
14 \ graphicspath { {{@resources path@}} }
16 \newenvironment{myindentpar } [ 1 ] %
{\ begin { l i s t }{}%
18 {\ s e t l e ng th {\ l e f tmarg in }{#1}}%
\ item [ ] %
20 }
{\end{ l i s t }}
22
24 % Optional packages
{@ packages @}
26
\begin {document}
28 {@ content @}
\end{document}
30
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
32 % END BASIC DOCUMENT
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
Component name: Component name: components/deliveryNoteContent
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
2 % DOCUMENT CONTENT
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
4 \newcommand\Tstrut {\ r u l e {0pt }{3 ex}} % ”top” s t r u t
\newcommand\Bstrut {\ r u l e [−1.5 ex ]{0 pt }{0 pt }} % ”bottom” s t r u t
6 \newcommand{\TBstrut }{\Tstrut \Bstrut } % top&bottom s t r u t s
8 \vspace ∗{1cm}
\ t e x t s f {
10 \ t ex tb f {\ l a r g e Datos de l envio }\ h f i l l \vspace ∗ {0 .25cm}\break
\begin { tabu la r }{|>{\ c en t e r i ng }m{4cm} |m{12 .25cm} |}\ h l i n e
12 \ t ex tb f {\ smal l FECHA} & {@ conf . date @} \TBstrut \\\ h l i n e
\ t ex tb f {\ smal l CLIENTE} & {@ conf . c l i e n t @} \TBstrut \\\ h l i n e
14 \ t ex tb f {\ smal l IDENTIFICADOR} & {@ conf . id @} \TBstrut \\\ h l i n e
\end{ tabu la r }
16 }
18 \vspace ∗{1cm}
\ t e x t s f {
20 \ t ex tb f {\ l a r g e Contenido }\ h f i l l \vspace ∗ {0 .25cm}\break
\begin { tabu la r }{|>{\ c en t e r i ng }m{4cm}|>{\ c en t e r i ng }m{8cm} |m{4cm} |}\ h l i n e
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22 \ t ex tb f {\ smal l ITEM} & \ t ex tb f {\ smal l DESCRIPCION} & \ t ex tb f {\ smal l
NUMERO DE SERIE}\TBstrut \\\ h l i n e
{% fo r product in conf . products %}{@ product . id @} & {@ product .
d e s c r i p t i o n @} & {@ product . snumber1 @}\break {@ product . snumber2 @} \\\ h l i n e
{% endfor %}
24 \end{ tabu la r }
}
26
\vspace ∗{1cm}
28 \ t e x t s f {
\ t ex tb f {\ l a r g e Observac iones }\ h f i l l \vspace ∗ {0 .25cm}\break
30 \begin { tabu la r }{ |m{17cm} |}\ h l i n e
\\
32 \\
\\\ h l i n e
34 \end{ tabu la r }
}
36
\vspace ∗{1cm}
38 \ t e x t s f {
\begin { tabu la r }{m{8 .5cm}m{8 .5cm}}
40 \vspace ∗ {0 .25cm}CLIENTE&\vspace ∗ {0 .25cm} \\
& \\
42 & \\
\end{ tabu la r }
44 }
46 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
Package name: packages/pst-barcode
\usepackage {pst−barcode }
Package name: packages/fancyhdr
1 \usepackage { fancyhdr }
Package name: packages/babel
1 \usepackage [ span i sh ]{ babel }
\ s e l e c t l anguag e { span i sh }
Package name: packages/tabularx
\usepackage { tabu larx }
A.2.2. A´rbol de contenido
Tras introducir todos los datos provenientes de un formulario explicado en el apartado de
aplicacio´n de prueba de este documento, el a´rbol de contenido del documento resultante es:
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1 {
” content ” : [{
3 ” content ” : [ ] ,
” packages ” : [{
5 ” content ” : [ ] ,
” template ” : ” packages \/ pst−barcode ” ,
7 ” conf ” : [ ]
} , {
9 ” content ” : [ ] ,
” template ” : ” packages \/ fancyhdr ” ,
11 ” conf ” : [ ]
} , {
13 ” content ” : [ ] ,
” template ” : ” packages \/ babel ” ,
15 ” conf ” : [ ]
} , {
17 ” content ” : [ ] ,
” template ” : ” packages \/ tabu larx ” ,
19 ” conf ” : [ ]
} ] ,
21 ” template ” : ”components\/ header \/companyHeader” ,
” conf ” : {
23 ” image” : ” logo ” ,
” image width” : 6 ,
25 ” image he ight ” : 2 ,
” i n s t i t u t i o n t i t l e ” : ” Spel lbook , Generadores de documentos” ,
27 ” company address 1 ” : ”C\/ Alca la S\/N” ,
” company address 2 ” : ” 28036 , Madrid , Spain” ,
29 ” company address 3 ” : ” Tl f . : +34 91 568 25 25”
}
31 } , {
” content ” : [ ] ,
33 ”packages ” : [ ] ,
” template ” : ”components\/ de l iveryNoteHeader ” ,
35 ” conf ” : {
” t i t l e ” : ”ALBARAN\ t DE ENTREGA” ,
37 ”code” : ”A−19062016−1711−UN” ,
” qr content ” : ”A−19062016−1711−UN” ,
39 ” bar content ” : ” 190620161711”
}
41 } , {
” content ” : [ ] ,
43 ”packages ” : [ ] ,
” template ” : ”components\/ de l iveryNoteContent ” ,
45 ” conf ” : {
”date ” : ” 19\/06\/2016” ,
47 ” c l i e n t ” : ”Univers idad Autonoma de Madrid” ,
” id ” : ”UAM” ,
49 ” notes ” : ”Nada que de c l a r a r ” ,
” products ” : [{
51 ” id ” : ”3245345435” ,
” d e s c r i p t i o n ” : ”Equipo s e r v i d o r I n t e l x64 HD” ,
53 ”snumber1” : ”1354353” ,
”snumber2” : ”23453245345”
55 } , {
” id ” : ”3423443234” ,
57 ” d e s c r i p t i o n ” : ”Equipo s e r v i d o r rack 5U Xeon x86” ,
”snumber1” : ”4534633245” ,
59 ”snumber2” : nu l l
} ]
61 }
} ] ,
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63 ”packages ” : [ ] ,
” template ” : ”components\/document\/basicDocument” ,
65 ” conf ” : {
”ma rg i n l e f t ” : 2 ,
67 ”marg in r i ght ” : 2 ,
”margin top ” : 1 ,
69 ”margin bottom” : 4
}
71 }
A.2.3. Documento generado
Tras enviar el anterior a´rbol de contenido al servidor, el co´digo LaTeX que es introducido
al constructor de PDF es:
1 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
% BASIC DOCUMENT
3 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
5 % Fixed document c on f i gu r a t i on and packages
\documentclass [ 12 pt , a4paper ]{ a r t i c l e }
7
\usepackage [ l e f t=2cm, r i g h t=2cm, top=1cm, bottom=4cm, marginparwidth=3.4cm]{ geometry}
9 \ s e t l e ng th {\ un i t l eng th }{1mm} % Set the un i t l ength to m i l l ime t e r s
\usepackage [ u t f 8 ]{ inputenc }
11
\usepackage { graphicx }
13 \usepackage {wrapf ig }
\ graphicspath { {/home/ gu i l l e rmo / proyectos / spe l l book /pdcs/ compi le r /pdc/ r e s ou r c e s /}
}
15
\newenvironment{myindentpar } [ 1 ] %
17 {\ begin { l i s t }{}%
{\ s e t l e ng th {\ l e f tmarg in }{#1}}%
19 \ item [ ] %
}
21 {\end{ l i s t }}
23 % Optional packages
\usepackage {pst−barcode }\ usepackage { fancyhdr }\ usepackage [ span i sh ]{ babel }
25 \ s e l e c t l anguag e { span i sh }\ usepackage { tabu larx }
27 \begin {document}
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
29 % COMPANY HEADER
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
31 \ s e t l e ng th {\ par indent }{0cm} %Remove paragraph indenta t i on
\newcommand{\ tab }{\ hspace ∗{2em}} % Def ines a new command f o r some
ho r i z on t a l space
33
\ f ancypage s ty l e { p l a i n }{ % De f i n i t i o n o f the header
35 \ f ancyh f {}
\ s e t l e ng th {\ headheight }{110 pt}
37 \renewcommand{\ headrulewidth }{0 pt}
\ fancyhead [L ]{
39 \begin { tabu la r }{ c }
\ i n c l udeg r aph i c s [ width=6cm, he ight=2cm, ke epa spe c t r a t i o ]{ l ogo } \\
41 \ smal l Spel lbook , Generadores de documentos \\
\end{ tabu la r }
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43 }
\ fancyhead [R]{\ t e x t s f {
45 \begin { tabu la r }{ cc }
\ smal l C/Alca la S/N & \\
47 28036 , Madrid , Spain & \\
Tl f . : +34 91 568 25 25 \\
49 \end{ tabu la r }
}}
51 }
\ t h i s p a g e s t y l e { p l a i n }
53
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
55 % END COMPANY HEADER
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
57 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
% DELIVERY NOTE HEADER
59 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
\ t e x t s f {
61 \begin { tabu la r }{m{8cm} r r r r }
\ t ex tb f {\Large ALBARAN DE ENTREGA\ h f i l l }\ hspace ∗ {1 .25cm}\ l a r g e A
−14062016−1901−UN\ h f i l l &
63 \hspace ∗ {0 .5cm}&
\ r a i s ebox {−.5\ he ight }{
65 \begin { psp i c tu r e }(1cm,1cm)
\psbarcode {A−14062016−1901−UN}{}{ qrcode }
67 \end{ psp i c tu r e }} &
\hspace ∗ {0 .25cm}&
69 \ r a i s ebox {−.5\ he ight }{
\begin { psp i c tu r e } (3 ,1cm)
71 \psbarcode {140620161901}{ i nc ludecheck he ight =0.7}{ i n t e r l e a v ed 2 o f 5}
\end{ psp i c tu r e }}
73 \\
\end{ tabu la r }
75 }
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
77 % END DELIVERY NOTE HEADER
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
79 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
% DOCUMENT CONTENT
81 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
\newcommand\Tstrut {\ r u l e {0pt }{3 ex}} % ”top” s t r u t
83 \newcommand\Bstrut {\ r u l e [−1.5 ex ]{0 pt }{0 pt }} % ”bottom” s t r u t
\newcommand{\TBstrut }{\Tstrut \Bstrut } % top&bottom s t r u t s
85
\vspace ∗{1cm}
87 \ t e x t s f {
\ t ex tb f {\ l a r g e Datos de l envio }\ h f i l l \vspace ∗ {0 .25cm}\break
89 \begin { tabu la r }{|>{\ c en t e r i ng }m{4cm} |m{12 .25cm} |}\ h l i n e
\ t ex tb f {\ smal l FECHA} & 14/06/2016 \TBstrut \\\ h l i n e
91 \ t ex tb f {\ smal l CLIENTE} & Univers idad Autonoma de Madrid \TBstrut \\\ h l i n e
\ t ex tb f {\ smal l IDENTIFICADOR} & UAM \TBstrut \\\ h l i n e
93 \end{ tabu la r }
}
95
\vspace ∗{1cm}
97 \ t e x t s f {
\ t ex tb f {\ l a r g e Contenido }\ h f i l l \vspace ∗ {0 .25cm}\break
99 \begin { tabu la r }{|>{\ c en t e r i ng }m{4cm}|>{\ c en t e r i ng }m{8cm} |m{4cm} |}\ h l i n e
\ t ex tb f {\ smal l ITEM} & \ t ex tb f {\ smal l DESCRIPCION} & \ t ex tb f {\ smal l
NUMERO DE SERIE}\TBstrut \\\ h l i n e
101 3245345435 & Equipo s e r v i d o r I n t e l x64 HD & 1354353\ break 23453245345 \\\
h l i n e 3423443234 & Equipo s e r v i d o r rack 5U Xeon x86 & 4534633245\ break
234523453462 \\\ h l i n e
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\end{ tabu la r }
103 }
105 \vspace ∗{1cm}
\ t e x t s f {
107 \ t ex tb f {\ l a r g e Observac iones }\ h f i l l \vspace ∗ {0 .25cm}\break
Nada que de c l a r a r
109 }
111 \vspace ∗{1cm}
\ t e x t s f {
113 \begin { tabu la r }{m{8 .5cm}m{8 .5cm}}
\vspace ∗ {0 .25cm}CLIENTE&\vspace ∗ {0 .25cm}EMPRESA \\
115 & \\
& \\
117 \end{ tabu la r }
}
119
%−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
121 \end{document}
123 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
% END BASIC DOCUMENT
125 %−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
El PDF generado por la aplicacio´n a partir del co´digo anterior se adjunta en la siguiente
pa´gina.
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Spellbook, Generadores de documentos
C/Alcala S/N
28036, Madrid, Spain
Tlf.: +34 91 568 25 25
ALBARAN DE ENTREGA
A-14062016-1913-UN
Datos del envo
FECHA 14/06/2016
CLIENTE Universidad Autonoma de Madrid
IDENTIFICADOR UAM
Contenido
ITEM DESCRIPCIN NMERO DE SERIE
3245345435 Equipo servidor Intel x64 HD
1354353
23453245345
3423443234 Equipo servidor rack 5U Xeon x86
4534633245
234523453462
Observaciones
Nada que declarar
CLIENTE EMPRESA
