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Abstrakt 
V práci je obsažen popis visuálního segmentačního algoritmu, který je využíván pro rozdělení 
webové stránky na bloky. Rozdělení na visuální bloky je provedeno za účelem přiřazení funkčních 
bloků. Práce obsahuje návrh generátoru webových aplikací, kde návrh webové aplikace je proveden 








This thesis contains description of Visual Segmentation Algorithm, which is used for dividing web 
page to blocks. The purpose of this segmentation is to assign functional blocks to the visual blocks. It 
is possible to create a data model in the system, which is part of the definition of the functional 
blocks. The project also contains a generator of web applications, where the design is made by user 
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V dnešní době je obvyklé nahrazovat aplikace nativní za aplikace webové. Důvod je v úspoře 
nákladů i v případě znepřístupnění některých funkcionalit. Vzniká tak poptávka na webové aplikace, 
které nejsou prezentačního či prodejního charakteru. Každá webová aplikace, jež byla vyvíjena 
zakázkově, je především z programové části unikátní – až na použití zvolené implementační podpory. 
Přesto jsou takové aplikace tvořeny z mnoho různých částí a algoritmů, které mají stejnou nebo 
podobnou funkci. Aktuálně přetrvává stav ten, že tyto funkční součásti se implementují opakovaně. 
Dále dochází k opětovným implementacím běžných prvků a algoritmů, i když jejich strukturu lze 
předpokládat. Jedná se o implementace dynamických HTML stránek a jejich provázání 
na odpovídající funkcionality. HTML stránka je vlivem grafického zpracování na úrovni HTML kódu 
vždy odlišná, proto nelze tuto činnost automatizovat bez specializovaných technik. Webové aplikace 
podléhají neustálým a nepředpověditelným změnám. Požadavky zákazníka jsou často proti návrhu 
aplikace a musí dojít k nákladným změnám. 
Tato práce se zabývá zautomatizováním implementace dynamických stránek, bez ručního zásahu 
do HTML kódu. Tento problém řeší využití segmentace webových stránek. Zvolený algoritmus 
je  VIPS, protože umožňuje segmentaci na základě visuální podoby. Výsledek segmentace stránky 
umožňuje přiřazení požadovaného chování danému HTML segmentu. Dále se zabývá, jak lze 
implementační úroveň opětovně využívat. V práci je také obsaženo použití rozšiřujících nástrojů pro 
webový vývoj na klientské straně  – v prohlížeči.    
Kapitola 2 se zabývá aktuální pohledem na vývoj webových aplikací a to jakým způsobem a na 
jakých nástrojích probíhá vývoj. Druhá část této kapitoly se zabývá přehledem segmentačních 
algoritmů webových stránek. 
Teoretický rozbor a uvedení algoritmu obsahuje kapitola 3. Jsou popsány jednotlivé fáze 
algoritmu. Tato část se také zabývá analýzou typických prvků webu, jejichž tvorba využívá výsledku 
automatického generování. V další části se nachází této sekce se nachází popis návrhových vzorů 
používaných ve vývoj webových aplikací. 
V následující části je uveden přehled použitých nástrojů, knihoven a technik. Práce se zabývá 
také vývojem v klientské časti a představuje vhodné frameworky1 určené pro tento vývoj. 
Kapitola 5 upřesňuje zadání a popisuje hlavní požadavky na systém. 
Návrhem se zabývá kapitola 6, kde je představen návrh pro algoritmus VIPS, datového modelu 
a návrh generátoru aplikace. Je zde také uvedeno schéma vygenerované aplikace. 
Rozborem metody VIPS provází kapitola 6, jež se vrací k uvedeným momentům z kapitoly 3.2. 
Obsahuje detailní popis částí, jejichž realizace nebyla exaktně specifikována v původní textu[2] a je 
tedy jeho doplněním a ukazuje možnost implementace metody VIPS. 
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Návrhem aplikace generátoru a vygenerované aplikace se zabývá kapitola 7. Návrh byl 
proveden v souladu s formálním popisem uvedeným v kapitole 3.3. 




2 Současný stav problematiky 
Při vývoji webových aplikací se v implementační fázi se pracuje s HTML kódem, který 
reprezentuje grafické zpracování podle požadavků klienta. HTML kód pro programové zpracování je 
předáván ve statické podobě a texty či obrázky v něm obsažené jsou pro demonstrativní účely. 
Statické prvky jsou pak nahrazovány dynamickými. Využívá se jazyka, který je spuštěn na webovém 
serveru. Takové zpracování zajišťují šablonovací systémy a frameworky1 obsahující další podporu 
pro vývoj webových aplikací. 
Některé metody segmentace webových stránek jsou založeny na DOM modelu a jejich 
rozdělování probíhá na základě význačných HTML tagů. Algoritmy založené na DOM modelu 
nerespektují visuální podobu stránky, protože rozmístění v DOM stromu neodpovídá rozmístění 
ve  stránce zobrazené prohlížečem.  
 
2.1 Vývoj webových aplikací 
Vývoj webových aplikací je možné implementovat pomocí frameworků1, které jsou nízko-
úrovňové, protože se jedná o sadu spolupracujících knihoven a balíčků. Mezi takové implementační 
komponenty patří databázová vrstva, šablonovací systém a především architektura. Implementace 
je  převážně navržena podle návrhového vzoru Model-View-Controller[9]. Databázová vrstva 
je  modelovaná pomocí mapování databázových tabulek na třídy použitého databázového jazyka. 
Tato metoda se nazývá Object-Role Mapping ORM2. Frameworky1 se používají na vývoj složitějších 
a specifických projektů. Za zástupce lze považovat Nette [8], Zend a Symfony.  
Vyšší úroveň ve smyslu vývoje představují CMS3 systémy, budované na frameworcích. 
Obsahují prostředky pro modelování systému tak, aby v jeho provedení bylo možné spravovat obsah. 
Jejich použití je vhodné na běžné implementace webů a modifikace nepřesahující rozsah ovládání 
použitého CMS. Typičtí představitelé jsou Joomla, Venne na frameworku Nette a Sympal na 
Symfony. 
Další kategorií jsou systémy, které umožňují nadefinovat určitý model a typické komponenty 
obsažené na webu. Tyto systémy obsahují velké množství nastavení pro co nejvyšší 
modifikovatelnost prováděné v ideálním případě uživatelem.  Jejich omezení plyne z dostupných 
funkcí daného systému a rozšiřitelnost tak kolísá podle požadavků na vyvíjenou aplikaci a tedy 
nejsou vhodné pro specializované projekty. 
                                                      
1 Framework je softwarová struktura, která slouží jako podpora při programování a vývoji. Může obsahovat 
podpůrné programy, knihovnu API, návrhové vzory nebo doporučené postupy při vývoji. 
2 Object-Role-Mapping je programovací technika pro mapování mezi databázovým a implementačním 
jazykem.  
3 Content managment system - systém pro správu obsahu 
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2.2 Segmentační algoritmy webových stránek 
Segmentace založené na DOM4 stromu uvažují tagy jako informace k rozdělení na základě 
jejich typů. Použitelné tagy pro tento účel jsou  <P> (odstavec), <TABLE> (tabulka), <UL> (seznam) 
a  <H1>..<H6> (nadpisy). 
Lin [2002] představil metodu, jež pro segmentaci využívá tabulku. V prvním kroku se webový 
obsah rozdělí podle tag <TABLE> a dále se vytváří statistika výskytu určitých frází v jednotlivých 
tabulkách a počítá se hodnota určená pro řízení segmentace a rozčlení do bloků. Tato hodnota se 
nazývá entropie. 
Ve Wong [2000] jsou pro segmentaci definovány skupiny tagů dle jejich obsažené struktury. 
Dále pracuje s popisnými elementy, kde každý element je charakteristický tím, že popisuje stejný 
druh informace.   
Extrakce pracující s heuristickými pravidly probíhá podle Buttler [2001] ve dvou fázích. 
V  první fázi se z webové stránky získají, pomocí extrakčního algoritmu, co nejmenší stromové 
struktury zahrnující význačné elementy. Na tyto struktury jsou použity algoritmy pro nalezení 
oddělovačů ve formě HTML tagů, protože redukují množství množných kandidátů. 
Objektový model webové stránky založených na funkcích (FOM) pro rozpoznání obsahu pro 
popisuje Chen [2001]. Každý nedělitelný prvek je se nazývá základní object a nachází se v stromové 
struktuře DOM4 modelu a je možné z nich skládat složitější objekty. Typ funkce je možné definovat 
pro každý objekt zvlášť za účelem vybudování hierarchické struktury stránky. Pravidla pro skládání 
objektů a funkcí je u této metody náročné přesně definovat, čímž znemožňuje jejich úpravy. 
Uvedené přístupy nepracují s visuální informací stránky. Algur [2006] ukázal metodu, 
vyhledávající datové objekty (obr. 2.1), které na stránce představují dynamické bloky např. seznam 
produktů v internetovém obchodě.  Algoritmus v prvním kroku rozliší datové oblasti (obr. 2.1), 
na  základě visuálních prvků, ve kterých se vyskytují datové bloky. Webová stránka je zobrazena 







                                                      
4 DOM - objektový model dokumentu - je objektově orientovaná reprezentace XML nebo HTML dokumentu. 
DOM je API umožňující přístup či modifikaci obsahu, struktury, nebo stylu dokumentu, či jeho částí. 
Obrázek 2.1: Wireframe s datovými objekty a regiony, převzato z [2] 
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3 Teoretická a odborná východiska 
řešených problémů  
Segmentace na základě visuálních informací a DOM stromu, rozděluje na bloky a tvoří z nich 
hierarchickou strukturu, která je sestavená podle vzhledu. Algoritmus se nazývá Vision based Page 
Segmentation algorithm (VIPS) představený v [2].  
 
3.1 Struktura visuálního obsahu webové 
stránky  
Definujeme základní objekt jako listový uzel v DOM4 stromu, který je dále nedělitelný. 
Algoritmus VIPS pracuje se strukturou závislou na visuální podobě, kde každý uzel, nazývaný blok, 
je základním objektem či množinou základních objektů. Uzly ve visuální struktuře nemusí nutně 
odpovídat uzlům ve struktuře DOM modelu.   
Definujme webovou stránku Ω  jako trojici (1) 
 
 !   =    (  !, !, !  ) (1) 
 
kde ! je konečná množina bloků, které se nepřekrývají a je definována jako  
 
 !   =    {  !!,!!,!!,!!, . . . ,!!  } (2)   
 
Množina obsahuje bloky, na které lze nahlížet jako části webové stránky a lze je zanořovat. ! 
je  konečná množina (3) horizontálních a vertikálních separátorů. Každý separátor má nastavenu 
hodnotu, zvanou váhu, indikující jeho viditelnost. Separátory nacházející se v jedné množině    !  (3) 
mají stejnou hodnotu.    
    !   =    {  !!,!!,!!,!!, . . . ,!!  }   (3)     
 
Vztah mezi dvěma libovolnými objekty je popsán (4) funkcí ! vracející množinu separátorů. 
Nenachází-li se v této množině žádný separátor tak funkce vrací hodnotu NULL, což označuje, 
že  bloky nejsou odděleny separátorem: 
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   ! =   !  ×  !   →   !    ⋃  {  !"##  }   (4)     
 
Definice vnořených prvků Ω ,  Ο, Φ a δ mají tvar:       !!!   =    (  !!! , !!! , !!!  )   (5)       !!!   =    {  !!"! ,   !!"! ,   !!"! ,   !!"! , . . . ,   !!"!!"   }   (6)          !!!   =    {  !!"! ,   !!"! ,   !!"! ,   !!"! , . . . ,   !!"!!"   }   (7)       !!! = !!!  ×  !!!   →   !!!    ⋃  {  !"##  }   (8)    Ω!!       je   t-­‐tý  objekt  v   části   stránky   s  úrovní   zanoření  s,  !!"   je  počet  objektů  v  množině  !!!   a  !!"  je    počet  objektů  v  !!! .  Tímto  lze  budovat  hierarchickou  strukturu  visuálních  bloků.                                 
Pro demonstraci příkladu uvažujme rozmístění visuálních bloků a oddělovačů uvedených na obrázku 
3.1. Formální popis bude vypadat následovně:      !   =    {  !"1, !"2, !"3  ,!"4  }   (9)  
 
Obrázek 3.1: Wireframe s označením visuálních bloků a separátorů, převzato z [2] 
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   !!   =    {  !!,!!,!!  }   (10)       
   !   (!"!,!"!)(!"!,!"!)(!"!,!"!)!"#!   =      !
!!!!!!"##    (11)    
 
V konkretizaci (9), (10) a (11) jsou popsány bloky a oddělovače na hlavní úrovni. Podle (5), (6), (7), 
(8) je možné nadefinovat vnořené prvky. Pro příklad blok VB2 obsahuje tři vnořené bloky a dva 
oddělovače. 
Pro každý visuální blok je určena hodnota Degree of Coherence (DoC) představující míru 
složitosti z hlediska visuálního vnímání. Větší hodnota znamená menší složitost. Dále platí, že 
ve  stromové struktuře hodnota DoC podřízeného uzlu není menší rodičovského. DoC 
je  celočíselného typu a typicky nabývá hodnot od 1 do 10, ale rozsah je možné změnit. 
Hodnota DoC je porovnávána s hodnotou Permitted Degree of Coherence (PDoC), která slouží 
pro nastavení a dosažení různé granularity5 v případě použití různých vstupních dat. 
 
 





Visuálně závislá struktura je vytvořena na základě kombinaci DOM modelu a visuálních význačných 
prvků. Na obrázku 3.2 je zobrazen proces segmentace. Je tvořen třemi částmi a to rozpoznání 
visuálních bloků (block extraction), oddělovačů ( separator detection ) a konstrukce struktury 
visuálních bloků (layout hierarchy construction). Tyto 3 kroky představují jeden běh. Algoritmus 
pracuje shora-dolů a proto postupuje od prvotního rozdělení stránky na několik bloků a ty jsou dále 
                                                      
5 granularita - jemnost rozčlenení, určuje míru složitosti visuálního bloku 
Obrázek 3.2: Schéma procesů v algoritmu VIPS, převzato z [2] 
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děleny stejným způsobem, přičemž se zaznamenává úroveň zanoření, dokud se nedosáhne 
požadované DoC hodnoty. 
V každém běhu DOM4 strom, obsahující informace o visuální podobě, odpovídá určitému 
visuálnímu bloku stránky (Obrázek 3.3). Rozpoznávání visuálních bloků začíná od kořenového uzlu. 
(uzel na v obrázku 3.3b ) U veškerých uzlů DOM modelu (obrázek 3.3b) je zjišťováno, zdali se  jedná 
o jednoduchý blok. Potomci složených bloků (uzly 1, 3, 4 na obrázku 3.3b ) jsou dále zpracovávány 
ve smyslu rozpoznání bloků. Jednoduchým blokům (uzly 2, 5, 6, 7 na obrázku 3.3b ) je přiřazena 
DoC hodnota na základě jejich visuálních vlastností.  
Získané bloky v daném běhu jsou seskupeny a provede se nalezení oddělovačů mezi těmito 
bloky a určí se jejich váha na základě vlastností souvisejících bloků. Pomocí oddělovačů se vytvoří 
struktura rozpoznaných objektů (layout hierarchy construction). Dále je zjišťováno u každého 















Obrázek 3.3: (a) rozvržení stránky (b) DOM strom webové stránky, převzato z [2] 
Obrázek 3.4: Výsledná visuální struktura, převzato z [2] 
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Jakmile jsou zpracovány všechny bloky je vytvořena výsledná visuální struktura. Je zobrazena 
na   obrázku 3.4 , kde je vidět i rozdělení bloku C na bloky C1 a C2. 
V následujících kapitolách budou vysvětleny 3 kroky algoritmu: Rozpoznávání visuálních 
bloků a separátorů a vybudování visuální struktury. 
 
 
3.2.1 Rozpoznávání visuálních bloků 
 
Výsledkem tohoto kroku je nalezení všech visuálních bloků obsahující část aktuální stránky. 
V  obecné rovině je možné, aby každý DOM strom reprezentoval visuální blok. Některé uzly jsou 
však rozsáhlé (např. tag <TABLE> či <P> ) a jejich použití slouží pouze pro organizaci jiných 
elementů, takže není možné, aby tvořili jednoduchý blok. V takových případech je uzel rozdělen 
a  nahrazen jeho potomky. Rozpoznávání končí, dokud nejsou nalezeny všechny odpovídající uzly 
reprezentující část odpovídající stránky. 
Rozhodnutí pro rozdělení uzlu se provádí podle: 
• vlastností uvažovaného DOM4 uzlu: HTML tag uzlu, barva pozadí uzlu, velikost a tvar uzlu. 
• vlastností potomků uvažovaného DOM uzlu: HTMLy tagy, barva pozadí, velikost a tvar 
potomků, počet různých druhů potomků 
WWW HTML specifikace 4.01 [10], klasifikuje DOM uzly do dvou kategorií: 
• řádkové uzly: Obsahují textový řetězec, který nemá žádné řádky. Takové tagy jsou 
<STRONG>, <U> či <FONT> 
• blokové uzly: Všechny ostatní, které nejsou řádkové.  
 
Na základě zobrazení uzlu ve webovém prohlížeči a vlastností jeho potomků definujeme 
následující uzly: 
• Validní uzly - uzly, které jsou viditelné v prohlížeči a jeho šířka a výška nejsou rovny nule 
• Textové uzly - DOM uzel odpovídající pouze textu, který neobsahuje žádný další HTML tag. 
• Virtuální textový uzel: 
o řádkový uzel obsahující pouze textový uzel je virtuální textový uzel 
o řádkový uzel obsahující pouze textový uzel a virtuální textový uzel je virtuální 
textový uzel 
 
Algoritmus 3.1 demonstruje postup rozdělování bloků. Rozdělování probíhá podle 
heuristických pravidel (tab. č.1.) a podle typu uzlu a úrovně zanoření.  
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Algoritmus 3.1: Rozdělování visuálních bloků 
 
Vstup: pNode - uzel, nLevel - úroveň zanoření 
Výstup: Pool - skupina visuálních bloků 
Algoritmus: 
function RozdělDOMStrom ( pNode, nLevel) 
{ 
 if ( jeRozdělitelný ( pNode, nLevel ) == TRUE ) 
 { 
  pro každého potomka child uzlu pNode: 
   zavolej funkci RozdělDOMStrom ( child, nLevel) 
 
 } else 
 { 




Algoritmus pracuje rekurzivně a nerozdělitelné bloky ukládá pro pozdější použití v následujícím 
kroku (rozpoznání oddělovačů). Místo kam se bloky ukládají, označme Pool.  
V Cai [2004] byly zjištěny význačné rysy podle kterých je možné rozhodovat zda podstrom 
rozdělit. Na základě těchto rysů bylo zpracováno Cai [2004] 12 heuristických pravidel, uvedených 
níže, seřazených podle priority. Pokud uzel není rozdělen je mu nastavena DoC hodnota. 
 
Pravidlo 1: Pokud uzel DOM4 stromu není textový uzel a nemá validní potomky tak není rozdělen 
a  musí být odebrán. 
Pravidlo 2: Pokud daný DOM uzel má pouze jednoho validního potomka a tento potomek není  
textový uzel, pak bude rozdělen. 
Pravidlo 3: Jestli DOM uzel je kořenovým uzlem podstromu (odpovídajícího bloku) a je jediný, 
který odpovídá visuálnímu bloku, tak je rozdělen. 
Pravidlo 4: Jestli všichni potomci daného uzlu jsou textové nebo virtuální textové uzly tak se 
nerozdělí. Pokud velikost fontu všech těchto potomků jsou stejné, nastav hodnotu DoC na 10. 
V  opačném případě na 9. 
Pravidlo 5: Jestli jeden z potomků daného uzlu je blokový, pak se rozdělí tento uzel 
Pravidlo 6: Jestli jeden z potomků daného uzlu obsahuje tag <hr> , pak se rozdělí tento uzel. 
Pravidlo 7: Pokud je barva pozadí daného uzlu rozdílná alespoň od jednoho z jeho potomků tak bude 
rozdělen a uzel s rozdílnou barvou nebo rozdělen v tomto běhu. Nastaví se DoC hodnota (6-8) 
pro potomky uzlu podle HTML jeho typu tagu a velikosti.  
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Pravidlo 8: Jestli daný uzel má alespoň jeden textový uzel nebo alespoň jeden virtuální textový uzel 
a jeho relativní velikost je menší než zvolený práh, pak uzel nebude rozdělen.  
Pravidlo 9: Pokud potomek daného uzlu s největší velikostí je menší než zvolený práh, pak uzel 
nebude rozdělen. Je nastavena DoC hodnota podle HTML tagu a jeho velikosti. 
Pravidlo 10: Pokud předcházející sousední uzel nebyl rozdělen, pak se nerozdělí ani daný uzel.  
Pravidlo 11: Rozděl tento uzel. 
Pravidlo 12: Nerozděluj tento uzel. Je nastavena DoC hodnota podle HTML tagu a jeho velikosti. 
 
Uvedená pravidla se používá pro různé tagy. Tabulka 3.1 zobrazuje použití pravidel pro dané uzly. 




Pro demonstraci detekce visuálních bloků uvažujme obrázek 3.1. V prvním běhu extrakce 
bloků byly vyhodnoceny bloky VB2_1, VB2_2, VB2_3, VB3 a VB4. jako visuální. Následně bude 
popsáno jakým způsobem došlo k detekci bloků VB2_1, VB_2, a VB2_3. Zmíněné bloky a jejich 
HTML struktura je zobrazena na obrázku 3.7 zachycující v detailu určitou část stránky. 
Pokud visuální detektor narazí na uzel <TABLE> zjistí, že obsahuje jeden validní uzel <TR>. 
Podle pravidla 2 se tento uzel rozdělí a budou vyšetřovány jeho potomci. Tag <TR>. obsahuje  pět 
následovníků s uzlem <TD> a pouze tři z nich jsou validní. První uzel <TD> má odlišné pozadí než 
jeho předchůdci. Pravidlo 7 se týká odlišné barvy pozadí a podle něj se má uzel <TR> rozdělit a uzel 
s odlišným pozadí (první uzel  <TD>) se rozdělit nesmí v tomto kole a proto je uchován jako visuální 
blok. Druhý a čtvrtý uzel <TD> není validní a proto budou vyřazeny z procesu extrakce. Zbývající 
třetí a pátý uzel podléhá až pravidlu 11 a podle něj jsou rozpoznány jako visuální bloky. Tímto 
postupem byly získány uzly VB2_1, VB2_2, VB2_3. 
 R1 R2 R3 R4 R5 R6 R7 R8 R9 R10 R11 R12 
řádkové uzly X X X X X X  X X  X  
<TABLE> X X X    X  X   X 
<TR> X X X    X  X   X 
<TD> X X X X    X X X  X 
<P> X X X X X X  X X  X  
ostаtní uzly X X X X  X  X X  X  






3.2.2 Visuální rozpoznání oddělovačů 
Jakmile jsou všechny bloky rozpoznány, jsou uloženy (do poolu) pro použití rozpoznávačem 
oddělovačů. Oddělovač je svislá nebo vodorovná linka, která se nekříží s žádným uloženým blokem 
v  poolu. Vzhledem k visuálnímu vnímání jsou oddělovače vhodným indikátorem pro určení 
sémantických bloků. Visuální separátor je reprezentován dvojící (Ps, Pe), kde první složka 
je  počáteční pixel separátoru a druhá je koncový, výška je pak tvořena z rozdílu těchto dvou hodnot. 
  
Obrázek 3.7: struktura HTML stránky, převzato z [2] 
Tabulky ukazující použití pravidel pro dané uzly 
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Rozpoznání oddělovačů 
Rozpoznání probíhá podle následujícího algoritmu: 
Algoritmus 3.2 
Vstup: Visuální bloky 
Výstup: Oddělovače mezi bloky 
1. Inicializovat seznam pro oddělovače. Na počátku je vložen jeden separátor, který je vytvořen na 
základě hranic bloků uložených pro separaci v Poolu. 
2. Pro každý uložený blok je zjištěn vztah s každým oddělovačem. 
a. Pokud je blok obsažen v separátoru, separátor bude rozdělen. 
b. Pokud se blok kříží se separátorem, separátor bude mít upraven parametry. 
c. Pokud blok pokrývá oddělovač odebere ho. 
3. Jsou odebrány 4 oddělovače, které jsou rozmístěny po hranicích uložených bloků v Pool. 
 
 
Příklad rozpoznání oddělovačů je zobrazen na obrázku 3.5. Černé bloky reprezentují visuální 
bloky nalezené ve stránce. V příkladu jsou uvažovány pouze vodorovné oddělovače. V prvním kroku 
je celá plocha (šedé barva), určená k rozdělování, oddělovačem. Vložíme-li do této plochy první blok 
(obr 3.5 b) je rozdělena na oddělovače S1 a S2. Další rozdělení proběhne i při vložení dalších dvou 
bloků a vzniknou separátory S3 a S4. Při vložení čtvrtého bloku dojde k překřížením se separátorem 
S2 a blok pokrývá separátor S3, proto parametr oddělovače S2 je upraven (algoritmus 3.2, krok 2b) 
a  oddělovač S3 odstraněn (algoritmus 3.2, krok 2c). V posledním kroku jsou odebrány oddělovače 










Obrázek 3.5: (a) rozvržení stránky (b) proces separace oddělovačů, převzato z [2] 
Tabulky ukazující použití pravidel pro dané uzly 
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Nastavení parametru pro oddělovače 
Použití separátorů spočívá v rozeznání bloků s odlišným významem z hlediska visuálního rozmístění. 
Parametr oddělovače je určen na visuálních odlišnostech mezi souvisejícími bloky. Následující 
pravidla určují jejich nastavení: 
1. Větší vzdálenost mezi bloky na stranách separátoru značí zvýšení parametru 
2. Pokud je visuální oddělovač překryt určitým HTML tagem ( např. <HR> ) , parametr se zvýší. 
3. Pokud barva pozadí bloků na obou stranách separátoru je rozdílná, parametr se zvýší. 
4. Pro vodorovné oddělovače: Pokud jsou rozdíly vlastností fontu, (velikost a šířka fontu) větší na 
obou stranách parametr bude navýšen. K navýšení dojde i v případě, když velikost fontu nad 
oddělovačem je menší než velikost fontu pod oddělovačem. 
5. Pro vodorovné oddělovače: Pokud je struktura visuálních bloků na obou stranách velmi podobná 
(např. je-li na obou stranách textový uzel), parametr bude snížen. 
Předpokládejme strukturu uzlu uvedenou na obrázku 3.6a. Obsahuje nevalidní uzly, které se 
nezobrazí v prohlížeči a jsou v rozpoznávání přeskočeny. Odpovídající část stránky ukazuje obrázek 
3.6b. Podle algoritmů 3.1 a 3.2 bylo rozpoznáno pět vodorovných oddělovačů a šest visuálních bloků. 
Parametry se nastaví podle výše uvedených pravidel. Oddělovač mezi bloky 2 a 3 má vyšší hodnotu 
parametru než separátor mezi bloky 1 a 2, protože jej rozlišují velikosti fontu (pravidlo 4 výše). 
Obdobně byl nastaven parametr i oddělovači mezi bloky 4 a 5. Obrázek 3.6c ilustruje výsledné 
rozmístění oddělovačů, tlustší čára značí vyšší hodnotu parametru. 
 
Obrázek 3.6: (a) DOM strom části stránky (b) visuální podoba části stránky z prohlížeče 
 (c) visuální bloku oddělené separátory (d) výsledná visuální struktura, převzato z [2] 
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3.2.3 Konstrukce visuální struktury 
Konstrukce pracuje s oddělovači a jejich parametry. Budování struktury začíná od oddělovačů 
s  nejnižší hodnotou parametru. Bloky, které jsou umístěny vedle těchto oddělovačů jsou spojeny 
a  jsou z nich vytvořeny nové bloky. Tento postup se opakuje pro všechny parametry, dokud není 
dosaženo maximálního parametru. DoC hodnoty každého nového bloku jsou nastaveny podle 
maximální hodnoty parametru v uvažované oblasti.   
V dalším kroku je zjišťováno, zda-li všechny listové uzly odpovídají požadované hodnotě 
(granularita). Pokud u žádného uzlu nebylo dosaženo dané hodnoty, tak proces rozpoznávání 
visuálních bloků (kapitola 3.2.1) začne probíhat znovu, avšak pro vnořené části. Výsledná visuální 
struktura zkonstruována. Proces končí, jakmile všechny uzly odpovídají požadované hodnotě PDoC. 
Na obrázku 3.6d je uveden příklad. V první iteraci se zvolí první, třetí a pátý oddělovač. Dojde 
ke spojeni do nových bloků kolem těchto separátorů. Spojeny jsou bloky 1 a 1 do nového bloku 
VB2_2_2_1, bloky 3 a 4 do VB2_2_2_2 a 5 a 6 do VB2_2_2_3. Bloky VB2_2_2_1_1, 
VB2_2_2_1_2, VB2_2_2_2_1 byly porovnány na hodnotu parametru PDoC. Po několika iteracích 
je  dosaženo výsledné struktury (obrázek 3.6d). 
 
3.3 Rozšíření popisu VIPS pro webový vývoj 
Webová stránka jak je uvedeno v kapitole 3.1 je tvořena visuálními bloky (2). Bloky je možné 
zanořovat rekurzivně (5), které mají jiné vlastnosti dle zanoření. Pro účely webového vývoje slouží 
visuální blok reprezentovaný html kódem, který je určen k implementaci a k němu je přiřazeno 
konkrétní chování. 
V rámci formálního rozšíření pro použití na webový vývoj se zavádí pojmy visuální blok, 
funkční blok, propojení, webová stránka a webový projekt. 
Webový projekt W (12) obsahuje konečný počet webových stránek P (13). 
 
 !   =    {  !!,   !!,   !!,… .       !!  }  (12) 
 !   =    {  !!, !!,!!,!!, . . . ,!!  } (13) 
 
Prvky množin (13) a (2) vyjadřují stejné bloky ale v případě prvků !  z množiny P není možné 
se  zanořovat. Nemožnost zanoření znamená, že libovolná množina Pn obsahuje všechny visuální 
bloky.  
Množina Fm (14) určuje funkční bloky stránky, jež se používají k abstraktnímu popisu určité 
funkcionality. Typicky se jedná o blok, který obsahuje dílčí algoritmus nebo datový zdroj. Funkční 
blok je vstupně-výstupní element (15), obsahující stav a umožňující propojení s jiným funkčním 
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blokem. Propojení je realizováno pomocí relace  ! v definici 3.1, jež slouží k propojení jednotlivých 
atributů z množin IN a OUT z daného funkčního bloku.  
 
 !!   =    {  !!, !!, !!, !!, . . . , !!  } (14) 
 !!! = (!", !"#, !) (15) 
 
Definice 3.1 Mějme   !! ∈ !"!!!! ,   !! ∈ !"#!!!!, kde   !!, resp.   !!  je vstupní resp. výstupní atribut 
funkčního bloku !!!!  resp.  !!!!  . Relace se nazývá propojení atributů a označuje se   !: 
 
 !!!!!   (16) 
 
Relace ! je anti-symetrická v případě uvážení definice z [11]. Z dané antisymetrie (17) plyne, 
že  propojení atributů není obousměrné a tedy v případě použití jednoho směru je opačný směr 
vyloučen. 
 
 !,! ∈ !   ∧ !, ! ∈ ! ⇒ ! = ! (17) 
 
Vzhledem k propojení atributů lze stanovit propojení funkčních bloků, jež je také v jednom směru 
a  odpovídá propojení všech atributů daného bloku se všemi atributy propojovaného bloku. Definice 
3.2 uvádí toto propojení reprezentováno relací označenou Γ   (18) 
 
Definice 3.2 Nechť jsou  !!,   !! ∈   !! libovolné funkční bloky. Mezi funkčními bloky existuje 
relace Γ, jestliže mezi vstupním a výstupní atributem, odlišných funkčních bloků, existuje alespoň 
jedna relace propojení atributů definované v (16). Relace Γ je definována: 
 
 !!Γ  !!⟺   ∃!!!!!, !! ∈    !"  !! ∧ !! ∈   !"#  !!    (18) 
 
Definice 3.1 a 3.2 umožňují stanovit, které bloky jsou vstupní a výstupní vůči danému propojení. 
V  rovnici (18) je blok !! výstupní a !! vstupní, protože v případě !! jsou v relaci Γ použity prvky 
ze vstupní množiny. 
 
 !!Γ  !!⟺ !!Γ  !!   ∧     !!Γ  !!   (19) 
 
Visuálnímu bloku (2) je přiřazena skupina propojených funkčních bloků, které tvoří dané chování 
bloku. Na množině FCl funkčních bloků daného visuálního bloku l je definována relace Γ(18). 
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Funkční bloky na množině FCl tvoří lineární uspořádání [11]. Тranzitivní relace mezi bloky (14) 
plyne z rovnice (19), antisymetrie je dána (17) a reflexivita je dána vnitřním propojením bloku. Platí, 
že pro každý blok z FCl existuje relace Γ, proto se jedná o lineární uspořádání (20). 
 
 !! = !!Γ  !!⟺ !!Γ  !!   ∧…∧   !!!!Γ  !! (20) 
 
Skupina propojených funkčních bloků je označena !! (20) a je přiřazena danému visuálnímu 
bloku  Ω Významný funkční blok pro  Ω je blok  !!, kde n (20) počet prvků FCl a který je tedy 
suprémem[11] množiny FCl. Tento prvkem je významný proto, že jeho výstup již nebude měněn 
a  je  přímo propojen s visuálním blokem Ω, který je zobrazen. Každému visuálnímu bloku je 
přiřazena množina funkčních bloků s uspořádáním Γ¨ nebo hodnota NULL značící visuální blok bez 
funkcionality podle funkce  !:  
 
 !:  Ω → FC!   ⋃  {!"##}   (21) 
 
V následujícím příkladě 1 je uvedena praktická aplikace formálního popisu.  
 
Příklad 1. !   =    {  !"#$, !"#$%_!"#$%&'%  }, !! = !"#$,   !! = !"#$%_!"#$%&'% !! = {!"#$%_!"#$"%!"#&', !"#$%_!"#!$%"#&'} !! = {!"#"$%!"#$%&'(&} !!"#$%_!"#$%&'%   =    {  !"#$%$&'()$*!, !"#$%&'()*+,-+./, !"#$%&'()  } !!"#$   =    {!"#$%$&'()'%*'(+,, !"#$%$&'()*%'(+,, !"#$%&'()*+,-+.!} !"#$%$&'()'%*'(+, = ({!"#$%, !"#$%&', !"#$}, {!"#$%, !"#$%&', !"#$}, !!"#$"%!"#&') !"#$%&'()*+,-+./ = ({!"#$%, !"#$%&', !"#$_!"#_!"ℎ},∅, !!"#$%&) !!"#$%_!"#$"%!"#&'   = !"#$%&'()*+,-+./  !  !"#$%$&'()'%*'(+,,  !!"#$%_!"#!$%"#&'   = !"#$%&'()*+,-+./  !  !"#$%$&'()*%'(+, !!"#"$%&'(")*%+* = !"#$%&'()  !  !"#$%$&'()$*! !(!"#$%_!"#$"%!"#&') =    {!"#$%&'()*+,-+./, !"#$%$&'()'%*'(+,}   =   FC!"#$%_!"#$"%!"#&' !(!"#"$%&'(")*%+*) =    {!"#$%$&'(!"#$, !"#$%&'()*+,-+./, !"#$%&'()} 
 
Webový projekt obsahuje dvě stránky uvod,vypis_produktu. Na stránce uvod se nachází bloky 
vypis_nejlevnejsi,vypis_nejnovejsi, jež značí, že na uvodní stránce jsou zobrazeny dva různé výpisy 
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totožné entity - produktů. Stránka vypis_produktu se také zabývá výpisem položek – visuální blok 
polozkaProduktu. Funkční bloky jsou v množinách !!"#$%_!"#$%&'% a !!"#$. Množina !!"#$%_!"#$%&'% je totožná s množinou !"!"#$%_!"#$%&'% 
Propojené prvky v relaci !!"#"$%&'(")*%+* jsou uvedeny pouze první a poslední, úplné znění 
relace je !!"#"$%&'(")*%+* =   !"#$%&'()  !  !"#$%&'()*+,-+./  !  !"#!"!#$%&!'(  Tento blok 
označuje, že na visualní blok polozkaProduktu se aplikují data získané z bloku upravaSeznamu, 
ve  kterém došlo k úpravě žádoucí k zobrazení. Vstupní blok bloku upravaSeznamu  je blok 
seznamProduktuDB, který zajišťuje data z databázové úrovně. Zbývající blok linkCoder slouží 
ke  zjištění interního identifikátoru zobrazovaného seznamu a předává tuto informaci bloku  
seznamProduktuDB. 
Pokud mělo dojít k programové úpravě takového webové projektu ve výpisu produktů, 
pak  daná úprava proběhne v bloku seznamProduktuDB v případě globální změny (např. ceny) nebo 
v bloku upravaSeznamu v případě požadavku pouze na změnu na stránce vypis_produktu. Bude-li 
provedena změna z první varianty, tedy úprava bloku seznamProduktuDB, pak budou ovlivněné 
funkční bloky upravaSeznamu, upravaNejlevnejsi, upravaNejnovejsi. 
 
3.3.1 Přínos zavedení formálního rozšíření 
Formální popis byl stanoven v rámci vývoje generátoru a jeho hlavním důvodem je, 
že  umožňuje popsat různé rozsáhlé webové funkcionality obdobným množstvím popisu. Tato 
vlastnost poskytuje přehled o webovém projektu na abstraktní a globální úrovni. Při návrhu systému 
je možné zjistit kolize funkčních bloků a zajistit využitelnost podobných části systému na jakékoliv 
úrovni. Ve formálním popisu z předchozí kapitoly, je povoleno, aby platilo !! ∩ !! ≠   ∅, tedy 
stejný funkční blok lze použít více webových stránkách (13), z čehož plyne zapouzdření a znovu-
použitelnost kódu. Formálně lze stanovit závislosti funkčních bloků i v rámci webových stránek, 
takže je prakticky možné určit jaké komponenty systému (reprezentované funkčními bloky) mají na 
mezi sebou vazbu, což je žádoucí především pro budoucí rozšiřování projektu a zajištění 
zodpovědnosti objektů [12] na této úrovni. Získání informace o vzájemných vazbách lze získat 
automatizovaným procesem a je vhodné jej zahrnout i s uvedeným formálním popisem 
i  do  dokumentací projektů.  
Globální představa o projektu, daná formální popisem, predikuje vývoj systému, čímž je 
ovlivněn jeho návrh ve smyslu odhalení některých skrytých momentů z požadavků projektu. 




3.4 Analýza typických prvků webu 
Různé weby lze rozčlenit do různých skupin podle jejich zaměření. Jedná se např. e-shopy, 
prezentační weby, portály a aplikace dle speciálních požadavků klienta. Webové aplikace jsou 
složeny z několika komponent, které jsou typické a lze je před-implementovat na obecné úrovni ke 
konkrétnímu použití. Komponenty mají sadu nastavení, které umožňují jejich modifikaci 
a  přizpůsobením k aktuálnímu řešenému problému. 
Generátor je navrhován s ohledem pro vytváření uvedených prvků a bude obsahovat možnost 
propojení a mohou být součástí předefinovaných funkčních bloků.  
Entity 
Modelovaný problém se skládá z několika entit. Typická entita u prezentačního webu může být 
např. textová stránka, u elektronického obchodu např. produkt. Taková entita obsahuje informace, 
které se např. zobrazí na webové části. Existují případy kdy je potřeba takové entity upravit, vytvořit 
i  smazat. 
Seznamy modelovaných entit 
Velké množství webů zobrazuje výpis položek určitého typu. Může se jednat např. o výpis 
produktů čí příspěvků ve fóru. Výpis může obsahovat jakékoliv namodelované informace. Typické 
funkce výpisu jsou stránkování, filtrování podle jejich či cizích atributů. 
Seznamy je možné vypisovat běžným způsobem jako výpis položek, nebo je možné dělit 
do  kategorií podle např. jejich roku. Je dále typické, že seznamy lze navzájem zanořovat a z čehož 
plyne možnost operací nad takovou strukturou např. výpis její struktury. 
 
Webové formuláře 
Další běžnou komponentou jsou formuláře pro odesílání informací od uživatele. 
Jejich  problémem jsou automatické validace. Formuláře odesílají textový i binární obsah. V rámci 
odeslání formulářů typicky probíhají akce jakéhokoliv charakteru např. odeslání e-mailu s údaji. 
Vstupní pole formuláře odráží vlastnosti modelované entity, tedy slouží k vytváření nebo úpravě 
těchto entit.   
 
Entita s kontextem 
Některé aplikace vyžadují účast registrovaných uživatelů, takové entity uchovávají kontext o sobě 





Webové aplikace obsahují vyhledávání v modelovaných entitách. Toto vyhledávání je možné 
omezovat parametry, čímž získáme rozšířené vyhledávání.   
 
Webové procesy 
Webovým procesem je myšlena skupina na sebe navazujících stránek, které vedou k jednomu účelu. 
Během procházení mezi nimi je provádět jakékoliv operace. Webové procesy mohou tvořit stránky 
seznamů, entit či formulářů. 
 
Datový kontejner 
Datový kontejner představuje abstraktní strukturu, která umožňuje seskupovat objekty modelovaných 
entit. Typické použití je pro zajištění funkce např. nákupního košíku. Takový kontejner poskytuje 
statistické informace atributů dané entity např. součet všech cen produktů vložených do košíku. 
 
3.5 Model-View-Controler 
Webové aplikace používají architektonický návrhový vzor Mode-View-Controler. Generované 
aplikace je možné doimplementovat, použití tohoto vzoru pro generované aplikace je tedy vhodné.   
MVC[9] je architektura, která dělí aplikace na tři vrstvy. Jedná se vrstvu datového modelu, 
vrstvu uživatelského rozhraní a vrstvu řídící logiky. Tyto části jsou nezávislé a oddělené přičemž 
vzájemná komunikace je zajištěna.  
 
Model 
Reprezentuje informace, které potřebujeme zachytit. V konkrétním případě obsahuje data 
uložená v databázi ale také algoritmy definující chování modelovaného objektu. Pokud bychom 
uvažovali model studenta, tak jeho algoritmem by mohl být např. výpočet váženého průměru, který je 
zapouzdřen v entitě studenta. 
 
View 
Převádí reprezentovaná data do visuální podoby. Řeší otázku jak budou data zobrazena uživateli. 
Je možné vytvářet různé pohledy na data. V příkladu studenta, se jedná o např. výpis jeho 
absolvovaných předmětů se získaným počtem bodů nebo jiný pohled, může být zobrazení tohoto 
výpisu do grafu.  
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Mnoho systému v této části upravuje data pro jejich prezentaci. Použití je správné ale díky tomu 
je možné, že pohled bude obsahovat i aplikační logiku nebo vazbu na ni.  
Controler 
Tato vrstva zachytává požadavky a vyvolá k nim odpovídající chování. Kontrolér zajistí 
v  případě požadavku odpovídající změny v části model a view. Ve webovém prostředí kontrolér 
typicky obdrží požadovanou a podle obsahu url 6 provede odpovídající akci např. zobrazit stránku 





Hlavní vazby jsou takové, že kontrolér má přímý odkaz na model, aby bylo možno pomocí něj 
upravit data v modelu. (např. pokud by byl obdržen požadavek na uložení informací o studentovi) 
Další důležitá vazba mezi View a Model. View v této vazbě má přístup k modelovaným datům, aby 
jej mohl zobrazit. Není proti návrhu také použití vazby mezi částí View a Controller. Existence 
odkazů v části Model je v rámci MVC nepřípustná. Jediný případ, který toto dovoluje nepřímá vazba 
mezi modelem a  View umožňují notifikaci pro část View, pokud jsou změněna data v části View. 
 
3.6 Dependency injection 
Dependency Injection (DI) je objektově-orientovaný[20] softwarový návrhový vzor sloužící 
ke   snížení závislostí mezi jednotlivými částmi systému. Pokud objekt potřebuje použít jiný objekt 
resp. službu, pak přístup k tomu objektu resp. službě je možný pouze předáním odpovídajícího 
objektu na konkrétní místo potřeby. Smyslem je tedy odebrat třídám zodpovědnost za získávání 
                                                      
6 url - řetězec znaků s definovanou strukturou, který slouží k identifikaci umístění dokumentů 
a  služeb na internetu[14] 
Obrázek 3.7: Propojení vrstev v MVC, převzato z [9] 
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objektů a tuto činnost zapouzdřit a nabídnout k použití ostatním částí systému. Dependency injection 
je technika, která je použita frameworky1 AngularJS a Nette popsané v sekci 4.  
 
4 Použité nástroje 
V této části je uvedeno jakých nástrojů bylo při vývoji použito. Nachází se zde nástroje pro 
generované aplikace. Webové aplikace jsou typu client-server7. Prostředí pro spuštění klientské části 
je obvykle tvořeno webovým prohlížečem. Serverová část obsahuje pro webový vývoj nejčastěji 
některý ze skriptovacích jazyků (např. PHP[13]). Primární způsob vývoje generátoru byl zvolen 
v klientské části, serverová slouží především k ukládání dat do databáze a manipulaci se soubory 
na  serveru. Generovaná aplikace obsahuje především serverovou část tvořenou jazykem PHP[13] 
а  frameworkem1 NETTE[8] а databázovou vrstvou Doctrine2 [15]. 
 
4.1 Klientská část 
V klientské části bylo použito především jazyku Javascript[16], který je skriptovací 
a  disponuje prototypováním. Umožňuje dynamické přiřazení typů, obsahuje rysy funkcionálního 
paradigma. Dále kombinuje imperativní a objektově orientované programovací styly. Jeho použití pro 
implementací metody VIPS je vhodné, protože obsahuje vestavěné API [16] pro manipulaci s DOM 
stromem, který metoda VIPS využívá velmi často. 
Použítí javascriptu [16] v jeho původní podobě není pro vývoj větších aplikací vhodný. Jedná 
se však o jazyk velmi rozšířený, proto vznikají nástroje a technicky umožňující vývoj v javascriptu 
vylepšit, urychlit a přiblížit se k podobě vývoji nativních aplikací s návrhovým vzorem MVC[9]. 
Меzi rozšiřující nástroje patří jazyk Coffescript[17], framework Jquery[18], Underscore[19] 
a AngularJS [20] 
 
4.1.1 Knihovny Javascriptu 
Základní knihovny pro vývoj tvoří propracovaná manipulace s DOM stromem. Knihovna 
jQuery[18] je jedna ze zástupců této skupiny frameworků. Jeho vhodnost použití tkví v tom, 
že sjednocuje rozdílné implementace javascriptu ve webových prohlížecích, které vznikají vlivem 
procesů schvalování specifikace standardů HTML[10]. Aplikace vytvořena za použití knihovny 
jQuery bude fungovat ve většině dostupných webových prohlížečů. 
                                                      
7 client-server – popisuje vztah dvou počítačových systémů, kde client  vytváří požadavky pro server, 
který je zpracovává a vrací odpověď[14] 
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Další použitá sada funkcí se nazývá Underscore[19] a obsahuje funkce doplňující abstrakci 
ve  funkcionálním stylu, manipulaci s poli, kolekcemi objekty a funkcemi. Neposkytuje více než 60 
optimalizovaných funkcí, nicméně vzhledem k vestavěným funkcím javascriptu je výhodným 
doplněním. 
4.1.2  Coffescript 
Coffescript je jazyk představený v [17] slouží k překladu do javascriptu. Primárně byl vytvořen 
pro zjednodušení jazyka javascript a tím poskytl možnost vývoje větších projektů. Odstraňuje 
z jazyka javascript středníky, závorky a zavádí definici tříd typickou pro neprototypované objektově-
orientované jazyky (PHP[13], C++). Ke každému kódu v coffeescript existuje kód v javascriptu 
s ekvivalentním chováním a je spouštěn stejně jako javascript v – prohlížeči- je možné tedy zachovat 
použití stávajících javascriptových knihoven. Níže je uveden kód z javascriptu a vedle něj se nachází 
jeho rovnocenná podoba v javascriptu. Úsek daného kódu projde prvky pole, na každý prvek provede 
matematickou operaci a vloží tento změněný prvek do pole, jehož obsah se nachází v proměnné cubes 
 
Coffescript: 
cubes = (math.cube num for num in list) 
 
Javascript: 
cubes = (function() { 
  var _i, _len, _results; 
  _results = []; 
  for (_i = 0, _len = list.length; _i < _len; _i++) { 
    num = list[_i]; 
    _results.push(math.cube(num)); 
  } 
  return _results; 
}) 
 
Coffescript je tedy jazykem sloužící pouze pro překlad do javascriptu. Byly vytvořeny jeho 
přímé interprety pomocí NODE.JS ale i v tomto případě dochází k překladu do původního 
javascriptu. 
Úskalí, které přináší se nachází v ladění. Programátorská chyba, ať už syntaktická nebo 
sémantická, se odhaluje prvně ve vygenerovaném javascriptu a až po jejím pochopením je možné ji 
dékódovat na úrovní Coffescriptu. 
Další problém vzniká při rozčlenění jednotlivých tříd do jednotlivých souborů a využití je jako 
modulů. Javascript nemá pro moduly implicitní podporu, spolupráce více souborů se provádí 
postupným vkládáním, čímž interpret javascriptu nemá povědomí o následovně definovaných třídách, 
které však může využívat. Tento přístup také neřeší cyklickou definici tříd. Pro coffescript je 
specifické, že javascript, který vygeneroval obsahuje zapouzdření celého zdrojového kódu 
do  anonymní funkce, jež při inicializaci volána. 
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Řešení uvedeného problému představuje nástroj concat-coffeescript [26] upravující 
implementované třídy tak, aby bylo možné se v rámci nich odkazovat i cyklicky i bez přechozí 
definice - je tedy možné pracovat s objektem třídy jejíž definice je mimo dosah.  
Nástroj [26] vytvoří ze vstupních zdrojových souborů jeden cílový soubor v coffescriptu tvořící 
celek - modul. Je možné, že se objeví požadavek týkající se potřeby, aby volána funkcionalita napříč 
mezi moduly. Problém je řešen pomocí globálního prostoru, do kterého se vyváží požadované 
proměnné ale i třídy. 
Zavedení uvedených opatření vyžaduje zpracování prvně pomocí concat-coffeescript a dále 
tento výsledek z kompilovat pomocí překladače coffescriptu. 
 
4.1.3 AngularJS 
AngularJS[20] je MVC[9] framework1 rozšiřuje manipulaci s html kódem a tvorbou webových 
aplikací. Obsahuje také podporu pro šablonování html a ajaxových požadavků. Hlavní výhoda 
frameworku spočívá v použítí datové vazby(data-binding) v části view, dle MVC. Data-binding je 
způsob, kdy dochází k automatické aktualizaci view, pokud dojde ke změně stavu modelu. Ovládání 
aplikace probíhá z kontrolérů, ve kterých je možné pomocí Dependency injection (kapitola 6.3) 
použít služby nabízené frameworkem. 
Kombinace služby pro ajax a datové vazby je možné po obdržení odpovědi přiřadit dané 
proměnné modelu v AngularJS a tím je okamžitě reflektována změna do prezentačních částí aplikace 
viditelných v prohlížeči. 
Mezi další přednosti frameworku patří deep-linking, validace formulářů, komunikaci se 
serverovou -stranou její abstrakce. Deep-linking reflektuje, ve které části aplikace se uživatel nachází 
a používá k tomuto účelu kotvu (anchor) doplněnou za url6. Kotva se tedy během požadovaných akcí 




4.2 Serverová část 
V části serveru je umístěn interpret PHP[13] a služba pro MYSQL. Jedná se o jazyk skriptovací 
s podporou objektově-orientovaného návrhu. 
Serverová část je využívána pouze k vytvoření API manipulujícím se souborovým systémem 
a  s databázovou vrstvou. Aplikace, která vznikla vygenerováním, je téměř celá tvořena serverovou 
částí. Tyto zmíněné typy aplikace využívají pro databázovou vrstvu implementaci ORM2 
a  to  Doctrine 2 [15] a php framework NETTE[8] 
 
4.2.1 Nette 
Php framework umožňující aplikace tvořit v návrhovém vzoru MVC[9] resp.v jeho variantě 
MVP(model-view-presenter).[22] Součástí frameworku1 je rozšíření ve formě pluginů, čímž 
je   podpořen vývoj a jeho použití je vhodné pro souborové a databázové API8 v generátoru ale 
především ve vygenerovaných aplikacích, které budou budoucím vývojem modifikovány. 
Framework1 je  vhodný pro rozsahově malé i velké aplikace. Pro práci se HTML šablonami používá 
vlastní šablonovací systém LATTE.  
Nette byl vybrán jako mateřský framework po vygenerované aplikace avšak nejsou na něm 
přímo závislá a je možné jej nahradit jiným dle vhodné potřeby. 
 
4.2.2 Doctrine 2 
Jedná se o knihovnu pro php, která poskytuje transparentní persistenci pro php objekty. 
Doctrine 2 je tedy implementací ORM pro php. Obsahuje vlastní SQL dialekt zvaný DQL, který 
nabízí větší úroveň abstrakce nad databázovým serverem. V doctrine, lze pracovat s php objekty tak, 
že mají svůj stav uložen v databází a k jeho změně dojde až v případě, že je o změnu zažádáno. 
Při  dalším spuštěním aplikace nebo opětovném požadavku je stav objektu zachován, pokud nedošlo 
k cílené změně. 
Databázové schéma je potřeba speciální aplikací vytvořit. Pokud dojde ke změně v datech 
v  databázi vygenerovaného schématu, pak změna ve specifikaci entity (na úrovni v php) neovlivní 
datové položky a dojde pouze k dané změne (např. přidaní sloupce do databáze) 
Transparentnost Doctrine 2, také spočívá v tom, že není nutné vázat aplikaci na konkrétní 
databázový stroj. API Doctrine 2 abstrahuje několik typů databází (MySql,MSSql, PostgreSql). 
 
                                                      
8 API - Application Programming Interface – rozhraní pro programování aplikací, jedná se o kolekci 
procedur, funkcí či tříd k ovládání jiného systému 
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4.3 Data ve formátu JSON 
JSON[21] je formát pro výměnu dat. Je čitelný a vhodný i k modifikaci člověkem. Vychází 
z jazyka javascript a je tedy vhodné použití JSON v tomto jazyce. V textovém formátu je možné 
uložit objekt, záznam(record), datovou strukturu(struct), slovník(dictionary9), hashovací tabulku nebo 
asociativní pole. Není zde možné uložit metody objektů ani ukazatele. Uložení vnořených objektů 




     { 
         "streetAddress": "21 2nd Street", 
         "city"         : "New York", 
         "state"        : "NY", 
         "postalCode"   : "10021" 







                                                      
9 Dictionary – abstraktní datová struktura tvořena množinou unikátních klíčů a množinou hodnot, kde 
každý klíč je přiřazen k dané hodnotě nebo množině hodnot 
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5 Cíle práce 
Požadovaným výsledkem práce je systém, který umožňuje automaticky a s minimální 
podporou uživatele vytvořit webovou aplikaci s libovolným datovým modelem. Taková webová 
aplikace musí být rozšiřitelná a upravitelná běžnou implementací. Záměrem je vytvořit systém, který 
umožňuje uživatelské generování webové funkcionality a pak aby v další fází vývoje mohla být 
doimplementována speciální funkcionalita neobsažená v systému. Každá nová funkcionalita by měla 
být znovupoužitelná a dostupná pro další použití v uživatelském prostředí při definování funkcionalit 
dané webové aplikace. Systém bude obsahovat již předpřipravené funkcionality na obecné úrovni, 
které je možné využívat pro konkrétní implementace. Práce také obsahuje výčet předem známých 
funkcionalit. 
Protože v systému bude implementován algoritmus VIPS je v ní žádoucí použití vestavěného 
prohlížeče. Algoritmus v aplikaci bude možné ovládat pomocí parametru PDoC a proces určování 
visuálních bloků bude možno upravit dle uživatelských potřeb v případě nepožadovaného výsledku 
algoritmu. Ve vestavěném prohlížeči bude vyobrazen výsledek algoritmu VIPS, což jsou části HTML 
kódu stránky tedy visuální bloky. Těmto visuálním bloků je možno přiřadit funkční bloky, které 
zapouzdřují konkrétní funkcionalitu. Funkční bloky mohou představovat libovolný algoritmus nebo 
část datových záznamů definovaného modelu. Mohou mít vstup a výstup nebo pouze výstup. Takové 
bloky je možné zapojit do série k dosažení složitější funkcionality.  
Jakékoliv části visuálního bloku na úrovní HTML kódu je možné přiradit funkční blok 
za  účelem generování dynamického chování webu. Funkčním blokům je možné nastavovat 
parametry specifikující jejich chování. 
Cílem je tedy především, aby vznikla aplikace, která umí rychle a uživatelsky vyvinout část 
webové aplikace, která obsahuje předem známé funkcionality a připravila tak tuto část pro klasickou 
implementaci programátory. Systém vygeneruje samostatnou aplikaci, která obsahuje všechny 
podpůrné knihovny či frameworky je tedy plnohodnotnou instancí.  
Systém by měl využít již stávající frameworky a knihovny.  Z implementačního hlediska 
by  měl být rozdělen do několika vrstev, minimálně kvůli neovlivnitelnosti generovaných kódů 
aplikace a ručně implementovaných. Aplikace bude nativního charakteru a obsahuje grafické 
uživatelské rozhraní, přes které je možné ovládat systém. 
Je vhodné, aby propojení visuálních a funkčních bloků bylo možné popsat konfiguračním 
skriptem nebo jazykem na základě čehož budou také probíhat změny a úpravy aplikace. 
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6 Rozbor algoritmu VIPS 
V této kapitole lze nalézt podrobnější analýzu metody VIPS. Poznatky z analýzy jsou zaměřeny 
na použití k implementaci, kde implementační detaily původní dokument nespecifikuje. Tímto 
si  metoda VIPS zajišťuje obecnost a nezávislost na konkrétním interpretu webových stránek. Každý 
krok metody je tedy rozebrán z implementačního hlediska. 
 
6.1 Detekce visuálních bloků 
Algorimtus VIPS je aplikován na HTML stránky, jejichž vzhled a styl je určen podle specifikace 
HTML 4.0 [10]. Specifikace určuje jakým způsobem je možné pojmy z kapitoly 3.2.1 
implementovány a kapitola 6.1.1 uvádí jejich přehled. 
6.1.1 Abstrakce DOM uzlů VIPS metody 
Řádkový uzel – rozhodnutí o tom, zda-li je daný uzel řádkový je dáno výčtem určitých html tagů. 
Z kapitoly 3.2.1 je seznam rozšířen na tagy <B>,<BIG>,<FONT>,<I>,<STRONG>,<U> a <SPAN >. 
Bylo zjištěno, že pro účely použití extrakce, lze mezi řádkové tagzy zahrnout také html element 
<DIV>, který je blokový, ale pouze v případě, že obsahuje pouze text. Blokové uzly jsou takové, 
které nejsou řádkové. 
 
Validní uzel – viditelnost uzlu je podle [10] určena css atributy display a visibility. Uzel není také 
viditelný, pokud jeden z jeho rozměrů je roven nule. Pro viditelný uzel musí být splněny obě 
podmínky. 
Pří určení viditelnosti podle css atributů je nutné prověřovat tyto atributy pro všechny ne jen 
bezprostřední syny daného uzlu. Pokud alespoň jeden potomek zkoumaného uzlu obsahuje hodnotu 
block atributu display nebo hodnotu visible atribut visibility pak se jedná o uzel viditelný z hlediska 
daných atributů. 
Nenulové rozměry určují viditelnost podobným způsobem. Mají-li všichni potomci alespoň 
jeden z rozměrů roven nule, pak se jedná o uzel, který není vidět na webové stránce a je tedy 
nevalidní. 
 
Textový uzel – je takový uzel, který obsahuje pouze text. Použité nástroje neobsahují podporu pro 




Virtuální textový uzel – realizace odpovídá výkladu v kapitole 3.2.1 Rozdíl, který byl zjištěn je ten, 
že virtuální textový je také ten uzel, který obsahuje pouze virtuální textové uzly – není zde nutné, 
aby  daný uzel obsahoval pouze jeden virtuálně textový uzel. 
 
DOC hodnota – původní dokument této hodnotě stanovuje pouze 2 vlastnosti, které by měla 
obsahovat. Její přesné stanovení proběhlo na základě kombinací úvah o jeho využití 
a  také  experimentálně. Je potřeba do jejího výpočtu zahrnout úroveň zanoření, rozměry webové 
stránky a  rozměry daného uzlu. 
S úrovní zanoření je naloženo tak, že se zjistí maximální úroveň zanoření, což znamená, 
že  od  daného uzlu se pro každý potomek zjistí úroveň zanoření a je uchována pokud je větší 
než  aktuální. Zjistí se poměr mezi maximální a aktuální úrovní zanoření. Od této hodnoty bude 
odečten poměr obsahů celkového a aktuálního obsahu uzlu. Poměr obsahu je dále vynásoben počtem 
bezprostředních potomků daného uzlu, aby došlo ke zvýšení důležitosti poměru obsahu, 
který  je  vzhledem k experimentům významnější než poměr úrovní. (velikost obsahu lépe odráží 
členitost visuálních prvků v kombinaci s počtem uzlů) Poslední úprava spočívá k zachycení hodnot, 
které  nespadají do intervalu <1, 10>. Vypočtená hodnota je vynásobena konstantou, kterou je možné 
řídit výsledek DOC hodnoty z uživatelského hlediska. K nutnosti modifikace dochází při změnách 
rozlišení zobrazených www stránek. 
 
6.1.2 Pravidla pro visuální bloky 
V kapitole 3.2.1 jsou uvedena pravidla pro rozdělování bloků stránky, jež byla stanovená heuristicky. 
Budou uvedena pravidla, které jsou nejednoznačně specifikovány v kapitole 3.2.1. 
 
Pravidlo 3 – je porovnán aktuální uzel a uzel počátečního bloku, zdali se jedná o totožné uzly 
 
Pravidlo 4 umožňuje přiřadit danému bloku DOC hodnotu na základě stejných vlastností, kterými 
jsou velikost a tloušťka fontu. Každý přímý potomek uzlu je vyšetřen a je u něj zjišťováno, zdali 
potomky mezi obsahují rozlišné hodnoty atributů font-size a font-weight 
 
Pravidlo 7 – určuje na základě barvě pozadí, zdali se má daný uzel rozdělit. Je nutné tedy prověřovat 
atributy background-color ale také atribut background-image. Pro tyto atributy je stanovena hodnota, 
jež určuje zda barva nebo je nastaveno. Nadřazené uzly v DOM stromu mohou předefinovat pozadí, 




Pravidlo 8 – operuje s pojmem relativní velikosti. Tato velikosti znamená, že je potřeba uzel 
porovnat velikostně s lokálním, ale vstupním blokem – zpravidla má největší obsah. Velikost uzlu, 
jde zde stanovena jako součet stran a uvedené porovnání je ovlivněno konstantou, kvůli přizpůsobení 
relativní velikosti 
 
Algoritmus pro rozpoznání visuálních bloků (algoritmus 3.1) musí navíc obsahovat v každém 
kroku nastavení nové hodnoty relativní velikosti uzlu (pravidlo 8,9), u kterého probíhá zjištění, zdali 
se jedná o rozdělitelný uzel (kapitola 3.2.1). V případě, že uzel není rozdělitelný je uchován jako 
visuální blok. Před tímto uložením je bloku nastavena DOC hodnota vypočtená v závislosti 
na  parametrech umístění uzlu (velikost, úroveň zanoření). Bylo zjištěno, že struktura HTML stránky 
je kvůli větší grafické náročnosti tvořena uzly, které degradují uvedený výpočet DOC hodnoty. Mezi 
vlastnosti snižující účinek patří netypický počet potomků daného uzlu nebo odpovídající úroveň 
zanoření. 
 
6.2 Detekce oddělovačů 
Rozpoznání oddělovačů nahlíží na webovou stránku jako na geometrické entity. Operace, které 
vyžaduje algoritmus 3.2, jsou prostorové a podle [24] se jedná o predikátové operace. Algoritmus 
používá predikáty pro zjištění, zdali je geometrická entita obsažena uvnitř jiné entity, překrytí 
a  pokrytí. Vstupním prostorovým typem [24] je typ nazvaný AREA, který zahrnuje plošně 
vyplněné[24] oblasti. Konkrétně vstupní prostorové hodnoty je možné omezit, pro účely metody 
VIPS, pouze na plochy obdélníkového tvaru, protože porovnávané objekty jsou visuální bloky 
a  separátory. Metoda VIPS je v této oblasti rozšiřitelná a pro větší přesnost k detekci sémantických 
částí stránky, by bylo možné detekci oddělovačů zobecnit pro všechny směry. Aktuální návrh metody 
rozpoznává s horizontálními a vertikálními oddělovače.  Pro tuto část algoritmu VIPS by bylo možné 
použít prostorový databázový systém, nicméně vzhledem k implementaci aplikace na klientské straně 
(kapitola 4.1) by využití takového postrelačního systému vedlo ke snížení výkonosti – proto je nutné 
vlastní implementace. Následující kapitola definuje uvedené operace. 
 
Definice prostorových operací 
 
 !!_!"#$%ř:!"#!  ×  !"#!   → !""# (21) 
 
Operace (21) zjišťuje, zdali je daný blok vrchově vnořený, jak je uvedeno na obrázku 6.1a. 









 překrytí:AREA  ×  AREA   → Bool (22) 
 
Význam operace překrytí je ten, že umožní zjistit polohu bloku vůči separátoru tak, že část 
bloku se nachází uvnitř separátoru a část se nachází mimo. Při implementaci této operace je potřeba 
uvážit zjištění toho vztahu pro všechny čtyři směry (obr. 6.2). Dva směry pro vertikální a dva pro 
horizontální oddělovače. Predikát překrytí je pravdivý i tehdy pokud je blok hranově disjunktní, což 
nevede k úpravě velikosti oddělovače (algoritmus 3.2, 2b) ale k úplnému odstranění. Na obrázku 6.2 






Obrázek 6.1: Platný predikát „je_uvnitř“ 
a) blok VB1 hranově vnořený   
b) blok VB2plošně vnořený 
 
a) b) 
Obrázek 6.2: Platný predikát „překrytí“  
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 pokrytí:AREA  ×  AREA   → Bool (23) 
 
Poslední operace pokrytí je možná pro dva směry. Jedná se o horizontální a vertikální pokrytí 
(obr. 6.2). Pokud blok pokrývá separátor, pak se separátor nachází mezi horní resp. levou a dolní resp. 




Algoritmus pro detekci oddělovačů používá uvedené predikáty pro vyšetření vztahu každého 
bloku s každým separátorem. Pokud je pro danou dvojici predikát platný provede se určitá operace, 
která modifikuje nebo odebere separátor. V průběhu činnosti detekce se prochází separátory a bloky 
seřazené podle pozice v daném směru. Modifikace daných separátorů pak probíhá postupně 
a  je  provedena okamžitě při vyhodnocení predikátu. Existuje-li pro aktuální dvojici platný vztah pak 
změna separátorů vyvolána tímto vztahem bude v průchodu dostupná hned po vyhodnocení vztahu 
u  následující dvojice. Tímto je eliminováno opětovné zjišťování vztahu kvůli změnám způsobeném 
jinými vztahy a stačí vyhodnotit každou dvojici blok-separátor právě jedenkrát.  
Platný vztah je_uvnitř vyvolá akci pro rozdělení oddělovače podle vztaženého bloku. 
Výsledkem této operace jsou dva separátory, kde každý má společnou jednou hranu s daným blokem. 
Danou situaci zachycuje obrázek 3.5b. 
 Predikát překrytí způsobí změnu šířky separátoru v jednom směru a v extrémním případě může 
dojít i k úplnému odebrání. 
Separátor je odebrán, pokud je separátor pokryt daným blokem – vztah pokrytí. 
 
6.2.1 Nastavení vah oddělovačů 
Po detekci separátoru a tedy stanovení jejich počtu a velikosti je každému separátoru přiřazena 
váha (parametr), jejíž velikost je definována na základě pravidel v kapitole 3.2.2. Každé pravidlo 
umožňuje separátorům upravit jejich parametr odečtením nebo přičtením jedné jednotky 
Některé z níže uvedených pravidel operují s pojmem související resp. sousední bloky 
separátoru. Umístění těchto bloků je vymezeno mezi daným separátorem a separátory, 
Obrázek 6.3: Vertikální překrytí blokem VB1  
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které  se  nacházejí nejblíže danému separátoru. Situace je znázorněna na obrázku 6.4, kde jsou 
zobrazeny horizontální oddělovače S1, S2 a S3. Horní související bloky oddělovače S1 jsou VB1, 





Pravidlo 1 zvyšuje parametr separátorům, které mají větší tloušťku (šířku v horizontálním směru, 
výšku ve vertikálním směru). Požadavek je tedy rozdělit oddělovače na dvě skupiny podle tloušťky. 
Problém lze vyřešit pomocí shlukovacích metod, protože se jedná o rozdělení objektů (separátorů) 
do  dvou tříd a to s průměrně větší a menší tloušťkou. Zvolená metoda je založená na centrálním 
bodu[25] a je označována jako k-means[25], v tomto případě 2-means. Algoritmus 6.1 popisuje 
proces rozdělení separátorů a jedná se tedy o upravenou metodu k-means pro tyto účely. 
 
Algoritmus 6.1 
Metoda k-means pro rozdělení oddělovačů do tříd 
Vstup:   k – počet tříd – k = 2 
 množina oddělovačů S 
1. Zvolí se dva separátory jako počáteční středy tříd. 
2. Opakuj 
a. Přiřaď každý objekt do třídy s nejmenším rozdílem průměrné hodnoty třídy 
a  tloušťky separátoru. 
b. Vypočti novou průměrnou hodnotu tříd, založenou na obsahujících oddělovačích. 
3. Dokud nebude žádná změna. 
 
Volba oddělovačů pro počáteční třídy se provede tak, že separátory vstupují do algoritmu 
seřazené a při kroku 1 algoritmu 6.1 se první separátor (s nejmenší tloušťkou) vloží do menší třídy 
a  zbývající uzly do tříd větší a na základě této inicializace se zahájí proces shlukování. Toto 
počáteční rozdělení bylo provedeno v rámci optimalizace; existují případy, které tímto k rozdělení 
potřebují menší počet iterací algoritmu. 
Obrázek 6.4: Související bloky separátoru S1  
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Po rozdělení se všem separátorům ve třídě „větší“ zvýší váha o jednu jednotku. 
 
Pravidlo 2 představuje navýšení parametru, pokud se překrývá s tagem <hr>, který se v prohlížeči 
vykreslí jako rovná čára. Ze sémantického hlediska se jedná o rozdělení stránky na dvě nesouvisející 
části. (menu, výpis produktů). Vykreslení čáry je také možné při vhodném nastavení hranic 
oddělovače, pomocí CSS[25] atributu border[23].  
U každého bloku je zjištěno, zdali obsahuje hranici v hledaném směru. Visuální bloky, 
jež  obsahují hranici, jsou porovnány s oddělovači pomocí operace je_uvnitř a překryv uvedené 
v  kapitole 6.2. Zvýšení parametru oddělovače je možné pouze za předpokladu, že vyšetřovaný blok 
má hranici ve stejném směru. V CSS jednomu směru odpovídají hodnoty atributu border a to bottom 
a up (horní a dolní ohraničení) a druhé left a right. (levé a pravé ohraničení)  
 
Pravidlo 3 využívá souvisejících bloků (kapitola 6.2.1) separátorů. Dochází zde k porovnání pozadí 
bloků, kdy každý blok je porovnán s blokem nacházejícím se podél opačné strany oddělovače. 
K porovnání slouží atributy uvedené v pravidle 7 kapitoly 6.1.2 Hodnota pozadí resp. hodnota 
atributů je odvozena z hodnot nacházejících se v předchůdcích (viz zmíněné pravidlo 7).  
 
Pravidlo 4 porovnává velikost a šířku fontu bloků na základě CSS atributů font-weight a font-size. 
K porovnání jsou použity související bloky. Váha je navýšena pokud velikost hodnot uvedených CSS 
vlastností je větší než předefinovaná konstanta. Pravidlo uvažuje pouze řádkové uzly, které 
jsou  obsaženy v daných blocích. 
 
Pravidlo 5 zjišťuje strukturu souvisejících uzlů na obou stranách. Porovnává bloky na obou stranách, 




6.3 Struktura visuálních bloků 
Jedná se o proces, který na základě vah separátorů buduje strom visuálních bloků. Proces 
je  zachycen v algoritmu 6.2 a probíhá vždy v rámci počátečního a obalujícího uzlu (v prvním běhu 
se  jedná o počáteční uzel <body>). Činnost určování vah separátorů v daném běhu určí skupiny 
separátorů v rámci, kterých bude docházet ke slučování visuálních bloků a to postupně od skupiny 
s nejmenší hodnotou separátoru. Sloučené bloky se nahradí jedním ale složeným blokem. Iteračním 
procesem vzniká kompletní stromová struktura visuálních bloků. Složený blok obsahuje všechny 
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bloky, ze kterých vzešel ale i bloky zanořené. Dále obsahuje informace o tom, jaké bloky tvoří 
skupinu stranově souvisejících bloků.  
 
Algoritmus 6.2 
Vstup: separátory, visuální bloky, obalující vstupní dom uzel 
Výstup: stromová struktura z visuálních bloků 
1. Zjištění zdali se v počátečním bloku vyskytují oddělovače 
2. Pokud ano 
1. seřazení oddělovačů podle velikosti váhy 
2. pro každý oddělovač (prochází se oddělovače nejdříve s nejmenšími vahami) 
1. vytvoř složený blok na základě oddělovače a jeho souvisejících bloků 
a  uložených složených bloků 
2. ulož tento blok 
3. Pokud ne – prověří se, zdali se v obalujícím uzlu nachází pouze visuální bloky 
1. pokud se nachází visuální blok je z nich vytvořen složený blok 
2. ulož tento blok 
 
Klíčovou operací algoritmu je bod 2.2.1. Vytvoření a uložení nového složeného bloku spočívá 
v úpravě seznamu, tak aby při vložení nového složeného uzlu došlo ke zjištění, zdali vkládaný blok 
je   nový nebo souvisí s některým z již uložených bloků. Pokud se jedná o nový blok je vložen 
do  seznamu. Vložený blok obsahuje visuální bloky, které se nacházely na jeho stranách, a vznikl 
tedy  jejich sloučením. Další případ, který musí být řešen jen ten, že se do seznamu vloží blok, který 
vznikl ze separátoru s hodnotou parametru vyšší, než byly vytvořeny bloky již uložené v seznamu. 
V tento moment může nastat varianta, že některý z uložených uzlů v seznamu obsahuje stejné 
související bloky na určité straně. Řešením je nahrazení souvisejících bloků na dané straně 
vkládaného bloku za blok složený, který se nachází již v seznamu. Tímto dojde k navýšení k aktuálně 
zpracované úrovně zanoření a v posledním kroku seznam obsahuje na posledním pozici složený uzel 
s výslednou složenou strukturou visuálních bloků po jednom běhu. V poslední fázi dojde k doplnění 
DOC hodnoty pro složené bloky. 
Proces přidání nových bloků do již existujícího prvku složené struktury je uveden na obrázku 
6.5. V horní části obrázku jsou zobrazeny stromové struktury visuálních bloků a v dolní části 
rozmístění visuálních bloků a separátorů. Stromová struktura odpovídá stránce, jež se nachází pod ní. 
Složený uzel je tvořen z daného separátoru (což je značeno obdélníkem) a dvěma skupinami 
souvisejících visuálních bloků. V případě vertikálního směru se jedná o horní a dolní související 
bloky. Modře jsou na obrázku označeny bloky, které si odpovídají a proto v kroku c) dojde k vložení 






















6.4 Výkonnost metody VIPS 
 
Pro vyhodnocení výkonosti metody bylo vybráno 600 stránek podle popularity a kategorií 
vyhledávače Yahoo! (http://www.yahoo.com). Algoritmus byl spuštěn na všech stránkách a výsledky 
byly hodnoceny několika jednotlivci. Tento test absolvovalo pět účastníků a jejich výsledek byl 
zaznamenán v tabulce 6.1. Účastníci hodnotili výsledek metody ve 4 kategoriích (tabulka 6.1) a kde 
první dvě jsou považovány za přijatelné a použitelné. 
 
 uživatel 1 uživatel 2 uživatel 3 uživatel 4 uživatel 5 celkem 
výborně 299 307 374 310 377 1667 
uspokojivě 231 266 193 237 197 1124 
dostatečně 64 23 29 48 20 184 
nevyhovující 6 4 4 5 6 25 
 
Tabulka 3.1 uvádí, že 1667 + 1124 = 2791, tedy u 93% testovaných stránek došlo ke správné 
detekci sémantických bloků. Kategorie "dostatečně" odpovídá stránkám, jež obsahovaly nedostatečně 
Obrázek 6.5:Konstrukce visuální struktury pomocí složených uzlů 
a) b) c) 
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význačné oddělující prvky. Případy vyhodnoceny jako "nevyhovující" byly zařazeny do této 
kategorie, protože obsahovaly strukturu DOM uzlů, která ovlivnila hodnoty pozice získávané 
použitým prohlížečem. Další příčinou je fakt, že některé stránky rozdělují stránku na sémantické častí 
pomocí úzkých obrázků a nebo pomocí větších obrázků obsahující visuálně-dělicí prvek na pozici, jež 
je obtížně rozpoznatelná a muselo by se použít algoritmů pro detekci primitiv v obrazu.  
 
6.5 Výstup metody VIPS 
 
Tato část obsahuje výsledek implementace metody VIPS. Visuál stránky s detekovanými bloky 







Na obrázku 6.6 je vlevo zobrazena visuální stromová struktura a vpravo je náhled stránky, jež 
byla rozpoznávána. Stránka také obsahuje červeně a modře ohraničené bloky. Červenou barvou jsou 
vyznačeny bloky metodou VIPS a modré vyznačují jakým způsobem je tvořena stromová struktura. 
První (shora) modrý blok obsahuje menu webové stránky. Algoritmus správně vybral tento grafickou 
část jako celek a ze struktury odpovídá bloku VB_4_6. Je možné si také všimnout, že menu bylo 
rozděleno na jednotlivé položky, čehož by se využilo v generátoru aplikace. Další složený blok je 
také správně sémanticky rozpoznán a na stránce tvoří drobečkovou navigaci(druhý blok shora) a ve 
stromové struktuře je označen blokem VB_5_1. VIPS metoda rozpoznala jednotlivé patra navigace, 
Obrázek 6.6: Rozpoznaná struktura pomocí metody VIPS. 
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což představuje splnění požadovaného účelu. Zbývající dva modré bloky tvoří jeden složený blok 
VB_5_3. Očekávané chování bylo aby tyto bloky tvořili samostatné celky avšak tento celek je tvořen 
bloky nacházející se pod dvěma modrými nížeji situovanými bloky na stejné úrovni. Bloky VB_6_1, 
VB_6_2, VB_6_3 by měly být v jednom složeném bloku ale konkrétní nastavení parametru PDoC = 
8  jej tak nerozdělilo. Příčina nesprávného rozdělení v je zadané granularitě a také toho, že pro tuto 
situaci bylo použito horizontálního separátoru, protože blok "Informace pro zákazníky" se nachází ve 
stejné výšce a tudíž separátory mohli být vedeny kolem obou bloků. Problém lze vyřešit uživatelsky a 
správného rozdělení lze dosáhnout modifikací vstupní parametru PDoC. 
 
6.6 Použití metody VIPS pro generování 
aplikací 
 
Jak již bylo předesláno účel metody je ten, aby nalezla ve webové stránce sémantické bloky, 
kterým bude přiřazeno požadované chování. Rozpoznané bloky ale nemusí nutně obsahovat html kód, 
jenž je souvislý. Pro zapouzdření úseků HTML kódu je však podmínka souvislosti nutná. Souvislý 
html kód představuje část kódu, kde mezi jeho prvním a poslední uzlem se nachází stejné uzly jako 
kdyby se tato operace provedla na celý html kód. 
 
   DIV 
     DIV 
      DIV 
       SPAN 
      DIV 
       SPAN 
     TABLE 
      TR 
       TD 
      TR 
       TD 
 
 
Na obrázku 6.7 je zobrazena možná struktura html kódu a tučně jsou vyznačeny vyextrahované 
visuální bloky. Algoritmus VIPS může vyhodnotit označené bloky jako visuální a složený uzel bude 
obsahovat tyto čtyři uzly( span, span, td, td). Pokud by došlo k předání těchto uzlů generátoru, pak 
Obrázek 6.7: Struktura html kódu s vyznačenými uzly metodou VIPS 
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uvedené bloky není možné zapouzdřit jako pohledový blok, protože vybrané uzly netvoří souvislý 
blok ale obsahuje "díry" ve formě nevybraných uzlů (table, div). 
Systém musí být při výběru schopen rozpoznat nesouvislost bloků a tento nesouvislý blok 
převést na souvislý.  Možnost převodu spočívá v nalezení nebližšího společného předka, kterým bude 
tvořen nově vzniklý pohledový blok. Algoritmus, implementovaný pro tyto účely,  by vyhodnotil 
v  obrázku 6.7 jako nejbližšího společného předka uzel <DIV> z prvního řádku. Nejbližší společný 
předek se také označuje jako lokální kořen (local root). 
Uvedený postup má však nevýhodu v tom, že pokud v rozmanité html struktuře jsou jako 
visuální bloky označené uzly, jež mají vzájemně jiné zanoření vzhledem ke kořenovým uzlům 
a  kterými jsou nepřímými následníky. Efekt pro ten jev je takový, že je označen velký úsek kódu,  
v  němž není informace o visuálním rozdělení zachována.  Tuto situaci zachycuje obrázek 6.8 
a  problém je v aplikaci řešen uživatelskou možností korigovat tento výběr, než bude zapouzdřen jako 
pohledový blok. Lokální root v obrázku 6.8 je opět <DIV> z prvního řádku a v případě celého 
označení je ztracena visuální informace obsažená v samostatných (tučně vyznačených) blocích. 
 
   DIV 
     DIV 
      DIV 
       SPAN 
      DIV 
       DIV 
        DIV 
         SPAN 
       DIV 
        SPAN 
     TABLE 
      TR 
       TD 
      TR 
       TD 
        SPAN 
 
   
 
  
Obrázek 6.8: Struktura html kódu s vyznačenými uzly metodou VIPS 
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7 Řešení problematiky 
Práce je zaměřena na implementaci algoritmu VIPS a na jeho využití pří vývoji webových 
aplikací. Návrh pro implementaci VIPS je zpracován samostatně i jeho implementace, protože systém 
bude používat pouze jeho výslednou visuální strukturu. Tento celek je pak zapouzdřen do návrhu 
celého systému. 
Kapitola se zabývá návrhem pro metodu VIPS, návrhem generátoru a jeho součástí a návrhem 
generované aplikace. 
7.1 Návrh pro algoritmus VIPS 
Celý algoritmus zastřešuje jedna třída a vzhledem k metodě VIPS pracuje na nejvyšší úrovni. 
Jeho vstupní parametrem je hodnota PDoc (kapitola 3.1) a zpracovávaná HTML stránka. Třída, která 
popisuje metodu VIPS  má stejný název a obsahuje metodu runByDoc() provádějící jeden běh metody 
VIPS. Vstupem této metody je složený blok (kapitola 6.3) reprezentující aktuálně vybudovaný strom 
visuálních bloků. Metoda vrací tento blok aktualizovaný, ve kterém se nachází nové uzly (kapitola 
6.3). Hlavní třída VIPS agreguje třídy popisující jednotlivé kroky algoritmu. Jedná se o třídy 
Extraction, která popisuje rozdělování visuálních, Separator slouží pro separaci oddělovačů 
a  Visualstructure k vybudování výsledné struktury. Abstrakcí nad DOM stromem představuje 
statická třída NodeVisualProp, jež je využívána všemi kroky metody. Obsahuje metody pro zjištění 
platnosti pojmů definované v kapitole 3.2.1, mezi které patří např. metoda isVirtualTextNode() 
pro  zjištění zda se jedná o virtuální textový uzel. 
Třída používá třídu RuleInvoker pro provedení pravidel definované v kapitole 3.2.1. Tato třída 
obsahuje abstrakci ke zjištění rozdělitelnosti daného uzlu metodou isDivideable(). V metodě 
isDivideable() jsou spuštěna všechna pravidla třídy Rules, ve které se nachází metody odpovídající 
pravidlům. 
Pro krok 2 metody VIPS, detekci oddělovačů, je hlavní třídou  SeparatorDetection v níž jsou 
obsaženy všechny operace definované v algoritmu 3.2. Detekce oddělovačů také využívá třídy 
Kmeans, jako shlukovací metodu a Spatial jako statickou třídu pro práci s prostorovými objekty typu 
obdélník(vyplněný).  
Třídy jsou metody VIPS jsou zachycené na obrázku 7.1. 
Obrázek 7.2 představuje sekvenční diagram pro provedení metody VIPS. V prvním kroku 
se  provede první běh algoritmu. Rozdělení je z důvodu, že v prvním běhu je vstupem DOM uzel 
a  v  následujících bězích je vstupem visuální struktura. Metody divideTree(), getSeparators() 











Obrázek 7.1: Diagram návrhových tříd pro metodu VIPS 
Obrázek 7.2: Sekvenční diagram pro provedení metody VIPS 
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7.2 Návrh pro definici datového modelu 
 
Systém bude pracovat s frameworkem nebo CMS systémem, který umožňuje na určité úrovni 
definovat datový model. Model je uložen do databáze, je tedy potřeba zajistit databázovou vrstvu 
zajišťují manipulaci s databází. Vhodná technika je ORM (Object-Reational-Mapping). Jedná 
se  o  techniku na implementační úrovni umožňující mapování databázových tabulek na objekty třídy 
v  konkrétním jazyce. Výhoda použití takového přístupu tkví v tom, že systém bude generovat 
zdrojové soubory pro sestavení databázového schématu v daném jazyce a přitom nebude vázaný 
na  použití konkrétní databáze. 
V definici datového modelu se určí modelované entity, určí se jejich vazby na jiné entity (např. 
modelování vztahu "zákazník má objednávky"). V entitách se určují jejich vlastnosti a jejich datové 
typy. Pokud se vytváří vazby mezi entitami, je možné určit, jestli se jedná vztah 1:1, 1:N, N:1, N:M. 
Vytvoření modelu probíhá pomocí specifikace datových entit na úrovní PHP kódu. Systém 
využívá vrstvu databáze pomocí knihovny Doctrine 2, která implementuje techniku ORM. Vytvoření 
tříd v uvedeném skriptovacím jazyce reflektuje vytvoření příslušných tabulek ve zvolené databázi, 
popřípadě jejich vazeb mezi tabulkami. 
 
7.3 Požadavky pro generátor 
Navrhovaná aplikace by měla korespondovat s formálním popisem uvedeným v kapitole 3.3. 
Na základě toho musí obsahovat možnost volby více projektů a volby webový stránek. Danému 
projektu je možné uložit jeho název a cestu, do které bude výsledná aplikace vygenerována. 
Po zvolení stránky dojde k zobrazení prezentačního výstupu dané stránky a dále možnost 
editace názvu stránky, cestu ke vstupní šabloně, definici tvaru url6, jež je předána do definice 
směrování frameworku NETTE. Další možností u stránky je volba akce a presenteru (názvu 
kontroléru). 
Vstupem generátoru je html stránka rozdělená pomocí metody VIPS, zobrazení výsledku 
metody v prezentační části aplikace je provedeno pomocí stromu a jeho uživatelsky ovladatelnou 
formu. Výběrem z tohoto stromu je nutné visuálně identifikovat, které části stránky odpovídají 
danému složenému nebo visuálnímu bloku z metody VIPS. Toto vyznačení vybraného elementu 
je   vhodné také v části aplikace, jež se zabývá zobrazením HTML kódu pro přesnější určení výběru. 
Další požadavek je přiřadit visuálnímu bloku či upravenému výběru určité chování. Je vhodné 
také umožnit přiřazení jednotlivých HTML tagů k vybraným atributům, jejichž hodnoty jsou 
specifikovány na implementační úrovni. Část HTML kódu určená k přiřazení chování se nazývá 
pohledový blok (viewblock) a také obsahuje přiřazení atributů. 
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Návrh aplikace a jednotlivých akcí bude členěn na funkční bloky podle popisu v kapitole 3.3 
Na uživatelské úrovni bude možné vytvořit blok reprezentující určitou funkci a také bude možné ho 
připojit k jinému existujícímu bloku pomocí zvolitelného propojení vstupních a výstupních atributů 
daných bloků. 
Po kompletním nastavení, které může obsahovat libovolný počet stránek a v nich libovolný 
počet funkčních bloků je možné vygenerování aplikace. Výsledná aplikace obsahuje uživatelsky 
specifikovanou logiku funkčních bloků a šablon a taky je okamžitě připravena k doplňující 
implementaci. 
7.4 Návrh systému generátoru 
Návrh aplikace je ovlivněn využitím podpůrného frameworku, kterým je AngularJS. Aplikace 
je tvořena podle návrhového vzoru MVC. Část view je tvořena HTML kódy, interpretované 
v prohlížeči. Ostatní části jsou definované v aplikační úrovni ve formě zdrojových kódů Javascriptu, 
resp. Coffeescriptu. Datový model aplikace je zastoupen třídou Application. V této třídě se vyskytuje 
aktuální stav aplikace a je modifikován na základě požadavků obdržených od kontrolérů. Počet 
kontrolérů koresponduje s počtem views vytvořených v aplikaci aby je bylo možné ovládat. 
Vstupní bod aplikace představuje kontrolér MainAppCtrl, ve kterém ale nedochází ke 
směrování požadavků na příslušné akce. AngularJs využívá k tomuto účelu Dependency Injection 
a  definici směrování (routing) definuje jako službu, která je v případě potřeby předána kontroléru. 
Všechny služby a možnosti nabízené frameworkem AngularJs je nutné si zajistit pomocí Dependency 
Injection. 
Generátor lze rozdělit na dvě propojené části – jedna se zabývá fyzickým generováním aplikací 
a druhá představuje aplikaci s uživatelským rozhraním. Generátor přijímá datové struktury 
od  prezentační úrovně tak, jak jej uživatel zvolil a požadoval. Výsledkem generátoru jsou html (latte) 
soubory popřípadě jejich části. Další typ generovaného souboru je PHP. 
 
7.4.1 Generování aplikací 
Při generování aplikací je potřeba zajistit několik fází. Na úvod je potřeba odlišit zdrojové 
soubory aplikace, které nezasahují do generovaných částí systému. Tyto soubory se typicky před 
vytvořením všech adresářů kopírují v počáteční fázi generování. 
V části generování prezentační logiky aplikace se generují soubory s HTML kódem opatřené 
dynamickými proměnnými ve formátu šablonovacího systému LATTE. Generátor vytvoří hlavní 
šablonu, která obsahuje tag <body> ; v této šabloně se nachází definice nebo odkazy na definované 
pohledové bloky. Samostatné soubory jsou vyhrazeny pro vybrané pohledové bloky. Tyto soubory 
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je  možné modifikovat anebo v případě potřeby je možné tuto šablonu zdědit resp. předefinovat jinou 
ale se stejným jménem. 
Přístup k DOM uzlům je možný pomocí frameworku jQuery, který poskytuje funkce pro 
kompletní průchod DOM stromem. Jeho nevýhodou je, že neumožňuje rekurzivní průchod, pokud 
se  jedná o textové uzly. Problém obdobného charakteru lze řešit pomocí knihovny jTextChild. 
Použití této knihovny však postačuje pouze pro použití metodou VIPS. Průchod HTML kódem 
s textovými uzly je tedy postaven na zmíněné knihovně a je použitelná s určitými úpravami pro účely 
generátoru. Jak již bylo zmíněno dochází zde k přegenerování HTML kódu, během kterého jsou 
nahrazeny požadované atributy dom uzlu nebo se nahradí textový uzel proměnou ve formátu 
pro   LATTE. 
Algoritmus sloužící k vytvoření dynamických šablon používá datovou strukturu zásobník, 
kterou je řízeno generování. Důležitým parametrem, který určuje průběh průchodu je úroveň 
zanoření. Kompletní popis je uveden v algoritmu 7.1. Vstupem algoritmu jsou řádky získané z HTML 
kódu pohledového bloku, kde každý představuje jeden DOM uzel. V případě následujícího algoritmu, 
se mohou mezi HTML řádky vyskytnout i řádky odpovídající textovému uzlu. Z HTML řádku 




Vstup: HTML řádky, přiřazení atributů k DOM uzlům 
Výstup: HTML ve formátu LATTE  
1. HTML– proměnná pro zachycení aktuálně vygenerovaného kódu 
2. Pro každý HTML řádek zjisti zdali: 
a. obsahuje pouze text 
i. přidej text uzlu k proměnné HTMLCODE 
b. daný HTML řádek resp. jeho podoba v HTML kódu obsahuje vnitřní uzly 
i. ulož uzel do zásobníku 
ii. přidej k proměnné HTMLCODE HTML kód uzlu – jeho textové znění bez 
koncového tagu 
c. pokud má následující uzel menší úroveň zanoření 
i. přidej do proměnné HTML kód koncových tagů 
3 Vyber ze zásobníku zbývající uzly a přidej je do proměnné HTMLCODE jako koncové tagy.  
 
Nahrazení HTML tagu za dynamickou proměnou systému LATTE může proběhnout v krocích 
2.a.i, 2.b.ii, 2.cii, před přiřazením HTML kódu do proměnné HTML  
Algoritmus 7.1 a jeho modifikace byl použit v aplikaci v několika variantách. Mezi úpravu 
uvedeného algoritmu patří generování HTML kódu bez průchodu textových uzlů – do kterých není 
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umožněn přístup, ale jsou korektně generovány. Tento způsob generování se používá pro generování 
bez pohledových bloků. Proces generování šablon začíná od tagu <BODY> s algoritmem bez 
průchodu textových uzlů, jakmile se na dané pozici objeví začátek pohledového bloku předá se řízení 
a parametry pokračuje se algoritmem 7.2, který provede jemnější průchod. 
Třída reprezentující pohledový blok viewBlok obsahuje metodu generateHtml, která vrátí 
zpracovaný HTML kód daného bloku. Stránku, která obsahuje dané pohledové bloky zapouzdřuje 
třída Page. Metoda generateHtml je obsažena i v této třídě a provede generování HTML kódu včetně 
pohledových bloků. Využívá tedy obě varianty algoritmu. 
Generování PHP kódů představuje vytvoření několika souborů s třídami odlišného použití. 
V našem případě se jedná o třídy reprezentující funkční bloky, protokoly a presentery. Každý nově 
definovaný blok a protokol je umístněný ve zvláštním souboru.  
Všechny akce presenteru jsou situovány v jedné třídě souvisejícího presenteru. 
Před  generováním presenterů, je zjištěno u všech stránek na jaké odkazují akce. Nalezené akce se 
sloučí do  jedné třídy daného presenteru.  
 
7.5 Funkční blok 
Funkční blok je třída, která tvoří vnější rozhraní pro libovolnou funkcionalitu. Obsahuje 
vstupní a výstupní atributy, pomocí kterých je možné funkční bloky mezi sebou propojovat. Třída, 
která tvoří základní třídu funkčních bloků se nazývá IOBLOCK. Jedná se o abstraktní třídu, 
jež  obsahuje abstraktní metodu evaluate() a metodu process(). Metoda evaluate() je určena k definici 
chování zděděných tříd. Metoda process() vyvolá metodu evaluate() a zajistí vhodné předání vstupně-
výstupních atributů. 
Vybraný funkční blok je propojen s pohledovým blokem. Při generování pohledového bloku 
se  využívá výstupních atributů připojených bloků resp atributů prvního vygenerovaného funkčního 
bloku. 
Základní třída IOBlock je děděna třídou, která obsahuje předdefinovanou funkcionalitu. 
Tato  je   zděděna třidou, která obsahuje uživatelsky definované atributy jako své atributy třídy. Dále 
je  provedeno dědění třídou obsahující vlastní uživatelský blok, tedy blok obsahuje k předefinování 
metodu evaluate(). 
Konkrétní situace je na obrázku 7.3. Od základní třídy IOBlock dědí linkCoder, jež je obecný 
blok s chováním pro zjištění identifikace na základě url6. LinkCoderUserAtributes obsahuje vstupní 
a  výstupní atributy, které se poznají podle koncového _in nebo _out. Poslední třída linkCodeByUser 








Komunikace mezi funkčními bloky je zajištěna pomocí protokolů. Protokoly zajišťují 
mapování výstupů jednoho bloku na vstupy jiného bloku. Pokud neodpovídají názvy vstupních 
a  výstupní portů, není patrné jak vést propojení. Třídy, které reprezentují protokol obsahují 
informace o propojení jednotlivých atributů. Je-li to zapotřebí, lze definovat metody, které umožňují 
přetypovaní v případě provázání nesouhlasných typů. Tuto konverzi definuje protokol. V protokolu 
se  nenachází algoritmy, které by modifikovaly data. Jeden nebo i více konkrétních protokolů lze 
přiřadit jednomu propojení mezi právě dvěma funkčními bloky. V případě stejných definic propojení 
je možný výběr. 
Protokoly umožňují předávat i data elementární ale i ve formě kolekce. Obsahují generované 
metody pro každý vstupní atribut daného bloku. Je to zavedeno kvůli tomu, že blokům je při 
vyhodnocování přivedena na vstupní atribut hodnota výstupního připojeného bloku.  
Třída Protocol obsahuje nastavení vstupního (setInputBlock()) a výstupního (setOutputBlock()) 
bloku. Po nastavení připojených bloků se zavolá metoda connect(), jejímž úkolem je přivést výstupy 
Obrázek 7.3: Dědičnost funkčních bloků 
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vstupního bloku na vstup výstupního. Tímto způsobem lze řetězit libovolné funkční bloky ve smyslu 
uspořádání (kapitola 3.2.1) a tím získat komplexnější ale škálovatelnou funkcionalitu.  
 
 
7.7 Návrh generované aplikace 
Generovaná aplikace je tedy postavena na propojení presenterů, funkčních bloků, protokolů 
a  šablon v LATTE odpovídajících pohledovým blokům. 
Vstupní bod aplikace zajišťuje kontrolér resp. presenter. Vstupní bodem je pak generovaná 
část, která nevyžaduje uživatelský zásah. V presenteru jsou definovány akce obsahující automaticky 
vytvořený kód propojených funkčních bloků a protokolů. Součástí je také připojení do výsledného 
pohledového bloku nebo šablony. Přiřazení proměnných v presenteru framework NETTE usnadňuje 
tím, že přiřazená data do šablony jsou dostupná ve všech pohledových blocích a šablonách související 
k dané akci. Každý presenter v NETTE je děděn z bázové třídy BasePresenter, určené 
k  doimplementování specifické funkcionality. Základního presenteru je využito k účelu přiřazení dat 
získaných z funkčních bloků, protože je nutná úprava formátu pro zobrazení v LATTE. 
 
Příklad 3 - zdrojový kód presenteru v jazyce php a jeho propojení funkčních bloků pomocí 
relace Γ:  
 !!"#$%&_!"#$%&'   = ziskaniOdkazu  !  !etailStranky   
 
1. $blokZiskaniOdkazuUser1 = new blokZiskaniOdkazuUser(); 
2. $blokZiskaniOdkazuUser1->process($this); 
 
3. $blokZiskaniOdkazuUser2 = new blockDetailStrankyUser(); 
 
4. $protocolOdkaz2str = new odkaz2str(); 
5. $protocolOdkaz2str->setInputBlock($blokZiskaniOdkazuUser1); 
6. $protocolOdkaz2str->setOutputBlock($blokZiskaniOdkazuUser2); 
7. $protocolOdkaz2str->connect(); //propojeni bloku 
 





Třídy funkčních bloků uvedených v presenteru jsou blokZiskaniOdkazuUser (řádek 1) 
a  blockDetailStrankyUser (řádek 3). Obecný funkční blok linkCoder je děden třídou 
blokZiskaniOdkazuUser a blok blockDetailStrankyUser  je děden obecnou třídou getDetail. 
LinkCoder tvoří generickou třidou, jejímž vstupem je aplikační část url6 a tabulka. Třída tedy 
umožňuje identifikovat tabulku a její řádek pomocí vstupní url a poskytne zděděné třídě výsledek, 
který je formě entity. Uživatelský blok blokZiskaniOdkazuUser  ve svém chování obsahuje přivedení 
získané entity na jeho výstup pomocí metody process() (řádek 2). V následujícím řádku (3) 
je  vytvořen objekt následované třídy v daném propojení. Není následován jeho vyhodnocením, 
protože tento blok bude připojen k bloku  blokZiskaniOdkazuUser a aby mohlo dojít k předání hodnot 
na vstupy bloku blockDetailStrankyUser , musí předtím dojít k propojení pomocí protokolu odkaz2str 
(řádky 4-7).  Na řádcích 5 a 6 je uveden je uvedeno nastavení souvisejících bloků a řádek 7 obsahuje 
metodu connect(), jejíž provedení způsobí inicializaci vstupních atributu dříve vytvořeného objektu 
třídy  blokZiskaniOdkazuUser. Poslední řadek (9) přiřadí do výstupní šablony nebo pohledového 
bloku data z chování a vyhodnocení objektu $blokZiskaniOdkazuUser2 třídy getDetail získané 
provedením metodou process() (řádek 8). Do šablony je přiřazen výstup objektu 
$blokZiskaniOdkazuUser2 protože je v dané sérii propojen na posledním místě. 
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8 Zhodnocení získaných poznatků 
V této sekci budou zhodnoceny klíčové části práce. především medota VIPS, poznatky 
z  vývoje webových aplikací a jeho generování. 
 
8.1 Metoda VIPS 
Algoritmus VIPS byl shledán jako vhodnou metodou pro sémantické hledání bloků na webové 
stránce. Hlavní úloha metody v generování aplikací se týká výběru částí stránky určené 
k  implementaci. Přínosem je usnadnění na uživatelské úrovni. Testování metody probíhalo na 
komerčních html šablonách, vytvořených na zakázku ale také  na html stránkách nalezených náhodně 
na sítí internet. Úspěšnost metody byla vyšší v případě použití na komerčních produktech, protože 
obsahují strukturu kódu, která dosahuje vyšší kvality z hlediska zavedených praktik v kódování 
grafických návrhu. Odlišnosti spočívají v tom, že např. místo obrázku tvořící význačné části stránky 
jsou použity vlastnosti CSS. Metoda VIPS pracuje s těmito vlastnosti na základě jejich nastavení 
rozděluje visuální bloky. Pro stránky, u kterých není použito CSS stylu pro popis vzhledu stránky, by 
bylo možné využít algoritmu ze zpracování obrazu. V případě použití takových technik by musela být 
zvolena jiná implementační platforma, aby se dosáhlo podobného výkonu. Jednalo by se o použití 
některého z kompilovaných jazyků a příslušných knihoven. 
Dokument [2] popisuje, že některé rozdělení stránek neodpovídá požadované struktuře protože 
interpret html stránky (webový prohlížeč) jisté kombinace html uzlu vyhodnocuje jiným způsobem 
což degraduje výsledek algoritmu. Zvolená implementační platforma však tento problém řeší tak, 
že   mezi DOM stromem a metodou VIPS je použita vrstva obsahující manipulaci s DOM stromem. 
Tato vrstva je tvořena především knihovnou jQuery. Popis metody v [2] je v některých pasážích 
vágní, což sice vybízí k vlastní implementaci ale tím není metoda vázána na prostředí a lze toho 
využít ve smyslu konkrétní aplikace metody. 
Problémem algoritmu v generování je ten, že požadovaná úroveň zrnitosti rozdělení i pro stejné 
nastavení parametru je pro různé webové stránky jiná. Uživatel pak musí potřebnou úroveň ručně 
hledat. Řešením tohoto problému by mohlo vést k použití algoritmů z umělé inteligence. Pro hledání 
požadovaného parametru je možné využít evoluční algoritmus, jehož součástí je vyhodnocovaní 
fitness funkce, která by ohodnotila dané rozdělení. 
Další nevýhodou je, že některé kroky algoritmu se odráží od předefinovaných konstant 
či  relativních hodnot získané z vlastností aktuálního prostředí. Implementace ve webovém prohlížeči 
může být pak závislá na velikosti zobrazeného okna prohlížeče, použitého rozlišení a v menší míře 
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použitého prohlížeče. Tento nedostatek eliminuje implementace metody do nativní aplikace, která 
by  měla prostředí pro svůj běh více konstantní.  
 
8.2 Webové aplikace 
Poznatky ohledně vývoje webových aplikací se týkají serverové i klientské časti. 
Implementací generátoru převážně na klientské straně bylo ověřeno, že javascript je vhodný 
i  pro vývoj rozsáhlých systémů. Práce definuje platformu určenou k takovému vývoji, protože bez ní 
by nebyl možný nebo velmi komplikovaný. Z toho plyne, že javascript spolu s nemalým množstvím 
knihoven tvoří vhodné implementační prostředí pro celé webové stránky a dosahuje tím některých 
možností z kompilovaných jazyků pro vývoj nativních aplikací (např.MVC v AngularJS) 
Výhodou klientského vývoje je také přenositelnost, dostupnost a především není potřeba řešit 
různé operační systémy. Toto tvrzení je však pravdivé pouze tehdy pokud je použito knihoven 
pro  práci s DOM stromem. Výsledek aplikace v javascriptu obsahuje větší interaktivitu uživatelského 
rozhraní. 
Poznatek z vývoje serverových aplikace podporuje klientský vývoj a jedná se o použití serveru 
pouze jako služby. Mezi takové služby patří např. databázové a souborové API. Klientská část 
tak  posílá požadavky ve formátu JSON a zpracovává odpovědi. Použití této techniky, také podporuje 
škálovatelnost aplikace, tak že server je samostatná část systému. 
Dokument představil členění funkcionality do jednosměrně propojených bloků, což vede 
v   případě dodržení tohoto paradigma, k obecným a znovupoužitelným implementací aplikací. 
Vygenerovaná aplikace je tvořen na frameworku NETTE a s databázovou vrstvou Doctrine 2. 
Kombinace výše uvedeného tvoří platformu vhodnou i pro rozsáhlé projekty, protože obsahuje velký 
počet funkcí a abstrakcí. Nevýhodou použití Doctrine 2 je v pozdějších změnách vygenerované 
databázové struktury. Je možné, že dojde k mylnému přespání či vymazání hodnot způsobené 
přepsaní definice entity. Doctrine 2 nevyhodnocuje podobné změny jako chybu. 
  
8.3 Generování aplikací 
Cílem bylo vytvořit generátor, který je schopný na uživatelské úrovni definovat konkrétní 
chování obecných předpřipravených komponent. Dalším požadavkem bylo odstranit nebo 
minimalizovat běžné činnosti potřebné ve vývoji. 
Výhodou generátoru je (i ve variantě bez použití pohledových bloků), že předpřipraví kostru 
aplikace, která je připravena k implementaci. Vytvoří všechny potřebné složky, systémové soubory 
a  nastavení databáze. Dále vytvoří prázdné třídy a akce pro definování chování stránek. Tato úvodní 
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inicializace projektu, vzbuzuje dojem triviálnosti ale je častým zdrojem chyb vedoucích ke snížení 
produktivity. V daném ohledu je tato činnost mechanická její automatizace je proto namístě. 
Použitelnost roste v případě automatického připojení na prezentační logiku. Vývojář nemusí 
vůbec zasahovat do html kódu a tím také klesá jeho pravděpodobnost způsobení  chyby v této části 
(překlepy,...).  Sazba proměnných do html kódu je také považována za mechanickou a lze jí plně 
automatizovat. Jednotka pro zpracování html kódu umístí proměnné na požadovaná místa šablony 
a  programátor sní komunikuje pouze pomocí atributů. Jeho výkonost je soustředěna pouze na řešení 
problému vycházejícího z daného projektu. 
Poslední úrovní použitelnosti je přiřazení k těmto blokům již hotovou funkcionalitu. To vede 
pouze k zadání parametrů dané komponenty a požadovaná i komplexní funkcionalita je tímto bez 
obvyklých a opakujících se implementací. Zkušenosti ukazují, že do této kategorie se řadí všechny 
projekty menšího rozsahu ale i některé středně velké. Předchozí tvrzení je míněno pro situaci, 
kdy  ve  vygenerované aplikaci se upravují pouze parametry a nedodává se žádná nová funkcionalita 
neobsažena v nabídce obecných komponent generátoru. 
Nevýhoda generátoru spočívá v tom, že vygenerované soubory aplikace nelze měnit (kromě 
k  tomu určených). Celá funkcionalita nemůže být popsána pouze pomocí funkčních bloků ale jsou 
potřebné i úpravy v částech aplikace, které jsou systémově generované. Existují 2 řešení. První 
se  týká toho, že se generátor použije pouze jedenkrát a je dál předán k samostatnému vývoji. Tímto 
je  možné editovat jakoukoliv část projektu. Druhé řešení zachovává po přegenerování aktuálnost 
projektu. V tomto případě by bylo nutné doimplementovat techniky pro detekci částí kódů, které jsou 
systémové a které uživatelsky měněné. Nejjednodušší řešení by bylo, aby vývojář označoval části 
kódů speciální sekvencí, jež by se mohla nacházet v komentářích. 
Generátor pracuje s databází, ve které jsou uložené všechny vytvořené projekty. Aktuální 
situace je ta, že jeden celý projekt je v databázi uložen jako řetězec ve formátu JSON. Datová položka 
v databázi je typu longtext. Protože maximální velikost typu longtext[28] je 4GB a nepředstavuje 
problém ve smyslu uložení. 
Nevýhoda generátoru je v absenci překopírování hlavičky html stránky projektu. Zde by se také 
muselo řešit uživatelské přegenerování, proto je nyní ponecháno na uživateli. 
Formální popis z kapitoly 3.3 by mohl být rozšířen o prvky specifikující společné části 
projektu. Vize je taková, že se označí jedna stránka projektu, jež by byla považována za hlavní.  
V  další stránce by se rozpoznaly společné části stránky hlavní a použily by se v nich již případně 
naimplementované funkcionality. Detekce stejných částí kódu kódu by mohlo také probíhat napříč 
celý projektem. Na jedné stránce se implementuje pohledový blok a v případě zpracování jiné 
stránky, ale se stejným blokem by se daný blok rozpoznal a bylo by mu možné zrovna přiřadit 
chování bloku předchozího. 
Vygenerované aplikace využívají obecné bloky, které jsou sdíleny všemi projekty. Toto tvoří 
výhodu pro budování databáze funkčních bloků, která s každým projektem roste. Př
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že obecné bloky budou v oddělené části systému a generované aplikace jej budou využívat. Dojde zde 
k zabránění úpravy již zavedených bloků, protože jejich změna bude vyžadovat vyšší privilegia než 
má k dispozici vývojář určený pouze pro realizaci určeného projektu. V oddělené a sdílené částí by 





Představený VIPS algoritmus má výhodu v tom, že rozčleňování stránky je založené 
na  visuálních prvcích stránky a tak vytváří vazby mezi podstromy DOM modely a strukturou, která 
má nějaký funkční a související význam. Jeho nevýhoda je v použití heuristických pravidel. Webové 
specifikace se stále rozšiřují a díky pravidlům, které byly získány pomocí pozorování nebudou 
v  budoucnu platná. Tyto pravidla je však možné modifikovat dle aktuálních technologií. Algoritmus 
VIPS pracuje shora-dolu. Jeho jiné využití je v hledání informací na webu a v oboru získávání 
znalostí z dat. Sestaví strukturu webu podle toho, jak jí vnímá uživatel. 
Využití segmentačního algoritmu v této práci je v rozčlenění webové stránky na části a těmto 
částem přiřadit funkcionalitu. Uvedený návrh toto umožňuje a vytvořit webovou aplikaci by mělo 
trvat podstatně kratší dobu - navíc i při dodržení všech speciálních požadavků klienta. 
Nevýhody tohoto přístupu je, že velký komfort pří definici návrhu aplikace vede i k návrhům 
chybným a nevhodným. Systém není možné použít na všechny specializované aplikace, ale pokrývá 
vývoj částí, které jsou běžné čímž staví programátorský tým do fáze řešení pouze nových problémů. 
Další výhoda je ta, že nově vyřešené problémy jsou zapouzdřeny do systému pro znovu použití. 
Díky rozdělení aplikace do vrstev, které oddělují generovanou a implementační část je možné 
celý návrh aplikace uložit do konfiguračního souboru, ze kterého je kdykoliv možné danou aplikaci 
zpětně vygenerovat. Návrh tedy zohledňuje pozdější ruční úpravy programátorského týmu, systém 
každému bloku doplňuje implementační úroveň při vstupu a při výstupu, v níž se nachází 
implementační prostředí založené na daném frameworku. 
Možnost rozšíření aplikace spočívá v nastavení parametrů při visuální segmentaci. Aktuální 
návrh předpokládá, že rozdělení bloků bude řízeno uživatelem na základě nastavení hodnoty PDoC. 
Bylo by vhodné, aby systém sám rozpoznal úroveň zanoření a na základě např. heuristiky vyhodnotil, 
že tento blok už není zapotřebí dále dělit. Tímto došlo k velmi věrohodnému rozdělení. 
Druhé rozšíření se týká mapování statických textových data na datový model. Bylo by vhodné 
vypracovat metodu, která by umožňovala automatického napojení těchto textových dat na datový 
model a provést implementaci s minimálním zásahem uživatele. Tato metoda by mohla pracovat 
s  různými pravidly určené pro výplňový text na základě, kterého by bylo možné nahradit statický text 
za datové položky.  
Systém podporuje také práci různých článků v týmu např. ti kteří provádějí sazbu HTML kódu. 
Díky systému je možné jim vytvořit dynamické data, které oni budou přímo vkládat do sázeného 
HTML, čímž se ušetří jedna činnost programátora a tak programátora, protože tak je možné, aby 
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Příloha obsahuje seznam adresářů a jejich popis. Tučně jsou uvedeny adresáře, jež obsahují zdrojové 
soubory vyvinuté v rámci této práce.  
 
apps: -  adresář vygenerovaných aplikací 
  baseapp  - adresář aplikace pro souborové a databázové API 
  best - vygenerovaný vzorový projekt 
   app - složky pro soubory aplikace 
    blocks - složka obsahující vygenerované funkční bloky 
    config - konfigurace databáze 
    models  - obsahuje modely databaze knihovny Doctrine 
    presenters  - obsahuje vygenerované presentery aplikace 
    protocols - obsahuje vygenerované protokoly aplikace 
    templates - obsahuje vygenerované html šablony aplikace 
   log - adresar pro logovani zmen 
   temp - dočasný adresář 
   www - vstupni bod aplikace 
client_media - medialní soubory generatoru 
client_scripts - zdrojové soubory pro klientskou část 
  coffee - zdrojové soubory v jazyce coffeescript pro metodu vips 
   baseapp  - zdrojové soubory v jazyce coffeescript pro genrátor 
  coffeelib - knihovny použité pro coffeescript 
  common - společné globální funkce 
  js  - vygenerovaný javascript 
  lib - knihovny pro javasript 
initial_project - prázdná kostra nového projektu 
libs - frameworky pro php 
  doctrine 
  nella 
  nette 





pure_templates -  složka obsahující zdrojové html soubory 
server_scripts - php skripty pro vygenerované aplikace  
  blocks - obecné funkční bloky 
  classes - obecné třídy pro aplikaci 
templates  - html šablony pro generátor 
 
