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Rád bych na tomto místeˇ podeˇkoval všem, kterˇí mi s prací pomohli, prˇedevším mému
vedoucímu práce, panu Ing. Davidu Ježkovi, Ph.D.. Bez jejich nezištné pomoci by tato
práce nevznikla.
Abstrakt
Tato práce popisuje vytvorˇení simulace Petriho síteˇ do editoru, který je výsledkem prˇede-
šlé diplomové práce [1]. Dále je rˇešeno provádeˇní skriptu˚ za beˇhu aplikace, úprava GMF
aplikace a vytvorˇení grafu˚ pomocí JFreeChart.
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Abstract
This thesis is about creating simulation of Petri net into editor from thesis [1]. Next will be
describe, how use script in running application, how edit GMF and how to make Chart
with JFreeChart.
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Seznam použitých zkratek a symbolu˚
GMF – Graphical Modeling Project
EMF – Eclipse Modeling Framework
GEF – Graphical Editing Framework
API – Application Programming Interface
JVM – Java Virtual Machine
JSR – Java Specification Request
API – Application Programming Interface
SVN – Subversion
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51 Úvod
Tato práce popisuje postup rˇešení problematiky na téma Simulátor Petriho sítí. V násle-
dujících kapitolách bude popisován postupný vývoj rˇešení.
Nejprve zacˇneme seznámením s problematikou Petriho sítí. Následneˇ si popíšeme
technologie použité beˇhem práce. Další kapitoly se již veˇnují samotnému rˇešení, jak práce
vzniká od prvního spušteˇní a prvních pokusu˚ o vytvorˇení simulace prˇes hlubší pronik-
nutí do problematiky GMF aplikací, až k vytvorˇení fungující simulace dle zadání.
Nejdrˇíve bude probráno doplneˇní malicˇkostí do editoru a zacˇátky programování zá-
kladní simulace. V záveˇru této kapitoly je zjišteˇno, že práci není možné v dodaném edi-
toru vytvorˇit a z toho plyne nutnost úpravy znacˇné cˇásti tohoto editoru. Jedná se o pro-
blémy vzniklé již beˇhem tvorby dodaného editoru, které znacˇneˇ ovlivnily pru˚beˇh této
práce. Tomu je veˇnována další kapitola, která popisuje postupnou zmeˇnu celého modelu,
rozpohybování simulace ve vykreslené síti a další du˚ležité úpravy nutné pro splneˇní neˇ-
kolika bodu˚ zadání.
V záveˇru práce je probráno dokoncˇení simulace o prˇidání další funkcˇnosti, kterou je
použití skriptovacího enginu vyhodnocujícího skripty beˇhem samotné simulace, vytvo-
rˇení akcí nutných pro opakované spoušteˇní a doplneˇní cˇasového aspektu do simulace. Po
dokoncˇení simulace jsou nakonec prˇidány záznamy beˇhu, které rˇeší statistiku provádeˇní
síteˇ a graf zobrazující historii použití jednotlivých objektu˚ používaných v síti.
Nakonec je zhodnocen konecˇný stav rˇešení a jsou popsány základní nedostatky, které
však nejsou prˇedmeˇtem této práce.
62 O Petriho sítích
V této kapitole vycházím z [2, 3, 4].
2.1 Seznámení s Petriho síteˇmi
Petriho síteˇ jsou formálneˇ a grafický prˇíjemný jazyk sloužící k modelování procesu˚. Pe-
triho síteˇ byly vyvíjeny od pocˇátku 60. let 20. století, kdy prof. Carl Adam Petri defi-
noval jejich jazyk ve své disertacˇní práci. Bylo to poprvé, kdy byla formulována teorie
diskrétních paralelních systému˚. Jejich jazyk je rozšírˇením teorie automatu˚ tak, že nám
umožnˇuje vyjádrˇit soucˇasneˇ se vyskytující události.
2.2 Historie Petriho sítí
Petriho síteˇ byly pu˚vodneˇ vyvinuty v 60. a 70. letech 20. století a byly shledány jako je-
den z nejvhodneˇjších zpu˚sobu˚ pro popsání a analýzu synchronizace, komunikace a sdí-
lení zdroju˚ mezi soubeˇžnými procesy. Nicméneˇ pokusy o praktické využití Petriho sítí
odhalily dva vážné nedostatky.
1. absence datových typu˚, což zpu˚sobovalo, že modely se cˇasto stávaly prˇíliš vel-
kými, protože veškerá manipulace s daty musela být vyjádrˇena pouze pomoci míst
a prˇechodu˚.
2. absence hierarchizace, a proto nebylo možné vytvárˇet velké modely pomoci samo-
statných subprocesu˚ s definovaným vstupním a výstupním rozhraním.
Další vývoj high-level Petriho sítí v 70. a 80. tyto dva nedostatky odstranil. Vzniklé
barevné Petriho síteˇ jsou jeden z nejznámeˇjších dialektu˚ high-level Petriho sítí. Barevné
Petriho síteˇ již obsahují datové typy i hierarchický rozklad zachovávající kvality pu˚vod-
ních Petriho sítí.
Petriho síteˇ byly postupneˇ obohacovány a zobecnˇovány tak, aby jejich modelovací
schopnost vyhovovala praktickým potrˇebám. Z toho du˚vodu cˇasem vznikly následující
typy.
• C/E (Condition/Event) Petriho síteˇ - základní rozšírˇení konecˇného automatu vy-
tvorˇené C.A.Petrim. Model se skládá z událostí (events) a podmínek (conditions),
které musí být splneˇny, aby mohla nastat urcˇitá událost. Vazby mezi událostmi a
podmínkami jsou znázorneˇny pomocí orientovaných hran. Každá podmínka mu˚že
obsahovat pouze jediný token, udávající že podmínka je splneˇna.
• P/T (Place/Transitions) Petriho síteˇ - rozšírˇení pu˚vodního C/E konceptu. Podmínky
byly nahrazeny místy a místo událostí se používají prˇechody. Oproti pu˚vodnímu
konceptu je zde povoleno uchovávat v místeˇ více než jeden token. Dále jsou noveˇ
zavedeny váhy (násobnosti) jednotlivých hran, které udávají, kolik tokenu˚ hrana
prˇesouvá. Rovneˇž je možné omezit kapacitu míst.
7• P/T Petriho síteˇ s inhibicˇními hranami - ke konceptu P/T síti je prˇidána inhibicˇní
hrana. Jedná se o speciální hranu, jež mu˚že smeˇrˇovat pouze od místa k prˇechodu
a místo šipky se používá kolecˇko. Tato hrana rˇíká, že prˇechod je proveditelný jen
tehdy, je-li v místeˇ, z neˇhož inhibicˇní hrana vystupuje, méneˇ tokenu˚, nežli je násob-
nost této hrany.
• P/T Petriho síteˇ s prioritami - rozšírˇení C/E konceptu, kdy ke každému prˇechodu
je prˇirˇazeno celé nezáporné cˇíslo udávající prioritu prˇechodu. Prˇi provádeˇní se pro-
vádí prˇechod proveditelný prˇechod s nejvyšší prioritou.
• TPN Cˇasované (Timed)Petriho síteˇ - oproti všem drˇíve zmíneˇným prˇidává k P/T
síti cˇasový element. To nám umožnˇuje zachytit, že provedení prˇechodu trvá neˇja-
kou dobu a prˇibližuje tak naprˇíklad simulaci procesu výroby reálnému stavu, když
výroba ru˚zných produktu˚ trvá ru˚znou dobu.
• CPN Barevné (Coloured, barvené) Petriho síteˇ - obycˇejná P/T sít’, v níž je možno
pracovat s ru˚znými typy tokenu˚. Pak neukládá množinu obecných tokenu˚, ale mul-
timnožinu. Výhodou multimnožiny je, že jeden prvek v ní mu˚že být obsažen více-
krát. Dále umožnˇuje prˇirˇadit prˇechodu vstupní podmínku, jež upravuje jeho pro-
veditelnost na základeˇ hodnot vstupních tokenu˚.
• HPN Hierarchické (Hierarchical) Petriho síteˇ - umožnˇuje obycˇejné P/T síti za
místa a prˇechody substituovat menší síteˇ s definovaným vstupním a výstupním
rozhraním.
• OOPN Objektoveˇ orientované (Object Oriented) Petriho síteˇ - každý token prˇed-
stavuje instanci urcˇité trˇídy s vlastními atributy.
Cílem této práce je vytvorˇit program, který bude umožnˇovat simulaci objektoveˇ ori-
entované, cˇasované Petriho síteˇ s možností vytvorˇení hierarchické struktury.
2.3 Popis a stavová analýza P/T Petriho síteˇ
Pro pochopení základní problematiky si vysveˇtleme základní P/T Petriho sít’. Tyto síteˇ
bývají nazývány také cˇernobílé síteˇ. Diagram P/T Petriho síteˇ obsahuje následujícími
objekty:
• místa (places) zobrazovanými kroužky,
• prˇechody (transitions) zobrazovanými obdélníky (prˇípadneˇ úsecˇkami),
• orientované hrany reprezentované šipkami vedoucími od míst k prˇechodu˚m, nebo
šipkami od prˇechodu˚ k místu˚m,
• tokeny (zobrazenými tecˇkami v kroužcích míst) jednotlivé objekty mapy,
• kapacity (zobrazené cˇísly u míst) udávají maximální pocˇet tokenu˚, který se mu˚že v
místeˇ nacházet,
8• váhy (zobrazené cˇíslem u hrany) udávající pocˇet tokenu˚, který hrana prˇesouvá,
• pocˇátecˇní znacˇení udává pocˇty tokenu˚ v jednotlivých místech.
Kapacity míst a násobnosti hran nejsou povinné. Prˇi nevyplneˇní kapacity se prˇedpokládá,
že kapacita místa je nekonecˇná a hrana bez zadané násobnosti má násobnost 1.
Nyní si definujme cˇernobílou Petriho sít’ formálneˇ. První si musíme vytvorˇit struk-
turu definovanou definicí 2.1.
Definice 2.1 (prˇevzato z [2])
Struktura Petriho síteˇ (PN-struktura) je peˇticí 〈P, T, I,O,H〉, kde T ⋂P = ∅ a
• P - konecˇná množina míst,
• T - konecˇná množina prˇechodu˚,
• I,O,H - zobrazení typu T −→ PMS , po rˇadeˇ tzv. vstupní, výstupní a vstupní inhibicˇní
funkce1.
Tato struktura nám zachycuje statický diagram síteˇ. V celé této práci bude rˇešen spe-
cifický prˇípad kdy H = ∅. To znamená že program neumožnˇuje pracovat s inhibicˇními
hranami. Proto tyto hrany budou v další teorii vypušteˇny.
Nyní již jsme schopni popsat diagramem Petriho síteˇ urcˇitý proces, ale zatím nemu˚-
žeme popsat stav, ve kterém se proces nachází. Abychom mohli popsat stav Petriho síteˇ,
musíme ke strukturˇe síteˇ definovat znacˇení.
Definice 2.2 (prˇevzato z [3])
Znacˇení (Marking) M Petriho síteˇ PN = 〈P, T, I,O〉 je zobrazení z množiny míst P do
množiny nezáporných celých cˇísel N0
M : P −→ N0.
Když spojíme znacˇení a strukturu síteˇ, získáme systém Petriho síteˇ.
Definice 2.3 (prˇevzato z [2])
Systém Petriho síteˇ (PN-systém) je peˇtice 〈P, T, I, O,M0〉, kde
• 〈P, T, I, O〉 je struktura Petriho síteˇ (viz definice 2.1)2,
• M0 je zobrazení P −→ N0, které udává pocˇátecˇní znacˇení. To znamená znacˇení (viz definice
2.2) prˇed provedením (viz definice 2.4) jakéhokoli prˇechodu.
1PMS - je množina všech multimnožin nad množinou P
2jelikož H = ∅, pak toto znacˇení vypadlo
9K následujícím definicím bude potrˇebovat formální znacˇení, které si nejprve zadefi-
nujeme a popíšeme.
• I(t) - multimnožina vstupních míst prˇechodu t,
• O(t) - multimnožina výstupních míst prˇechodu t,
• I(t, p) - násobnost prvku p v multimnožineˇ I(t), násobnost hrany z místa p do prˇe-
chodu t,
• O(t, p) - násobnost prvku p v multimnožineˇ O(t), násobnost hrany z prˇechodu t do
místa p,
• •t = {p ∈ P : I(t, p) > 0} - množina vstupních míst prˇechodu t,
• t• = {p ∈ P : O(t, p) > 0} - množina výstupních míst prˇechodu t,
• •p = {t ∈ T : O(t, p) > 0} - množina vstupních prˇechodu˚ místa p,
• p• = {t ∈ T : I(t, p) > 0} - množina výstupních prˇechodu˚ místa p,
• E(M) - množina proveditelných prˇechodu˚ prˇi znacˇení M ,
• M →t M ′ - stav síteˇ se meˇní z M na M ′ v du˚sledku provedení prˇechodu t.
S definovaným systémem se mu˚žeme pustit do definování již zmíneˇného provedení
prˇechodu.
Definice 2.4 (prˇevzato z [2])
Provedení (odpálení, fire) prˇechodu
(∀p ∈ P )[M ′(p) =M(p) +O(t, p)− I(t, p)].
K tomu, aby bylo možné prˇi aktuálním znacˇení M prˇechod provést, musí být takový
prˇechod proveditelný.
Definice 2.5 (prˇevzato z [2])
Prˇechod je prˇi znacˇení M proveditelný (Enable), platí-li
(∀p ∈ •t)[M(p) ≥ I(t, p)].
Nyní si popišme definované výrazy slovneˇ. Proveditelnost nám rˇíká, zda je možné
vybraný prˇechod provést cˇi nikoliv. Práveˇ provádeˇní prˇechodu˚ zajišt’uje urcˇitou dyna-
miku síteˇ. Ke zjišteˇní proveditelnosti prˇechodu musíme zkontrolovat, že v každém místeˇ
z množiny •t prˇechodu t se nachází minimálneˇ tolik tokenu˚, kolik je násobnost hrany
I(t, p). A když je prˇechod proveditelný, mu˚žeme prˇistoupit k jeho provedení. Jak vidíme
v definici 2.5, provedení prˇechodu spocˇívá v tom, že ze vstupních míst I(t) odebereme
pocˇet tokenu˚ zadaných násobností I(t, p) a do výstupních míst O(t) prˇidáme tokeny dle
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Obrázek 1: Provedení prˇechodu v Petriho síti.
požadované násobnostíO(t, p). Tímto krokem se zmeˇnil stav síteˇ prˇed provedením ozna-
cˇený M na nový stav po provedení oznacˇený M ′.
Jak provedení prˇechodu vypadá zakreslené graficky, mu˚žeme videˇt na obrázku 1.
Zda-li mu˚žeme provést neˇjaký prˇechod nám rˇíká proveditelnost síteˇ.
Definice 2.6 (prˇevzato z [2])
Petriho sít’ je proveditelná(Enable), není-li prˇi aktuálním znacˇení M množina provedi-
telných prˇechodu˚ E(M) prázdná E(M) 6= ∅.
Mezi další využívané vlastnosti Petriho sítí patrˇí dosažitelnost, reversibilnost, uzamcˇení,
živost a mrtvost.
Definice 2.7 (prˇevzato z [2])
ZnacˇeníM ′ je dosažitelné (reachable) ze znacˇeníM , jestliže existuje posloupnost prˇechodu˚
σM , která je proveditelná ve znacˇení M a která prˇevádí Petriho sít’ ze znacˇení M do znacˇení M ′,
tj.
(∃σM ∈ T ∗)(M →σM M ′).
S pomocí dosažitelnosti mu˚žeme pro znacˇeníM najít množinu dosažitelných znacˇení.
Definice 2.8 (prˇevzato z [2])
Množina dosažitelnosti (reachability set) PN-systému 〈P, T, I, O,M0〉 je množina
RS(M0) definovaná induktivneˇ takto:
• M0 ∈ RS(M0),
• M ∈ RS(M0) ∧ (∃t ∈ T )
{
M →t M ′}⇒M ′ ∈ RS(M0).
Definice 2.9 (prˇevzato z [2])
Znacˇení M Petriho síteˇ 〈P, T, I,O,M0〉 se nazývá vždy dosažitelným (home state mar-
king), jestliže je dosažitelné z každého dosažitelného znacˇení, tj. platí-li
(∀M ′ ∈ RS(M0))M ∈ RS(M ′).
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Definice 2.10 (prˇevzato z [2])
PN-systém 〈P, T, I,O,M0〉 se nazývá reversibilní (reversible), je-li pocˇátecˇní znacˇení vždy
dosažitelné, tj.
(∀M ∈ RS(M0))M ∈ RS(M).
Definice 2.11 PN-systém 〈P, T, I,O,M0〉 se nazývá systémem bez uzamcˇení (deadlock-
free), jestliže z pocˇátecˇního znacˇení M0 není dosažitelné žádné znacˇení, ve kterém není žádný
prˇechod proveditelný, tj. platí-li
¬(∃M ∈ RS(M0))[E(M) = ∅].
Definice 2.12 (prˇevzato z [2])
Místo p PN-systému se nazývá k-omezené (k-bounded), jestliže pro každé dosažitelné
znacˇení je pocˇet tokenu˚ v tomto místeˇ nanejvýše rovný k, tj.
(∀M ∈ RS(M0))[M(p) ≤ k].
Definice 2.13 (prˇevzato z [2])
PN-systém se nazývá k-omezený, jestliže všechna jeho místa jsou k-omezená, tj. platí-li
(∀p ∈ P )(∀M ∈ RS(M0))[M(p) ≤ k].
Definice 2.14 (prˇevzato z [2])
PN-systémy se nazývají bezpecˇnými (safe), jestliže jsou 1-omezené dle definice 2.13.
Definice 2.15 (prˇevzato z [2])
Prˇechod t je mrtvý prˇi znacˇení M , jestliže prˇechod není proveditelný v žádném znacˇení
dosažitelném ze znacˇení M , tj. platí-li
(∀M ′ ∈ RS(M))[t /∈ E(M)].
Definice 2.16 (prˇevzato z [2])
Prˇechod t je živý prˇi znacˇení M , jestliže není mrtvý v žádném znacˇení dosažitelném ze
znacˇení M , tj.
(∀M ′ ∈ RS(M))(∃M ′′ ∈ RS(M ′) [t ∈ E(M ′′)]).
Definice 2.17 (prˇevzato z [2])
Prˇechod t je v daném PN systému mrtvý, je-li mrtvý prˇi pocˇátecˇním znacˇení, tj. platí-li
(∀M ′ ∈ RS(M0))[t /∈ E(M)].
Definice 2.18 (prˇevzato z [2])
Prˇechod t je v daném PN systému živý, je-li živý prˇi pocˇátecˇním znacˇení, tj. platí-li
(∀M ∈ RS(M0))(∃M ′ ∈ RS(M) [t ∈ E(M ′)]).
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Definice 2.19 (prˇevzato z [2])
PN systém je mrtvý, jsou-li všechny jeho prˇechody mrtvé,
(∀t ∈ T )(∀M ′ ∈ RS(M0))[t /∈ E(M)].
Definice 2.20 (prˇevzato z [2])
PN systém je živý, jsou-li všechny jeho prˇechody živé, tj. platí-li
(∀t ∈ T )(∀M ∈ RS(M0))(∃M ′ ∈ RS(M) [t ∈ E(M ′)]).
Definice 2.21 (prˇevzato z [2])
Obycˇejnou Petriho sít’ nazveme správnou (korektní) sítí, jestliže je soucˇasneˇ bezpecˇná,
živá a reverzibilní, tj. platí-li soucˇasneˇ:
• reversibilnost dle definice 2.10
(∀M,M ′ ∈ RS(M0))(∃σ ∈ T ∗) [M →σ M ′],
• bezpecˇnost dle definice 2.14
(∀p ∈ P )(∀M ∈ RS(M0))[M(p) ≤ 1],
• živost dle definice 2.20
(∀t ∈ T )(∃M,M ′ ∈ RS(M0))
[
M →t M ′].
2.4 Hierarchické Petriho síteˇ
Doposud jsme se pohybovali pouze na jedné úrovni abstrakce. Ale prˇedstavme si situ-
aci, kdy chceme modelovat výrobní proces. Máme vstupní místo polotovaru˚, z neˇhož
se hranou prˇesouvá polotovar do prˇechodu reprezentujícího výrobu a z neˇj je poté do
místa prˇedstavující sklad prˇesunut hotový výrobek. Chceme-li však zjistit, jaký je pro-
ces výroby, pak potrˇebujeme druhou nezávislou sít’. Když bychom už meˇli velkou sít’ s
neˇkolika desítkami takovýchto podprocesu˚, které každý mají rovneˇž neˇjaké podprocesy,
pak už je tento zpu˚sob modelovaní nevhodný. Pro tyto úcˇely bylo zavedeno rozšírˇení Pe-
triho sítí o možnost tvorˇit hierarchickou strukturu pomocí substituce bloku˚ podprocesu˚
za elementy síteˇ.
Tato možnost je v programu vyrˇešena vkládáním samostatných procesu˚, kterým se
poté definují vstupní a výstupní elementy a v samostatné karteˇ mu˚žeme vytvorˇit vnitrˇní
strukturu.
2.5 Cˇasované síteˇ
Budeme-li chtít modelovat neˇjaký proces z reálného sveˇta, musíme zahrnout i cˇasové
aspekty takového procesu. Existuje rˇada zpu˚sobu˚, jak cˇasový aspekt rˇešit. V našem prˇí-
padeˇ budeme rˇešit Petriho sít’ s cˇasovanými tokeny.
V takovém prˇípadeˇ má každý token vlastní cˇasovou znacˇku θt, která udává v jakém
cˇase nejdrˇíve je možné token provést. Dále každý prˇechod má nastavené nezáporné cˇíslo,
θt jež udává cˇas, který rˇíká, jak dlouho urcˇitý prˇechod trvá.
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Sít’ má dále nastaveny své globální hodiny, které rˇíkají, v jakém cˇase se simulovaný
proces nachází. Nemu˚žeme-li žádný prˇechod provést, ale stále jsou v síti prˇechody, které
jsou v budoucnu proveditelné, globální hodiny jsou posunuty kuprˇedu na nejbližší možný
cˇas.
Prˇi provedení prˇechodu je poté výstupním tokenu˚m nastavena cˇasová znacˇka na glo-
bální cˇas navýšený o dobu trvání prˇechodu.
2.6 Objektoveˇ orientované síteˇ
Již z bodu 3 zadání této práce je zrˇejmé, že prˇedmeˇtem této práce je simulace objektoveˇ
orientované Petriho síteˇ (dále OOPN). To v sobeˇ skloubí schopnost Petriho síteˇ prˇiroze-
ným zpu˚sobem modelovat paralelní a distribuované systémy s objektoveˇ orientovaným
prˇístupem k objektu˚m a jejich dekompozici do trˇíd. Tím nám OOPN umožnˇují snadno
modelovat rozsáhlé systémy.
Jednotlivé objekty v síti mohou prˇedstavovat objekty reálného sveˇta v modelované
situaci. Každý objekt v síti má své vlastní informace a jeho hodnoty nemu˚že jiný objekt
meˇnit. Ke zmeˇnám hodnot dochází pouze provedením prˇechodu. Zpu˚sob, jakým zmeˇna
probíhá je zde nastaven skriptem.
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3 Využívané technologie
3.1 Nástroj pro sazbu LATEX
Ke psaní této práce byl využit LATEX a oficiální šablona pro záveˇrecˇnou práci od doc. Mgr. Ji-
rˇího Dvorského, Ph.D. K editaci práce byl použit program TeXstudio a prˇeklad provádeˇl
MiKTeX.
Následné informace pocházení z [12, 13].
Systém LATEXvznikl jako rozšírˇení systému TeX. Oba jsou to systémy urcˇené pro profesio-
nální sazbu dokumentu˚. Nejprve byl v 70. letech 20. století Donaldem Knuthem vyvinut
znacˇkovací jazyk TeX. Znacˇkovací proto, že do obycˇejného dokumentu jsou vkládány
speciální znacˇky urcˇující zpu˚sob sazby. Tento jazyk se ukázal velice mocný, ale pro beˇžné
uživatele byl prˇíliš složitý. Z toho du˚vodu 80. letech Leslie Lamport vytvorˇil skupinu ma-
ker zastrˇešující beˇžneˇ používané konstrukce TeXu a množinu základních šablon a celé to
nazval LATEX.
Jazyky TeX i LATEXnejsou interaktivní jazyky, což znamená, že na rozdíl od psaní do-
kumentu naprˇíklad v programu Microsoft Word nevidíme beˇhem psaní výsledek v re-
álném cˇase. Abychom si mohli výsledek prohlédnout, musíme napsaný kód nejprve ne-
chat zkompilovat. Obrovskou výhodou je, že si nemusíme hlídat styly beˇhem naší práce,
protože používaná makra se vždy stylizují stejneˇ. Proto se nám nestává, že když ko-
pírujeme text z jiného zdroje, nekopíruje se vcˇetneˇ stylu, který nám cˇasto rozhodí celý
dokument. Další výhodou je možnost tvorby vlastních maker, což prˇi cˇastém použití neˇ-
které konstrukce velmi šetrˇí cˇas. Nemalou výhodou je také to, že LATEXje multiplatformní
a nemáme tedy problém s prˇenositelností mezi ru˚znými operacˇními systémy.
3.2 Java
Pro implementaci je použít interpretovaný, objektoveˇ orientovaný programovací jazyk.
Následní informace pocházení z [7, 8].
Ten byl vytvorˇen Jamesem Goslingem ze Sun Microsystems roku 1991. Pro verˇejnost byl
spolecˇností uvolneˇn roku 1995. Spolecˇnost Sun Microsystems byla roku 2010 i s jazykem
koupena spolecˇností Oracle.
Od roku 2006 byly zdrojové kódy jazyka uvolneˇny pod GNU licencí. Spolecˇnost Oracle
pokracˇuje v tomto projektu, který je oznacˇen OpenJDK.
Postupem cˇasu z programovacího jazyka vznikla celá platforma, která umožnˇuje psát
i v jiných jazycích a stále takový program spoušteˇt pod Java virtuálním strojem.
Nejnoveˇjší verzí programovacího jazyka je verze 8, jejíž dokoncˇení bylo plánováno na
18.3.2014 [9]. Spolecˇností Oracle byla prˇedstavena o týden pozdeˇji [10]. Z tohoto du˚vodu
celý vývoj probíhal ješteˇ na staré verzi 7.
Výhodou Javy je její zpu˚sob prˇekladu, kdy se zdrojové kódy prˇekládají do spustitel-
ného mezikódu nazývaného Bytecode. Tento je na cílovém pocˇítacˇi spušteˇn ve virtuálním
stroji. Virtuální stroj je soucˇástí beˇhového prostrˇedí (JRE) a deˇlá tak program snadno prˇe-
nositelný bez nutnosti opeˇtovné kompilace na cílovém operacˇním systému.
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3.3 Eclipse
K práci bylo využíváno vývojové prostrˇedí Eclipse Modeling Tools ve verzi 4.3 Kepler.
Toto prostrˇedí nám poskytuje všechny potrˇebné knihovny pro vývoj GMF aplikace. Tuto
verzi prostrˇedí je možné zdarma stáhnout z http://www.eclipse.org/.
Následné informace pocházejí z [11].
Eclipse je komunitou vyvíjený open source software cílený na vývoj v open source vý-
vojových platformách a zpracování softwaru po dobu jeho životního cyklu. Eclipse byl
pu˚vodneˇ roku 2001 vyvinut firmou IBM. V lednu roku 2004 vznikla The Eclipse Foun-
dation, která byla vycˇleneˇna jako nezávislá nezisková spolecˇnost, která vede komunitu
vývojárˇu˚.
Filozofie Eclipse je taková, že je vytvorˇeno nejjednodušší vývojové prostrˇedí, které si
poté vývojárˇ sám rozširˇuje o potrˇebné pluginy až v okamžiku, kdy je potrˇebuje.
3.4 Graphical Modeling Framework
Grafický editor Petriho síteˇ byl jako výsledek prˇedešlé diplomové práce vytvorˇen pomoci
frameworku GMF.
Následné informace pocházejí z [14, 15].
GMF je framework pro vytvárˇení grafických aplikací založených na prostrˇedí Eclipse.
Tento framework v sobeˇ spojuje dveˇ komponenty a teˇmi jsou frameworky EMF a GEF.
Eclipse Modeling Framework (EMF) je framework sloužící ke generování kódu na
základeˇ strukturovaného datového modelu. Tento framework v sobeˇ zárovenˇ obsahuje
validátor, který nám prˇed vygenerováním umožní kontrolu vytvorˇeného modelu. Po vy-
generování je vytvorˇen model dle návrhového vzoru factory. Práce s takovým modelem
poté spocˇívá v tom, že k tvorbeˇ instancí jednotlivých trˇíd sloucˇí instance trˇídy factory,
která je vygenerována dle návrhového vzoru singleton, ke kterému se prˇistupuje pomocí
promeˇnné eINSTANCE.
Graphical Editing Framework (GEF) je framework sloužící k vytvárˇení grafických
editoru˚ založených na prostrˇedí Eclipse a sloužících pro kreslení ru˚zných diagramu˚.
Jak bylo zmíneˇno, GMF tyto dva frameworky spojuje. K tomu využívá GMF Dashbo-
ard, který si mu˚žeme prohlédnou na obrázku 2. Práce s tímto nástrojem probíhá tak, že se
tlacˇítkem derive vytvorˇí Domain Model. Z neˇj se poté vygeneruje Domain Gen Model
sloužící k vygenerování EMF aplikace. Jakmile je toto hotovo, je zbylými tlacˇítky derive
nutné vytvorˇit Graphical Def Model a Tooling Def Model. První model definuje, jak bu-
dou komponenty vypadat v diagramu, a druhý rˇíká, jak bude vypadat paleta nástroju˚.
Jakmile máme toto vytvorˇeno, mu˚žeme stiskem tlacˇítka combine vytvorˇit Mapping Mo-
del. Ten definuje, jak bude propojen EMF model s komponentami diagramu a palety, a
definuje ru˚zná validacˇní omezení. Prˇedposlední krok je stisknutí tlacˇítka Transform a
tím vytvorˇení poslední cˇásti, kterou je Diagram Editor Gen Model. Zde jsou nastaveny
vlastnosti a chování komponent. Nakonec stiskem Generate diagram editor je vy-
generován kód GEF diagramu nad EMF modelem.
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Obrázek 2: GMF Dashboard
3.5 Groovy
Jedním z bodu˚ zadání je použití skriptovacího jazyka pro úpravu objektu˚ beˇhem pro-
vádeˇní procesu. K tomu byl dle rady vedoucího zvolen sympatický skriptovací jazyk
Groovy.
Následné informace pocházejí z [16, 17, 18].
Groovy je objektoveˇ orientovaný dynamický jazyk postavený na platformeˇ Java s funk-
cemi podobnými skriptovacím jazyku˚m, jako jsou Python, Ruby nebo Perl. První zmínka
o Groovy se objevila již roku 2003, kdy byl navrhnut jako alternativa k jazyku Java. Plán
byl vytvorˇit skriptovací jazyk, který poskytne sílu JVM a zárovenˇ bude mít kratší a jed-
nodušší syntaxi. Tento prvotní návrh byl dostatecˇný pro vydání JSR. Po nedlouhé dobeˇ
ale tento projekt jeho zastánci opustili. Vše zmeˇnil až Guillaume LaForge, který zacˇal pu˚-
vodní návrh záplatovat. Zárovenˇ to byl talentovaný manager, který prˇesveˇdcˇil komunitu,
že projekt je trˇeba posunout vprˇed.
A tak roku 2007 vyšlo Groovy verze 1.0. Tento jazyk byl navzdory útoku˚m ze strany
pu˚vodních tvu˚rcu˚ prˇijat. Prˇes všechny své prˇednosti ale Groovy trpeˇl neˇkolika vážnými
nedostatky. Nejvážneˇjším nedostatkem byla rychlost, který byla i na dynamický jazyk
velmi pomalá. Další vážný problém byla absence jasné filozofie a zmeˇny byly prˇidávány
podle jejich zalíbení komuniteˇ. Z toho du˚vodu bylo obtížné vývoj jakkoli prˇedpovídat. Co
však patrneˇ nejvíce zabránilo prˇijetí jazyka byla jeho nedostatecˇné dokumentace, která se
skládala pouze z jedné knihy a dvou tutoriálu˚.
O rok pozdeˇji (2008) byl vývojový tým prˇiveden pod spolecˇnost VMware a tím se
Groovy stal jedinou alternativou Javy, za kterou stála verˇejná firma. Bohužel firma se k
tomuto jazyku staveˇla flegmaticky a jeho vývoj tudíž pokracˇoval pomalu, což umožnilo
vnik alternativních jazyku˚, které Groovy odsunuly do pozadí.
Roku 2012 vyšla verze 2.0, která vyrˇešila výkonnostní problémy. Zárovenˇ v ní bylo
prˇidáno statické typování. Díky optimalizaci generování kódu je nyní rychlost spouš-
teˇní srovnatelná s nativneˇ zkompilovaným Java kódem. Následneˇ verze 2.1 prˇišla s vy-
lepšením drˇíveˇjších výhod a plnou podporu integrace 7. verze Javy. Bohužel ale nadále
prˇetrvává problém s nedostatecˇnou dokumentací.
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Prˇes veškeré problémy Groovy prˇekonal prvotní výkonnostní problémy a stal se jazy-
kem prˇipraveným k rozsáhlému použití s jedinecˇnými výhodami jakými jsou strucˇnost,
cˇitelnost Javeˇ podobné syntaxe, dobrou podporou unit testování, statickým i dynamic-
kým typováním, možností meta-programování a dobrým frameworkem pro paralelní
aplikace.
Na 4. cˇtvrtletí letošního roku 2014 je plánované3 vydání Groovy verze 3.0, která by
meˇla prˇinést podporu Javy v nejnoveˇjší 8. verzi vcˇetneˇ jejích nových vlastností, jako jsou
lambda konstrukce, cˇi definování defaultních metod v interface, jako to doposud bylo
možné pouze v abstraktní rodicˇovské trˇídeˇ.
3.6 Verzovací systém
Pro lepší kontrolu nad zmeˇnami a snazší návrat ze slepé ulicˇky vývoje byl používán ver-
zovací systém. K tomuto úcˇelu byl zvolen systém Git. Celý pru˚beˇh práce byl ukládán do
lokálního repositárˇe, který byl následneˇ archivován online na serveru bitbucket.org.
Následné informace pocházejí z [6].
Systém GIT se jako mnoho velkých veˇcí zrodil z vášnivého sporu. Vše zacˇalo s vývojem
operacˇního systému Linux. Ten byl zprvu v letech 1991-2002 vyvíjen formou záplat a
archivování starých souboru˚. V roce 2002 zacˇal být vývoj verzován pomocí komercˇního
systému s názvem Bit-Keeper. V roce 2005 se zhoršily vztahy komunity a spolecˇnosti,
jež Bit-Keeper vyvíjela. Du˚sledkem toho bylo, že spolecˇnost prˇestala systém dodávat
zdarma. To prˇimeˇlo komunitu okolo Linuxu k vývoji vlastního nástroje dle poznatku˚ zís-
kaných beˇhem používání Bit-Keeper. Hlavními požadavky na nový systém byly rychlost,
silná podpora paralelního vývoje, jednoduchý design a schopnost efektivneˇ spravovat i
tak obrovské projekty, jako je jádro Linuxu. A tak roku 2005 vznikl Git.
Git je snadno využitelný, extrémneˇ rychlý a efektivní systém, který umožnˇuje neome-
zené veˇtvení pro nelineární zpu˚sob vývoje. Oproti jiným verzovacím systému˚m (naprˇ.
Subversion nebo Perforce) je ukládání a zpracování dat odlišné. Veˇtšina systému˚ ukládá
informace jako seznam zmeˇn jednotlivých souboru˚, kdežto Git ukládá snímky souboru˚.
V zájmu zefektivneˇní práce jsou ukládány pouze zmeˇneˇné soubory a u ostatních je jen
vytvorˇen odkaz na soubor prˇedchozí. Další rozdíl je ten, že Gitu k veˇtšineˇ cˇinností stacˇí
pouze lokální data a nemusíme tak udržovat kontakt s ostatními pocˇítacˇi v síti.
Další vlastností systému je to, že než je v neˇm cokoli uloženo, je pro zmeˇnu spocˇten
kontrolní soucˇet používaný k identifikaci operace. Z toho du˚vodu není možné libovolneˇ
meˇnit obsah jakéhokoli souboru aniž by si toho Git všiml. Díky tomu nemu˚že dojít ke
ztráteˇ informace beˇhem prˇenosu, aniž by to systém nebyl schopen zjistit.
3zdroj http://groovy.codehaus.org/Roadmap
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4 Popis výchozího stavu a analýza
4.1 První spušteˇní
Zjišteˇní, že nebude trˇeba deˇlat grafický editor, ale pouze do již vytvorˇeného editoru udeˇ-
lat simulaci, bylo dobrou zprávou.
Následneˇ po obdržení hotového editoru, který byl výsledkem již obhájené diplomové
práce, nastal problém beˇhem importu do beˇžného prostrˇedí Eclipse. Po importu totiž
program hlásil 6146 chyb, jako na obrázku 3.
Obrázek 3: Chybeˇjící knihovny v beˇžném prostrˇedí.
Prˇi zkoumání chyb bylo zjišteˇno, že veˇtšina je zpu˚sobena chybeˇjícími knihovnami.
Veškeré pokusy o doinstalování byly neúspeˇšné. Du˚vodem toho bylo použití nejnoveˇjší
verze prostrˇedí Eclipse, jež byla stará pár dnu˚ a knihovny k ní ješteˇ neexistovaly. I když
se pocˇet chyb po dlouhém boji podarˇilo redukovat prˇibližneˇ na polovinu, stále to bylo
prˇíliš. Ani po dalších pokusech se nedostavil úspeˇch, bylo tedy na cˇase hledat jiné rˇe-
šení. Tím bylo navštívení stránky eclipse.org/downloads/ za úcˇelem stažení starší
verze, stejné jako používal autor pu˚vodní práce. Ale byl tady package s názvem Eclipse
Modeling Tools, který je dle popisu urcˇen prˇesneˇ pro naše úcˇely.
Po stažení, rozbalení a spušteˇní této verze prostrˇedí Eclipse byl importován již hotový
editor a pocˇet chyb byl výrazneˇ nižší. Prˇi bližším zkoumání teˇchto chyb bylo zjišteˇno, že
se jedná o problém s rozdílným kódováním souboru˚. To bylo zpu˚sobeno použitím ope-
racˇního systému Linux, kde je základní písmo UTF-8, kdežto v projektu bylo nastaveno
kódování Cp1250. Toto kódování editor prˇi vytvárˇení zdeˇdil od operacˇního systému
Windows, ale systém Linux ho neznal, a proto nemohl prˇeložit neˇkteré cˇásti kódu. Pro-
blém vyvstal hlavneˇ díky tomu, že generátor používá k vytvorˇení názvu˚ metod atribut
Title používaný u prvku˚ palety. Tyto názvy jsou uloženy v souboru BPmodel.gmftool.
Jelikož tady byly atributu Title prˇirˇazeny hodnoty Místo, Prˇechod, Aktivní,
Pasivní, pak se následneˇ prˇi vygenerování vytvorˇila trˇída BPmodelPaletteFactory
a v té byly vygenerovány metody, jejichž hlavicˇky mu˚žeme videˇt ve výpisu kódu 1.
private ToolEntry createMísto2CreationTool();
private ToolEntry createPrˇechod3CreationTool();
private ToolEntry createAktivní1CreationTool();
private ToolEntry createPasivní2CreationTool();
Výpis 1: Hlavicˇky chybneˇ vygenerovaných metod
19
Po rucˇní opraveˇ chybných souboru˚ už Eclipse žádné chyby nenalezl a aplikace mohla
být spušteˇna. Po spušteˇní však bylo zjišteˇno, že program má problém prˇeložit cˇeskou di-
akritiku prˇi pojmenování zmíneˇných prvku˚ palety. Prˇícˇinou tohoto problému bylo opo-
menutí souboru messages.properties, který validátor neoznacˇil jako chybu bránící
spušteˇní. V tomto souboru jsou uloženy výstupní texty pro editor. Proto prˇi spušteˇní chy-
beˇly neˇkteré popisky v paleteˇ nástroju˚, která vypadala jako na obrázku 4.
Obrázek 4: Chybneˇ vygenerovaná paleta
Beˇhem pozdeˇjší práce bylo v kapitole 5.2 zjišteˇno, že tyto úpravy byly udeˇlány zby-
tecˇneˇ, protože prˇi pozdeˇjších zmeˇnách v editoru byly prˇi vygenerování tyto zmeˇny znovu
prˇepsány. To se projevilo až pozdeˇji prˇi pokusu znovu vyhledávat cˇeská písmenka v
kódu. Proto bylo nutné prˇistoupil k opraveˇ souboru BPmodel.gmftool. Jak již bylo mí-
neˇno výše, tak práveˇ v tomto souboru je chybneˇ popsána paleta elementu˚ a špatneˇ nasta-
vený atribut Title, který zpu˚sobuje problém. Proto bylo u všech problémových položek
palety potrˇeba zmeˇnil hodnoty atributu˚ z pu˚vodních Místo, Prˇechod, Aktivní,
Pasivní na hodnoty bez diakritiky, tedy na Misto, Prechod, Aktivni, Pasivni.
Po uložení bylo nutné v okneˇ GMF Dashboadr (na obrázku 2) kliknout na možnost
Transform a následneˇ použít možnost Generate diagram editor. Pomocí té se
prˇegeneroval editor a projevily se zmeˇny. Nyní prˇi pokusu vyhledávat písmenka rˇ a í, už
Eclipse nenašel žádnou metodu s cˇeskou diakritiku ve funkcˇním kódu a veškeré nálezy
byly pouze u textových atributu˚ trˇíd a nastavení textu˚ v messages.properties.
4.2 Ošetrˇení cyklických závislostní
Další veˇcí, kterou bylo trˇeba udeˇlat, bylo zakázat vytvorˇení hrany mezi objekty stejného
typu (Místo->Místo, Prˇechod->Prˇechod) a zakázat vytvorˇení cyklické hrany, která vede
do objektu, ze kterého zárovenˇ vychází. Z principu funkce Petriho síteˇ jsou totiž takové
hrany nedefinované. Nejprve se toto nepodarˇilo omezit programoveˇ, protože nebyl na-
lezen zpu˚sob, jak získat prˇístup k vytvorˇenému modelu. Prˇi hledání zpu˚sobu˚, jak tuto
problematiku rˇešit, bylo zjišteˇno, že ve frameworku GMF je možné jednoduše vytvorˇit
Audit, pomoci kterého je poté požadovaný prvek validován. Vytvorˇení této validace je
velice snadné, a proto bylo prˇekvapivé, že již autor editoru toto neudeˇlal.
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Vytvorˇení validacˇního auditu je snadné a vytvárˇí se v souboru BPmodel.gmfmap.
V tomto souboru se prˇirˇadí k poduzlu Mapping nový potomek Audit Container. V
tomto kontejneru se poté vytvárˇí potomci typu Audit Rule. V tom je nastavena chy-
bová zpráva, typ chyby a živost validace (vlastnost Use In Live Mode). Dále kon-
tejner uchovává 2 potomky a to Constraint, který rˇíká v jakém jazyce bude validace
rˇešena a Element Target, který rˇíká, jaký objekt editoru bude validován. Vše mu˚žeme
názorneˇ videˇt na obrázku 5.
Obrázek 5: Validacˇní audit
Jakmile je toto hotovo, je trˇeba kliknout na Transform v okneˇ GMF Dashboadr
a poté ješteˇ upravit soubor BPmodel.gmfgen. V tomto souboru upravit element Gen
Diagram ProcesEditPart, kde ve vlastnostech nastavíme možnosti Validation
Decorators a Validation Enabled na hodnotu True.
Když je po kliknutí na Generate diagram editor vygenerován editor, zjistíme,
že noveˇ vygenerovaný editor není možné spustit, protože v neˇm byly zmeˇny, které ne-
byly oznacˇeny @Generated NOT, a proto se tyto zmeˇny prˇepsaly vygenerovaným kó-
dem. Prˇi bližším zkoumání chybových textu˚ bylo zjišteˇno, že chyba vzniká pouze prˇi
pokusu vygenerovat trˇídu ProcessEditPart.
Vyrˇešit tento problém pomohl verzovací systém, který umožnil obnovit stav editoru
prˇed vygenerováním. U inkriminovaných metod bylo zmeˇneˇno oznacˇení z @Geterated
na @Generated NOT, a to zajistilo, že prˇi novém vygenerování se už tyto metody ne-
budou prˇepisovat. Po novém pokusu o vygenerování probeˇhlo vše úspeˇšneˇ a vytvorˇil se
funkcˇní, spustitelný kód editoru. Zárovenˇ prˇibyla trˇída BPmodelValidationProvider
obsahující adaptéry pro jednotlivé validace. Adaptér obsahuje metodu Validate, která
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byla upravena, jak mu˚žeme videˇt ve výpisu 2.
/∗∗
∗ @generated NOT
∗/
public IStatus validate (IValidationContext ctx) {
modelBP.Edge edge = (modelBP.Edge) ctx.getTarget();
return (edge.getSource().getClass() == edge.getTarget().getClass()) ?
ctx .createFailureStatus("Nedovolená cyklická závislost") :
ctx .createSuccessStatus();
}
Výpis 2: Validacˇní metoda rˇešící nevalidní hrany.
Jak je z kódu patrné, celý problém byl vyrˇešen tak, že u každé hrany je zjišt’ováno,
jestli je trˇída instance pocˇátecˇního elementu rozdílná od trˇídy instance elementu cílového.
Dále bylo potrˇeba nastavit, kdy se má validace spoušteˇt.
K docílení toho byl prˇidán kód z výpisu 3 na konec metody doSaveDocument na-
cházející se ve trˇídeˇ BPmodelDocumentProvider. Tím se docílilo toho, že prˇi uložení
zmeˇn v dokumentu se provedla validace, která oznacˇila chybné hrany. To problém vyrˇe-
šilo jen napu˚l. Sice bylo jasné, která hrana je vytvorˇena špatneˇ, ale stále bylo možné tuto
hranu prˇidat.
To byl du˚vod, procˇ se znovu pustit do úprav v souboru BPmodel.gmfmap. Zde u au-
ditu rˇešícího validaci hran byla nastavena ve vlastnostech hodnota pole Use In Live
Mode na True a znovu vygenerován kód editoru. Nyní po spušteˇní nebylo možné chyb-
nou hranu prˇidat, protože díky validaci v live modu se validace provádí beˇhem vytvárˇení
prvku a pokud tento není validní, tak je zabráneˇno jeho vytvorˇení.
ValidateAction. runValidation ((View) document.getContent());
Výpis 3: Volání validace.
4.3 Další pravidla validace
Prˇi vytvárˇení validacˇních pravidel bylo potrˇeba vzít v potaz formální zápis Petriho síteˇ.
V tom jsou hrany a prˇechody dány každé vlastní množinou a v množineˇ se nemohou
vyskytovat dva stejné záznamy. Proto bylo vytvorˇeno pravidlo, že každé místo a každý
prˇechod musí mít vyplneˇné své unikátní jméno. To je du˚ležité prˇedevším z du˚vodu bu-
doucího zpracování simulace a analýzy pomocí statistických metod.
Poslední prˇidané validacˇní pravidlo bylo pro element Process. Zde sice nebylo po-
trˇeba nic validovat, ale pravidlo je využíváno k uložení odkazu na instanci hlavního pro-
cesu. V tomto procesu se nachází uložená, celá námi vytvorˇená sít’ se všemi hodnotami.
K vytvorˇení tohoto validacˇního auditu bylo prˇistoupeno hlavneˇ z du˚vodu, že se ani po
dlouhém procházení návodu˚ a rad na internetu nepovedlo najít zpu˚sob, jak jinak k to-
muto vytvorˇenému objektu prˇistoupit kdykoliv a odkudkoliv. Za tímto úcˇelem vznikla
trˇída PesInstance, implementována podle návrhového vzoru Singleton. Tento postup
byl zvolen prˇedevším z cˇasových du˚vodu˚, protože bez instance vytvorˇeného modelu ne-
bylo možné zacˇít programovat simulaci.
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4.4 Úprava menu
Úprava menu zapocˇala nalezením trˇídy DiagramEditorContextMenuProvider. Tato
trˇída vytvárˇí kontextové menu po kliknutí pravým tlacˇítkem myši v oblasti vykreslování
síteˇ. Toto vytvorˇení zajišt’uje metoda buildContextMenu. Této metodeˇ je v parame-
tru prˇedán objekt menu a do neˇj mu˚žeme vkládat vlastní akce. K tomu v objektu menu
slouží metoda add, která má jako prˇípustný parametr instanci objektu, jež má imple-
mentován interface IAction nebo IContributionItem. Zárovenˇ bylo možné si zde
všimnou již vytvorˇené vlastní položky pro vymazání elementu, která je rˇešena trˇídou
DeleteElementAction.
Dalším krokem bylo vytvorˇení vlastní trˇídy RunElementAction, která implemen-
tuje interface IAction. Po nutném vygenerování neimplementovaných metod interfacu,
kterých bylo neúmeˇrné množství ve srovnání s pocˇtem metod implementovaných ve
výše zmíneˇné trˇídeˇ rˇešící mazání elementu˚. Proto bylo lepší je vymazat a ve trˇídeˇ místo
interfacu nastavit deˇdicˇnost ze trˇídy Action z balícˇku org.eclipse.jface.action.
Po tomto zásahu byla trˇída validní a mohla být vytvorˇena její instance a pomoci zmí-
neˇné metody add tato instance prˇidána do menu. Po spušteˇní projektu nyní v kontex-
tovém menu prˇibyl jeden prázdný rˇádek. Nyní zbývalo tuto položku neˇjak nastavit. Z
kódu operace pro mazání se dá vycˇíst, že beˇhem vytvárˇení akcí je volána metoda init,
která vše nastavuje. Zkopírováním této metody z akce pro mazání a prˇenastavení textu˚ a
ikonky dle potrˇeby bylo docíleno vytvorˇení požadovaného výsledku.
Další na rˇadeˇ bylo prˇidání metody run. Ta prˇepisuje metodu run v rodicˇovské trˇídeˇ.
Že se metoda volá a provádí prˇi kliknutí na položku v menu, bylo snadné si oveˇrˇit umís-
teˇním prˇíkazu pro výpis textu na consoli do teˇla této metody. Když bylo oveˇrˇeno, že je
metoda volána, mohlo dojít k prˇipojení simulace.
4.5 Programování simulace
S prˇístupem k instanci hlavního procesu a k tlacˇítku pro vyvolání akce mohlo zacˇít pro-
gramování samotné simulace. Plán byl zvolen takový, že simulace bude programována
od nejjednoduššího prˇesouvání objektu˚ pouze na základeˇ násobnosti hran a poté bude
simulace rozšírˇena o scénárˇe, omezení a skripty.
Zacˇalo tedy programování prˇesouvání objektu˚, ale hned v úvodu prˇi jakéhokoli po-
kusu neˇco zmeˇnit tento pokus koncˇil chybou java.lang.IllegalStateException:
Cannot modify resource set without a write transaction. Jelikož ani po
dlouhém hledání v diskuzích se nedarˇilo najít zpu˚sob, jak tuto chybu obejít, bylo prˇi-
stoupeno k vytvorˇení editovatelné kopie síteˇ a s tou poté pracovat. To zacˇalo tím, že byly
vytvorˇeny balícˇky pn.model a pn.model.impl prˇesneˇ tak, jako byly vytvorˇeny v pu˚-
vodním modelu. Do teˇchto balícˇku˚ bylo vytvorˇeno rozhraní a implementace trˇíd stejneˇ,
jako jsou definovány v modelu. Dále vznikla trˇída PesParser, která meˇla za úkol vy-
tvorˇit kopii procesu získaného prˇi validaci.
Takové kopírování spocˇívalo v procházení elementu˚ hlavního procesu a vytvárˇení
instancí noveˇ vytvorˇených trˇíd a k naplnˇování jejich atributu˚ stejným zpu˚sobem. Zde
ovšem nastal problém, protože v pu˚vodním procesu neˇkteré prvky obsahují list dalších
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prvku˚, kde každý z nich má atribut ukazující na instanci trˇídy, která ho má v listu. Tato
cyklická závislost byla opomenuta, a proto program havaroval z du˚vodu nedostatku pa-
meˇti, když se cyklicky vytvárˇely stále nové objekty.
Tento problém vyrˇešilo to, že pro každou trˇídu modelu byla vytvorˇena hashmapa,
která jako klícˇ meˇla instanci pu˚vodního procesu a v hodnoteˇ udržovala lokální objekt.
Poté se prˇed vytvorˇením nové instance nejprve zjistí, zda taková instance již existuje,
a pokud ne, pak je vytvorˇena nová. Po této úpraveˇ se již kopie vytvárˇí bez vážneˇjších
problému˚.
Když bylo možné s modelem pracovat a meˇnit jeho hodnoty, mohla zacˇít práce na
samotné simulaci. V modelu všechny elementy vlastní hlavní proces a uchovává je spo-
lecˇneˇ v jednom listu hasElement. Proto prˇi vytvorˇení simulace dochází k iterování to-
hoto listu a elementy jsou rozdeˇleny do menších listu˚ na místa a prˇechody.
Nyní mohlo zacˇít programování prˇesouvání objektu˚. V pu˚vodním modelu všechny
elementy vlastní hlavní proces a uchovává je spolecˇneˇ v jednom listu hasElement. Proto
byl tento list iterován a elementy rozdeˇleny do listu˚ na místa a prˇechody.
Aby bylo možné provádeˇt sít’ náhodneˇ, bylo nutné vytvorˇit metodu, která z listu prˇe-
chodu˚ vrátí jeden náhodneˇ vybraný prˇechod. Tento prˇechod je prˇedáván jako parametr
metodeˇ provedPrechod. Tady se vyskytl problém prˇi pokusu projít všechny hrany to-
hoto prˇechodu, které by dle analýzy meˇly být uloženy v poli linked, ale to bylo prázdné.
Kvu˚li obavám udeˇlat jakýkoli zásah do modelu, bylo nutné rˇešit problém jinak. Rˇešením
se ukázalo být doplneˇní jedné podmínky v místeˇ vytvárˇení listu˚ pro místa a prˇechody.
Pomocí podmínky navíc se zde zacˇal tvorˇit i list hran.
Když bylo urcˇeno, který prˇechod se bude provádeˇt a zjišteˇno, jaké jsou v mapeˇ hrany,
mohla zacˇít implementace pohybu objektu˚. Nejdrˇív byla rˇešena práce na vstupních hra-
nách. Takovou hranu beˇhem procházení listu hran poznáme podle toho, že provádeˇný
prˇechod má nastavený v atributu target. Dále bylo u hrany z atributu source nacˇteno
místo, z kterého se budou objekty brát. Urcˇující atribut udávající typ objektu je atribut
name, který je odkazem na instanci trˇídy GroupName. Hrana má definovanou svou ná-
sobnost pomocí listu instancí trˇídy Group, která udává, kolik objektu˚ majících prˇirˇazený
typ daný instancí GroupName se bude z místa brát. Samotné odebírání objektu probíhalo
odecˇtením pocˇtu odebraných od pocˇtu objektu˚ v místeˇ.
Takto naprogramovaná simulace by však umožnˇovala pocˇet objektu˚ zmenšovat až do
záporných hodnot, což je špatneˇ. Proto byla vytvorˇena metoda isProveditelny, která
zjišt’uje proveditelnost prˇechodu. Porovnává pocˇet objektu˚ v místeˇ s pocˇtem prˇesouva-
ných, a pokud bychom chteˇli prˇesouvat více objektu˚, než se v místeˇ nachází, pak návra-
tovou hodnotou false prohlásí prˇechod za neproveditelný. Jako další vznikla metoda
getProveditelne, která iteruje list prˇechodu˚ a vrátí list pouze teˇch, které jsou prove-
ditelné. Poté je náhodný prˇechod simulace vybírán pouze z listu teˇch proveditelných.
Když byla vytvorˇena takto fungující simulace vstupních hran, zapocˇalo programo-
vání hran výstupních. To spocˇívalo v tom, že v místeˇ, kde probíhá testování, jestli je
hrana vstupní, byl prˇidán blok else, který rˇešil hranu výstupní.
Do tohoto bloku byl zkopírován kód z bloku pro hranu vstupní a upraven tak, aby se
místo bralo z atributu target a namísto odecˇítání se objekty do místa prˇicˇítaly. Problém
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však vyvstal v okamžiku, kdy v cílovém místeˇ objekt ješteˇ neexistoval. V takovém prˇí-
padeˇ bylo nutné novou instanci objektu vytvorˇit a vložit ji do cílového místa. Zde nastal
daleko veˇtší problém pramenící ze špatné analýzy a návrhu soucˇasného modelu. Za sou-
cˇasného stavu nebylo možné zjistit, zda nový objekt je aktivní, nebo pasivní. Jediné, co
prˇi tvorbeˇ objektu víme, je jen to, jaká instance trˇídy GroupName je mu prˇirˇazena. Jediná
možnost, jak toto pouze z názvu poznat, by byla naprogramování pevného slovníku,
nebo umeˇlé inteligence rozpoznávající význam z názvu typu trˇídy. Z cˇasových du˚vodu˚
byl prozatím tento problém vynechán a jako nový byl vždy vytvárˇen aktivní objekt.
4.6 Vytvorˇení requestu
S hotovou nejjednodušší formou simulace bylo nutné zacˇít hledat zpu˚sob, jak se vyhnout
chybeˇ prˇi pokusu o zmeˇnu vykreslené mapy. Na oficiální stránce helpu platformy Eclipse
[22] se píše, že vykreslený model je prˇístupný pouze pro cˇtení. Chceme-li model meˇnit, je
potrˇeba vytvorˇit požadavek (Request). Po neˇkolika neúspeˇšných pokusech o vytvorˇení
requestu dle ru˚zných tutoriálu˚ bylo usouzeno, že zvolený postup je špatný. Nový postup
byl pokusit se z kódu zjistit, jak funguje již vytvorˇený prˇíkaz pro vymazání. Tady byl
prˇedpoklad, že požadavek na vymazání musí v sobeˇ obsahovat obecný požadavek.
Zacˇalo tedy procházení kódu a zjišt’ování, jak trˇídy požadavku RunElementAction
postupneˇ vznikají rozširˇováním svých rodicˇu˚. Nejprve deˇdí ze trˇídy DefaultDelete-
ElementAction. Ta je programovou cˇástí svého abstraktního rodicˇe AbstractDelete-
FromAction. Tato abstraktní trˇída už je potomkem obecné trˇídy DiagramAction, což
je ona obecná trˇída, kterou potrˇebujeme.
Proto byla zmeˇneˇna rodicˇovská trˇída drˇíve vytvorˇené trˇídy RunElementAction z
Action na DiagramAction. Po této akci bylo trˇeba dodefinovat chybeˇjící metody. Teˇmi
jsou isSelectionListener a createTargetRequest. Obsah teˇchto metod byl zprvu
zkopírován ze trˇídy AbstractDeleteFromAction, která je jednou z rodicˇovských trˇíd
pu˚vodního prˇíkazu pro mazání. Když byl v tomto okamžiku program spušteˇn, pak prˇi
použití akce RunElementAction tato mazala objekty síteˇ, jako pu˚vodní metoda pro
mazání. Akce, jakou request vykonává, je definována jednou z prˇidaných metod. Jmeno-
viteˇ metodou createTargetRequest, na kterou se mu˚žeme podívat ve výpisu 4.
protected Request createTargetRequest() {
return new EditCommandRequestWrapper(new DestroyElementRequest(getEditingDomain
(), false));
}
Výpis 4: Vytvorˇení requestu pro mazání.
Jak vidíme, metoda vytvárˇí pouze novou instanci trˇídy DestroyElementRequest,
která je umísteˇná v balícˇku org.eclipse.gmf.runtime.emf.type.core.requests.
Stacˇilo tedy zacˇít procházet tento balícˇek a zjistit, jaké další trˇídy jsou v tomto balícˇku ulo-
ženy. Byla zde nalezena trˇída SetRequest. Dle dokumentace, kterou pro tuto trˇídu zob-
razil našeptávacˇ, se práveˇ tato trˇída používá ke zmeˇneˇ. Do konstruktoru musíme trˇídeˇ
prˇedat trˇi argumenty a teˇmi jsou instance objektu, který chceme meˇnit. Druhý argument
rˇíká, jakou vlastnost meˇníme a trˇetím zadáváme novou hodnotu. Když se po probeˇhnutí
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této metody zavolá metoda run v rodicˇovské trˇídeˇ, provede se požadovaná zmeˇna. Aby
bylo možné obecneˇ vytvárˇet požadovaný request v metodeˇ run, byly pro tyto trˇi vstupy
vytvorˇeny lokální promeˇnné, které bylo poté možné v metodeˇ run nastavit, a prˇi vytvo-
rˇení requestu zavoláním metody createTargetRequest jsou tyto hodnoty prˇevzaty z
nastavených promeˇnných.
Jakmile bylo vytvorˇení requestu prˇipravené, mohl být nacˇten singleton instance trˇídy
PesInstance, a nad tím v metodeˇ run zkusmo procházeny vytvorˇené elementy a meˇ-
neˇny jejich názvy. Po prvních nezdarech, kdy se meˇnil pouze jeden prvek, bylo zjišteˇno,
jak request funguje. Že nestacˇí pouze volat pro každou zmeˇnu metodu run v rodicˇovské
trˇídeˇ, ale také je trˇeba prˇed každým zavoláním této metody vytvorˇit nový request s aktu-
álními daty, a ten poté nastavit rodicˇovské trˇídeˇ. K tomu slouží metoda setRequest v
rodicˇovské trˇídeˇ, do které je prˇedáván výsledek lokální metody createTargetRequest.
Neprˇíjemností byla výjimka NullPointerException, která se vypisovala do con-
sole beˇhem nacˇítání a prˇi každém pokusu neˇco meˇnit prˇed provedením validace. Nicméneˇ
kromeˇ vypisovaní stack trace do console nic jiného tato chyba nezpu˚sobovala, a proto
byla prozatím ignorována. V okamžiku, kdy už byla provedena validace a instance trˇídy
PesInstance prˇestala mít hodnotu null, chyba zmizela a po kliknutí na prˇíkaz se meˇ-
nila jména, prˇesneˇ jak bylo naprogramováno. Vyrˇešení tohoto problému je pozdeˇji veˇno-
vána kapitola 4.8.
4.7 Vykreslování výsledku˚
Jakmile byl nasimulovaný základní pohyb a byl vytvorˇen request, kterým je možné zmeˇny
vykreslit, bylo nutné tyto dveˇ veˇci spojit a tím promítnout v simulaci provedené zmeˇny
na obrazovku. To nebylo zase tak složité a na kód se mu˚žeme podívat ve výpisu 5.
Process proc = PesInstance.getInstance().getMainProc();
if (proc != null) {
PesParser pars = PesInstance.getInstance().getParser();
for (Element e : proc.getHasElement()) {
if (!( e instanceof Place))
continue;
Place p = (Place) e;
if (p.getHasObject() != null)
for (Object o : p.getHasObject()){
target = o;
targetValue = ModelBPPackage.eINSTANCE.getObject_Count();
newValue = ((Object)pars.getLokalObject(o)).getCount;
super.setTargetRequest(createTargetRequest());
super.run(progressMonitor);
}
}
}
Výpis 5: Primitivní simulace elementu˚.
Nejprve bylo potrˇeba oveˇrˇit, že je prˇístup k instanci hlavního procesu. Tato instance
je nacˇítána ze singletonu trˇídy PesInstance a poté je oveˇrˇováno, jestli už má nastavený
hlavní proces, nebo ješteˇ stále prˇístup k modelu nemá. Pokud je zjišteˇno, že prˇístup k mo-
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delu je již k dispozici, je vytvorˇena lokální promeˇnná parseru, která v sobeˇ má uložené
HashMapy uchovávající pro každý objekt vykresleného modelu jeho kopii, nad kterou
byla provádeˇna simulace. Následneˇ jsou iterativneˇ procházeny elementy modelu a hle-
dají se místa. Když je element místa nalezen, jsou u neˇj procházeny jeho objekty a pro
každý z nich vytvorˇen nový request, kterému je jako objekt ke zmeˇneˇ prˇedáván aktuální
objekt o. Jako cílová promeˇnná, která bude meˇneˇna, je nacˇtená ze singleton instance trˇídy
ModelBPPackage hodnota getObject_Count, která requestu rˇíká, že bude meˇneˇná
hodnota count v objektu trˇídy Object. Poslední veˇcí, kterou je potrˇeba prˇedat, je nová
hodnota meˇneˇné promeˇnné count a ta je získána z kopie objektu o, kterou lze získat par-
serem pomocí metody getLokalObject. Zbývá už jen v rodicˇovské trˇídeˇ zavolat run
a požadovaná zmeˇna je provedena. Po spušteˇní takto naprogramované simulace již pro-
gram po zavolání akce úspeˇšneˇ meˇní pocˇty objektu˚. Jen zatím neumí prˇidat nové, když
ješteˇ v místeˇ žádný objekt není.
Bylo trˇeba tento nedostatek odstranit. Dobrým rˇešením se zdálo být prˇestat meˇnit
pouze atribut count pro každý objekt v místeˇ, ale rovnou pro místo prˇenastavit celé pole.
Toho je možné docílit tím, že jako target nebude prˇedáván objekt o, ale místo p. Poté je
do promeˇnné targetValue nastavena hodnota ModelBPPackage.eINSTANCE.get-
Object_Count() a jako nová hodnota je vloženo pole vniklé prˇi simulaci. Bylo ale opo-
menuto, že kopie jsou instance zkopírovaných a upravených trˇíd, ale debuger to po spuš-
teˇní pokusu o akci prˇipomenul.
Po uveˇdomeˇní si, že vytvárˇení kopií vlastních trˇíd bylo kontraproduktivní, byly tyto
trˇídy vymazány. Jelikož byly kopie trˇíd z modelu, pak po vymazání stacˇilo pouze upravit
importy a aplikace zase fungovala. Tyto zbytecˇné trˇídy vznikly hned na zacˇátku práce v
du˚sledku nedostatecˇné znalosti tvorby GMF programu a vytvárˇení pluginu pro Eclipse.
Celá tato situace vznikla z obavy, aby se práce nezasekla nad neˇcˇím, co trˇeba nebude
nakonec vu˚bec potrˇeba a na du˚ležité veˇci poté nezbude cˇas. Hlavním du˚vodem byla ne-
znalost, že import referencí u pluginu probíhá jinak, než u beˇžné aplikace. Takže i prˇes
prˇidání projektu pro model do Build path se nedarˇilo dostat ke trˇídám definovaných v
modelu této aplikace. Tak byla utvorˇena jejich kopie a alesponˇ základní kostra simulace.
Až beˇhem práce na validaci byl nedostatek napraven a zjišteˇno, že reference u Eclipse
pluginu se nenastavují v Build path, ale v souboru MANIFEST.MF. Po úpraveˇ vlastnosti
Required Plug-ins prˇidáním projektu BPSimStudio2 byl získán prˇístup k trˇídám hlav-
ního modelu.
Po teˇchto úpravách už vykreslování simulace fungovalo. I nové objekty se vytvárˇely,
ale stále to nebylo dobrˇe, protože objekty nemeˇly vyplneˇné všechny promeˇnné. Hlavneˇ
byla chybneˇ vyplneˇná promeˇnná contained, která rˇíká, pod kterým elementem bude
objekt uložen. Ta byla nastavená na kopii místa. To zpu˚sobovalo, že stav po simulaci
nebylo možné uložit, protože koncˇil chybovým oknem. Po úpraveˇ nastavování této pro-
meˇnné již byla simulace v porˇádku a vykreslovala se jak meˇla.
4.8 Oprava chyb s requestem
S prˇibývajícím kódem bylo stále nejprˇíjemneˇjší, že request stále vypisuje chyby, dokud
nemá nastavený model a hlavneˇ, že toto rozdvojené pracování s modelem a jeho kopií
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bylo hodneˇ neprˇehledné a práce s ním byla dost náchylná na chyby a zpeˇtneˇ neprˇehledná.
Zárovenˇ se prˇi každém novém vykreslení zbytecˇneˇ všechny objekty tvorˇily nové a staré
se zahazovaly. Bylo trˇeba vyrˇešit, jak to udeˇlat, aby se zmeˇny provádeˇné v simulaci deˇlaly
nad vykresleným modelem a nikoli nad jeho kopií. Toho bylo možné docílit jen tak, že pro
každou zmeˇnu bude hned vytvorˇen request, který ji bude meˇnit rovnou i na obrazovce.
Jako rˇešení se nabízelo prˇesunout celý request do projektu k simulaci a v menu vo-
lat pouze obecný IAction, který teprve bude volat simulaci, která by si requesty rˇídila
sama. Proto byla trˇída RunElementAction zkopírována do svého projektu simulace a
prˇejmenována na ChangeAction. Poté byla trˇídeˇ RunElementAction zmeˇneˇna rodi-
cˇovská trˇída z konkrétní DiagramAction na obecnou Action. I když nový rodicˇ nepo-
žadoval instanci IWorkbenchPart jako soucˇást konstruktoru, bylo trˇeba tuto instanci
prˇedat dál do nové trˇídy v simulaci, protože tato instance requestu rˇíká, kde se nacházejí
objekty, které má meˇnit.
Ze simulace byl vymazán již zbytecˇný parser a zacˇala oprava simulace. K tomu,
aby zase fungovala bylo nutné vytvorˇit neˇkolik dalších metod. Prˇedneˇ bylo trˇeba udeˇ-
lat metodu updateObject. Tato metoda pouze volá drˇíve upravenou metodu run trˇídy
ChangeAction. Tuto trˇídu je možné videˇt v prˇíloze ve výpisu 25. Mnohem zajímaveˇjší
je druhá prˇidaná metoda updatePlaceAddObject, která je ve výpisu 6. Tato metoda
obstarává prˇidávání nového objektu do místa.
ChangeAction action;
...
private void updatePlaceAddObject(Place plac, Object obj) {
EList<Object> list = plac.getContains();
List<Object> listNew = new ArrayList<Object>();
for (Object object : list ) {
listNew.add(object);
}
listNew.add(obj);
action.run(plac, ModelBPPackage.eINSTANCE.getPlace_Contains(), listNew);
action.run(plac, ModelBPPackage.eINSTANCE.getPlace_HasObject(), listNew);
action.run(obj, ModelBPPackage.eINSTANCE.getObject_Contained(), plac);
}
Výpis 6: Metoda prˇidávající objekt.
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5 Prˇepracování modelu
5.1 Problém s modelem
Když bylo dosaženo fáze, kdy zacˇít programovat funkcionalitu scriptu, vyskytl se pro-
blém, o kterém se v záveˇru práce zminˇuje i autor editoru.
"Ješteˇ jedna nesplneˇná cˇást zadání práce zbývá, a tou je možnost prˇidávání atributu˚ objektu˚m
diagramu. Du˚vodem nesplneˇní této cˇásti zadání však nebyla cˇasová tísenˇ, ale opomneˇní prˇi ana-
lýze. Už tento fakt napovídá tomu, že prˇidat tuto funkcionalitu bude znamenat zásah do celého
modelu, nejspíš i nové generování kódu"[1].
Prˇi hlubším zkoumání tohoto problému ovšem vyvstal mnohem závažneˇjší problém.
Tím problémem bylo, že model, jak byl analyzován a navrhnut, je vzhledem k úkolu této
práce naprosto nevyhovující. Problém nastal prˇedevším s reprezentací míst Petriho síteˇ.
Jak je místo navrženo, se mu˚žeme podívat na obrázku 6.
Obrázek 6: Pu˚vodní návrh místa
Dle zadání by meˇla simulace umožnˇovat práci s objekty ru˚zných typu˚ a teˇm následneˇ
definovat uživatelské atributy. Problém však byl ten, že v editoru žádné objekty jako
takové nejsou. Je zde pouze trˇída Object, která slouží jako rodicˇovská dveˇma vykreslo-
vaným trˇídám Active a Passive. Tyto vykreslované trˇídy rodicˇovské trˇídeˇ neprˇidávají
žádnou funkcˇnost, ani žádné atributy. Jejich význam je pouze ten, že ve vykresleném
diagramu mají jinou barvu.
Dle zadání by to ale meˇlo být tak, že každé místo má uložené skupiny objektu˚, ob-
sahující samotné objekty a ty se poté budou prˇesouvat. Teˇmto prˇesouvaným objektu˚m
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bude možné pomocí skriptu v prˇechodu nastavovat uživatelské atributy. Bohužel sou-
cˇasneˇ naprogramovaný editor má v místeˇ nastavenou skupinu objektu˚ matoucneˇ nazva-
nou Object. Tato skupina pouze rˇíká, kolik má v sobeˇ objektu˚ a jakého jsou typu, ale
samotné objekty nikde neexistují. Z místa vede hrana (Edge), která má pomocí listu in-
stancí trˇídy Group nastavenou násobnost (multiplicity). V instanci trˇídy Group má
však zase uložený pouze typ prˇesouvaných objektu˚ a pocˇet teˇchto objektu˚. Proto nebyl
problém zjistit kolik a jakých objektu˚ do prˇechodu a z prˇechodu jde. Mohla být pro tyto
vstupní objekty vytvorˇena trˇída a v prˇechodu vytvárˇeny její instance dle pocˇtu vstupních
a výstupních objektu˚. Následneˇ nad teˇmito instancemi by byly provádeˇny akce defino-
vané scriptem a prˇidávala jim uživatelské atributy, jako je požadováno v zadání. Jako
minimální splneˇní úkolu by toto stacˇilo, ale nebylo by logické vytvorˇit objekt, který je
ihned po nastavení zahozen. Proto bylo rozhodnuto splnit úkol i za cenu nutnosti zá-
sahu do základu˚ hotového editoru a jeho prˇepracování.
5.2 Zmeˇna modelu
A tak zacˇala editace souboru BPmodel.ecore, kde byl model prˇepracován tak, aby se
v diagramu skutecˇneˇ pracovalo a objekty a nikoliv jen s cˇíslem udávající pocˇet objektu˚,
které by vznikly prˇi zacˇátku provádeˇní prˇechodu a po jeho skoncˇení zanikly. Noveˇ byl
model analyzován a navrhnut, jako na obrázku 7.
Obrázek 7: Nový návrh místa
K budoucí práci je potrˇeba, aby v místeˇ byly uložené skupiny dle svého typu a v
nich samotné instance objektu˚. Nejprve byl u místa zmeˇneˇn typ reference hasObject
z Object na Group. Poté u trˇíd Active a Passive došlo ke zmeˇneˇ rodicˇovské trˇídy.
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Následovalo vytvorˇení nové promeˇnné typu EReference ve trˇídeˇ Group. Datový typ
této reference byl nastaven na trˇídu Object. Pomocí vlastností Lower Bound a Upper
Bound byla nastavena násobnost na hodnoty 0 spodní mez a -1 horní mez. Práveˇ cˇíslo -1
u horní meze rˇíká, že horní mez není omezena. Další zmeˇnou bylo nastavení vlastnosti
Containment na hodnotu true. Tím je docíleno toho, že trˇída Group je vlastníkem in-
stancí trˇídy Object. U toho bylo trˇeba zmeˇnit datový typ atributu contained z Place
na Group. Když to bylo vše hotové, mohla být u tohoto atributu nastavena hodnotu
vlastnosti EOpposite na hasObject : Object což znamená, že každý objekt musí
mít prˇirˇazenou prˇíslušnost práveˇ k jedné skupineˇ Group.
Nyní bylo nutné neˇjak nahradit pu˚vodní funkcionalitu trˇídy Group. Pro tento úcˇel
vnikla trˇída GroupPointer, která plnila funkci pu˚vodní trˇídy. Prakticky je to ukazatel
na trˇídu urcˇující typ prvku (GroupName), rozšírˇený o promeˇnou udávající pocˇet prvku˚.
Tato trˇída je poté využívána pro nastavení kapacity místa a urcˇení násobnosti hrany. Tedy
všude tam, kde nás zajímá s kolika a jakými objekty se bude pracovat, ale samotné in-
stance objektu˚ nepotrˇebujeme uchovávat. Když byla tato trˇída vytvorˇena, byl ji jako vlast-
nost EType nastaven atribut capacity trˇídy Place a u atributu multiplicity trˇídy
Edge.
Po prˇenastavení modelu bylo nutné prˇejít do okna GMF Dashboard (na obrázku 2) a
u položky Domail Gen Model kliknul na tlacˇítko Reload. Po odklikání pru˚vodce se ote-
vrˇe soubor BPmodel.genmodel. V tom je z kontextového menu nad korˇenem stromu
zvolena možnost Generate All. To noveˇ vygeneruje trˇídy modelu, balícˇek odkazu˚ na atri-
buty pro potrˇeby requestu, továrnu pro tvorbu instancí a rovneˇž kód editoru a testovací
trˇídy. Tato zmeˇna modelu ale rozbila kód simulace. Jelikož zatím došlo jen k prˇetypování,
oprava teˇchto chyb byla rychlá.
Prˇepracování pokracˇovalo úpravou dalších cˇástí v GMF Dashboardu. Cˇásti Tooling
Def Model a Graphical Def Model, které jsou definované soubory BPmodel.gmftool
a BPmodel.gmfgraph, žádnou zmeˇnu nepotrˇebovaly. První rˇíká jen, jak bude vypa-
dat paleta komponent diagramu a druhý urcˇuje, jak budou vykreslené elementy v di-
agramu vypadat. Problém nastal s cˇástí Mapping Model, která je definována souborem
BPmodel.gmfmap, jež prˇi validaci hlásil chyby. Tento soubor urcˇuje, která cˇást modelu je
mapována na kterou komponentu diagramu. Zde bylo nutné u komponent Active a Pas-
sive zmeˇnit atribut trˇíd, ze kterých se získává vypsaný text. Po kliknutí na Transform se
zmeˇny promítnou do poslední cˇásti Dashboardu, kterou je Diagram Editor Gen Model,
jež je uložen v souboru BPmodel.gmfgen. Ten prˇi validaci žádnou chybu nenašel, a tak
mohla práce pokracˇovat. Už stacˇilo jen kliknout na Generate diagram editor a tím
se prˇepíše i projekt definující diagram.
Jakmile byl diagram noveˇ vygenerován, bylo trˇeba opravit vzniklé chyby. Ty vznikly
všude tam, kde bylo zasaženo do kódu a ve trˇídách rˇešících dialogová okna. Bylo proto
trˇeba nastudovat a pochopit jejich kód a ten prˇedeˇlat tak, aby fungoval, jak má.
Po zjišteˇní, jak snadné je provést zmeˇnu modelu, mohlo dojít k dalším úpravám tak,
aby se s ním v simulaci dobrˇe pracovalo. Jako první došlo k opraveˇ atributu linked u
trˇídy Element, která slouží jako rodicˇovská pro trˇídy Place, Transition, Process
a Edge. Jak už bylo drˇíve zmíneˇno v kapitole 4.5, tento atribut nefungoval, jak by meˇl.
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Bylo trˇeba nastavit vlastnost EOpposite, aby se automaticky plnil a udržoval stav kon-
zistentní s vykresleným modelem. Tady se vyskytl problém, že atribut je možné páro-
vat s dveˇma možnými atributy trˇídy Edge, kterými jsou source a target. Ke správné
funkci by ale bylo potrˇeba, aby linked byl spárován s obeˇma soucˇasneˇ. Jelikož to ne-
bylo možné, došlo k nahrazení atributu linked dveˇma novými atributy linkedIn a
linkedOut. Jak již názvy napovídají, noveˇ budou vstupní a výstupní hrany ukládány
zvlášt’.
Následneˇ došlo k odstraneˇní z pohledu simulace zbytecˇneˇ redundantních atributu˚,
které meˇly trˇídy Place a Transition. To si mu˚žeme prohlédnout na obrázku 8, kde je
zrˇetelneˇ viditelná zmeˇna.
Obrázek 8: Pu˚vodní (vlevo) a opravený(vpravo) model síteˇ
Prˇi vytvorˇení modelu po teˇchto úpravách bylo zjišteˇno, že duplicity byly patrneˇ pouze
kvu˚li dialogovým oknu˚m, jejichž trˇídy hlásily chyby. Po zmeˇneˇ kódu nahrazením všech
odkazu˚ na vymazané pole odkazy na ty, co zu˚staly. Po spušteˇní vypadalo vše v porˇádku
a funkcˇní, až do chvíle, než bylo otevrˇeno dialogové okno prˇechodu. Po jeho uzavrˇení se
zmeˇnil diagram, i když k žádné uživatelské zmeˇneˇ nedošlo. Prˇesto prostrˇedí ukazovalo,
že došlo ke zmeˇneˇ a je trˇeba diagram uložit. Prˇi pokusu o uložení ale vyskocˇila chybová
hláška upozornˇující na to, že objekt musí být obsažen ve zdroji (obr 9).
Du˚vod vzniku této chyby spocˇívá v tom, že prˇi každém otevrˇení dialogového okna
prˇechodu se pro seznam vypsaných scénárˇu˚ vytvárˇí nové instance, ale odkazy na prˇirˇa-
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Obrázek 9: Chybová hláška
zené scénárˇe hrany zu˚stávají na instanci pu˚vodní a ty potom nejsou nijak ukládány. Tento
problém byl vyrˇešen úpravou kódu trˇídy TransitionAttributes. V té je umísteˇna
metoda setTransitionImpl. Tato metoda nastaví argumenty nacˇtené z dialogového
okna instanci prˇechodu, jíž obdrží jako argument. Bylo proto využito toho, že porˇadí
scénárˇu˚ v listu se nemeˇní a dialogová okna neumožnˇují scénárˇe ze seznamu vymazat.
Díky tomu je možné v metodeˇ získat pu˚vodní list scénárˇu˚ z prˇedaného prˇechodu a tento
list poté procházet a nastavoval mu atributy na hodnoty získané skrze dialogové okno.
Tím bylo vyrˇešeno vytvárˇení nových objektu˚ a vyhazování chyby. Nakonec ješteˇ probíhá
jeden cyklus, který zacˇíná na pocˇtu prvku˚ pole v instanci prˇechodu a koncˇí na pocˇtu
prvku˚ pole získaného od uživatele skrze dialogové okno. Beˇhem pru˚chodu cyklu se do
lokálního listu prˇidávají prvky z listu získaného od uživatele. Tím je zajišteˇno prˇidávání
nových scénárˇu˚, které by se jinak bez této konstrukce po uzavrˇení dialogového okna za-
hazovaly.
5.3 Prˇidání uživatelských atributu˚ objektu
Další nutnou zmeˇnou byla potrˇeba doplnit chybeˇjící možnost definování uživatelských
atributu˚ samotným objektu˚m. Jako prˇíhodné rˇešení tohoto problému bylo prˇidání atri-
butu typu EHashMap k objektu˚m trˇídy Object. Tato mapa by poté uchovávala uživa-
telem definované promeˇnné a jejich hodnoty. Zde vyvstal problém, že EMF neumí au-
tomaticky serializovat hashmapu. To by v du˚sledku znamenalo, že objekty by meˇly své
atributy po dobu beˇhu programu, ale v okamžiku ukoncˇení by se tyto hodnoty nikam
neuložily a uživatel by o neˇ prˇišel.
Bylo proto nutné zmeˇnit typ teˇchto objektu˚ na EString a zajistit prˇevoditelnost
z mapy na rˇeteˇzec a zpeˇt. Prˇevedení objektu z mapy na rˇeteˇzec nebylo složité, pro-
tože to je již implementované pomocí metody toString. Problém však nastal prˇi zpeˇt-
ném prˇevádeˇní. Za tímto úcˇelem byla vytvorˇena metoda, která by prˇevod umožnˇovala.
Tuto prˇevoditelnost umožnila instance trˇídy Properties. Ta umožnˇuje vytvorˇit mno-
žinu objektu˚ typu Entry, který prˇedstavuje dvojici dvou objektu˚, z nichž první je klícˇ a
druhý hodnota. Aby trˇída Properties tuto množinu zvládla vytvorˇit, musí mít data ve
tvaru klícˇ=hodnota a jednotlivé záznamy oddeˇlené novým rˇádkem [23]. Takto vytvorˇe-
nou množinu objektu˚ Entry už je možné iterovat a vytvorˇit z objektu˚ mapu. Kód této
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metody mu˚žeme videˇt na výpisu 7.
Properties props = new Properties();
props.load(new StringReader(text.substring(1, text . length() − 1).replace(" , ", " \n") ) ) ;
Map<String, String> map = new HashMap<String, String>();
for (Map.Entry<Object, Object> e : props.entrySet()) {
map.put((String)e.getKey(), (String)e.getValue()) ;
}
return map;
Výpis 7: Metoda prˇevádeˇjící String na HashMapu
V takto napsané metodeˇ však dochází k tomu, že jakýkoli vložený objekt po prove-
dení vrátí jako String. Bylo proto trˇeba tento problém ošetrˇit a alesponˇ základní hodno-
tové datové typy zachovat. Z toho du˚vodu bylo trˇeba modifikovat kód jak pro prˇevedení
do mapy, tak i pro prˇevod z mapy na rˇeteˇzec. Pro tento úcˇel bylo potrˇeba jednotlivé
datové typy vzájemneˇ odlišit. Pro tento úcˇel bylo zvoleno vložit jako první znak rˇeteˇzce
hodnoty zástupný znak unikátní pro každý definovaný datový typ. Jaký znak je prˇirˇazen
jakému datovému typu mu˚žeme videˇt v následující tabulce.
Datový typ Zástupný znak
int I
float F
double D
BigDecimal B
String S
Object O
Aby bylo možné takto prˇevádeˇt mapu na rˇeteˇzec, bylo nejprve potrˇeba iterovat prˇes
všechny Entry v mapeˇ a zjišt’ovat jejich typ. Ke zjišteˇní prˇíslušnosti k trˇídeˇ posloužil
operátor instanceOf. Prˇíklad jeho použití pro rozpoznání typu double si mu˚žeme
prohlédnout na výpisu 8. Ve stejném duchu byla opravena i metoda toMap, která je k
videˇní v prˇíloze ve výpisu 26.
HashMap<String, Object> local = new HashMap<String, Object>();
for (Entry<String, Object> set : map.entrySet()) {
...
if (set.getValue() instanceof Double) {
local .put(set.getKey(), ( "D" + set.getValue())) ;
continue;
}
...
}
return local . toString () ;
Výpis 8: Prˇíklad zjišteˇní typu objektu
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5.4 Vytvárˇení objektu˚
Jako další bylo potrˇeba programoveˇ vyrˇešit vytvárˇení objektu˚ v místeˇ. Model uchovává
pocˇet objektu˚ v promeˇnné count. Tato promeˇnná je snadno nastavitelná pomocí již hoto-
vého dialogového okna. Proto bylo prˇíhodné navázat vytvárˇení objektu˚ na nastavování
této promeˇnné. Za tímto úcˇelem bylo potrˇeba zmeˇnit metody ve trˇídeˇ GroupImpl. Nej-
prve došlo k úpraveˇ setCount. Do teˇla té byl prˇidán cyklus, který vytvorˇí list s nasta-
vovaným pocˇtem instancí trˇídy Objekt. Následneˇ je na pu˚vodní list zavolána metoda
clean, jež z neˇj vymaže všechny objekty a následneˇ je pomocí metody addAll prˇidán
cyklem vytvorˇený list. Nakonec je trˇeba tuto metodu oznacˇit @generated NOT, aby se
prˇi zmeˇneˇ modelu neprˇepsala. Po spušteˇní takto upraveného programu už byly objekty
vytvorˇeny, protože metoda setCount je volána také prˇi nacˇítání uložené síteˇ. Prˇi dal-
ším spušteˇní se ale projevil problém, protože program první nacˇetl hodnotu count a
vytvorˇil tolik objektu˚, ale následneˇ k nim ješteˇ prˇidal uložené objekty. To zpu˚sobovalo,
že prˇi každém spušteˇní se pocˇet objektu˚ zdvojnásoboval. K vyrˇešení toho bylo trˇeba udeˇ-
lat další zmeˇnu modelu. Tou zmeˇnou bylo prˇenastavení vlastnosti Transient u pro-
meˇnné count na hodnotu true. Toto nastavení zajistilo, že se promeˇnná count prˇestala
ukládat do souboru, ale že po uzavrˇení programu zaniká. Z toho du˚vodu bylo ješteˇ po-
trˇeba pozmeˇnit metodu getCount tak, aby nevracela hodnotu promeˇnné count, ale
konstrukci return getHasObject().size(); vracela velikost listu s objekty.
Další veˇcí, která potrˇebovala upravit, byla samotná tvorba objektu˚ po zmeˇneˇ pocˇtu.
Tady bylo neprˇíjemné, že prˇi každé zmeˇneˇ se všechny objekty vytvorˇily noveˇ. To by mohl
být problém, když by uživatel beˇhem simulace meˇnil pocˇet objektu˚ v místeˇ, prˇišel by o
uživatelské atributy nastavené stávajícím objektu˚m. Zpu˚sob, jak tomuto problému prˇe-
dejít, je rˇešit jen rozdíl pocˇtu prvku˚, jak to mu˚žeme videˇt ve výpisu 9.
for ( int i = getHasObject().size(); i < newCount; i++) {
modelBP.Object obj = ModelBPFactory.eINSTANCE.createObject();
obj.setContained(this);
obj.setDescription("generovane");
getHasObject().add(obj);
}
if (newCount < getHasObject().size()) {
List<modelBP.Object> nove = new ArrayList<modelBP.Object>();
for ( int i = 0; i < newCount; i++) {
nove.add(getHasObject().get(i));
}
getHasObject().clear() ;
getHasObject().addAll(nove);
}
Výpis 9: Zpu˚sob zmeˇny pocˇtu objektu˚ v listu
První cyklus zajistí, že pokud je hodnota newCount pro požadovaný pocˇet veˇtší než
kolik je objektu, pak jsou vytvorˇeny nové objekty a prˇidány na konec listu. A druhý blok
rˇeší stav, kdy chceme pocˇet objektu˚ zmenšit. Tady bylo neˇkolik možných prˇístupu˚, jak
zmeˇnu provést. Trˇi hlavní možnosti jsou chápat list jako frontu, zásobník, nebo odebírat
35
objekty náhodneˇ. V implementaci byl zvolen prˇístup zásobníku. To znamená, že budeme
odebírat nejnoveˇjší objekty z konce listu. Jinými slovy vrátíme pouze požadovaný pocˇet
prvních objektu˚ a co je navíc, je zahozeno. Tento prˇístup byl zvolen proto, aby nebyly
zahazovány nejstarší objekty, u kterých je pravdeˇpodobneˇjší, že už mají nastavené neˇjaké
uživatelské atributy.
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6 Dokoncˇení simulace
6.1 Úprava simulace pro nový model
Nyní, když byl model opraven, aby obsahoval objekty, bylo potrˇeba zmeˇnit kód simulace,
aby zacˇal pracovat s objekty. Doposud totiž program v simulaci pouze meˇnil promeˇnnou
count. Díky vytvárˇení a mazání objektu˚ práveˇ pomocí této promeˇnné se mohlo na první
pohled zdát, že se objekty prˇesouvají už nyní. Ve skutecˇnosti ale žádný objekt nijak prˇe-
souván není, nýbrž pu˚vodní objekty ve výstupních zaniknou a v cílových se vytvorˇí zcela
nové. Aby se tomu prˇedešlo, musel být v simulaci upraven kód metody proved. První
krok spocˇíval v prˇesunutí objektu˚ z místa. To probíhá tak, že je do hashMapy nacˇten po-
žadovaný pocˇet objektu˚. Zbylé objekty jsou uloženy do nového listu a tento list je potom
prˇedán jako vstup do metody updateGroup, která vytvárˇí requesty. Ukázku kódu mu˚-
žeme videˇt na výpisu 10.
HashMap<String, Object> pracovniEle = new HashMap<String, Object>();
...
int mapI = 0;
for (GroupPointer obj : edge. getMultiplicity () ) {
Group target = objMista.get(obj.getNamed()); //ziska z mista pozadovanou skupinu
ArrayList<Object> zbytek = new ArrayList<Object>();
for ( int i = 0; i < obj.getCount(); i++) {
mapI++;
pracovniEle.put(" I " + pl .getName() + "G" + target.getNamed().getName()
+ "O" + mapI, target .getHasObject().get(i) ) ;
}
for ( int i = obj.getCount(); i < target .getHasObject().size(); i++) {
zbytek.add(target.getHasObject().get(i) ) ;
}
updateGroup(target, zbytek);
}
Výpis 10: Zmeˇna pocˇtu objektu˚ simulací
Beˇhem upravování simulace výstupních objektu˚ se projevila neprˇíjemnost, že mu-
síme neˇjakým zpu˚sobem tyto objekty rozdeˇlit mezi výstupní místa. Zárovenˇ je v zadání
požadavek, aby uživatel meˇl možnost zvolit, zda z prˇechodu bude vystupovat stáva-
jící objekt, nebo nový. Jako rˇešení celé této problematiky se nabízelo plánované využití
skriptu˚. Z toho du˚vodu se elementy ukládají do hashmapy pracovniEle, kde klícˇ rˇíká,
zda objekt do prˇechodu vstupuje (I), nebo z neˇj vystupuje (O), z jakého a do jakého místa
objekt jde, jaký je jeho typ(urcˇený GroupName) a kolikátý v porˇadí pro svu˚j typ a místo
byl vybrán. Poté algoritmus prochází všechny výstupní hrany a dle násobnosti vytvorˇí
nové objekty a také je prˇidá do mapy. Na tento kód se mu˚žeme podívat ve výpisu 27
umísteˇném v prˇíloze.
Uživatel poté bude moci ve scriptu urcˇit, jestli jako výstupní objekt bude do místa
prˇedán noveˇ vytvorˇený, nebo neˇkterý ze vstupních objektu˚. Pro ulehcˇení práce s objekty
ve scriptu byla vytvorˇena trˇída PesHelper, která do promeˇnné script prˇidá komen-
tárˇe s oznacˇením objektu a jeho popisem.
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6.2 Rˇešení náhodné volby parametru˚
Další požadavek zadání byl, aby simulace umožnˇovala náhodnou volbu zvolených pa-
rametru˚. K rˇešení tohoto problému byla zvolena možnost definovat prˇechodu scénárˇe.
Každý scénárˇ má nastavený název, procentuální šanci, že se provede, minimální a maxi-
mální hodnotu a cenu. Práveˇ ru˚zné scénárˇe zveˇtšují vyjadrˇovací schopnosti této Petriho
síteˇ. To je zajišteˇno tím, že výstupním hranám by meˇlo být možné nastavit ru˚zné scénárˇe a
tím zajistit, že by se provedly jen neˇkteré. První veˇcí, kterou bylo u scénárˇu˚ potrˇeba vyrˇe-
šit bylo špatné zadání pravdeˇpodobnosti. Program totiž nijak nekontroluje, jestli soucˇet
pravdeˇpodobností všech scénárˇu˚ je 100%. Nejprˇíhodneˇjší možností ošetrˇení tohoto ne-
dostatku byla kontrola a prˇípadná zmeˇna hodnot automaticky po uzavrˇení dialogového
okna prˇechodu. Tato ošetrˇení bylo proto prˇidáno do metody setTransitionImpl ve
trˇídeˇ TransitionAttributes. Práveˇ tato metoda je volána pro nastavení výstupu z
dialogového okna. Jak tato oprava funguje mu˚žeme videˇt na výpisu 11.
EList<Scenario> scenare = transition.getHasScenarios();
int celkem = 0;
for (Scenario scen : scenare) {
celkem += scen.getPercent();
}
if (celkem != 100) {
float konst = (float ) (100.0 / celkem);
for (Scenario scen : scenare) {
scen.setPercent(Math.round(scen.getPercent() ∗ konst));
}
}
Výpis 11: Zmeˇna pocˇtu objektu˚ simulací
Zde vidíme, že nejprve je spocˇten celkový soucˇet procent u všech scénárˇu˚ a pokud je
jiný než 100, je spocˇtena konstanta, kterou jsou poté jednotlivé šance scénárˇu˚ násobeny,
a tím se jejich soucˇet opraví na 100%. V tomto kroku je problém, že procentuální šance
jsou ukládány jako int, a tudíž se mu˚že stát, že když zaokrouhlíme opravenou hodnotu
typu float, získáme zase soucˇet jiný než 100. Kuprˇíkladu, když budeme mít 2 scénárˇe a
dáme jim šance 1 a 7, pak po opraveˇ se tyto šance opraví na 12,5 a 87,5. Po zaokrouhlení
tady získáme šance 13 a 88, což nám v soucˇtu dá celkem 101%. K odstraneˇní této chyby
bylo trˇeba provést další opravu modelu. V tom byl zmeˇneˇn typ z int na float. Po prˇe-
generování prˇišla rˇada na opravu trˇídy TransitionDialog, kde bylo potrˇeba v metodeˇ
getScenarios upravit prˇetypování scénárˇe. Zárovenˇ hned bylo prˇidáno ošetrˇení chyb
vznikajících prˇi nevyplneˇné hodnoteˇ a zachycení NumberFormatException vznikající
prˇi špatneˇ zadané hodnoteˇ.
S naplneˇnými hodnotami mohla zacˇít simulace. V té bylo potrˇeba v provádeˇném
místeˇ náhodneˇ vybrat jeden prˇechod dle pravdeˇpodobnosti. To bylo vyrˇešeno tak, že
jednotlivým scénárˇu˚m byly prˇirˇazeny intervaly dle jejich velikostí, na což se mu˚žeme
podívat v tabulce.
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Pravdeˇpodobnost Interval
12,5 〈0; 12.5)
12,5 〈12.5; 25)
25 〈25; 50)
50 〈50; 100)
Prˇi sloucˇení teˇchto intervalu˚ jsme získali spojitý interval 〈0; 100). Proto stacˇilo jen vy-
generovat cˇíslo z tohoto intervalu. K tomuto úcˇelu je dostacˇující použití náhodneˇ vygene-
rované floatové hodnoty pomocí metody nextFloat trˇídy Random. Zminˇovaná metoda
vrací náhodné cˇíslo z intervalu 〈0; 1). Tato hodnota je vynásobena ×100, cˇímž získáme
hodnotu z cílového intervalu. Poté se postupneˇ procházejí scénárˇe a scˇítá se jejich prav-
deˇpodobnost, dokud nebude tento soucˇet veˇtší, než vygenerovaná hodnota, protože v
takovém prˇípadeˇ je horní hranice intervalu veˇtší, než hodnota požadovaná. Prakticky to
mu˚žeme videˇt ve výpisu 12.
private Scenario getScenarioToDo(Transition trans) {
if (trans.getHasScenarios().size() == 0) {
return null ;
}
float volba = new Random().nextFloat()∗100;
float celkem = 0;
for (Scenario scen : trans.getHasScenarios()) {
celkem += scen.getPercent();
if (celkem > volba)
return scen;
}
return null ;
}
Výpis 12: Metoda pro náhodnou volbu scénárˇe.
Následneˇ bylo nutné prˇistoupit v metodeˇ proved k upravení algoritmu. Prˇedevším bylo
trˇeba zmeˇnit cˇást rˇešící provádeˇní výstupních hran a to tak, že algoritmus nejprve otes-
tuje, zda metoda vrátila neˇjaký náhodný scénárˇ, nebo je její návratová hodnota null. To
by znamenalo, že prˇechod nemá definované žádné scénárˇe, a proto se provedou všechny
výstupní hrany. Pokud by byl vrácen neˇjaký scénárˇ, pak se u každé výstupní hrany tes-
tují scénárˇe, a pokud prˇechod obsahuje provádeˇný scénárˇ, hrana se provede. Tuto cˇást
algoritmu mu˚žeme videˇt na výpisu 13.
boolean provest = false;
if (scenar != null) {
for (Scenario scen : edge.getScenarios()) {
provest |= scen.equals(scenar);
}
}
if ((scenar == null) || provest) {
// algoritmus provedeni hrany
}
Výpis 13: Algoritmu testující proedení hrany.
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6.3 Implementace skriptovacího enginu
Jelikož si vývojárˇi jazyku Java uveˇdomují výhody skriptovacích jazyku˚, mezi neˇž patrˇí
prˇedevším
• Pohodlí: Veˇtšina skriptovacích jazyku˚ je dynamicky typována. Mu˚žeme veˇtšinou
vytvárˇet nové promeˇnné bez nutnosti deklamace datového typu a jednu promeˇn-
nou mu˚žeme použít pro uložení více datových typu˚. Zárovenˇ skriptovací jazyky
zvládají automaticky konverze mezi ru˚znými typy naprˇ. cˇíslo 10 na rˇeteˇzec "10"a
zpeˇt.
• Rychlejší vývoj: Mu˚žeme se vyhnout cyklu editace - kompilace - beˇh, ale po editaci
rovnou spouštíme beˇh.
• Rozšírˇení aplikace: Mu˚žeme "ztvárnit" cˇásti aplikace - naprˇíklad konfigurací, busi-
ness logiky/pravidel, výpocˇetních a matematických výrazu˚ pro financˇní aplikace.
• Prˇíkazový rˇádek pro zkoušení: Pro ladeˇní, nastavení cˇasu a jiných runtime vlast-
ností. Veˇtšina aplikací má konfiguracˇní nástroj prostrˇednictvím webového rozhraní.
Ale administrátorˇi a vývojárˇi cˇasto preferují prˇíkazový rˇádek. Místo vymýšlení
vlastního skriptovací jazyku ad-hoc za tímto úcˇelem, mu˚že být použit již vytvo-
rˇený skriptovací jazyk.
Pro úcˇely použití skriptovacího jazyku v jazyku Java se používá JavaTM Scripting
API. S tím je možné napsat prˇizpu˚sobitelné aplikace v jazyce Java a nechat jejich prˇizpu˚-
sobení pomocí skriptovacího jazyku až na koncovém uživateli. Vývojárˇ ani nemusí zvo-
lit skriptovací jazyk beˇhem vývoje, protože pokud použije JSR-223 API, pak uživatelé
mohou použít libovolný JSR-223 kompatibilní skriptovací jazyk [19].
Funkcionalita Java skriptování je umísteˇna v balícˇku javax.script. Jedná se o re-
lativneˇ malé, jednoduché API. Výchozím bodem API je trˇída ScriptEngineManager.
Tato trˇída mu˚že vytvárˇet ru˚zné skriptovací enginy, které nacˇte z .jar souboru˚ popisu-
jící jednotlivé jazyky. Dále vytvárˇí instanci trˇídy ScriptEngine, která poté interpretuje
jednotlivé enginy. Nejjednodušší zpu˚sob, jak skriptovací API používat je:
1. Vytvorˇíme objekt ScriptEngineManager
2. Z objektu trˇídy ScriptEngineManager získáme objekt ScriptEngine
3. Pomocí metody eval z objektu ScriptEngine vyhodnotíme skript.
Z du˚vodu komplikovanosti vývoje rovnou ve vyvíjené aplikaci pro simulaci mapy
probíhal pocˇátecˇní vývoj cˇásti rˇešící skriptování v samostatném projektu. Hlavní výhoda
byla rychlost spušteˇní aplikace, prˇi neˇmž odpadlo nacˇítání nového okna prostrˇedí Ec-
lipse. To znacˇneˇ ulehcˇilo vývoj. Prˇi zkopírování ukázkového kódu z prvního prˇíkladu
prˇírucˇky (výpis 14) bylo prˇekvapivé, že kód hned fungoval a jeho integrace do aplikace
se nezdálo být až tak složité.
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Prˇi pokusu zmeˇnit skriptovací engine z "JavaScript" na "groovy" dle prˇírucˇky
[21] vyvstal problém chybeˇjící knihovny groovy-engine.jar. V prˇírucˇce radí tuto kni-
hovnu stáhnout na stránce https://scripting.dev.java.net. Zde je problém, že
zmíneˇná stránka již neexistuje, a proto bylo trˇeba potrˇebnou knihovnu najít jinde. Prˇi
hledání bylo zjišteˇno, že pu˚vodní stránka byla prˇesunuta na novou adresu. Tyto stránky
ale vypadaly hotové jen z poloviny. Nakonec se v SVN na této stránce podarˇilo neˇjaké
knihovny nalézt, ale byla zde knihovna groovy-all. Ta se pozdeˇji ukázala být taky
potrˇebná, ale stále program bez trˇídy enginu hlásil chybu prˇi pokusu o instancializaci
Groovy enginu. Prˇi dalším hledání se podarˇilo potrˇebnou knihovnu stáhnout ze stránek
http://www.java2s.com/. Po prˇidání teˇchto dvou knihoven byl kód z výpisu 14 s
novým enginem spustitelný bez chyb.
import javax.script .∗;
public class EvalScript {
public static void main(String[] args) throws Exception {
// create a script engine manager
ScriptEngineManager factory = new ScriptEngineManager();
// create a JavaScript engine
ScriptEngine engine = factory.getEngineByName("JavaScript");
// evaluate JavaScript code from String
engine.eval(" print (’ Hello, World’)") ;
}
}
Výpis 14: Prˇíklad provedení skriptu.
Beˇhem dalších úprav kódu se ukázalo být velkou výhodou to, že skript s vloženou
hashmapou pracuje jako s referencˇním datovým typem, a proto se zmeˇny provedené
skriptem ihned promítnou objektu pu˚vodního programu, nad kterým skript provádeˇl
zmeˇny. Prˇíkladneˇ to mu˚žeme videˇt na kódu 15. Na tom je videˇt, že nejprve je trˇeba prˇedat
do skriptu promeˇnnou. Bez tohoto prˇidání by o ni skript neveˇdeˇl a nemohl s ní pracovat.
V následujících dvou prˇíkazech je nejprve zmeˇneˇn záznam v mapeˇ, který vytvorˇil Java
kód a druhým prˇíkazem je do mapy prˇidá nový záznam.
ScriptEngineManager factory = new ScriptEngineManager();
ScriptEngine engine = factory.getEngineByName("groovy");
HashMap<String, Object> hm = new HashMap<String, Object>();
hm.put("hodn", 200);
engine.put("hm", hm); // vložení promeˇnné do skriptu
System.out.println(hm); // vypíše {hodn=200}
engine.eval("hm.hodn = 1;"); // zmeˇna hodnoty skriptem
engine.eval("hm.skrip = 8;"); // vlozeni hodnoty skriptem
System.out.println(hm); // vypíše {hodn=1, skrip=8}
Výpis 15: Práce scriptu s mapou.
Po teˇchto zjišteˇních byl engine prˇidán do metody proved v simulaci a do referencí
prˇidány potrˇebné knihovny. Prˇi zkušebním spušteˇní, kdy bylo voláno provedení skriptu
z výpisu 14, se bez chyb vypisoval požadovaný kód, cˇímž bylo potvrzeno, že engine
funguje správneˇ. Proto došlo odstraneˇní tohoto zbytecˇného kódu, který byl nahrazen za-
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voláním metody eval nad skriptem získaným od uživatele skrze dialogové okno. Prˇed
tímto voláním bylo však trˇeba nejprve enginu vložit všechny objekty, které do místa vstu-
pují a z neˇj vystupují. Jak tyto objekty získat již bylo vyrˇešeno v kapitole 7.1. Nyní proto
stacˇilo jen iterovat mapu pracovniEle a do scriptu vkládat záznamy, kdy klícˇ záznamu
udával, pod jakým jménem bude objekt uložený v hodnoteˇ do skriptu vložen.
V tomto stádiu program umožnˇoval nastavit výstupním objektu˚m uživatelské atri-
buty. Stále nebylo možné zajistit, zda se jako výstupní objekty použijí již existující ze
vstupu, nebo se vytvorˇí nové. Tuto funkcionalitu jde rovneˇž rˇešit skriptem tak, že jako
výstupní objekt nastavíme neˇkterý ze výstupních, jako to je na výpisu 16.
// gen Ip1GaO1 − objekt typu a z mista p1.
// gen Op2GaO1 − objekt typu a do mista p2.
Op2GaO1 = Ip1GaO1;
Výpis 16: Ukázka nastavení vstupního objektu jako výstupní.
Toto prˇirˇazení se ale neprojeví na vytvorˇených objektech a je proto nutné po provedení
skriptu z enginu objekty nacˇíst zpátky. Toho je možné docílit metodou engine.get,
které je v parametru prˇedán název objektu, jež chceme nacˇíst. To zajistilo možnost defi-
novat prˇechodu, zda pracuje se stávajícími objekty nebo vytvárˇí nové.
Ješteˇ bylo trˇeba ošetrˇit chyby, které program hlásil z du˚vodu chybneˇ napsaného, nebo
prázdného skriptu. K tomuto úcˇelu bylo trˇeba nejprve vymazat komentárˇe. Pokud skript
bez komentárˇu˚ nebyl prázdný, pak se teprve algoritmus pokusil provést skript, a prˇi
neúspeˇchu odchytit vzniklou výjimku.
6.4 Doplneˇní chybeˇjících cˇástí
Jednou z chybeˇjící cˇástí simulace bylo dorˇešení kapacity pocˇtu objektu˚ v místeˇ. K vy-
rˇešení tohoto nedostatku bylo nutné upravit metodu isProveditelny. V této metodeˇ
bylo doposud pouze porovnáváno, jestli je ve vstupních místech prˇechodu dost objektu˚.
Stacˇilo tedy tento kód zkopírovat, zameˇnit list vstupních míst za list výstupních a zmeˇnit
podmínku. Podmínka se zmeˇnila z pu˚vodní testující, jestli je pocˇet objektu˚ v místeˇ veˇtší,
nebo roven násobnosti hran na podmínku novou, které testuje, zda je pocˇet objektu˚ v
místeˇ plus násobnost hrany menší, cˇi rovna kapaciteˇ místa pro daný typ objektu. Neome-
zenou kapacitu místa lze nastavit nastavením kapacity na 0. Na první pohled to vypadá,
že tím jsme prˇišli o možnost nastavit místu restrikci znemožnˇující vložení objektu, ale to
již máme ošetrˇené tím, že do místa není možné vložit objekt, jehož typ není zahrnut v
listu kapacit. Celé to mu˚žeme videˇt v prˇíloze ve výpisu 28.
Následující úpravou byla další zmeˇna modelu, kdy došlo ke zmeˇneˇ datových typu˚
neˇkterých promeˇnných a prˇidání neˇkolika metod. Jmenoviteˇ šlo o zmeˇnu promeˇnných
min,max a cost ve trˇídeˇ Scenario, které byly prˇetypovány ze String na int. Poté
byl prˇidán objekt EOperation s názvem getValue a datovým typem int. Tento objekt
po vygenerování kódu vytvorˇí ve trˇídeˇ metodu s tímto názvem a typem. Když bylo toto
hotovo, prˇišla na rˇadu trˇída Transition, kde byly stejným zpu˚sobem prˇetypovány pro-
meˇnné timeMin, timeMax, countMin, countMax a prˇidány metody getTime, getCount.
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Po této zmeˇneˇ došlo k novému vygenerování kódu. Po opravách datových typu˚ prˇi na-
cˇítání scénárˇe v dialogovém okneˇ ješteˇ bylo trˇeba doplnit kód k noveˇ vygenerovaným
metodám. Úcˇelem teˇchto metod je vrátit náhodnou hodnotu z intervalu 〈min;max〉. Aby
toto fungovalo jak má, bylo potrˇeba ješteˇ upravit set metody maximálních hodnot tak,
že pokud je maximální hodnota zadaná uživatelem menší než hodnota minimální, pak
tuto minimální zárovenˇ nastaví i jako maximální. Tato podmínka je znovu testována i v
metodeˇ, kdy pokud zjistí minimum veˇtší než maximum, pak vrací minimum, jinak vrátí
náhodný prvek z výše zmíneˇného intervalu. To si mu˚žeme prohlédnout na výpisu 17,
kde je kód pro getValue trˇídy Scenario. Pro zbylé dveˇ nové metody je algoritmus
stejný, jen pracuje s jinými promeˇnnými.
public int getValue() {
if (min>max)
return min;
return new Random().nextInt(max − min + 1) + min;
}
Výpis 17: Vybeˇr hodnoty scénárˇe.
6.5 Prˇidání dalších akcí
Simulace Petriho síteˇ umožnˇující provádeˇní po jednotlivých krocích je pro úcˇel ukázky
funkcˇnosti dobrá, ale chceme-li provést neˇjakou veˇtší sít’ pro získání výsledku, pak bychom
se uklikali. Z toho du˚vody byla prˇidána akce provádeˇjící více prˇechodu˚. Po prˇidání po-
ložky v menu a akce, což bylo pouze zkopírování a prˇejmenování stávající akce, bylo
potrˇeba v simulaci vytvorˇit metodu, která by byla touto novou akcí volána. Na vytvorˇení
této metody nebylo nic složitého. Stacˇilo pouze v cyklu zjišt’ovat, zda se mu˚že neˇco pro-
vést a poté náhodneˇ neˇkterý z prˇechodu˚ provádeˇt. Tady bylo potrˇeba ošetrˇit situaci, kdy
je provádeˇná sít’ nekonecˇná4). Z toho du˚vodu byl prˇíkaz omezen na provedení padesáti
prˇechodu˚.
Obrázek 10: Potvrzení více prˇechodu˚
4Jedná se o Petriho sít’ bez uzamcˇení(viz. def. 2.11)
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Po jejich provedení vyskocˇí dialogové okno oznamující, kolik cyklu˚ již bylo prove-
deno a upozornˇující na možnou nekonecˇnost síteˇ. Zárovenˇ se ptá uživatele, kolik dalších
prˇechodu˚ chce provést. Zde si uživatel vybere z možností 10, 50, 100, 500, 1000 a po klik-
nutí na ok se provede vybraný pocˇet pru˚chodu˚ cyklu a poté se znovu objeví dialogové
okno. Toto okno mu˚žeme videˇt na obrázku 10 a kód metody v prˇíloze ve výpisu 29.
Další pro nadcházející práci potrˇebnou akcí je možnost vrátit sít’ do pu˚vodního stavu.
To bude potrˇeba prˇedevším kvu˚li opakovanému spoušteˇní. K tomuto úcˇelu byla do menu
prˇidána další položka. K nové položce menu musela být vytvorˇena prˇíslušná akce, ke
které bylo trˇeba vytvorˇit metodu, kterou bude v metodeˇ run volat.
Abychom veˇdeˇli, jak vypadala pu˚vodní sít’ k níž se chceme vracet, bylo potrˇeba vy-
tvorˇit si její kopii. K tomu je prˇímo v EMF funkce copy, která po zavolání vytvorˇí kopii
objektu, který je jí prˇedán v parametru. V našem prˇípadeˇ chceme tvorˇit kopii objektu pro-
cesu, protože ten v sobeˇ uchovává celou sít’. Z du˚vodu špatneˇ vytvorˇeného prˇedávání
odkazu na sít’ prˇi provedení validace po každém uložení je však trˇeba zajistit, aby se již
vytvorˇená první kopie neprˇepisovala. Toho docílíme jednoduše tak, že kopii budeme vy-
tvárˇet pouze v prˇípadeˇ, že promeˇnná, do které ji ukládáme, ješteˇ nebyla vytvorˇená. Celou
tuto kontrolu a následné vytvárˇení kopie mu˚žeme videˇt ve výpisu 18.
if (procOld == null) {
procOld = EcoreUtil.copy(proc);
}
Výpis 18: Vytvárˇení kopie hlavního procesu
Když máme vytvorˇenou kopii, mu˚že být napsána metoda vracející stav síteˇ do pu˚-
vodního stavu. K tomu by meˇlo stacˇit u vykresleného procesu prˇepsat hodnoty listu˚
hasElement a hasGroupName. To zajistí provedení dvou requestu˚, které vidíme na vý-
pisu 19. Ty jsou provedeny po zavolání akce a po jejich dokoncˇení je mapa obnovena do
pu˚vodního stavu. Bohužel je zárovenˇ provedená neprˇíjemná akce, kdy se mapa automa-
ticky urovná na jednu prˇímku.
mojeAkce.run(proc, ModelBPPackage.eINSTANCE.getProcess_HasElement(),procOld.
getHasElement());
mojeAkce.run(proc, ModelBPPackage.eINSTANCE.getProcess_HasGroupName(),procOld.
getHasGroupName());
Výpis 19: Obnovení stavu síteˇ z uloženého objektu
Z toho du˚vodu bylo potrˇeba hledat jinou alternativu, jak sít’ obnovit. Jako prˇíhodné
rˇešení se jevilo obnovit pouze pocˇty a stav objektu˚ v prˇechodech. Tento zdánliveˇ snadný
úkol se ale ukázal jako složitý problém. Na první pohled se zdálo, že bude stacˇit pouze
projít pole všech objektu˚, vybrat z nich jen místa a ke každému místu najít jeho kopii a
poté jednoduše list objektu˚ pu˚vodního místa prˇepsat listem z kopie, jak to mu˚žeme videˇt
na výpisu 20.
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for (Element ele : proc.getHasElement()) {
if (ele instanceof Place) {
for (Element eleOld : procOld.getHasElement()) {
if (eleOld instanceof Place) {
if (eleOld.getName().equals(ele.getName())) {
mojeAkce.run(ele, ModelBPPackage.eINSTANCE.getPlace_HasObject(), eleOld.
getHasObject());
}
}
}
}
}
Výpis 20: Obnovení objektu˚ v místeˇ
Když byl tento kód proveden, vykreslená sít’ se na obrazovce vrátila do pu˚vodní po-
doby, ale nebylo již možné provést žádný prˇechod, cˇi sít’ uložit. Zde vyskocˇila chybová
hláška velmi podobná té na obrázku 9, která oznamovala, že skupiny objektu˚ v nových
listech mají prˇirˇazený typ (daný instancí trˇídy GroupName), který není uložen v žádném
objektu. Tento problém vznikl tím, že když se vytvárˇí kopie síteˇ, zárovenˇ je vytvorˇena
kopie teˇchto objektu˚. Když je poté sít’ z kopie obnovena, obnovené skupiny mají za typ
nastavené práveˇ tyto kopie, které ovšem pu˚vodní sít’ nezná. Z tohoto du˚vodu je potrˇeba
teˇmto objektu˚m prˇed jejich nahráním prˇenastavit typ. K tomu slouží algoritmus na vý-
pisu 21, který nahradil samotnou akci v prˇedchozím výpisu 20.
if (eleOld.getName().equals(ele.getName())) {
mojeAkce.run(ele, ModelBPPackage.eINSTANCE.getPlace_HasObject(), ((Place) eleOld).
getHasObject());
for (Group group : ((Place) ele) .getHasObject()) {
for (GroupName groupName : proc.getHasGroupName()) {
if (groupName.getName().equals(group.getNamed().getName())
&& groupName.isActive() == group.getNamed().isActive()) {
mojeAkce.run(group, ModelBPPackage.eINSTANCE.getGroup_Named(), groupName);
break;
}
}
}
}
}
Výpis 21: Oprava typu objektu˚ prˇed aktualizací
Prˇi tvorbeˇ tohoto kódu zabralo nejvíce cˇasu hledání du˚vodu vzniku nullPointerEx-
ception výjimky, která vznikala v jeho první verzi, když se první skupinám nastavo-
val nový typ a až poté byly tyto skupiny prˇidány do místa. Dle chybového výpisu vše
vznikalo prˇi volání akce na zmeˇnu promeˇnné group. Jelikož byl výpis hodneˇ chaotický,
chyba vyvstala až ve vyšší vrstveˇ celého programu, zdálo se, že problém nevzniká v al-
goritmu. Zvlášteˇ i když prˇi debugování bylo zjišteˇno, že žádná z hodnot nemeˇla hodnotu
null. Po zmeˇneˇ porˇadí volání prˇíkazu˚, aby se nejprve prˇehrál list skupin a poté se teˇmto
skupinám nastaví správný typ, funguje algoritmus bez chyby.
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Aby popsaný algoritmus fungoval správneˇ musíme zajistit, že místa budou mít uni-
kátní pojmenování a žádná 2 místa se nebudou jmenovat stejneˇ. K zajišteˇní této pod-
mínky poslouží v kapitole 4.3 vytvorˇené validacˇní pravidlo, jež kontroluje celou sít’ a pro-
zatím slouží jen pro nacˇtení instance hlavního procesu. Pomocí debugování a procházení
stromu volání bylo nalezeno místo, kde se nacˇítá sít’ z uloženého dokumentu. Konkrétneˇ
se jedná o metodu setDocumentContent ve trˇídeˇ BPmodelDocumentProvider. Do
tohoto místa bylo z validacˇního pravidla prˇemísteˇno uložení instance hlavního procesu.
Tím jsme meˇli jedno nevyužité validacˇní pravidlo. Do neˇj byl prˇidán onen algoritmus
kontrolující unikátnost názvu˚. Jelikož se ukázalo, že i když algoritmus vyhodí výjimku,
která se nikde nezobrazí, bylo ješteˇ nutné zmeˇnit typ validovaného objektu. Tato zmeˇna
se provádí v souboru BPmodel.gmfmap, kde byl zmeˇneˇ typ validované položky z pro-
cesu na místo. Rovneˇž byla hned zmeˇneˇna chybová hláška. Po této zmeˇneˇ a novém vy-
generování již validace fungovala a prˇi uložení oznacˇila místa s duplicitním jménem. To
ovšem nevyrˇešilo problém, který by vznikl, kdyby neˇkdo zavolal akci pro obnovení síteˇ
prˇed uložením, kdy ješteˇ neprobeˇhla validace, a tudíž stále mohou být vytvorˇená dveˇ
místa se stejným jménem. Aby se tomuto prˇedešlo, byla validacˇnímu pravidlu nastavena
možnost validovat v live modu. To zajistilo, že validace probíhá po nastavení metody a
je-li jméno duplicitní, pak není nastaveno.
Výhodou a zárovenˇ nevýhodou soucˇasné akce pro obnovení je, že vrací pouze stav
objektu˚ v místech, nikoli ostatní nastavení, jako je skript, násobnost hran, kapacita míst
cˇi scénárˇe. Dokonce ani nejsou obnoveny odstraneˇné, a vymazány prˇidané hrany, místa
a prˇechody. Proto bylo trˇeba prˇidat další dveˇ akce.
• Akce pro obnovení celé mapy - pro prˇípad, když uživatel zmeˇnil neˇjaké hodnoty
a zjistil, že neˇkde udeˇlal chybu. K tomu využijeme již drˇíve popsané dva requesty,
které jsme drˇíve videˇli na výpisu 19.
• Akce pro uložení aktuálního stavu - když uživatel prˇed zacˇátkem simulace zmeˇní
nastavení síteˇ a prˇeje si tyto zmeˇny již trvale uložit, naprˇíklad protože plánuje další
zmeˇny, jejichž výsledek prˇedem neví, a mohl by mít zájem obnovit sít’ do jím ulo-
ženého stavu. Toho je docíleno prˇenastavením promeˇnné procOld na kopii aktu-
álního procesu z promeˇnné proc. Prˇi implementaci této funkcˇnosti vznikla další
chyba, kdy po obnovení takto uloženého stavu byly pu˚vodní objekty obnoveny,
ale v místech se zdvojnásobil pocˇet objektu˚. Celé to bylo zpu˚sobeno porˇadím vo-
lání. Jak se beˇhem debugování chyby ukázalo, framework vytvárˇející kopie nejprve
nastavil hodnotu count. Metoda pro její nastavení však v du˚sledku zmeˇny jejího
kódu, jež byla popsána drˇíve v kapitole 5.4, zárovenˇ do listu vytvorˇí objekty. Když
potom framework kopíruje samotné objekty, list už nevycˇistí a pouze prˇidá ko-
pie objektu˚. Tento problém vyrˇešila zmeˇna porˇadí promeˇnných v modelu. Po jeho
zmeˇneˇ a vygenerování problém zmizel a akce fungovala správneˇ.
Prˇi pozdeˇjších opravách byl kód dále upraven tak, že z neˇj bylo odstraneˇno prochá-
zení cyklu pu˚vodního procesu a porovnávání jmen, aby byla nalezena kopie aktuálneˇ
hledaného jména. Odstraneˇní tohoto cyklu zajistilo vytvorˇení hashmapy uchovávající
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dvojici pu˚vodní objekt a jeho kopie. Tato hashmapa je naplneˇna bezprostrˇedneˇ po vy-
tvorˇení kopie. K naplneˇní stacˇí projít elementy a prˇirˇadit k sobeˇ elementy na stejných
pozicích, protože kopírování probíhá postupneˇ a pozice jsou zachovány. Tento jednodu-
chý algoritmus je možno videˇt ve výpisu 22.
HashMap<Element, Element> copyMap = new HashMap<Element, Element>();
procOld = EcoreUtil.copy(proc);
for ( int i = 0; i < proc.getHasElement().size(); i++) {
copyMap.put(proc.getHasElement().get(i), procOld.getHasElement().get(i));
}
Výpis 22: Vytvorˇení hashpapy mapující dvojice objektu˚ pu˚vodní-kopie
Tato mapa umožnila zjednodušit základní kód z výpisu 20 na soucˇasnou verzi na
výpisu 20. Zde mu˚žeme videˇt, že byl vyhozen vnitrˇní cyklus, podmínka kontrolující typ
objektu˚ a podmínka porovnávající jména. Zárovenˇ párování pomocí hashmapy obchází
problém, který by vznikl v prˇípadeˇ neunikátních jmen.
for (Element ele : proc.getHasElement()) {
if (ele instanceof Place) {
mojeAkce.run(ele, ModelBPPackage.eINSTANCE.getPlace_HasObject(),
((Place) copyMap.get(ele)).getHasObject());
// kód opravující typ objektu˚
}
}
Výpis 23: Obnovení objektu˚ v místeˇ
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7 Dokoncˇení
7.1 Rozšírˇení modelu a simulace o cˇas
Po dohodeˇ s vedoucím diplomové práce bylo rozhodnuto odložit vytvorˇení grafu a sta-
tistik na úkor jiných veˇcí. Hlavní du˚vod byl ten, že požadovaný graf by meˇl být graf
zobrazující historii jednotlivých objektu˚. Tady byl problém, že v síti doposud nebyl zahr-
nut cˇasový aspekt a z toho du˚vodu by takto vytvorˇený graf mohl být matoucí. Bylo tedy
rozhodnuto, že du˚ležiteˇjší je rozšírˇit simulaci o cˇasový aspekt, o jehož vytvorˇení není v
zadání práce žádná zmínka. Jelikož se má jednat o zachycení životního cyklu objektu˚,
byl zvolen prˇístup cˇasovaných tokenu˚. To znamenalo zmeˇnit model a prˇidat do trˇídy
Object promeˇnnou time. Tato promeˇnná, jak její název napovídá, reprezentuje v teo-
rii (kapitola 2.5) zmíneˇnou cˇasovou znacˇku θt. Ta udává, v jakém cˇase je objekt možno
nejdrˇíve použít.
Po této úpraveˇ modelu mohla zacˇít úprava simulace. Po zanalyzování nového po-
žadavku bylo zjišteˇno, že je nutné vytvorˇit globální hodiny a novou funkci pro získání
proveditelných prˇechodu˚. S prˇidáním globálních hodin problém nebyl, protože to spocˇí-
valo pouze v tom, vytvorˇit ve trˇídeˇ simulace lokální promeˇnnou. Nyní bylo trˇeba napsat
novou metodu pro zjišteˇní proveditelnosti a získání množiny prˇechodu˚ proveditelných
v aktuálneˇ nastaveném globálním cˇase. Nutnost vytvorˇit samostatnou novou metodu
zahrnující cˇas namísto pouhé úpravy stávající metody byla trˇeba z du˚vodu, že stávající
metoda bude nadále potrˇeba. Du˚vod je jednoduchý. Mu˚že se stát, že nová metoda vrátí
výsledek, že za stávajícího nastavení cˇasu není žádný prˇechod proveditelný. To ale mu˚že
znamenat, že sít’ je mrtvá, nebo pouze za soucˇasného cˇasu není rˇádný prˇechod prove-
ditelný, ale v budoucnu existuje proveditelný prˇechod. Samotné zjišt’ování poté probíhá
tak, že je nejprve obecneˇ zjišteˇno, zda je bez ohledu na aktuální cˇas neˇjaký prˇechod pro-
veditelný a do promeˇnné uložena množina teˇchto prˇechodu˚. Pokud je množina prázdná,
znamená to, že sít’ je v aktuálním znacˇení mrtvá a uživateli je vypsána zpráva u ukon-
cˇení simulace. V opacˇném prˇípadeˇ je tato množina prˇedána jako vstup metodeˇ zjišt’ující
aktuálneˇ proveditelné prˇechody. Pomocí té získáme množinu aktuálneˇ proveditelných
prˇechodu˚. V prˇípadeˇ, že je tato množina prázdná, pak díky prˇedchozímu zjišteˇní, že sít’
není mrtvá, víme, že v budoucnu je neˇjaký prˇechod proveditelný. Proto je globální cˇas
navyšován do doby, dokud nebude neˇkterý prˇechod v novém cˇase proveditelný.
K posouzení proveditelnosti v cˇase slouží metoda isAktualneProveditelny, která
jako vstupní parametr obdrží prˇechod k otestování. Zde na rozdíl od obecného testování
nestacˇí pouze zjistit, zda ve skupineˇ, ze které jsou objekty brány, je dostatecˇný pocˇet ob-
jektu˚, ale jestli mezi teˇmito objekty je dostatecˇný pocˇet aktuálneˇ použitelných objektu˚ (tj.
takových, které mají time ≤ globalniCas). Z toho du˚vodu je trˇeba nejprve projít cyklem
všechny objekty a spocˇítat ty, které vyhovují podmínce. Poté je porovnán tento pocˇet s
pocˇtem požadovaným hranou.
Úprava metody proved rˇešící samotné provedení již spocˇívala pouze v urcˇení doby
trvání prˇechodu a na konci metody nastavení nového cˇasu výstupním objektu˚m. K ur-
cˇení doby, jakou bude prˇechod trvat, slouží hodnoty min, max u scénárˇe. Prˇi provádeˇní
se náhodneˇ zvolí scénárˇ a z neˇj je náhodneˇ zvolena hodnota z intervalu 〈min,max〉. V
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prˇípadeˇ, že prˇechod nemá nastavené žádné scénárˇe, je interval získán prˇímo z prˇechodu,
kde je tyto hodnoty nutné nastavit v okneˇ properties.
Následovalo vyrˇešit, jak ve vykreslené mapeˇ zobrazit toto omezení, kdy je kuprˇíkladu
v místeˇ ve skupineˇ 10 objektu˚, ale z nich jen 6 je aktuálneˇ proveditelných. To bylo zprvu
vytvorˇeno tak, že v lokální metodeˇ vykonávající akci meˇnící pocˇet objektu˚ byl u meˇneˇné
skupiny prˇenastaven titulek kuprˇíkladu na hodnotu 6 (10), což znamená, že ve sku-
pineˇ je 10 objektu˚ a z nich 6 je možné použít.
Tato metoda vykreslení se prˇi zkoušce beˇžícího programu ukázala být chybnou. Pro-
blém se projevil prˇi pokusu o uložení, kdy program neumeˇl uložit výše popsaný text jako
integer. Za tímto úcˇelem bylo trˇeba prˇesunout logiku tohoto vykreslení do samotného
modelu. Zde byla vytvorˇena, metoda, která meˇla k tomuto úcˇelu sloužit, ale tu nebylo
možné v souboru BPmodel.gmfmap spárovat se zobrazovanou skupinou. Z toho du˚-
vodu bylo nutné místo metody vytvorˇit derivovanou5 unsettable promeˇnou, následneˇ
bylo teˇlo get metody této promeˇnné nahrazeno teˇlem nahrazené metody. Z du˚vodu
zmeˇny zmíneˇného souboru bylo trˇeba noveˇ vygenerovat kód diagramu. Zárovenˇ vyvstal
problém, že z projektu, ve kterém je definován model, není nijak možné získat prˇístup
k instanci simulace uchovávající nastavený globální cˇas. Z toho du˚vodu byl globální cˇas
prˇesunut ze simulace do instance hlavního procesu.
Beˇhem ladeˇní malicˇkostí byla objevena závažná chyba v metodeˇ proved. Problém
spocˇíval v opomenutí kontroly použitých objektu˚, takže i když byl neˇkterý objekt v aktu-
álním cˇase nepoužitelný, program jej používal. Za úcˇelem odstraneˇní tohoto nedostatku
byla ve trˇídeˇ Group prˇidána metoda getHasEnabledObject vracející pouze použi-
telné objekty, které mají nastavený cˇas menší, než je cˇas globální. Tato metoda byla noveˇ
použita prˇi zkoušení aktuální proveditelnosti. V metodeˇ proved bylo nutné oproti ocˇe-
kávání zmeˇnit více, než pouze metodu získávající objekty. Doposud získání objektu˚ ze
skupiny probíhalo tak, že probíhal cyklus od 0 do pocˇtu objektu˚ daných násobností hrany
a ten vybral objekty na teˇchto pozicích jako pracovní. Poté probíhal druhý cyklus od po-
cˇtu objektu˚ daných násobností do celkového pocˇtu objektu ve skupineˇ a ten prˇidával
tyto objekty do listu, který byl nastaven místu jako zbylé objekty. Zde není možné za-
jistit, aby se pracovní objekty braly z listu aktuálneˇ proveditelných a zbytek vytvorˇil ze
všech. Proto musel být vytvorˇen nový zpu˚sob vybírání objektu˚ a získání zbytku nepo-
užitých. Tento nový zpu˚sob spocˇívá v tom, že nejprve jsou všechny objekty ze skupiny
uloženy do listu a poté jsou teprve vybírány pracovní objekty z listu vráceného metodou
getHasEnabledObject. Prˇi vybrání je objekt uložen do pracovní hashmapy a metodou
5derivovaná promeˇnná - promeˇnná, jejíž hodnota není nikde uložena, ale získána z hodnot jiných pro-
meˇnných
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remove vymazán z listu všech objektu˚. Tento kód si mu˚žeme prohlédnout na výpisu 24.
List<Object> zbytek = new ArrayList<Object>();
for (Object o : target .getHasObject()) {
zbytek.add(o);
}
for ( int i = 0; i < obj.getCount(); i++) {
mapI++;
pracovniEle.put(" I " + pl .getName() + "G"
+ target .getNamed().getName() + "O" + mapI, target
.getHasEnabledObject().get(i));
zbytek.remove(target.getHasEnabledObject().get(i));
}
updateGroup(target, zbytek);
Výpis 24: Nový zpu˚sob získání pracovních objektu a zbytku skupiny.
7.2 Zachycení záznamu beˇhu
Pro budoucí práci na programu je trˇeba zaznamenat pru˚beˇh simulace a historii použití
objektu˚. Z toho du˚vodu vznikl balícˇek zaznam. V neˇm je umísteˇna trˇída PesLogger.
Tato trˇída uchovává záznamy pro jednotlivé simulace. Jsou zde ukládány dva logy.
• Obecný log - uchovává, jaký prˇechod a scénárˇ probeˇhl. K tomu je uloženo, jak
dlouho provedení trvalo. Nad tímto logem je možné pomoci statistických metod
jednoduše vypocˇíst pravdeˇpodobnost, s jakou který prˇechod probíhá, jakou prav-
deˇpodobnost mají jednotlivé scénárˇe u prˇechodu a jaká je pru˚meˇrná doba prove-
dení prˇechodu a scénárˇe.
• Historie objektu˚ - v tomto logu je zachycena historie jednotlivých objektu˚ síteˇ. Je
zde uloženo v jakém cˇase, jakým prˇechodem a dle jakého scénárˇe byl objekt použit,
a jak dlouho toto použití zabralo. Tento záznam poslouží k tomu, když simulujeme
kuprˇíkladu výrobní proces a chceme modelovat grafem, jak a kdy byly jednotlivé
objekty do procesu zapojeny.
Oba dva logy jsou ukládány do listu. Díky tomu jsou prˇi opakovaní simulaci uloženy
logy za všechny beˇhy a následneˇ je mu˚žeme vzájemneˇ porovnat.
7.3 Doplneˇní guardu prˇechodu
Veˇcí, která byla beˇhem programování opomenuta, bylo vyhodnocení podmínky prˇe-
chodu, tzv. guardu. Jedná se o podmínku, která na základeˇ hodnot vstupních objektu˚
jakoby vyhodnotí jejich validitu dle definovaných podmínek a dle toho prˇechod provede
cˇi neprovede. Z toho du˚vodu bylo nutné prˇedeˇlat provádeˇní tak, aby se objekty ze sku-
pin neodebíraly hned, ale aby se pouze vytvorˇil záznam zmeˇn k provedení a zmeˇny byly
provedeny až po vyhodnocení guardu. To je zajišteˇno tím, že místo okamžitého volání
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metod updateGroup(Group, List<Object>) a updatePlaceAddGroup(Place,
Group) jsou jejich vstupní parametry ukládány do lokálních map. Tato zmeˇna rovneˇž
umožnila nahradit strategii výbeˇru objektu˚ z dosavadního vybírání prvních ve fronteˇ na
výbeˇr cˇisteˇ náhodný. Poté je beˇhem prˇípravy promeˇnných nastavených ve skriptu prˇi-
dána booleanovská promeˇnná guard defaultneˇ nastavena na hodnotu true a po pro-
vedení skriptu je tato promeˇnná získána zpeˇt a porovnána její hodnota. Je tudíž jen na
uživateli, zda ve skriptu vstupní podmínku definuje a její výsledek uloží do promeˇnné
guard cˇi nikoli.
Zjistí-li program, že byla ve skriptu hodnota promeˇnné guard nastavena na false,
pak okamžiteˇ ukoncˇí provádeˇní prˇechodu s návratovou hodnotou false. V opacˇném
prˇípadeˇ program pokracˇuje provedením odložených operací, jejichž vstupy má uložené
v mapách a dále provedením algoritmu získávajícího výstupní objekty ze skriptu a jejich
vložení do výstupních míst. Po úspeˇšném provedení je uložen záznam o provedení a
vrácena návratová hodnota true.
Jak je patrné, bylo nutné zmeˇnit návratový typ metody proved na boolean. Du˚-
vod pro tuto zmeˇnu je ten, že program neumí vyhodnotit guard beˇhem zjišt’ování pro-
veditelnosti. Prˇedevším proto, že k jeho vyhodnocení dochází až prˇi provedení skriptu.
Návratová hodnota by tudíž meˇla prˇedejít situaci, kdy program oznacˇí prˇechod za prove-
ditelný, ale v du˚sledku vyhodnocení guardu prˇechod nad aktuálními daty proveditelný
není. Proto musíme zjistit, zda prˇechod byl proveden nebo ne. Tím prˇedejdeme zacyklení,
kdy se program snaží donekonecˇna provést prˇechod, který se v du˚sledku guardu ukoncˇí
a nedojde ani k žádné zmeˇneˇ stavu.
7.4 Doplneˇní grafu˚ a statistiky
Z du˚vodu požadavku na prˇedeˇlání síteˇ na cˇasovanou byly poslední dva body minimali-
zovány tak, že byla pod tlacˇítko Vypiš záznam prˇidána akce, která do console vypíše
minimální graf složený z _ a - zobrazující historii použití objektu˚, jak by meˇlo být zná-
zorneˇno grafem. To znamená v jaké dobeˇ byl který objekt používán. Jelikož nakonec prˇe-
deˇlání síteˇ na cˇasovanou zabralo méneˇ cˇasu, než bylo odhadováno, zbyl cˇas na vytvorˇení
plnohodnotného grafu.
K vytvorˇení grafu posloužila knihovna JFreeChart. Jedná se o cˇisteˇ Java knihovnu,
vyvinutou pro snadné vytvárˇení a zobrazení grafu˚ v profesionální kvaliteˇ. Knihovna je
vydávána jako Open Source pod LGPL licencí, která dovoluje použití i v neotevrˇeném
kódu. Ke knihovneˇ je zdarma dostupná plná dokumentace, ale vývojárˇská prˇírucˇka ve
formátu PDF o více jak 750 stranách už je zpoplatneˇna nemalou cˇástkou. Tato cˇástka v
sobeˇ zahrnuje také rocˇní aktualizace zdarma. To znamená, že v prˇípadeˇ, když je vydána
nová verze, dovolí uživateli stáhnout tuto novou verzi zdarma.
Prˇi hledání návodu však posloužil návod [24], který se veˇnuje všemožným grafu˚m
vytvorˇeným v této knihovneˇ a umožnˇuje stažení zdrojových kódu˚ knihovny, které v sobeˇ
obsahují témeˇrˇ 200 ukázkových prˇíkladu˚ použití ru˚zných grafu˚. Po procházení teˇchto
návodu˚ byl nalezen prˇíklad, který ukazuje, jak vytvorˇit list samostatných grafu˚ posklá-
daných po rˇádcích pod sebou. To je prˇesneˇ ten graf, který potrˇebujeme. Nyní bylo ješteˇ
potrˇeba nalézt graf, který bude reprezentovat jednotlivé grafy v listu. Po pokusu o po-
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užití neˇkolika kandidátu˚ z rˇad kategorických6 grafu˚ bylo zjišteˇno, že k úcˇelu vykreslení
historie objektu˚ se nejlépe hodí základní XYPlot, tedy graf, kterému jsou data k vykres-
lení prˇedány pomocí bodu˚ se sourˇadnicemi x,y.
Tento graf byl vložen na místo dosavadního vypisování -,_ do console. Toto nahra-
zení vypadalo tak, že se v místeˇ, kde byl volán prˇíkaz pro vypisování pomlcˇek znacˇících,
že je v této dobeˇ objekt používán, byl vytvorˇen obdélník, zacˇínající na sourˇadnicích [z, 0],
pokracˇující do [z, 1]. Tím byla vytvorˇena nábeˇžná hrana. Následneˇ se pokracˇovalo body
[k, 1] a [k, 0]. Tím získáme obdélník zacˇínající na z znacˇící globální cˇas, kdy zacˇal být ob-
jekt používán, a koncˇící na k, spocˇteným jako z+dobaProvedeniPrechodu. Tímto zpu˚so-
bem se vytvorˇí datová základna a ta je prˇedána jako parametr metodeˇ createSubChart.
Tato metoda slouží k vytvorˇení grafu nad teˇmito daty. Jako další dva parametry jsou prˇe-
dány rˇeteˇzec uvádeˇjící název objektu urcˇený promeˇnnou description a list provádeˇní
prˇechodu˚, který k jednotlivým obdélníku˚m vloží popisek, o jaký prˇechod a scénárˇ se
jedná. Prˇi zkoušení se však náhodneˇ vyskytovala chyba, když dva obdélníky navazovaly
bezprostrˇedneˇ na sebe. Tuto chybu vyrˇešilo zapamatování si poslední hodnoty a kont-
rola následující. Když program zjistí, že objekty na sebe prˇímo navazují, sourˇadnice se
nevracejí do hodnoty 0, aby se následneˇ znovu nastavily na 0 a poté 1. Práveˇ toto neˇkdy
zpu˚sobovalo, že nevznikla nábeˇžná hrana a místo obdélníku byl vykreslen trojúhelník
zacˇínající v hodnoteˇ 0.
Z jednotlivých takových grafu˚ byl poté sestaven a vykreslen jejich list. U toho byl pro-
blém v promeˇnné délce. Tento problém vyrˇešilo vložení celého objektu do JScroolPane,
což umožnilo vykreslení v okneˇ prˇedem definované velikosti a listem, který se do tohoto
okna nevejde, je možno rolovat pomocí kolecˇka myši. Ve výsledku graf vypadá jako na
obrázku 11.
Obrázek 11: Graf použití objektu˚
6Grafu je zadáno pouze jednorozmeˇrné pole hodnot a každý prvek je považován za jednu kategorii
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Statistika
Z du˚vodu nedostatku cˇasu byla po dohodeˇ statistika omezena pouze na vyhodnocení
pravdeˇpodobností, s jakou jsou spoušteˇné jednotlivé prˇechody a scénárˇe beˇhem celé si-
mulace. Jako prˇedešlý graf byla i tato statistika nejprve vytvorˇena pouze jako výpis do
console, ale prˇi vytvárˇení grafu bylo i toto statistické porovnání prˇevedeno do kolácˇo-
vého grafu, jaký je na obrázku 12.
Obrázek 12: Graf použití prˇechodu˚
7.5 Poslední drobné úpravy
Poslední provedenou úpravou bylo prˇedeˇlání menu, aby bylo prˇehledneˇjší a uživatelsky
prˇíveˇtiveˇjší. Zárovenˇ byla prˇidána položka, jež na základeˇ uživatelem zadaného pocˇtu
opakování provede neˇkolik simulací. Dále byl do prˇílohy doplneˇn velice strucˇný návod,
jak nastavit skript prˇechodu. Co se však nepodarˇilo nijak ošetrˇit je, že první kliknutí na
jakýkoli z prˇidaných requestu˚ ihned po spušteˇní neprovede žádnou akci. Akce jsou pro-
vádeˇny až po druhém kliknutí. Proto je vhodné prˇed spušteˇním automatické simulace
nejprve kliknout na akci pro provedení náhodného prˇechodu.
7.6 Co chybí dodeˇlat
V práci se stále nachází nesplneˇné úkoly, jejichž množství by vydalo na samostatnou
práci. Jednak stále prˇetrvává nesplneˇný bod zadání pu˚vodní práce na editoru, a to umož-
neˇní více kopií reprezentujících jeden objekt. Poté chybí vytvorˇení grafického zobrazení
objektu˚ za více beˇhu˚ a statistické zhodnocení beˇhu síteˇ a dosažených výsledku˚ za po-
mocí složiteˇjších statistických metod. Mezi další veˇci, které by bylo potrˇeba dodeˇlat patrˇí
zmeˇna editoru umožnˇující zobrazení listu objektu˚ nacházejících se v urcˇité skupineˇ a
možnost videˇt jejich uživatelsky definovaných atributu˚. Toto je doposud možné pouze
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otevrˇením souboru uchovávajícího model síteˇ. Rovneˇž by bylo vhodné oddeˇlit vyhod-
nocování guardu do samostatného skriptu, aby jej bylo možné kontrolovat již beˇhem
kontroly proveditelnosti, prˇípadneˇ mít tak možnost otestovat podmínkou všechny ob-
jekty ze vstupního místa a vyrˇešit tak soucˇasný problém, kdy se mu˚že stát, že v místeˇ
je jeden objekt, který podmínku splnˇuje, a zbylé objekty, které ji nesplnˇují, a program
zrovna tento splnitelný prˇi náhodném výbeˇru nevybere. Od implementace tohoto zkou-
šení všech možných variací bylo upušteˇno z obavy, že zbytecˇné vykonávání celého skriptu
pro každou permutaci by znacˇneˇ snížilo rychlost provádeˇní simulace. V soucˇasné dobeˇ
je možné tento problém obejít pomocí vytvorˇení dvou výstupních míst a skriptem poté
rozhodovat, do kterého místa objekt bude uložen.
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8 Záveˇr
I prˇes nemalé problémy byla dle zadání doplneˇna simulace do již hotového editoru. Tato
simulace umožnˇuje simulovat v editoru vytvorˇenou Petriho sít’ pracující s objekty podle
pravidel definovaných v prˇechodu pomocí skriptu. Bohužel práce splnila bod zadání tý-
kající se komplexní statistiky pouze povrchoveˇ. Rovneˇž se z du˚vodu již chybneˇ vytvorˇe-
ného editoru jeho autorem se nejedná o RCP aplikaci jako požaduje zadání, ale o Eclipse
aplikaci, která ke svému spušteˇní vyžaduje plnohodnotné prostrˇedí Eclipse.
Du˚vodem toho byla prˇedevším koncepce rozdeˇlení na dveˇ samostatné práce, které
meˇly vzniknout soubeˇžneˇ. Autorˇi teˇchto prací meˇli spolupracovat. Jeden meˇl vytvorˇit
simulaci a druhý tvorˇit editor, který by tuto simulaci zobrazoval a od uživatele nacˇítal
potrˇebné údaje. Bohužel vznikl pouze editor, který se navíc ukázal špatneˇ analyzovaný
a k úspeˇšnému dokoncˇení simulace bylo potrˇeba jeho velkou cˇást zmeˇnit. Tento úkol ale
znamenal nejdrˇíve znovu udeˇlat velkou cˇást práce a doplnit neˇkteré její chybeˇjící body.
Dle koncepce rozdeˇlení práce mezi dva autory by tyto zmeˇny deˇlal autor editoru. Bez
druhého autora ale tato práce navíc zpu˚sobila obrovské zdržení, jež zaprˇícˇinilo pouze
cˇástecˇné splneˇní posledních bodu˚ zadání veˇnujících se statistice. Nicméneˇ hlavní úkol
vytvorˇení fungujícího simulátoru je splneˇn a v prˇípadeˇ nutnosti provedení složiteˇjšího
statistického vyhodnocení, než pravdeˇpodobnosti prˇechodu˚, je možné získat prˇístup k
záznamu beˇhu, nad kterým je následneˇ nutné statistické vyhodnocení provádeˇt rucˇneˇ.
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10 Seznam prˇíloh
• Prˇíloha A - Výpisy du˚ležitých cˇástí zdrojového kódu
• Prˇíloha B - Prˇíklady použití scriptu˚.
• Prˇíloha na CD/DVD
– text práce ve formátu PDF/A
– složka sources obsahující zdrojové kody
– složka latextext obsahující obrázky, pomocné knihovny a soubor praceUTF.tex,
sloužící k vygenerování textu této diplomové práce
– soubor README.txt obsahující návod spušteˇni
– soubor eclipse.rar obsahující zabalené prostrˇedí, které nutné ke spušteˇní
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A Vypisy du˚ležitých cˇástí zdrojového kódu
public class ChangeAction extends DiagramAction {
EObject target = null ;
EStructuralFeature targetValue = null ;
Object newValue = null;
protected ChangeAction(IWorkbenchPart part) {
super(part);
}
public void run(EObject target, EStructuralFeature targetValue,
Object newValue) {
if ( target != null && targetValue != null && newValue != null) {
this . target = target ;
this . targetValue = targetValue;
this .newValue = newValue;
super.setTargetRequest(createTargetRequest());
super.run();
}
}
@Override
protected Request createTargetRequest() {
if ( target == null || targetValue == null || newValue == null) {
return null ;
}
return new EditCommandRequestWrapper(new SetRequest(target,
targetValue, newValue));
}
@Override
protected boolean isSelectionListener() {
return true;
}
}
Výpis 25: Trˇída zastrˇešující provádeˇní zmeˇn.
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public static HashMap<String, Object> toMap(String text) {
HashMap<String, Object> res = new HashMap<String, Object>();
Properties props = new Properties();
try {
props.load(new StringReader(text.substring(1, text . length() − 1)
.replace(" , ", " \n") ) ) ;
} catch (IOException e) {
e.printStackTrace() ;
return res;
}
for (Map.Entry<Object, Object> set : props.entrySet()) {
char type = (( String) set.getValue()) .charAt(0);
String val = null ;
if ((( String) set.getValue()) . length() > 1)
val = (( String) set.getValue()) .substring(1) ;
switch (type) {
case ’S’:
res.put((String) set.getKey(), (String) val ) ;
break;
case ’I ’ :
res.put((String) set.getKey(), Integer.parseInt (( String) val ) ) ;
break;
case ’D’:
res.put((String) set.getKey(), Double.parseDouble((String) val));
break;
case ’O’:
res.put((String) set.getKey(), val ) ;
break;
default:
break;
}
}
return res;
}
Výpis 26: Metoda pro prˇevod rˇeteˇzce na mapu
HashMap<String, ObjectPointer> pracovniEle = new HashMap<String, ObjectPointer>();
for (Edge edge : trans.getLinkedIn()) {
HashMap<GroupName, Group> objMista = new HashMap<GroupName, Group>();
Place pl = (Place) edge.getSource();
for (Group obj : pl .getHasObject()) {
objMista.put(obj.getNamed(), obj);
}
for (GroupPointer obj : edge. getMultiplicity () ) {
int mapI = 0;
Group target = objMista.get(obj.getNamed());
ArrayList<Object> zbytek = new ArrayList<Object>();
for ( int i = 0; i < obj.getCount(); i++) {
mapI++;
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ObjectPointer op = new ObjectPointer(target.getHasObject()
.get( i ) , target ) ;
pracovniEle.put(" I " + pl .getName() + "G"
+ target .getNamed().getName() + "O" + mapI, op);
}
for ( int i = obj.getCount(); i < target .getHasObject().size(); i++) {
zbytek.add(target.getHasObject().get(i) ) ;
}
updateGroup(target, zbytek);
}
}
for (Edge edge : trans.getLinkedOut()) {
HashMap<GroupName, Group> objMista = new HashMap<GroupName, Group>();
Place pl = (Place) edge.getTarget();
for (Group obj : pl .getHasObject()) {
objMista.put(obj.getNamed(), obj);
}
for (GroupPointer obj : edge. getMultiplicity () ) {
int mapI = 0;
if (objMista.get(obj.getNamed()) == null) {
Group nova;
if (obj.getNamed().isActive()) {
nova = ModelBPFactory.eINSTANCE.createActive();
} else {
nova = ModelBPFactory.eINSTANCE.createPassive();
}
nova.setNamed(obj.getNamed());
objMista.put(nova.getNamed(), nova);
updatePlaceAddGroup(pl, nova);
}
Group target = objMista.get(obj.getNamed());
for ( int i = 0; i < obj.getCount(); i++) {
mapI++;
Object o = ModelBPFactory.eINSTANCE.createObject();
o.setDescription("gen");
ObjectPointer op = new ObjectPointer(o, target) ;
pracovniEle.put("O" + pl .getName() + "G"
+ target .getNamed().getName() + "O" + mapI, op);
}
}
}
for (Entry<String, ObjectPointer> set : pracovniEle.entrySet()) {
engine.put(set.getKey(), set.getValue().getObj()) ;
}
Výpis 27: Simulace prˇesunu objektu˚ mapu
for (Edge edge : trans.getLinkedOut()) {
HashMap<GroupName, Integer> objMista = new HashMap<GroupName, Integer>();
HashMap<GroupName, Integer> capa = new HashMap<GroupName, Integer>();
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Place pl = (Place) edge.getTarget();
for (Group obj : pl .getHasObject()) {
objMista.put(obj.getNamed(), obj.getCount());
}
for (GroupPointer obj : pl .getCapacity()) {
capa.put(obj.getNamed(), obj.getCount());
}
for (GroupPointer obj : edge. getMultiplicity () ) {
if (objMista.get(obj.getNamed()) == null
|| capa.get(obj.getNamed()) == null) {
return false;
} else {
if (capa.get(obj.getNamed()) <= 0) {
continue;
} else {
proveditelne &= (capa.get(obj.getNamed()) >= (objMista
.get(obj.getNamed()) + obj.getCount()));
}
}
}
}
Výpis 28: Kód žešící omezení kapacity místa.
public void provedAll(ChangeAction action) {
this .action = action;
ArrayList<Transition> proveditelne = getProveditelne() ;
Random rnd = new Random();
int stop = 50;
int p = 0;
while (proveditelne.size () > 0) {
stop−−;
p++;
proved(proveditelne.get(rnd.nextInt (proveditelne.size () ) ) ) ;
proveditelne = getProveditelne() ;
if (stop <= 0) {
String [] possibilities = { "10", "50", "100", "500", "1000" };
String s = (String) JOptionPane
.showInputDialog(
null ,
"Bylo provedeno "
+ p
+ " prˇechodu˚ a sít’ stále obsahuje proveditelné prˇechody.\nJe mož
né, že se neˇkde vyskytla chyba a sít’ je nekonecˇná.\n\nKolik
dalších kroku˚ chcete provést? ",
"" , JOptionPane.WARNING_MESSAGE, null,
possibilities , "100");
if ((s != null) && (s.length() > 0)) {
switch (s) {
case "10":
stop += 10;
break;
62
case "50":
stop += 50;
break;
case "100":
stop += 100;
break;
case "500":
stop += 500;
break;
case "1000":
stop += 1000;
break;
default:
break;
}
} else {
return;
}
}
}
if (proveditelne.size () > 0) {
JOptionPane.showMessageDialog(null,
"Žádný prˇechod není možné provést", "",
JOptionPane.INFORMATION_MESSAGE);
}
}
Výpis 29: Metoda pro provádeˇní prˇechodu˚.
63
B Základy nastavení skriptu prˇechodu
Krom objektu˚ jsou do skriptu vloženy tyto další promeˇnné. Teˇmi jsou
• scen - instance provádeˇného scénárˇe,
• time - cˇas, jak dlouho trvá provedení,
• guard - vstupní podmínka (viz. kapitola 7.3),
• trans - provádeˇný prˇechod.
Chceme-li používat guard, musíme jej nastavit drˇíve, než objekty!
Prˇíklady použití scriptu:
• Jednoduché prˇesunutí objektu z místa a do místa b
// gen IaGGrO1 − objekt typu Gr z mista a.
// gen ObGGrO1 − objekt typu Gr do mista b.
ObGGrO1 = IaGGrO1
• Nastavení hodnoty uživatelského atributu objektu
// gen IaGGrO1 − objekt typu Gr z mista a.
// gen ObGGrO1 − objekt typu Gr do mista b.
ObGGrO1.prop.nazevAtributu = hodnota
Pozor! Pokud prˇedáváme na výstup vstupní objekt, je nutné nastavovat atributy
tomuto vstupnímu objektu, nebo jen nejprve nastavit, jako v prˇedchozím prˇíkladeˇ.
• Nastavení guardu jen na objekty s cˇasem menším než 10.
// gen IaGGrO1 − objekt typu Gr z mista a.
// gen ObGGrO1 − objekt typu Gr do mista b.
guard = IaGGrO1.time<10
• Umísteˇní vstupního objektu do místa dle podmínky
// gen IaGGrO1 − objekt typu Gr z mista a.
// gen Ob1GGrO1 − objekt typu Gr do mista b1.
// gen Ob2GGrO1 − objekt typu Gr do mista b2.
if ( podminka ) {
Ob1GGrO1 = IaGGrO1
Ob2GGrO1 = null
} else {
Ob1GGrO1 = null
Ob2GGrO1 = IaGGrO1
}
guard = IaGGrO1.time<10
