Automatic acquisition and visualization of Slovenian doctors\u27 data by ŠTURM, JAN
Univerza v Ljubljani
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znotraj dokumenta ali med do-
kumenti
HTTP hyperText transfer protocol protokol za prenos hiperteksta
SPA single-page application enostranska aplikacija
ZZZS health Insurance Institute of
Slovenia
Zavod za zdravstveno zavaro-
vanje Slovenije
REST representational state transfer reprezentativno stanje prenosa




ORM object-relational mapping objektno-relacijsko mapiranje
JSON javaScript object notation objektna notacija za Java-
Script
XML extensible markup language razširljiv označevalni jezik
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Povzetek
Naslov: Avtomatsko pridobivanje in prikaz podatkov o slovenskih zdravni-
kih
Avtor: Jan Šturm
V okviru diplomske naloge smo implementirali sistem za pridobitev in
prikaz obremenitev slovenskih zdravnikov. Sistem smo poimenovali Frej-
Dohtarji, saj uporabnikom omogoča lažji pregled nad zasedenostjo osebnih
zdravnikov, zobozdravnikov in ginekologov. Uporabnik lahko na prvi strani
filtrira zdravnike glede na tip izvajalca in območno enoto. Pri vsakem zdrav-
niku se prikaže barvna oznaka, ki ponazarja, ali je še dolžan sprejemati nove
paciente. Kriteriji so določeni s strani Zavoda za zdravstveno zavarovanje Slo-
venije, hkrati pa so relativno komplicirani, zaradi česar bodo barvne oznake
poenostavile pregled dejanske obremenitve zdravnikov. Sistem podatke pri-
dobiva iz različnih virov. Podatke o zdravnikih in njihovih obremenitvah
pridobijo iz excelovih datotek, ki se nahajajo na spletni strani ZZZS. Doda-
tne informacije o delovnih časih in kontaktih pa se avtomatsko pridobijo s
spletnih strani, kjer so objavljeni. Z uporabo aplikacije FrejDohtarji bo tako
izbira zdravnika lažja in hitreǰsa, hkrati pa bodo na enem mestu zbrani še
vsi dodatni podatki o zdravniku.




Title: Automatic acquisition and visualization of Slovenian doctors’ data
Author: Jan Šturm
In thesis, we implemented a system for obtaining and displaying the work-
load of Slovenian doctors. We name the system FrejDohtarji because it allows
users to easily see the occupancy of personal doctors, dentists and gynecol-
ogists. A user can filter the doctors on the first page, depending on a type
of contractor and an area unit. Each doctor is color-coded which indicates
whether is still required to accept new patients. The criteria are set by the
Health Insurance Institute of Slovenia, but at the same time criteria is rela-
tively complicated, which will make color markings easier to review the actual
burden on doctors. The system obtains data from various sources. Data is
obtained from Excel files, which are available on the website of Health In-
surance Institute of Slovenia. However, additional information on working
hours and contacts is automatically obtained from the websites where they
are posted. Using the FrejDohtarji app will make it easier and faster users to
choose a doctor, and at the same time all the additional doctor information
will be collected in one place.




V današnjem času je na svetovnem spletu na voljo ogromna količina podat-
kov, ki so zapisani v različnih oblikah. Veliko podatkov je na prvi pogled
neuporabnih, saj njihova struktura morda ne ustreza potrebam uporabnika
in zato zahteva dodatno obdelavo. S to težavo se sooča veliko uporabnikov
spletnih strani. Zaradi nepreglednosti podatkov uporabniki pogosto hitro
obupamo nad pridobivanjem koristnih informacij. Vsak si namreč želi prido-
biti informacije čim hitreje in na čim bolj enostaven način. Ena od možnih
rešitev so spletne aplikacije, ki pridobijo podatke s pomočjo spletnih pajkov,
jih ustrezno obdelajo in nato prikažejo na čim bolj intuitiven način. Neka-
teri ljudje se za izbiro zdravnika odpravijo v lokalni zdravstveni dom, kjer so
običajno v čakalnicah objavljeni seznami prostih zdravnikov s pripadajočimi
delovnimi časi. Razlog za to je lahko pomanjkanje informacij, da so seznami
prostih zdravnikov javno dostopni na spletu, ali dejstvo, da se iz njih prepro-
sto ne znajdejo. Z nepreglednostjo podatkov se zagotovo soočimo, ko preko
spleta ǐsčemo proste osebne zdravnike, ginekologe ali zobozdravnike. Le-ti se
nahajajo v excelovih datotekah, ki jih ZZZS objavi vsak mesec. Podatki so
sicer strukturirani, vendar še vedno nepregledni. Pridobitev kontaktnih po-
datkov ali urnikov zahteva dodatno iskanje po spletnih straneh zdravstvenih
domov, kar zopet zahteva dodaten čas in trud. V okviru diplomske naloge
bomo implementirali celovito programsko rešitev, ki bo podatke zajela avto-
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matsko iz excelovih datotek ter jih obdelala. Dodatno pa bo sistem, ki smo ga
poimenovali FrejDohtarji, izvedel avtomatsko ekstrakcijo kontaktov in delov-
nih časov za zdravnike, ki se nahajajo v podatkovni bazi sistema. Vse skupaj
bomo na koncu prikazali v spletni aplikaciji. Aplikacija bo zaradi navedenih
problematik potrebovala čim preprosteǰsi uporabnǐski vmesnik, hkrati pa se
bo morala nahajati v samem vrhu spletnih iskalnikov. S tem bomo morda
spodbudili večjo množico ljudi k uporabi aplikacije. Motivacija za diplomsko
delo izhaja predvsem iz ideje, da bi bila izbira oz. zamenjava zdravnika čim
lažja in hitreǰsa. Z uporabo aplikacije FrejDohtarji uporabnikom ne bo po-
trebno prebirati spletne strani ZZZS, kjer so navedene vse informacije o izbiri
zdravnika. Aplikacija bo vse te informacije že upoštevala in tako uporabniku
pomagala pri izbiri zdravnika.
Poglavje 2
Pregled področja
V aplikaciji FrejDohtarji bomo združili podatke, ki se nahajajo v odprti
strukturirani obliki, z polstrukturiranimi podatki, ki jih bomo avtomatsko
pridobili s spleta. Na spletu obstajajo podobne aplikacije, ki ravno tako
kot aplikacija FrejDohtarji prikazujejo delovne čase in kontaktne podatke
zdravnikov. Aplikacije, ki so vsebinsko podobne aplikaciji FrejDohtarji, so
eZdravnik, Čakalne dobe in Odpiralni časi. Aplikacija FrejDohtarji se od
aplikacij eZdravnik, Čakalne dobe in Odpiralni časi razlikuje v tem, da po-
datke v bazo dodajajo uporabniki, medtem ko FrejDohtarji podatke prido-
bijo iz drugih virov. Primera aplikacij, ki ravno tako pridobivata podatke
iz drugih virov sta Parlameter in Avto log. Parlameter zbira podatke, ki so
slabo dostopni, skriti v množici informacij, strojno neberljivi ali težko razu-
mljivi, in jih ureja v informacije, ki so pospremljene z vizualizacijami. Cilj
aplikacije približati delo parlamenta naǰsirši splošni javnosti in analitikom
(novinarjem). Orodje je strukturirano na način, da se prav vsi govori, glaso-
vanja prǐstejejo posameznem poslancu ali poslanski skupini S pridobljenimi
polstrukturiranimi podatki .se opravljajo analize in podajajo povprečne vre-
dnosti rezultatov [14]. Avtolog je aplikacija, ki pokaže z predhodno obdelavo
podatkov iz portala OPSI dejansko kilometrsko formo že registriranih vozil.
OPSI je vzpostavilo ministrstvo za javno upravo, zgrajeno na odprtokodni





Na sliki 2.1 je prikazan uporabnǐski vmesnik aplikacije eZdravnik. Aplikacija
je podobna aplikaciji FrejDohtarji tako po videzu, kakor tudi po implementi-
ranih funkcionalnostih. Na voljo je iskanje zdravnikov glede na območno
enoto ali tip zdravstvene dejavnosti, ki je lahko: fizioterapija, zobozdra-
vstvena dejavnost, patronaža, specialistična ali pa splošna dejavnost. Po-
datki nekaterih zdravnikov zajemajo tudi število opredeljenih pacientov pri
tem zdravniku, vendar pa se neposredno ne da sklepati o njihovi dejanski
obremenjenosti, saj zgolj število opredeljenih pacientov ne predstavlja dejan-
ske obremenitve zdravnika. Za vsakega zdravnika so prikazani tudi kontak-
tni podatki, lokacija ordinacije na zemljevidu ter delovni časi. Delovni čas
je lahko dejanski delovnik ali pa termin za naročanje. V aplikaciji FrejDoh-
tarji terminov za naročanje nismo vključili, ker se pri ekstrakciji podatkov
algoritem ni zavedal pomena posameznih delovnih časov.
2.2 Odpiralni časi
Odpiralni časi je aplikacija, ki je na voljo v več državah in se uporablja za
iskanje delovnih časov trgovin, restavracij, različnih ustanov. Njen izgled
smo prikazali na sliki 2.2. Med delovnimi časi so na voljo tudi delovni časi
nekaterih zdravnikov. Mogoče je iskanje delovnih časov glede na trenutno
geografsko lokacijo. Iz opisa aplikacije Odpiralni časi, nam ni uspelo zabrati,
če se podatki v sistem dodajajo avtomatsko. Zagotovo pa se dodajajo ročno,
tako da je uspešno delovanje sistema odvisno od velikega števila uporabnikov,
ki sodelujejo pri posodabljanju podatkov. Uporabniki lahko poleg dodajanja
podatkov sodelujejo tudi pri poročanju o nepravilnostih, ki se lahko pojavijo
pri vnašanju podatkov. Poleg običajnih uporabnikov pa lahko podatke doda-
jajo tudi lastniki podjetij, ki si pridržujejo pravico do urejanja podatkov za
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svoja podjetja. Poleg delovnega časa so običajno objavljeni tudi lokacija pod-
jetja ter kontaktni podatki, ki vključujejo telefonsko številko in elektronski
naslov. Na voljo je tudi funkcionalnost, ki omogoča izračun poti od trenu-
tne lokacije osebe do želenega podjetja. Portal je torej bolj vsestranski in
ni vezan izključno na zdravstveno domeno. Mogoče je tudi ocenjevanje pod-
jetja ter dodajanje javnih komentarjev. Poleg običajne spletne različice je
aplikacija na voljo tudi za iOS, Android in Windows Phone [13].
2.3 Čakalne dobe
Portal Čakalne dobe je prikazan na sliki 2.3. Njegov namen je prikaz podat-
kov o čakalnih dobah za zdravstvene storitve v Sloveniji. Vnos podatkov v
aplikacijo poteka ročno, tako da so podatki pred vnosom dodatno preverjeni
in posledično tudi zanesljiveǰsi [6]. Pri zbiranju in vnosu podatkov portal
tesno sodeluje z zdravstvenimi strokovnjaki, ki dodatno pripomorejo h kva-
litetneǰsi vsebini. Na portalu so prikazane tudi številne dodatne vsebine,
ki so povezane predvsem z informiranjem javnosti o različnih zanimivostih
ali opozorilih, ki jih velja upoštevati. Aplikacija FrejDohtarji je v nekaterih
vidikih podobna aplikaciji Čakalne dobe. Presek njunih funkcionalnosti pred-
stavlja iskanje zdravnikov ter prikaz njihovih kontaktov ter delovnih časov.
V aplikaciji čakalne dobe, ima lahko zdravnik prikazan tudi delovni čas za
naročanje ter dodaten gumb, ki omogoča prijavo napak pri vnosu podatkov.
V aplikaciji FrejDohtarji delovni čas za naročanje ni na voljo, saj algoritem
delovhni časov ne loči (ordinacijski delovni čas, delovni čas za naročanje).
Čakalne dobe zajemajo tudi funkcionalnosti za iskanje zdravnikov ali zdra-
vstvenih ustanov. V aplikaciji FrejDohtarji pa je implementirano izključno
filtriranje zdravnikov glede na območno enoto ali izvajalca ter datum veljav-
nosti podatkov. Poleg tega pa so v aplikaciji Čakalne dobe na voljo podatki
tudi za ostale tipe zdravnikov in se samo za osebne zdravnike, zobozdravnike
in ginekologe.
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Slika 2.1: Prikaz delovnega časa in kontaktov na portalu eZdravnik [9] .
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Slika 2.2: Delovni časi ter kontakti v aplikaciji Odpiralni časi [16].
8 Jan Šturm
Slika 2.3: Delovni čas in kontakti v aplikaciji Čakalne dobe [22].
Poglavje 3
Platforme za pridobivanje in
prikaz podatkov
3.1 Ekstrakcija podatkov
Podatki se lahko nahajajo v treh oblikah: strukturirani, polstrukturirani ali
nestrukturirani obliki. Značilnost strukturiranih podatkov je, da je njihova
oblika skladna z vnaprej določenim podatkovnim modelom. Polstrukturi-
rani podatki so podmnožica strukturiranih podatkov. Njihova oblika ni tako
strogo določena, vendar pa je še vedno možno enostavno poizvedovanje po
podatkih, saj so podatki semantično ločeni z različnimi oznakami. Nestruk-
turirani podatki nimajo semantičnih oznak, zato je za obdelavo tovrstnih
podatkov potrebna uporaba napredneǰsih algoritmov (npr. algoritmi stroj-
nega učenja). Excelove datoteke, ki jih obravnavamo v okviru diplomske
naloge predstavljajo strukturirane podatke, spletne strani s katerih pridobi-
vamo dodatne podatke pa polstrukturirane.
3.1.1 Primerjava nizov
Podatki v polstrukturirani in nestrukturirani obliki se lahko pogosto spremi-
njajo, zaradi česar je otežena primerjava nizov. Excelove datoteke, ki vsebu-
jejo podatke o obremenitvah slovenskih zdravnikov, v glavi tabele vsebujejo
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imena stolpcev, ki se lahko spreminjajo skozi čas. Zato klasične metode za
primerjavo nizov ne pridejo v poštev. Potrebna bo uporaba napredneǰsih
metod, ki ne preverjajo enakosti nizov, temveč računajo njihovo medsebojno
podobnost. Taki razdalji sta Jaro-Winklerjeva razdalja in Levenshteinova
razdalja. Jaro-Winkler najbolje deluje pri nizih, ki vsebujejo podobno pred-
pono. Pri ekstrakciji podatkov bomo imeli veliko opravka s podnizi, kjer
tudi uporaba razdalje Jaro-Winkler ne bo prinesla optimalnih razdalj med
nizoma. Nize bomo v nadaljevanju primerjali s pomočjo Levenshteinove raz-
dalje, ki je enaka številu sprememb (zamenjave, vstavljanja, brisanja), ki so
potrebne, da izvedemo pretvorbo enega niza v drugega [7]. Levenshteinove
razdalje v okviru diplomske naloge nismo implementirali, temveč smo upo-
rabili obstoječo implementacijo, ki je na voljo v knjižnici Apache Text Utils.
Pri primerjavi nizov, ki se znatno razlikujeta v dolžini, je lahko razdalja velika
zaradi velikega števila sprememb, ki so potrebne za pretvorbo niza. Rešitev
je normalizacija razdalje, ki se izvede tako, da se izračunano razdaljo deli z
dolžino dalǰse izmed besed. Rezultat je število, ki se nahaja na intervalu od 0
do 1. Če normalizacije ne bi izvedli, bi si bila lahko dva niza bolj podobna, in
sicer zaradi podobne dolžine, ne pa zaradi dejanske medsebojne podobnosti.
3.1.2 RoadRunner
Idejna osnova za delovanje spletnega pajka bo predstavljal algoritem Roa-
dRunner. Značilnost algoritma je sposobnost samodejnega generiranja ovoj-
nic. Deluje tako, da izvede primerjavo značk med ovojnico in poljubnim
dokumentom. Če so pri primerjavi najdena neujemanja (angl. mismatches)
med ovojnico in poljubnim dokumentom, bo ta neujemanja algoritem itera-
tivno popravljal toliko časa, dokler ne bodo izničena. Rezultat algoritma je
posplošena ovojnica. Obstajata neujemanje nizov in neujemanje značk. Pri
neujemanju nizov se ovojnico prilagodi tako, da se mesto, kjer se je prej naha-
jal niz, zamenja z žetonom, ki ga sistem prepozna kot element podatkovnega




Prikaz podatkov je ključen za lažje razumevanje procesov. Način prikaza
je odvisen od tega, kdo je dejanski končni uporabnik. Podatki so lahko
namenjeni bodisi sistemskim administratorjem, ki najpogosteje uporabljajo
pregledne plošče za pregled dnevnǐskih datotek, bodisi uporabnikom, ki apli-
kacijo uporabljajo pri vsakodnevni uporabi. Programska oprema se hkrati
deli tudi glede na to ali je izdelana po naročilu ali pa gre za generičen produkt,
ki z dodatno konfiguracijo deluje.
3.2.1 Pregledne plošče
Pregledne plošče so ključna orodja vsakega uspešnega podjetja. Omogočajo
bolǰsi vpogled v poslovne procese, saj v realnem času ponujajo vizualiza-
cijo in analizo večjih količin podatkov. S tem lahko znatno izbolǰsajo proces
odločanja, hkrati pa izbolǰsajo strateško prednost podjetja na trgu. Name-
njene so predvsem podatkovnim analitikom, sistemskim administratorjem ter
zaposlenim v vodstvu. Kibana je ena izmed odprtokodnih preglednih plošč.
Poizvedbe izvaja na osnovi iskalnega stroja (angl. search engine) Elasticse-
arch, ki omogoča hitro iskanje v gmotah podatkov (angl. big data). Kibana
se uporablja za podatkovno analitiko, vizualizacijo podatkov in nadzor apli-
kacij [11]. Drugi primer je orodje, imenovano Tableau. Opisane pregledne
plošče ponujajo zelo obsežen in napreden nabor funkcionalnosti za vizuali-
zacijo in podatkovno analizo, ki se običajno uporablja v resnih podjetjih. V
kontekstu diplomskega dela potrebujemo zgolj nekaj funkcionalnosti, ki jih
ponujajo profesionalne programske rešitve. Podatke bomo pridobili enkrat
mesečno oz. v času objave le-teh, zato je obdelava v realnem času nepotrebna.
Za potrebe naše aplikacije bomo potrebovali tudi dodatne funkcionalnosti, ki
ne spadajo v domeno preglednih plošč.
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3.2.2 Rešitve po meri
Programske plošče običajno uporabljajo strokovnjaki v podjetjih, zato nji-
hova uporaba ni vedno intuitivna in zahteva dodaten čas za učenje. Hkrati pa
niso namenjene za objavo na spletu, ki bi omogočala uporabo končnim upo-
rabnikom. Rešitev za opisane probleme je razvoj spletne aplikacije po meri.
Aplikacije po meri omogočajo gradnjo aplikacij po želji končnih uporabnikov,




Sistem FrejDohtarji je sestavljen iz širokega nabora tehnologij. Čelni del je
implementiran v ogrodju Angular, medtem ko je zaledni implementiran v
ogrodju Spring Boot. Pri uporabi tako čelnega, kakor tudi zalednega dela
smo uporabili dodatne knjižnice za lažjo vizualizacijo in obdelavo podatkov.
4.1 Uporabljene tehnologije
Tehnologije so uporabljene z namenom, da se ne izgublja dodatnega časa za
algoritme ter se posvetimo implementaciji sistema FrejDohtarji.
4.1.1 Spring Boot
Spring Boot je ogrodje, ki temelji na ogrodju Spring in je namenjeno za gra-
dnjo samostojnih Java aplikacij, ki tečejo na strežniku Tomcat. Na uradni
spletni strani https://start.spring.io je na voljo uporabnǐski vmesnik,
ki omogoča enostavno inicializacijo projekta Spring Boot. Pred dokončnim
kreiranjem projekta je potrebno izbrati programski jezik, ki je lahko Java ali
Kotlin. Na voljo je tudi velik nabor odvisnosti, ki jih lahko predhodno do-
damo v projekt, s čimer znatno poenostavimo dodajanje odvisnosti. Spring
Boot v primerjavi s prvotnim orodjem Spring omogoča tudi avtomatsko kon-




Jsoup je ”javanska”knjižnica za delo s dokumenti HTML. Jsoup API po-
nuja metode za učinkovito ekstrakcijo in manipulacijo podatkov na straneh
HTML. Razčlenjevanje (angl. parsing) izvede na podoben način, kot ga izve-
dejo moderni spletni brskalniki. Ponuja številne funkcionalnosti, ki olaǰsajo
pridobivanje podatkov (zapiranje odprtih značk HTML, metode za izbiro ele-
mentov HTML, glede na razred ali tip elementa). Branje podatkov je možno
iz datotek, nizov in naslovov spletnih strani [10].
4.1.3 Apache POI
Apache POI je odprtokodna ”javanska”knjižnica za manipulacijo različnih
tipov datotek Microsoft Office. Omogoča branje, kreiranje in urejanje dato-
tek, pri čemer ima podprto tudi branje tako stareǰsih formatov xls. Knjižnica
pa omogoča tudi vizualno urejanje datotek (npr. dodajanje barv in obrob,
uporaba različnih vgrajenih excelovih funkcij) [4].
4.1.4 Apache Commons Text
Apache Commons Text je odprtokodna ”javanska”knjižnica, ki je osredotočena
na algoritme, ki omogočajo enostavno delo z nizi. Implementirane so številne
razdalje za primerjavo nizov, kot so: kosinusna, Hammingova, Levenstei-
nova [3].
4.1.5 Angular
Razvoj aplikacije v ogrodju Angular omogoča implementacijo aplikacij SPA
z bogato uporabnǐsko izkušnjo. Modularna struktura omogoča, da kompo-
nente poljubno zamenjamo z novimi, ki smo jih bodisi razvili sami bodisi
uporabili iz že obstoječih knjižnic. Značilnost ogrodja Angular je hitro me-
njavanje različic, kar zahteva pogosto vzdrževanje, saj nekatere knjižnice po
nadgradnji sistema ne bodo več delovale. Splet je osnovno okolje za delo-
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vanje aplikacije Angular, vendar pa je možno aplikacijo z dodatnimi ogrodji
(Electron, Ionic) pretvoriti v mobilno ali namizno aplikacijo [1].
4.1.6 Ngx Charts
Ngx Charts je odprtokodno ogrodje za izris grafov, ki smo ga uporabili v apli-
kaciji Angular. Poleg velikega nabora različnih grafov pa omogoča dodatne
konfiguracije, s katerimi izris dodatno prilagodimo našim zahtevam [12].
4.1.7 Angular Material
Angular Material je knjižnica, ki ponuja velik nabor komponent, ki so im-
plementirane na podlagi specifikacije Google Material. Komponente poleg
osnovnega prikaza podatkov omogočajo tudi prikaz, prilagojen za mobilne
naprave, ter številne funkcije za manipulacijo podatkov [2].
4.2 Arhitektura
Arhitektura sistema FrejDohtarji je večslojna, tako da omogoča hitro za-
menjavo in dodajanje novih komponent. Delitev aplikacije smo prikazali na
sliki 4.1. Aplikacija se torej deli na čelni del, zaledni del ter podatkovno bazo.
Čelni del je implementiran v ogrodju Angular. Podatke pridobiva iz REST
API-ja zalednega dela ter vsebino ustrezno servira uporabniku. Zaledni del
je implementiran v ogrodju Spring Boot ter teče na vgrajenem spletnem
strežniku Apache Tomcat. Podatkovna baza Postgres je zapakirana v Docker
vsebnik. Sistem FrejDohtarji izvaja interakcije z zunanjim okoljem pri servi-
ranju podatkov odjemalcu in pridobivanju podatkov iz različnih podatkovnih
virov. Podatke iz zunanjega okolja pridobiva s spletne strani ZZZS, kjer pri-
dobi podatke o obremenjenosti slovenskih zdravnikov. Podatki so shranjeni v
polstrukturiranih excelovih datotekah, ki se med seboj lahko tudi razlikujejo.
Za pridobljene zdravnike nato s pomočjo Google Custom Search API pridobi
naslove spletnih strani, kjer se potencialno nahajajo kontakti ter delovni časi
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zdravnikov. V zadnjem koraku pa se s pomočjo posebnega razčlenjevalnika
(angl. parser) s spletnih strani pridobijo kontakti in delovni časi zdravnika.
Slika 4.1: Arhitektura sistema FrejDohtarji.
4.3 Čelni del
Čelni del je zgrajen iz dveh pogledov. Prvi pogled predstavlja vstopna stran,
ki vsebuje seznam aktivnih zdravnikov za tekoči mesec. Na vrhu seznama
je dostopna tudi orodna vrstica, ki omogoča filtriranje zdravnikov glede na
naziv izvajalca, datum veljavnosti ter naziv območne enote. Za pridobitev
podatkov čelni del zalednemu delu pošlje zahtevo GET z ustreznimi iskal-
nimi parametri (angl. query parameters). Zaledni del nato izvede straničenje
(angl. pagination) ter vrne ustrezne podatke. Vsak zdravnik ima dodano še
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značko, ki prikazuje trenutno obremenjenost zdravnika. Zdravnikom, ki še ne
dosegajo obremenitve, nastavimo značko zelene barve, ostalim, ki pacienta
ne potrebujejo vpisati, pa se barva značke nastavi na rumeno. Rumeno barvo
smo izbrali, ker je pri nekaterih zdravnikih po dogovoru še vedno možen vpis.
Klik na posameznega zdravnika uporabnika preusmeri na pogled, ki predsta-
vlja profil zdravnika. Profil vsebuje osnovne podatke zdravnika, dodani pa
so tudi kontaktni podatki ter delovni časi, če so na voljo. Na pogledu profil
so dodani tudi grafi, ki prikazujejo distribucijo starostnih skupin pacientov,
ki so opredeljeni pri določenem zdravniku. Grafe smo izrisali smo s pomočjo
knjižnice Ngx Charts, ki je opisana v poglavju 4.1.6. Distribucija podat-
kov iz posameznega zapisa v podatkovni bazi ni neposredno vidna, zato smo
podatke najprej združili za vsakega zdravnika posebej ter jih preoblikovali v
objekt, primeren za odjemalca. Nekateri zdravniki v podatkovni bazi so pred
kratkim začeli z delom, zaradi česar se lahko njihova časovnica razlikuje od
preostalih zdravnikov.
4.4 Zaledni del
Zaledni del je razslojen na vire, servise in repozitorije (resource, service in
repository). Rest API resource skrbi za serviranje podatkov odjemalski apli-
kaciji. V zaledni del aplikacije sta integrirana dva odjemalca, ki skrbita
za pridobivanje oddaljenih podatkov. Prvi odjemalec skrbi za pridobivanje
in obdelavo excelovih datotek, drugi pa za avtomatsko ekstrakcijo delovnih
časov s spleta. Za oba odjemalca smo avtomatizirali poganjalca skript (Cron
Job), ki omogoča izvajanje kode v fiksnih intervalih. V Spring Boot je za
kreiranje poganjalca skript dovolj, da nad metodo dodamo oznako @Schedule
ter definiramo želen interval ponavaljanja.
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4.5 Odjemalec za datoteke Excel
V zalednem delu aplikacije smo za vsak tip zdravnika definirali vrednost
konstante, ki predstavlja naslov do spletne strani, kjer se nahaja seznam
URL-jev do excelovih datotek. Sistem se za vsak tip zdravnika poveže na
ustrezno stran, iz nje pridobi URL-je datotek ter prenese datoteke v lokalni
direktorij. Datoteke nato obdela, njihovo vsebino pa shrani v podatkovno
bazo sistema FrejDohtarji.
4.5.1 Prenos datotek
Poleg naslova spletne strani, kjer je dostopen seznam excelovih datotek (slika 4.2),
pa potrebujemo tudi spletne naslove, kjer se datoteke nahajajo. V prvem
koraku s knjižnico Jsoup izvedemo povezavo na spletno stran ter z nje pri-
dobimo celotno vsebino, ki se shrani v objekt tipa Document. Document
ima implementirano metodo select, ki omogoča efektivno izbiro elementov,
ki ustrezajo določenim pogojem. V našem primeru smo kot pogoj določili,
da se poǐsče prvi element, ki vsebuje razred datoteke, znotraj elementa pa se
nato izberejo vsi elementi tipa <a> (HTML značka). Pridobljeni elementi
predstavljajo URL-je datotek. Prvi element z razredom datoteke izberemo
zato, ker predstavlja seznam aktivnih zdravnikov. V drugem elementu se
nahaja seznam datotek, ki vsebujejo podatke o neaktivnih zdravnikih, ki jih
bomo v okviru diplomske naloge izpustili. Datoteke se tako po potrebi pre-
nesejo z oddaljenega strežnika. Za prenesene datoteke sistem v podatkovni
bazi preveri, ali so bile pred tem že morda dokončno obdelane. V primeru da
je bila datoteka dokončno obdelana, nadaljujemo z obdelavo ostalih datotek.
4.5.2 Zajem podatkov
Algoritem 1 pregleda vrstice in celice v excelovi datoteki ter shrani pri-
padajočo vsebino v podatkovno bazo. Na sliki 4.3 je prikazana struktura
začetnega dela datoteke. Za vsako vrstico se preveri, ali je bila glava tabele
že najdena. Če glava datoteke še ni bila najdena, potem imamo možne tri
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Slika 4.2: Dva seznama URL-jev, na katerih se nahajajo excelove datoteke
(za aktivne in neaktivne zdravnike) [28].
scenarije. V prvem scenariju trenutna vrstica predstavlja glavo (vrstica 4),
zato si glede na tip zdravnika izberemo nabor atributov (slika 4.4), ki so
značilni zanj. Nato se za vsako ime stolpca s pomočjo Levensteinove razdalje
poǐsče najbolj podoben atribut. Za vsak najden atribut se shrani njegov in-
deks stolpca, ki ga bomo potrebovali pri kasneǰsem shranjevanju podatkov.
Vendar pa si stolpec in pripadajoči indeks shranimo le v primeru, da je bilo
ujemanje z enumom vǐsje od vnaprej definirane mejne vrednosti. Kot mejno
vrednost smo s poizkušanjem določili vrednost 0.7. Mejno vrednost določimo
zato, ker bi pri izračunu ujemanja med besedo ter vrednostjo enuma lahko
prǐslo do majhnih ujemanj, par pa bi si shranili, kljub temu, da sta si vre-
dnosti minimalno podobni. V drugem in tretjem scenariju (6. in 9. vrstica)
pa preverjamo, če vrstica vsebuje datum veljavnosti oz. daum priprave po-
datkov. Za prepoznavo datumov smo dodatno implementirali metodo, ki
prepoznava različne vrste datumov. Ko je glava že nastavljena (vrstica 12),
je potrebno shraniti podatke, ki se nahajajo pod glavo tabele. Vsebino vsake
celice shranimo v slovar (vrstica 17), kjer ključ predstavlja trenutni stolpec,
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vrednost pa je enaka vrednosti celice. Ko obdelamo celotno vrstico, njeno
vsebino shranimo v podatkovno bazo (vrstica 19).
Slika 4.3: Začetni del excelove datoteke aktivnih zdravnikov [28].
4.5.3 Shranjevanje v podatkovno bazo
V nadaljevanju se bodo podatki, pridobljeni v poglavju 4.5.2 dodali v ustre-
zne entitete ter shranili v podatkovno bazo. V bazo bomo shranili naslednje
entitete: ’Zdravnik’, ’ObmocnaEnota’, ’Izvajalec’, ’DejavnostZzzs’, ’Zapis’.
Entitete v bazo shranimo, da ustvarimo nov objekt želenega tipa, ter iz slo-
varja, v katerega smo shranjevali vrednosti celic, pridobimo podatke. Po-
datke pridobimo tako, da v slovarju zahtevamo vrednost za določen ključ.
Vrednost ključa je enaka poljubni vrednosti atributa, ki jo bomo shranili v
entiteto. Vsi podatki so v slovarju shranjeni v obliki niza, zato jih je potrebno
pretvoriti v ustrezen format. Večina pretvorb je obsegala pretvorbo števil v
obliki niza v število tipa Long ali Double. Ko entiteta vsebuje vse potrebne
podatke, pokličemo service za trenutno obravnavano entiteto. Nato sledi
shranjevanje statističnih podatkov. Statistični podatki zajemajo podatke, ki
prikazujejo obremenjenost določenega zdravnika ter število opredeljenih pa-
cientov za vsako starostno skupino posebej. Značilno je, da osebni zdravnik,
ginekolog in zobozdravnik delijo vse podatke razen statističnih. Statistični
podatki so tako za vsak tip zdravnika malo drugačni, razlikujejo se po sta-
rostnih skupinah pacientov ter stolpcih, ki prikazujejo obremenjenost zdrav-
nika. V ta namen smo vrednostnim naštevnih tipov (enum v Javi) v imenu
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Algorithm 1 Pridobi podatke iz Excela
1: procedure pridobiPodatke(excel datoteka, tip zravnika)
2: . Excel datoteka je datoteka, iz katere pridobivamo podatke
3: for vrstica in datoteka do
4: if nismo še našli glave then
5: if vrstica je glava then
6: nastavi vrstico za glavo glede na tip zravnika
7: else if vrstica vsebuje datum veljavnosti then
8: shrani datum veljavnosti
9: else if vrstica vsebuje datum priprave then
10: shrani datum priprave
11: end if
12: end if
13: if glava je nastavljena then
14: for celica in vrstica do
15: if celica ni veljavna then
16: break
17: end if
18: vsebino celice nastavi za atribut vrstice
19: . V implementaciji to storimo s podatkovno strukturo slo-
var
20: end for





Slika 4.4: enum Atribut.
pripeli predpono, ki predstavlja zdravnika. S tem se želimo izogniti kasneǰsim
napakam, katerih vzrok bi bila izbira konstant, ki pripadajo drugemu tipu
zdravnika. Tako se izvede shranjevanje za vse vrstice, razen za tiste, ki niso
ustrezale pogojem. Ko so shranjene vse vrstice, v podatkovni bazi poǐsčemo
zapis o trenutni datoteki ter ji posodobimo stanje, ki prikazuje, da je datoteka
dokončno obdelana.
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4.6 Odjemalec Google API
Za pridobivanje spletnih naslovov, kjer se nahajajo potencialni delovni časi
ter kontakti zdravnikov, smo izbrali Google Custom Search API. Brezplačna
uporaba API-ja je omejena na 100 zahtevkov dnevno. V bazi imamo trenu-
tno shranjenih okoli 2900 zdravnikov, zato je bila potrebna uporaba plačljive
storitve, ki pa je omejena na 10000 zahtevkov dnevno. Klic API se opravi
tako, da se iz baze pridobi seznam vseh zdravnikov ter se za vsakega zgradi
nov spletni naslov, kar smo prikazali na sliki 4.5. Pri tem smo iskalni niz
sestavili tako smo združili besede: ”dr”, priimek in ime zdravnika ter besedo
”delovni čas”. Ko je spletni naslov pripravljen, izvedemo klic na oddaljeni
strežnik. Ko je spletni naslov pripravljen, lahko izvedemo oddaljen klic API
klic. Kot odgovor prejmemo objekt JSON , ki vsebuje veliko število polj ter
gnezdenih objektov. Za nas bodo zanimivi objekti, ki so gnezdeni znotraj
polja items. V privzetem načinu bo polje vsebovalo deset objektov oz. iskal-
nih zadetkov, kar je prikazano na sliki 4.6 . Uvrstitev iskalnega zadetka med
prvih deset zadetkov še ne pomeni nujno, da je sistem našel spletno stran,
na kateri se bo nahajal delovni čas za nekega zdravnika. V prvem koraku
izvedemo filtriranje zadetkov, ki bodisi v spletnem naslovu bodisi v vsebini
spletne strani vsebujejo kakšno izmed besed, ki smo jo pred tem dodali na se-
znam nedovoljenih besed. Na seznam nedovoljenih besed smo dodali besede,
ki bi potencialno lahko predstavljale spletno stran, ki ni nikakor povezana z
delovnim časom ter s kontaktnimi podatki zdravnika. Nekaj besed, ki smo
jih dodali na seznam: ”forum”, ”novice” itd.
Slika 4.5: Gradnja naslova za pridobivanje podatkov iz Google Custom Search
API.
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Slika 4.6: Prejet odgovor, pri klicu Google Custom Search API.
4.7 Razčlenjevalnik delovnih časov
Delovni časi so na spletu predstavljeni na veliko različnih načinov. Razli-
kujejo se tako v strukturi HTML kakor tudi v vsebini. V domeni delovnih
časov slovenskih zdravnikov vidimo različno postavitev urnikov na posame-
znih spletnih straneh, ker ni standardizirane oblike urnikov. Pri ekstrakciji
podatkov pa ravno zaradi prevelike razlike v strukturi HTML uporaba al-
goritma RoadRunner ni smiselna, saj algoritem najbolje deluje na spletnih
straneh s podobno strukturo. Na podlagi opažanj smo predpostavili, da ob-
stajajo trije glavni tipi delovnih časov (slika 4.7), ki se razlikujejo predvsem
po postavitvi podatkov:
1. tip: imena dni v glavi tabele, časovni intervali v stolpcih tabele,
2. tip: ime dneva na začetku vrstice, sledijo mu časovni intervali,
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3. tip: podoben 2. tipu, vendar so časovni intervali ločeni s stolpcema
”dopoldne”in ”popoldne”(lahko se pojavijo tudi drugi dodatni stolpci).
Slika 4.7: Primerjava tipov delovnih časov.
4.7.1 Iskanje delovnih časov
Pred začetkom iskanja delovnih časov je potrebno implementirati metodo,
ki bo izbrala vse elemente na strani, ki vsebujejo delovni čas. Metoda bo
element izbrala, če bo vseboval vsaj eno ime dneva ter vsaj en časovni in-
terval (npr. ”12:00-13:00”). Pogoj smo določili zelo ohlapno, saj obstajajo
delovni časi, v katerih manjkajo imena dni, hkrati pa zaradi prevelikih razlik
v strukturi HTML težko izpeljemo splošno pravilo, ki bo delovalo na večini
delovnih časov. Pri izbiri elementov so bili kot delovni čas prepoznani tudi
vsi elementi HTML, ki so v DOM drevesu nadrejeni delovnemu času. Nad-
rejene elemente, ki vsebujejo delovni čas, smo prikazali na sliki 4.8. V drugi
fazi poteka filtriranje nepotrebnih nadrejenih elementov. V zanki se za vsak
element preveri, če struktura HTML trenutnega elementa predstavlja pod-
niz strukture HTML preǰsnjega elementa. To ponavljamo, dokler je pogoj
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Metoda Opis
Iskanje delovnih časov Spuščanje po drevesu DOM, do-
kler ne pridemo do delovnega časa
Izbira delovnega časa Iskanje imena in priimka zdrav-
nika v bližini delovnega časa
Določitev tipa delovnega časa Določi se tip delovnega časa
Razčlenjevanje delovnih časov (1.tip) Razčlenjevanje delovnega časa in
shranjevanje v bazo
Razčlenjevanje delovnih časov (2. in
3.tip)
Razčlenjevanje delovnega časa in
shranjevanje v bazo
Tabela 4.1: Seznam uporabljenih pravil za ekstrakcijo podatkov.
veljaven in element vsebuje vsaj en časovni interval in ime dneva.
Algorithm 2 Ekstrakcija podatkov iz excelovih datotek
Inicializiraj seznam delovnih casov
for elementi ∈ elementi do
currMatch← jeElementOtrokPrejnsjegaElementa(celicaj)
if prevMatch & ¬currMatch then
Dodaj elementi v seznam delovnih casov
else if elementi zadnji element then
Dodaj elementi−1 v seznam delovnih casov
end if
end for
4.7.2 Izbira delovnega časa
Izmed vseh elementov, ki smo jih pridobili v poglavju 4.7.1, moramo izbrati
zgolj en element, ki predstavlja delovni čas zdravnika. Na spletni strani se
lahko pojavljajo tudi delovni časi za naročanje ali poletni čas dela, vendar pa
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Slika 4.8: Hiearhija elementov HTML v DOM drevesu spletne strani. Ele-
menti modrih odtenkov vsebujejo 1. delovni čas, elementi rdečih odtenkov
pa 2. delovni čas.
tega v implementaciji algoritma nismo upoštevali, tako da se bo vedno izbral
prvi delovni čas, nad katerim bosta glede na HTML strukturo na voljo ime
in priimek za trenutnega zdravnika.
4.7.3 Določitev tipa delovnega časa
Iz delovnega časa (HTML elementa) pridobljenega v poglavju 4.7.2, se shrani
v seznam vse besede, ki v njem nastopajo. Seznam besed se dodatno filtrira,
pri tem pa se obdrži samo besede, ki predstavljamo dan ali pa predstavljajo
časovni žig. Možne vrednosti dnevov smo definirali v enumu Table, ki je
prikazan na sliki 4.9. Po filtriranju se delovni čas 3. tipa poenostavi ter
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postane 2. tipa (slika 4.10. Opisana poenostavitev se zgodi izključno pod
predpostavko, da največ eden izmed stolpcev dopoldne in popoldne, vsebuje
časovne žige. Algoritem se glede na strukturo delovnega časa odloči za ustre-
zno metodo, ki izvede ekstrakcijo podatkov. Pri določitvi tipa delovnega časa
si pomagamo s pomožno metodo, ki preveri, ali časovni interval (npr. 12:00-
13:00) na levi ali desni vsebuje ime dneva. Levo ali desno stran preverjanja
izberemo s pomočjo parametra, ki ga podamo v metodo. V naslednjem ko-
raku pridobimo seznam vseh časovnih intervalov, ki se pojavijo v elementu.
Izberemo prva dva časovna intervala. Pri prvem preverimo prisotnost dneva
na levi strani, medtem ko pri drugem časovnem intervalu prisotnost dneva
preverimo na desni strani. Če smo v obeh primerih našli dan, pomeni, da
smo našli delovni čas tipa 2 ali 3 in pokličemo metodo, ki jo bomo obrav-
navali v poglavju 4.7.4. V nasprotnem primeru pa pokličemo metodo, ki je
opisana v poglavju 4.7.5.
Slika 4.9: enum Atribut.
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Slika 4.10: Primer pretvorbe delovnega časa 2.tipa v filtriran niz besed.
4.7.4 Razčlenjevanje delovnih časov 1. tipa
Algoritem 3 iterira čez seznam besed, ki jih dobi na vhod (slika 4.10). Pri
tem pa obdrži samo tiste besede, ki predstavljajo ime dneva (vrstica 3). Nato
inicializiramo s trenutniDanIndex (vrstica 4), ki predstavlja indeks dneva, za
katerega bomo shranjevali časovne žige. V naslednji zanki (vrstica 6) algori-
tem za vsak dan poǐsče pripadajoče časovne žige ter jih doda v slovar (vrstica
8). Ko najdemo dva časovna žiga (vrstica 9), povečamo spremenljivko tre-
nutniDanIndex (vrstica 10). Na koncu shranimo urnik v podatkovno bazo.
4.7.5 Razčlenjevanje delovnih časov 2. in 3. tipa
Algoritem 4 kot vhodna parametra dobi seznam besed ter indeks, ki pred-
stavlja pozicijo prvega časovnega žiga v seznamu. V seznamu je predhodnik
prvega časovnega žiga enak prvemu dnevu (običajno ponedeljek), ki se po-
javi v delovnem času. Zato v zanki začnemo na indeksu, ki je enak indeksu
prvega dneva. V vsaki iteraciji pridobimo element (vrstica 3), ki se nahaja v
seznamu nahaja na poziciji trenutnega indeksa. Ta element pridobimo pripa-
30 Jan Šturm
Algorithm 3 Razcleni urnik tipa 1
1: procedure razcleniUrnik1Tipa(seznamBesed )
2: . seznamBesed vsebuje le imena dnevov in casovne zige
3: for besede in seznamBesed do
4: ce je beseda dan jo dodamo v slovar dnevov




8: for besede od zadnjega dneva pridobljenega v prejsnji zanki dalje do
9: if beseda je casovni zig then
10: kljucu dneva trenutniDanIndex, dodamo vrednost ure kot eno
iz med vrednosti
11: if stevilo do sedaj dodanih dnevov v slovar je deljivo z 2 then




16: shrani urnik v obliki slovarja
17: end procedure
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dajočo vrednost (vrstica 4), ki je v ”javanski”implementaciji enaka vrednosti
enuma Atribut. Če atribut predstavlja dan (vrstica 8), se v slovar dodata
prazna vrednost in ključ, ki je enak trenutnemu dnevu. V primeru, da atri-
but predstavlja časovni žig(vrstica 10), pa v slovar shranimo vrednost, ki je
enaka atribut, ključ pa je zopet enak trenutnemu dnevu. Po končani zanki
se podatki shranijo v podatkovno bazo (tabela DelovniCas).
Algorithm 4 Razcleni urnik tipa 2 in 3
1: procedure razcleniUrnikTipa2in3(seznamBesed, startTimestamp-
index )
2: . seznamBesed vsebuje le imena dnevov in casovne zige
3: for index from startTimestampindex - 1 to dolzina(seznamBesed)
do
4: . startTimestampindex - 1 je pozicija prve besede ponedeljek
5: text← seznamBesed.get(index)
6: atribut← text v obliki enum Table
7: if urnik ni v 2. ali 3. obliki then
8: break
9: end if
10: if trenutni atribut je dan then
11: v slovar dodamo kot kljuc atribut
12: else if trenunti atrubut je ura then
13: kljucu zadnjega dneva, dodanega v slovar, dodamo vrednost
ure kot eno iz med vrednosti
14: end if
15: end for




Podatkovni model se avtomatsko generira med razvojem zalednega dela apli-
kacije. Preslikavo ”javanskih”razredov v tabele v podatkovni bazi izvede Hi-
bernate. V prvem koraku smo definirali razrede, ki predstavljajo podatkovne
modele. Razrede smo povezali s pomočjo oznak (@OneToMany, @ManyTo-
One) ter vsakemu od njih dodali še dve ključni oznaki, s pomočjo katerih
lahko hibernate avtomatsko preslika ”javanski”objekt v tabelo v podatkovni
bazi. Prva oznaka je @Entitiy, kar označuje objekt kot entiteto, naslednja pa
je oznaka @id, ki jo dodamo nad poljem, ki predstavlja primarni ključ tabele.
Podatki v tabeli Urnik so pridobljeni s pomočjo razvitega algoritma za eks-
trakcijo podatkov, v tabeli GoogleSearchUrl so pridobljeni iz Google Custom
Search API-ja, v vseh ostalih tabelah pa so pridobljeni iz excelovih datotek,
ki jih je aplikacija avtomatsko prenesla s spletne strani ZZZS. Definirali smo
naslednje tabele:
zapis vsebuje polja, ki predstavljajo obremenitve zdravnikov in starostne
skupine pacientov. Kljub temu, da se polja različnih tipov zdravnikov
razlikujejo, smo polja vseeno združili v eno tabelo. Pri shranjevanju
podatkov v bazo se preveri, za kateri tip zdravnika se podatki shranju-
jejo ter na podlagi tega izbere ustrezen konstruktor za kreiranje objekta
”Zapis”(slika 4.12), ki ga shranimo v podatkovno bazo.
zdravnik vsebuje osnovne in kontaktne podatke (telefonska številka in ele-
ktronski naslov) zdravnika.
izvajalec predstavlja izvajalce, za katere zdravniki opravljajo svojo dejav-
nost. Običajno so izvajalci zdravstveni domovi, v nekaterih primerih
pa tudi zasebne zdravnǐske ordinacije.
obmocna enota predstavlja območje, v katerem zdravniki opravljajo svojo
dejavnost. Območje sestavlja več sosednjih občin ali upravnih enot,
zdravstveno dejavnost pa lahko izvajajo tudi na tako imenovanih izpo-
stavah.
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downloaded file zapis v tabeli downloadedfile vsebuje podatke o preneseni
excelovi datoteki. Posebnost je polje persistence completed, s kate-
rim preverjamo, ali je bila določena datoteka že v celoti obdelana in
shranjena v bazo. V primeru da je vrednost enaka true, datoteko pre-
skočimo, v nasprotnem pa začnemo z obdelavo. Zaradi lažjega filtri-
ranja datotek glede na tip zdravnika smo izvedli denormalizacijo ter
dodali polje ’tip’, ki predstavlja, za kateri tip zdravnika smo shranili
datoteko.
google search url predstavlja spletne naslove, ki nam jih je kot odgovor
vrnil Google Custom Search API (poglavje 4.6). Polje search terms
predstavlja ključne besede, ki so bile uporabljene med iskanjem, se-
arch time je enak času, ki je bil potreben za obdelavo zahtevka. Po-
ljesurname name smo dodali, ker se pogosto zgodi, da se za zdravnika
pridobijo URL-ji, pri tem pa se razčlenjevanje podatkov ne dokonča
uspešno. Da bi lahko razčlenjevanje ponovili brez dodatnih zahtevkov
po podatkih, se v bazi pogleda, za kateri priimek in ime je bil URL
shranjen.
delovni cas predstavlja podatke delovnih časov, ki smo jih pridobili z av-
tomatsko ekstrakcijo. Za vsak dan v tednu smo definirali svoje polje.
Dodali pa smo tudi polje extra info, ki predstavlja dodatne informacije
o delovnem času.
dejavnost zzzs predstavlja polji za naziv in šifro ZZZS dejavnosti.
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Slika 4.11: Shema podatkovne baze sistema FrejDohtarji.
Slika 4.12: Shema podatkovne baze sistema FrejDohtarji.
Poglavje 5
Evalvacija
V tem poglavju se bomo osredotočili na analizo in pravilnost zajetih podat-
kov. Testiranja ustreznosti podatkov smo izvajali na manǰsih množicah, saj
ročno testiranje ne bi bilo izvedljivo na vseh podatkih iz podatkovne baze.
Na koncu smo določili še empirične časovne zahtevnosti uporabljenih metod
za ekstrakcijo podatkov.
5.1 Izpis številčnih podatkov v bazi
Na sliki 5.1 je prikazana porazdelitev zdravnikov, shranjenih v podatkovni
bazi sistema FrejDohtarji. Razvidno je, da največji delež zdravnikov pred-
stavljajo osebni zdravniki, ki jim sledijo zobozdravniki in ginekologi. Pri
izrisu podatkov smo upoštevali vse zdravnike v podatkovni bazi in ne samo
zdravnikov za tekoči mesec. Na sliki 5.2 pa smo prikazali porazdelitev po-
datkov, ki so bili avtomatsko pridobljeni s spletnih strani. Algoritem je v 49
% primerih uspel pridobiti tako delovni čas kakor tudi kontaktne podatke, v
2 % primerov samo kontakte in v 1 % primerov samo delovne čase. Opisani
deleži pridobljenih podatkov pa niso garantirano pravilno pridobljeni. Deleže
smo pridobili tako, da smo za polja kontaktnih podatkov in delovnih časov
preverili, ali vsebujejo neprazno vrednost. V 48 % primerov algoritem ni
uspel najti niti delovnih časov niti kontaktnih podatkov. Razlog je bil bodisi
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obisk napačne spletne strani bodisi nedelovanje algoritma na tem delovnem
času.
Slika 5.1: Distribucija vseh zdravnikov v podatkovni bazi.
5.2 Pregled in analiza pravilnosti zajetih po-
datkov
Pri ekstrakciji podatkov nismo upoštevali, da lahko zdravnik dela pri različnih
izvajalcih, pri tem pa opravlja tudi različne tipe zdravstvene dejavnosti.
Izračun deleža ustrezno pridobljenih kontaktnih podatkov in delovnih časov
bi težko izvedli avtomatsko, zato smo implementirali skripto, ki naključno
izbere 50 zdravnikov s pripadajočimi avtomatsko pridobljenimi podatki. Za
vsakega zdravnika smo preverili ustreznost pridobljenega spletnega naslova,
s katerega smo pridobili podatke, ter ustreznost pripadajočih podatkov.
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Slika 5.2: Seznam URL-jev, kjer so dostopne excelove datoteke.
5.2.1 Analiza podatkov
Na sliki 5.3 je prikazana distribucija zdravnikov glede na pravilno pridobljene
pripadajoče delovne čase in kontakte. V 6 % primerov so bili podatki prido-
bljeni z napačnega spletnega naslova, zaradi česar smo podatke označili za
neveljavne. V 78 % smo uspeli pravilno pridobiti delovni čas in kontakte, v
12 % samo kontakte in v 4 % samo delovne čase. Naključna izbira zdravnikov
znatno vpliva na rezultate pravilno pridobljenih podatkov, saj ima lahko več
zdravnikov objavljene podatke na istih spletnih straneh. V primeru da je
algoritem uspešno pridobil podatke na tej spletni strani, predvidevamo, da
bodo tudi končni rezultati dobri, saj bo algoritem najverjetneje uspešno pri-
dobil podatke tudi za ostale zdravnike. Algoritem pri ekstrakciji kontaktov
ne loči razlike med telefonsko številko in faksom. Lahko bi ju ločili glede na
besedo, ki se nahaja pred posameznih kontaktom in označuje njegov tip. Če
beseda za označevanje ni prisotna, pa običjano nastopa namenska ikona. Za
prepoznavo tipa bi tako morali preveriti še strukturo HTML ter na podlagi
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razredov, ki bi jih vseboval element HTML, določili tip kontakta.
5.2.2 Razlogi za neustrezno pridobitev podatkov
Razlogov za neustrezno pridobitev delovnih časov je več. Prvi je neustrezna
izbira ključnih besed za iskanje spletnih strani. Da bi izbolǰsali uspešnost is-
kanja, bi morali dodatno izpopolniti metodo za iskanje spletnih naslovov. Na
spletnih straneh, kjer je za enega zdravnika objavljenih več delovnih časov
naenkrat, algoritem ne zna razlikovati med njimi. Trenutna implementacija
algoritma vedno izbere prvi delovni čas, ki ustreza pogojem, pri tem pa se
lahko pridobi neustrezen delovni čas. Obstajajo tudi delovni časi, ki niso
zgrajeni iz elementov HTML, temveč so predstavljeni v slikovnem formatu,
zato bi za ekstrakcijo podatkov potrebovali algoritem za vizualno prepozna-
vanje objektov.
Slika 5.3: Distribucija zdravnikov glede na pravilnost pripadajočih delovnih
časov in kontaktov.
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5.3 Primeri spletni strani
Pri avtomatskem pridobivanju podatkov so se lahko spletne strani med seboj
zelo razlikovale, pri tem pa so se posledično razlikovali tudi zapisi delovnih
časov in kontaktnih podatkov.
5.3.1 Pravilno zajeti podatki
V tabeli 5.1 smo primerjali spletne strani, kjer so se podatki zajeli pravilno.
Razvidno je, da pogoj za pravilen zajem podatkov ni preveč vezan na tip
značk HTML, ki so bile uporabljene za prikaz delovnega časa. Delovni časi
so se na spletnih straneh pojavljali tako posamezno kakor tudi v večjem
številu. Kot pravilno zajete delovne čase smo upoštevali tudi tiste, ki so se
sicer pravilno pridobili, vendar pa pri njih nismo pridobili dodatnih opomb, ki
opisujejo posebnosti za delovni čas. Kontaktni podatki so se ravno tako zajeli
pravilno, saj so bili v vseh primerih pravi kontaktni podatki bližje delovnemu
času kakor kontaktni podatki zdravstvenega doma ali drugega zdravnika.
5.3.2 Delno pravilno in nepravilno zajeti podatki
Tabela 5.2 prikazuje podatke, ki so se zajeli bodisi delno pravilno bodisi
nepravilno. Razlogi za nepravilen zajem delovnih časov niso preveč vezani
na elemente HTM, ki so bili uporabljeni, temveč na samo vsebino delovnega
časa in elementov v njegovi neposredni bližini. Kot je razvidno v tabeli,
so nekateri delovni časi vsebovali podvojena imena dni, dodatne stolpce ali
celo delovnik za naročanje znotraj strukture delovnega časa. Za nepravilnost
kontaktnih podatkov pa je lahko razlog pomanjkljiv regularni izraz, ki je
v nekaterih primerih prepoznal števila kot telefonske številke. V nekaterih
primerih se niso pridobili kontaktni podatki za pravega zdravnika, saj so
bili v prvem seznamu po vrsti našteti zdravniki s pripadajočimi kontaktnimi
podatki, v drugem seznamu pa so bili prikazani delovni časi. Algoritem je
poiskal najbližje kontaktne podatke, ki pa niso pripadali pravemu zdravniku.
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Slika Tip HTML elementi Opis
Slika A.1 1. tip <table>, <td> Več delovnih časov za
različne zdravnike na isti
strani
Slika A.2 2. tip <table>, <td> Več delovnih časov za
različne zdravnike na isti
strani. Nismo pridobili
dodatnih opomb
Slika A.3 2 <div>, <ul >, <li> Posamezen delovni čas
Slika A.4 2 <pre> Posamezen delovni čas. Ni-
smo upoštevali upomb.
Slika A.5 2. tip <table>, <td> Posamezen delovni čas.
HTML struktura, ki zah-
teva čǐsčenje.
Tabela 5.1: Primerjava spletnih strani, kjer so se podatki pravilno zajeli.
HTML elementi predstavljajo kjučne elemente iz katerih so sestavljeni de-
lovni časi (slike delovnih časov v dodatku A).
5.4 Časovne zahtevnosti
Časovne zahtevnosti algoritmov smo merili na prenosnem računalniku s sledečimi
specifikacijami:
• 8GB RAM,
• Intel Core i7,
Na slikah 5.4 in 5.5 sta prikazani empirični časovni zahtevnosti algoritma
za razčlenjevanje excelov in algoritma za razčlenjevanje urnikov. Pri mer-
jenju obeh časovnih zahtevnosti smo vključili tudi shranjevanje podatkov v
podatkovno bazo. Razvidno je, da imata oba algoritma linearno časovno
zahtevnost. Vertikalna os pri obeh algoritmih predstavlja število pretečenih
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Slika Tip HTML elementi Razlog napake
Slika A.1 2. tip <div> V vsaki vrstici se pojavita
dodatna dva časovna inter-
vala za naročanje
Slika A.2 2. tip <table >, <td> Podvojena imena dni
Slika A.3 3.tip <table>, <td> Dodatna stolpca ”kurativa”
in ”preventiva”
Slika A.4 / <table>, <td> Tega tipa delovnega časa ni-
smo upoštevali pri imple-
mentaciji algoritma
Slika A.5 2. tip <table>, <td>, <p> V vsaki vrstici dodani
časovni intervali za preven-
tivo. Pripadajoči kontaktni
podatki niso v blini delov-
nega časa
Tabela 5.2: Primerjava spletnih strani, kjer so se podatki zajeli delno pravilno
ali nepravilno. HTML elementi predstavljajo kjučne elemente iz katerih so
sestavljeni delovni časi (slike delovnih časov v dodatku A).
minut. Na sliki 5.4 smo na horizontalni osi prikazali število obdelanih exce-
lovih datotek. Krivulja od vključno 10. datoteke naprej narašča hitreje, ker
je algoritem najprej obdelal datoteke ginekologov, ki vsebujejo manǰse število
vrstic, kot datoteke osebnih zdravnikov in zobozdravnikov. Velja omeniti, da
skoraj vse datoteke vsebujejo več kot 1000 vrstic, zaradi česar je dolgotra-
jen čas procesiranja. Na sliki 5.5 smo na horizontalni osi prikazali število
zdravnikov, za katere je algoritem poizkušal pridobiti delovni čas ter kon-
taktne podatke. Pri merjenju časovne zahtevnosti nismo vključili časa, ki je
potreben za prenos podatkov s spleta.
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Slika 5.4: Seznam URL-jev, kjer so dostopne excelove datoteke
Slika 5.5: Seznam URL-jev, kjer so dostopne excelove datoteke.
Poglavje 6
Diskusija
V poglavju se bomo osredotočili na splošne vtise, možnosti za izbolǰsave ter
rešitve, ki bi lahko olaǰsale izdelavo aplikacij, ki pridobivajo nestrukturirane
podatke.
6.1 Doseg zastavljenih ciljev
Pri implementaciji aplikacije je potrebno upoštevati različnih dejavnikov, ki
lahko dodatno prepričajo potencialne uporabnike k uporabi aplikacije. Eden
izmed dejavnikov je enostavnost uporabe aplikacije, ki smo jo zagotovo dose-
gli, saj smo v aplikaciji združili podatke iz različnih virov ter jih prikazali na
preprost način. Do sedaj so bili uporabniki primorani prebrati razlage o kri-
terijih, ki opredeljujejo spodnjo mejo, pri kateri mora zdravnik še sprejemati
nove paciente. Na vstopni strani aplikacije, kjer je prikazan seznam zdrav-
nikov, smo pri vsakem zdravniku dodali značko, ki prikazuje, ali zdravnik še
vpisuje paciente (slika 6.1). Enostavnost smo dosegli tudi tako, da ni več
potreben prenos excelovih datotek. Uporabnik lahko pregleduje podatke za
posamezen mesec, tako da v spustnem meniju izbere podatke za izbran mesec.
Pred tem je bil potreben prenos posameznih datotek, hkrati pa je moral imeti
uporabnik na elektronski napravi, s katero je pregledoval podatke, nameščeno
ustrezno programsko opremo za prikaz podatkov. Podatke smo zbrali na
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enem mestu, s čimer smo prikraǰsali čas iskanja podatkov ter omogočili hi-
treǰso primerjavo podatkov za različne zdravnike. Z grafi, ki smo jih dodali k
vsakemu zdravniku, smo prikazali tudi trende starostnih skupin opredeljenih
pacientov, ki jih do sedaj povprečen uporabnik ni mogel razbrati, predvsem
zaradi razpršenosti podatkov (slika 6.2. Poslovna logika sistema ter algoritmi
za ekstrakcijo podatkov bi se lahko bistveno poenostavili, če bi več pozorno-
sti namenili dodatnemu preoblikovanju kode. Nekaterih pravil za ekstrakcijo
nismo uspeli dokončati, kar je vodilo v slabši rezultat uspešno pridobljenih
delovnih časov, kot smo ga morda pričakovali na začetku. Uporaba aplikacije
je že smiselna, ker smo implementirali vse zastavljene funkcionalnosti, vendar
pa pri pregledu delovnih časov in kontaktnih podatkov lahko pride do nepra-
vilnosti ali manjkajočih podatkov. Pregled delovnih časov je tako le delno
uporaben, pri tem pa se mora uporabnik zavedati morebitnih nepravilnosti.
Da bi pri potencialnih uporabnikih pridobili zaupanje o verodostojnosti, bi
bile potrebne izbolǰsave pri metodah za ekstrakcijo.
Slika 6.1: Vstopna stran aplikacije FrejDohtarji.
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Slika 6.2: Prikaz delovnega časa in grafov za zdravnika.
6.2 Možnosti za izbolǰsave
Ena izmed možnih izbolǰsav bi bila dodatna konfiguracija sistema, ki bi
omogočala povezavo s spletnimi stranmi, ki zahtevajo varno povezavo. Do-
stop do tovrstnih spletni strani je onemogočen, če odjemalec nima ustrezno
nastavljenih certifikatov. Algoritem za ekstrakcijo ne deluje optimalno na
spletnih straneh, kjer ima zdravnik objavljenih več različnih delovnih časov
naenkrat, saj se algoritem ne zaveda semantike različnih urnikov, ki se lahko
pojavijo na spletni strani. Potrebna bi bila realizacija dodatnih metod, ki bi
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algoritmu omogočale natančneǰso prepoznavanje delovnega časa. Metode bi
temeljile na strojnem učenju, s čimer bi zagotovili bolǰse delovanje na večjem
številu delovnih časov, kot bi ga lahko dosegli z definiranje fiksnih pravil.
Smiselno bi bilo dodati tudi prepoznavanje podatkov o delovnih časih, ki so
zapisani v obliki besedila ali v obliki, v kateri se ob podatku o delovnem
času pojavljajo dodatne opombe (npr. vsak 2. petek popoldanski delovni
čas). Na spletni strani ZZZS so dostopni še dodatni podatki o zdravnikih, ki
dve leti ali manj ne opravljajo zdravnǐske dejavnosti. Te zdravnike bi lahko
prikazali v aplikaciji predvsem za uporabnike, ki nimajo informacije o dalǰsi
odsotnosti zdravnika.
Seznami aktivnih zdravnikov, ki so objavljeni na spletni strani ZZZS, se
običajno objavijo v prvem tednu meseca. Lahko bi dodali funkcionalnost, ki
bo ob pojavitvi novih podatkov naročenim uporabnikom poslala obvestilo.
Trenutni algoritem za avtomatsko ekstrakcijo bi morali prilagoditi, da bi
deloval za več različnih delovnih časov. Lahko bi mu dodali tudi dodatno
logiko, ki bi ločila urnike glede na njihov namen. Poslovna logika sistema
ter algoritmi za ekstrakcijo podatkov bi se lahko bistveno poenostavili, če
bi več časa namenili dodatnemu preoblikovanju kode. Verjetno bi bil tudi
celoten opis sistema, skupaj s pripadajočimi psevdokodami, tako preprosteǰsi
in posledično razumljiveǰsi.
6.3 Možnosti za lažje delo s podatki
Razvoj sistema, podobnega sistemu FrejDohtarji, zahteva kar nekaj časa, in
sicer ne zaradi kompleksnosti samega sistema, temveč zaradi težavnosti pri-
dobitve in preobdelave podatkov pred shranjevanje v podatkovno bazo. Pri-
dobljeni podatki so tako vprašljive kvalitete, hkrati pa že manǰse spremembe
na spletnih straneh lahko povzročijo neoptimalno delovanje razčlenjevalnika.
Pri ekstrakciji podatkov iz excelovih datotek nismo imeli posebnih težav, ven-
dar pa je kljub temu oblika podatkov nestabilna, saj bi se lahko teoretično
iz meseca v mesec spreminjalo število stolpcev v tabeli. Zapis podatkov v
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računalnǐsko razumljiveǰsi obliki (npr. JSON, XML, podatkovna baza) bi za-
gotovo pripomogel k lažji obdelavi. Pri delovnih časih in kontaktnih podatkih
pa bi pridobivanje podatkov ravno tako olaǰsala strukturiranost podatkov,
vendar pa bi le-to lahko dosegli z dodajanjem semantičnih značk, ki bi po-
datkom na spletni strani dodali pomen za strojno obdelavo. Opisane rešitve
bi lahko pripomogle tudi k izdelavi večjega števila aplikacij, ki bi uporabljale
tovrstne podatke, kar bi lahko povečalo tudi transparentnost podatkov na
spletu.
6.4 Težave
Težava, ki je najbolj vplivala na število pridobljenih urnikov, je bila ne-
zmožnost povezave aplikacije na nekatere spletne strani: https://www.zd-
lj.si/zdlj. Uporaba Google Search API-ja je bila s finančnega vidika precej
omejena, saj njegova nepremǐsljena uporaba vodi v relativno visoke stroške.
V podatkovni bazi imamo shranjenih okoli 2900 zdravnikov, cena 1000 API
zahtevkov pa znaša 5eur. V aplikaciji smo pridobili delovne čase glede na
ime in priimek zdravnika, pri čemer nismo upoštevali, pri katerem izvajalcu
je zaposlen in kateri tip ZZZS storitve opravlja. Če bi upoštevali še opisane
pogoje, bi se lahko stroški multiplicirali. V bazi imamo tako tako dlje časa




Cilj diplomske naloge je bila implementacija sistema, ki omogoča avtomat-
sko ekstrakcijo ter prikaz podatkov o obremenitvah slovenskih zdravnikov.
Dodatno smo pridobili še kontaktne podatke ter delovne čase. V prvem delu
smo postavili arhitekturo sistema, v drugem pa implementirali metode za sa-
modejno ekstrakcijo podatkov. Podatke o obremenitvah smo pridobili brez
večjih težav. Delovne čase in kontaktne podatke pa smo pridobili le za del
zdravnikov, saj jih algoritem zaradi različnih vzrokov ni mogel pridobiti. Za
49 % zdravnikov smo uspeli pridobiti tako delovni čas, kakor tudi kontaktne
podatke. Pridobljene podatke smo testirali na množici 50 zdravnikov, pri
tem pa je bila uspešnost zajetih podatkov enaka 78 %. Pridobljene podatke
smo nato prikazali v aplikaciji, ki omogoča pregled zgodovine podatkov ter
filtriranje glede na podane parametre. Pri implementaciji sistema je še ve-
liko možnosti za dodatne izbolǰsave, predvsem pri metodah za samodejno
ekstrakcijo. Sistem deluje v lokalnem okolju in bo z dodatnimi izbolǰsavami
pripravljen tudi na delovanje v javnem omrežju, kjer bi ponujal uporabnikom
enostavno možnost izbire, mogoče tudi prijave. Aplikacija bi bila sposobna s
sistemom naročanja tudi podati vpogled na zasedenost posameznega zdrav-
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