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Razvoj  prenosnega  računalniško  krmiljenega  rezkarja  je  narekovala  terenska  obdelava 
plošč iz lesnih kompozitov. V diplomski nalogi je predstavljena zasnova in delovanje modela 
takšnega stroja, katerega glavni namen so razvoj, izdelava in testiranje komponent, ki so v 
domeni elektrotehnike.
V uvodnem delu so opisani razlogi za razvoj stroja in podane zahteve glede dimenzij ter 
načina vodenja. Slednje določajo vodenje z androidne naprave preko bluetooth povezave.
Osrednja tema diplomske naloge so predstavitve posameznih komponent modela. Začnemo 
z  opisom  mehanskega  modela,  narejenega  iz  predelanega  starega  tiskalnika.  Sledi 
predstavitev  električnega  vezja  in  njegovih  gradnikov,  med  katerimi  sta  bistvena 
mikrokrmilnik  in  bluetooth  modul.  Program na  mikrokrmilniku  je  opisan  v  tretjem delu 
osrednje  teme,  nazadnje  pa  je  razložena  še  uporaba  in  delovanje  aplikacije,  razvite  za 
androidno napravo.
V sklepnem delu so predstavljeni primerki, narejeni z modelom, ocene delovanja razvitih 
komponent in ideje za nadaljnji razvoj.
Ključne besede: model računalniško krmiljenega rezkarja, enosmeren krtačni elektromotor 
optični  senzor,  bluetooth  komunikacija,  mikrokrmilnik,  programski  jezik  C,  aplikacija  za 
androidno napravo, programski jezik Java.

Abstract
In order to process wood composite panels in the field need has emerged to develop a 
portable computer-controlled wood-router. This thesis presents the design and operation of 
such a machine model, whose main purpose is the development, production and testing of 
components in the domain of electrical engineer.
The introductory part describes the reasons for the development of such a machine and 
presents the dimension and control requirements, which determine control from the android 
device via Bluetooth communication.
The main part of the thesis presents the individual model components. We begin with the 
description  of  the  mechanical  model,  made from a modified old  printer.  The first  part  is 
followed by the presentation of an electrical circuit and its building blocks, among which the 
microcontroller and Bluetooth module are essential. The program of the microcontroller is 
described in the third section of the main part. Finally, the use and operation of the application 
developed for the android device are explained.
At the end of the thesis, we present examples made with the model,  the evaluation of 
functionality for developed components and ideas for further development.
Key  words:  model  of  computer-controlled  router,  DC  brushed  electric  motor,  optical 
sensor, Bluetooth communication, microcontroller, programming language C, application for 
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Pomembnejši dejavnosti podjetja Ekšn, d. o. o. iz Ljubljane sta projektiranje in izdelava 
športnih poligonov za ekstremne različice športov, kot so rolanje, BMX kolesarjenje in 
rolkanje. Takšen poligon sestavljajo različno oblikovani objekti, s katerih se uporabniki 
spuščajo, jih preskakujejo in po njih drsijo.
Proces izdelave takšnih poligonov zahteva veliko dela z obdelavo plošč iz lesnih 
kompozitov (slika 1), saj je te treba razrezati, navrtati in na nekaterih delih obdelati robove. 
Zaradi zamudnosti samega procesa, ki zahteva izjemno natančnost, se je v podjetju razvila 
ideja o njegovi avtomatizaciji z računalniško krmiljenim strojem.
Predmet te diplomske naloge je razvoj nekaterih delov takšnega stroja.
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Slika 1: Športni poligon v izdelavi
 1.1 Predstavitev ideje
Pri izdelavi poligonov podjetje uporablja vezano ploščo in posebej za te športe razvito 
ploščo, imenovano Skatelite [1]. Obe vrsti plošč zahtevata enako obdelavo, pri čemer je pri 
ploščah Skatelite, ki se uporabljajo za vozne površine, potrebna večja natančnost, ki je tudi 
določena v standardu za rolkarske poligone SIST EN 14974:2006 [2].
V podjetju  za  obdelavo  plošč  trenutno  uporabljajo  ročni  rezkar.  Rezkanje  je  postopek 
odvzemanja materiala, pri katerem se glava orodja (rezkalo) vrti, obdelovanec oziroma orodje 
pa se premika linearno. Pri tako imenovanem čelnem rezkanju se rezkalo pri  odvzemanju 
materiala  lahko  premika  v  smeri  vseh  treh  osi  kartezičnega  koordinatnega  sistema.  Z 
menjanjem rezkal dosežemo različne preseke rezkanja (slika 2).
Ročno  rezkanje  je  težavno  delo,  pri  katerem  je  delavec  izpostavljen  prahu  in  hrupu. 
Rezanje  ravne linije  je  praktično nemogoče brez  vodila,  zaradi  človeškega faktorja  pa je 
pogosto vprašljiva tudi natančnost. Prav zato je na trgu že mogoče najti računalniško vodene 
CNC rezkarje (slika 3). Kratica CNC izhaja iz angleščine –  Computer Numerical Control in 
pomeni računalniško numerično krmiljenje.  Pri  takšnem stroju gre za robota,  najpogosteje 
kartezičnega, z rezkarjem, vpetim v svoj vrh. Kartezični robot je robot s tremi translacijskimi 
sklepi in delovnim prostorom v obliki kvadra [3]. CNC rezkarji, ki so prisotni na trgu, pa žal  
ne ustrezajo našim dimenzijskim zahtevam niti zahtevam glede upravljanja. 
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Slika 2: Rezkala različnih profilov
Fizične zahteve CNC rezkarja, prilagojenega našim potrebam, so naslednje:
1) dimenzije  stroja  morajo  biti  dovolj  majhne,  da  ga  lahko  prevažamo  z  osebnim 
avtomobilom;
2) maksimalna masa stroja ne sme presegati 100 kg;
3) obdelovalna širina plošče mora znašati 1250 mm;
4) stroj  mora  biti  pozicijsko  krmiljen  po  treh  translacijskih  oseh  kartezičnega 
koordinatnega sistema.
Pri vodenju stroja želimo, da:
1) je stroj mogoče upravljati z lastno, preprosto aplikacijo, ki teče na androidni napravi.
Na  osnovi  zgoraj  omenjenih  zahtev  smo  pristopili  k  razvoju  lastnega  računalniško 
krmiljenega rezkarja.
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Slika 3: Primer CNC rezkalnika, proizvajalca Thermwood iz ZDA
 1.2 Od ideje do modela
Ker  razvoj  takšnega stroja  zahteva  sodelovanje  več  strok,  smo se  odločili  za  izdelavo 
manjšega modela, pri katerem se želimo osredotočiti na: 
• izdelavo električnega vezja za pozicijsko krmiljenje treh osi;
• razvoj  programa  za  mikrokrmilnik  MSP430F169,  s  katerim  bomo  krmilili  osi  in 
komunicirali z androidno napravo;
• razvoj androidne aplikacije, s katero bomo vodili model.
Mehanski model je nujen za preizkušanje in prikaz delovanja celotnega modela. Za osnovo 
smo vzeli star tiskalnik in ga predelali. V tej fazi razvoja smo želeli pri mehanskem modelu 
doseči le,  da so uporabljene enake elektromehanske komponente (aktuatorji,  senzorji),  kot 
bodo uporabljene pri končnem stroju. Za preizkušanje in prikaz delovanja smo v mehanski 
model  v  glavo  vpeli  šivanko,  s  katero  dela  luknje  v  papir,  in  tako  omogočili  emulacijo 
pravega stroja. 
V  diplomski  nalogi  bomo  predstavili  zasnovo  in  delovanje  modela  računalniško 
krmiljenega rezkarja,  katerega namen je začetek razvoja,  izdelave in testiranja komponent 
končnega stroja, ki so v domeni elektrotehnike.
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 2 Zasnova mehanskega modela
Izdelava mehanskega modela ne sodi med cilje diplomske naloge, temveč predstavlja le 
sredstvo za preizkušanje delovanja ostalih, za diplomsko nalogo pomembnih komponent.
Klub temu pa je mehanski model opisan prvi, saj vsebuje elektromehanske gradnike, ki 
bodo  uporabljeni  tudi  v  končnem  mehanskem  delu  stroja.  Z  opisom  teh  tvorimo  dobro 
podlago za nadaljnjo predstavitev pomembnejših komponent.
Za  osnovo  mehanskega  modela  smo  vzeli  star  HP-jev  namizni  tiskalnik  DeskJet,  pri 
katerem smo ohranili mehanske dele, elektromotorja ter optična senzorja premika (slika 4). S 
tem smo dobili stroj (robota), ki ima možnost translacijskega premikanja po dveh oseh. Eno 
os predstavlja mehanizem za premikanje kartuše, drugo os pa mehanizem za premik papirja. 
Glava našega stroja se tako lahko premika po površini poljubne dolžine in širine A4 papirja 
(210 mm).
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Slika 4: Levo: originalni tiskalnik, desno: naš mehanski model
 2.1 Mehanizma osi x in osi y
Za os x smo izbrali mehanizem, ki je bil v originalnem tiskalniku namenjen premikanju 
kartuše vzdolž širine papirja. Zasnovan je tako, da se glava kartuše premika po dveh linearnih 
vodilih. V konstrukcijo z vodili je vgrajen elektromotor, ki svoje premike prenaša na zobati 
jermen in posledično tudi na glavo, ki je pritrjena nanj (slika 5). Vzporedno z vodili je na 
konstrukcijo pritrjen tudi kodirni trak, ki ga bere optični senzor v glavi.
Mehanizem,  ki  premika  papir,  smo  določili  za  os  y.  Elektromotor  preko  jermena  in 
zobniškega prenosa vrti gumijaste valje, ki premikajo papir. Skupaj z valji se vrti tudi kodirno 
kolo za optični senzor, ki je pritrjen na konstrukcijo (slika 6).
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Slika 5: Mehanizem osi x
Slika 6: Mehanizem osi y
 2.2 Električni gradniki na osi x in osi y
Elektromotorja  obeh  osi  spadata  v  skupino  krtačnih  motorjev  s  statorjem  iz  trajnih 
magnetov.  Pri  takšnem motorju  dva  trajna  magneta  ustvarjata  statično magnetno polje,  v 
katerem  je  rotor.  Magnetno  polje  rotorja  je  ustvarjeno  z  elektromagneti,  ki  poskušajo 
vzdrževati  poravnavo  s  statičnim  magnetnim  poljem  statorja.  Komutator  in  ščetke  s 
preklapljanjem toka v različna navitja elektromagnetov (t. i. poli motorja) ustvarjata magnetno 
polje rotorja, ki ni poravnano s statičnim. Posledica tega je vrtenje rotorja (slika 7). Smer 
vrtenja določa smer napetosti na vhodnih sponkah motorja, hitrost vrtenja pa je med drugim 
odvisna od velikosti priključene napetosti. Regulacija hitrosti takšnega motorja bo podrobneje 
predstavljena v naslednjem poglavju.
Za optična senzorja je uporabljen Avagov element HEDS-9741 (slika 8). Takšen senzor v 
kombinaciji  s  kodirnim  trakom/kolesom  zaznava  linearen/rotacijski  položaj.  Senzor  je 
sestavljen iz LED-diode z lečo in detektorskim integriranim vezjem v plastičnem ohišju C-
oblike [4].
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Slika 7: Princip delovanja krtačnega motorja
Kodirno kolo (kodirni trak) ima po obodu (dolžini) enakomerno razporejene prosojne in 
neprosojne  lise.  Te  prekinjajo  svetlobo,  ki  vpada  na  senzor,  kar  se  v  integriranem vezju 
senzorja pretvori  v dva električna izhodna signala.  Izhoda sta  analogna in vračata signala 
kvadratne oblike, ki sta med seboj fazno zamaknjena za 90°. To sicer omogoča določanje 
smeri  premika,  vendar  bomo  smer  premika  v  našem  primeru  določili  s  smerjo  vrtenja 
elektromotorjev.  Premik  bomo  določali  s  štetjem prehodov  enega  kvadratnega  izhodnega 
signala.
Če želimo premik izraziti z metričnimi enotami, moramo poznati koeficient mm/koraki, ki 
nam ga  določata  kodirno kolo oz.  trak.  Ker  pri  našem modelu  ni  pomembna natančnost,  
temveč ponovljivost, smo ta faktorja določili na podlagi meritve in vrednosti zaokrožili, tako 
da je računanje z njimi lažje. Koeficienta sta:
• kx ≈ 1/6 mm/korak,
• ky ≈ 1/24 mm/korak.
Pomembnejše karakteristike senzorja so zapisane v tabeli 1.
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Tabela 1: Pomembnejše karakteristike senzorja Avago HEDS-9741.
Vrednosti
Parameter Simbol Minimalna Tipična Maksimalna Enote
Delovna temperatura -40 - 85 °C
Delovna napetost 4,5 5 5,5 V
Frekvenca štetja - - 40 kHz





Slika 8: Senzor, kodirno kolo in kodirni trak
 2.3 Os z
Tretjo os, os z, smo naredili sami. Na glavo za kartuše smo dodali RC (ang. Radio Control) 
servomotor, ki v kombinaciji s preprostim mehanizmom luknja papir (slika 9). Senzorja za 
pomik ta os nima, saj ima servomotor že vgrajeno regulacijo premika. 
Vgrajen servomotor je klasičen predstavnik RC servomotorjev, ki jih modelarji uporabljajo 
pri vodenju modelov. Os servomotorja ima kot gibanja omejen na 180°.  Servomotor ima tri 
priključne sponke. Dve sponki sta namenjeni napajanju, ki je 5 V, tretja priključna sponka pa 
ima funkcijo pozicijske reference. Referenčni signal mora biti PWM signal (ang. Pulse Width 
Modulation  –  pulzno  širinska  modulacija),  pri  katerem  širina  pulza  določa  referenčno 
pozicijo.  Frekvenca PWM signala za kontrolo RC servomotorjev mora biti  med 50 Hz in 
75 Hz. Regulacijsko vezje s senzorjem, vgrajeno v ohišje, zagotavlja čim manjšo razliko med 
želeno in dejansko pozicijo servomotorja. V našem primeru bomo servomotorju podali le dve 
pozicijski referenci – v eni šivanka naredi luknjo v papir, v drugi pa se šivanka vrne v osnovni 
položaj.
Ogrodju tiskalnika smo dodali še ploskev, na kateri sloni papir. Ta ploskev je prekrita z 
2 mm debelo poliuretansko peno, ki šivanki olajša preboj papirja (zelena ploskev, vidna na 
sliki 6).
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Slika 9: Levo: mehanizem osi z, desno: mehanizem s šivanko.
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 3 Zgradba vezja
V prototipnem vezju so uporabljeni principi delovanja, ki bodo v končnem vezju ostali isti, 
verjetno pa bo do sprememb prišlo pri gradnikih vezja, saj bo te narekoval končni mehanski 
dela stroja (najbrž se bodo spremenili napajalni del in ojačevalne stopnje za elektromotorje).  
Zaradi pričakovanih sprememb se v tej fazi nismo odločili za razvoj tiskanega vezja. Prototip 
električnega vezja smo sestavili na testni plošči in ga napajali z laboratorijskim usmernikom 
(slika 10).
Za lažji opis smo vezje razdelili na posamezne funkcionalne enote, ki so predstavljene v 
naslednjih podpoglavjih.
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Slika 10: Vezje na testni plošči, laboratorijski usmernik 
in mehanski model.
 3.1 Mikrokrmilniški modul
Za  glavno  procesno  enoto  smo  izbrali  mikrokrmilnik  ameriškega  proizvajalca 
Texas Instruments, MSP430F169. Njegove pomembnejše karakteristike [5] so:
• Napetostno območje napajanja od 1,8 V do 3,6 V.
• Von-Neumannova oziroma sekvenčna 16-bitna arhitektura.
•  60 KB programskega hitrega (ang. flash) pomnilnika.
• 2 KB podatkovnega (RAM) pomnilnika.
• Prilagodljiv urni sistem s frekvenčnim območjem od 32,768 kHz do 8 MHz.
• Uporabljene periferne enote:
◦ Serijski komunikacijski vmesnik USART0,
◦ 16-bitni časovnik/števec s tremi zajemalnimi/primerjalnimi registri Timer_A,
◦ 16-bitni časovnik/števec B s sedmimi zajemalnimi/primerjalnimi registri Timer_B.
◦ Vhodna/izhodna vrata.
Takšen  mikrokrmilnik  dobimo  le  v  izvedbi  za  površinsko  montažo,  ki  je  namenjena 
pritrditvi na tiskano vezje in je praktično neuporabna za uporabo na testni plošči. Zato smo 
uporabili  modul  MSP430-H169  proizvajalca  Olimex  (slika 11),  ki  ima  priključke 
mikrokrmilnika lažje dostopne, saj so speljani na standardne moške letve. Z adapterjem lastne 
izdelave smo modul priključili na testno ploščo. 
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Slika 11: Olimexov modul MSP430-H169
Vezje modula (slika 12) ima še:
• JTAG vtič, preko katerega s programatorjem nalagamo in razhroščujemo program na 
mikrokrmilniku.
• Kratkostičnika za izbiro med zunanjim napajanjem oziroma napajanjem iz JTAG-a.
• Vezje in kristal za pomožno uro frekvence 32,768 kHz.
• Vezje in vtič za kristal glavne ure.
• Vezje za filtriranje napajanja.
Uporaba modula nam je olajšala integracijo, zagotovila zanesljivejši vir urnega signala ter 
rešila problem programiranja in razhroščevanja.
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Slika 12: Vezje mikrokrmilniškega modula
Prilagodljiv urni sistem mikrokrmilnika nam omogoča izbiro med vgrajenim ali zunanjim 
virom ure. V mikrokrmilniku vgrajen vir ure ima RC karakteristiko, kar med drugim pomeni, 
da je vir odvisen od napetosti in temperature. Ker za asinhrono komunikacijo potrebujemo 
zanesljiv urni vir, smo se odločili za zunanji vir. Družina mikrokrmilnikov MSP430 ima za 
varčevalni režim delovanja možnost priklopa dveh zunanjih urnih virov. Pomožni urni signal, 
ki je počasnejši, se uporablja med hibernacijo, ko pa je treba opraviti neko nalogo, je bolje 
uporabiti glavni urni signal. Ker v našem primeru ne potrebujemo varčnega režima in velikih 
urnih frekvenc (v tej fazi razvoja), smo za glavni urni vir nastavili v modul že vgrajen kristal  
frekvence 32,768 kHz, ki je v osnovi mišljen kot vir pomožnega signala.
Serijski  komunikacijski  vmesnik  USART0  omogoča  sinhrono/asinhrono  serijsko 
sprejemanje/oddajanje.  V  našem  primeru  smo  ga  uporabili  za  komunikacijo  z  bluetooth 
modulom  in  posledično  za  komunikacijo  z  androidno  napravo.  Bluetooth  modul  določa 
uporabo asinhronega serijskega načina komunikacije, kar pomeni, da za obojesmeren prenos 
potrebujemo dve liniji  (TX in  RX),  čez  kateri  teče  komunikacija  po vsaki  v  svojo  smer. 
Posamezne bite  zlogov prenašamo med napravama zaporedno,  enega za drugim.  Posebne 
linije za sinhronizacijo med oddajnikom in sprejemnikom ni, tako da morata imeti oba enako 
frekvenco oddajanja/sprejemanja. V praksi se za uspešno komunikacijo frekvenci obeh lahko 
razlikujeta za maksimalno 1 %. Ker ne potrebujemo velikih hitrosti in ker imamo relativno 
počasen takt mikrokrmilnika, smo se odločili za nižjo hitrost – 9600 b/s. Izbrali smo 8-bitni 
podatkovni format (en zlog) s start in stop bitom. Parnosti ne preverjamo, saj, kot bomo videli 
v nadaljevanju, programsko preverjamo vsak poslani zlog.
Obe enoti, Timer_A in Timer_B, sta lahko uporabljeni kot števec oziroma, kadar gre za 
štetje pulzov z enakomernim časovnim razmikom, kot časovnik. Delujeta lahko v zajemalnem 
načinu,  kjer  vračata  vrednost  števca  ob  določenih  dogodkih.  V  primerjalnem  načinu,  v 
katerem  bomo  uporabili  enoti,  se  vrednost  števca  primerja  z  želeno  vrednostjo.  Ko  sta 
vrednosti enaki, pride do dogodka, ki je lahko prekinitev ali sprememba izhodne napetosti na 
določenem izhodu.
14
Periferno enoto, Timer_A, smo uporabili za tvorjenje PWM signala, ki ga potrebujemo za 
kontroliranje hitrosti oziroma moči elektromotorjev in za podajanje reference servomotorju. V 
osnovi  je  pulzno  širinska  modulacija  eden  od načinov  za  digitalno  kodiranje  analognega 
nivoja signala. Ima široko področje uporabe – od komunikacijskih in merilnih sistemov do 
sistemov  za  nadzor  moči  [6].  PWM  signal  je  periodičen  signal,  ki  mu  spreminjamo 
informacijo oziroma moč, s tem ko spreminjamo trajanje pulza znotraj  periode.  Relativna 
dolžina pulza glede na periodo signala se strokovno imenuje delovni cikel, v času katerega je 
napetost visoka, nato pa  pade na napetost mase in tam ostane do konca periode (slika 13). 
Uporabili  smo  PWM  signala  dveh  frekvenc:  za  podajanje  reference  servomotorju  smo 
uporabili frekvenco 75 Hz, za reguliranje hitrosti oziroma moči elektromotorjev pa frekvenco 
150 Hz.
Senzorski signal je vir pulzov za Timer_B. S štetjem teh dobimo informacijo o poziciji na 
oseh.  To enoto uporabimo tako,  da nam kliče  prekinitev,  ko sta  vrednost  v  primerjalnem 
registru in vrednost števca enaki.
Vhodnih/izhodnih vrat na mikrokrmilniku je šest. Vsaka vrata imajo osem priključkov, ki 
jim lahko nastavljamo smer. Priključke bomo uporabili le kot izhodne, in sicer dva za vžig in 
nastavljanje smeri vrtenja elektromotorja osi x (P1.0 in P1.1), dva za vžig in nastavljanje 
smeri vrtenja elektromotorja osi y (P1.2 in P1.3) in dva za usmerjane signalov (P6.0 in P6.1). 
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Slika 13: PWM signal
 3.2 Napajalni del vezja
Za  vezje  močnostnega  ojačevalnika  in  elektromotorje  je  potrebna  vhodna  enosmerna 
napetost iz laboratorijskega usmernika, ki znaša 9 V. Ker ostali elementi vezja potrebujejo 
nižjo  napetost,  smo  naredili  regulacijsko  vezje,  ki  iz  vhodne  napetosti  9 V  naredi  dva 
regulirana  vira  nižjih  napetosti.  Regulacija  je  narejena  z  elementoma  LM317  (slika  14), 
proizvajalca ON Semiconductor,  ki  je nastavljiv napetostni regulator za pozitivne izhodne 
napetosti v območju od 1,2 V do 37 V in zmore tokove nad 1,5 A [7]. Nam potrebni izhodni 
napetosti 3,3 V in 5 V preprosto nastavimo po formuli:
V out=1,25 V (1+
R
240Ω
)+ I Adj∗R pot ; I Adj<100 μ A
Uporaba  uporov  standardnih  vrednosti  sicer  povzroči  manjše  odstopanje  od  napisanih 
izhodnih napetosti, vendar še v mejah delovnih napetosti napajanih elementov.
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Slika 14: Vezje virov napetosti 3.3 V in 5 V
 3.3 Bluetooth modul
Kot  že  omenjeno,  smo  za  komunikacijo  med  strojem  in  androidno  napravo  izbrali 
bluetooth tehnologijo.  Zanjo smo se odločili,  ker je v sodobnih androidnih napravah zelo 
pogosta in ker gre za brezžično tehnologijo, ki pride pri delu na terenu zelo prav. Alternativa, 
na katero smo prav tako pomislili, je WiFi-tehnologija, ki pa je dražja in bolj zapletena za 
implementacijo.
Bluetooth  tehnologijo  je  razvilo  švedsko  telekomunikacijsko  podjetje  Ericsson  kot 
brezžično  alternativo  povezovalnim  kablom.  Da  bi  uporaba  postala  popularnejša,  so 
tehnologijo  brezplačno  delili  z  drugimi  proizvajalci.  Leta  1998  so  ustanovili  skupino 
Bluetooth Special Interest Group (SIG) [8], ki še danes usmerja razvoj in standardizacijo te 
tehnologije.  Bluetooth  deluje  v  frekvenčnem  pasu  od  2400 MHz  do  2483,5 MHz,  ki  je 
globalno  namenjen  uporabi  brez  licenc.  Tehnologija  uporablja  princip  skakanja  po 
frekvenčnem spektru, kar pomeni, da oddajnik ne pošilja signala samo po eni frekvenci, pač 
pa  skače  iz  kanala  na  kanal  (menjuje  nosilno  frekvenco)  po  nekem  vnaprej  določenem 
zaporedju [9], zato je tehnologija zelo odporna na radio-frekvenčne motnje. Fizične omejitve, 
kot sta hitrost in domet, so različne od naprave do naprave.
Naš bluetooth modul je model RN42N-I/RM proizvajalca Roving Networks. Zanj smo se 
odločili predvsem zato, ker so priključki preprosto dostopni na dveh moških letvah. Ker sta 
obstoječi  letvi  dimenzijsko  neustrezni  za  delo  na  standardni  testni  plošči,  smo  morali 
priključke speljati na ustrezne moške letve. Ker modul nima vgrajene antene, smo priklopili 
zunanjo preko U.FL vtiča (slika 15).  Dobra lastnost tega modula je tudi njegova delovna 
napetost,  ki  je  enaka  napetosti  mikrokrmilnika,  zaradi  česar  ne  potrebujemo  vezja  za 
prestavljanje napetostnega nivoja.
Pomembnejše lastnosti modula iz njegove dokumentacije [10]:
• Napajalna napetost v območju od 3,0 V do 3,6 V.
• Tipični tokovi za pripravljenost – 26 µA, povezanost – 3 mA, oddajanje – 30 mA.
• Potrjen s strani organizacije Bluetooth SIG.
• Bluetooth verzija 2.1, kompatibilna s starejšimi verzijami.
• Naprava 2. razreda: doseg 20 m.
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• UART  (Universal  Asynchronous  Receiver/Transmitter  –  univerzalen  asinhroni 
sprejemnik/oddajnik) podatkovno komunikacijski vmesnik.
• V našem primeru modul uporabljamo v profilu serijskih vrat (ang. SPP – Serial Port 
Profile),  ki  posnema  serijsko  komunikacijo  RS-232.  128-bitna  UUID  (Universal 
Unique Identifier – univerzalna edinstvena oznaka) modula, ki služi za prepoznavo 
profila, je prav tako nastavljena na SPP.
• Dostop do nastavitev modula je možen preko serijske ali bluetooth povezave.
• Vezje za prikaz stanja povezanosti modula z LED diodo.
Modul smo nastavili s pomočjo računalnika s terminalskim programom Realterm preko 
bluetooth povezave po navodilih za uporabnike [11]. Osnove nastavitve,  kot nam jih vrne 
modul, so:
Ver 6.15 04/26/2013 //Verzija programa na napravi




Baudrt=9600 //Frekvenca UART vmesnika
Mode=Slav //Modul je viden in sprejme povezavo
Authen=1 //avtentikacija povezave le s 6 mestno kodo
PinCod=1234 //Za primer rabe bolj zanesljive avtentikacije
Bonded=0//Vzpostavi povezavo ne glede na naslov druge naprave
Rem=NONE SET
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Slika 15: Bluetooth modul z anteno
Kot omenjeno, smo za UART komunikacijo nastavili 8-bitni podatkovni format z enim 
stop bitom in brez bita za preverjanje parnosti. Vezje modula in njegov priklop prikazuje slika 
16. Za pravilno delovanje smo, po navodilih proizvajalca, nekatere priključke modula preko 
uporov povezali z zemljo.
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Slika 16: Vezje bluetooth modula z zunanjimi povezavami
 3.4 Vmesnik med mikrokrmilnikom, senzorjema in aktuatorji
Vmesnik usmerja signale v mikrokrmilnik in iz njega. Ko na primer delamo premik na osi 
x, vezje poveže števec s senzorjem osi x, PWM signal pa z elektromotorjem te osi.
PWM signal iz priključka mikrokrmilniškega modula usmerjamo tako, da gre signal le v 
enega od aktuatorjev ali nobenega (slika 17). 
Za usmerjanje signala smo uporabili demultiplekser M74HC137. Na katerem izhodu bo 
signal vhoda, smo določali preko naslovnih priključkov (tabela 2). Ker smo uporabili osem 
kanalni demultiplekser, potrebni pa so samo štirje kanali, smo en naslovni priključek ozemljili 
(priključek C) in upravljali le z dvema. Element ima negacijo vseh izhodov, česar pri PWM 
signalu nočemo, zato smo vse izhodne signale še enkrat negirali z vezjem M74HC4049 in 
tako dobili originalno obliko signala.
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Slika 17: Vezje vmesnika
Signala  iz  senzorjev  smo  usmerjali  na  števec  mikrokrmilnika  z  multiplekserjem 
M74HC251. Ker sta nam senzorja vračala signala z višjo napetostjo, kot jo lahko sprejme 
multiplekser, smo obema signaloma znižali napetost preko prostih kanalov prej uporabljenega 
inverterja  M74HC4049,  saj  ga  proizvajalec  deklarira  tudi  kot  element  za  zniževanje 
napetostnih nivojev (ang. high-to-low level shifter). Na izhodu multiplekserja se je pojavil 
signal vhoda, ki smo ga izbrali z naslovnimi priključki (tabela 3).
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Tabela 2: Pravilnostna tabela elementa M74HC137
Vhodi
Vhodni signali Naslovi
GL G1 G2 C B A Y0 Y1 Y2 Y3 Y4 Y5 Y6 Y7
X X H X X X H H H H H H H H
X L X X X X H H H H H H H H
L H L L L L L H H H H H H H
L H L L L H H L H H H H H H
L H L L H L H H L H H H H H
L H L L H H H H H L H H H H
L H L H L L H H H H L H H H
L H L H L H H H H H H L H H
L H L H H L H H H H H H L H
L H L H H H H H H H H H H L
H H L X X X L (nizko) ima shranjen naslov, H (visok0) ostali
Izhodi
Tabela 3: Pravilnostna tabela elementa M74HC251
Vhodi Izhoda
Naslovi Visoka impedanca Y W
X X X H Z Z
L L L L D0 D0
L L H L D1 D1
L H L L D2 D2
L H H L D3 D3
H L L L D4 D4
H L H L D5 D5
H H L L D6 D6
H H H L D7 D7
Iz  istega  razloga  kot  pri  demultiplekserju  je  naslovni  priključek C ozemljen.  Izhodno 
nastavljena priključka mikrokrmilnika (P6.0 in  P6.1)  sta vir  naslovnih priključkov obeh - 
demultiplekserja  in  multiplekserja. Za  pravilno  delovanje  morajo  biti  ozemljeni  tudi  vsi 
neuporabljeni vhodi. Na števec peljemo elementov negiran izhod, tako da je prvotni senzorski 
signal dvakrat negiran oziroma originalen.
Vsi trije zgoraj omenjeni elementi imajo območje delovne napetosti od 2 V do 6 V, nizke 
vhodne tokove in dovolj visoke frekvenčne meje za naše potrebe [12, 13, 14]. Napajani so z 
napetostjo 3,3 V.
Na tem mestu naj omenimo še, da gre PWM signal za os z iz vezja za upravljanje s signali  
neposredno na servomotor (slika 18), saj ne potrebuje ojačanja, kot ga potrebujeta signala za 
elektromotorja. 
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Slika 18: Priklop servomotorja
 3.5 Vezje močnostnega ojačevalnika
Za pogon elektromotorjev sta potrebna večja napajalna napetost in večji tokovi, kot jih 
zmore  dajati  vmesnik,  zato  potrebujemo vezje,  ki  PWM signal  okrepi.  Ker  imamo samo 
pozitiven vir napetosti, mora imeti ojačevalno vezje še možnost obračanja napetosti, tako da 
se motor lahko vrti v obe smeri. Vezje, ki omogoča spreminjanje smeri napetosti čez električni 
porabnik, se imenuje poln H-most (ang. Full H-bridge). Osnoven princip delovanja prikazuje 
slika 19. Ko stikala zamenjamo z ustreznimi tranzistorji, lahko vezje elektronsko krmilimo s 
signali manjših moči, kot so želeni izhodni signali.
Integrirano  vezje  v  elementu  L298  proizvajalca  STMicroelectronics  ima  vgrajena  dva 
polna H-mostova za visoke moči, krmiljena s signali standardnih TTL logičnih nivojev [15]. 
Osnovne električne karakteristike vezja so predstavljene v tabeli 4. 
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Tabela 4: Osnovne karakteristike elementa L298
Simbol Parameter Pogoji testiranja Minimalno Tipično Maksimalno Enote
Izhodni tok na enem H-mostu 2 A
Napetost Operacijski pogoji 46 V
Napetost za logiko 4,5 5 7 V
Vhodna nizka napetost -0,3 1,5 V
Vhodna visoka napetost 2,3 V
Vhodni tok 30 100 µA










IiH Vi = H ≤ VSS – 0,6 V
fC IL = 2 A
Slika 19: Princip delovanja H-mostu
Vezje  deluje,  tako  da  za  krmiljenje  enega  H-mostu  potrebujemo  tri  vhode.  Z  dvema 
vhodoma  določamo  smer  in  sta  povezana  z  izhodno  nastavljenima  priključkoma 
mikrokrmilnika (os x: P1.0 in P1.1, os y: P1.2 in P1.3), na tretji vhod, ki vklopi H-most (ang. 
enable), pa je priključen PWM signal (tabela 5).
Vezje  potrebuje  za  logiko  nižje  napajanje  kot  za  elektromotorja,  zato  ima  dve  ločeni 
sponki. Na obe napajalni sponki smo poleg napetosti vezali še kondenzatorja po napotkih 
proizvajalca. Med priključka motorja oziroma izhoda H-mosta, zemljo in napetost 9 V, smo 
vezali zaščitne diode, skozi katere se prazni inducirana napetost motorja (slika 20).
Vezje močnostnega ojačevalnika
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Tabela 5: Pravilnostna tabela enega H-mostu v elementu L298
Vhodi
Enable_A Input 1 Input 2
H H L Vrtenje motorja naprej
H L H Vrtenje motorja nazaj
H Input 1 = Input 2 Motor hitro ustavljen
L X X Ustavitev motorja v prostem toku
Funkcija
Slika 20: Vezje močnostnega ojačevalnika
 4 Program na mikrokrmilniku
Želeli  smo,  da  bi  bil  program na  mikrokrmilniku  karseda  preprost,  saj  imajo  sodobne 
androidne naprave veliko zmogljivejše, hitrejše procesorje in večje shranjevalne kapacitete. 
Zato  smo  kompleksnejšo  obdelavo  podatkov  in  njihovo  hranjenje  opravili  na  androidni 
napravi, mikrokrmilniku pa pošiljali le navodila. Odločili smo se za koncept vodenja, kjer 
mikrokrmilnik dobi naenkrat napotek za en sam premik, ga izvrši in o tem obvesti androidno 
napravo, nato pa čaka na nov napotek.  S tem smo nalogo vodenja procesa dali  androidni 
napravi, mikrokrmilnik pa je postal le izvršilni člen.
Shemo našega mikrokrmilniškega programa prikazuje slika 21. Razdelili smo jo na manjše 
enote, podrobneje razložene v nadaljnjih podpoglavjih. 
V prvem podpoglavju je razložen začetni del programa za inicializacijo spremenljivk in 
periferije,  ki  steče  z  vklopom  mikrokrmilnika.  Po  končanem  procesu  inicializacije 
mikrokrmilnik obvesti androidno napravo, da je pripravljen, in vstopi v neskončno zanko, kjer 
čaka na ukaz za začetek izvajanja premika.
Drugo poglavje je posvečeno sprejemni prekinitvi, ki jo proži komunikacijska periferna 
enota ob vsakem prejetem zlogu. V prekinitvi se tem zlogom določi namen ter se jih, če so 
ukazi, upošteva, če so podatki, pa shrani v globalne spremenljivke. Ko prekinitev prepozna 
ukaz za premik, postavi zastavico za prisotnost podatkov.
V tretjem poglavju je predstavljena neskončna zanka, ki neprestano preverja zastavico za 
prisotnost podatkov. Ko je zastavica postavljena, program začne z urejanjem in prepoznavo 
podatkov, shranjenih v spremenljivkah. Iz njih ugotovi os, smer in velikost premika. Premik 
na  osi  z  se  zaradi  svojih  posebnosti  (preprosta  naloga,  aktuator  ne  potrebuje  programske 
regulacije premika) zaključi že v tem delu progama. Za premika na oseh x in y pa se nastavi  
vrednosti  registrov  perifernih  enot,  vklopi  motor  (premik  se  začne  izvajati)  ter  pobriše 
zastavico za prisotnost podatkov. Njuni premiki se zaključijo v prekinitvi.
Četrto poglavje pokriva prekinitvi periferne enote Timer_B, ki se prožita glede na število 
korakov  premika.  Eno  od  prekinitev  enote  uporabljamo  za  upočasnjevanje,  drugo  pa  za 
ustavljanje premikanja. V slednji preverjamo tudi, ali je prišlo do napake premika. Ko pride 
do napake, iz te prekinitve sprožimo postopek njenega popravljanja.
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Preden nadaljujemo z razlago programa, velja spregovoriti še o postopku njegove izdelave. 
Program za mikrokrmilnik smo napisali v programskem jeziku C. Urejali, prevedli in naložili 
smo ga iz integriranega razvojnega okolja Code Composer Studio 4, na mikrokrmilnik pa smo 
ga  naložili  preko  Olimexovega  programatorja  MSP430-JTAG.  Večino  informacij  za 
programiranje našega mikrokrmilnika  smo dobili  v  navodilih  za družino mikrokrmilnikov 
MSP430x1xxx [16]. V pomoč so nam bile tudi specifikacije za naš mikrokrmilnik [5] ter 
seznam njegovih napak [17].
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Slika 21: Shema programa na mikrokrmilniku
 4.1 Inicializacija
V želji po celoviti predstavitvi programa bomo to poglavje začeli s podajanjem knjižnice in 
nekaj  definicijami  konstant,  ki  v  resnici  niso  del  programa,  ki  je  naložen  in  teče  na 
mikrokrmilniku, ampak služijo le olajšanju programiranja. Kljub temu pa jih moramo poznati 
za razumevanje programa. 
S klicanjem knjižnice msp430f169.h, v kateri so definirana standardna imena registrov in 
bitov  za  naš  mikrokrmilnik,  si  v  programu  omogočimo  uporabo  imen,  ki  jih  navaja 
dokumentacija.  Lažje  dostopne  smo si  z  definiranjem naredili  tudi  konstante,  ki  smo jih 
pogosteje spreminjali med preizkušanjem.
#include "msp430f169.h"  // Knjižnica z definicijami imen 
//registrov in bitov.
// Konstante
#define mejax 200 // Meja upočasnitve za motor osi x
#define mejay 250 // Meja upočasnitve za motor osi y
#define frekvenca_motorja 220 // PWM frekvenca za oba motorja 
//(cca 150 Hz)
#define frekvenca_servo 440 // PWM frekvenca za servomotor 
//(cca 75 Hz)
#define min_hitx 105 // Nizka hitrost za motor osi x
#define max_hitx 209 // Visoka hitrost za motor osi x
#define min_hity 50 // Nizka hitrost za motor osi y
#define max_hity 198 // Visoka hitrost za motor osi y
Pred uporabo spremenljivk programski jezik C zahteva njihovo deklaracijo. Ker v našem 
programu  veliko  izkoriščamo  prekinitve,  uporabljamo  globalne  spremenljivke,  ki  so 
dosegljive  tako  v  prekinitvah  kot  v  glavnem  delu  programa.  Nekatere  od  spremenljivk 
zahtevajo začetno vrednost nič, zato jih tudi inicializiramo.
// globalne spremenljivke
unsigned char smer_os = 0; // Hranjenje prejetega zloga za smer in os
unsigned char visji = 0; // Hranjenje prejetega zloga za premik, 
//zgornji del
unsigned char nizji = 0; // Hranjenje prejetega zloga za premik, 
//spodnji del
unsigned char dflag = 0; // Zastava za prisotnost podatkov
unsigned short premik = 0; // V premik sestavimo in shranimo premik
unsigned short meja; // Shranimo mejo glede na os
unsigned short MINHIT = 0; // Shranimo nizko hitrost glede na os
unsigned short MAXHIT = 0; // Shranimo visoko hitrost glede na os
unsigned char smer = 0; // Jo nastavimo glede na os in smer 
unsigned char antismer = 0; // Druga smer premikanja, vendar ista os
unsigned short napaka = 0; // Shranimo izračunano napako premika
unsigned short zamik_napake = 0; // Shranimo zamik napake
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Ker  dveh  funkcij,  ki  smo  ji  napisali,  ne  moremo  smiselno  vključiti  v  nobeno  drugo 
poglavje, bomo njuni deklaraciji in definiciji omenili na tem mestu.
// Deklaracija (prototipa) funkcij
void poslji (char); // Funkcija za pošiljanje
void cakaj (unsigned int); // Funkcija za programsko zakasnitev
Funkcija poslji najprej počaka, da je register U0TXBUF izpraznjen, šele nato v njega vpiše 
zlog za pošiljanje.
// Definicija funkcije poslji
void poslji (char p)
{
while ((IFG1 & 0x80) == 0x00);// Čakamo, da je register U0TXBUF 
prazen
U0TXBUF = p; // Pošljemo zlog
}
// Konec definicije funkcije poslji
Funkcijo  cakaj uporabljamo  za  zakasnitve  v  izvajanju  programa.  Vrednost,  podana  v 
argumentu funkcije, določa čas zakasnitve.
// Definicija funkcije cakaj 
// (Ko je cas = 3280, je to približno 1 s.)
void cakaj (unsigned int cas)
{
volatile unsigned int st; // Volatile, da preprečimo optimizacijo
for(st=0; st<cas; st++); // Zaposlitev programa
}
// Konec definicije funkcije cakaj
Zgornjemu uvodu sledi razlaga glavne (ang. main) funkcije. V njej najprej poskrbimo za 
čuvaja  (ang.  watchdog).  To  je  periferna  enota,  ki  nadzoruje  časovni  potek  programa, 
namenjena  kompleksnejšim  programom  z  večjo  možnostjo  napak  v  izvajanju.  Mi  ga  ne 
potrebujemo, zato ga izklopimo z nastavljanjem njegovega glavnega registra WDTCTL. Pri 
tem uporabimo v knjižnici definirano konstanto WDTPW, v kateri je geslo za spreminjanje 




  WDTCTL = WDTPW + WDTHOLD;
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Ker mikrokrmilnik ob vklopu vedno uporablja notranji vir ure, ki temelji na RC členu, mi 
pa  potrebujemo  bolj  zanesljiv  vir  ure,  moramo  programsko  nastaviti  vir,  ki  temelji  na 
kvarčnem kristalu.  Postopek preklopa vira  ure s  preverjanjem registra  IFG1 je  določen v 
navodilih za mikrokrmilnik [16].
// Nastavitev kristala 32768 Hz za glavni vir ure
  _BIC_SR(OSCOFF); // V status registru vklopimo znanji kristal
  BCSCTL1 &= ~0x78; // Uredimo nastavitve za naš kristal in ugasnemo 
//drugega
  BCSCTL1 |= 0x80;
brishi_IFG1: // Oznaka
  IFG1 &= ~0x02; // Pobrišemo zastavico za napako oscilatorja
  cakaj(4500); // Zakasnitev za več kot 50us, kot jo zahtevajo 
//navodila
  if ((IFG1 & 0x02) == 0x02){ // Če je zastavica OFIFG postavljena, 
  goto brishi_IFG1;} // jo je potrebno še enkrat pobrisati.
  BCSCTL2 |= 0xC8; // Nastavimo kristal za vir glavne ure (32768 Hz)
  BCSCTL2 &= ~0x36;
// Konec nastavljanja ure
Inicializacijo  perifernih  enot  začnemo  z  nastavljanjem  serijskega  komunikacijskega 
vmesnika USART0, ki nam omogoča povezavo z bluetooth modulom in posredno z androidno 
napravo. Postopek inicializacije in vrednosti registrov števca ter modulacije te periferije smo 
za naše zahteve našli v navodilih za mikrokrmilnik. 
// UART0 inicializacija
  U0CTL |= 0x01; // Logiko vmesnika damo v ponastavljeno stanje
  U0CTL |= 0x10; // Izberemo 8 bitni format
  U0CTL &= ~0xEE; // Parnost ne, en stop bit, asinhrona kom.,..
  U0TCTL |= 0x10; // Izberemo vir ure za to enoto
  U0TCTL &= ~0x6C; // Nepomembne nastavitve
  U0RCTL |= 0x08; // Dovolimo prejemanje zlogov z oblikovno napako
  U0RCTL &= ~0x04; // Nepomembne nastavitve
  U0BR0 = 0x03; // Zlog 1 števca za hitrost prenosa 9600
  U0BR1 = 0x00; // Zlog 2 števca za hitrost prenosa 9600
  U0MCTL = 0x4A; // Modulacija za hitrost prenosa 9600
  ME1 |= 0xC0; // Omogočena sprejemanje in oddajanje vmesnika
  U0CTL &= ~0x01; // Logiko vmesnika damo v delovno stanje
  IE1 |= 0x40; // Omogočena sprejemna prekinitev
  P3DIR = 0x10; // P3.4 (TX) damo na izhod, ostale P3 na vhod
  P3SEL |= 0x30; // P3.4(TX) in P3.5(RX) nastavimo na periferijo
// UART0 konec
Periferno enoto Timer_A uporabimo za generiranje PWM signala, enoto Timer_B pa za 
proženje  upočasnjevalne  in  ustavitvene/kontrolne  prekinitve  glede  na  signal  iz  senzorja 
premika. Pred opisom njunih inicializacij moramo podrobneje razložiti še delovanje njunega 
osrednjega dela, 16-bitnega števca.
Števec šteje le pozitivne fronte (naraščajoče robove) signalov iz različnih virov,  ki  so 
lahko: glavna sistemska ura, pomožna ura, na določen priključek pripeljan zunanji vir ali pa 
njegov inverz. 
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Števec lahko šteje v cikličnih načinih (slika 22):
• Normalno/gor  –  od  nič  do  vrednosti,  nastavljene  v  prvem  primerjalnem  registru 
CCR0.
• Neprekinjeno/gor – od nič do svoje maksimalne vrednosti (65 535).
• Gor/dol – navzgor od nič do vrednosti, nastavljene v registru CCR0. Ko jo doseže, gre 
v drugo smer nazaj navzdol proti vrednosti nič.
Kot smo že omenili,  enoto Timer_A uporabljamo za tvorjenje PWM signala,  zato njen 
števec nastavimo na način štetja normalno/gor. Z vrednostjo v registru TACCR0 (Timer_A 




Za  nastavljanje  delovnega  cikla  PWM  signala  pa  uporabimo  register  TACCR1  v 
primerjalnem načinu.  V registru za nastavljanje funkcije  primerjalnega registra  TACCTL1 
določimo spreminjanje izhoda po principu ponastavi/nastavi (slika 23).
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Slika 22: Načini delovanja števca
// Timer_A inicializacija
  TACCR0 = frekvenca_motorja; // Nastavimo frekvenco za motorja
  TACCTL0 &= ~0xC1F7; // Primerjalni način, izklop prekinitve,..
  TACCR1 = 0; // PWM delovni cikel na 0%
  TACCTL1 |= 0x00E0; // Izhod 1 na ponastavi/nastavi način
  TACCTL1 &= ~0xC117; // Primerjalni način, izklop prekinitve,.
  P2DIR |= 0x08; // P2.3 na izhod
  P2SEL |= 0x08; // P2.3 (TA1=PWM signal) nastavimo na periferijo
  TACTL |= 0x0100; // Za vir pulzov nastavimo sistemsko uro (32768 Hz)
  TACTL &= ~0x02F7; // Nepomembne nastavitve
  TACTL |= 0x0010; // Z izbiro načina normalno/gor vklopimo števec
// Timer_A konec
Periferno enoto Timer_B uporabimo za štetje pulzov iz  senzorja,  zato ji  nastavimo vir 
pulzov iz zunanjega priključka. Prekinitve, ki jih lahko proži ta enota v primerjalnem načinu, 
rabimo  za  upočasnjevanje  in  ustavljanje  motorjev  glede  na  premik.  Register  TBCCR0 
(Timer_B CCR0) nastavimo tako, da proži ustavitveno/kontrolno prekinitev, ki ustavi motor, 
ko  smo na  želeni  poziciji,  register  TBCCR1 pa  za  proženje  upočasnitvene  prekinitve,  ki 
upočasni motor pred ustavljanjem. Števec enote nastavimo na način štetja neprekinjeno/gor, v 
katerem šteje tudi čez vrednost registra TBCCR0 in nam s tem omogoča računanje napake 
premika.
// Timer_B inicializacija
  TBCCTL0 |= 0x0010; // Omogočimo ustavitveno/kontrolno prekinitev
  TBCCTL0 &= ~0xC7E6; // Nastavimo primerjalni način
  TBCCTL1 |= 0x0010; // Omogočimo upočasnjevalno prekinitev
  TBCCTL1 &= ~0xC7E6; // Nastavimo primerjalni način
  P4DIR = 0x00; // Pine P4 na vhod
  P4SEL |= 0x80; // P4.7 (TBCLK) nastavimo na periferijo
  TBCTL &= ~0x7BD6; // Nepomembne nastavitve
  TBCTL |= 0x0020; // Z izbiro načina neprekinjeno/gor vklopimo števec
// Timer_B konec
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Slika 23: Izbran izhodni način delovanja za Timer_A
Za namene krmiljenja vmesnika med mikrokrmilnikom, senzorjema in aktuatorji ter smeri 
vrtenja motorjev nastavimo nekatere priključke mikrokrmilnika na izhodne.
// Vhodno/izhodna vrata inicializacija
  P1SEL = 0x00; // Vrata P1 na vhodno/izhodna
  P1OUT = 0x00; // Vrata P1 na nič
  P1DIR |= 0x0F; // P1.0, P1.1, P1.2, P1.3 na izhodne
  P6SEL = 0x00; // Vrata P6 na vhodno/izhodna
  P6OUT = 0x00; // Vrata P6 na 0
  P6DIR |= 0x03; // P6.0, P6.1 na izhodne
//Vhodno/izhodna vrata konec
Pred začetkom neskončne zanke v statusnem registru postavimo bit, ki na splošno omogoči 
uporabo prekinitev, in pošljemo androidni napravi znak, da je mikrokrmilnik pripravljen za 
delo.
  _BIS_SR(GIE); // Na splošno dovolimo prekinitve
  poslji(0x40); // Androidni napravi pošljemo znak OK
 4.2 Sprejemna prekinitev
Za nadaljnji opis programa sta ključna razlaga in opis delovanja sprejemne prekinitve, saj 
preko nje mikrokrmilnik dobi ukaze in podatke iz androidne naprave.  To prekinitev proži 
periferna enota, serijski komunikacijski vmesnik (UART0), pri vsakem prejetju novega zloga. 
Koncept vodenja, ki smo ga zastavili, zahteva izmenjavo različnih tipov informacij med 
androidno  napravo  in  mikrokrmilnikom,  saj  imajo  lahko  informacije  funkcijo  ukazov  ali 
funkcijo prenosa podatkov. Ker si napravi izmenjujeta informacije velikosti zlogov, smo za 
različne tipe informacij definirali različne oblike (tabela 6). Program že v sprejemni prekinitvi 
loči med tipi  informacij,  ki jih v primeru ukaza upošteva,  v primeru podatka pa shrani v 
namensko globalno spremenljivko.
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Tabela 6: Seznam komunikacijskih zlogov in njihova oblika
Zlog
Bit 7 Bit 6 Bit 5 Bit 4 Bit 3 Bit 2 Bit 1 Bit 0
0 0 0 0 X X X X
Potrditev (OK) 0 1 0 0 X X X X
Oblikovna napaka 0 0 1 0 X X X X
Premik 1 Vrednost premika
Ukazi/podatki
Reset




00 = os x,
01 = os y,
10 = os z.
Naj pojasnimo namen in uporabo ukazov:
• Ukaz reset je namenjen prepovedi uporabe in brisanju shranjenih prejetih podatkov v 
mikrokrmilniku  zaradi  ugotovljene  napake  med  pošiljanjem.  Kot  bomo  videli  v 
nadaljevanju, pošlje mikrokrmilnik vsak prejeti  podatek nazaj v kontrolo androidni 
napravi.  Če  sta  si  poslan  in  prejet  podatek  različna,  androidna  naprava  zahteva 
ponastavitev podatkov na mikrokrmilniku in mu jih pošlje znova.
• Ukaz  za  potrditev  (OK)  ima  obojesmerno  funkcijo.  Ko  ima  mikrokrmilnik  vse 
potrebne podatke in so ti pravilni, mu androidna naprava pošlje potrditveni ukaz, s 
katerim dovoli njihovo uporabo. Če potrditveni ukaz pride s strani mikrokrmilnika, 
pomeni, da je končal nalogo in je pripravljen za sprejem novih podatkov.
• Uporabljan  je  tudi  ukaz  oblikovna  napaka,  ki  je  lahko  poslan  le  v  smeri  iz 
mikrokrmilnika v androidno napravo. Poslan je v primeru, ko mikrokrmilnik zazna 
napako  v  formatu  prejetega  zloga,  kot  je  nizek  stop  bit  ali  njegova  odsotnost. 
Androidna naprava  zaradi  unikatnosti  oblike zloga  oblikovna napaka,  z  gotovostjo 
prepozna  razliko  med  poslanim  in  prejetim  zlogom  ter  zahteva  ponastavitev 
spremenljivk na mikrokrmilniku.
Zlogi s podatki imajo dve osnovni obliki: eno za podatke o smeri in osi premikanja, drugo 
pa za podatke o vrednosti premika. Premik je vedno poslan v dveh delih. Vsak del ima po 
sedem uporabnih podatkovnih bitov, saj je osmi bit namenjen prepoznavi tipa informacije. 
Premik ima tako 14 bitnih mest, zaporedje delov pa je določeno z zaporedjem prejemanja. 
Čeprav do tega nikoli ne pride, ima zato zahteva za en premik maksimalno vrednost 16 383 
(0x3FFF).
Ko se proži prekinitev, najprej preverimo, ali je prišlo do oblikovne napake in če je temu 
tako, o tem obvestimo androidno napravo. Sledi ugotavljanje tipa prejete informacije in njena 
obravnava.  Da lahko premik določimo brez preverjanja (ang.  default),  prej  preverimo vse 
možnosti prvih treh bitov prejetega zloga. Zato je med tipi, ki jih preverjamo, tudi oblikovna 





char vhod= U0RXBUF; // Lokalna sprem. za hranjenje prejetega zloga
if ((U0RCTL & 0x01)==0x01){ // Oblikovna napaka?
poslji(0x20); // Vrnemo znak za oblikovno napako
}
switch( vhod & 0xE0 ){ // Preverimo le prve tri bite
case 0x00: // Reset?





poslji(0x00); // Vrnemo znak za reset
break;
case 0x40: // OK?
dflag = 1; // Postavimo zastavo za prisotnost podatkov
break;
case 0x20: // Oblikovno napako preverjamo za vsak primer
poslji(0X20); // Vrnemo znak za oblikovno napako
break;
case 0x60: // Smer in os?
smer_os=vhod; // Shranimo podatek v globalno sprem.
poslji(smer_os); // Vrnemo za preverjanje
break;
default: // Premika.
if (visji > 0){ // Zgornji del premika ima že vrednost?
//(Vedno pride prvi!)
nizji = vhod; // Shranimo podatek v globalno sprem.
poslji(nizji); // Vrnemo za preverjanje
}
else{ // Če je to prvi prejet zlog premika
visji = vhod; // Shranimo podatek v globalno sprem.





// Konec sprejemne prekinitve
 4.3 Neskončna zanka
Kot večina mikrokrmilniških programov je tudi naš napisan tako, da se takrat,  ko ni v 
kakšni od prekinitev, vrti v neskončni zanki, kjer preverja zastavico za prisotnost podatkov. 
Zastavico lahko postavita sprejemna prekinitev, ko so vsi podatki za premik shranjeni, ali  
ustavitvena/kontrolna prekinitev, ko je prišlo do napake premika.
While(1) { // Neskončna zanka
if(dflag > 0) { // Preverjanje zastavice za prisotnost podatkov
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Ko zastavico za prisotnost podatkov postavi ustavitvena/kontrolna prekinitev, vrednost v 
spremenljivki napaka ni enaka nič. V tem primeru program preskoči urejanje podatkov, saj so 
urejeni že v sami prekinitvi.
if(napaka!=0){ // Napaka?
goto nastavljanje_periferije; // Preskočimo urejanje
}
Podatke,  ki  jih  dobimo  preko  sprejemne  prekinitve,  je  treba  prepoznati  in  urediti.  Iz 
globalne spremenljivke smer_os ugotovimo, na kateri osi bomo izvajali premik. Ko gre za 
os x ali os y:
• posredno z registrom P6OUT nastavimo vmesnik (med mikrokrmilnikom, senzorjema 
in aktuatorji),
• v spremenljivke MINHIT, MAXHIT, meja shranimo konstante, ki so specifične za os,
• določimo želeno smer vrtenja in njej nasprotno smer, ki ju shranimo v spremenljivki 
smer in antismer,
• nastavimo,  da  je  senzorski  signal  za  pozitivno  smer  nenegiran,  za  negativno  pa 
negiran,
• skočimo na del programa, kjer se sestavi premik.
Vidimo, da glede na smer premikanja spreminjamo senzorski signal tako, da je v eno smer 
nenegiran,  v drugo pa negiran.  Ker števec lahko šteje  le  pozitivne fronte signalov,  s  tem 
poskrbimo, da vedno štejemo isti rob signala ne glede na smer (slika 24).
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Slika 24: Nenegiran/negiran senzorski signal in smer premika
Del programa za prepoznavo in ureditev podatkov osi x:
// Katera os?
if ((smer_os & 0x03) == 0x00){ // Ali je os x?




if ((smer_os & 0x04) == 0x04) { // Je smer pozitivna?
smer = 0x01;
antismer = 0x02;





TBCTL |= 0x0300; // Negiran vir na števec
}
goto sestavi_premik; // Skočimo na oznako v nadaljevanju
}
Podoben, vendar z drugačnimi konstantami, je del za prepoznavo in ureditev podatkov 
osi y:
if ((smer_os & 0x03) == 0x01){ // Ali je os y?




if ((smer_os & 0x04) == 0x04) { // Je smer pozitivna?
smer = 0x04;
antismer = 0x08;





TBCTL |= 0x0300; // Negiran vir na števec
}
goto sestavi_premik; // Skočimo na oznako v nadaljevanju
}
Os z zahteva drugačno vodenje od drugih dveh osi, saj ima drugo vrsto aktuatorja. Zaradi 
njegovega  enostavnega  načina  kontroliranja,  pri  katerem  ni  treba  nadzirati  premika  in 
preproste naloge te osi (narediti luknjo v papir), je os z edina, ki svoj premik dokonča že v 
neskončni zanki.
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Ko program prepozna podatke  za  premik na  osi  z,  najprej  spremeni  frekvenco PWM 
signala,  saj  servomotor  (75 Hz)  zahteva  drugačno  PWM  frekvenco  kot  elektromotorja 
(150 Hz).  PWM signal  za servomotor  ima,  kot  rečeno,  funkcijo pozicijske reference,  kjer 
trajanje delovnega cikla nosi informacijo o želeni poziciji, zato mu nastavimo še delovni cikel 
za pozicijo, v kateri igla naredi luknjo v papir in ga z vmesnikom usmerimo na servomotor. 
Da smo prepričani o dokončni izvedbi premika, počakamo pol sekunde. Nastavimo delovni 
cikel PWM signala na referenco, kjer se igla vrne nad papir in ponovno počakamo, da se 
premik izvede.  Sledi ponastavljanje spremenljivk in sprememba PWM frekvence nazaj  na 
frekvenco za elektromotorje, pred katero PWM signal z vmesnikom preusmerimo tako, da ni 
več speljan do servomotorja. Na koncu z ukazom OK obvestimo androidno napravo o izvedbi 
premika in skočimo na oznako konec,  kjer se pobriše zastavica za prisotnost podatkov in 
neskončna zanka začne nov cikel. Za premik na osi z ne potrebujemo prekinitev.
if ((smer_os & 0x03) == 0x02){ // Ali je os z?
TACCR1 = 0; // Delovni cikel PWM frek. na nič
TACCR0 = frekvenca_servo; // PWM frekvenca za servomotor
TACCR1 = 40; // Referenca za luknjo v papir
P6OUT = 0x02; // PWM signal na servomotor
cakaj(1640); // Počakamo cca 0,5 s
TACCR1 = 53; // Referenca za dvig igle
cakaj(1640); // Počakamo cca 0,5 s






P6OUT = 0x03; // PWM signal ni več na servomotorju
TACCR0 = frekvenca_motorja; // PWM frek. za elektromotorja
poslji(0x40); // Pošljemo andro. napravi ukaz OK
goto konec; // Skočimo na konec neskončne zanke
}
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Zahteva za premik na osi x ali osi y, ki pride iz sprejemne prekinitve, ima premik shranjen 
še v 8-bitnih spremenljivkah visji in nizji. Premik moramo pred nadaljnjo uporabo v pravem 
zaporedju sestaviti iz njunih zadnjih sedmih bitov v spremenljivko premik. Zahteva za premik 
zaradi napake, ki pride iz ustavitvene/kontrolne prekinitve, preskoči tudi sestavljanje premika, 
saj so popravki že shranjeni v spremenljivki premik.
sestavi_premik:
premik = (visji & 0x7F); // Shranimo višjih sedem bitov in
premik <<= 7; // jih zamaknemo na svoja mesta.
premik = premik + (nizji & 0x7F); // Prištejemo zadnjih sedem bitov.
Ne  glede  na  to,  iz  katerega  dela  neskončne  zanke  pridemo  do  oznake 
nastavljanje_periferije, imamo v vsakem primeru pripravljene vse spremenljivke za končne 
nastavitve periferije in zagon elektromotorja.
Po  vstopu  v  ta  del  programa  najprej  ponastavimo  vrednost  števca  periferne  enote 
Timer_B, tako da začnemo šteti na začetku. To naredimo tudi zato, ker bomo spreminjali 
vrednosti njenih primerjalnih registrov in ne želimo, da pride do napačnih prekinitev.
nastavljanje_periferije:
TBR=0; // Ponastavitev števca periferne enote 
Timer_B
Naš mikrokrmilnik ima v svojem delovanju nekaj napak, seznam teh pa je pripravil že 
proizvajalec [17]. Seznamu napak so dodani napotki, kako te napake popraviti oziroma kako 
se jim izogniti. Napaka, ki bi nam lahko povzročala težave, se po dokumentaciji imenuje TB2 
in je napaka periferne enote Timer_B. Proizvajalec navaja, da do napake pride, ko primerjalna 
prekinitev svoj primerjalni register poveča za ena. Glede na to, da je naš vir pulzov za števec 
enote Timer_B počasnejši od vira sistemske ure, bi se morala ta ista prekinitev ob naslednji 
spremembi števca prožiti še enkrat, vendar se ne. Identičen primer se v našem programu ne 
more pojaviti, saj ne spreminjamo primerjalnih registrov znotraj prekinitev. Do tega bi lahko 
prišlo, če bi nastavili vrednost registra TBCCR0 na ena, ko je števec ponastavljen na vrednost 
nič. Težavo smo rešili tako, da ne dovolimo premikov za en korak. Če iz androidne naprave 
pride ukaz premika za en korak, mu prištejemo še enega, kar v ustavitveni/kontrolni prekinitvi 
zaznamo kot napako in to popravimo. Kot bomo videli v nadaljevanju, to ni edini primer, kjer 
bi lahko prišlo napake TB2.
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S tem, ko premik shranimo v primerjalni register TBCCR0, določimo vrednost števca, pri 
kateri se bo izvedla ustavitvena/kontrolna prekinitev. 
if(premik == 1){ // Premik za en korak?
TBCCR0=premik+1; //Premiku prištejemo 1. Napaka!!
}
else TBCCR0=premik;
S  spreminjanjem  delovnega  cikla  PWM  signala  se  proporcionalno  spreminja  hitrost 
oziroma moč elektromotorjev. Zato ne bo narobe, če v nadaljevanju trdimo, da nastavljamo 
hitrost  vrtenja  elektromotorja,  v resnici  pa mislimo na nastavljanje  delovnega cikla  PWM 
signala, ki gre na njegove sponke.
Ustavljanje nekega premikajočega se telesa lahko opišemo z izrekom o gibalni količini, ki 
pravi, da je sprememba gibalne količine enaka skupnemu sunku zunanjih sil. Iz izreka lahko 
izluščimo, da moramo, če želimo ustaviti predmet z neko gibalno količino, nanj za določen 
čas delovati z neko konstantno silo, nasprotno premiku. Čas ustavljanja je v tem primeru torej 
odvisen od gibalne količine pred ustavljanjem. Ker je gibalna količina definirana kot produkt 
mase in hitrosti, ugotovimo, da sta čas in pot ustavljanja nekega predmeta s konstantno silo 
sorazmerna njegovi hitrosti pred ustavljanjem.
To  velja  tudi  za  premike  na  naših  oseh.  Ker  želimo  natančno  ustavljanje,  moramo 
poskrbeti, da je hitrost pred ustavljanjem čim manjša. Ker želimo doseči tudi hitro izvajanje 
premikov,  saj  bi  radi,  da naš  stroj  naloge opravlja  karseda hitro,  premike na oseh x in  y 
delamo z dvema hitrostma. Nižjo hitrost, shranjeno v spremenljivko MINHIT, uporabljamo za 
manjše  premike  in  upočasnjevanje  pred  ustavljanjem  pri  večjih  premikih.  Višjo  hitrost, 
shranjeno v spremenljivko MAXHIT, pa uporabljamo le na začetku večjih premikov. Kriterij 
za ločevanje med velikimi in majhnimi premiki je shranjen v spremenljivki meja. Če je želen 
premik  manjši  od  te  vrednosti,  se  čez  celega  premaknemo  z  nizko  hitrostjo  in  za  to 
upočasnjevalne  prekinitve  ne  potrebujemo.  Onemogočimo  jo  z  nastavljanjem  registra 
TBCCTL1. Če pa je želen premik večji od meje, se na začetku premikamo najprej z visoko in 
pred ustavitvijo z nizko hitrostjo. V tem primeru potrebujemo upočasnitveno prekinitev, zato 
vrednost njenega registra izračunamo iz premika in meje ter jo omogočimo.
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V  tem  delu  kode  smo  ponovno  izvedli  ukrep  za  preprečitev  prej  omenjene  napake 
mikrokrmilnika, TB2. Da bi bila vrednost primerjalnega registra TBCCR1 v vsakem primeru 
več kot ena, smo v izrazu za izračun njene vrednosti prišteli 1.
if (premik <= meja){ // Je premik manjši od meje?
TACCR1 = MINHIT; // Nizka hitrost
TBCCTL1 &= ~0x0010; // Onemogočimo upočasnjevalno prekinitev
}
else{
TACCR1 = MAXHIT; // Visoka hitrost
//Primerjalni register upočasnjevalne prek., preprečimo TB2
TBCCR1 = premik – meja + 1;
while (TBIV != 0); // Pobrišemo prekinitvene zastavice
TBCCTL1 |= 0x0010; // Omogočimo upočasnjevalno prekinitev
}
Ko  so  nastavljene  vse  spremenljivke  in  periferne  enote,  lahko  zaženemo  motor.  To 
naredimo z nastavitvijo vrednosti izhodnega registra vrat P1, katerega prvi štirje biti določajo 
os in smer premikanja. Register nastavimo na vrednost spremenljivke smer, ki smo jo uredili 
prej.
Na  koncu  neskončne  zanke  pobrišemo  zastavico  za  prisotnost  podatkov  in  delo 
prepustimo prekinitvam.
P1OUT = smer; // Zagon motorja
konec: // Oznaka za konec, kamor skočimo po premiku na osi z
dflag = 0; // Pobrišemo zastavico za prisotnost podatkov
} // Zaključek preverjanja zastavice
} // Zaključek neskončne zanke
} // Zaključek glavne (ang. main) funkcije
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 4.4 Prekinitvi enote Timer_B
Periferna enota Timer_B ima dva prekinitvena vektorja, kar pomeni, da je v resnici zmožna 
prožiti le dve prekinitvi. Eno prekinitev lahko proži le primerjalni register TBCCR0, drugo pa 
ostalih šest primerjalnih registrov in prehod števca na nič. Prekinitev registra TBCCR0 ima 
višjo prioriteto, tako da ima njeno izvajanje prednost pred drugo prekinitvijo te enote.
 4.4.1 Upočasnjevalna prekinitev
Upočasnjevalna prekinitev se izvede le pri premikih, ki so dovolj dolgi, da se na začetku 
izvajajo z višjo hitrostjo in jih je pred ustavljanjem treba upočasniti. Izvede se, ko je vrednost 
števca enaka vrednosti v primerjalnem registru TBCCR1.
Za to prekinitev  uporabljamo prekinitev  enote,  ki  si  jo  deli  več  primerjalnih  registrov. 
Preverjanje,  kateri  register  je  sprožil  prekinitev,  sicer  ne  bi  bilo  potrebno,  saj  so  ostale 
prekinitve  onemogočene,  vendar  smo  to  naredili,  da  zbrišemo  našo  zastavico  v  registru 
prekinitvenih zastavic, TBIV. Če tega ne bi naredili, bi se po prvem vstopu v prekinitev vrteli 
le še v njej. 





switch( TBIV ) // TBIV je register prekinitvenih 
zastavic
{
case 0x02: // Prekinitev registra TBCCR1?
TACCR1 = MINHIT; // Zmanjšamo hitrost
TBCCTL1 &= ~0x010;// Onemogočimo upočasnjevalno 
prekinitev
break;




// Konec upočasnjevalne prekinitve
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 4.4.2 Ustavitvena/kontrolna prekinitev
Ta  prekinitev  se  proži,  ko  je  vrednost  števca  enaka  vrednosti  premika,  shranjenega  v 
primerjalnem registru TBCCR0, ali povedano drugače, ko smo na končni poziciji. Ob prihodu 
v  prekinitev  najprej  z  vpisom vrednosti  0  v  izhodni  register  vrat  P1  ustavimo motor.  Za 
element  močnostnega  ojačevalnika  L298  to  pomeni  ustavljanje  motorja  v  prostem  teku. 
Preklop  v  aktivno  ustavljanje  nastavimo  z  maksimalnim delovnim  ciklom  PWM  signala 
(tabela  5).  Ko smo po čakanju prepričani,  da se je premikanje ustavilo,  lahko začnemo z 
drugo nalogo te prekinitve – preverjanjem premika.
Števec  periferne  enote  Timer_B smo nastavili  tako,  da  šteje  tudi  višje  od  vrednosti  v 
registru TBCCR0. To nam omogoča odkrivanje napake premika z razliko med vrednostjo v 
števcu in vrednostjo želenega premika. Ob tem naj poudarimo, da negativna vrednost napake 
ni mogoča, saj v tem primeru ne bi bili v prekinitvi in bi se premik še izvajal. 
Napake, ki jih odkrijemo, imajo tri vzroke:
• Prvi  vzrok  napake  je  prej  omenjen  čas  ustavljanja,  ko  se  kljub  temu,  da  motor 
začnemo ustavljati na želenem koraku, premikanje nadaljuje še toliko časa, da se že 
prične naslednji korak.  Med preizkušanjem se nikoli ni zgodilo, da bi bila ta vrsta 
napake večja od 2. 
• Drugi vzrok napake smo že omenili pri odpravljanju mikrokrmilniške napake TB2. 
Ker  ne  dovolimo  premikov  za  en  korak,  zahtevamo  premik  za  dva  koraka.  To 
naredimo na tak način, da dodan korak zaznamo kot napako.
• Tretji  vzrok napake pa izhaja  iz  odpravljanja  napake,  pri  katerem želimo vrednost 
premika po napaki doseči iz iste smeri, kot smo pristopali pred napako. To storimo 
tako, da napakam, manjšim od deset, kamor spadajo napake prvih dveh vzrokov, pri 
prvem popravljanju prištejemo 10 korakov. Zato moramo pri drugem popravljanju iz 
prave smeri popraviti vsaj deset korakov (slika 25). S tem dejanjem izničimo histerezo 
senzorja, poleg tega pa se je popravljanje večjih napak izkazalo za učinkovitejše.
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Po  nastavljanju  premika  za  popravke  napake  obrnemo  smer  vrtenja  elektromotorja 
(smer = antismer), zamenjamo obliko senzorskega signala na nenegirano oziroma negirano in 
postavimo zastavico za prisotnost podatkov.
V primeru,  ko ni prišlo do napake, ponastavimo spremenljivke in obvestimo androidno 




P1OUT = 0x00; // Pasivno ustavljanje motorja
TACCR1 = frekvenca_motorja; // Aktivno ustavljanje motorja
cakaj(1640); // Čakamo cca 0,5 s
napaka=(TBR-premik)+zamik_napake; // Izraz za računanje napake
if(napaka != 0){ // Napaka?
if(napaka < 10){ // Napaka manjša od 10?
zamik_napake=10;
premik=zamik_napake+napaka; // Popravek v premik
}else{ // Napaka enaka ali večja od 10
zamik_napake=0;
premik=napaka; // Popravek v premik
}
char b = smer; // Zamenjamo smer vrtenja
smer = antismer;
antismer = b;
TBCTL ^= 0x0300; // Vir števcu če je negiran -> nenegiran,
//če je nenegiran -> negiran. 
dflag=1; // Postavimo zastavico za prisotnost podatkov
}else{ // Ni napake.






poslji(0x40); // Obvestimo andro. napravo o izvedbi premika
}
}
// Konec ustavitvene/kontrolne prekinitve
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Slika 25: Primer popravljanja napake
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 5 Aplikacija za androidno napravo
Za  krmiljenje  stroja  preko  androidne  naprave  smo  se  odločili,  ker  sodobne  različice 
androidnih  naprav odlikujejo relativno velika procesorska  moč in shranjevalna  kapaciteta, 
odlična povezljivost ter prenosnost. Večinoma so to naprave, ki imajo zaslon na dotik, kar je 
priročno za delu na terenu, saj to predstavlja zaslon in vhodno enoto v enem. Poleg tega so 
zasloni na dotik bolj odporni na prah in tekočine kot na primer tipke prenosnih računalnikov.
Ker naš stroj zahteva zelo specifično vodenje, smo bili primorani razviti lastno aplikacijo. 
Naša  aplikacija  ima,  ko  gre  za  samostojno  izvajanje  serije  premikov,  poleg  funkcije 
uporabniškega vmesnika tudi funkcijo glavne procesne enote
Aplikacija v tej fazi razvoja omogoča krmiljenje stroja na dva načina. Prvi je ročen način, 
pri katerem uporabnik določa vsak poslan zlog stroju. Razvili smo ga v prvem koraku razvoja 
naše  aplikacije  za  potrebe  preizkušanja  delovanja  stroja.  Kljub  temu,  da  je  ta  način 
nepraktičen in bo v nadaljnjem razvoju stroja postal nepotreben, smo ga zaenkrat ohranili v 
aplikaciji, saj z njim najlažje preverjamo delovanje stroja. Drugi način je samostojno izvajanje 
serije premikov. Aplikaciji v tem načinu uporabnik poda datoteko, v kateri je v določenem 
formatu napisana serija premikov. Ko v tem načinu zaženemo stroj, se ta ne ustavi, dokler ne 
naredi vseh premikov v datoteki.
Aplikacija deluje v dveh oknih (slika 26). Po zagonu se najprej pojavi nastavitveno okno, v 
katerem se nastavi bluetooth vmesnik. Uporabnik v njem pridobi podatke o napravi, na katero 
se želi povezati in določi datoteko za način samostojnega izvajanja serije premikov. Po izbiri 
želenih parametrov v nastavitvenem oknu, uporabnik zažene delovno okno, v katerem najprej 
vzpostavi  povezavo  z  drugo  napravo  in  nato  izvaja  ročne  premike  ali  zažene  način  za 
samostojno izvajanje serije premikov prej izbrane datoteke.
Programsko  kodo  in  uporabniške  vmesnike  za  aplikacijo  smo  razvijali  na  osebnem 
računalniku, v programskem jeziku Java. Uporabljali smo programski razvojni komplet, ki 
vsebuje  Eclipse  IDE (ang.  Integrated  Development  Environment  –  integrirano  razvijalno 
okolje) in vstavek ADT (ang. Android Developer Tools), ki doda orodja za razvoj androidnih 
aplikacij. Aplikacijo smo testirali na pametnem androidnem telefonu Samsung I9000 Galaxy 
S, na katerem teče androidni operacijski sistem Gingerbread, različica 2.3.6. Pri razvijanju 
nam je bila v veliko pomoč uradna spletna stran za razvijalce androidnih aplikacij [18].
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Celotne programske kode aplikacije na tem mestu ne bomo predstavili, saj je preobsežna. 
Razložili bomo le delovanje aplikacije, spoznali principe njenega delovanja in vanjo vključili 
pomembnejše dele programske kode. Z oblikovanjem uporabniškega vmesnika se ne bomo 
ukvarjali.
Aplikacijo  bomo predstavili  v  dveh poglavjih.  V prvem,  bolj  obsežnem,  bomo opisali 
uporabo  aplikacije  v  ročnem načinu.  Ob  tem bomo  spoznali  osnovne  principe  delovanja 
aplikacije in bluetooth povezave.  V drugem poglavju bomo predstavili  uporabo in princip 
delovanja načina za samostojno izvajanje serije premikov.
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Slika 26: Nastavitveno in delovno okno aplikacije
 5.1 Ročni način
Ko zaženemo našo aplikacijo, ki temelji na bluetooth komunikaciji, ta najprej poskrbi za 
bluetooth vmesnik. 
Aplikacija po vklopu najprej preveri, ali je na napravi prisoten bluetooth vmesnik. To je 
nujen del postopka, kljub temu da danes že težko najdemo androidno napravo brez bluetooth 
vmesnika. Ko je prisotnost vmesnika potrjena, aplikacija preveri, ali je vmesnik že vklopljen. 
Če vmesnik še ni vklopljen, se zažene postopek njegovega vklopa, za katerega je potrebno 
dovoljenje  uporabnika  (slika  27).  O  stanju  bluetooth  vmesnika  in  procesu  njegovega 
vklapljanja je uporabnik obveščen preko statusne vrstice in obvestilnih oblačkov.
// Po inicializaciji, na koncu metode onCrete:
// BA postane objekt, preko katerega aplikacija vpliva na BT vmesnik
BA = BluetoothAdapter.getDefaultAdapter();
// Kličemo metodo kjer preverjamo stanje vmesnika
PreverjanjeBA();
}
// Metoda za preverjanje BT vmesnika
private void PreverjanjeBA() {
if (BA == null) { // Je na napravi BT vmesnik?
info.setText("Naprava nima BT."); // Vpis v statusno vrstico.
Toast.makeText(getApplicationContext(), "Naprava nima BT.", 
Toast.LENGTH_LONG).show(); // Vpis v oblaček za obvestila.
}
else {
if (BA.isEnabled()) {  // Je BT vklopljen?
info.setText("BT je že vklopljen.");
Toast.makeText(getApplicationContext(), "BT je že 
vklopljen.", Toast.LENGTH_LONG).show(); // Vpis v oblaček za obvestila.
}
else { // BT ni vklopljen
// info.setText("BT vžgan.");
Intent enableBtIntent = new Intent 
(BluetoothAdapter.ACTION_REQUEST_ENABLE);






Slika 27: Potrditev vklopa bluetooth vmesnika
Ko so na razpolago rezultati vklopa vmesnika, se zažene metoda onActivityResult. Ker je 
to splošna metoda, ki jo lahko izkorišča več aktivnosti, je najprej treba preveriti, ali jo je res  
klical  postopek vklopa  bluetooth vmesnika,  s  preverjanjem spremenljivke  requestCode.  V 
spremenljivki resultCode nam metoda vrača rezultate vklopa.
// Metoda za pridobivanje rezultatov vklapljanja BT vmesnika
protected void onActivityResult(int requestCode, int resultCode, Intent 
data) {
if (requestCode == intent_vzigBT) {// Metodo sprožil postopek vklopa?
if (resultCode == RESULT_OK) {// Se je BT vmesnik vklopil?
info.setText("BT vklopljen.");
Toast.makeText(getApplicationContext(), "BT vklopljen.", 
Toast.LENGTH_LONG).show(); // Vpis v oblaček za obvestila.
} 
else { // BT vmesnik se ni vklopil.
info.setText("Nekaj je narobe.");
Toast.makeText(getApplicationContext(), "Nekaj je 




Če  se  je  bluetooth  vmesnik  vklopil,  lahko  uporabnik  v  nastavitvenem  oknu  začne  s 
pridobivanjem MAC (ang. Media Access Control) naslova, ki je nujen za bluetooth povezavo. 
MAC naslov je splošen izraz za unikatno oznako, ki pripada neki komunikacijski napravi na 
fizičnem nivoju komunikacije [19]. Pri bluetooth komunikaciji je to 48-bitna številka.
MAC naslov stroja se lahko v naši aplikaciji pridobi na dva načina:
• V procesu iskanja, ko androidna naprava pridobi podatke naprav v vidnem stanju. Ti 
podatki so poleg MAC naslova še ime in razred naprave (naš stroj je v vidnem stanju, 
če ima napajanje in nima vzpostavljene komunikacije s kakšno drugo napravo).
• Iz seznama naprav, s katerimi je bila androidna naprava že sparjena. Parjenje je proces 
avtentikacije,  v  katerem  si  dve  napravi  izmenjata  gesli,  in  je  nujen  pred  prvo 
povezavo. Ko sta napravi enkrat sparjeni, proces (v našem primeru) ni več potreben, 
saj si androidna naprava zapomni geslo.
V nastavitvenem oknu ima uporabnik za izbiro med načinoma dva gumba in pod njima 
seznam, kamor se izpisujejo podatki naprav (slika 28).
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Slika 28: Gumba in seznam za pridobitev MAC naslova.
Pritisk na gumb za pridobitev seznama sparjenih naprav kliče metodo:
// Metoda, ki se sproži ob pritisku na gumb Sparjen že z
public void gumb1(View view) {
seznamNaprav.clear(); // Pobrišemo seznam naprav
// Zbirka sparjenih naprav
Set<BluetoothDevice> pairedDevices = BA.getBondedDevices();
// V seznam izpišemo imena in MAC naslove
for (BluetoothDevice device : pairedDevices) { 
seznamNaprav.add(device.getName() + "\n" + device.getAddress());
} 
}
Postopek  iskanja  naprav  je  zahtevnejši  in  tudi  energetsko  bolj  potraten,  zato  se  ga 
poslužujemo le, ko je res potrebno. Z ukazom BA.startDiscovery se začne postopek iskanja 
vidnih  naprav.  Ker  metoda  BA.startDiscovery vrača  podatke  s  tem,  da  jih  oddaja  (ang. 
Broadcast), jih aplikacija lahko prejema le z metodo BroadcastReceiver. 
// Metoda, ki se sproži ob pritisku na gumb Iščem nove?
public void gumb2(View view) {
...// Nepomembna koda
BA.startDiscovery(); // Začnemo z iskanjem naprav
registerReceiver(mReceiver, filter);// Da lahko prejmemo podatke o 
//najdenih napravah moramo registrirat BroadCastReceiver
...// Nepomembna koda
}
// Ustvarimo BroadcastReceiver za prejemanje podatkov odkrite naprave
private final BroadcastReceiver mReceiver = new BroadcastReceiver() {
   public void onReceive(Context context, Intent intent) {
     String action = intent.getAction();
     if (BluetoothDevice.ACTION_FOUND.equals(action)) {// Naprava odkrita?
     BluetoothDevice device = 
intent.getParcelableExtra(BluetoothDevice.EXTRA_DEVICE);//Pridobimo podatke
     // V seznam izpišemo ime in MAC naslov
     seznamNaprav.add(device.getName() + "\n" + device.getAddress());
     }
   }
};
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Ne  glede  na  način  pridobivanja  podatkov  naprav  se  njihova  imena  in  MAC  naslovi 
izpišejo  v  seznam.  S  pritiskom  naprave  na  seznamu  se  njen  MAC  naslov  shrani  v 
spremenljivko  address in  izpiše  na  zaslonu  (slika  29).  S  tem postane  gumb za  prehod  v 
delovno okno aktiven. Pritisk nanj zažene drugo aktivnost in pogled prestavi v delovno okno. 
Pri tem se v drugo aktivnost pošljejo tudi spremenljivke, pridobljene v nastavitvenem oknu. 
Za to poglavje je pomembna le poslana spremenljivka, ki nosi MAC naslov. Drugi dve sta 
namenjeni pošiljanju podatkov pri načinu samostojnega izvajanja serije premikov, kar je tema 
naslednjega poglavja.
// Metoda, ki se sproži ob pritisku na gumb Druga aktivnost?
public void gumb3(View view) {
    if(mac_addr_postavljen == 1){// Gumb deluje šele, ko imamo MAC naslov.
// Kličemo metodo za prehod v delovno okno
startSecondActivity(address);
    }
}
// Metoda za prehod v delovno okno
private void startSecondActivity(String mac_naslov) {
    Intent intent = new Intent(this, SecondActivity.class);
    intent.putExtra(EXTRA_MESSAGE, mac_naslov);// MAC naslov v delovno okno
    intent.putExtra("naslov", ime_dat);
    intent.putExtra("datoteka", stringDatoteka);
    startActivity(intent);// Zaženemo aktivnost za delovno okno
}
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Slika 29: Izpis MAC naslova in gumb za premik v delovno okno
V delovnem oknu je zgornji del namenjen vzpostavljanju in nadzoru povezave (slika 30). 
V njem  je  izpisan  MAC  naslov  naprave,  izbrane  v  nastavitvenem  oknu,  gumb  za 
vzpostavljanje oziroma prekinjanje povezave in vrstica za obveščanje o statusu povezave.
S  pritiskom  na  gumb,  ki  je  poleg  MAC  naslova,  uporabnik  lahko  zažene  proces 
povezovanja, ukine proces povezovanja ali pa ukine povezavo, ko je enkrat vzpostavljena. 
Napis na gumbu se spreminja tako, da vemo, kaj bo povzročil pritisk na nanj. 
// Metoda, ki se sproži ob pritisku na gumb Povežem? oz. Odvežem?
public void gumb2p0(View view) {
 if (gumb2p0_pritisnjen == 0) {// Nismo v procesu povezovanja oz. povezani?
gumb2p0_pritisnjen = 1; // Zastavica, da se povezujemo/smo povezani
b2p0.setText("Odvežem?");// Zamenjamo napis na gumbu




//Z MAC naslovom dobimo podatke potrebne za povezavo
BluetoothDevice device = BA.getRemoteDevice(MAC_naslov);
//Inicializacija niti s prej dobljenimi podatki
mConnectThread = new ConnectThread(device);/
mConnectThread.start();// Zaženemo nit za vspostavljanje povezave
 }
 else{ // Smo v procesu povezovanja oz. povezani.
gumb2p0_pritisnjen = 0;// Pobrišemo zastavico





Slika 30: Del delovnega okna, namenjen vzpostavljanju/prekinjanju povezave
Vzpostavljanje  povezave  zahteva  delovanje  v  svoji  niti  (ang.  thread)  tako,  da  teče 
simultano z glavnim procesom – aplikacijo. To je potrebno, ker se povezava ne vzpostavi v 
trenutku in bi čakanje nanjo ustavilo izvajanje aplikacije.
Z inicializacijo niti se ustvari vtič (ang. socket), ki je vezan na podatke, pridobljene z 
MAC  naslovom.  Vtič  je  poleg  tega  vezan  še  na  identifikacijsko  številko  UUID  (ang. 
Universally Unique IDentifier), ki je in mora biti enaka UUID številki, shranjeni na bluetooth 
modulu.  Naša aplikacija  in  bluetooth modul  na stroju uporabljata  UUID, ki  je splošen in 
označuje bluetooth profil SSP (ang. – Serial Port Profile). Na obeh napravah bi lahko določili 
tudi svoj unikaten UUID in s tem dovolili, da stroj upravlja le naša aplikacija.
// Nit za vzpostavljanje povezave
private class ConnectThread extends Thread {
private final BluetoothSocket mmSocket;
private final BluetoothDevice mmDevice;
// Del, ki se izvede z mConnectThread = new ConnectThread(device);
public ConnectThread(BluetoothDevice device) {
   BluetoothSocket tmp = null;// Začasen vtič, ker je mmSocket končen
   mmDevice = device;
   try { // poskusimo pridobiti vtič
tmp = device.createRfcommSocketToServiceRecord(MY_UUID);
   }
   catch (IOException e) { }
   mmSocket = tmp; // Socket shranimo v končno mmSocket
}
// Del, ki se izvede s klicanjem mConnectThread.cancel();
public void cancel() {
   try {
mmSocket.close(); // Zapremo vtič
Sporocilo_o_povezavi("Prekinjeno.");
   }
   catch (IOException e) { }
}
// Del, ki se izvede s klicanjem mConnectThread.start();
public void run() { 
   BA.cancelDiscovery();// Ugasnemo iskanje, ker upočasnjuje povezavo
   Sporocilo_o_povezavi("V teku.");// Sporočilo za statusno vrstico
   try { // Poskusimo vzpostavit povezavo (traja max 12 s)
mmSocket.connect();
Sporocilo_o_povezavi("Uspešno.");// Sporočilo za statusno v.
   }
   catch (IOException connectException){// Povezava neuspešna
Sporocilo_o_povezavi("Neuspešno.");// Sporočilo za statusno v.
try {
mmSocket.close();
} catch (IOException closeException) {}
return;
   }
   // Kličemo metodo za zagon komunikacijske niti




Podatke iz niti lahko aplikacija dobi le preko nadzornika (ang. handler). Ker želimo iz niti 
za vzpostavljanje povezave pošiljati podatke za več situacij, smo oblikovali metodo, ki želeno 
sporočilo  nastavi  in  ga pošlje  nadzorniku.  Ta ga nato izpiše v vrstico,  namenjeno statusu 
povezave.
// pošiljanje sporočil iz niti za vzpostavljanje povezave
private void Sporocilo_o_povezavi(String string) {
   Message msg = handler_za_povezavo.obtainMessage();
   Bundle bundle = new Bundle();
   bundle.putString("1", string);
   msg.setData(bundle);
   handler_za_povezavo.sendMessage(msg);
}
// Nadzornik za izpis sporočil iz niti za vzpostavljanje povezave
Handler handler_za_povezavo = new Handler() {
   @Override
   public void handleMessage(Message msg) {
Bundle bundle = msg.getData();
String string = bundle.getString("1");
TextView myTextView = TextView)findViewById(R.id.okvircek_povezava);
myTextView.setText(string);// Izpis sporočila v statusno vrstico
   }
};
Ko je  povezava uspešno vzpostavljena,  se  že  v  niti  za  vzpostavljanje  povezave  kliče 
metoda, ki inicializira in zažene še eno nit – nit za komunikacijo. 
// Metoda za inicializacijo in zagon komunikacijske niti
private void zagon_uporabe_povezave(BluetoothSocket socket) {
mConnectedThread = new ConnectedThread(socket);// Inicializacija niti
mConnectedThread.start(); // Zagon niti za komunikacijo
}
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Z inicializacijo  niti  za  komunikacijo se  nastavita  vhodni  in  izhodni  tok (ang.  stream), 
kamor se nalagajo vhodni/izhodni podatki, preden so prebrani/poslani. Komunikacija zahteva 
delovanje v niti, saj neprestano preverja vhodni tok za nove prejete podatke. Ko je prejet nov 
zlog, se nastavi in pošlje sporočilo nadzorniku, ki ga izpiše v glavni proces aplikacije.
Za pošiljanje podatkov, jih aplikacija enostavno poda niti. Ta jih zapiše v izhodni tok, od 
koder so poslani, ko pridejo na vrsto.
// Nit za komunikacijo
private class ConnectedThread extends Thread {
   private final BluetoothSocket mmSocket;
   private final InputStream mmInStream;
   private final OutputStream mmOutStream;
// Del, ki se izvede z mConnectedThread = new ConnectedThread(socket);
   public ConnectedThread(BluetoothSocket socket) {
mmSocket = socket;
InputStream tmpIn = null; // Začasen vhodni tok
OutputStream tmpOut = null; // Začasen izhodni tok




catch (IOException e) { }
mmInStream = tmpIn; //Začasna toka shranimo v končna
mmOutStream = tmpOut;
   }
// Del, ki se izvede z mConnectedThread.start();
   public void run() {
int inbyte; // Spremenljivka za vpis prejetega zloga
while (true) { // V neskončni zanki beremo vhodni tok
try {
   inbyte = mmInStream.read(); // Prejet zlog..
   Message msg = handler_za_sprejem.obtainMessage();
   Bundle bundle = new Bundle();
   bundle.putInt("2", inbyte);
   msg.setData(bundle);
   handler_za_sprejem.sendMessage(msg);//..pošljemo nadzorniku
}




   }
// Del, ki se uizvede z mConnectedThread.write(outbyte);
   public void write(int outbyte) {
try {
mmOutStream.write(outbyte);// Pošljemo zlog
} catch (IOException e) { }
   }
// Del, ki se uizvede z mConnectedThread.cancel();
   public void cancel() {
try {
mmSocket.close(); // Zapremo vtič
}
catch (IOException e) { }
   }
}
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Naslednja  je  predstavljena  koda  nadzornika  za  izpis  prejetega  zloga  v  glavni  proces 
aplikacije. V njem je tudi del, ki je namenjen načinu za samodejno izvedbo serije premikov in 
bo razložen v naslednjem poglavju. 
// Nadzornik za izpis prejetega zloga iz niti za komunikacijo
Handler handler_za_sprejem = new Handler() {
   @Override
   public void handleMessage(Message msg) {
Bundle bundle = msg.getData();
int inbyte_vhandlerju = bundle.getInt("2");
TextView myTextView = (TextView)findViewById(R.id.okvircek_prejeto);
// Izpis zloga v okvirček prejeto
myTextView.setText("0x"+Integer.toHexString(inbyte_vhandlerju));




   }
};
Če v doslej  opisanih postopkih ni prišlo do napak, ima uporabnik vse pripravljeno za 
začetek podajanja premikov stroju. V delovnem oknu je za ročni način namenjen del okna, ki 
ga prikazuje slika 31. V njem so na začetku gumbi, s katerimi izberemo smer in os premika. 
Kot vidimo, ima os z gumba za obe smeri, kljub temu da stroj sploh nima te možnosti. To smo 
storili,  ker predvidevamo na končnem stroju enako regulacijo, kot jo imata drugi dve osi. 
Program na mikrokrmilniku oba ukaza prepozna kot želen premik na osi z (luknja v papir).
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Slika 31: Del za ročno upravljanje
Ob pritisku kateregakoli  gumba v tem delu okna,  razen gumba Izračunaj,  se  izvedejo 
kode, ki delujejo po enakem principu, zato bomo predstavili le en primer. V kodah se gumbi 
med seboj razlikujejo le po vrednosti poslanih zlogov (vrednost spremenljivke vposiljanje).
// Metoda, ki se sproži ob pritisku na gumb +x
public void gumbPx(View view) {
// Gumb deluje le, če je vzpostavljena
   if (gumb2p0_pritisnjen == 1){
   // Določimo zlog za pošiljanje
   int vposiljanje = 0x60;
   // Vpišemo zlog v okvirček poslano
   poslano_okvircek.setText("0x" + Integer.toHexString(vposiljanje));
   mConnectedThread.write(vposiljanje); // Pošiljanje zloga
   }
}
V  polje  pred  gumb  Izračunaj  uporabnik  vnese  želen  premik.  S  pritiskom  na  gumb 
Izračunaj se izvede metoda, ki vrednost želenega premika preoblikuje v dva zloga, saj mora, 
kot  smo  omenili,  biti  vrednost  premika  poslana  v  dveh  zlogih.  Vrednosti  se  izpišeta  v 
okvirčka in shranita v globalni spremenljivki. Gumba Pošlji prvi del in Pošlji zadnji del te 
spremenljivki pošljeta stroju. Pri tem mora uporabnik paziti na vrstni red pošiljanja, ki mora 
biti sledeč – najprej prvi zlog in nato zadnji zlog.
// Metoda, ki se sproži ob pritisku na gumb Izracunaj
public void gumbIzracPre(View view) {
   // Objekt za pridobivanje vrednosti premika iz polja
   EditText premik_not_okvircek = (EditText) findViewById(R.id.premiknot);
   // Objekta za izpis zlogov v okvirčka
   TextView premik_ven1 = (TextView) findViewById(R.id.prvidel);
   TextView premik_ven2 = (TextView) findViewById(R.id.zadnjidel);
   // Lokalna spremenljika kamor shranimo premik
   String lokalna1 = premik_not_okvircek.getText().toString();
   premik_not_okvircek.setText("");//Okvirček za vpis premika izpraznimo
   if (lokalna1.length() < 1) { // Ali je premik sploh bil vpisan?
premik_ven1.setText("Vpiši");
premik_ven2.setText(" premik!");
   }
   else {
int lokalna2 = Integer.parseInt(lokalna1);// Iz string v int




else { // Premik je pravi in ga preoblikujemo.
prvidel = (lokalna2 >> 7) | 0x80;
drugidel = (lokalna2 & 0x7F) | 0x80;




   }
}
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Vsak poslan/prejet zlog se izpiše pod napis Poslano:/Prejeto:. S tem se uporabnik lahko 
prepriča, da komunikacija in stroj delujeta pravilno.
V spodnjem delu okna, namenjenega ročnim premikom, sta še gumba za pošiljanje ukaza 
reset, s katerim stroju ukažemo brisanje vseh prejetih podatkov, in ukaza OK, s katerim stroju 
odobrimo uporabo prejetih podatkov.
 5.2 Način za samostojno izvajanje serije premikov
Z uporabo aplikacije v načinu za samostojno izvajanje serije premikov, dobi naš stroj kot 
celota želeno uporabno vrednost, saj  uporabniku ni treba ročno podajati vsakega premika. 
Obliko oziroma nalogo, ki  jo mora stroj narediti  (naluknjati),  poda uporabnik aplikaciji  v 
obliki serije premikov, shranjenih v datoteko.
Datoteka, v kateri je podana serija premikov, je klasična tekstovna datoteka s končnico .txt. 
V njej  morajo biti v točno določeni obliki zapisani podatki za premike.  To so podatkovni 
komunikacijski  zlogi  v  desetiški  obliki,  ki  so  po  namenu  podatka  (smer  in  os,  prvi  del 
premika, drugi del premika) razdeljeni v vrstice in po premikih ločeni z vejicami. Za preprost 
prikaz serije premikov je v sliki 32 razloženo, kako se oblikuje takšno datoteko.
Ker je pisanje takšnih datotek zamudno delo, naj omenimo, da smo napisali tudi program 
za Matlab, ki naredi iz črno bele slike, na kateri je želena oblika, datoteko s serijo premikov.
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Slika 32: Primer serije premikov in njegove datoteke
Najprej bomo spoznali proces podajanja datoteke aplikaciji, kateremu je namenjen spodnji 
del nastavitvenega okna (slika 33). Prva v tem delu je statusna vrstica, v kateri se izpisujejo 
stanja postopka pridobivanja datoteke in opozorila na napake. Naslednje je polje za vpis poti 
do datotek, ki je v našem primeru na lokaciji (/mnt)/sdcard/dat_za_app.
S  prvim gumbom (Datoteke?)  aplikacija  preveri,  ali  je  branje  sploh  dovoljeno  in  ali 
lokacija  obstaja.  Če sta  oba  pogoja izpolnjena,  se  imena datotek iz  te  lokacije  izpišejo v 
seznam pod gumbom.
// Metoda, ki se sproži ob pritisku na gumb Datoteka?
public void izpis_datotek(View view) {
   if (isExternalStorageReadable()) { // Ali je branje omogočeno?
datoteke.clear(); // Pobrišemo seznam datotek
directory = okvircek.getText().toString();// Iz polja vzamemo pot
   File dir = new File(directory);// Naredimo objekt vezan na pot
   if (dir.list() != null) { // Lokacija obstaja?
String[] files = dir.list();
int a = files.length;
for (int i = 0; i < a; i++) {
datoteke.add(files[i]);// Vpišemo imena datoteke v seznam
}
   }else {// Lokacija ne obstaja.
     stanje.setText("Ta pot ne obstaja.");// Izpis v statusno vrstico
   }
   }else {// Branje ni omogočeno.
stanje.setText("Branje ni omogočeno.");// Izpis v statusno vrstico
   }
}
// Metoda za preverjanje ali je branje omogočeno.
public boolean isExternalStorageReadable() {
//Pridobivanje stanja
String state = Environment.getExternalStorageState();
// Ali je branje omogočeno?







Slika 33: Del, namenjen izbiri datoteke
S klikom na želeno datoteko iz seznama aplikacija shrani njeno ime in lokacijo v globalni 
spremenljivki  ime_dat in  lok_dat. Poleg tega aplikacija v statusno vrstico izpiše še lokacijo 
izbrane datoteke, tako da je uporabniku jasno prikazano, katero datoteko je izbral.
// Metoda, ki se sproži ob pritisku na neko datoteko iz seznama
private OnItemClickListener kliknuNaSeznamDatoteke = new 
OnItemClickListener(){
   public void onItemClick(AdapterView<?> av, View v, int arg2, long arg3) 
{
   // Dobimo ime izbrane datoteke
   String kliknuna = ((TextView) v).getText().toString();
   ime_dat=kliknuna;// V glob. Spremenljivko shranimo ime datoteke
   lok_dat=directory+"/"+kliknuna;// Lokacija datoteke
   stanje.setText(lok_dat);// Izpis lokacije v statusno vrstico
}
};
S pritiskom na zadnji  gumb v nastavitvenem oknu (Izbrano datoteko v drugo okno.), 
aplikacija  razčleni  podatke  izbrane  datoteke  po  vrsticah  na  tri  dele  in  jih  shrani  v  trojno 
globalno spremenljivko stringDatoteka. Ob tem preverja, ali ima datoteka sploh vsebino in ali 
ima  tri  vrstice.  O napaki  v  postopku  oziroma uspehu postopka  je  uporabnik  obveščen  v 
statusni vrstici. Če uporabnik ne izbere nobene datoteke, aplikacija pošlje privzeto datoteko, 
ki smo jo uporabljali pri testiranju.
// Metoda, ki se sproži ob pritisku na gumb Zbrano datoteko v drugo okno.
public void v_datoteko(View view) {
try {
   File dir = new File(lok_dat);// Naredimo objekt vezan na lokacijo
   // Naredimo objekt vhodni tok
   FileInputStream fIn = new FileInputStream(dir);
   // Naredimo objekt za branje
   BufferedReader myReader=new BufferedReader(new 
InputStreamReader(fIn));
   String aDataRow = "";
   String[] stringArray = new String[3];// Začasni trojni string
   int i=0;
   // Dokler so vrstice jih bere.
   while ((aDataRow = myReader.readLine()) != null) {
if(i>2){// Ali so več kot tri vrstice?
   break; // Prekinemo branje
}
stringArray[i]=aDataRow;// Vrstico skranimo v začasen string
i+=1;
   }
   myReader.close();
if(i==2){// Ima prebrana datoteka res tri vrstice?
   stringDatoteka=stringArray;
stanje.setText(ime_dat + " poslan v tisk.");
} else {
   stanje.setText("Datoteka ima preveč ali premalo vrstic!");
}
} catch (Exception e) {// Datoteka je prazna




Ko  je  v  nastavitvenem  oknu  vse  pripravljeno,  vključno  z  MAC  naslovom,  katerega 
postopek pridobivanja je opisan v prejšnjem poglavju, se z gumbom Druga aktivnost? zažene 
druga aktivnost in spremeni pogled na delovno okno. Pri tem se v drugo aktivnost poleg MAC 
naslova naprave pošljejo tudi podatki datoteke. To sta ime datoteke v spremenljivki ime_dat 
in njena vsebina v trojni spremenljivki stringDatoteka.
V delovnem oknu je spodnji del namenjen načinu za samostojno izvajanje premikov (slika 
34). V njem je ime izbrane datoteke in gumb za začetek izvajanja premikov (Natisni?). Preden 
se  lahko  začne  z  izvajanjem  premikov,  mora  uporabnik,  kot  pri  ročnem  načinu,  najprej 
vzpostaviti povezavo s strojem.
Aplikacija že med zaganjanjem druge aktivnosti izpiše ime izbrane datoteke in preoblikuje 
tridelno  spremenljivko  stringDatoteka (tipa  string)  v  matriko  shranjeno  v  večdelno 
spremenljivko datoteka (tipa int).
// Po inicializaciji, v metodi onCrete, v drugi aktivnosti:
   // Objekt za pridobivanje spremenljivk iz druge aktivnosti
   Intent intent = getIntent();
   // Pridobimo MAC naslov
   MAC_naslov = intent.getStringExtra(MainActivity.EXTRA_MESSAGE);
   // Pridobimo ime izbrane datoteke
   ime_dat = intent.getStringExtra("naslov");
   naslov_dat = (TextView) findViewById(R.id.ime_datoteke);
   naslov_dat.setText(ime_dat);// Naslov datoteke izpišemo v okno
   // Pridobimo spremenljivko s podatki iz datoteke
   stringDatoteka = intent.getStringArrayExtra("datoteka");
// Proces izdelave matrike
   // Izvemo št. stolpcev matrike tako da razdremo eno vrstico po vejicah
   String[] lokalna1= stringDatoteka[1].split(",");
   max_stolpce = lokalna1.length;// Globalna spremenljivka, še uporabljena
   datoteka=new int[3][max_stolpcev];// Ustvarimo spremenljivko za matriko







// Konec procesa izdelave matrike
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Slika 34: Del za zagon samostojnega izvajanja premikov
S pritiskom gumba Natisni?, se najprej ponastavita spremenljivki  stolpci in  vrstice,  ki ju 
uporabljamo za  določanje  matričnih  elementov,  nato  pa  se  kliče  metoda  funkcija_za 
_datoteko.
// Metoda, ki se sproži ob pritisku na gumb Natisni?
public void natisni_datoteko(View view) {
// Gumb deluje če je povezava vzpostavljena
if (gumb2p0_pritisnjen == 1) {
// Glob. Spremenljivki postavimo na začetno vrednost
stolpci = 0;
vrstice = 0;




Metodo  za  izvajanje  serije  premikov  bomo  razložili  podrobneje,  ker  je  ključna  za 
razumevanje načina za samostojno izvajanje premikov in ker je iz same kode težko razvidno 
njeno delovanje.
Metoda je klicana iz dveh mest v kodi. Prvo mesto je metoda gumba Natisni?. Metodi, 
klicani z argumentom vrednosti nič, sporočimo, da je klicana prvič, zato preskoči preverjanje 
poslanega  in  prejetega  zloga,  pošlje  prvi  zlog  matrike  ter  postavi  zastavico  za  način 
samostojnega izvajanja serije premikov.
Drugo mesto od koder je klicana metoda za izvajanje serije premikov, je v nadzorniku za 
izpis prejetega zloga. Ko nadzornik prejme zlog, ga izpiše in če je postavljena zastavica za 
način samostojnega izvajanja serije premikov, kliče metodo z argumentom vrednosti ena. To 
pomeni, da mora metoda najprej preveriti, ali sta prej poslan in prejet zlog enaka (torej ni 
prišlo do napake v komunikaciji) in nato na podlagi rezultatov preverjanja ukrepa (slika 35).
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Slika 35: Shema metode za izvajanje serije premikov
V metodi med procesom izvajanja serije premikov onemogočimo vse gumbe v delovnem 
oknu, razen gumba za prekinitev povezave. Šele ko se proces izvajanja premikov zaključi, 
lahko uporabnik normalno uporablja celotno delovno okno.
// Metoda za izvajanje serije premikov
private void funkcija_za_datoteko(int novo_v_prejeto) {
   // Objekt za pridobivanje prejetega zloga
   TextView myTextView = (TextView) findViewById(R.id.okvircek_prejeto);
   if (novo_v_prejeto == 1) {// Metoda ni klicana prvič?
String lokalna1 = myTextView.getText().toString();
lokalna1 = lokalna1.substring(lokalna1.length() - 2);
int lokalna2 = Integer.parseInt(lokalna1, 16);
// Sta poslan in prejet zlog enaka? (Vrednost vposiljanje je prejšnja)
if (lokalna2==vposiljanjeD){
if (lokalna2 == 0x00) {// Prejet zlog je reset
vrstice = 0; // Prvi element stolpca, kot je bil pred napako
vposiljanjeD = datoteka[vrstice][stolpci];
}else if (lokalna2 == 0x40) {// Prejet zlog je OK
stolpci++;
vrstice = 0;
// Prvi element naslednjega stolpca le, če nismo že prešli matrike
if (stolpci < max_stolpcev) {
vposiljanjeD = datoteka[vrstice][stolpci];
}
}else{// Prejet zlog je element stolpca
vrstice++;
if (vrstice < 3) { // Smo že poslali vse elemente stolpca?
//Naslednji element stolpca
vposiljanjeD = datoteka[vrstice][stolpci];
}else {// Poslali smo že vse elemente stolpca.
vrstice=0;
vposiljanjeD = 0x40;// Ukaz OK
}
}
}else { // Pri prejšnjem pošiljanju je prišlo do napake
vposiljanjeD = 0x00; // Ukaz reset 
}
   }else{ // Prvo izvajanje metode (novo_v_prejeto == 0)
vposiljanjeD = datoteka[vrstice][stolpci];// Prvi element matrike
handler_flag = 1; // Postavimo zastavico
// V delovnem oknu med izvajanjem, dela le gumb za prekinitev povezave!
gumb2p0_pritisnjen = 0;
   }
   if (stolpci < max_stolpcev) { // Ali smo poslali vse elemente matrike?
poslano_okvircek.setText("0x" + Integer.toHexString(vposiljanjeD));
mConnectedThread.write(vposiljanjeD); // Pošiljanje zloga
   }else { // Poslali smo vse elemente matrike.
handler_flag = 0;// Pobrišemo zastavico
gumb2p0_pritisnjen = 1;// Vsi gumbi v delovnem oknu delujejo




 6 Predstavitev rezultatov
Kot smo povedali v uvodu, želimo pri modelu stroja doseči le pravilno delovanje vezja, 
programa  na  mikrokrmilniku  in  androidne  aplikacije.  Rezultatov  delovanja  posameznih 
komponent ne bomo podajali, zato pa bomo prikazali, česa je sposoben naš model (kot celota,  
sestavljena iz teh komponent), z nekaj primerki, narejenimi v načinu za samostojno izvajanje 
serije premikov. Ob tem naj poudarimo, da v zvezi z natančnostjo primerkov nismo določili 
omejitev, saj ima pri tem veliko vlogo mehanski model, katerega razvoj ni bil cilj diplomske 
naloge.
Prikazani so primerki dveh oblik, ki so bili narejeni na papir. Za ta namen smo primerke 
pretvorili v digitalne slike z optičnim bralnikom (ang. scanner) in jih računalniško obdelali, da 
so bolj razločne in pregledne.
Prva predstavljena oblika je tarča (slika 36 levo). Model je za en primerek te oblike moral 
izvesti  1747 premikov,  za  kar  je  potreboval  približno 44 minut.  Obliko smo dali  modelu 
narediti dvakrat. Oba primerka sta predstavljena v prekrivanju (slika 36 desno) – z rdečo in 
modro barvo sta ločena primerka, njuno prekrivanje pa je zelene barve.
Primerka sta si zelo podobna, zato bomo kljub slabemu prekrivanju ponovljivost ocenili 
kot zadovoljivo. Zadovoljive so tudi izvedbe primerkov v primerjavi z želeno obliko, saj so na 
primerkih dobro vidne podrobnosti želene oblike.
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Slika 36: Želena oblika tarče, desno: dva primerka oblike tarče v prekrivanju.
Druga predstavljena oblika je mreža (slika 37a). Model je za en primerek te oblike moral 
izvesti 2003 premike, za kar je potreboval približno 50 min. Tudi to obliko smo dali modelu 
narediti  dvakrat,  vendar  sta  primerka  narejena  z  različnimi  poteki  premikov.  Pri  enem 
primerku je glava mehanskega modela potovala zaporedno po vrsticah (slika 37b – moder 
okvirček), pri drugem pa zaporedno po stolpcih (slika 37b – rdeč okvirček). Primerka sta tako 
kot prej predstavljena s prekrivanjem (slika 37c).
Primerjanje tako narejenih primerkov nam pokaže, da je na osi x več napak, saj se stolpci 
(os x) slabše prekrivajo kot vrstice. Vzrok za to je slab mehanizem osi x.
V tej fazi razvoja smo s predstavljenimi primerki zadovoljni. Bolj pomembno je, da so pri 
njihovi  izdelavi  komponente  modela,  ki  so pomembne za  diplomsko nalogo,  delovale  po 
pričakovanjih.
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Slika 37: a) Želena oblika mreže, b) Primerka posamezno, c) Primerka v prekrivanju.
 7 Zaključek
V diplomski  nalogi  je  predstavljen  model,  ki  simulira  želeni  končni  stroj  –  namenski 
računalniško krmiljen  rezkar.  Namen modela  je  bil  začetek  razvoja,  izdelave  in  testiranja 
komponent, ki so v domeni elektrotehnike.
Zaključki po posameznih komponentah in njihov nadaljnji razvoj:
• Z uporabo  mehanskega  modela  iz  starega  predelanega  tiskalnika  smo na  cenovno 
ugoden  način  dobili  komponento,  ki  nam je  olajšala  razvoj  ostalih,  za  diplomsko 
nalogo pomembnih komponent. Zato smo z mehanskim modelom zadovoljni, kljub 
temu,  da  je  glavni  vir  napak  v  predstavljenih  primerkih.  V  nadaljnjem  razvoju 
nameravamo  v  mehanski  model  vgraditi  še  en  senzor,  s  katerim  bomo  lahko 
avtomatizirali določanje začetne pozicije glede na papir. Trenuten model je pokazal 
nekatere probleme, ki jih bo v končnem mehanskem delu stroja treba rešiti. To sta na 
primer  problem  zračnosti  v  mehanizmih  in  problem  zapraševanja  kodirnega 
traku/kolesa.
• Gradniki  električnega vezja  in  sama zasnova vezja  zadoščajo  potrebam trenutnega 
modela. Omenili smo že, da bo najverjetneje treba nekatere gradnike vezja zamenjati, 
ko bomo imeli narejen končni mehanski del stroja. Šele takrat bo smiselno zasnovati 
napajalnik in vezje prestaviti na tiskanino.
• Mikrokrmilniški  program je  v začetku imel  nekaj  manjših  napak,  ki  smo jih  med 
testiranjem odpravili. Za zdaj smo z njegovim delovanjem zadovoljni, najverjetneje pa 
se bodo z nadaljnjim razvojem in testiranjem pokazale še kakšne napake. V naslednji 
fazi  razvoja želimo optimizirati  ta  program in v njega umestiti  uporabo dodatnega 
senzorja na mehanskem modelu.
• Androidna aplikacija deluje sicer brez napak, ampak se je izkazala za nepraktično. V 
prihodnje  želimo  za  izboljšanje  uporabnosti  razviti  bolj  enostaven  in  logičen 
uporabniški  vmesnik.  Poleg  tega  moramo  še  preurediti  ročni  način  tako,  da  bo 
preprostejši  za uporabo, in v načinu samostojnega izvajanja premikov dodati  nekaj 
metod,  s  katerimi  bo  imel  uporabnik  več  nadzora  in  informacij  med  izvajanjem 
premikov.
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V splošnem smo z našim delom in delovanjem celotnega modela zadovoljni, saj nam vse 
razvite komponente predstavljajo dobro osnovo za nadaljnji razvoj. Zavedamo pa se tudi, da 
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