In this step the SA collects information about the end-user problems in the form of informal descriptions of the system, often expressed in a natural language.
-Modeling.
In this step, the SA takes the informal descriptions of the system obtained from the end-user in the previous step and builds a conceptual model of the system. This model should "match" the end-user descriptions obtained in the elicitation step.
-Analysis. In this step, the SA detects problems in the model developed in the previous step, such as omissions and inconsistencies.
-Validation.
In this step, the SA resolves the end-user problems detected in the previous step. The analyst also presents to the end-user the model developed in the modeling step to make sure that there are no misunderstandings between the analyst and the end-user regarding the model. If the end-user approves the description of the real-world system presented by the analyst, then the model is complete (we use the term "completeness" in an informal sense here). Otherwise, the SA has to adjust the conceptual model, and the process of interaction between the SA and the end-user enters a new cycle.
These steps are repeatedly applied one after another, starting with the (and even shows in some cases) the partial model of the system to the end-user and gets the end-user feedback in an interactive fashion. To achieve this mode of closer interaction between the SA and the end-user, the modeling language that the SA uses should satisfy the following requirements.
(1) The language should be "powerful" and specifier friendly so that the SA can develop conceptual models quickly (ideally, during the interviewing process or shortly after it).
(2) The language should be end-user friendly so that both the SA can show specifications written in this language to the end-user and the end-user can understand them with minimal help from the SA. These two requirements will allow the SA to develop conceptual models quickly and explain them to the end-user with fewer problems. After a conceptual model is developed, and it is understood which part of the system has to be automated [Davis 1990 ], the system development life cycle proceeds to the design stage. It is generally not clear until the design stage which design specification language is better suited for design specifications. Therefore, the requirements specification language should satisfy the following condition:
(3) The language should be independent of specific design specification languages, and it should be equally easy to map specifications written in this language into a broad range of design specification languages. For example, it should be equally easy to map requirements specifications into object-oriented design specifications (e.g., TaxisDL [Borgida et al. 1993] ), as well as into set-theoretic specifications language (e.g., Z language [Spivey 19881 ), or into a wide-spectrum specifications (e.g., V language [Smith et al. 1985] ). This will allow the systems developer to postpone the decision of choosing the design specification language until the design stage.
It is also important that the requirements specification language has a formal semantics because we want these specifications to be formally vali- If only the action part of a rule is specified then it is reduced to a procedure. When the program committee chair receives a paper before the submission deadline, the chair registers the paper, sends it to the reviewers and sends the acknowledgment letter to the author (at the same time as sending it to the reviewers). In this section, we provided an informal overview of the language Templar.
It is expressed in
In the next section, we formally introduce the syntax of the language and define its semantics.
FORMAL DESCRIPTION OF TEMPIAR
In this section, we formally define the specification language Templar. Section 4.1 presents the syntax of the language and Section 4.2 its semantics. Figure 2 . The complete description of this grammar can be found in Tuzhilin [1993] . As Figure 2 shows, a Templar Figure 4 . The complete description of the grammar of Templar activities can be found in Tuzhilin [1993] . As Figure  4 shows, an activity specification consists of a list of statements. The forstatement is needed for iterations (to be able to express statements of the form "for each element.
Syntax of Templar
. . perform some activity"). 
