ABSTRACT
INTRODUCTION
Knowledge of protein three-dimensional structure is one of the key elements of information describing the sequence of biological events leading from gene to molecular function. It is however much more valuable if accessed as part of a knowledge system encompassing * A.A.A. and E.M. are joint first authors. † To whom correspondence should be addressed.
information from codon sequence to function, where other elements are also accessible. Databases serve as technological foundation of such a knowledge system.
Relational databases are becoming increasingly popular as they provide robust and reliable database management systems enforcing data integrity and standard data query language. They also allow storage of large volumes of data that have to be maintained for the majority of current biological projects with consistent data quality.
Protein structure data can be subdivided into two categories corresponding to the experimentally solved structures and modeled (predicted using theoretical approaches) structures. MDB is a relational database designed to store both categories of data in a form compatible with the PDB standards (Bernstein et al., 1977; Berman et al., 2000) . The data description language used in the MDB project incorporates macromolecular Crystallographic Information File (mmCIF) dictionary and is based on the Self Defining Text Archive and Retrieval (STAR) definitions (Hall, 1991) . mmCIF allows a detailed description of macromolecular structures and the associated X-ray diffraction experiments . mmCIF was developed under the supervision of the International Union of Crystallography (IUCr) by several working groups. It originates from the Crystallographic Information File (CIF) (Hall, 1991) . CIF data representation is based on STAR and is applied in several fields to store molecular structure data. The STAR approach and syntactic rules were transformed to create a Dictionary Definition Language (DDL) (Hall and Cook, 1995) . DDL specifies how dictionaries should be written.
A dictionary is a data block that contains a complete set of definitions and descriptions for a particular class of data, e.g. crystallographic or model data (Table 1 ). All category and data item names should be defined in the corresponding dictionary before they can be used. A data item is a unit of data description. When used in a data file each item name has a corresponding value forming a series of name-value pairs. Related items are assembled in categories, which are tabular structures.
MDB was intended to store structures determined by theoretical approaches in addition to experimentally solved structures. A new dictionary for theoretical models, the MDB dictionary operating in conjunction with mmCIF, was created.
The utilitarian purpose of the project is to have a powerful relational database that stores three-dimensional structures of biologically relevant molecules and conforms to the PDB/mmCIF standards. The scientific purpose is to develop a bioinformatics database that combines several innovative characteristics.
MDB CONCEPT
MDB has several key features. It is designed as a flexible system easily adaptable to potential changes in requirements of data storage and management. Its implementation is independent of the database management system. The database construction and subsequent modifications, data processing and loading are automated. In addition to the main data, database descriptions (dictionaries) are stored in MDB. The information specifying the database description rules is also stored in MDB. This makes MDB a multi-layer database with a modular design that is essential for many of the above features. A universal data description language is applied to all types of data in MDB including metadata.
An important result of introducing a universal STARderived data description language is that standard software can be used for data processing and loading in any layer of the database. In the MDB system the same software is used for processing and loading dictionaries into database modules, including the core DDL and the main data, e.g. mmCIF and model structure files.
Another principal feature of MDB originating from its concept is the absence of restrictions on the type of data that can be stored and processed by the system. In practice however such restrictions can appear as implementationspecific limitations.
The principles of database and data design and construction applied in the MDB project are similar to the 'emergent Information System Development (ISD)' as described in Truex et al. (1999) .
DESIGN AND CONSTRUCTION
Since STAR/mmCIF has been adopted as the data description language of the MDB system, its connection with the principles of MDB design should be explained in a more detailed way. STAR/mmCIF can be easily 'mapped' to the relational model (Table 1 ). This was important for MDB, which was planned as a relational database system. A direct advantage for the MDB project was that this allowed the design of a database system constructed of the two principal database layers, the DDL and MDB. These layers allowed storage of both the data definition rules (metadata) and the main data in the same database. Such design has a 'recursive' aspect due to the presence of DDL as the set of dictionary definition rules. DDL is written according to the rules it defines and is therefore itself a dictionary. Dictionaries including DDL contain information necessary to construct a relational database. After some adjustments, they can be effectively expanded into a corresponding relational database (RDB). The DDL database (DDL DB) was constructed according to the parameters specified in the DDL dictionary, which describes the database schema for metadata. The MDB database (MDB DB) was constructed using parameters from the dictionaries that describe the database schema for main data ( Figure 1 ).
The DDL database was constructed in full compliance with the DDL dictionary, however some supplementary tables were created to store information necessary to automatically build the MDB layer databases in Oracle DBMS as shown in Figure 1 .
The initial phase of database design in the MDB system is the design of a dictionary or a dictionary extension ( Figure 2 ). Once the dictionary is completed, it contains definitions of items used to describe data in the STAR/mmCIF files and store these data in the relevant RDB modules. Only the data items defined in dictionaries can be used in database modules.
The MDB dictionary was developed to describe protein structure prediction techniques and modeled structures. The main data categories are shown in Table 2 . Currently the MDB dictionary is used in association with the mmCIF dictionary. The categories that describe molecular structure in mmCIF are used also in MDB. Additional MDB dictionary extensions were written to provide direct compatibility with the PDB (Bernstein et al., 1977 ; One of the main features of the MDB system is interconnection of the mmCIF/MDB dictionaries (metadata) and data stored in files, with the corresponding databases. Dictionaries define data description rules and thus describe database schema. This information is used to automatically construct databases. All dictionaries including DDL are written according to the same rules. Therefore all mmCIF/MDB data and metadata can be directly loaded into the corresponding relational databases.
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Database construction and data loading are performed using universal software developed in C and Perl languages. Once data dictionaries are written according to DDL, they are processed and automatically loaded into the DDL database. In the next phase of the automatic database construction, the data are extracted from DDL and used to generate the MDB database (tables, integrity constraints, sequences and triggers). After data files are converted into mmCIF/MDB format they are parsed and loaded into MDB database with the MDBLoader tools. Berman et al., 2000) format (MDB/PDB), and to allow cross-database queries with the SwissProt (Bairoch and Apweiler, 2000) , Interpro † , Metabolic Pathways (Selkov et al., 1996) (MDB/MPW) databases. A dictionary extension was also designed to store additional information on protein-ligand interactions (active site database, ASD). The CIF reserved prefixes 'mdb' for the MDB and 'asd' † http://www.ebi.ac.uk/interpro/. and T0 standard data (fully processed data). T0 data have a full set of constraints enforcing standard format specifications, while Reduced Set of Constraints (RSC) in the Ti enforces only partial format specifications. The limited constraints in T1 do not directly enforce format specifications. Data curation is performed in steps that involve partial conversion of data from T1 to Ti and from Ti to T0. The RDB engine is used for data quality control. The database can be released in production mode before the completion of curation process, queries can operate on Ti and T0 data.
for the ASD dictionaries were registered with the IUCr. Since all types of data including metadata are described according to the STAR rules, these rules together with DDL dictionary form a universal description system with no restrictions on the type of data that can be stored in the database. Indeed new dictionaries and extensions covering different areas of biological knowledge (e.g. NMR, EPIF; Westbrook and Bourne, 2000) can be added as described above.
In the next phase of database construction a dictionary is parsed and loaded into the DDL database, (Figure 2 ). Since the DDL database can store more than one dictionary and is a separate module in the MDB system, additional database extensions can be designed and corresponding dictionaries loaded into the DDL DB concurrently with the operation of the MDB database.
Software was developed to convert dictionaries from 'canonical' to 'explicit' form. Some of the data items in 'canonical' dictionaries are defined as implicit and their values can be deduced from the context. To enable the loading of a dictionary into the DDL DB its canonical version is processed, the implicit values are determined and added to the dictionary to create the 'explicit' version. The code was written in C using the CIFPARSE library ‡ . MDBLoader software tools were developed in Perl to process STAR/mmCIF documents including dictionaries and data files, and load the data into a relational database. ‡ Available from the mmCIF Software site at Rutgers University: http://ndb. rutgers.edu/mmcif/software/index.html. 1 The complete description of categories and items is available from http://www.gwer.ch/proteinstructure/mdb 2 Some MDB data items are included in the mmCIF categories to provide capabilities to store additional data and links between the mmCIF and MDB dictionary. They are not listed in this table.
In the concluding phase of database construction, the full schema description was extracted from the DDL DB and the MDB database automatically created (Figure 2 ). Software written in Perl was developed for this step. Operations on the database were performed using DBI.
Once the MDB database was constructed it was pos-sible to add new modules following the same technique. Additional modules were created in the MDB layer using the dictionary extensions ASD, MDB/PDB, MDB/MPW and other extensions described above. Modules can operate at different integration levels with the initial database. They can be created as new tables added to the same tablespace, as tables residing in new tablespaces or as separate databases.
One of the basic rules of the STAR/mmCIF format, the 'item name-value' principle, makes it possible to add individual data items to categories in the dictionaries on the fly without reloading the dictionary and stopping the database. The matching database table is then updated using the same software tools as applied for database construction. The corresponding data can be immediately added to the data files and loaded into the database.
DATA
In the DDL and MDB databases data format is fully implemented at the database level where the format rules are directly enforced by the integrity constraints. This results in data integrity validation by the database. Thus only standard data that strictly adhere to the format specifications can be loaded into the database, incorrectly formatted data are rejected. The mmCIF/MDB data is parsed and loaded into the MDB database with the MDBLoader tools described in the previous section ( Figure 2) .
As data curators know, conversion from PDB files to mmCIF is not always a straightforward and effortless process (Bhat et al., 2001) . As a consequence of this, conversion and loading of PDB data into the MDB database with fully implemented constraints enforcing data format is an extremely time consuming process. Data design developed for the MDB system offers an alternative solution of this problem. Different degrees of tolerance are allowed relative to the standard mmCIF and MDB format rules specified in the dictionaries. Tolerance 0 (T0) or standard data corresponds to the fully processed data with standard format specifications (Figure 3 ). Tolerance 1 (T1) or source data corresponds to the original data. Tolerance 'i' (Ti) or intermediate is assigned to the partially processed data. Tolerance values 0 < i < 1 can be used for this type of data depending on the data quality.
The MDB data design allows completion of a major part of data curation after data is loaded into the database. T1 data can be stored in the database as database objects and then partially converted to the Ti data and reloaded into the database. When loaded into the database, a reduced set of constraints (RSC) is applied to Ti data as only the part that has been processed is inserted into the tables with standard format enforcement constraints. Loading errors returned by the database at this stage identify the format errors, they can be corrected and the data reloaded. Consecutive partial conversion and reloading of the RSC data with Ti progressing to T0 allows gradual curation with the RDB engine used for data quality control. The advantage of such data design is that it allows loading, storage and concurrent use of data at different levels of curation in the same database. The curation process does not have to be completed for all data before the database can be released as production system. Queries can be performed on the 'standard' part of the data, i.e. T0 data and standard tables of the RSC-Ti data, with results indicating the T-level of the hits. With data curation progressing, the weight of Ti data will decrease (Figure 3) .
In practice in the MDB system the data is loaded at the Ti-RSC and T0 levels. Some legacy data can be loaded at the T1 level. Figure 4 shows the main mmCIF and MDB data categories used in the MDB system, and MDB extensions. A more detailed description of MDB categories can be found in Table 2 and the MDB dictionary. Since standard mmCIF categories form the backbone of the MDB data structure and hold information on experimentally solved structures, these categories are also used to store equivalent information for modeled structures. The MDB database holds mmCIF and MDB tables and additional extensions in the same tablespaces, and operates as a unified system. Different subsets of tables are populated depending on the type of loaded data. When the data are loaded into the database a specific set of tables is selected. Several loading options and corresponding sets of tables are specified in the DDL database. This information is automatically accessed and applied by the MDBLoader to load data according to a selected loading option.
OPERATION AND ACCESS
The MDB dictionary is available at http://www.gwer.ch/ proteinstructure/mdb and as part of the PDB resources at http://pdb.rutgers.edu/mmcif/.
The MDB database is currently accessible on GSK Intranet. The system is undergoing testing; data loading and processing is in progress. PDB data is at present loaded primarily at the Ti level with the RSC formatenforcing constraints covering the mmCIF and MDB items corresponding to the PDB fields from HEADER to MODRES. This includes the SEQRES sequence field. Additional data specific to MDB is also loaded. Constraint violation errors are returned for 15-20% of the structures, mainly because of the inconsistency between sequence information recorded in the SEQRES and ATOM fields of PDB files. These errors however are not fatal for the Ti data and the structures are loaded into the database. Limited T0 data loading, with the full set of constraints, was also performed. At this tolerance level non-fatal format errors were generated for approximately 30% of the structures. An additional 15% of the structures generated sequence data errors similar to those identified in the Ti data. Such errors however are fatal for the T0 data and the structures were rejected pending reloading at the Ti level.
Access to MDB is provided through DART (Data Access and Retrieval Tool) which is a dynamic, user configurable query system. DART supports logical connectors inside and between fields, search results can be saved and refined. A publicly accessible beta version of MDB will be available for testing, a production version will start operating after testing and PDB data loading at the Ti level are completed.
