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ABSTRACT
For five years the End-User Friendly Interface to Data management (EUFID) project team at System Development Corporation worked on the design and implementation of a Natural-Language Interface (NLI) system that was to be independent of both the application and the database management system. In this paper we describe application, natural-language and database management problems involved in NLI development, with specific reference to the EUFID system as an example This language represents, in many ways, the union of the capabilities of many "target" DBMS query languages.
The EUFID system consists of three major modules, not counting the DBM3 (see Figure I ).
The These data are used by the run-time modules which map and translate the tree-structured output of the analyzer to IL on the actual group/field names of the database, and then co the language of the DBMS.
These modules are discussed in the next sections.
2.
The EUFID Analyzer 
Mapping
The mapper module converts the output of the analyzer to input for the translator module.
Analyzer output is a tree structure where the nodes are semantic-graph nodes corresponding to the content words in the user's question and obtained from the dictionary.
Input to the translator module is a string in the syntax of IL which contains the names of actual groups and fields in the database. 
of which must ~oin both the company ("c =) and the warehouse ('w') relations to the =cw" relation. Essentially syntactic information is used only when needed to resolve ambiguity.
The language features that this technique has to handle are common to any NLI, and some of the problem areas are described in the following sections.
I.
Anaphora and Ellipsis 
Yes/No Questions
In normal NLI interaction users may wish to ask "yes/no" questions, yet no DBMS has the ability to answer "yes" or "no" explicitly.
The EUFID mapper maps a yes/no question into a query which will retrieve some data, such as an "output identifier" or default name for a concept, if the answer is "yes" and no data if the answer if "no". However, the answer may be "no" for several reasons. 
II

Conjunctions
The scope of conjunctions is a difficult problem for any parsing or analyzing algorithm.
The natural-language use of "and" and "or" does not necessarily correspond to the logical meaning, as in the question "List the applicants who live in California and Arizona.".
Multiple conjunctions in a single question can be ambiguous as in "which minority and female applicants know Fortran and Cobol?'. This could be interpreted with logical "and" or with logical "or" as in "Which applicants who are minority or female know either Fortran or Cobol?".
The EUFID mapper will change English "and" to logical "or" when the two phrases within the scope of the conjunction are values for the same field. In the example above, an applicant has only one state of residence. uncertain whether they should be returned in the answer. It is also difficult to take a complement of a set of data using the many data management systems that do not support set operators between relations.
Questions which require a "yes" or "no" response are difficult to answer because often the "no" is due to a presupposition which is invalid. This is especially true with negation.
For example, if the user asks, "Does every company in North Hills except Supreme use NH2?", the answer may be "no" because Supreme is not in North Hills.
The current implementation of EUFID does not allow explicit negation, although some negative concepts are handled such as "What companies ship to companies other than Colonial?". "Other than" is interpreted as the "!-" operator in exactly the same way that "greater than" is interpreted as ">".
C. INTERPRETATION AND DATABASE ISSUES
Many questions make perfect sense semantically but are difficult to map into DBMS queries because of the database structure.
The problems become worse when access is through an NLI because of increased expectations on the part of the user and because it may be difficult for a help system adequately to describe the problem to the user who is unaware of the database structure.
5.
Nepption
Negative requests may contain explicit negative words such as "not" and "never" or may contain implicit negatives such as "only", "except" and "other than" [OLNE78] . 
