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Naslov: Odprtokodna orodja za vodenje industrijskih procesov
Avtor: Filip Zupančič
Pri predmetu Procesna avtomatika se za spoznavanje konceptov avtomatiza-
cije uporabljajo učne naprave, zgrajene po zgledu industrijskih proizvodnih
linij. Študentom so fizični modeli na voljo le dve uri na teden, zato je bil
na osnovi igralnega pogona Unity razvit simulator FTSim, ki omogoča 3-D
vizualizacijo učnih naprav. Na laboratorijskih vajah se uporablja industrij-
ski krmilnik Siemens S7-300, v kombinaciji z razvojnim okoljem TIA portal.
V okviru diplomske naloge smo simulator FTSim povezali z odprtokodnim
krmilnikom OpenPLC in odprtokodnim sistemom OpenSCADA. Prenos po-
datkov poteka preko komunikacijskega protokola Modbus. Lansko leto so
študenti v okvirju seminarja demonstrirali povezavo naprave Raspberry Pi,
na kateri teče krmilnik OpenPLC, s fizično učno napravo Fischertechnik. V
diplomski nalogi smo dali poudarek na popolnoma virtualen sistem, kar se je
izkazalo uporabno tudi v trenutni situaciji, saj zaradi pandemije COVID-19
študenti lahko velik del študijskih obveznosti opravljajo od doma.
Ključne besede: FTSim, OpenSCADA, OpenPLC, Procesna avtomatika.
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In the course of Process automation models of industrial production lines
are used to learn the automation. Because physical models are available
to students only for two hours per week, a 3-D simulator FTSim was de-
veloped using Unity game engine that enables virtualization of the models.
In laboratory students work on the industrial controller Siemens S7-300 in
combination with the development environment TIA portal. In the scope of
the thesis we implemented the connection between simulator FTSim, open
source OpenPLC controller, and the open source OpenSCADA system. Data
is transmitted via the Modbus communication protocol. Last year, students
demonstrated a link between the Raspberry Pi device running the OpenPLC
development environment, with a physical Fischertechnik model of an arm.
In this thesis, the emphasis is on a completely virtual system. The solu-
tion comes handy in the current situation, because the COVID-19 pandemic
forced students to do part of their studies from home.




Eden od osnovnih konceptov Tovarne 4.0 je prepletanje navideznih in fizičnih
procesov. Naprave so povezane v sistem, sposoben izmenjave in analize po-
datkov, obveščanja o napakah in omogoča komunikacijo s človekom. Pomem-
ben sestavni del takega sistema je industrijski krmilnik, zanesljiv in trpežen
računalnik, ki ga uporabljamo za avtomatizacijo strojev. Sistem SCADA
zajema podatke in z vizualizacijo omogoča lažji nadzor in vodenje.
V diplomski nalogi smo omenjene funkcionalnosti dosegli z odprtokodnim
industrijskim krmilnikom OpenPLC, ki smo ga povezali z učno napravo Fi-
schertechnik, simulirano s simulatorjem FTsim in odprtokodnim sistemom
OpenSCADA, kar prikazuje slika 1.1. OpenPLC je v praksi fizična naprava,
vendar lahko sistemsko programsko opremo in razvojno okolje poganjamo na
osebnem računalniku, zato nakup fizične naprave ni potreben. Virtualizacija
je uporabna za testiranje in v študijske namene, saj zmanǰsuje stroške in
dovoljuje uporabo izven laboratorija. Cilje diplomske naloge lahko strnemo
v štiri dele:
1. Omogočiti komunikacijo med učnimi napravami Fischertechnik, simu-
liranimi s simulatorjem FTSim, in krmilnikom OpenPLC.
2. Izbrati sistem SCADA.
3. Izdelati program za upravljanje učnih naprav v urejevalniku OpenPLC.
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4. Pripraviti uporabniku prijazno vizualizacijo procesov v sistemu Open-
SCADA.





Industrijski krmilnik je računalnik, prilagojen za delo v okoljih, v katerih je
pomembna robustnost in zanesljivost, na primer proizvodni procesi, robotika,
raziskovalni laboratoriji [31]. Prvi model je razvilo podjetje General Motors
leta 1968. Osnove komponente so:
• centralna procesna enota,
• napajalnik,
• pomnilnik,
• vhodno / izhodni moduli.
V pomnilniku je shranjen operacijski sistem, osnovne sistemske funkcije in
uporabnǐski program. Vhodni in izhodni moduli so povezani na interno vo-
dilo, po katerem se prenašajo podatki. V praksi najdemo krmilnike z od nekaj
deset do več tisoč vhodi in izhodi. Vhodi in izhodi so v splošnem binarni ali
analogni. Binarne vhodne vrednosti so predstavljene z električno napetostjo,
na primer 0 ali 24 V. Digitalna vhodna enota prejeti digitalni signal filtrira,
da izloči napake med prenosom in nato z vzorčenjem napetost pretvori v 0
ali 1. Digitalna izhodna enota digitalne signale iz centralne procesne enote
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pretvori v binarne vrednosti s tranzistorji ali releji. Analogne vrednosti na
vhodih so predstavljene z električnim tokom, na primer 4 do 20 mA. Ana-
logna vhodna enota ima vgrajen analogno-digitalni pretvornik, ki analogni
signal pretvori v binarno število, ki ga centralna procesna enota lahko ob-
dela. Z analognimi signali na primer predstavimo temperaturo, hitrost, nivo
ali pritisk. Če želimo na izhod pošiljati analogne vrednosti, analogna izhodna
enota s pomočjo digitalno-analognega pretvornika pretvori digitalni signal v
analognega in ga nato ojača z ojačevalnikom. Napajalnik zagotavlja eno-
smerni električni tok, ki poganja procesor [22]. Centralna procesna enota
izvaja program, ki je shranjen v pomnilniku. Logika se izvaja neprekinjeno





Namen projekta OpenPLC je narediti odprtokodni krmilnik, ki podpira glavne
funkcionalnosti krmilnikov, uporabljenih v industriji [13]. Sledi standardu
IEC 61131-3 [4], ki definira osnovno strukturo programske opreme in pro-
gramskih jezikov za industrijske krmilnike.
2.2.1 Programska oprema
Sistem vključuje dve ločeni komponenti:
• izvajalno okolje in
• urejevalnik.
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Izvajalno okolje lahko namestimo na vgrajene sisteme FreeWave Zumlink
Radio, Raspberry Pi, PiXtend, UniPi Industrial Platform, FreeWave Zu-
mIQ, UniPi Neuron PLC, na napravah z operacijskim sistemom Windows,
Linux in na odjemalcih Modbus, ESP8266, Arduino, Sonoff Basic [17]. Kr-
milnik OpenPLC je tudi fizična naprava. V našem primeru smo uporabili
programsko opremo, ki smo jo naložili in poganjali na osebnem računalniku
z operacijskim sistemom Windows.
Urejevalnik omogoča pisanje programov, ki jih poganjamo v izvajalnem
okolju. Združljiv je z operacijskimi sistemi Windows in Linux. V skladu s
standardom IEC61131-3 [16], podpira 5 jezikov:
• lestvični diagram (angl. Ladder Logic LD),
• funkcijski blok (angl. Function Block Diagram FBD),
• lista ukazov (angl. Instruction List IL),
• strukturirani text (angl. Structured Text ST),
• diagram poteka (angl. Sequential Function Chart SFC).
Programirali smo v lestvičnih diagramih, saj ta programski jezik upora-
bljajo tudi študentje na vajah.
2.3 Primerjava odprtokodnih krmilnikov
Na trgu je mnogo uveljavljenih industrijskih krmilnikov, ki delujejo v zaprtih
okoljih. To pomeni, da izvorna koda in informacije o delovanju sistemov niso
prosto dostopne. Alternativa so odprtokodni industrijski krmilniki, ki jih je
manj in ne ponujajo primerljivih funkcionalnosti [1]. Orodje PSIM PLC Tra-
ining Simulator [8] omogoča pisanje programa v lestvičnem diagramu. Vse-
buje simulator, ki omogoča testiranje programa. Orodje PSIM PLC Training
Simulator ne omogoča zaganjanja programa na fizičnem krmilniku. Orodje
I-TriLOGI [3] je brezplačen simulator in urejevalnik, v katerem lahko pǐsemo
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in testiramo programe, napisane v lestvičnem diagramu. Če želimo program
zaganjati na fizičnem krmilniku, moramo uporabiti plačljivo verzijo. Orodje
WPLSoft [12] omogoča pisanje in testiranje programov v lestvičnem dia-
gramu ali digramu poteka. Program lahko poganjamo na fizičnem krmilniku,
ki ga proizvaja podjetje Delta electronics. Orodje WPLSoft je brezplačno,
vendar programska oprema ni prosto dostopna. Program Micro LADDER [5]
omogoča pisanje in testiranje programov v lestvičnem diagramu. Programska
oprema je brezplačna, vendar koda ni prosto dostopna. Program poganjamo
na industrijskem krmilniku, ki ga proizvaja podjetje Sirea. Controllino [2]
ponuja odprtokodno programsko opremo za industrijske krmilnike, ki je kom-
patibilna z napravami Arduino. Po pregledu področja smo se odločili za
orodje OpenPLC, saj ponuja pregleden urejevalnik za pisanje programa in
izvajalno okolje, ki ga lahko poganjamo lokalno na osebnem računalniku. V
okviru projekta razvijajo tudi krmilnik OpenPLC, vendar ga pri našem delu
nismo uporabili [19].
2.4 Simulator FTSim
Simulator FTsim, prikazan na sliki 2.1, vizualizira tri učne modele Fischer-
technik [24], ki jih uporabljamo na vajah pri predmetu Procesna avtomatika:
1. pnevmatski sistem z vrtljivo mizo, obdelovalnim strojem, pnevmat-
skimi valji in transportnim trakom,
2. proizvodno linijo z dvema obdelovalnima strojema, transportnimi tra-
kovi in prekladalcema,
3. robotsko roko s štirimi prostostnimi stopnjami.
Za izdelavo grafičnega vmesnika je uporabljen igralni pogon Unity. Jedro
simulatorja FTsim je izvedeno v programskem jeziku C#.
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Slika 2.1: Simulator FTSim: simulacija robotske roke s štirimi prostostnimi
stopnjami.
2.5 SCADA
Sistem za nadzor in krmiljenje procesov SCADA, se uporablja v industrijskih
procesih, hǐsni avtomatizaciji, sistemih za proizvodnjo in distribucijo elek-
trične energije, raziskovalnih laboratorijih [23]. Za nadzor, pošiljanje ukazov
in zajemanje podatkov, so zadolženi nadzorni računalniki, ki se preko izbra-
nega vmesnika povezujejo na industrijske krmilnike. Uporabnik pregleduje
stanje sistema v grafičnem uporabnǐskem vmesniku. Sistem je povezan s po-
datkovno bazo, ki je shranjena na enem ali več strežnikih. Ti so zadolženi za
pridobivanje, shranjevanje in obelavo podatkov, komunikacijo s krmilniki in
preverjanje alarmov [32].
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2.6 Odprtokodni sistemi SCADA
Pri pregledu področja smo našli kar nekaj odprtokodnih sistemov SCADA.
V praksi smo preizkusili sisteme ScadaBR [10], RapidSCADA [9] in Open-
SCADA [7]. Sistem ScadaBR je priporočen v dokumentaciji projekta Open-
PLC. Namestitev je preprosta, saj sistem poganjamo v navideznem stroju.
Uporaba se nam je zdela nekoliko zapletena, zato smo se odločili, da preiz-
kusimo drugo alternativo. Sistem Rapid SCADA smo naložili na operacijski
sistem Windows. Sestavljajo ga tri komponente: Webstation, kjer izdelujemo
grafične uporabnǐske vmesnike, Server, ki obdeluje podatke in Communica-
tor, ki je zadolžen za komunikacijo s krmilniki. Uporabnǐski vmesnik je sodo-
ben, prav tako s pomočjo dokumentacije hitro razumemo osnove. Pogrešali
smo nekatere funkcionalnosti, kot je izdelava lastnih komponent in receptov.
Sistem OpenSCADA omogoča izdelavo lastnih komponent, pisanje receptov
in pregledovanje alarmov. Dokumentacija je obsežna in dobro razloži delo-
vanje sistema. Za vzpostavitev okolja smo potrebovali nekaj več časa kot
pri sistemih ScadaBR in Rapid SCADA, vendar smo se na koncu odločili za
sistem OpenSCADA, ki nam omogoča izvedbo vseh funkcionalnosti, ki smo
jih želeli.
2.7 OpenSCADA
Je odprtokodni sistem SCADA, ki je bil javno objavljen leta 2003 [25]. Kla-
sificirana je kot brezplačna in odprtokodna programska oprema, kar pomeni,
da je koda prosto dostopna in jo lahko kdorkoli kopira, uporablja in spre-
minja. Sistem OpenSCADA je zgrajen iz devetih podsistemov, ki so lahko
modularni ali klasični [26]. Modularne sisteme razširjamo z moduli.
Podsistem Varnost (angl. security) je klasičen podsistem, ki skrbi za shra-
njevanje, upravljanje in preverjanje uporabnikov. Podsistem Upravljalnik
modulov (angl. modules scheduler) je klasičen podsistem, zadolžen za pra-
vilno delovanje posameznih razširitvenih modulov. Podsistem Podatkovne
baze (angl. data bases) je modularen podsistem, ki ga lahko razširimo z
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moduli SQLite, MySQL, PostgreSQL, FireBird. Moduli definirajo dostop
do podatkovne baze. Podsistem Transporti (angl. transports) je modularen
podsistem, ki zagotavlja izmenjavo nestrukturiranih podatkov z zunanjimi
sistemi, preko vtičnic (angl. sockets), serijskih vmesnikov (angl. serial inter-
faces) ali šifriranih kanalov (angl. encrypted channels). Podsistem Transpor-
tni protokoli (angl. transport protocols) je modularen podsistem, ki določi tip
in strukturo prejetih podatkov iz podsistema Transporti. Podsistem Prido-
bivanje podatkov (angl. data acquisition) je modularen podsistem, zadolžen
za pridobivanje podatkov v urejeni obliki, preko enega od transportnih pro-
tokolov. Podsistem Arhivi-Zgodovina (angl. archives-histories) je modularen
podsistem, zadolžen za arhiviranje in beleženje zgodovine programa. Podsi-
stem Uporabnǐski vmesniki (angl. user interfaces) je modularen podsistem,
ki upravlja vse komponente, s katerimi neposredno dela uporabnik, kot so
vizualno okolje, okno za konfiguriranje sistema, signaliziranje. Podsistem
Posebnosti (angl. specials) je modularen podsistem, namenjen prihodnjim
razširitvam.
2.8 Modbus TCP/IP
Modbus je komunikacijski protokol, ki ga je razvilo podjetje Modicon, sedaj
Schneider Electric, leta 1979 [30]. Namenjen je bil povezovanju industrijskih
krmilnikov. Danes je eden od standardov za povezovanje elektronskih na-
prav v industriji. Med drugim ga pogosto uporabljamo v sistemih SCADA.
Modbus je odprt protokol, kar pomeni, da ga podjetja in razvijalci lahko
uporabljajo brezplačno. Obstaja več verzij protokola, Modbus RTU, Mod-
bus ASCII, Modbus TCP/IP, Modbus UDP [6].
Protokol Modbus TCP/IP omogoča prenos informacij med napravami na
fizičnem omrežju Ethernet. Protokol Modbus TCP/IP deluje po principu
odjemalec/strežnik. Naprava, ki zahteva informacije, je imenovana strežnik.
Naprave, ki pošiljajo informacije so imenovane odjemalci. Vsaka naprava
dobi svoj unikaten naslov. V standardnem Modbus omrežju je 1 strežnik
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in do 247 odjemalcev. Protokol omogoča branje, pisanje in spreminjanje
vrednosti v registrih, definiranih na napravah.
2.9 Arhitektura sistema
Obstoječ sistem, ki se uporablja na vajah pri predmetu Procesna informatika
obsega simulator FTsim, ki vključuje programski vmesnik S7ProSim, preko
katerega beremo ali pǐsemo vhode in izhode na integriran simulator industrij-
skih krmilnikov S7-PLCSIM, ki je integriran v orodje TIA portal, v katerem
uporabnik razvija krmilnǐski program [24].
V sklopu diplomske naloge smo razvojno okolje TIA portal nadomestili
s sistemom OpenSCADA in industrijskim krmilnikom OpenPLC, ta s simu-
latorjem FTsim izmenjuje podatke preko protokola Modbus TCP/IP. Izme-
njavo podatkov omogoča knjižnica EasyModbus, s katero smo nadomestili
programski vmesnik S7ProSim, kar prikazuje slika 2.2.
Slika 2.2: FTsim: osnovne komponente in komunikacija z okoljem.
Poglavje 3
Povezava simulatorja FTSim in
krmilnika OpenPLC
Za testiranje povezave smo izbrali samo eno od učnih naprav Fischertechnik,
robotsko roko s štirimi prostorskimi stopnjami, ki je simulirana v simulatorju
FTsim. Povezava z ostalimi učnimi napravami deluje na podoben način in
prilagoditev ni zahtevna.
3.1 Delovanje robotske roke
Replika fizičnega modela robotske roke s štirimi prostostnimi stopnjami je
simulirana v simulatorju FTsim z uporabo igralnega pogona Unity, jedro pa
je implementirano v okolju .NET in programskem jeziku C#. Roka ima štiri
prostostne stopnje: vrtenje roke, dvig roke, izteg roke in stisk dlani. Pre-
mikamo jo s štirimi motorji. Lokacijo robota določamo s štetjem impulzov.
En impulz je en obrat motorja. Motorje krmilimo preko krmilnǐskih izhodov,
kar je prikazano v tabeli 3.1.
Upravljanje robota definiramo v programu, ki smo ga napisali v ureje-
valniku in teče v izvajalnem okolju. Roko je mogoče upravljati ročno, ali v
avtomatskem načinu. V ročnem načinu robota upravljamo s pomočjo nad-
zorne plošče, na kateri so ključ, zelen gumb in štirje črni gumbi, njihove
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IZHOD IZ KRMILNIKA NASLOV NA KRMILNIKU
vrtenje roke: smer %Q0.0
vrtenje roke: premik %Q0.1
izteg roke: smer %Q0.2
izteg roke: premik %Q0.3
dvig roke: smer %Q0.4
dvig roke: premik %Q0.5
stisk dlani: smer %Q0.6
stisk dlani: premik %Q0.7
rdeča luč: levo %Q1.0
rumena luč: levo %Q1.1
rdeča luč: desno %Q1.2
rumena luč: desno %Q1.3
Tabela 3.1: Izhodi iz krmilnika OpenPLC, ki jih bere simulator FTsim.
vrednosti preko vhodnih naslovov pošiljamo na krmilnik, kar je prikazano v
tabeli 3.2. Ključ omogoča preklop med ročnim in avtomatskim načinom. Ko
je vrednost bita 1, je vklopljen avtomatski način, pri vrednosti 0 pa je robot v
ročnem načinu. S pritiskom na zelen gumb ponastavimo sistem. Ob pritisku
nastavimo izbiro motorja na vrtenje roke. S štirimi črnimi gumbi premikamo
robota. Zgornja sta uporabljena za izbiro motorja. S pritiskom na spodnja
črna gumba pa pošljemo signal za premik motorja in izbiro smeri. Na nad-
zorni plošči sta tudi dve rdeči in dve rumeni opozorilni luči, ki jih prižigamo
in ugašamo preko krmilnǐskih izhodnih naslovov, kar je prikazano v tabeli
3.1.
Gumb za dodajanje predmeta, gumb za odstranjevanje predmeta in gumb
za ponastavitev scene delujejo neodvisno od krmilnika. S pritiskom na gumb
za dodajanje predmeta na odložǐsče postavimo nov predmet. S pritiskom na
gumb za odstranjevanje predmeta iz scene odstranimo predmet. Ob pritisku
na gumb za ponastavitev scene, gre roka nazaj v začetno lego.
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IZHOD IZ KRMILNIKA NASLOV NA KRMILNIKU
vrtenje roke: impulz %I0.0
vrtenje roke: skrajna lega %I0.1
izteg roke: impulz %I0.2
izteg roke: skrajna lega %I0.3
dvig roke: impulz %I0.4
dvig roke: skrajna lega %I0.5
stisk dlani: impulz %I0.6
stisk dlani: skrajna lega %I0.7
ključ %I1.0
zelena luč %I1.1
črni gumb: levo zgoraj %I1.2
črni gumb: levo spodaj %I1.3
črni gumb: desno zgoraj %I1.4
črni gumb: desno spodaj %I1.5
Tabela 3.2: Izhodi iz krmilnika OpenPLC, ki jih bere simulator FTsim.
V avtomatskem načinu upravljamo robota z recepti, opisanimi v poglavju
5.4. Definiramo jih v izvajalnem okolju OpenSCADA. Recept je zaporedje
ukazov, ki jih pošiljamo krmilniku, ta pa preko vhodnih bitov premika robot-
sko roko. Ko robot doseže skrajno lego, ali pa se zaleti v oviro, se sproži eden
od alarmov. Če se opozorilo sproži v avtomatskem načinu, se robot ustavi
in samodejno preklopi v ročni način. V praksi smo sicer zaradi varnosti one-
mogočili, da robot doseže katero od skrajnih leg, kar je opisano v poglavju
4.5. Obstaja osem različnih alarmov, dva za stisk dlan, dva za dvig roke, dva
za izteg roke in dva za vrtenje roke.
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3.2 Vzpostavitev komunikacije preko proto-
kola Modbus
Izmenjava podatkov med simulatorjem FTsim in krmilnikom OpenPLC, po-
teka preko protokola Modbus. Za povezavo s krmilnikom OpenPLC, smo
uporabili knjižnico EasyModbus, ki je kompatibilna z okoljem .NET in pod-
pira protokole Modbus TCP/IP, Modbus UDP in Modbus RTU odjema-
lec/strežnik [11]. Uporabili smo protokol Modbus TCP/IP, ki ga podpira
krmilnik OpenPLC. To v praksi pomeni, da OpenPLC nastopa v vlogi od-
jemalca, simulator FTsim pa kot strežnik. Komunikacijo začne strežnik, ki
pošlje zahtevo na naslov, kjer posluša odjemalec. Za povezavo s krmilni-
kom moramo pridobiti naslov in vrata (angl. port), ki jih uporabnik vnese
preko uporabnǐskega vmesnika, kar je opisano v poglavju 3.3. S klikom na
gumb Connect, simulator FTsim začne pošiljati zahtevke za povezavo. V pro-
gramu ustvarimo nov objekt tipa ModbusClient, ki je definiran v knjižnici
EasyModbus, ter nato kličemo funkcijo ModbusClient.Connect(), s katero se
povežemo na krmilnik, kar je izvedeno v kodi 3.1. Ko je povezava vzposta-
vljena, si strežnik in odjemalec začneta medsebojno pošiljati in brati podatke.
Pri komunikaciji s protokolom Modbus TCP/IP strežnik preverja, če je od-
jemalec prejel podatke in jih v primeru izgube pošlje še enkrat. Knjižnico
preprosto vključimo v projekt tako, da dodamo datoteko EasyModbus.dll.
Datoteke s končnico .dll vsebujejo funkcije, ki jih kličemo v programu.




5 print(" Povezava uspela .")
6 }
7 catch (Exception e){}
Koda 3.1: Primer povezave z OpenPLC.
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3.3 Uporabnǐski vmesnik za povezavo s kr-
milnikom
V obstoječ simulator FTsim smo dodali preprost uporabnǐski vmesnik, ki vse-
buje vnosno polje za naslov, vnosno polje za vrata, gumb Connect in gumb
Disconnect. Vsaka naprava v omrežju Ethernet ima svoj unikaten naslov IP,
po kateri jo lahko prepoznamo. Naš sistem uporablja IPv4 protokol. Open-
PLC izvajalno okolje v našem primeru teče lokalno na osebnem računalniku,
zato uporabljamo lokalni naslov IP. Vrata so vmesnik, preko katerega ko-
municiramo z določenim procesom, ki teče na napravi. Za protokol Modbus
TCP so ponavadi rezervirana vrata 502, vendar smo kljub temu dodali vno-
sno polje, saj tudi krmilnik OpenPLC omogoča spremembo vrat. Z gumboma
Connect in Disconnect začnemo in končamo povezavo s krmilnikom.
V pogonu Unity smo vnosnima poljema določili tip InputField, gumboma
pa tip Button. V programu ustvarimo datoteko openplcConnection.cs, kjer
definiramo, kaj se zgodi ob kliku na gumba in implementiramo funkciji za bra-
nje iz vnosnih polj, kar je izvedeno s kodo 3.2. Ob zagonu simulatorja FTsim,
se kliče funkcija Start(), kjer začnemo slediti spremembam v vnosnih poljih za
naslov in vrata, s klicem funkcije openplc ip.onEndEdit.AddListener(GetIp).
Funkciji GetIp(string arg0) in GetPort(string arg1), shranita vrednosti v vno-
snih poljih za naslov in vrata, ki ju lahko potem uporabimo za povezavo s kr-
milnikom OpenPLC. Funkcija OnConnectClick() se izvede ob kliku na gumb
Connect in funkcija OnDisconnectClick() se izvede ob kliku na gumb Discon-
nect. Ko se izvedeta, spremenimo vrednost spremenljivke openplc connect.
Če je njena vrednost true, se kliče koda 3.1 in simulator FTsim se poveže
na krmilnik OpenPLC, v nasprotnem primeru pa se povezava s krmilnikom
prekine.
1 public class openplcConnection : MonoBehaviour
2 {
3 public GameObject openplc_connection;
4 public InputField openplc_ip;









13 private void GetIp(string arg0)
14 {
15 // branje vrednosti iz vnosnega polja ip
16 // vrednost shranimo v spremenljivko ip
17 string ip = openplc_ip.text;
18 }
19
20 private void GetPort(string arg1)
21 {
22 // branje vrednosti iz vnosnega polja vrata
23 // vrednost shranimo v spremenljivko port
24 string port = openplc_port.text;
25 }
26
27 public void OnConnectClick ()
28 {
29 // funkcija je povezana z metodo OnClick ()
30 //in se ivede ob kliku na gumb Connect
31 bool openplc_connect = true;
32 }
33
34 public void OnDisconnectClick ()
35 {
36 // funkcija je povezana z metodo OnClick ()
37 //in se izvede ob kliku na gumb Disconnect
38 bool openplc_connect = false;
39 }
40 }




Simulator FTsim simulira delovanje robota, krmilnik pa je odgovoren za bra-
nje vrednosti, procesiranje in pošiljanje ukazov, v skladu s programom. Po-
datke torej beremo in pǐsemo v obeh smereh. Za branje in pisanje v jedru
FTsim uporabljamo funkcije iz knjižnice EasyModbus, kar prikazuje koda
3.3. Funkcija read(int naslov), definira branje iz vhodnih naslovov. V njej
kličemo funkcijo modbusClient.ReadDiscreteInputs(0, 11), ki je definirana v
datoteki EasyModbus.dll. V simulatorju FTsim beremo 12 vhodnih bitov
iz krmilnika OpenPLC, kar je prikazano v tabeli 3.1. Krmilnik OpenPLC
podatke pošilja preko izhodnih naslovov, simulator FTsim iz njih bere, kar je
prikazano na sliki 3.1. Ker ni posebne funkcije za branje posameznega bita,
beremo kar vse vhode skupaj in glede na argument naslov, vrnemo samo bit,
ki je na iskanem naslovu.
Slika 3.1: Pošiljanje podatkov iz krmilnika OpenPLC v simulator FTsim
preko izhodnih naslovov.
Funkcija write(int naslov, bool val), definira pisanje bitnih vrednosti na iz-
hodne naslove. V njej kličemo funkcijo modbusClient.WriteSingleCoil(naslov,
val), ki je definirana v datoteki EasyModbus.dll in pǐse bitno vrednost val
na krmilnǐski naslov. Krmilnik OpenPLC podatke bere iz vhodnih naslovov,
preko katerih pošilja podatke simulator FTsim, kar je prikazano na sliki 3.2.
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Slika 3.2: Pošiljanje podatkov iz simulatorja FTsim v krmilnik OpenPLC
preko vhodnih naslovov.
1 public bool read(int naslov)
2 {
3 if (connectionEstablished == true)
4 {
5 // Naenkrat preberemo 12 vhodnih bitov in vrnemo
6 // vrednost na naslovu "naslov"
7 bool[] readCoils = modbusClient.ReadDiscreteInputs (0,
12);
8




13 public void write(int naslov , bool val)
14 {
15 if (connectionEstablished == true)
16 {
17 // Pisemo vrednost "val", na bit "naslov"
18 modbusClient.WriteSingleCoil(naslov , val);
19 }
20 }
Koda 3.3: Koda definira način branja in pisanja podatkov na krmilnik
OpenPLC.
Poglavje 4
Delo s krmilnikom OpenPLC
Krmilnik je ključen za uspešno delovanje naše aplikacije, saj izmenjuje po-
datke tako s simulatorjem FTsim, kot s sistemom OpenSCADA. Prav tako
se na njem izvaja program, ki definira logiko za krmiljenje učnih modelov.
4.1 Krmilnǐski naslovi
Pri komunikaciji preko komunikacijskega protokola Modbus TCP, v pro-
gramu določimo, katere spremenljivke bomo uporabljali. Vsako spremen-
ljivko označimo s svojim naslovom, pri čemer moramo biti pozorni na vrsto
in velikost spremenljivke. Krmilnǐski naslov, na primer %IX0.1 ali %QW4,
je sestavljen iz štirih delov [18]: začetnega simbola %, vrste spremenljivke,
velikosti naslovnega prostora in naslova. Vrsta spremenljivke je lahko vhod I,
izhod Q ali spomin M. Naslov se razlikuje glede na tip spremenljivke. Če je
oznaka za velikost X, je naslov dvodelen in ločen s piko. Levi del predstavlja
zlog (8 bitov) in ne sme presegati števila 1023, desni del pa je oznaka bita
in je v območju med 0 in 7. Za vse ostale oznake (B, W, D, E), je številka





Je eden od osnovnih programskih jezikov [15], s katerim lahko pǐsemo pro-
grame za industrijske krmilnike. Sintaksa spominja na diagrame električnih
vezij in je relativno preprosta za razumevanje. V praksi se je izkazalo, da
pri večjem obsegu program lahko postane nepregleden. Osnovni elementi le-
stvičnega diagrama, ki smo jih uporabili tudi v našem programu so: kontakt
(angl. contact), tuljava (angl. coil), funkcijski blok (angl. function block),
vodilo (angl. power rail) in spremenljivka (angl. variable).
Kontakt ima dve stanji, odprt in zaprt. Ko je kontakt odprt, prekine
električni tok. Ko je kontakt zaprt, lahko tok teče čezenj neprekinjeno. Na-
sprotje od kontakta je negiran kontakt. Tuljava ima lahko vrednost 0 ali 1.
Uporabljamo jo za spreminjanje vrednosti izhodnih bitov. Nasprotje od tu-
ljave je negirana tuljava. Funkcijski blok na podlagi vhodov generira izhode,
v skladu s funkcijo, ki jo predstavlja. Na voljo je nekaj predpripravljenih
blokov (Booleova algebra, pretvorbe podatkovnih tipov, časovnik, računske
opreacije), lahko pa pripravimo tudi svoje. Vodilo uporabimo kot vhod,
ki pošilja vrednost 0 ali 1 po povezavah, do povezanih komponent. Spre-
menljivke smo v programu uporabljali za numerične vrednosti, vendar lahko
predstavljajo tudi druge podatkovne tipe. Lahko so vhodne, izhodne ali
vhodno/izhodne.
4.3 Izvedba programa
Urejevalnik OpenPLC omogoča pripravo programa, ki določa odziv robotske
roke v različnih situacijah. Programska koda, ki jo napǐsemo v projektu, se
shrani v programsko organizacijsko enoto (angl. POU) [14]. Ustvarimo lahko
tri različne vrste programskih enot: funkcijo, funkcijski blok ali program.
Funkcija je programska koda, ki vrne določeno vrednost, funkcijski blok je
programska koda, ki si med dvema klicema zapomni vrednosti spremenljivk,
program združuje funkcije in funkcijske bloke.
V procesu ustvarjanja novega projekta definiramo tudi programski jezik,
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ki je v našem primeru lestvični diagram. Program se izvaja ciklično, kar
pomeni, da se izvede od prvega do zadnjega ukaza, počaka določen časovni
interval in nato ponovi cel cikel. Periodo osveževanja programa lahko spre-
minjamo. Privzeti interval je 20 ms, mi smo ga nastavili na 50 ms, saj manǰsi
interval porabi več procesorske moči.
Slika 4.1: Okno za urejanje spremenljivk in diagrama.
Ko kliknemo na datotetko z imenom našega programa, se odpre okno,
kjer lahko urejamo spremenljivke in rǐsemo diagram, kar je prikazano na sliki
4.1. Kreiranje programa deluje na principu povleci in spusti, saj kompo-
nento, ki jo želimo dodati preprosto povlečemo v okno s programom. Pri
tem nam pomaga orodna vrstica, prikazana na sliki 4.2, na kateri so simboli
osnovnih komponent lestvičnega diagrama, kontakt, tuljava, funkcijski blok,
spremenljivka, vodilo, povezava in komentar.
Ko uporabimo vodilo, moramo določiti število vhodov oziroma izhodov.
Dodanjanje funkcijskega bloka odpre dialog, kjer izberemo funkcijo, ki jo bo
blok izvedel. V primeru, ko dodajamo kontakt in tuljavo, moramo podati,
na kateri naslov ju bomo povezali, prav tako pa imamo možnost, da ju negi-
ramo. Preden dodamo spremenljivko, ji moramo določiti ime, podatkovni tip
22 Filip Zupančič
Slika 4.2: Orodna vrstica.
in vrednost, prav tako pa moramo določiti vrsto (vhodna, izhodna, ali pa vho-
dno/izhodna). S klikom na ikono modrega človeka v gibanju, se zažene testni
način, v katerem lahko simuliramo delovanje programa in ročno spreminjamo
vrednosti spremenljivk. Ko smo z verzijo programa zadovoljni, s klikom na
oranžno puščico, obrnjeno navzdol, generiramo datotetko ”ime programa.st”,
ki je primerna za zagon v izvajalnem okolju.
Prvi korak pri izvedbi programa je bil, da smo definirali vhode, izhode in
pomožne spremenljivke. Vrednost bitnih izhodov spreminjamo tako, da na
eno stran postavimo vhodno vodilo, ki konstantno pošilja pozitivno vrednost,
na drugo stran pa postavimo izhodno vodilo, ki bere vrednosti povezanih
tuljav, kar je prikazano na sliki 4.3. Vrednost spremenljivk spreminjamo
tako, da jih določimo kot izhodne. Za pošiljanje ukazov motorjem, smo
poskrbeli za preklop med ročnim in avtomatskim načinom. Vrednost ključa
je povezana na kontakt, ki v primeru vrednosti 1 omogoči avtomatski način,
ko je vrednost 0, pa preklopimo v ročni način.
V avtomatskem načinu ukaze pošilja sistem openSCADA, kjer uporabnik
definira recepte, ki so opisani v poglavju 5.4.
Slika 4.3: Primer prižiga rdeče luči.
V ročnem načinu uporabnik vodi robota s pomočjo črnih gumbov na
kontrolni plošči. Sistem openSCADA takrat zgolj bere vrednosti, ne more
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pa pošiljati ukazov. Spodnja črna gumba predstavljata kontakta, ki pošiljata
pozitivne ali negativne vrednosti na izhode. Za izbiro pravega motorja smo
ustvarili pomožno spremenljivko motor, ki ima štiri različne vrednosti, 0 :
vrtenje roke, 1 : izteg roke, 2 : dvig roke, 3 : stisk dlani. Implementirali smo
števec, kar je prikazano na sliki 4.4, ki ob pritisku na zgornjo desno črno tipko
poveča vrednost za ena, ob pritisku na zgornjo levo črno tipko pa zmanǰsa
vrednost za ena. V primeru, da je vrednost manǰsa od 0, jo števec nastavi
na 3. Z računanjem po modulu štiri preprečimo, da bi vrednost motorja
presegla število 3.
Slika 4.4: Števec, ki zmanǰsuje vrednost motorja.
V primeru vklopa enega od alarmov, je možno robotsko roko upravljati
samo ročno. Za večjo varnost se robotska roka v avtomatskem načinu ustavi,
če se preveč približa eni od skrajnih leg, kar je prikazano na sliki 4.5. To
preverjamo s pomočjo točk, na katere krmilnik OpenPLC pošilja informacijo
o vrtenju roke, iztegu roke, dvigu roke in stisku dlani.
Vertikalni položaj roke določajo številske vrednosti med 1, ko je roka v
skrajni spodnji legi, in 30, ko je roka v skrajni zgornji legi. Horizontalni
položaj roke določajo vrednosti med 1, največji možen izteg, in 6, ko je
roka popolnoma skrčena. Rotacijo mize določajo vrednosti med 0 in 360
stopinj. Dlan pa je popolnoma odprta pri vrednosti 5 in popolnoma zaprta
pri vrednosti 2. Programsko smo definirali pogoj, da se roka ustavi, ko na
enem izmed štirih vhodov zaznamo vrednost -1.
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Slika 4.5: Primer horizontalne ustavitve robota.
4.4 Izvajanje programa
Po prijavi v izvajalno okolje OpenPLC se odpre nadzorna plošča, na kateri so
informacije o programu, ki je trenutno naložen, status, v teku ali ustavljen,
ime programa, opis in čas delovanja. Na spodnjem delu strani je majhen
terminal, kjer so izpisane podrobneǰse informacije o dogodkih, ki se izvajajo
v ozadju, na primer povezava uspela, številka vrat. Naš program, datoteko
s končnico .st, ki smo jo generirali v urejevalniku, naložimo v zavihku Pro-
grams. Nato ga s klikom na gumb Start PLC poženemo [20]. Status se nam
sproti izpisuje v terminalu, v zavihku Dashboard. Ko je program v teku, se
status izpǐse z zeleno na vrhu strani. Vrednosti spremenljivk lahko nadziramo
in ročno spreminjamo v zavihku Monitoring.
Poglavje 5
Delo s sistemom OpenSCADA
V sistemu OpenSCADA smo izdelali uporabnǐski vmesnik, s katerim imamo
bolǰsi nadzor nad dogajanjem v simulatorju FTsim. S tem lepo dopolnjuje
krmilnik OpenPLC, ki ponuja zgolj osnovni pregled nad vrednostmi spre-
menljivk. Prav tako lahko pregledujemo alarme in pǐsemo zaporedja ukazov,
ki jih bo robot izvajal. Sistem poganjamo na navideznem stroju, v opera-
cijskem sistemu Linux, verzija Debian 10. Na spletu prosto dostopamo do
dokumentacije, ki pokriva vse funkcionalnosti, od pridobivanja podatkov, do
izdelave uporabnǐskega vmesnika.
5.1 Izmenjava podatkov z OpenPLC
Komunikacija s krmilnikom poteka preko protokola Modbus TCP. V oknu za
konfiguracijo programa (angl. program configurator), smo v zavihku Tran-
sports / Sockets / Output transport, ustvarili vtičnico (angl. socket), ki je
sestavljena iz naslova in številke vrat, na primer 192.168.56.1:502, kar je pri-
kazano na sliki 5.1. Vtičnica je vmesnik za komunikacijo med krmilnikom
OpenPLC in sistemom OpenSCADA [27]. Vtičnico smo poimenovali oPLC.
Pred naslovom smo podali, da uporabljamo omrežni protokol TCP.
Po vzpostavljeni povezavi smo v zavihku Data acquisition / Module /
Modbus, ustvarili krmilnik (angl. controller), ki skrbi za branje in pošiljanje
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Slika 5.1: Primer vtičnice.
podatkov prek protokola Mobus TCP. Poimenovali smo ga oPLC. Za vsak
posamezen naslov, iz katerega želimo brati ali nanj pisati, smo ustvarili novo
točko (angl. tag) znotraj krmilnika oPLC. Ustvarjenemu objektu določimo
tip, ki je logični (angl. logical) ali standardni (angl. standard). V primeru,
da izberemo logični tip, imamo na voljo vrsto predpripravljenih predlog, ali
pa naredimo svojo. Predloge si lahko ogledamo v zavihku Data acquisition
/ Module / Templates library. Predloge so sestavljene iz seznama definira-
nih vhodov in izhodov, logika pa je izvedena v verziji programskega jezika
JavaScript, JavaLikeCalc.JavaScript.
Za branje in pisanje bitnih vrednosti, smo izbrali predlogo Discrete block.
Ta omogoča pošiljanje pozitivne in negativne vrednosti na krmilnǐski naslov,
prav tako pa lahko zaznava stanje na naslovu, kar prikazuje slika 5.2. Naslov
definiramo kot ˝C:0:rw˝, kjer C označuje tuljavo, številka v sredini označuje
bit, če vrednost preseže število 7, se deli z 8. Ostanek označuje bit, celi del
pa predstavlja zlog (8 bitov). Primer ˝C:10:rw˝, je ekvivalent ˝C:1.2:rw˝,
črki ˝rw˝ določata bralno-pisalni dostop, črka ˝r˝ pomeni, da lahko vrednost
na naslovu samo beremo, ˝w˝ pa pomeni, da na naslov lahko samo pǐsemo.
Številske vrednosti beremo s pomočjo objektov standardnega tipa, ki ne
Diplomska naloga 27
Slika 5.2: Objekt, ki bere in pǐse vrednosti na tuljavo.
omogočajo izbire predloge. Vrednosti na naslovih beremo in spreminjamo
na podoben način kot v zgornjem primeru. Primer ˝R:4:r:motor˝, kjer R
določa, da gre za register, številka označuje naslov registra, r pomeni, da
lahko iz registra zgolj beremo vrednosti, motor pa je ime spremenljivke, v
katero bomo shranili vrednost.
5.2 Izdelava lastnih komponent
Grafični vmesnik gradimo v oknu za vizualni razvoj (angl. visual develop-
ment). V zavihku Widgets, izbiramo med pripravljenimi komponentami v
knjižnicah, ali pa izdelamo svoje. Prav tako lahko že obstoječe komponente
prilagodimo svojim potrebam. Pri gradnji si pomagamo s knjižnico Original
widgets, v kateri so gradniki Elementary figure, Form element, Text field,
Media, Diagram, Protocol, Document in Group of elements.
Gradnik Elementary figure omogoča risanje kompleksnih oblik in s tem
bolj nazorno vizualno predstavitev. V osnovi ni aktiven, lahko pa na primer v
jeziku JavaLikeCalc.JavaScript izvedemo dinamično spreminjanje barv. Gra-
dnik Form element omogoča izdelavo vnosnih polj in gumbov. Vnešene vre-
dnosti in ukaze je mogoče pošiljati na krmilnik, tako da v oknu za kon-
figuracijo programa ustvarimo nov objekt, ki komunicira s krmilnikom in
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ga povežemo z gradnikom. Z gradnikom Text field dodajamo besedilo v
ustvarjeno komponento, besedilo lahko dinamično spreminjamo z uporabo
programskega jezika JavaLikeCalc.JavaScript, ali povezavo na objekt, ki ga
ustvarimo v oknu za konfiguracijo. Gradnik Media mogoča dodajanje vizual-
nih elementov in efektov, kot so slike ali filmi. Gradnik Diagram je namenjen
prikazu grafov ali arhiviranih vrednosti, ki jih shranimo v podatkovno bazo.
Graf se lahko sproti izrisuje glede na podatke, ki jih beremo iz krmilnika,
ali pa ročno definiramo statične vrednosti. V gradnik Protocol se med izva-
janjem programa izpisujejo sistemska obvestila o napakah, spremembah in
stanju programa. Gradnik Document nam omogoča pregledno vizualizacijo
podatkov, ki jih beremo iz krmilnika, ali pa vnesemo ročno. Gradnike lahko
združujemo v skupine. Lahko jih izdelamo sami, ali pa izberemo iz knjižnic,
ki so nam na voljo.
Ustvarili smo knjižnico oPLC in naredili nov objekt oRobot, ki predstavlja
okno za vizualizacijo stanja na krmilniku in premikov robotske roke. Vanj
nato dodajamo vizualne komponente. Želimo, da se nekatere komponente
spreminjajo glede na vrednosti na krmilnǐskih naslovih, zato uporabimo po-
vezave (angl. link). Povezava kaže na lokacijo objekta v oknu za konfiguracijo
programa, na primer prm:/Modbus/oPLC/oCoil1. Vizualna komponenta je
v osnovi zgrajena podobno kot objekti v konfiguratorju. V ozadju definiramo
spremenljivke. Dinamične vizualne učinke izvedemo s programskim jezikom
JavaLikeCalc.JavaScript. Za vrednosti, ki jih beremo iz krmilnǐskih naslovov,
moramo definirati spremenljivke tudi v vizualnih komponentah.
Začeli smo s preprosto vizualizacijo robotske roke, kar prikazuje slika 5.3.
Indikator dviga robotske roke je navpičen pravokotnik, ki odraža dvig ali
spust roke. Komponento smo pripravili sami. Določili smo dve točki na
vsaki od dveh dalǰsih navpičnih stranic in ju povezali med sabo. Spodnji
del pravokotnika pod črto je obarvan z zeleno, zgornji del pa z belo barvo.
Komponenta bere podatke o dvigu robotske roke iz registra na krmilniku
in ustrezno spreminja vertikalne koordinate povezanih točk. Indikator iz-
tega robotske roke je vodoraven pravokotnik, ki odraža izteg ali krčenje roke.
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Komponento smo pripravili podobno kot indikator dviga, le da se nivo ze-
lenega področja spreminja vodoravno. Komponenta bere podatke o iztegu
roke iz registra na krmilniku in ustrezno spreminja horizontalne koordinate
povezanih točk. Dodali smo štiri komponente, ki predstavljajo alarme in se
dinamično prikazujejo, ko je robot v eni izmed skrajnih leg. Indikatorja lege
predmeta sta dva kroga, ki odražata, kaj se dogaja s predmetom. Ko je na
odlagalǐsču nov predmet, se prižge spodnja zelena luč. V primeru da dlan
prime predmet, se prižge zgornja zelena luč, spodnja pa se obarva rdeče.
Dodani so tudi elementi za celostno podobo, ki zapolnjujejo prostor in niso
aktivni objekti.
Slika 5.3: Vizualizacija premikov robotske roke
Za predstavitev vrtenja roke smo ustvarili novo komponento, ki predsta-
vlja robotsko roko iz ptičje perspektive, kar je prikazano na sliki 5.4. Iz
krmilnika OpenPLC beremo podatke o trenutni rotaciji roke v stopinjah. S
prebranimi stopinjami kar brez pretvorbe določimo orientacijo komponente,
kar je izvedeno s kodo 5.1.
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1 // smer_mize privzame vrednost registra 2 na krmilniku OpenPLC
2 orientacija = smer_mize;
3 // spreminjanje barve komponente , ko je roka v skrajni legi
4 if (( smer_mize > 345 && smer_mize < 355) ||
5 (smer_mize > 265 && smer_mize < 275)) {
6 barva = "red";
7 }
8 else {
9 barva = "black ";
10 }
Koda 5.1: Spreminjanje barve in orientacije robotske roke.
Stopinje se izpisujejo tudi v črnem okvirju desno zgoraj. V primeru,
ko robot doseže eno od skrajnih leg mize, se slika roke obarva rdeče, kar
je izvedeno v kodi 5.1. Ker vrednost skrajne lege roke na obeh straneh
variira, smo skrajno vrednost v smeri urinega kazalca definirali med 265 in
275 stopinj, v nasprotni smeri pa med 345 in 355 stopinj.
Slika 5.4: Vizualizacija vrtenja mize.
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Naredili smo repliko nadzorne plošče za ročno vodenje robota, kar pri-
kazuje slika 5.5. V zgornjem delu, pod napisom Buttons, spremljamo bitne
vrednosti ključa, zelene luči, štirih črnih gumbov in motorja. Omenjene vre-
dnosti lahko beremo, ne moremo pa jih spreminjati. Ročno vodenje robota
je torej možno samo iz uporabnǐskega vmesnika simulatorja FTsim. V spo-
dnjem delu prižigamo in ugašamo dve rdeči in rumeni luči, prav tako lahko
pošljemo zahtevek za nov predmet. Uporabili smo komponente iz predpri-
pravljenih knjižnic, vzeli pa smo si svobodo za menjavo barv, besedila in
oblike.
Slika 5.5: Vizualizacija kontrolne plošče
Za večjo transparentnost smo dodali možnost pregledovanja vrednosti, ki
jih krmilnik pošilja motorjem, kar prikazuje slika 5.6. Pod napisom GRI-
PPER prikazujemo smer dlani in premik dlani. Pod napisom ARM spre-
mljamo smer in premik roke vertikalno, spodaj pa smer in rotacijo roke.
Pod napisom EXTEND, vrednosti predstavljata smer in premik roke hori-
zontalno. Uporabili smo predpripravljene komponente, le nekoliko smo prila-
godili besedilo in velikost. Vrednosti od tukaj ne moremo spreminjati, lahko
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pa to naredimo iz receptov.
Slika 5.6: Vizualizacija stanja motorjev
5.3 Alarmi
V oknu Alarms pregledujemo, kdaj je robotska roka v eni od skrajnih leg,
kar prikazuje slika 5.7. Za izpis alarmov uporabimo pripravljeno komponento
alarms - active, ki dinamično izpisuje podatke o vsakem od alarmov: časovni
žig (stolpec Alarm time), stopnja (stolpec Level), vir (stolpec Source), opis
(stolpec Description) in alarm (stolpec Alarm). Časovni žig izpǐse datum
in uro do stotinke natančno. Alarmi stopnje 1 predstavljajo opozorila in so
obarvani rumeno, alarmi stopnje 4 predstavljajo nevarnost in so obarvani
rdeče. Alarmi stopnje 5 sporočajo manjkajoče podatke, ali pa, da pove-
zava s krmilnikom ni vzpostavljena in so obarvani sivo. Ko roka doseže
skrajno lego, se vklopi alarm stopnje 4. Vir kaže na objekt, ki bere bi-
tne vrednosti iz krmilnika. Objekt je logičnega tipa in deluje po predlogi
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Alarm discrete. Za vsak posamezni alarm smo utvarili nov objekt, ki v pri-
meru pozitivne vrednosti na krmilnǐskem naslovu, pošlje obvestilo v formatu
˝Alarm {status}:{level}:{sporočilo}˝. Status sporoča, če je alarm aktiven,
pri vrednosti 0 ni aktiven, pri vrednosti 1 je aktiven, stopnja definira stopnjo
alarma, v sporočilu podamo več informacij, v našem primeru smo napisali
nevarnost (angl. danger) in vrsto nevarnosti. Objekt ustvarimo v oknu za
konfiguracijo programa, znotraj krmilnika oPLC, ki skrbi za komunikacijo
z odprtokodnim krmilnikom OpenPLC [28]. V opisu podamo podrobneǰse
informacije o alarmu. V stolpec alarm se izpisujejo sporočila, ki jih pošljamo
iz objektov.
Slika 5.7: Okno za pregled alarmov
5.4 Recepti
Recept (angl. prescription), je zaporedje ukazov, ki jih definira uporab-
nik [29]. Ustvarjamo, brǐsemo in spreminjamo jih v oknu za urejanje receptov
(angl. Prescription:edit).
V levem delu okna je okvir Programs, kjer dodajamo in brǐsemo recepte.
Na sredini, v okvirju Commands urejamo ukaze. Vsak ukaz je povezan z
objektom, ki ga ustvarimo v konfiguratorju programa. Na voljo imamo pre-
dloge Prescriptions manager, Timer in Background Timer [27].
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Predloga Prescriptions manager se uporablja v kombinaciji z vizualnim
oknom za urejanje in oknom za izvajanje receptov. Skrbi za pravilno shranje-
vanje programov in ukazov v podatkovno bazo. V novo ustvarjenem objektu
izberemo podatkovno bazo (primer SQLite.vcaBase), tabelo z ukazi (primer
PrescrComs) in tabelo s programi (primer PrescrProgs). Predloga Timer se
uporablja za odštevanje časa. Uporabnik vnese celoštevilski parameter, ki
predstavlja sekunde. Po izteku časovnega intervala, se program nadaljuje. V
našem primeru smo ga uporabili med premiki robotske roke, saj smo želeli za-
gotoviti, da se roka premakne do željenega položaja pred izvedbo naslednjega
ukaza. Predloga Background Timer deluje kot časovnik, le da se ukazi ne-
prekinjeno izvajajo naprej, čas pa se odšteva v ozadju. Predlogo diskretni
blok za recepte smo ustvarili sami in deluje na enak način kot diskretni blok,
ki bere bitno vrednost na krmilnǐskem naslovu, le da je prilagojen za izvaja-
nje v receptu. Sprejme argument 1 ali 0 in ustrezno spremeni vrednost na
krmilnǐskem naslovu.
Okno za izvajanje receptov omogoča, da začnemo ali ustavimo izvajanje
recepta. Prav tako v njem spremljamo, kateri ukaz se trenutno izvaja. Za
vsak ukaz se izpǐse ime (stolpec Command), komentar (stolpec Comment) in
čas izvajanja (stolpec Time).
Poglavje 6
Zaključek
Z rezultatom diplomske naloge smo zadovoljni, saj smo uspešno demonstrirali
izdelavo projektne naloge v popolnoma virtualnem okolju z uporabo odprto-
kodnega krmilnika OpenPLC in odprtokodnega sistema OpenSCADA. S tem
zmanǰsamo stroške, prav tako pa podpiramo razvoj odprtokodnih projektov.
Želimo si, da bi v prihodnosti rezultat diplomske naloge praktično uporabili
pri predmetu Procesna avtomatika.
Krmilnik OpenPLC se je med konkurenco izkazal predvsem zaradi ce-
lostne rešitve, saj ponuja vse osnovne funkcionalnosti profesionalnih indu-
strijskih krmilnikov. Poleg tega je preprost za uporabo, na forumu pa smo
odgovor na postavljeno vprašanje dobili v roku nekaj ur. Bili smo zadovoljni
nad nekaterimi nadgradnjami, ki jih je avtor v zadnjem letu dodal in so bile
koristne tudi za diplomsko nalogo, med drugim možnost spreminjanja vre-
dnosti spremenljivk med izvajanjem programa. Krmilnik OpenPLC sicer (še)
ni popolnoma na nivoju profesionalnih produktov, uporabljenih v industriji,
ima pa vse funkcionalnosti, ki so potrebne za izdelavo projektnih nalog pri
predmetu Procesna avtomatika.
Sistem OpenSCADA je relativno kompleksen, z obsežno dokumentacijo.
Prepričal nas je zaradi velike izbire funkcionalnosti in možnosti razširitev. Za




Praktični del diplomske naloge je zaključena celota, vendar je v priho-
dnosti možnih kar nekaj izbolǰsav. Program na krmilniku bi bilo smiselno
implementirati v drugem programskem jeziku, na primer lista ukazov. V
lestvičnem diagramu, pri trenutnem obsegu programa, je dodajanje novih
funkcionalnosti nepregledno. Smiselno bi bilo, da napǐsemo kratka navo-
dila za uporabo, saj bi to omogočilo študentom, da hitreje osvojijo potrebna
znanja. V sistemu OpenSCADA lahko optimiziramo uporabnǐski vmesnik z
izdelavo lastnih komponent. Prav tako je smiselno, da preizkusimo kakšen
alternativni odprtokodni sistem SCADA. Zaželjeno je tudi, da vzpostavimo
komunikacijo krmilnika z vǐsjimi sistemi vodenja, na primer preko protokola
OPC-UA.
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