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Abstract 
This paper presents a Genetic Algorithms (GA) approach to resolve traffic conflicts at a railway 
junction.  The formulation of the problem for the suitable application of GA will be discussed and 
three neighborhoods have been proposed for generation evolution. The performance of the GA is 
evaluated by computer simulation. This study paves the way for more applications of artificial 
intelligence techniques on a rather conservative industry. 
 
 
1  Introduction 
 
Some sections of track within a railway network, such as a converging junction, can be 
approached and utilized by traffic from more than one directions.  Junction traffic control is 
important to maintain safety and to reduce further delays whenever conflicts arise.  The first-
come-first-served (FCFS) policy has been widely used for decades because of its simplicity.  
However, the corresponding right-of-way assignment at the junction does not take into 
account the possible delay aggravation on the trains and the subsequent conflicts at the 
adjacent junctions.  In order to improve the quality of service, the delay has to put in the 
equation of attaining the optimal conflict resolution and evaluation of the possible right-of-
way assignments is essential.   
 
An exhaustive search through all possible right-of-way assignments is an acceptable 
method only when the number of trains involved in the conflict is small.  As the number of 
the trains increases and the size of the possible right-of-way assignment set grows rapidly, 
exhaustive search becomes impractical, particularly when a quick resolution is required in 
real-time before the trains get too close to the junction. 
 
This conflict-resolution problem does not require the absolute optimal solution and a 
compromise has to be struck between optimality and computation time.  Genetic Algorithms 
(GA) provides such flexibility because better solutions are expected through successive 
generation evolution and an immediate, though not necessarily the optimal, solution is always 
available for the concern on computation time.  Besides, a converging railway junction 
usually consists of two incoming routes only, which allows a convenient binary representation 
of chromosomes in the GA. 
 
This paper presents the application of GA approach in this real-world problem and 
discusses the methodologies for generation evolution under the practical constraints.  It also 
serves the purpose of inducing further works on the improvement of solution quality and 
computation time, as well as arousing more interests in appropriate applications of artificial 
intelligence techniques on the railway industry, which has been very conservative to new 
technology because of the inevitably over-cautious attitude toward safety, reliability and 
availability. 
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2  Railway junction traffic 
 
2.1  Junction characteristics 
 
When a conflict at a railway junction occurs, trains arrive at the junctions from the two 
directions and two queues may form accordingly [1].  They are waiting for their turns to pass 
through the junction and their movement is safeguarded by the signaling and interlocking 
systems.  No overtaking is assumed on each route (i.e. no sidings in the vicinity of the 
junction) so that the order of trains on each route remains before and after they pass the 
junction. 
 
The conflict-resolution process is equivalent to scheduling two ordered queues of jobs into 
a single processor while minimizing the total weighted tardiness of the jobs.  It is therefore a 
typical single-machine scheduling problem [2] in which the queues are operated under the 
first-in-first-out (FIFO) discipline.  The resolution is a right-of-way assignment sequence 
indicating the order of how the two converging routes are given the right-of-way so that the 
current first train on the respective queue is allowed to pass through the junction.  As a result, 
it can be denoted by an ordered sequence of binary bits. 
 
2.2  Resolution 
 
If the two converging routes are defined as routes 0 and 1, the right-of-way assignment 
sequence can be expressed as below.  
},,,,{
101 nni
uuuS   : }1,0{iu  
where 0n  and 1n  are the initial numbers of trains on routes 0 and 1 respectively. 
 
If )(aN  is defined as the number of occurrences of an event a, all possible S's must satisfy 
the constraint 
   0)0:( nuuN ii   and 1)1:( nuuN ii       (1) 
 
A train should be penalized for its lateness.  An early arrival however does not necessarily 
lead to improvement on the service as the timetable must be observed, and it cannot be 
rewarded.  Thus, the objective function C of optimizing this single-machine schedule problem 
is the total weighted tardiness of the trains.       
j
jjj dcwC 0,max        (2)  
 
jw  is the weighting factor of the train, indicating its priority or importance of its service.  
jc  is the completion time of the job.  jd  is the due date of the job and it is the completion 
time as if there were no conflict.   
 
 
3  Genetic algorithms 
 
S, being in binary form, can be readily used to represent a chromosome in the GA.  The search 
by GA is to look for the chromosome, out of the possible pool, which minimizes the weighted 
delays imposed on trains.  The search goes on with successive generation evolution.  Cross-
over and mutation are of course the most commonly used operations [3] in GA to obtain off-
3 
 
springs when the chromosomes are represented by binary strings.  Despite the binary nature of 
the chromosomes in this application, simple mutation and cross-over may lead to violation of 
the constraint (1) as the total number of trains on the converging routes ( 0n  and 1n ) must 
remain constant.    
 
A different approach has therefore been adopted [4] to enable the reproduction of 
chromosomes.  A neighborhood is defined for the best chromosome in a generation and the 
chromosome only evolves to one of its neighbors.  Three immediate neighborhoods (N1, N2 
and N3) have been proposed and they define neighbors as chromosomes with pair(s) of ‘0’ 
and ‘1’ swapped according to certain rules.    
 
3.1  Neighborhood 1 (N1) 
 
N1 is defined here and each generation evolves with one of the N1 neighbors of the fittest 
chromosomes.  Two sequences, aS  and bS , are N1 neighbors if and only if, for }{ ia uS   and 
}{ ib vS  , there exists j, 11 10  nnj  such that 1 jj uu , 1 jj vu  and jj vu 1 ; and 
kk vu  , for all k, 11 10  nnk , jk   and 1 jk .  
 
In case of 10 nnj  , aS  and bS  are N1 neighbors when 1uu j  , jvu 1  and 1vu j  ; 
and kk vu  , for all k, 12 10  nnk .  N1 thus allows the swapping of one pair of adjacent 
'0' and '1' in a sequence.   
 
The evolution process is then as follows: 
Step 1 : Set g=1 
Randomly select m possible right-of-way assignment sequences  
Step 2 : Evaluate the cost of each sequence 
Identify the sequences with the highest and least cost, gS '  and gSˆ respectively 
Randomly select an N1 neighbor from gSˆ  to replace gS '  
Step 3: Increment g by 1 
If g = maximum number of generations, stop, else, go to Step 2 
 
Similarly, N2 and N3 are defined below. 
 
3.2  Neighborhood 2 (N2) 
 
aS  and bS  are N2 neighbors if and only if, for }{ ia uS   and }{ ib vS  , there exist j and k, 
10,1 nnkj   and kj   such that kj uu  , kj vu   and jk vu  ; and ll vu  , for all l, 
101 nnl  , jl   and kl  .  N2 ensures a larger set of possible neighbors by allowing 
any pair of '0' and '1' to be swapped in a sequence. 
 
3.3  Neighboring 3 (N3) 
 
aS  and bS  are N3 neighbors if and only if, for }{ ia uS   and }{ ib vS  , there exist m pairs of 
non-overlapping (j, k),  10,1 nnkj   and kj   such that kj uu  , kj vu   and jk vu  ; 
and ll vu  , for all l, 101 nnl  , jl   and kl  .  With  10 ,min nnn  , m is chosen 
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randomly from  n,,2,1   according to the probability  


 n
s
s
mnmP
1
1  .  It can be proved 
that   1
1


n
m
mP .   
 
Two pairs,  11 , kj  and  22 , kj , are non-overlapping if and only if 21 jj   and 21 kk  .  
N3 allows an even more open neighborhood by not compulsorily fixing the number of pairs 
of ‘0’ and ‘1’ to be swapped.   mP  ensures that the  it is more likely to have lower number of 
pairs of ‘0’ and ‘1’ to be swapped because the population of the corresponding neighbors is 
larger. 
 
All three neighborhoods maintain the same numbers of 0s and 1s in the chromosomes 
throughout the generation evolution process while providing neighborhood spaces of various 
sizes.  As the GA search may be led to a local optimum, a more open neighborhood is likely 
to offer an exit route out of a local optimum.  However, such neighborhood may contain some 
worse chromosomes, as well as the better ones.  The rate of convergence toward the optimum 
may be adversely affected as a result.  It should be noted that when the number of trains on 
either incoming route is dominant (i.e. 10 nn   or vice versa), N3 becomes N2. 
 
 
4  Results and discussions 
 
The population size of each generation is kept as two during the testing process.  The choice 
of chromosomes for the initial generation plays a vital role in the convergence toward the 
optimal solution.  In order to smooth out this effect, 20 tests have been carried out for each 
traffic condition with each neighborhood definition.  In each test, the chromosomes of the 
initial generation are selected randomly from the set of possible sequences.  The average of 
the minimum costs over the 20 tests is then calculated. 
 
Figures 1-4 illustrate the relative cost difference from that of the optimal resolution along 
the generation evolution for the three neighborhood definitions with different numbers of 
trains on each incoming route (i.e. different numbers of possible right-of-way assignment 
sequences).  To have a sensible comparison on the computation time, only the results, when 
the numbers of generations are smaller than the half of the numbers of the possible right-of-
way assignment sequences, are given.   
 
It has been shown that this GA approach, as expected, does not guarantee the optimal 
solution but it produces a solution which is close enough to the optimal solution (within 5-
10%) within a few generations in general.  The results are very much acceptable for the 
railway operators from the practical viewpoint.  Better optimality can be achieved when the 
total number of trains is high.  In other words, the GA approach is more effective when the 
search space is larger.    
 
A narrower neighborhood usually provides a reasonable resolution within a few 
generations if computation time is the prime concern.  When more generation evolution is 
allowed, the resolutions obtained by GA with wider neighborhoods are more likely to 
converge toward the optimal solution.  Computation time can be substantially reduced, if not 
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merely more flexible, with GA when compared with other methods, such as exhaustive search 
or even dynamic programming [5]. 
 
As the demand on the quality of service in railway system is ever increasing and the 
requirements of real-time junction control are always strict, further improvement on this GA 
optimization, in terms of optimality and computation time, is still very much desirable.  
Cross-over and mutation, two well-proven and effective operations to attain better off-springs, 
have been ruled out in generation evolution because of the constraint (1).  However, 
appropriate utilization of these two operations is likely to realize better optimality and 
computation time.  
 
 
5  Conclusions 
 
In this paper, the application of GA techniques on railway junction conflict resolution has 
been investigated.  Simple cross-over and mutation are not deemed to be appropriate for 
producing off-springs in this GA application.  Neighborhoods of chromosomes are thus 
defined for generation evolution.  Significant reduction in computation time and reasonable 
optimality of the solution has been achieved.   
 
This work also invites thoughts on the possibility of using cross-over and mutation 
operations.  Further works may focus on the mechanisms which allow the application of the 
usual cross-over and mutation operations for generation evolution while avoiding the 
constraint of constant numbers of 0s and 1s in the chromosomes. 
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Figure 1  Relative difference between the optimal cost and that of the better sequence at each 
generation. ( 0n =2, 1n =5) 
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Figure 2  Relative difference between the optimal cost and that of the better sequence at each 
generation. ( 0n =3, 1n =4) 
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Figure 3  Relative difference between the optimal cost and that of the better sequence at each 
generation. ( 0n =3, 1n =5) 
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Figure 4  Relative difference between the optimal cost and that of the better sequence at each 
generation. ( 0n =4, 1n =4) 
 
