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I. INTRODUCCIÓN 
La competencia en el sector tecnológico ha aumentado visiblemente en los 
últimos años. La consecuencia más inmediata de dicha competencia es la disminución 
del precio de productos tecnológicos como el hardware, así como la mejora de sus 
componentes en potencia y rendimiento.  
 Actualmente, uno de los pilares que más contribuye a la competitividad de las 
compañías consiste en disponer de sistemas y servicios informáticos adaptados a los 
procesos de negocio y correctamente dimensionados. Sin embargo, el mantenimiento 
y la renovación de esos sistemas tienen un alto coste cuyo intento de reducción en 
ocasiones obliga a las empresas a externalizar los servicios que ofrecen.  
El cloud computing o computación en la nube se presentan como una posible y eficaz 
solución que reduciría los gastos que conllevan el mantenimiento y la renovación del 
hardware. Este procedimiento consiste en alojar virtualmente toda la infraestructura de 
un servidor. Al eliminar la necesidad de disponer de hardware dedicado, se consigue 
que el usuario prescinda de los elementos superfluos y pague tan solo por aquello que  
realmente necesita. 
No obstante, la apertura y disponibilidad de recursos y datos confidenciales de 
una empresa u organización en Internet genera un riesgo a tener en cuenta que este 
proyecto tratará de resolver estableciendo un medio seguro de acceso a una 
plataforma Cloud en general y a la plataforma Azure de Microsoft en particular 
(entre las diferentes opciones y ofertas existentes de cloud, Azure es un requisito 
inicial del proyecto). Así pues, vemos como mediante el uso de tecnologías de 
federación en general y la intervención de un proveedor de identidad (IdP – Identity 
Provider, en inglés) es posible acceder de forma abierta y segura a servicios alojados 
en la nube. Interidy es un proveedor de Identidad (IdP) desarrollado en Safelayer bajo 
proyectos de investigación que utiliza tecnologías de federación estándares como 
InfoCard y SAML. 
Por otra parte, la seguridad y protección de la información tampoco es ajena a una 
posible externalización de cierta funcionalidad en la nube. Por ejemplo, mecanismos 
de seguridad como la firma electrónica aplicada a la protección de documentos 
pueden ofrecerse también como servicio (por qué no, en la nube) de forma que estos 
puedan consumirse desde cualquier lugar y por cualquier aplicación. La tecnología 
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TrustedX de Safelayer ofrece diferentes mecanismos de seguridad como servicio, 
entre otros, los de firma electrónica y cifrado de datos. 
El objetivo principal de este proyecto es el de investigar, experimentar, desarrollar 
componentes y construir un prototipo demostrador que ilustre como desarrollar y 
albergar una aplicación en la nube (en concreto Azure de Microsoft) para que esta i) 
pueda ser accedida de forma segura mediante el uso de tecnologías de federación 
(Interidy IdP, InfoCards, SAML) con autenticación única (SSO – Single Sign-On) entre 
todos los sistemas y aplicaciones, y ii) pueda incluir mecanismos de seguridad, como 
la firma electrónica, que también se ofrecen como servicio (TrustedX) y que pueden 
estar albergados también en la nube. 
 
1. Contexto del proyecto 
Este proyecto de fin de carrera surgió como iniciativa de la empresa Safelayer 
Secure Communications, S.A. en Septiembre de 2010 y está siendo realizado dentro 
del marco del proyecto de investigación  “Trust as a Service (TaaS) - Servicios de 
Confianza en y para la Nube”.  
La finalidad del proyecto TaaS es investigar las necesidades de los servicios, 
plataformas e infraestructuras de Cloud Computing—que tendrán un gran 
protagonismo en la Internet del Futuro— para proponer soluciones y adaptar los 
servicios y modelos de seguridad, confianza y privacidad a sus características 
dinámicas y extremadamente flexibles.  
El proyecto TaaS está subvencionado parcialmente por el Ministerio de Industria, 
Turismo y Comercio bajo el subprograma AVANZA I+D y se está realizando en 
cooperación con el Grupo de Análisis, Seguridad y Sistemas de la Universidad 
Complutense de Madrid. 
Safelayer Secure Communications, S.A. es una compañía destacada en el 
mercado de seguridad y confianza para las TIC, y dispone de varios productos en el 
ámbito de la tecnología para la autenticación y la autorización, así como la integridad y 
la confidencialidad de la información. 
2. Antecedentes y motivación 
Uno de los productos desarrollados por Safelayer es TrustedX, que consiste en 
una plataforma basada en la arquitectura orientada a servicios (SOA) [1]. El objetivo 
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de dicha plataforma es simplificar el uso de los servicios de seguridad de clave pública 
para firmas electrónicas, protección de datos y gestión de identidad. Existen diferentes 
maneras de acceder a estos servicios web: por medio de llamadas HTTP o por medio 
de la librería SmartWrapper, que es una API Java que sirve para crear aplicaciones 
cliente sin tener que adentrarse en la complejidad de Axis [2]. 
Hasta el momento la plataforma TrustedX se oferta en formato appliance, físico o 
virtual. En el caso del appliance físico, se provee de un hardware específicamente 
diseñado para suministrar una serie de servicios, y es el propio cliente quien lo 
gestiona. 
Existe una modalidad de computación en la nube conocida como SaaS (Software 
as a Service) que es un modelo de distribución de software y datos alojados en 
servidores de una gran compañía de las TIC como por ejemplo Amazon o Microsoft. 
Estas compañías se encargan del mantenimiento de los servidores, la seguridad, 
soporte de software,R 
El objetivo principal del proyecto es poner a disposición de los usuarios finales la 
posibilidad de contratar y consumir los servicios de seguridad ofrecidos por TrustedX 
como servicio (as a Service) y no como appliance, garantizando que la seguridad de 
estos servicios no se verá comprometida. 
El NIST (del inglés, National Institute of Standards and Technology) define el 
cloud computing como un modelo que permite un fácil acceso a un conjunto de 
recursos computacionales compartidos bajo demanda que pueden ser rápidamente 
aprovisionados y liberados con un mínimo esfuerzo de gestión o una mínima 
interacción por parte del proveedor de servicios [3]. 
Este modelo fomenta la disponibilidad de los recursos y se compone de cinco 
características esenciales, tres modelos de servicio (software como servicio, 
infraestructura como servicio, plataforma como servicio) y cuatro modelos de 
despliegue (nube pública, privada, híbrida y comunitaria) 
Entre las características esenciales nos encontramos con: Gran ancho de banda, 
rápida elasticidad, un servicio mesurable, un autoservicio bajo demanda, y una gran 
cantidad de recursos disponibles. 
Entre la gran cantidad de ofertas disponibles en el campo del cloud, para este 
proyecto se ha decidido usar Azure, que es la que ofrece Microsoft. 
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Este proyecto se centra en el acceso a los servicios de TrustedX a través de 
código, y para disponer de una adaptación completa con Azure y Microsoft .NET ha 
sido necesario migrar la librería Smartwrapper a su versión en lenguaje C# de .NET.  
Además, Safelayer dispone de un proveedor de identidad experimental (Interidy 
Identity Provider) capaz de generar Information Cards, que son un tipo de 
credencial digital que los usuarios pueden usar en internet. 
3. Objetivos 
A continuación se describen los objetivos concretos de este proyecto: 
1. Desplegar mecanismos de autenticación seguros en un entorno de alta 
vulnerabilidad como son los servicios alojados en la nube (Azure). 
2. Desarrollar un conjunto de herramientas de seguridad en .NET que hacen uso 
de TrustedX e integrarlas en la nube. 
3. Desarrollar un mecanismo de autenticación con Information Cards y 
autenticarse en un proveedor de identidad (Interidy IdP). 
4. Hacer uso de metadatos de federación para propagar la confianza entre 
plataformas. 
5. Adaptar tokens de autorización emitidos por terceros al entorno Microsoft. 
6. Desarrollar un entorno amigable para el uso de los servicios de firma y 
verificación en la nube  mediante Rich Internet Application (Silverlight). 
7. Documentar el proyecto. 
4. Casos de uso 
En este proyecto se quiere demostrar la viabilidad tecnológica del uso de la Nube 
de Microsoft en la provisión de servicios de confianza para usuarios finales. Esto se 
quiere hacer desde el punto de vista de la provisión efectiva de servicios de confianza 
tales como la gestión de identidades y credenciales, autenticación, autorización y firma 
electrónica y también desde el punto de vista de la generación de aplicaciones en la 
nube que consuman los servicios de confianza como la firma electrónica de 
documentos. 
Además se consigue migrar la aplicación SmartWrapper para un mejor uso en un 
entorno Microsoft ya que ha sido reprogramada bajo la plataforma .NET. 
La idea del proyecto es integrar todas las tecnologías hasta ahora mencionadas 
de la siguiente manera: 
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• Un usuario desea firmar electrónicamente un documento y accede a la 
aplicación corporativa en Internet. 
• Se autentica en la aplicación con su credencial, que concretamente es una 
Information Card. 
• El proveedor de identidad “Interidy Identity Provider” comprueba la 
credencial y concede el acceso. 
• El usuario envía a la aplicación de firma el archivo que quiere firmar.  
• La aplicación interactúa con el servicio de firma, también alojado en el 
cloud, y devuelve al usuario el archivo con la firma.  
534
 
Fig. 1. Arquitectura básica del proyecto 
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II. TECNOLOGÍAS 
5. Tecnologías Microsoft 
5.1 Microsoft .NET 
.NET es un framework que se ejecuta básicamente en Microsoft Windows. Incluye 
una gran cantidad de librerías y soporta varios lenguajes de programación lo cual 
permite la interoperabilidad entre lenguajes (cada lenguaje puede usar código escrito 
en otros lenguajes y permite la interacción entre versiones). La biblioteca .NET está 
disponible para todos los lenguajes que soporta .NET. Los programas escritos bajo 
.NET se ejecutan en un entorno de software (en contraste al entorno hardware), 
conocido como Common Language Runtime (CLR; Entorno Común de Ejecución), que 
es una máquina virtual que provee de servicios importantes como  la seguridad, 
administración de la memoria y captura de excepciones. Estas bibliotecas 
mencionadas conjuntamente con CRL constituyen el framework .NET [4]. 
La Base Class Library (BCL; Biblioteca de Clases Base) aporta la interfaz de 
usuario, acceso a datos, conectividad con bases de datos, criptografía, desarrollo de 
aplicaciones web, algoritmos numéricos y comunicación de redes. Los desarrolladores 
crean software combinando su propio código con las bibliotecas de .NET y bibliotecas 
de terceros. 
A continuación se citan algunas de sus características: 
• Independencia del lenguaje: El framework .NET presenta un Common 
Type System (CTS; Sistema de Tipos Común). La especificación CTS 
define todos los tipos de datos posibles y las construcciones de 
programación soportadas por el CLR y cómo deben o no interactuar entre 
ellas conforme a la especificación de Common Languaje Infrastructure 
(CLI; Infraestructura de Lenguaje Común). Gracias a esta característica, el 
framework .NET soporta el intercambio de instancias de tipos y objetos 
entre bibliotecas y aplicaciones usando cualquiera de los lenguajes de 
.NET. 
• Implementación simplificada: El framework .NET incluye características 
de diseño y herramientas que ayudan a administrar la instalación de 
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software para asegurarse que no existe conflicto con versiones anteriores, 
y que está conforme a los requisitos de seguridad. 
• Seguridad: El diseño está destinado a tener algunas vulnerabilidades, 
tales como desbordamiento de búfer, que pueden ser explotadas por 
software malintencionado. Por ello .NET viene con un modelo común de 
seguridad para todas las aplicaciones.  
• Portabilidad: Pese que en Microsoft nunca han llegado a acabar de 
implementar el framework para otros sistemas excepto para Windows, el 
framework está preparado para ser agnóstico, es decir, funcional bajo 
cualquier sistema. 
5.2 Microsoft Windows Azure 
Azure es la solución cloud de Microsoft lanzada el 1 de Febrero de 2010. Esta 
plataforma se compone de tres servicios: Windows Azure Platform (que se compone a 
su vez de Windows Azure Compute Service y Windows Azure Storage Services), 
Windows Azure AppFabric y Microsoft Azure SQL [5]. 
Windows Azure Compute Service: 
El servicio Windows Azure es el encargado de proporcionar alojamiento de 
aplicaciones y almacenamiento no relacional. Estas aplicaciones deben funcionar bajo 
Windows Server 2008 R2 y pueden estar desarrolladas en .NET, PHP, C++, Ruby,... 
Además del servicio de ejecución, dispone de diferentes mecanismos de 
almacenamiento de datos: tablas NoSQL, blobs, blobs para streaming, colas de 
mensajes o 'drives' NTFS para operaciones de lectura / escritura a disco. 
El alojamiento se realiza en una máquina dedicada con Windows Server 2008 R2. 
Dependiendo de las necesidades de la aplicación se pueden seleccionar diferentes 
perfiles de máquina: número de procesadores, tamaño de la memoria, espacio en 
disco,... 
Windows Azure Storage Services: 
Es parte del Windows Azure Platform y proporciona servicios de almacenamiento 
persistente en un entorno cloud compatible con los servicios del Windows Azure 
Compute Service. Entre los servicios de almacenamiento que ofrece, se encuentran 
servicios de almacenamiento de fichero, de mensajería persistente entre servicios y de 
base de datos. 
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Windows Azure AppFabric: 
Ofrece herramientas para la creación de aplicaciones híbridas, donde una parte 
de la aplicación se ejecutará en la máquina local del usuario y otra parte de la 
aplicación se ejecutará en la nube de Windows Azure. Concretamente AppFabric 
ofrece dos herramientas distintas; Windows Azure AppFabric Service Bus y Windows 
Azure AppFabric Acces Control [6]. 
• AppFabric Service Bus: Ofrece las herramientas necesarias para una 
comunicación escalable entre aplicaciones Windows distribuidas. La 
comunicación entre aplicaciones está basada en servicios web mediante 
mensajes SOAP o REST.  
• AppFabric Acces Control: Gestiona el control de acceso de una 
aplicación remota para que solo las aplicaciones o usuarios que estén 
autorizados puedan acceder a ella.   
Microsoft SQL Azure: 
Es una base de datos relacional basada en la extensión de SQL propietaria de 
Microsoft llamada T-SQL (Transact-SQL) y albergada en la Nube de Microsoft. [7] 
5.3 Windows Communication Foundation 
Windows Communication Foundation (WCF) es el modelo de programación 
unificado de Microsoft para generar aplicaciones orientadas a servicios. Permite a los 
programadores generar soluciones con transacciones seguras y de confianza, que se 
integren en diferentes plataformas y que interoperen con las aplicaciones existentes.  
Windows Communication Foundation (WCF) es un conjunto de aplicaciones que 
sirve para la creación de sistemas que envíen mensajes entre servicios y clientes. La 
misma infraestructura y aplicación se utilizan para crear aplicaciones que se 
comuniquen con otras aplicaciones en el mismo sistema del equipo o en un sistema 
que resida en otra compañía y a la que se obtenga acceso a través de Internet. [8] 
5.4 Microsoft Silverlight 
5.4.1 Rich Internet Application 
Las RIA (de las siglas en inglés de Aplicaciones de Internet Enriquecidas) son 
aplicaciones web que tienen la mayoría de las características de las aplicaciones de 
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escritorio pero ejecutadas por un navegador web estandarizado por medio de un 
plugin o por una máquina virtual. 
Normalmente en las aplicaciones Web, hay una recarga continua de páginas cada 
vez que el usuario pulsa sobre un enlace, formando un tráfico muy elevado entre 
cliente y servidor, llegando muchas veces a recargar la misma página con un mínimo 
cambio. En los entornos RIA, en cambio, no se producen recargas de página, ya que 
desde el principio se carga toda la aplicación en el cliente, y sólo se produce 
comunicación con el servidor cuando se necesitan datos externos como datos de una 
Base de Datos o de otros ficheros externos. 
Las aplicaciones RIA son un nuevo tipo de aplicaciones con más ventajas que las 
aplicaciones Web tradicionales que surge como una combinación de las ventajas que 
ofrecen las aplicaciones Web y las aplicaciones de escritorio. 
Además, las aplicaciones Web tradicionales poseen poca capacidad multimedia, 
es decir, para poder reproducir un archivo multimedia (video o audio) necesitan usar 
un programa externo. En cambio en un entorno RIA, las capacidades multimedia son 
totales gracias a que estos entornos tienen reproductores internos y no hace falta 
ningún reproductor del Sistema Operativo del usuario. 
Existe una gran cantidad de herramientas para la creación de entornos RIA: 
Adobe Flash, Adobe Flex, Adobe Air, AJAX, JavaFX,... Para una mejor integración con 
el proyecto; tal y como  se demostrará durante la implementación; se utiliza Silverlight 
de Microsoft [9]. 
5.4.1.1 Beneficios 
A pesar de que el desarrollo de aplicaciones multimedia para navegadores web 
está mucho más limitado y es más difícil que otro tipo de aplicaciones de escritorio, los 
esfuerzos se justifican por varios motivos: 
• No necesitan instalación (solo es necesario mantener actualizado el navegador 
web). 
• Las actualizaciones hacia nuevas versiones son automáticas. 
• Se pueden utilizar desde cualquier ordenador con una conexión a Internet sin 
depender del sistema operativo que este utilice. 
• Generalmente es menos probable la infección por virus, que utilizando por 
ejemplo programas ejecutables ya que es código alojado en un servidor y 
descargado únicamente en tiempo de ejecución. 
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• Más capacidad de respuesta, ya que el usuario interactúa directamente con el 
servidor, sin necesidad de recargar la página. 
• Ofrecen aplicaciones interactivas que no se pueden obtener utilizando 
solo HTML, incluyendo arrastrar y pegar, cálculos en el lado del cliente sin la 
necesidad de enviar la información al servidor. 
• Evita la problemática del uso de diferentes navegadores al abstraerse de ellos 
a través de un framework. 
5.4.2 Silverlight 
Microsoft Silverlight es una potente herramienta gratuita que nos permite 
desarrollar aplicaciones RIA y agregar funcionalidades multimedia al navegador como 
la reproducción de vídeos,  gráficos vectoriales, animaciones e interactividad, de forma 
similar a lo que hace Adobe Flash. 
Silverlight conserva un modo de gráficos de sistema, similar al del Windows 
Presentation Foundation (WPF) e integra en un solo complemento multimedia, gráficos 
de computador, animaciones e interactividad. La base de su programación es XAML 
(del inglés eXtensible Application Markup Language, Lenguaje Extensible de Formato 
para Aplicaciones en español) y el acceso a los objetos esta dado por C# y Visual 
Basic (aunque la versión 1.0 trabajaba a partir de JavaScript). El XAML puede ser 
usado para marcar los gráficos vectoriales y las animaciones. 
Silverlight soporta playback del formato de video VC-1 en todos los navegadores 
sin requerir el control ActiveX del reproductor de Windows Media. El contenido creado 
con Silverlight sería más "buscable" e "indexable" que aquel creado con Adobe Flash 
por no estar compilado, pues se representa como un texto XAML. 
Con Silverlight es posible cargar dinámicamente  un contenido XML que puede ser 
manipulado a través de una interfaz DOM, una técnica que es compatible con aquellas 
convencionales del lenguaje AJAX. Silverlight tiene un "Downloader" (descargador) 
para tomar scripts u otro medios y guardarlos en el equipo, cuando es requerido por la 
aplicación.  También soporta lenguajes dinámicos de programación como Ruby y 
Python [10]. 
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6. Tecnologías de federación 
6.1 Proveedor de identidad (Identity Provider) 
Los proveedores de identidad tienen como objetivo la custodia de la identidad de 
los usuarios en sus sistemas protegiendo estos datos de accesos no autorizados. Por 
otro lado, los proveedores de identidad se convierten en piezas clave en los sistemas 
de autenticación única debido a los vínculos de confianza que hay entre los 
proveedores de servicios y los de identidad. 
 
Fig. 2. Flujo del proceso de SSO con SAML (Fuente  [11]) 
1. Un usuario intenta acceder a un recurso protegido. 
2. El proveedor del servicio redirige al usuario al proveedor de identidad para la 
autenticación. 
3. El proveedor de identidad pide al usuario las credenciales de autenticación. 
4. El usuario presenta las credenciales que se le piden. 
5. El proveedor de identidad devuelve al usuario al proveedor del servicio con la 
respuesta de autenticación. 
6. El proveedor del servicio presenta el recurso solicitado al usuario. 
Las aserciones intercambiadas suelen expresarse en el estándar SAML. 
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6.2 SAML 
Security Assertion Markup Language (SAML) es un estándar abierto basado en 
XML desarrollado por Security Services Technical Committee de OASIS, que sirve 
para la comunicación de la autenticación de usuarios, la autorización y la información 
de atributos. Tal y como sugiere su nombre, SAML permite a una entidad empresarial 
intercambiar aserciones sobre la identidad, atributos y autorización de un sujeto (una 
entidad que a menudo es un humano). Típicamente este intercambio se produce  entre 
el proveedor de identidad (que es el que produce las aserciones) y el proveedor de 
servicios o Relying Party (que es quien consume las aserciones).  
El problema más importante que SAML intenta resolver es el del Control de 
Acceso Único (Single Sign-On, SSO) en navegadores web, un problema que también 
se aborda en el protocolo OpenID. Las soluciones del Control de Acceso Único son 
muy abundantes a nivel de internet (usando cookies  por ejemplo) pero extendiendo 
estas soluciones a intranet es problemático y ha dejado una gran cantidad de 
tecnologías propietarias no interoperables. 
SAML asume que el usuario se ha inscrito en al menos un proveedor de identidad. 
Este proveedor de identidad se espera que proporcione servicios de autenticación 
local. Sin embargo SAML no especifica cómo deben ser implementados estos 
servicios locales; de hecho, SAML no impone requisitos sobre la implementación de 
los servicios de autenticación local (a pesar de que muchos proveedores de servicios 
sí). 
Por lo tanto un proveedor de servicios confía en el proveedor de identidad para 
identificar al usuario. En el momento de la petición del usuario, el proveedor de 
identidad emite la aserción SAML al proveedor del servicio. Dependiendo del 
contenido de esta aserción, el proveedor del servicio tomara la decisión del control de 
acceso al usuario [12]. 
6.2.1 Bloques de construcción de SAML 
SAML se base en una serie de normas existentes: 
• eXtensible Markup Language (XML): La mayoría de SAML están expresados 
en un dialecto estandarizado de XML, el cual es la raíz del nombre SAML 
(Security Assertion Markup Language). 
• XML Schema: Las aserciones y protocolos SAML están especificados (en 
parte) usando un esquema XML. 
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• XML Signature: Tanto SAML 1.1 como SAML 2.0 usan firmas digitales 
(basadas en firmas XML) para la autenticación y la integridad del mensaje. 
• XML Encryption: Usando XML Encryption, SAML 2.0 puede codificar 
identificadores, atributos y aserciones (las versiones anteriores no tienen esta 
capacidad). 
• Hypertext Transfer Protocol (HTTP): SAML confía en HTTP como protocolo 
de comunicación. 
• SOAP: SAML especifica SOAP, en concreto SOAP 1.1. 
6.2.1.1 Aserciones  y protocolos SAML 
SAML define aserciones y protocolos basados en XML. El término SAML Core 
hace referencia a la sintaxis y semántica general de las aserciones SAML así como al 
protocolo usado en las peticiones y transmisiones de estas aserciones desde una 
entidad a otra. SAML protocol hace referencia a lo que se transmite y no cómo se 
transmite. Entonces SAML Core define aserciones SAML "puras" junto con los 
elementos de petición y respuesta de SAML. 
El SAML Binding determina como se mapean las peticiones y respuestas SAML 
en mensajes estándares o en protocolos de comunicación. Un SAML Binding 
(asíncrono) importantes es el SAML SOAP Binding. 
Un  Perfil SAML es una manifestación concreta de un caso de uso definido 
usando una combinación de aserciones, protocolos y bindings. 
Una aserción SAML contiene un paquete de información de seguridad. 
Una Relying Party interpreta una aserción como se muestra a continuación: 
"La aserción A, que fue emitida en el momento m por el emisor E respecto al 
sujeto S con las condiciones C, es válida". 
Las aserciones SAML, normalmente se transmiten desde el proveedor de 
identidad al proveedor de servicios. Las aserciones contienen afirmaciones que los 
proveedores de servicios pueden usar posteriormente para tomar las decisiones del 
control de acceso, tal y como veremos en la implementación del proyecto. SAML 
contiene tres tipos de afirmaciones: 
1. Afirmaciones de autenticación 
2. Afirmaciones de atributos 
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Fig. 3. Diagrama de flujo 
 
3. Afirmaciones de toma de decisiones de autorización 
Las afirmaciones de autenticación le dicen al proveedor de servicios que el 
usuario se ha autenticado con el proveedor de identidad en un momento concreto y 
usando un método de autenticación en concreto. También puede aparecer otra 
información acerca de la autenticación del usuario (llamado contexto de autenticación). 
Una afirmación de atributos nos dice que el usuario está asociado a una serie de 
atributos. Un atributo es simplemente un nombre con un valor. Las Relying Parties 
usan estos atributos para tomar las decisiones del control de acceso. 
Las afirmaciones de toma de decisiones de autorización nos dicen si el usuario 
tiene permisos para ejecutar la acción A  del recurso R dada la prueba E. 
6.2.2 Caso de uso de SAML 
El caso de uso principal de un SAML es el de Control de Acceso Único (SSO) con 
el navegador web. Un usuario usando un navegador web hace una petición a un 
recurso web protegido por un proveedor de servicios SAML. El proveedor de servicios, 
emite una petición de autenticación al proveedor de identidad SAML a través del 
navegador web. El flujo resultante es el queda representado en el siguiente diagrama: 
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6.2.3 El uso de SOAP 
En el ejemplo de flujo anterior, todos los intercambios representados son del tipo 
front-channel, esto es, el navegador web se comunica con una entidad SAML en cada 
paso que hace. En concreto, no hay ningún intercambio entre el proveedor del servicio 
y el de identidad. Los intercambios front-channel llevan el flujo por un protocolo simple, 
en dónde todos los mensajes se pasan por valor usando un simple GET o POST. 
Alternativamente, para incrementar la seguridad o privacidad, los mensajes 
pueden ser pasados por referencia. Por ejemplo, un proveedor de identidad podría 
enviar una referencia a la aserción SAML (llamada artifact) en vez de transmitir la 
aserción directamente a través del navegador web. A continuación, el proveedor de 
servicio hace una petición de la aserción directamente al proveedor de identidad. Este 
intercambio se hace mediante un mensaje SOAP (SAML sobre SOAP sobre HTTP). 
En general, cualquier intercambio SAML sobre un canal seguro se hace mediante un 
mensaje SOAP. 
6.2.4 Seguridad SAML 
Las especificaciones de SAML recomiendan, y en ocasiones obligan, el uso de 
varios mecanismos de seguridad: 
• SSL 3.0 o TLS 1.0 para la seguridad a nivel de transporte. 
• Firma XML y Encriptación XML para la seguridad a nivel de mensaje. 
Estos requisitos son, a menudo, expresados en términos de autenticación, 
integridad y confidencialidad, dejando la elección de los mecanismos de seguridad a 
los desarrolladores y programadores. 
6.3 Federación 
La identidad federada o federación (en términos tecnológicos) es la relación de la 
identidad electrónica de una persona y sus atributos, a través de múltiples dominios de 
administración. [13] 
Directamente relacionado con la identidad federada está SSO, que es un proceso 
de autenticación del usuario a través de diferentes sistemas o organizaciones. SSO es 
un subconjunto de Federated Identity Management, ya que sólo se refiere a la 
autenticación y sólo se entiende a nivel de interoperabilidad técnica. 
 24 
 
Mediante la identidad federada, los individuos pueden emplear la misma 
identificación personal (típicamente usuario y contraseña) para identificarse en redes 
de diferentes departamentos o incluso empresas. De este modo las empresas 
comparten información sin compartir tecnologías de directorio, seguridad y 
autenticación, como requieren otras soluciones (metadirectorio, Single Sign-On 
(SSO),...). Para su funcionamiento es necesaria la redacción de una serie de normas o 
estándares que definan cómo se debe intercambiar la información entre sistemas. 
Tal y como se explica en el punto 6.2, OASIS ofrece SAML, una especificación 
basada en XML que permite la autenticación cruzada entre dominios. 
6.4 Tarjetas de información (ICards) 
Las Information Cards o tarjetas de información o ICards son identidades digitales 
personales que la gente puede usar en internet. Los selectores de identidad como 
Windows CardSpace, se encargan de gestionar y almacenar las Information Card y las 
presentan en forma de tarjeta de visita, como si se tratara de una cartera virtual. Cada 
una de estas tarjetas tiene  un nombre asociado a ella que permite a los usuarios 
organizar su identidad digital de una manera sencilla y elegir qué atributos de identidad 
desea enviar a otras aplicaciones [14]. 
Se diferencian tres partes a la hora de la interacción de identidad digital con las 
tarjetas de información: 
• Proveedores de identidad (IdP): Emiten las identidades digitales en nombre 
del usuario. Por ejemplo, las empresas deben emitir identidades a sus clientes, 
los gobiernos a los ciudadanos, los emisores de tarjetas de crédito 
proporcionan identidad que permiten el pago, los servicios online pueden 
proporcionar datos verificados como la edad, y los usuarios pueden usar 
identidades "auto-emitidas" que le permiten loguearse en los sitios web. 
• Proveedor de Servicios (Relying Parties): Aceptan tus identidades. Los 
servicios online que usas, aceptan identidades digitales y usan la información 
que les has emitido con tu consentimiento. 
• Selector de tarjetas (Identity Selector): Se trata del agente intermedio que 
interactúa con el usuario mostrándole su cartera digital y las tarjetas de 
identidad de las que dispone. El selector de tarjetas actúa como ayudante del 
usuario en el proceso de autenticación, mostrando la información del sitio que 
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Fig. 4. Autenticación mediante ICards 
requiere la información y verificando su confianza, mostrando al usuario qué 
tarjetas de las disponibles puede utilizar con el proveedor e interactuando de 
forma segura (bajo petición del usuario) con el proveedor de identidad para 
ofrecer los datos al proveedor de servicios. 
 
Las tarjetas de información pretenden eliminar la necesidad de introducir 
contraseñas para el acceso a los proveedores de servicios, puesto que este 
mecanismo, pese a que bien utilizado es relativamente seguro desde el punto de vista 
tecnológico presenta a menudo debilidad en el factor humano.  
En el caso ideal, cada usuario debería mantener una contraseña única para cada 
proveedor de servicios al que quisiera acceder para que el robo de uno de los códigos 
no perjudique al resto de servicios sensibles a los que accede. Pero la limitación de la 
memoria humana a corto plazo hace que este caso sea complicado de realizar a gran 
escala y provocan que a menudo se utilice la misma contraseña continuamente. En 
este aspecto también hay que considerar que el usuario tiende a identificar un 
proveedor de servicios con una apariencia y en este punto es donde las técnicas de 
phishing permiten también atacar al usuario para robarle su identidad.  
Las tarjetas de información persiguen eliminar el peligro del phishing y del mal uso 
de las contraseñas, por un lado ayudando al usuario a identificar el sitio que solicita 
información de una forma visual (en contra de la complejidad de visualizar un 
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certificado de servidor) y protegiendo la contraseña en un entorno local y en la 
comunicación con un proveedor de identidad confiable.  
Las tarjetas de información a su vez tienen un formato abierto para que se puedan 
realizar implementaciones libres de selectores capaces de realizar autenticaciones con 
tarjetas de información.  
6.4.1 Tipos 
El "Identity Selector Interoparability Profile v1.5" especifica dos tipos de 
Information Card que un Identity Selector debería ser capaz de soportar. 
Information Cards personales (también conocidas como auto-emitidas) 
• Fuente de datos: Este tipo de tarjetas tienen como fuente de datos el 
propio usuario y no garantizan la veracidad de los datos por parte de un 
tercero. El usuario es libre de poner en cada campo la información que 
crea más conveniente, tanto si es cierta como falsa.  
• Creación: El usuario puede crearlas en cualquier momento desde su 
selector de tarjetas. La tarjeta permanecerá disponible únicamente para el 
selector de tarjetas que donde ha sido creada excepto si se solicita la 
exportación en un fichero cards para transferirla a otro selector.  
• Localización de la información: En este tipo de tarjetas los datos se 
encuentran contenidos dentro del propio fichero de la tarjeta. Dentro de la 
estructura de la tarjeta se encuentran las etiquetas referentes a cada uno 
de los claims y el valor que el usuario ha asignado. 
Information Cards administradas (Managed Card) 
• Fuente de datos: Este tipo de tarjetas tienen el origen de datos en un 
servidor que actúa como proveedor de identidad. El usuario únicamente 
puede modificar estos datos poniéndose en contacto con el proveedor y 
actualizándolos mediante los mecanismos del proveedor de identidad.  
• Creación: Estas tarjetas son emitidas por el proveedor de identidad bajo la 
petición del usuario. El proveedor de identidad crea una tarjeta que 
contiene las referencias (identificadores) a los claims que el usuario desea 
utilizar y que contiene los datos necesarios para poder contactar con el 
servicio de tokens seguros del proveedor de identidad. Esta tarjeta está 
firmada digitalmente por el proveedor de identidad.  
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• Localización de la información: Los datos se mantienen siempre en el 
proveedor (que mantiene y verifica la autenticidad de los datos) y son 
recuperados de forma remota a petición del usuario mediante tokens 
seguros. El contenido del fichero de la tarjeta se basa en un listado de 
identificadores de claims, unos parámetros para la conexión de los 
selectores con el proveedor de identidad y la especificación del tipo de 
credencial de autenticación necesaria para la conexión con el proveedor 
de identidad. 
6.4.2 Protocolo de autenticación  
 
Fig. 5. Esquema de autenticación con ICards (Fuente  [15]) 
En una autenticación por ICard se produce siempre un flujo de datos como el de la 
Fig. 5 aunque a veces, en casos más simples algunos de los pasos no son evidentes.  
1. En primer lugar el flujo comienza cuando el usuario ha accedido a algún 
recurso o servicio de una Relying Party y esta le ofrece la posibilidad de 
autenticarse con una ICard.  
2. En el momento en que el usuario acepta este tipo de autenticación se produce 
una comunicación entre la Relying Party y el selector, en la que se 
intercambian las políticas y el conjunto de datos que necesita la Relying Party 
para autenticar al usuario.  
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3. El selector, una vez obtenidos los campos requeridos, analiza todas las tarjetas 
que él mismo administra para mostrar de forma visual únicamente las que 
cumplen los requisitos de la Relying Party.  
4. Tras el filtrado, el selector pide la participación del usuario, mostrándole las 
tarjetas adecuadas y la información, visualmente comprensible, sobre quien 
solicita esos datos. El usuario en este momento debe decidir e indicar al 
selector qué tarjeta prefiere usar.  
5. Una vez decidida la tarjeta a mostrar el selector debe obtener los datos de esta 
tarjeta del proveedor de identidad asociado (IdP + STS) en forma de tokens 
(paquete firmado por el proveedor de identidad con los datos del usuario). Para 
ello analiza el contenido de la tarjeta y le hace una petición de los datos que 
necesita con las credenciales que el usuario introduce.  
6. Si los datos son correctos y el IdP considera que la petición que le realizan 
cuenta con el permiso del usuario (credenciales aportadas) devuelve al selector 
un conjunto de tokens firmados con los datos que ha solicitado.  
 
7. El selector muestra al usuario los datos que va a enviar a la Relying Party y le 
pide permiso para enviárselos.  
8. Tras la concesión del permiso del usuario los datos son mandados y en caso 
de que la Relying Party acepte los datos se producirá la autenticación y el 
acceso al recurso.  
 
Los pasos 1-4 y 7-8 son inmutables en el proceso para todos los tipos de tarjeta, 
pero los pasos 5 y 6 cambian en el caso de que la tarjeta sea personal. En este caso 
no es que el escenario sea diferente, sino que al estar los datos guardados localmente 
en la tarjeta el selector lo realiza sin comunicación al exterior y habitualmente sin 
credenciales (a no ser que el usuario las haya especificado explícitamente) actuando 
como proveedor de identidad. Los datos que envía en este caso el selector, previa 
autorización del usuario, van firmados con las claves RSA del selector para que el 
proveedor de servicios pueda verificarlos respecto a los datos que previamente fueron 
facilitados por el usuario (o para futuras autenticaciones). 
6.5 Identity Broker 
La función principal de un broker de identidad es: 
 29 
 
- Acceder a recursos de información autoritativa, es decir, a las credenciales 
del usuario. 
- Generar claims entre el usuario final y la relying party. 
El broker de identidad es un proveedor de identidad que usa la información de 
alguien más para emitir sus propios claims, asumiendo la responsabilidad del 
proveedor de identidad. El broker de identidad muestra las fuentes que usa para crear 
el claim/aserción y lo añade como metadato del claim/aserción. [16] 
6.5.1 Caso de uso 
Imaginemos un escenario en donde una relying party admite las aserciones de 
varios proveedores de identidad. La relying party debería de interpretar y adaptarse 
para ser capaz de interpretar cada una de las aserciones que le llegan. En vez de esto 
pasa a confiar en un sólo proveedor de identidad, que hará de broker de identidad. 
La función de este broker será la de interceptar y adaptar todas las aserciones 
que originalmente se dirigían a la relying party de manera que emita un único tipo de 
aserción fácilmente interpretable por esta relying party. 
 
 
Fig. 6. Funcionamiento del Identity Broker 
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6.6 Secure Sockets Layer (SSL) 
Secure Sockets Layer (SSL; protocolo de capa de conexión segura) y su sucesor 
Transport Layer Security (TLS; seguridad de la capa de transporte) son protocolos 
criptográficos que proporcionan comunicaciones seguras por una red, típicamente 
Internet. TLS y SSL codifican segmentos de conexiones de red sobre la capa de 
transporte, usando métodos de criptografía simétrica  y mensajes de autenticación 
cifrados mediante clave para la confianza del mensaje.  
Durante una conexión SSL, cliente y servidor negocian el estado de la conexión 
mediante el procedimiento de hanshaking. Durante este hanshaking cliente y servidor 
se ponen de acuerdo en varios parámetros usados para la conexión segura. 
• El handshake comienza cuando un cliente intenta conectarse a un servidor 
con SSL habilitado presentando una lista de funciones de cifrado 
soportados. 
• De esta lista, el servidor selecciona la que tenga la función de cifrado más 
fuerte y se lo notifica al cliente. 
• El servidor devuelve al cliente su identificación en forma de certificado 
digital. El certificado normalmente contiene el emisor (nombre del 
servidor), la autoridad certificadora de confianza (CA) y la clave pública de 
encriptación. 
• El cliente debe contactar con la autoridad certificadora (la CA que se ha 
mencionado) y confirmar la validez del certificado antes de continuar. 
• Para generar las claves de sesión usadas para la conexión segura, el 
cliente cifra un número aleatorio con la clave pública emitida por el servidor 
y envía el resultado al servidor. El servidor debe ser el único de descifrar 
este mensaje mediante su clave privada. 
• Desde el número aleatorio, ambas partes generan los datos clave para el 
cifrado y descifrado de la comunicación. 
Aquí concluye el handshake y con los datos que han generado comienza la 
comunicación segura la cual se cifra y se descifra en los extremos hasta que se cierra 
la conexión.  [17][18] 
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7. Tecnologías Safelayer 
7.1 TrustedX 
TrustedX es una plataforma basada en SOA, desarrollada por la empresa 
Safelayer Secure Communications, S.A cuyo objetivo es simplificar el uso de servicios 
de confianza basados en Infraestructuras de Clave Pública para firma electrónica, 
protección de datos y cualquier tipo de gestión de identidad electrónica. [1] 
La plataforma TrustedX incluye: 
• Un conjunto de servicios globales y estándares de seguridad basados en PKI. 
• Soporte para la gestión centralizada de usuarios y recursos para el control de 
acceso a los servicios, aportando además, control de acceso único y 
federación. 
• La gestión uniforme y centralizada de información de log y su auditoria. 
Dada su arquitectura orientada a servicios la integración con otras plataformas o 
aplicaciones resulta muy sencilla, reduciendo la complejidad que hasta la fecha 
suponía el dotar a cualquier aplicación de mecanismos de seguridad y PKI. Las 
funcionalidades que incluye la plataforma son las siguientes: 
• Firma electrónica: permite la verificación y generación de firmas. Se 
reconocen diferentes prestadores de certificación y se permite generar y 
custodiar evidencias electrónicas necesarias para que las firmas puedan ser 
verificadas a lo largo del tiempo. 
• Protección de datos: permite la protección de datos y su custodia 
garantizando el mantenimiento a lo largo del tiempo y el acceso a éstos por 
parte de entidades autorizadas. 
• Gestión de claves: permite registrar, revocar, consultar y verificar las claves 
de las entidades. 
• Autenticación, autorización y control de acceso: a través de un servicio 
común, se permite la autenticación, autorización y control de acceso de las 
entidades registradas haciendo posible el control de acceso único en toda la 
plataforma. 
• Gestión de objetos y entidades: se proporciona un modelo de información 
uniforme basado en XML para todos los objetos y entidades de la plataforma, 
enmascarando totalmente formatos, localizaciones, fuentes de información, etc. 
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Se ofrecen funciones de registro, consulta y modificación de la información 
sobre entidades. 
• Auditoria y accounting: se gestiona de forma centralizada y uniforme toda la 
información de logs de todos los servicios así como la información de uso y/o 
consumo de los mismos. 
7.1.1 Servicios de TrustedX 
A continuación se describen brevemente los servicios de TrustedX que se usarán 
durante el proyecto. 
7.1.1.1 Servicio de autenticación y autorización 
La autenticación es el proceso por el que se verifica la identidad de una entidad 
(usuario, dispositivo o sistema) mediante la comprobación de credenciales de acceso. 
La autorización es el proceso de concesión a una entidad, de los derechos de acceso, 
completos o restringidos, a un recurso. 
El componente de autenticación y autorización de TrustedX usa aserciones SAML 
para proporcionar declaraciones de identidad, atributos y autorización. Las reglas que 
gobiernan las decisiones de autorización pueden gestionarse directamente en 
TrustedX mediante políticas o bien se pueden delegar en un servicio externo (Policy 
Decision Point externo), mediante el estándar XACML. 
En el proceso de autenticación, los usuarios proporcionan sus credenciales a las 
aplicaciones para que verifiquen su identidad. A continuación, las aplicaciones 
reenvían las credenciales recibidas a TrustedX, que al verificar la identidad, crea una 
nueva sesión devolviendo un SAML artifact (que es una referencia a la aserción 
SAML). Entonces, el usuario obtiene el artifact SAML que usará en un futuro para 
acompañar a sus peticiones de servicio. 
En el proceso de autorización, los usuarios invocan una petición de servicio 
adjuntando el artifact SAML obtenido previamente. Las aplicaciones interrogan a 
TrustedX mediante una Authorization Decision Query del protocolo SAMLP o un 
Context Request de XACML. Entonces, TrustedX responde con una autorización 
Authorization Decision Statement del protocolo SAMLP o en un Context Response de 
XACML. Finalmente, se obtiene acceso al servicio si TrustedX o un elemento externo 
en el cual TrustedX delega lo autoriza, es decir, si la decisión de autorización es del 
tipo permitida. 
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7.1.1.2 Servicios de generación y verificación de firma 
Los servicios de firma digital de TrustedX permiten la generación y verificación de 
firmas. Se reconocen diferentes entidades de certificación, y se permite generar y 
custodiar evidencias electrónicas para que las firmas puedan ser verificadas a lo largo 
del tiempo. 
El servicio Digital Signature es un servicio de firma electrónica de documentos que 
permite generar firmas básicas en los diferentes formatos reconocidos: PKCS#7/CMS, 
PDFDsig, CAdES, XML-Dsig/XAdES y S/MIME. Junto con éste, Digital Signature 
Verification es un servicio de verificación de firmas electrónicas (incluidas las firmas 
avanzadas o longevas) independiente del prestador, del mecanismo de verificación de 
certificados y del formato de firma. 
Los resultados posibles de un proceso de verificación de firma son: “firma válida”, 
“firma no válida” o “verificación incompleta”. Con el objetivo de complementar estos 
resultados, la plataforma TrustedX incluye en las respuestas de verificación un valor 
numérico, <TrustInfo>, que indica el nivel de confianza que tiene el sistema en una 
autoridad de certificación. Este dato, correspondiente a un nivel de confianza entre 0 y 
3, se calcula mediante un algoritmo propietario y se asiste de la configuración 
asignada manualmente por el administrador del sistema. 
El paso siguiente en la mejora de este proceso consiste en la investigación en 
nuevos mecanismos que permitan un cálculo del nivel de confianza más automático y 
a la vez más fácilmente adaptable a la inclusión de nuevos parámetros 
personalizados. 
7.1.1.3 Servicio de gestión de información 
Unifica en XML los perfiles de objetos y/o entidades: usuarios, aplicaciones, 
servicios web, políticas, certificados, logs, etc. 
Toda la información relativa a la plataforma se puede ver como una gran 
superestructura virtual XML sobre la que se puede consultar cualquier valor utilizando 
únicamente una expresión XPath. 
El uso de este mecanismo simplifica la construcción y administración de todo el 
sistema dado que siempre se utiliza el mismo esquema de información, con una forma 
de acceso única independientemente del repositorio en el que se encuentren los 
distintos datos (Bases de Datos, LDAP, ficheros, etc.) o tengan diferentes formatos, 
etc. 
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7.1.2 Acceso a TrustedX 
La plataforma TrustedX facilita el acceso a todos sus servicios a partir de tres 
mecanismos. 
7.1.2.1 SoapGateway 
La SoapGateway ofrece el mecanismo más tradicional de acceso a los servicios 
web de TrustedX. El acceso se realiza a través de un puerto Gateway, éste representa 
la pasarela común que sirve para procesar peticiones SOAP, ejecutar un servicio 
incluido en el servidor de aplicaciones y construir la respuesta adecuada en formato 
SOAP. De este modo todos los servicios están ligados a este puerto de manera que 
una vez creada la petición SOAP, ésta se envía a TrustedX indicando el servicio que 
se desea consumir. 
La comunicación a través del puerto Gateway está optimizada para soportar el 
envío de documentos XML de gran tamaño por streaming. Éste es requisito 
indispensable dada la naturaleza de los servicios TrustedX, que suelen tratar con 
documentos grandes. 
7.1.2.2 SmartGateway 
SmartGateway es un punto de entrada alternativo a los servicios de TrustedX. 
Tras el puerto SmartGateway se encuentra un pipeline XML que permite la ejecución 
de múltiples servicios a través de un único acceso. La comunicación a través de este 
puerto se optimiza mediante streaming, tanto en la recepción de peticiones como en la 
ejecución de todo el pipeline. 
7.1.2.3 SmartWrapper 
SmartWrapper es una API desarrollada por Safelayer sobre Axis para crear 
aplicaciones cliente que utilicen los servicios de TrustedX. SmartWrapper permite 
generar aplicaciones Java de manera más sencilla ya que evita la complejidad de 
programar utilizando directamente Axis. Aún así es el acceso a las estructuras Axis 
para crear llamadas avanzadas. 
Para invocar un servicio de TrustedX y evaluar su respuesta es necesario crear 
una instancia de la clase Request correspondiente al servicio que se requiera, se 
utilizan las funcionalidades para construir una petición válida (añadir la cabecera de 
autenticación, política utilizada, datos que se van a tratar, etc.) y finalmente se envía la 
petición que devolverá un objeto de tipo Response con los resultados de la operación. 
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Fig. 7. Capas de una aplicación con el uso de SmartWrapper 
SmartWrapper supone una herramienta muy útil para integrar los servicios de 
TrustedX en aplicaciones Java. 
7.2 Interidy Identity Provider 
Interidy IdP es una aplicación desarrollada por la empresa Safelayer que genera 
tarjetas de información y que además actúa como proveedor de atributos de identidad. 
Los usuarios pueden registrar sus datos personales y generar tarjetas de información 
administradas a partir de estos datos que posteriormente pueden usarse en procesos 
de autenticación y para la cumplimentación automática de formularios, siempre 
respetando al máximo la privacidad del usuario, ya que se le ofrece la opción de elegir 
qué información quiere desvelar [19]. 
Las funciones de las que dispone el prototipo de Interidy IdP son: 
• Permite la importación de datos desde fuentes de confianza (DNIe y 
ficheros FOAF/RDF) que hayan sido firmados con la aplicación PKI Trust 
Center. 
• Permite gestionar la información privada del usuario desde su área 
personal protegida con contraseña de manera que se protege la 
información confidencial de los usuarios y que sean estos los únicos 
capaces de modificar sus datos llegando incluso a la total eliminación. 
• Implementa los servicios necesarios para la emisión de tokens seguros 
para autenticaciones con tarjetas de autenticación. 
• Permite a los usuarios solicitar la descarga de su tarjeta de información 
administrada a partir de los datos personales almacenados en el servidor. 
Estas tarjetas se instalan en el selector de tarjetas del usuario para más 
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tarde usarse en procesos de autenticación, tal y como veremos en la 
implementación del proyecto. 
 
 
Fig. 8 Funcionamiento de Interidy IdP (Fuente [3]) 
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III. DISEÑO E IMPLEMENTACIÓN 
Este capítulo detalla el diseño y el funcionamiento de la implementación. Se 
explica cómo un usuario se autentica en el proveedor de identidad y cómo este 
proveedor trata la información del usuario. También habla de cómo Azure, como 
proveedor de servicios, valida las credenciales del usuario y aloja las aplicaciones. Un 
punto importante que también se puntualiza es el proceso de migración de la 
aplicación de SmartWrapper a su versión de la plataforma .NET y la adaptación de 
esta aplicación para su uso en la nube como servicio. 
8. Diseño y arquitectura del sistema 
Para que el proceso de implementación sea más fácil y que el prototipo sea 
confiable, robusto, escalable y fácil de utilizar es necesario pensar en un buen diseño 
previo a la implementación. Un buen diseño permitirá que la aplicación desarrollada 
pueda ser continuada y ampliada con nuevas funcionalidades por terceras personas. 
Por otro lado y muy ligado al diseño, se debe definir la arquitectura del proyecto 
para ayudar a entender el funcionamiento y ver con detalle cada uno de los 
componentes. Todos estos aspectos son los que a lo largo de este capítulo se podrán 
ir viendo. 
8.1 Arquitectura 
En la figura que se muestra a continuación se puede ver el flujo general del 
proyecto. 
 38 
 
 
Fig. 9. Arquitectura completa del proyecto 
En primer lugar, el administrador del cloud inicia las instancias de la aplicación 
corporativa y el servicio. 
1. Un usuario intenta acceder a la url de la aplicación de firma en la nube. 
2. Al no presentar credenciales, la aplicación redirige al usuario hacia la página de 
login. 
3. El usuario hace click en iniciar sesión con ICards y se ejecuta el selector de 
identidad (Windows CardSpace). 
4. El selector de identidad envía las credenciales del usuario a Interidy y éste las 
comprueba. 
5. Interidy retorna un documento SAML al selector de identidad. 
6. El selector de identidad captura y envía el SAML a la aplicación de login. 
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7. La aplicación de login, la cual es a su vez Identity Broker, verifica la 
procedencia del mensaje SAML, lo modifica para adaptarlo a las necesidades 
del cloud y lo vuelve a firmar. 
8. La aplicación de login redirige al usuario a la aplicación de firma de la nube con 
las credenciales correctas, es decir con el documento SAML. La aplicación 
verifica que sea un SAML válido. 
9. El usuario hace uso de la aplicación (ya sea firma o verificación) y se envía la 
petición al servicio de SmarWrapper .NET alojado en el cloud. 
10. El servicio comprueba las credenciales enviadas mediante el servicio de 
federación de metadatos alojado en el servidor Identity Broker. 
11. Se genera el mensaje SOAP con el SAML recibido como cabecera de 
seguridad y se envía a TrustedX. 
TrustedX devuelve la firma XML en caso de ser una solicitud de firma o devuelve 
la información de la verificación en caso de ser una solicitud de verificación de firma. 
Para este proyecto se pensó en las ICards como único método de autenticación. 
Interidy IdP es un proveedor de identidad desarrollado por Safelayer que cuenta, entre 
sus mecanismos de autenticación, las ICards. No obstante, debido a que Interidy emite 
únicamente tokens SAML de atributos y que TrustedX necesita tokens SAML de 
autenticación para realizar firmas,  no era una opción válida contar con Interidy como 
proveedor de identidad. Se opta por añadir un Identity Broker que captura el token 
SAML emitido por Interidy IdP, añade los elementos de autenticación necesarios para 
TrustedX y volver a firmar el token SAML con su propio certificado para mantener la 
integridad del mismo. El Identity Broker a ojos del cloud es por tanto el proveedor de 
identidad, por este motivo el SAML es firmado con su propio certificado y es en el que 
confiará el cloud. 
Mediante la aplicación de administración de Azure, definiremos las reglas de 
autorización de uso de la aplicación de la nube, así como la relación de confianza 
entre Azure y el Identity Broker. Para ello, se le indica a Azure la url donde está 
alojado el servicio de federación de metadatos, que define las reglas de confianza y el 
certificado que se utilizará en la relación. 
Con el token SAML ya preparado por el Identity Broker, el usuario hace uso de la 
aplicación la cual hace llamadas al servicio SmartWrapper .NET enviando el token 
SAML con la información de las credenciales que utilizará para generar la firma en el 
TrustedX alojado en el cloud. 
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8.2 Diseño 
Un aspecto importante del desarrollo del proyecto es definir la apariencia de las 
aplicaciones a las que tiene acceso directo el usuario. Las aplicaciones deben ser 
intuitivas, funcionales, robustas, seguras y por último agradables a la vista. 
8.2.1 Requisitos funcionales 
El proyecto debe cumplir con los siguientes requisitos funcionales: 
- Permitir usar la aplicación: 
o Permitir usar la aplicación de firma y ofrecer la posibilidad de descargar 
la firma en formato XML. 
o Permitir usar la aplicación de verificación de una forma rápida e intuitiva. 
- Permitir el acceso a la aplicación protegida del cloud: Cualquier usuario 
registrado y autorizado ha de poder entrar en la aplicación. Toda información 
referente al usuario (credenciales, información personal, certificados, ...) han 
de viajar cifrados de manera que únicamente tengan acceso a estos datos los 
extremos de la comunicación (el usuario y la aplicación). 
- Impedir la suplantación de identidad: 
o Permitir al usuario cerrar la sesión: Eliminación de cualquier dato 
almacenado en la sesión en el momento del logout. 
o Cerrar sesión al cerrar la aplicación: Eliminar cualquier dato almacenado 
en la sesión cuando se cierre el navegador. 
8.2.2 Casos de uso 
El objetivo final de la aplicación es la de acceder de forma segura a una serie de 
recursos alojados en la nube. 
• Autenticación: Mediante las tarjetas de información se genera el token SAML en el 
proveedor de identidad y se adapta para su uso en la nube. Este token SAML 
contiene una serie de atributos del usuario así como la información de 
autenticación del proveedor de identidad con los que Azure validará y concederá 
acceso al usuario. 
1. Un usuario intenta acceder a una aplicación que requiere credenciales. 
2. Al no presentar credenciales, el usuario es redirigido a una página de login. 
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3. El usuario presenta sus credenciales mediante el ICard que el proveedor 
de identidad le facilitó 
4. Se validan las credenciales en el cloud. 
5. Se concede el acceso al recurso. 
• Firma electrónica: Una de los casos de uso de la aplicación es la de firma 
electrónica.  
1. El usuario autenticado sube a la aplicación un documento; por ejemplo un 
acta oficial. 
2.  Se comprueba que el usuario tiene permisos para utilizar la aplicación 
de firma. 
3. Se firma con TrustedX mediante el servicio de SmartWrapper .NET alojado 
en la nube. 
4. Se muestra el resultado de la firma al cliente ofreciéndole la posibilidad de 
descargar la firma en formato XML. 
• Verificación: La otra función de la aplicación es la de verificar la firma electrónica 
de un documento.  
1. El usuario autenticado sube al servidor tanto el documento firmado como la 
firma. 
2. Se comprueban los permisos del usuario en la nube. 
3. El servicio de SmartWrapper .NET alojado en la nube construye la petición 
de verificación y la envía a TrustedX. 
4. TrustedX devuelve el resultado de la verificación a SmartWrapper .NET y 
se muestra por pantalla. 
• Logout: Para asegurar la privacidad del usuario y evitar su suplantación, tenemos 
la función de logout en donde, ya sea por medio del botón de logout por cierre del 
navegador o por expiración (caduca el tiempo de sesión y del token SAML) se 
eliminan los datos de sesión del usuario. 
 
9. Implementación 
En este capítulo se explica cómo está realizado cada uno de los componentes que 
forman parte del proyecto.  
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Se comenzará explicando todo el proceso de autenticación, cómo funciona el 
Identity Broker, la validación de las information cards y el token saml emitido por el 
proveedor de identidad.  
Después, se explica paso a paso la implementación de SmartWrapper desde su 
migración hasta la elaboración del servicio para su uso en la nube.  
Por último  se explica la implementación de la aplicación de cliente módulo a 
módulo y cómo alojarlo en la nube Azure. 
9.1 Identity Broker 
Cada proveedor de identidad emite sus propios tokens SAML y la mayoría de 
éstos no se ajusta directamente a nuestras necesidades (formatos no admitidos por 
Azure, falta de atributos, falta de credenciales, firma no presente,...). En nuestro caso 
Interidy IdP nos emite un SAML sin los elementos de autenticación necesarios para 
usar TrustedX. 
Un Identity Broker nos permite modificar los tokens SAML para ajustarlo a 
nuestras necesidades de manera que añada los atributos de autenticación. 
La relación de confianza entre Azure y el proveedor de identidad se hace 
mediante el certificado incluido en la firma del token SAML pero al modificarlo con el 
Identity Broker se pierde la integridad de la firma. Así pues, el Identity Broker ha de 
substituir la firma original con su propia firma realizada con un certificado creado por el 
Identty Broker, que es en el que confiará Azure. 
A continuación vemos el token SAML original emitido por Interidy IdP, que nos 
servirá para entender el funcionamiento del Identity Broker: 
<saml:Assertion AssertionID="IAC66A245B2AF56C4412995773501494" IssueInstant="2011-
03-08T09:42:30.149Z" 
Issuer="https://sandbox.safelayer.com/interidyidp/services/Trust" MajorVersion="1" 
MinorVersion="1" xmlns:saml="urn:oasis:names:tc:SAML:1.0:assertion"> 
 <saml:Conditions NotBefore="2011-03-08T09:42:30.149Z" NotOnOrAfter="2011-03-
15T09:42:30.149Z" /> 
 <saml:AttributeStatement> 
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Código 1. Token SAML emitido por Interidy 
Tal y como se puede observar, en el SAML emitido por Interidy vienen una serie 
de atributos (claims) que se utilizarán como reglas de autenticación en Azure. En 
concreto se ha definido en Azure que solamente los usuario que pertenezcan al grupo 
Interidy puedan utilizar la aplicación de firma y verificación. Se puede ver fácilmente 
que ninguno de los atributos emitidos son el grupo al que pertenece el usuario (de 
hecho los atributos que vienen son: PPId, username, verified-claims y verified-
method). Es en este punto en donde entra en juego el Identity Broker que añade a la 
lista de atributos el grupo: 
Código 2. Atributo insertado por Identity Broker 
  <saml:Subject> 
   <saml:SubjectConfirmation>  
 <saml:ConfirmationMethod>urn:oasis:names:tc:SAML:1.0:cm:bearer</saml:Confirma
tionMethod> 
   </saml:SubjectConfirmation> 
  </saml:Subject> 
  <saml:Attribute AttributeName="privatepersonalidentifier" 
AttributeNamespace="http://schemas.xmlsoap.org/ws/2005/05/identity/claims"> 
 <saml:AttributeValue>STuoCL1Dwg2hWhq9ZXeEIhNyHUKlKS4BxBQDFc8uIv4=</saml:Attri
buteValue> 
  </saml:Attribute> 
  <saml:Attribute AttributeName="username" 
AttributeNamespace="http://schemas.informationcard.net/@ics"> 
   <saml:AttributeValue>sergio.serrano</saml:AttributeValue> 
  </saml:Attribute> 
  <saml:Attribute AttributeName="verified-claims" 
AttributeNamespace="http://schemas.informationcard.net/@ics" /> 
  <saml:Attribute AttributeName="verification-method" 
AttributeNamespace="http://schemas.informationcard.net/@ics">  
 <saml:AttributeValue>https://sandbox.safelayer.com/interidyidp/verification-
method/qualified-certificate/2010-08</saml:AttributeValue> 
  </saml:Attribute> 
 </saml:AttributeStatement> 
 <ds:Signature xmlns:ds="http://www.w3.org/2000/09/xmldsig#"> 
  .... 
 </ds:Signature> 
</saml:Assertion> 
<saml:Attribute AttributeName="Group" AttributeNamespace=" 
http://schemas.xmlsoap.org/claims/">  
 <saml:AttributeValue>Interidy</saml:AttributeValue> 
</saml:Attribute> 
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Ya hemos visto cómo añadir al token SAML el atributo necesario para su 
validación en Azure.  
El objetivo final del token SAML generado es, además de conceder la 
autenticación en el cloud, la de utilizarse como token de autenticación en TrustedX, 
enviado en la cabecera de autenticación en los mensajes SOAP de petición de firma y 
verificación. Para ello se deben añadir al token SAML los campos de autenticación 
necesarios.  
A continuación se muestra el resultado de añadir los atributos necesarios para la 
autenticación en Azure, añadir la información de autenticación para TrustedX y firmar 
el documento SAML: 
Código 3. Token SAML emitido por el Identity Broker 
Por último, para mantener la integridad del mensaje, se debe volver a firmar. En 
este caso no se utilizará el certificado con el que se firmó el token original ya que no se 
<saml:Assertion AssertionID="I_..." IssueInstant="2011-03-08T09:42:30.149Z" 
Issuer="https://sandbox.safelayer.com/interidyidp/services/Trust" MajorVersion="1" 
MinorVersion="1" xmlns:saml="urn:oasis:names:tc:SAML:1.0:assertion"> 
 <saml:Conditions NotBefore="2011-03-08T09:42:30.149Z" NotOnOrAfter="2011-03-
15T09:42:30.149Z" /> 
<saml:AuthenticationStatement AuthenticatioInstant="2011-03-08T09:42:30.149Z" 
AuthenticationMethod="urn:oasis:names:tc:SAML:1.0:am:password" > 
 <saml:Subject> 
  <saml:NameIdentifier value="CN=sergio.serrano"     
   Format="urn:oasis:names:tc:SAML:1.1:nameid-format:X509SubjectName"/> 
  <saml:SubjectConfirmation> 
  <saml:ConfirmationMethod value="urn:oasis:names:tc:SAML:1.0:cm:bearer"/> 
 </saml:Subject> 
</saml:AuthenticationStatement> 
<saml:AttributeStatement> 
  <saml:Subject> 
   <saml:SubjectConfirmation>  
 <saml:ConfirmationMethod>urn:oasis:names:tc:SAML:1.0:cm:bearer</saml:Confirma
tionMethod> 
   </saml:SubjectConfirmation> 
  </saml:Subject> 
 .... 
  <saml:Attribute AttributeName="Group" AttributeNamespace="   
   http://schemas.xmlsoap.org/claims/">     
   <saml:AttributeValue>Interidy</saml:AttributeValue> 
  </saml:Attribute> 
</saml:Assertion> 
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dispone de esta información (el certificado es privado y sólo lo conoce Interidy) sino 
que se utilizará uno propio que, como veremos más adelante, es en el que se confiará 
para establecer la relación de confianza con el cloud. 
9.1.1 SSL 
Para que el intercambio de tokens SAML entre Interidy IdP, Identity Broker y 
Azure sea seguro, es necesario cifrar toda la información mediante "Secure Socket 
Layer". 
Tal y como se ha definido anteriormente, SSL es un protocolo criptográfico que 
proporciona comunicaciones seguras por una red, típicamente Internet.  
Microsoft .NET dispone de las clases necesarias para efectuar la codificación y 
decodificación mediante SSL. El código que se muestra a continuación descodifica el 
mensaje proveniente de Interidy que se lanza a través de nuestra ICard en el momento 
de la autenticación. 
Código 4. Decodificación y tratamiento del token SAML 
La clase token que aparece en la primera línea del código, decodifica el token 
SAML mediante el certificado de la conexión. Una vez declarado, se tiene acceso a 
todas las propiedades del token SAML incluido o el propio SAML. 
Token token = new Token(codedXML); 
saml = token.getSaml(); 
var sb = new StringBuilder(); 
var settings = new XmlWriterSettings 
{ 
 OmitXmlDeclaration = true, 
 Encoding = Encoding.UTF8 
}; 
using (var stringWriter = new StringWriter(sb)) 
using (var xmlWriter = XmlWriter.Create(stringWriter, settings)) 
using (var dictionaryWriter = 
XmlDictionaryWriter.CreateDictionaryWriter(xmlWriter)) 
{ 
 var samlAssertSerializer = new SamlSerializer(); 
 var secTokenSerializer = new WSSecurityTokenSerializer(); 
 saml.WriteXml(dictionaryWriter,samlAssertSerializer,secTokenSerializer); 
} 
samlAssert = sb.ToString(); 
XmlElement parsedxml = parser(samlAssert); 
String newsaml = xmldsig(parsedxml); 
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9.1.2 Integración del Identity Broker con la Nube  
A continuación se explica cómo Azure establece una relación de confianza con el 
Identity Broker. 
Las opciones de proveedor de identidad con la que cuenta la plataforma Azure 
son las siguientes: Windows Live, Yahoo, Google, Facebook y Active Directory 
Federation Services. Como podemos observar ninguna de estas opciones 
corresponde a nuestro Identity Broker. Pero sí que encontramos en la lista un 
elemento que puede resultar interesante: Active Directory Federation Services v2 
(ADFSv2). 
ADFS es un servicio disponible en los servidores Windows que emiten un XML 
llamado metadatos federados que contienen la información que se solicite del Active 
Directory instalado en el servidor. A continuación se muestra un XML típico emitido por 
ADFSv2: 
 
<EntityDescriptor ID="_e8b27c27-131a-48cc-9938-9a16399093c9" 
entityID="https://localhost/localsts/Trust/13/UserName" 
xmlns="urn:oasis:names:tc:SAML:2.0:metadata"> 
 <ds:Signature xmlns:ds="http://www.w3.org/2000/09/xmldsig#"> 
 ... 
 </ds:Signature> 
 <RoleDescriptor xsi:type="fed:SecurityTokenServiceType" 
protocolSupportEnumeration="http://docs.oasis-open.org/wsfed/federation/200706" 
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
xmlns:fed="http://docs.oasis-open.org/wsfed/federation/200706"> 
  <KeyDescriptor use="signing"> 
   <KeyInfo xmlns="http://www.w3.org/2000/09/xmldsig#"> 
    <X509Data> 
     <X509Certificate>...</X509Certificate> 
    </X509Data> 
   </KeyInfo> 
  </KeyDescriptor> 
  <fed:ClaimTypesOffered> 
   <auth:ClaimType 
Uri="http://schemas.xmlsoap.org/ws/2005/05/identity/claims/name" Optional="true" 
xmlns:auth="http://docs.oasis-open.org/wsfed/authorization/200706"/> 
  </fed:ClaimTypesOffered> 
  <fed:SecurityTokenServiceEndpoint> 
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Código 5. Metadatos emitidos por ADFSv2 
Azure comprueba el emisor y el certificado que emite éste para establecer la 
relación de confianza con el Active Directory. 
Podemos alojar un servicio en un servidor con IIS el cual simule un ADFS pero 
con las características que nos interesen. En concreto utilizaremos un certificado 
propio y modificaremos la url del emisor para que concuerde con la de nuestro Identity 
Broker, así cuando Azure establezca la relación de confianza sea con nuestro 
certificado y a nuestra url del Identity Broker. 
9.2 Configuración del cloud 
9.2.1 Configuración de Windows Azure 
Windows Azure ayuda a los desarrolladores a construir, hospedar y escalar 
aplicaciones web a través de servidores Microsoft. 
Tal y cómo se explica en el punto 5.2, la plataforma Azure está constituida por 
cuatro servicios: Servicio Windows Azure, Servicio SQL Azure, Servicio AppFabric y 
Servicio Marketplace. 
En este punto explicaremos los pasos necesarios para configurar el Access 
Control, que es un componente dentro del servicio AppFabric, y cómo hospedar 
nuestra aplicación en la nube. 
9.2.1.1 Access Control 
El primer paso es crear un nuevo proyecto en el panel de control de AppFabric 
[http://windows.azure.com]. Para ello es necesario disponer de una cuenta en Azure. 
En la web de AppFabric seguiremos los siguientes pasos: 
1. Introducir las credenciales de Windows Live ID para acceder a la cuenta de 
Windows Azure. 
2. Hacer click en Access Control dentro de la sección AppFabric. 
   <EndpointReference xmlns="http://www.w3.org/2005/08/addressing"> 
 <Address>https://localhost/localsts/Trust/13/UserName</Address> 
   </EndpointReference> 
  </fed:SecurityTokenServiceEndpoint> 
 </RoleDescriptor> 
</EntityDescriptor> 
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3. Ahora creamos el Service Namespace para nuestro proyecto. El Service 
Namespace es un espacio de nombres sobre el que trabaja el Service Bus y el 
Access Control de Azure que sirve para organizar las urls de los servicios que 
se publicarán. Para crearlo hacemos click en "New Namespace". 
 
 
 
 
 
 
 
 
4. Elegimos la suscripción dónde alojaremos nuestro espacio de nombres. 
Escribimos el Service Namespace que queremos (debe de ser único), la región 
en donde alojaremos nuestros servicios y pulsamos "OK". 
 
 
 
 
 
 
 
Fig. 10. Menú del AppFabric en Azure
Fig. 11. Menú del Access Control de AppFabric
Fig. 12. Creación de un nuevo Service Namespace
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5. Por último se accede al Service Namespace que se acaba de crear para 
comprobar que se ha creado correctamente y se copia la clave simétrica para 
poder acceder a la consola de administración del espacio de nombres, como se 
verá más adelante. 
Configuración de AppFabric para aceptar un nuevo proveedor de identidad 
1. Iniciar la aplicación Access Control Service Management Browser de 
Microsoft que sirve para administrar el Access Control Service de nuestro 
Windows Azure. Para conectarse hay que indicar nuestro Service 
Namespace y la clave simétrica generada en el punto anterior. 
2. Crear una nueva Token Policy indicando el nombre de la política, el tiempo de 
vida y generando una nueva clave de firma. 
 
 
 
 
 
 
 
 
 
3. Crear un nuevo emisor (Issuer) que son los datos de nuestro proveedor de 
identidad especificando el nombre identificativo, el algoritmo con el que se 
comunica y la URL segura dónde se aloja el proveedor de identidad. 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 13. Creación de una Token Policy en ACS Management Browser
Fig. 14. Creación de un nuevo emisor en ACS Management Browser
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4. Crear un nuevo ámbito de aplicación (Scope) diciéndole el nombre 
identificativo, la URL del recurso al que se le aplicará la protección y el Token 
Policy. 
 
 
 
 
 
 
 
5. En el ámbito de aplicación que se acaba de crear, generamos una nueva regla 
en la que se define el nombre identificativo, el tipo de regla, los claims de 
entrada y los claims de salida. 
 
 
 
 
 
 
 
 
 
 
 
 
 
6. Por último se guardan los cambios en el cloud. 
9.3 Servicio SmartWrapper 
SmartWrapper es la aplicación desarrollada bajo la plataforma Java que construye 
los mensajes SOAP que posteriormente se envían a TrustedX. Puesto que la gran 
parte del proyecto se basa en tecnologías Microsoft, para una mejor integración es 
indispensable disponer de esta aplicación en su versión de la plataforma .NET. 
Fig. 15. Creación de un nuevo ámbito de aplicación en ACS Management Broser 
Fig. 16. Creación de una nueva regla en ACS Management Browser
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De todos los lenguajes de los que dispone el framework .NET se decide 
implementar en C# ya que es el lenguaje con mayor documentación y ejemplos en 
línea. 
Además, no solo se migrará la aplicación de lenguaje sino que también es 
necesario desarrollar un servicio que con consuma las funciones de la aplicación en 
.NET, adaptado para el uso en Azure, el cloud de Microsoft. 
9.3.1 Migración de la API a .NET 
Tal y como se explica en el punto 7.1.2.3, SmartWrapper es una aplicación 
desarrollada por Safelayer sobre AXIS para crear aplicaciones cliente que utilicen los 
servicios de TrustedX. 
Para una completa integración en el entorno Microsoft de este proyecto, es 
necesaria la migración de la aplicación SmartWrapper de su versión en la plataforma 
JRE a la versión en la plataforma Microsoft .NET. En concreto se pretende migrar del 
lenguaje Java a C#.  
Esta migración no es trivial, ya que SmartWrapper está construido para AXIS que 
es un conjunto de librerías exclusivas de Java. Sin embargo, esta integración es 
posible dado que .NET es una arquitectura diseñada específicamente para dar soporte 
a los servicios web (integrando una implementación de SOAP con soporte de Web 
Service Description Language – WSDL que describe el servicio Web que implemente y 
que por tanto, se puede generar desde dicha descripción, mediante las herramientas 
adecuadas, una clase proxy).  
9.3.1.1 Entorno de desarrollo para aplicaciones cliente con .NET 
En esta sección se detallan consideraciones que deben tenerse en cuenta al 
desarrollar con .NET clientes para los servicios de TrustedX. 
Aplicaciones para desarrollar clientes con .NET: El sistema debe contar con 
.NET 1.1 SDK o superior y WSE 2.0 SP3 o superior. 
Esquemas para desarrollar clientes con .NET: Igual que en Axis de Java, para 
generar las clases proxy se utilizan versiones locales de los esquemas XML y los 
documentos WSDL modificados. De esta manera se pueden incluir todos los 
elementos que permite el protocolo para generar los servicios web de la plataforma. 
Certificados para desarrollar clientes con .NET: Para invocar servicios que 
emplean autenticación SSL con el servidor, el almacén de certificados de Windows 
debe contener el certificado de la CA que firma el certificado del servidor. Si el 
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certificado de la CA no está instalado, sólo es posible conectar con el servidor 
modificando el comportamiento de validación de certificados de .NET. En concreto, 
esta modificación requiere de los siguientes pasos: 
1. Crear una clase que herede de System.Net.ICertificatePolicy y modificar el 
método CheckValidationResult. 
2. Asignar un objeto de esta nueva clase al atributo 
System.Net.ServicePointManager.CertificatePolicy. Para autenticación de 
cliente, .NET proporciona una propiedad ClientCertificate en las clases proxy 
cliente que permite añadir desde código el certificado cliente utilizado en la 
autenticación. 
Elementos no soportados por los servicios de TrustedX: Web Service 
Enhancements (WSE) de Microsoft permite enviar tokens (mediante código o 
herramientas que automatizan el tratamiento de seguridad de los mensajes). No 
obstante, WSE también incorpora elementos de WS-Security no soportados por los 
servicios de TrustedX. Esta situación no supone problema alguno porque el servidor 
simplemente ignora las cabeceras SOAP que no entiende. También se puede 
modificar el pipeline de WSE para anular los filtros que añaden elementos de 
seguridad no necesarios para los servicios de TrustedX. 
TrustedX emplea el elemento SecurityTokenRerference para enviar información 
de autenticación. No obstante, dicho elemento no se puede emplear desde código (e 
insertarlo como token). Para esta situación existen dos posibles soluciones: 
• Manipular el mensaje XML de salida directamente (desde un filtro de salida del 
pipeline de WSE) e introducir el contenido XML del token deseado. 
• El método elegido para el proyecto: emplear el mecanismo WSE para crear 
tokens personalizados XML. En concreto, deben seguirse los siguientes pasos: 
1. Crear una clase que herede la siguiente clase: 
Microsoft. Web. Services2.Security.Tokens.SecurityToken 
En concreto, en esta clase se definen los métodos GetXml y 
LoadXml. 
2. Registrar un SecurityTokenManager que cree un token del tipo 
seleccionado a partir de los métodos implementados. 
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3. Insertar en la cabecera security de cada mensaje un token de este tipo 
(en el anexo B.1 se muestra el código para crear cabeceras de seguridad 
e insertarlas) 
9.3.1.2 Gestión de información 
A continuación se explica cómo crear peticiones de información (para el servicio 
EP de TrustedX) mediante .NET de Microsoft. 
En primer lugar, deben generarse las clases Proxy del servicio. Para ello se hará 
utilizando la herramienta incluida en el SDK de WSE llamada wsdl.exe. 
Para generar las clases proxy de los clientes del servicio de información mediante 
wsdl.exe debe ejecutarse la siguiente línea de comandos: 
 wsdl /o:ep.cs ep.wsdl /protocol:SOAP 
De esta manera, en un fichero (ep.cs) se genera el código C# con las clases 
necesarias para invocar el servicio. 
Para utilizar las extensiones WSE desde la clase proxy  
 
1. Modificar el contenido del fichero para que las clases DSVBinding (del 
servicio de verificación) y EP hereden de la siguiente clase  
Microsoft.Web.Services3.WebServicesClientProtocol, en lugar de 
heredar de la clase 
System.Web.Services.Protocols.SoapHttpClientProtocol. 
2. Añadir el fichero generado al código fuente del cliente.  
3. Compilar con la librería de WSE 2.0 (Microsoft.Web.Services.dll).  
Una vez generada la clase proxy ya se puede comenzar con la migración de las 
clases Java a .NET: 
• SmartReadRequest y SmartReadResponse: Genera el mensaje SOAP con una 
petición de lectura de un XPath determinado. 
• SmartCountRequest y SmartCountResponse: Genera el mensaje SOAP con 
una petición de contar el número de elemento en el EP para un XPath 
determinado. 
• SmartDeleteRequest y SmartDeleteResponse: Genera el mensaje SOAP con 
una petición de eliminación del contenido del EP hallado en un cierto XPath. 
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• SmartInsertRequest y SmartInsertResponse: Genera el mensaje SOAP con 
una petición de inserción de un nuevo contenido en el EP en un determinado 
XPath. 
• SmartSearchRequest y SmartSearchResponse: Genera el mensaje SOAP con 
una petición de busqueda de contenido en el EP en un determinado XPath. 
Retorna verdadero en caso de que esa información exista. 
• SmartUpdateRequest y SmartUpdateResponse: Genera el mensaje SOAP con 
una petición de actualización del contenido del EP hallado de un determinado 
XPath. 
El anexo B.3 muestra un ejemplo de uso de las clases del EP. 
9.3.1.3 Autenticación y autorización 
Esta sección explica cómo crear peticiones de autenticación (para el servicio AA 
de TrustedX) mediante la herramienta .NET. 
Primero deben generarse las clases necesarias para invocar la operación de 
autenticación. Como en el caso anterior, generamos las clases proxy desde la 
siguiente línea de comandos:  
wsdl /o:aa.cs aa.wsdl oasis-sstc-saml-schema-assertion-1.1.xsd oasis-200401-
wss-wssecurity-secext-1.0.xsd oasis-sstc-saml-schema-protocol-1.1.xsd oasis-200401-
wss-wssecurity-utility-1.0.xsd xmldsig-core-schema.xsd  
De esta manera, se genera un fichero (aa.cs) que contiene la especificación en 
lenguaje C# de las clases necesarias para invocar el servicio en cualquiera de sus 
puertos.  
Al generar las clases proxy, se deben importar los ficheros con los WSDL y 
esquemas XML necesarios para crear los clientes de ambos servicios. En la siguiente 
tabla se muestra una descripción de estos ficheros.  
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Fichero  Descripción  
aa.wsdl  WSDL del servicio (con la definición de 
los cuatro puertos).  
oasis-sstc-saml-schema-assertion-
1.1.xsd oasis-sstc-saml-schema-protocol-
1.1.xsd  
Esquemas de SAML 1.1  
oasis-200401-wss-wssecurity-secext-
1.0.xsd oasis-200401-wss-wssecurity-
utility-1.0.xsd  
Esquemas de WS-Security.  
Xmldsig-core-schema.xsd  Esquema de XML-DSig.  
Tabla 1. Documentos necesarios para generar la clase proxy aa 
 
Para utilizar las extensiones WSE desde la clase proxy  
 
1. Modificar el contenido del fichero para que todas las clases Binding generadas 
(i.e. AuthNBinding, LogoutBinding, AuthZBinding y SamlQueryBinding) hereden 
de la siguiente clase:  Microsoft.Web.Services3.WebServicesClientProtocol, en 
lugar de heredar de la clase: 
System.Web.Services.Protocols.SoapHttpClientProtocol. 
2. Añadir el fichero generado al código fuente del cliente.  
3. Compilar con la librería de WSE 2.0 (Microsoft.Web.Services.dll).  
 
Una vez generada la clase proxy ya se puede comenzar con la migración de las 
clases Java a .NET: 
• SmartAuthNRequest y SmartAuthNResponse: Realiza las peticiones de 
autenticación (AuthN) al servicio AA de TrustedX. Por defecto realiza peticiones 
de tipo agente (que no requieren incluir credenciales en la cabecera). 
• SmartAuthZRequest y SmartAuthZResponse: Realiza las peticiones de 
autorización (AuthZ) al servicio AA de TrustedX. 
• SmartLogoutRequest y SmartLogoutResponse: Finaliza una sesión en 
TrustedX. 
9.3.1.4 Firma Digital 
En esta sección se explica cómo crear el servicio de firma y cómo crear peticiones 
a éste servicio mediante .NET. 
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En primer lugar, se debe generar la clase proxy del servicio. En concreto, 
generaremos esta clase proxy  mediante la herramienta wsdl.exe: 
wsdl /o:ds.cs DigitalSignature.wsdl oasis-dss-10-core-schema-wd-27.xsd sly.xsd 
xml.xsd oasis-sstc-saml-schema-assertion-1.1.xsd oasis-sstc-saml-schema-protocol-
1.1.xsd XAdES.xsd xenc-schema.xsd xmldsig-core-schema.xsd   
De esta manera, se genera un fichero (ds.cs) que contiene la especificación en 
lenguaje C# de las clases necesarias para invocar el servicio en cualquiera de sus 
puertos.  
Al generar las clases proxy, se deben importar los ficheros con los WSDL y 
esquemas XML necesarios para crear los clientes de ambos servicios. En la siguiente 
tabla se muestra una descripción de estos ficheros. 
Tabla 2. Documentos necesarios para generar la clase proxy ds 
Una vez generada la clase proxy ya se puede comenzar con la migración de las 
clases Java a .NET: 
• SmartSignRequest y SmartSignResponse: Construye la petición de firma al 
servicio DS de TrustedX y obtiene la respuesta. 
• SmartSignatureResult y SmartSignatureResultProxy: Dan formato a la 
respuesta y le añaden datos. 
En el anexo B.5 se muestra un ejemplo de firma en .NET  
Fichero Descripción 
DigitalSignature.wsdl WSDL de los servicios de firma de la 
plataforma. 
Oasis-dss-10-core-schema-wd-27 Esquema DSS (en su versión wd-27) de 
Oasis modificado con los elementos de 
los perfiles TWS. 
sly.xsd Esquema del espacio de nombres propio 
de TWS. 
Oasis-sstc-saml-schema-assertion-
1.1.xsd 
Esquemas SAML 1.1 
Oasis-sstc-saml-schema-protocol-1.1.xsd 
XAdES.xsd Esquema XAdES v 1.2.2 
Xenc-schema.xsd Esquemas de XML-DSig y XML-Enc- 
Xmldsig-core-schema.xsd 
Xml.xsd Esquema relativo a elementos XML. 
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9.3.1.5 Verificación de Firma Digital 
De manera muy similar a la generación de firmas digitales, vamos a explicar cómo 
generar las clases para la verificación de firmas digital que, conjuntamente con la 
generación de firmas digitales, formará parte de la aplicación que se alojará en la 
nube. Igualmente generaremos las clases proxy mediante la herramienta wsdl.exe 
disponiendo de los documentos necesarios con el siguiente comando:  
wsdl /o:Client.cs SignatureVerify.wsdl oasis-dss-10-core-schema-wd-27.xsd 
sly.xsd xml.xsd oasis-sstc-saml-schema-assertion-1.1.xsd oasis-sstc-saml-schema-
protocol-1.1.xsd XAdES.xsd xenc-schema.xsd xmldsig-core-schema.xsd 
En la siguiente tabla se muestra una descripción de los ficheros utilizados en el 
comando: 
Fichero Descripción 
SignatureVerify.wsdl WSDL de los servicios de verificación  de 
la plataforma. 
Oasis-dss-10-core-schema-wd-27 Esquema DSS (en su versión wd-27) de 
Oasis modificado con los elementos de 
los perfiles TWS. 
sly.xsd Esquema del espacio de nombres propio 
de TWS. 
Oasis-sstc-saml-schema-assertion-
1.1.xsd 
Esquemas SAML 1.1 
Oasis-sstc-saml-schema-protocol-1.1.xsd 
XAdES.xsd Esquema XAdES v 1.2.2 
Xenc-schema.xsd Esquemas de XML-DSig y XML-Enc- 
Xmldsig-core-schema.xsd 
Xml.xsd Esquema relativo a elementos comunes 
de XML. 
Tabla 3. Documentos necesarios para generar la clase proxy dsv 
Una vez generada la clase proxy ya se puede comenzar con la migración de las 
clases Java a .NET: 
• SmartVerifyRequest y SmartVerifyResponse:  Envía y recibe una petición de 
verificación de firma al servicio DSV de TrustedX. 
• SmartSignatureResult y SmartSignatureResultProxy: Dan formato a la 
respuesta y le añaden datos. 
En el anexo B.6 se muestra el código que hace uso de las clases de verificación 
que se han creado.  
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9.3.1.6 Otras clases 
Además de las clases generadas que se ha explicado hasta ahora también se han 
generado una serie de clases que completan la api y dan soporte al resto. Éstas son: 
• SmartHeader: Esta clase añade la cabecera al mensaje SOAP y contiene las 
credenciales (ya sea usuario y contraseña o añadiendo un documento SAML), 
la fecha de generación, fecha de expiración, ... Esta clase no ha sido generada 
a partir del código Java sino que se partió de cero (no tiene una clase proxy 
como en los casos anteriores). 
• XmlToken y XmlTokenManager: Son clases de soporte a la clase 
SmartHeader. En el anexo B.1 se puede ver la implementación de XmlToken y 
el uso de XmlTokenManager y SmartHeader. 
• Constants: Clase con constantes comunes a todas las clases. Por ejemplo: 
Código 6. Fragmento de la clase Constants 
• AbstractSmartDataRequest: Clase abstracta con diferentes funciones de 
soporte para el resto de clases. 
• Translate: Clase con archivo de recursos que transforma una constante en una 
urn o url y viceversa. Por ejemplo, la variable con el contenido 
"ds.profile.xades" tras consultar al archivo de recursos, nos devuelve 
"urn:safelayer:tws:dss:1.0:profiles:xades:1.0:sign". 
public partial class Namespace 
{ 
 public const String CSS = "http://www.safelayer.com/TWS", 
 DSS = "http://www.docs.oasis-open.org/dss/2004/06/oasis-dss-1.0-core-schema-
wd-27.xsd", 
 XADES = "http://uri.etsi.org/01903/v1.3.2#", 
 DSIG = "http://www.w3.org/2000/09/xmldsig#", 
 SAML_ASSERTION = "urn:oasis:names:tc:SAML:1.0:assertion", 
 SAML_PROTOCOL = "urn:oasis:names:tc:SAML:1.0:protocol", 
 WSSE = "http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-wssecurity-
secext-1.0.xsd", 
 XSI = "http://www.w3.org/2001/XMLSchema-instance", 
 XSD = "http://www.w3.org/2001/XMLSchema"; 
} 
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9.3.2 Creación del servicio para la nube 
El servicio no es más que una adaptación de la API SmartWrapper para su uso en 
la nube, de manera que la instancia que iniciemos se mantenga a la escucha de 
peticiones tanto de firma como de verificación. 
Para poder adaptar la aplicación lo haremos mediante servicio Windows 
Communication Foundation (WCF). Debemos crear una interfaz que defina las clases 
que contienen el servicio, el nombre de los contratos del servicio y la url del servicio. 
Código 7. Interfaz con los contratos del servicio SW .NET 
En segundo lugar debemos crear el servicio en sí, que heredará la interfaz que 
hemos creado. En el servicio se encuentran la implementación de las clases de firma y 
verificación que se han especificado en la interfaz. (Ver anexo B.2) 
Por último creamos la clase principal la cual se queda a la espera de recibir 
peticiones. 
namespace Service 
{ 
    [ServiceContract] 
    public interface ISmartWrapperContract 
    { 
        [OperationContract] 
        [WebGet(UriTemplate = 
"signatureverify?file={filepath}&signature={signature}&saml={saml}")] 
        String SignatureVerify(String filepath, String signature, String saml); 
 
        [OperationContract] 
        [WebGet(UriTemplate = "digitalsignature?path={Path}&saml={saml}")] 
        String DigitalSignature(String Path, String saml); 
    } 
} 
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Código 8. Clase principal del servicio SW .NET 
En la siguiente figura se muestra el servicio ejecutándose y a la espera de recibir 
peticiones: 
 
Fig. 17. El servicio SW .NET a la escucha 
9.4 Cliente 
Para la implementación de la capa de cliente se ha decidido implementar con 
Microsoft Silverlight que, como ya se ha explicado en capítulos anteriores, es el RIA 
ofrecido por Microsoft. 
La elección de un RIA plantea el problema que, al ejecutarse en el lado del cliente, 
no existe comunicación directa con el servidor. A lo largo de este capítulo se muestra 
cómo evitar este problema. 
9.4.1 Módulos 
En primer lugar, un usuario intenta acceder a la aplicación corporativa de firma sin 
presentar credenciales. Esta aplicación alojada en la nube detecta que no se han 
presenciado credenciales y redirige al usuario al Identity Broker para que se valide en 
el sistema. 
El código que se expone a continuación muestra cómo la aplicación detecta que 
no se han presentado credenciales y redirige al usuario al Identity Broker: 
public static void Main(string[] args) 
{ 
 WebHttpBinding binding = new WebHttpBinding(WebHttpSecurityMode.None); 
 WebServiceHost host = new WebServiceHost(typeof(SmartWrapperService)); 
 host.AddServiceEndpoint(typeof(ISmartWrapperContract), binding, new  
  Uri(Audience)); 
 host.Authorization.ServiceAuthorizationManager = new ACSAuthorizationManager( 
      string.Format(IssuerName, ServiceNamespace),Audience, 
                Convert.FromBase64String(TokenPolicyKey), RequiredClaimType); 
 host.Open();             
 Console.WriteLine("SmartWrapper Service is listening"); 
 Console.ReadLine(); 
} 
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Código 9. Carga de la página Identity Broker 
En primer lugar verifica que se envíen algún tipo de datos a la página. En caso 
afirmativo, se comprueba que el nombre de la variable de los datos enviados sea 
"saml", si es así se comprueba que la construcción del SAML sea correcta. 
Por último, tras las comprobaciones, se añade el documento SAML a una variable 
de sesión, tal y como se verá más adelante con más profundidad. 
9.4.1.1 Login (Identity Broker) 
Tras la comprobación de la aplicación corporativa que el usuario no ha presentado 
credenciales, es redirigido al Identity Broker, en donde podrá autenticarse con alguno 
protected void Page_Load(object sender, EventArgs e) 
{ 
  String SAML; 
  if (Request.Form.Count == 0) 
  { 
   Response.Redirect("https://localhost:44302/login.aspx"); 
  } 
  else if (Request.Form["saml"] == null) 
  { 
   Response.Redirect("https://localhost:44302/login.aspx"); 
  } 
  else 
  { 
   SAML = Request.Form["saml"]; 
   SAML = HttpUtility.UrlDecode(SAML); 
   System.Text.UTF8Encoding encoding = new System.Text.UTF8Encoding(); 
   byte[] data = encoding.GetBytes(SAML); 
   XmlReader reader = new XmlTextReader(new StreamReader(new 
MemoryStream(data), Encoding.UTF8)); 
   SamlSecurityToken m_token = 
(SamlSecurityToken)WSSecurityTokenSerializer.DefaultInstance.ReadToken(reader, 
null); 
   SamlSecurityTokenAuthenticator authenticator = new 
SamlSecurityTokenAuthenticator(new List<SecurityTokenAuthenticator>( 
   new SecurityTokenAuthenticator[]{ new 
RsaSecurityTokenAuthenticator(), new X509SecurityTokenAuthenticator() }), 
MaximumTokenSkew); 
   if(authenticator.CanValidateToken(m_token)) 
    HttpContext.Current.Session.Add("saml", SAML); 
  } 
} 
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de los métodos de autenticación que tenga definidos. En este caso el método de 
autenticación utilizado es mediante Information Cards. 
 
Fig. 18. Página del Identity Broker 
La página, como el resto de la aplicación corporativa, ha sido realizada con 
Silverlight que, como el resto de aplicaciones RIA, se ejecuta en el lado del cliente y 
evita toda interacción entre cliente y servidor. No obstante, para poder hacer uso de 
las Information Cards es necesario que exista la comunicación con el servidor para 
poder enviar las credenciales al proveedor de identidad para que pueda validarlas y 
enviar el token de autenticación para su posterior procesamiento. 
La aplicación Silverlight, alojada en el servidor, se descarga en el equipo del 
cliente en el momento de iniciarse la página. Dicha página contiene la información de 
la aplicación contenida en un formulario. 
A continuación  se muestra el código de cómo .NET aloja nuestra aplicación 
Silverlight como objeto y en el mismo formulario contiene el objeto de las Information 
Cards: 
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Código 10. Contenido de la página de autenticación en el servidor 
Silverlight, pese a ejecutarse en el cliente, tiene una utilidad que permite hacer 
submit en la página dónde está alojada la aplicación: 
Código 11. Función de Silverlight 
De esta manera se consigue enviar las credenciales al proveedor de identidad que 
a su vez nos retorna el token SAML y es procesado tal y como se explica en el punto 
9.1 y se vuelve a redirigir al usuario a la aplicación corporativa con el token SAML 
procesado. 
<form id="form1" method="post" runat="server" style="height:100%" 
action="PFC_Cliente.aspx"> 
    <div id="silverlightControlHost"> 
        <object data="data:application/x-silverlight-2," type="application/x-
silverlight-2" width="100%" height="100%"> 
    <param name="source" value="ClientBin/DiggSample.xap"/> 
    <param name="onError" value="onSilverlightError" /> 
    <param name="background" value="white" /> 
    <param name="minRuntimeVersion" value="3.0.40818.0" /> 
    <param name="autoUpgrade" value="true" /> 
    <a href="http://go.microsoft.com/fwlink/?LinkID=149156&v=3.0.40818.0" 
style="text-decoration:none"> 
      <img src="http://go.microsoft.com/fwlink/?LinkId=161376" alt="Get 
Microsoft Silverlight" style="border-style:none"/> 
    </a> 
     </object><iframe id="_sl_historyFrame" 
style="visibility:hidden;height:0px;width:0px;border:0px"></iframe></div> 
        <br /> 
        <object name="xmlToken" type="application/x-informationcard"> 
            <param name="tokenType" value="urn:oasis:names:tc:SAML:1.0:assertion" 
/> 
            <param name="requiredClaims" 
value="http://schemas.xmlsoap.org/ws/2005/05/identity/claims/privatepersonalidenti
fier http://schemas.informationcard.net/@ics/username/2009-03" /> 
            <param name="issuer" 
value="https://semanticon.safelayer.lan/interidyidp/services/Trust" /> 
        </object> 
    </form> 
private void login_btn_Click(object sender, RoutedEventArgs e) 
{ 
 HtmlPage.Document.Submit(); 
} 
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9.4.1.2 Aplicación corporativa en el cloud 
Tras redirigir al usuario de nuevo a la aplicación corporativa con las credenciales 
pertinentes, el primer paso tras descifrar el token (se está navegando bajo una 
conexión segura) es el de guardarlo en sesión. 
Sin embargo Silverlight no tiene acceso a las variables de sesión, ya que están en 
el servidor, y por tanto no tiene acceso al token SAML. Se debe realizar la 
comunicación cliente-servidor por medio de llamadas a servicios WCF, una de las 
pocas formas de comunicación y seguramente la más eficiente. 
Para crear el servicio WCF, es necesario crear la clase del servicio con sus 
respectivas funciones y una interfaz donde se defina el contrato entre cliente y servicio 
con sus respectivos permisos. 
Código 12. Servicio y contrato de tratamiento de sesión 
En Visual Studio se ha de especificar que descargue la información del servicio 
para crear la clase de referencia con la que haremos las llamadas al servicio. Una vez 
[AspNetCompatibilityRequirements(RequirementsMode = 
AspNetCompatibilityRequirementsMode.Allowed)] 
public class SessionService : ISessionService 
{ 
 public object GetSessionVariable(string key) 
       { 
        return HttpContext.Current.Session[key]; 
       } 
 
       public bool DeleteSessionVariable() 
       { 
            HttpContext.Current.Session.Abandon(); 
            return true; 
       } 
} 
 [ServiceContract] 
    public interface ISessionService 
    { 
        [OperationContract] 
        object GetSessionVariable(String key); 
 
        [OperationContract] 
        bool DeleteSessionVariable(); 
    } 
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creada esta clase de referencia se pueden realizar las llamadas al servicio que, en 
este caso, sirve para recibir la variable de sesión  con el token SAML. 
Código 13. Función Silverlight con llamadas WCF 
9.4.1.2.1 Home 
Al entrar en la aplicación, por defecto se muestra la sección Home. Esta sección 
da la bienvenida al usuario y se le da las instrucciones de uso necesarias. 
 
Fig. 19. Página principal de la aplicación corporativa 
 
public MainPage() 
{ 
 InitializeComponent(); 
 SessionService.SessionServiceClient client = new 
 SessionService.SessionServiceClient(); 
  client.GetSessionVariableCompleted += new 
EventHandler<SessionService.GetSessionVariableCompletedEventArgs>(client_GetSessio
nVariableCompleted); 
 client.GetSessionVariableAsync("saml"); 
 home_btn_Click(new object(), new RoutedEventArgs()); 
} 
void client_GetSessionVariableCompleted(object sender, 
SessionService.GetSessionVariableCompletedEventArgs e) 
{ 
 if (e.Result != null) 
 { 
  App app = (App)Application.Current; 
  app.globalSAML = HttpUtility.HtmlDecode(e.Result.ToString()); 
 } 
} 
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9.4.1.2.2 Firma Digital 
Esta sección de la aplicación permite acceder al servicio de firma digital. En el 
código Silverlight que se muestra a continuación se puede ver el funcionamiento de 
éste módulo. 
Código 14. Llamada al servicio de firma desde Silverlight 
Esta función, que se ejecuta en el momento de pulsar sobre el botón "Firmar", 
abre un cuadro de diálogo permitiendo al usuario seleccionar el archivo que desea 
firmar. Después, mediante la función que se ha implementado de UploadFiles, se 
hacen las llamadas a los servicios alojados en el servidor para poder subir archivos. 
Una vez subidos, y de nuevo mediante llamadas a servicios, se firma el documento 
subido y se recibe la respuesta. 
private void submit_btn_Click(object sender, RoutedEventArgs e) 
        { 
            OpenFileDialog fd = new OpenFileDialog(); 
            String ruta = ""; 
            fd.Multiselect = false; 
            if (fd.ShowDialog() == true) 
            { 
                fileColl.Add(fd.File); 
                ruta = fd.File.Name; 
                this.UploadFiles(); 
                btnUpload.IsEnabled = false; 
                progressUpload.Value = 1; 
                App app = (App)Application.Current; 
                SignService.FirmaClient client = new SignService.FirmaClient(); 
                client.signCompleted += new 
EventHandler<SignService.signCompletedEventArgs>(client_GetSignVariableCompleted); 
                client.signAsync(ruta, app.globalSAML); 
            } 
        } 
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Código 15. Recepción de la respuesta de SW.NET en Silverlight 
Esta función recibe los datos del servicio SmartWrapper .NET y los muestra por 
pantalla en un formato amigable. Además se habilita el botón que permite al usuario 
descargar la firma realizada. 
 
 
void client_GetSignVariableCompleted(object sender, 
SignService.signCompletedEventArgs e) 
{ 
 if (e.Result != null) 
 { 
  String result = HttpUtility.UrlDecode(e.Result.ToString()); 
  if (result.IndexOf("<dsig:Signature") >= 0) 
  { 
   App app = (App)Application.Current; 
   app.Sign = result.Substring(result.IndexOf("|") + 1); 
   int i = result.IndexOf("resultmajor:") + 12; 
   String resultmajor = ""; 
   while (result[i] != '|') 
   { 
    resultmajor += result[i]; 
    i++; 
   } 
   txtResMaj.Text = resultmajor; 
   btnDownload.IsEnabled = true; 
  } 
  else 
  { 
   int length = result.Length; 
   int start_min = result.IndexOf("resultminor:") + 12; 
   int i = result.IndexOf("resultmajor:") + 12; 
   String resultmajor = ""; 
   while (result[i] != '|') 
   { 
    resultmajor += result[i]; 
    i++; 
   } 
   txtResMaj.Text = resultmajor; 
   txtResMin.Text = result.Substring(start_min); 
  } 
 } 
} 
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private void btnDownload_Click(object sender, RoutedEventArgs e) 
{ 
 App app = (App)Application.Current; 
 String signature = app.Sign; 
 signature = HttpUtility.UrlEncode(signature); 
            HtmlPage.Window.Navigate(new 
Uri("https://localhost:44300/Client.aspx?signature=" + signature)); 
} 
Código 16. Botón de descarga de firma desde Silverlight 
Cuando el usuario los solicite puede descargar la firma realizada durante el 
proceso en formato XML. Para ello se le redirige al servicio de descarga que genera el 
documento XML a partir de los datos enviados. 
 
Fig. 20. Aplicación de firma 
 
9.4.1.2.3 Verificación 
De manera similar al servicio de firma, el servicio de verificación presenta dos 
botones en los cuales en el primero de ellos sirve para subir el documento a verificar y 
el segundo para subir la firma en formato XML. 
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Cuando se detecta que ambos archivos han sido subidos al servidor, se habilita el 
botón de "Verificar firma" cuyo código al ser presionado es el siguiente: 
Código 17. Función de verificación y tratamiento de la respuesta en Silverlight 
Como con el servicio de firma, el servicio de verificación hace la llamada a 
SmartWrapper .NET alojado en el cloud y le notifica que recibirá la respuesta de 
manera asíncrona (gracias a WCF) en la función "client_GetVerifyVariableCompleted". 
Dicha función recoge los resultados enviados por SmartWrapper .NET y los 
presenta de forma amigable. 
private void btnVerify_Click(object sender, RoutedEventArgs e) 
{ 
 App app = (App)Application.Current; 
 VerifyService.VerifyClient client = new VerifyService.VerifyClient(); 
 client.verifyCompleted += new 
EventHandler<VerifyService.verifyCompletedEventArgs>(client_GetVerifyVariableCompl
eted); 
 client.verifyAsync(rutafile, rutasign, app.globalSAML); 
} 
void client_GetVerifyVariableCompleted(object sender, 
VerifyService.verifyCompletedEventArgs e) 
{ 
 if (e.Result != null) 
 { 
  String result = e.Result.ToString(); 
  int start_min = result.IndexOf("resultminor:") + 12; 
  int i = result.IndexOf("resultmajor:") + 12; 
  String resultmajor = ""; 
  while(result[i] != '|') 
  { 
   resultmajor += result[i]; 
   i++; 
  } 
  txtResMaj.Text = resultmajor; 
  txtResMin.Text = result.Substring(start_min); 
 } 
} 
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Código 18. Aplicación de verificación 
En la figura apreciamos los dos botones de subida de archivos con sus 
correspondientes barras de progreso. Debajo dos etiquetas a la espera de recibir la 
respuesta para presentarla de forma entendible. Por último el botón de "Verificar firma" 
que inicia el proceso de llamadas al servicio. 
9.4.1.2.4 Salir 
Por tal de resguardar la confidencialidad de los datos del usuario, se ha 
implementado el módulo de salida del usuario, ya sea por medio del botón salir como 
cerrando la aplicación (cerrando la pestaña del navegador donde se encuentre). 
El código que se muestra a continuación se reproduce en el momento que el 
usuario pulsa sobre el botón salir situado en el extremo superior derecho de la página 
principal: 
private void exit_btn_Click(object sender, RoutedEventArgs e) 
{ 
 SessionService.SessionServiceClient client = new 
 SessionService.SessionServiceClient(); 
 client.DeleteSessionVariableCompleted += new 
EventHandler<SessionService.DeleteSessionVariableCompletedEventArgs>(client_Delete
SessionVariableCompleted);  
client.DeleteSessionVariableAsync(); } 
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Código 19. Proceso de salida de la aplicación en Silverlight 
Una vez más, se hace la llamada al servicio WCF situado en el servidor que 
elimina todos los datos de sesión del usuario. 
 
Fig. 21. Cabecera de la aplicación 
9.5 Hospedando en el cloud 
El último paso es cómo hospedar tanto nuestra aplicación cliente de firma y 
verificación como el servicio en sí. 
1. En primer lugar prepararemos nuestro proyecto en el Visual Studio 2010 
para ejecutarlo en el cloud. Creamos un nuevo proyecto cloud. 
 
Fig. 22. Nuevo proyecto Azure 
  
void client_DeleteSessionVariableCompleted(object sender, 
SessionService.DeleteSessionVariableCompletedEventArgs e) 
{ 
 App app = (App)Application.Current; 
 app.globalSAML = ""; 
 App.Navigate(new login()); 
} 
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2. Agregamos el código del servicio y todas las librerías necesarias para 
su ejecución, incluida la librería de SmartWrapper que hemos 
desarrollado. 
3. Se publica nuestro proyecto, indicándole que únicamente queremos el 
paquete para subir al cloud y no lo subimos directamente desde Visual 
Studio. 
 
 
 
 
 
 
 
 
 
 
 
 
4. Una vez creado el paquete en el Visual Studio, lo subimos a Azure 
desde su portal de administración [https://windows.azure.com] en la 
sección "Hosted Services, Storage Accounts & CDN". 
5. Hacemos click en "New Hosted Service" y cumplimentamos el 
formulario. Además elegimos el paquete que hemos creado 
anteriormente en Visual Studio, el archivo de configuración y el 
certificado necesario para la navegación segura a nuestra aplicación. 
 
 
 
 
 
 
 
 
 
Fig. 23. Publicación en Azure
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6. Aceptamos y esperamos a que se inicien la instancia que hemos 
creado. 
Fig. 24. Creación de un nuevo servicio en la nube 
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 IV. ESTIMACIÓN ECONÓMICA Y TEMPORAL 
La planificación previa de todo proyecto permite analizar la carga de trabajo de 
cada una de las etapas, prever las necesidades de recursos humanos, de hardware y 
software en cada una de ellas, y proyectar los hitos intermedios de forma realista. Por 
otro lado, una planificación adecuada permite realizar un cálculo sobre el coste del 
proyecto para analizar su viabilidad de cara a su desarrollo y puesta en producción. 
10. Análisis temporal 
10.1 Estimación temporal 
Inicialmente se consideró que el proyecto podría estar dividido en seis etapas: 
• Formación: En esta etapa se deberían adquirir los conocimientos necesarios 
sobre TrustedX, firma electrónica y las diferentes tecnologías que se usarían 
durante el proyecto. 
• Investigación: En esta etapa se debería investigar en profundidad la viabilidad 
del proyecto así como las diferentes tecnologías cloud. Además, se propuso un 
ejercicio de una aplicación en .NET en dónde los usuarios se identificaban en 
una página web con TrustedX mediante su DNI-e.  
• Desarrollo: Esta etapa es el bloque principal del proyecto. Está dividida en 
diferentes fases, desde la aplicación servidor principal: SmartWrapper, hasta la 
interfaz de cliente, pasando por la configuración e integración. 
• Testing: En esta etapa se pretendía realizar diferentes pruebas de 
funcionamiento del desarrollo una vez finalizado. 
• Documentación: Durante buena parte del desarrollo y sobre todo hacia el final 
del mismo se pretendía escribir la documentación del proyecto. 
• Entrega: Por último, una vez finalizadas todas las etapas anteriores, se 
entregaría toda la documentación y se presentaría el proyecto. 
A continuación se muestra el diagrama de Gantt que refleja la planificación 
temporal de estas etapas: 
  
 
Fig. 25. Diagrama de Gantt del proyecto
 Tal y como se muestra en la ilustración anterior, podemos ver tres hitos 
importantes sobre los que se debería basar el desarrollo. El primero es la entrega del 
informe previo, prevista para el día 04/03/11, por lo tanto, para esta fecha el desarrollo 
debería estar considerablemente avanzado, lo suficiente para poder verificar la 
viabilidad del proyecto y realizar un informe realista del estado del mismo y su 
duración estimada. Como se pudo comprobar en su momento se cumplió con la fecha 
prevista de entrega del informe, que se entregó el 13/04/11. 
El segundo hito importante que se marcó definía que para mediados de junio  se 
debería disponer del prototipo y la memoria terminados. Para cumplir esto, se previó 
que un mes antes de la entrega, hacia mediados de mayo, se dispondría de una 
versión del desarrollo finalizada para poder comenzar a documentar el proyecto. En 
este caso también se cumplió con la fecha de finalización del desarrollo. 
El tercer y último hito importante es la presentación del proyecto ante el tribunal 
que se calculó sería entre 10 días y dos semanas después de la entrega de la 
memoria tal y como está especificado en la normativa de entrega de proyectos. 
10.2 Duración real 
La duración real del proyecto ha sido de casi 10 meses (17/09/10 al 30/06/11) y 
finalmente se ha dividido en cuatro fases: i) formación, ii) Investigación iii) desarrollo y 
testing y iv) documentación y entrega. 
• Etapa de formación: Se aprendió las tecnologías necesarias para el desarrollo 
del proyecto. Pese a estar definida al principio del proyecto ha sido una 
continua formación a lo largo del mismo. 
• Investigación: Se buscaron los medios para la implementación del proyecto. 
Investigación sobre Azure, WCF y Silverlight. 
• Etapa de desarrollo y testing: Esta etapa ha respetado las fases con las que 
se planeó, no obstante los tiempos de desarrollo de las diferentes fases fueron 
muy distintos a los planificados puesto que algunas fases duraron menos de lo 
previsto y se fue añadiendo tecnologías al proyecto a medida que éste 
avanzaba. 
• Etapa de documentación y entrega: Durante y tras la finalización de la etapa 
de desarrollo se ha ido trabajando en la documentación del proyecto. En esta 
etapa se incluye la entrega de la memoria y la presentación ante el tribunal. 
 77 
 
La jornada laboral fue de 20h/semana hasta el final del proyecto. 
A continuación se detalla el desglose de horas dedicadas en cada tarea del 
proyecto, desde la formación inicial hasta la documentación. 
 
Proyecto 
Fases/Etapa Inicio Fin Horas 
Formación 17/09/2010 15/10/2010 72 horas 
Investigación 18/10/2010 26/11/2010 120 horas 
Desarrollo y testing 29/11/2010 03/06/2011 448 horas 
Documentación y entrega 16/05/2011 24/06/2011 92 horas 
TOTAL   732 horas 
Tabla 4. Desglose de horas por fases/etapas 
11. Análisis económico 
Para calcular el coste económico aproximado del proyecto se deben desglosar los 
distintos elementos que han intervenido en su desarrollo, desde los recursos humanos 
hasta el mobiliario utilizado.  
Coste general   
Concepto Coste (€) 
Recursos humanos 5894 
Equipos informáticos 585 
Sistemas y programas 980,8 
Mobiliario 250 
TOTAL 7709,8 € 
Tabla 5. Costes del proyecto por conceptos 
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Los cálculos de esta tabla se desglosan de la siguiente manera: 
Recursos humanos  
 
Como personal dedicado al proyecto hemos de contabilizar el trabajo 
realizado por un becario en régimen de convenio universidad-empresa (beca 
UPC). Para calcular su salario es necesario multiplicar el número de horas 
dedicadas por el salario base: 
1 becario * 732 horas * 7€/h = 5124 € 
Además, a este coste se deben añadir el coste adicional que supone la 
manutención de un empleado económicamente (luz, teléfono, etc.) que está fijada 
en un 15% del coste del empleado. 
5124 € + 15% = 5892,6 € 
5892,6 € + 1,147€ gestión del convenio = 5893,747 € 
 
TOTAL 5894 € 
Tabla 6. Detalle de costes de recursos humanos 
Equipos informáticos  
 
Para el desarrollo de la aplicación se ha utilizado un equipo Dell PRECISION 
T3500 valorado en 780€ propiedad de la empresa (comprado en 2010). Teniendo 
en cuenta su antigüedad hay que calcular el coste de la amortización de dicho 
equipo mediante la tabla de coeficientes de amortización del apartado 6 del 
impuesto de sociedades (elementos comunes). Este coeficiente fija el coeficiente 
lineal máximo en un 25% durante un periodo máximo de 8 años para los equipos 
dedicados al tratamiento de la información. 
El equipo de trabajo tiene un año de antigüedad. 
 
 
 
 
Amortización Valor 
0,25 * 780 = 195 € 780 – 195 = 585 € 
TOTAL 585 € 
Tabla 7. Detalle de costes de equipos informáticos 
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Sistemas y programas  
 
Para el desarrollo de la aplicación ha sido necesario adquirir ciertas 
licencias.  
 Licencia Microsoft Visual Studio 2010 Professional valorada en 550 €. 
 
Además se ha necesitado una cuenta en Microsoft Azure el uso de la cual 
durante el proyecto no ha superado los 2€ debido a que la mayoría de las 
pruebas se han efectuado en local. 
 
Por otro lado, pese a que la empresa ya disponía de los sistemas operativos 
instalados y de las suites ofimáticas hay que considerar también el coste de 
amortización de éstos. La tabla de coeficientes de amortización del impuesto de 
sociedades, apartado 7 de los elementos comunes especifica un coeficiente 
lineal máximo del 33% durante un periodo máximo de 6 años para los sistemas y 
programas informáticos. Hay que tener en cuenta que las licencias corporativas 
se renuevan anualmente por lo que la amortización puede realizarse a un solo 
año. 
Se consideran: 
 Licencia Microsoft Windows 7 Professional valorada en 210 €. 
 Licencia de Microsoft Office 2007 Profesional valorada en 430 €. 
 
(210 + 430) * 0,33  = 211,2 € 
640-211,2 = 428,8 € 
428.8+550+2 = 980.8 € 
 
TOTAL 980,8  € 
Tabla 8. Detalle de costes de Software 
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Mobiliario  
 
Finalmente se tiene en cuenta el mobiliario que ha sido necesario durante el 
desarrollo del proyecto. El material de oficina queda definido en el apartado 4 de 
los elementos comunes del impuesto de sociedades con un coeficiente lineal 
máximo del 10% durante un periodo máximo de 10 años.  
Si tenemos en cuenta que el mobiliario tiene 4 años y que el escritorio y la 
silla están valorados en 500 € 
 
Se considera: 
500 * 0,1 = 50 €/año 
500 - (50*5) = 250€ 
 
TOTAL 250  € 
Tabla 9. Detalle de costes de mobiliario 
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V. CONCLUSIONES 
12. Conclusiones generales 
Aunque el verdadero salto cualitativo del cloud computing está aún por llegar, se 
ha podido comprobar a lo largo de este proyecto el enorme potencial que tiene. En el 
cloud computing, como en cualquier servicio público, es necesario prestar especial 
atención a la seguridad. 
Este proyecto tiene como fin, con la tecnología de la que disponemos, mejorar los 
servicios de seguridad y confianza que pueden contrarrestar las vulnerabilidades 
intrínsecas a la nube, así como explorar nuevas vías de aplicación de la seguridad 
viendo esta también como servicio. En muchos casos, el desarrollador tiene la última 
palabra en lo que a seguridad en la nube se refiere, ya que puede desplegar la 
tecnología adecuada para proteger a los usuarios finales. 
Dentro del amplio abanico de posibilidades al elegir un proveedor IT de cloud 
computing, Windows Azure ha sido sin duda una gran opción. Azure se centra en gran 
parte en el desarrollo de aplicaciones y no tanto en la infraestructura; dispone de 
herramientas para el acceso seguro a los servicios alojados; y además dispone de una 
gran cantidad de información en línea y un servicio técnico rápido y eficaz. Como 
contrapartida, tiene una lista de proveedores de identidad muy reducida que se ha 
tenido que solventar creando servicios de federación de metadatos como los que 
emiten ADFS que es uno de los proveedores aceptados por Azure. 
Internet cada día más se está convirtiendo en una herramienta imprescindible en 
la vida de millones de usuarios y se enfrenta a diario a retos significativos. Cada vez 
son más numerosos los casos de robo de identidad en línea, los problemas de 
confidencialidad y fraude. Las malas costumbres que han ido adquiriendo los usuarios  
dan lugar a prácticas poco  seguras como por ejemplo el uso de las mismas 
credenciales para distintos sitios web o utilizar nombres de cuentas y contraseñas 
comunes y fáciles de recordar. 
Para mitigar este problema, las tarjetas de información o Information Cards 
implementan un sistema que cede a los usuarios la posibilidad de crear su identidad 
digital para poder utilizarla independientemente de los sitios donde haya sido creada 
y/o usada. Gracias a la aplicación Interidy IdP, que genera tarjetas de información 
administradas y que ejerce de proveedor de atributos en Internet, se  han podido 
integrar las ICards en el proyecto. No obstante con las ICards la información personal 
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del usuario viaja a través de Internet y uno de los propósitos del proyecto es la de 
mantener la confidencialidad del usuario.  Para evitar problemas de filtrado de 
información, este proyecto propone una serie de tecnologías: el cifrado de datos 
mediante certificados  y tokens SAML. 
Es cada vez más natural encontrar suministradores de servicios que acepten las 
credenciales de múltiples proveedores de identidad. Esto les supone un gran esfuerzo 
para adaptarse a la información de autenticación que los proveedores de identidad 
envían. En el transcurso de este proyecto hemos podido comprobar que al unificar la 
autenticación de todos los proveedores de identidad mediante el Identity Broker  se 
facilita el trabajo a las Relying Parties. Además y como efecto colateral, conseguimos 
modificar el token SAML para que funcione en el cloud. 
La aplicación alojada en Azure, permite al usuario firmar documentos electrónicos 
y verificar firmas ejecutando dichas acciones también mediante el uso de servicios de 
firma electrónica. Para una mejora del rendimiento, se ha migrado la librería 
SmartWrapper Java de TrustedX a su versión en la plataforma .NET. En concreto se 
han migrado los servicios de gestión de perfiles, autenticación, firma digital y 
verificación de firma digital. Durante la migración se han encontrado múltiples 
problemas como por ejemplo la inexistencia de utilidades y clases que existen en Java 
y no en la plataforma .NET, las diferencias en la creación de mensajes SOAP por parte 
de las distintas plataformas,...  
Una vez finalizado el proyecto y volviendo a analizar los objetivos planteados al 
principio de este documento se puede concluir que éstos se han completado 
satisfactoriamente. Los objetivos planteados consistían en desarrollar mecanismos de 
autenticación seguros para la nube; crear un servicio de firma y verificación en el 
cloud; adaptar la autenticación de proveedores de identidad al cloud; y presentar la 
aplicación mediante RIA. 
Me gustaría añadir que en el plano personal he adquirido nuevos conocimientos 
de aplicaciones y servicios orientados a la seguridad, la federación de identidad y el 
cloud computing que me han ayudado a crecer profesionalmente. 
13. Líneas futuras 
Este proyecto de final de carrera permite acercar la posibilidad de crear nuevas 
líneas de trabajo además de ofrecer a otros programadores la idea de implementación 
de productos como servicios en la nube y el sistema de federación de identidad 
desarrollado. 
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Se han pensado las siguientes líneas y ampliaciones del proyecto realizado: 
• Añadir y probar más proveedores de identidad como por ejemplo el DNI 
electrónico de manera que el Identity Broker adapte su autenticación al 
sistema. 
• Crear más funcionalidades a la aplicación corporativa que en este 
momento sólo cuenta con firma y verificación. 
• Diseñar un sistema de descubrimiento de nuevos usuarios que permita 
añadir automáticamente a los usuarios en TrustedX con sus respectivos 
certificados y tras previa autorización de estos usuarios. 
• Implementar un sistema de control y tratamiento de errores. 
• Desarrollar un servicio de verificación del estado del servicio. 
• Hacer un estudio de la viabilidad del proyecto para un despliegue real: 
costes de producción y análisis DAFO. 
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VI. ANEXOS 
14. Anexo A      
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[1]  Safelayer Secure Communications. TrustedX Appliance Edition - Conceptos.  
[2]  Safelayer Secure Communications. TrustedX Appliance Edition - Tutorial de 
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[3]  Mell, Peter y Grance, Timothy. The NIST Definition of Cloud Computing 
(Draft). 2011. 
[4]  Wikipedia. [En línea] http://en.wikipedia.org/wiki/Dotnet. 
[5]  Microsoft. [En línea] http://www.microsoft.com/latam/windowsazure/. 
[6]  Microsoft. Windows Azure AppFabric Overview. [En línea] 
http://www.microsoft.com/en-us/appfabric/azure/default.aspx. 
[7]  Krishnan, Sriram. Programming Windows Azure: Programming the Microsoft 
Cloud. s.l. : O'Reilly, 2010. 
[8]  Leroux Bustamante, Michelle. Learning WCF. s.l. : O'Reilly, 2007. 
[9]  Wikipedia. [En línea] http://es.wikipedia.org/wiki/Rich_Internet_Applications. 
[10]  MacDonald, Matthew. Pro Silverlight 4 in C#. s.l. : Apress, 2010. 
[11]  SAP. SSO with SAML 2.0. [En línea] 
http://help.sap.com/saphelp_nw73/helpdata/en/47/feefe5ed7045458d2886a68bbb46f1/
content.htm. 
[12]  Wikipedia. Security Assertion Markup Language. [En línea] 
http://en.wikipedia.org/wiki/Saml. 
[13]  Aldini, Alessandro, Barthe, Gilles y Gorrieri, Roberto. Foundations of 
Security Analysis and Design V. s.l. : Springer. 
[14]  Microsoft. What Is Windows CardSpace? [En línea] 
http://www.microsoft.com/windows/products/winfamily/cardspace/default.mspx. 
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[15]  Microsoft. About Information Cards and Digital Identity. [En línea] 
http://msdn.microsoft.com/en-us/library/ms734655.aspx. 
[16]  Identity Commons. Identity Brokers. [En línea] 
http://iiw.idcommons.net/Identity_Brokers. 
[17]  Oppliger, Rolf. SSL and TLS. s.l. : Artech House. 
[18]  Wikipedia. Transport Layer Security. [En línea] 
http://en.wikipedia.org/wiki/Secure_Sockets_Layer. 
 [19]  Safelayer Secure Communications. Interidy Identity Provider. [En línea] 
http://sandbox.safelayer.com/es/aplicaciones-experimentales/1-semantic-web-trust-
portal/449-interidy-identity-provider. 
14.2 Acrónimos 
A 
AA: Authorization and Authentication 
ACS: Access Control Service 
ADFS: Active Directory Federated Services 
AJAX: Asynchronous Javascript And XML  
API: abr. de aplicación 
B 
BCL: Base Class Library 
C 
CA: Certificate Authority 
CLI: Common Language Infrastructure 
CLR: Common Language Runtime 
CTS: Common Type System 
D 
DNIe: Documento Nacional de 
Identificación Electrónico 
DS: Digital Signature 
DSV: Digital Signature Verification 
E 
EP: Entity Profile 
F 
FOAF/RDF: Friend Of A Friend / Resource 
Description Framework 
H 
HTML:  HyperText Markup Language 
HTTP: HyperText Transfer Protocol 
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I 
IdP: Identity Provider 
L 
LDAP: Lightweight Directory Access 
Protocol 
N 
NIST: National Institute of Standards and 
Technology 
NTFS: New Technology File System 
O 
OASIS: Organization for the Advancement 
of Structured Information Standards 
P 
PaaS: Platform as a Service 
PKI: Public Key Infrastructure 
R 
REST: Representational State Transfer 
RIA: Rich Internet Application 
S 
SaaS: Software as a Service 
SAML: Security Assertion Markup 
Language 
SOA: Service-Oriented Architecture 
SOAP: Simple Object Access Protocol 
SOAP: Simple Object Access Protocol 
SQL: Structured Query Language 
SSL: Secure Sockets Layer 
SSO: Single Sign-On 
STS: Security Token Service 
T 
TaaS: Trust as a Service 
TLS: Transport Layer Security 
W 
WCF: Windows Communication 
Foundation 
WIF: Windows Identity Foundation 
WPF: Windows Presentation Foundation 
WSE: Web Services Enhancement 
X 
XACML: eXtensible Access Control Markup 
XAdES: XML Advanced Electronic 
Signatures 
XAML: eXtensible Application Markup 
Language 
XML: eXtensible Markup Language 
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14.3 Índice de contenidos 
14.4 A 
Access Control 48 
AppFabric 16, 48 
Azure 11, 15 
C 
cloud computing 11 
F 
Firma Digital 56, 66 
I 
Identity Broker 28, 42, 46 
Information Cards 12, 24, 25 
Interidy 12, 35 
N 
NET 14 
P 
Proveedor de identidad 19, 24 
R 
RIA 16 
S 
SAML 20, 42 
Silverlight 18, 61 
SmartWrapper 11, 34, 51 
SSL 30, 45 
T 
TrustedX 10, 31 
V 
Verificación 57, 69 
W 
WCF 16 
14.5 Definiciones 
Claim: o reclamación es un atributo requerido por el proveedor de identidad, como 
por ejemplo el grupo al que pertenece el usuario. 
ICards: ver Information cards. 
InfoCards: ver Information cards. 
Information cards: Identidades digitales personales que la gente puede utilizar en 
la red. 
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Plataforma Windows Azure: es una plataforma ofrecida como servicio y alojada en 
los centros de procesamiento de datos de Microsoft. 
REST: Representational State Transfer es una técnica de arquitectura de software 
para describir cualquier interfaz web simple que utiliza XML y HTTP, sin las 
abstracciones adicionales de los protocolos basados en patrones de intercambio de 
mensajes como el protocolo de servicios web SOAP. 
SAML: Security Assertion Markup Language es un estándar abierto basado en 
XML para el intercambio de autenticación y autorización entre dominios de seguridad, 
es decir, entre un proveedor de identidad y un proveedor de servicios. 
Smartwrapper: es una API desarrollada originalmente sobre AXIS para crear 
aplicaciones cliente sin adentrarse en la complejidad de AXIS. 
SOAP: Simple Object Access Protocol es un protocolo estándar que define cómo 
dos objetos en diferentes procesos pueden comunicarse por medio de intercambio de 
datos XML. 
Token: Dispositivo de seguridad de doble factor de autenticación que puede ser 
utilizado para autorizar el uso de servicios. 
TrustedX: es una plataforma de servicios web que aporta los mecanismos de 
seguridad y confianza (autenticación, autorización, firma electrónica y protección de 
datos) en Arquitecturas Orientadas a Servicios (SOA). 
X.509: Es un estándar de criptografía para infraestructura de clave pública. 
XPath: es un lenguaje que permite construir expresiones que recorren y procesan 
un documento XML 
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Anexo B 
En este anexo se irán detallando fragmentos de código surgidos durante la 
implementación del proyecto. 
14.6 Anexo B.1 
Insertar cabeceras SOAP en .NET 
 
 
public XmlToken(XmlElement element) : base(XmlTokenNames.TypeNames.TokenType) 
{ LoadXml(element); } 
public override void LoadXml(XmlElement element) { 
   if (null == element) 
      throw new ArgumentNullException("element"); 
   _key = null; 
   _keysXml = null; 
   _proofToken = null; 
   _elem = null; 
   DateTime createdAt = DateTime.MinValue; 
   DateTime expiresAt = DateTime.MaxValue; 
   switch (element.LocalName) { 
      case XmlTokenNames.ElementNames.Token:                   
         foreach (XmlNode child in element.ChildNodes) { 
            switch (child.LocalName) { 
               case XmlSignature.ElementNames.Signature: 
                  _signedXml = new XmlDocument().ImportNode(child, true) as XmlElement; 
                  break; 
               case XmlTokenNames.ElementNames.Reference: 
                  _elem = new XmlDocument().ImportNode(child, true) as XmlElement; 
                  break; 
               default: 
                  break; 
            } 
         } 
         break; 
         case XmlTokenNames.ElementNames.Assertion: 
            _elem = new XmlDocument().ImportNode(element, true) as XmlElement; 
            break; 
   }//.... 
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El código muestra la clase de soporte de SmartHeader que nos permite gestionar 
los tokens SAML y añadirlos a la cabecera del mensaje SOAP. 
La clase xmltoken carga un token xml y le añade los campos necesario para que 
sea una cabecera SOAP válida. 
La función setHeader dentro de la clase SmartHeader añade al mensaje SOAP la 
cabecera. En caso de ser autenticación mediante usuario y contraseña no necesita de 
la clase xmltoken que en caso contrario, es decir, si la cabecera será un token SAML, 
sí que será necesaria. 
14.7 Anexo B.2 
Código del servicio SmartWrapper .NET para el cloud 
 
public void setHeader(WebServicesClientProtocol ws) { 
 SoapContext rsc = ws.RequestSoapContext; 
 if (direct) 
  rsc.Security.Tokens.Add(user); 
 else { 
  XmlToken token = new XmlToken(header.DocumentElement); 
  rsc.Security.Tokens.Add((SecurityToken)token); 
 } 
} 
public class SmartWrapperService : ISmartWrapperContract { 
public String SignatureVerify(String filepath, String signature, String saml) { 
 String base64signature = File.ReadAllText(signature); 
 Byte[] toencode = File.ReadAllBytes(filepath); 
 String dataToVerify = Convert.ToBase64String(toencode); 
 String url = ReadResourceValue("Service.ConfigService", "Trusted"); 
 SmartHeader header = new SmartHeader(); 
 header.setAssertion(@saml); 
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 SmartVerifyRequest svreq = new SmartVerifyRequest(url); 
 svreq.setProfile(Constants.Profile.XADES); 
 svreq.setSignatureXml(base64signature); 
 svreq.setInputBase64Data(dataToVerify); 
 svreq.setInputRefUri("safelayer"); 
 svreq.setHeader(header); 
 SmartVerifyResponse svres = svreq.send(); 
 Console.WriteLine("Result major = " + svres.getResultMajor()); 
 return svres.getResultMajor() + "|" + svres.getResultMinor(); 
} 
public String DigitalSignature(String Path, String saml) 
{ 
 String url = ReadResourceValue("Service.ConfigService", "Trusted"); 
 String SIGNER_DN = ReadResourceValue("Service.ConfigService", "SIGNER_DN"); 
 String RESULTMAJOR_SUCCESS = ReadResourceValue("Service.ConfigService", 
"RESULTMAJOR_SUCCESS"); 
 Byte[] toencode = File.ReadAllBytes(Path); 
 String dataToSign = Convert.ToBase64String(toencode); 
 String refUri = "safelayer"; 
 SmartSignRequest sReq = new SmartSignRequest(url); 
 sReq.setXmlReturnBase64(true); 
 sReq.setProfile(Constants.Profile.XADES); 
 sReq.setInputBase64Data(dataToSign); 
 sReq.setInputRefUri(refUri); 
 SmartHeader header = new SmartHeader(); 
 header.setAssertion(@saml); 
 sReq.setHeader(header); 
 SmartSignResponse sResp = sReq.send(); 
 sResp.setSignatureB64AsXml(true); 
 if (RESULTMAJOR_SUCCESS==sResp.getResultMajor()&&sResp.getResultMinor() == 
null) 
 { 
  String signature = sResp.getSignatureXml(); 
  Console.WriteLine("Firma realizada"); 
  return HttpUtility.UrlEncode(sResp.getResultMajor() + "|" + signature); 
 } 
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El código contiene el servicio de firma y verificación que se alojará en la nube con 
la librería SmartWrapper .NET incluida en ella y produce el siguiente resultado en caso 
positivo: 
• Para la firma electrónica: success 
• Para la verificación: valid_signature_onAllDocuments 
14.8 Anexo B.3 
Petición de lectura con .NET  
El siguiente código C# utiliza las clases migradas para solicitar una operación de 
lectura al servicio de información. 
 else 
 { 
  Console.WriteLine(sResp.getResultMinor()); 
  return sResp.getResultMajor() + "|" + sResp.getResultMinor(); 
  } 
 } 
public string ReadResourceValue(string file, string key) 
{ 
 string resourceValue = string.Empty; 
 try 
 { 
  string resourceFile = file; 
  ResourceManager resourceManager = new ResourceManager(resourceFile, 
System.Reflection.Assembly.GetExecutingAssembly()); 
 resourceValue = resourceManager.GetString(key); 
 } 
 catch (Exception ex) 
 { 
  Console.WriteLine(ex.Message); 
  resourceValue = string.Empty; 
 } 
 return resourceValue; 
} 
} 
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El código declara en primer lugar una cabecera SmartHeader que se añade a la 
petición de lectura. Se añade el XPath que queremos consultar  y se envía la petición. 
Por último se recogen los resultados y se muestran por pantalla: 
14.9 Anexo B.4 
Autenticación directa con .NET 
El siguiente código C# solicita una autenticación directa contra el servicio 
(mediante el puerto AuthN). Las credenciales que se envía son el nombre de usuario y 
la contraseña. La respuesta que se solicita es una aserción. 
public static void testEP() 
{ 
 SmartHeader head = new SmartHeader(); 
 head.Username = USER; 
 head.Password = PASS; 
 head.addUsernameToken(); 
 SmartReadRequest srreq = new SmartReadRequest(TRUSTEDX_URL); 
 srreq.setHeader(head); 
 srreq.setXPath("/TWS/EP/PU/User[@dname='CN=trustedx, OU=Demo, O=TrustedX, 
C=ES']/Contacts/Work/"); 
 srreq.setNextElements("2"); 
 srreq.setStartsAt("0"); 
 SmartReadResponse srres = srreq.send(); 
 String t = srres.getData(); 
 Console.WriteLine(t); 
} 
<?xml version="1.0" encoding="utf-16"?> 
<SOAP-ENV:Envelope xmlns:SOAP-ENV="http://schemas.xmlsoap.org/soap/envelope/"> 
<SOAP-ENV_Body> 
<sfly:ReadResponse 
xmlns:sfly="http://www.safelayer.com/TWS"><sfly:result>success</sfly:result><sfly:
totalElements>1</sfly:totalElements><sfly:numElements>1</sfly:numElements><sfly:st
artAt>0</sfly:startAt><sfly:endAt>0</sfly:endAt><sfly:end>true</sfly:end><sfly:dat
a><Work> 
<Mail>trustedx@work.com</Mail> 
<Phone>+000000000</Phone> 
</Work> 
</sfly:data></sfly:ReadResponse> 
</SOAP-ENV:Body></SOAP-ENV:Envelope> 
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14.10 Anexo B.5 
Petición de firma XAdES con .NET 
El siguiente código en lenguaje C# utiliza las clases generadas en el servicio DS 
para solicitar a TrustedX una firma XAdES enveloping.  De hecho, forma parte del 
servicio que se en la nube. 
 
public static String getArtifact(String agentId, String aaMethod, String aaPolicy, 
String secret, String user, String password) 
{ 
 SmartAuthNRequest aReq; 
 aReq = new SmartAuthNRequest(TRUSTEDX_URL_2); 
 aReq.setAgentId(agentId); 
 aReq.setIpAddress("127.0.0.1"); 
 aReq.setSecret(secret); 
 aReq.setMethod(aaMethod); 
 aReq.setPolicy(aaPolicy); 
 aReq.setUsernameTokenUsername(user); 
 aReq.setUsernameTokenPassword(password); 
 aReq.setEntityUsername(user); 
 aReq.setRespondWith("assertionArtifact"); 
 SmartAuthNResponse aResp = aReq.send(); 
 return aResp.getAssertionArtifact(); 
} 
public String DigitalSignature(String Path, String saml) 
{ 
 //... 
 SmartSignRequest sReq = new SmartSignRequest(url); 
 sReq.setXmlReturnBase64(true); 
 sReq.setProfile(Constants.Profile.XADES); 
 sReq.setInputBase64Data(dataToSign); 
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Se crea la petición indicándole la url de TrustedX, que el documento a retornar es 
en formato XML, el perfil es XAdES, el archivo a firmar, una uri de referencia y la 
cabecera SOAP. Se envía al servicio DS y recibe la respuesta y la devuelve a la 
aplicación principal. 
14.11 Anexo B.6 
Verificación de firma XAdES con .NET 
El código que se muestra a continuación, realiza una petición de verificación de 
firma XAdES con un mensaje SOAP a través de SmartWrapper a TrustedX. Este 
código formará parte de la aplicación alojada en la nube, tal y como veremos más 
adelante. 
 
 sReq.setInputRefUri(refUri); 
 SmartHeader header = new SmartHeader(); 
 header.setAssertion(@saml); 
 sReq.setHeader(header); 
 SmartSignResponse sResp = sReq.send(); 
 sResp.setSignatureB64AsXml(true);  
if (RESULTMAJOR_SUCCESS==sResp.getResultMajor() && sResp.getResultMinor() == null) 
 { 
  String signature = sResp.getSignatureXml(); 
  return HttpUtility.UrlEncode(sResp.getResultMajor() + "|" + signature); 
 } 
 else 
 { 
  Console.WriteLine(sResp.getResultMinor()); 
  return sResp.getResultMajor() + "|" + sResp.getResultMinor(); 
 } 
} 
public String SignatureVerify(String filepath, String signature, String saml) 
{ 
 String base64signature = File.ReadAllText(signature); 
 //... 
 SmartHeader header = new SmartHeader(); 
 header.setAssertion(@saml); 
 SmartVerifyRequest svreq = new SmartVerifyRequest(url); 
 svreq.setProfile(Constants.Profile.XADES); 
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El resultado que se mostrará por pantalla al ejecutar el código es: 
Result major = success 
15. Anexo C 
15.1 Interidy IdP 
Este anexo no explica cómo configurar el proveedor de identidad ya que Interidy 
es una tecnología ya implementada. Lo que se va a explicar en este punto es cómo 
crear e instalar la tarjeta de información del cliente así como los certificados 
necesarios para su funcionamiento en la máquina cliente. 
1. En primer lugar accedemos a la página de gestión del usuario de Interidy 
[https://sandbox.safelayer.com/interidyidp] y nos validamos con nuestras 
credenciales. 
 
 svreq.setSignatureXml(base64signature); 
 svreq.setInputBase64Data(dataToVerify); 
 svreq.setInputRefUri("safelayer"); 
 svreq.setHeader(header); 
 SmartVerifyResponse svres = svreq.send(); 
 Console.WriteLine("Result major = " + svres.getResultMajor()); 
 return svres.getResultMajor() + "|" + svres.getResultMinor(); 
} 
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2. En la pestaña "Manage profile" rellenamos la información con nuestros datos 
personales. 
 
 
3. Una vez cumplimentado los datos personales y guardados, en la pestaña 
"Generate Information Card" hacemos click  en "Authentication Card" para 
descargarnos la ICard que se usará en el proceso de autenticación. 
4. Por último y sin salir de la página dónde estamos, descargamos los certificados 
utilizando nuestro navegador y los instalamos. El primero cómo entidad 
certificadora de confianza y el segundo como persona de confianza. 
 
 
 
