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Linker for a hypothetical computer SIC/XE
Tematika naloge:
SIC/XE je hipoteticˇni racˇunalnik, ki se pogosto uporablja v izobrazˇevanju
pri predmetih s podrocˇja sistemske programske opreme. V okviru poucˇevanja
je na Fakulteti za racˇunalniˇstvo in informatiko Univerze v Ljubljani nastal
programski sistem SicTools, ki vsebuje zbirnik in simulator, manjka pa mu
sˇe ustrezen povezovalnik objektne kode. V okviru diplomske naloge preucˇite
podrocˇje povezovanja s poudarkom na racˇunalniku SIC/XE. Nato implemen-
tirajte povezovalnik in ga vgradite v sistem SicTools. Arhitektura sistema naj
bo moderna in objektno-orientirano zasnovana v obliki samostojnih knjizˇnic
izvorne kode. Poleg osnovnega povezovanja naj omogocˇa tudi naprednejˇso
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Povzetek
Naslov: Povezovalnik za hipoteticˇni racˇunalnik SIC/XE
Povezovalnik je del sistemske programske opreme, ki kodo programa, napi-
sano v vecˇ datotekah zdruzˇi v eno, izvedljivo datoteko. To nam omogocˇi
uporabo knjizˇnic in razdeljevanje programov na locˇene sekcije.
SIC/XE je hipoteticˇni racˇunalnik, ki se v izobrazˇevanju pogosto uporablja
za prikaz delovanja sistemskih programov – uporablja se tudi na Fakulteti
za racˇunalniˇstvo in informatiko Univerze v Ljubljani, kjer je bila za pomocˇ
pri poucˇevanju zanj razvita zbirka SicTools. Ta vsebuje napreden simulator,
zbirnik in nalagalnik, manjka pa ji povezovalnik.
V sklopu naloge je bil razvit povezovalnik za racˇunalnik SIC/XE, ki bo
razsˇiril zbirko orodij SicTools. Povezovalnik omogocˇa povezovanje z vecˇ
razlicˇnimi nacˇini, pa tudi urejanje posameznih sekcij, preden se povezˇejo.
Uporaba je mozˇna preko tekstovnega in graficˇnega vmesnika, ali pa kot
knjizˇnica v drugem programu.
Na zacˇetku naloge je opisano delovanje SIC/XE racˇunalnika in povezo-
valnikov. Sledi predstavitev uporabniˇskega in programskega vmesnika. V
naslednjem poglavju je podrobno opisano delovanje izdelanega programa in
vseh njegovih komponent. Nazadnje je predstavljen sˇe tipicˇen primer pove-
zovanja – od kode v zbirnem jeziku do koncˇne povezane datoteke.




Title: Linker for SIC/XE hypothetical computer
A linker is a part of system software that combines code written in multiple
files into a single, executable file which allows for use of libraries and pro-
grams divided into multiple units.
SIC/XE is a hypothetical computer often used in education for demon-
strating system software – it is also in use at the Faculty of Computer and
Information Science at the University of Ljubljana, where a collection of
SIC/XE system software and tools named SicTools was developed. SicTools
contains an advanced simulator of SIC/XE, an assembler and a loader while
a linker is missing.
In this thesis, the missing linker for SIC/XE has been developed. It has
multiple linking modes and allows interactive editing of the program sections
before they are linked. It can be used either with a textual or graphical
interface or as a library in a separate program.
We start with an overview of SIC/XE and linkers, followed by a descrip-
tion of linker’s user interfaces and instructions for using the library. In the
next chapter we have a detailed documentation for all the linker components.
Finally, there is a typical example of linking a program – from an assembly
code to a final linked file.




Povezovalnik (anglesˇko linker) je del sistemske programske opreme, ki pre-
vedeno kodo iz razlicˇnih datotek povezˇe v eno objektno datoteko, ki se nato
lahko izvede. Omogocˇi nam, da lahko program napiˇsemo v vecˇ datotekah
oziroma da uporabljamo zunanje knjizˇnice.
SIC (Simplified Instructional Computer) je hipoteticˇni racˇunalnik, ki je
opisan v knjigi System Software avtorja Lelanda Becka [1] in ki se na Fa-
kulteti za racˇunalniˇstvo in informatiko na Univerzi v Ljubljani kot primer
uporablja pri predmetu Sistemska programska oprema na Univerzitetnem
programu. Glavna tema knjige in omenjenega predmeta je spoznavanje s
sistemsko programsko opremo – zbirnikom, nalagalnikom, povezovalnikom,
delno tudi prevajalniki in osnovami operacijskih sistemov. Procesor SIC je
za taksˇen namen zelo primeren – nacˇrtovan je namrecˇ tako, da ima cˇim vecˇ
skupnega z realnimi procesorji, ne da bi se prevecˇ priblizˇal kateremu od njih.
Zaradi tega so koncepti, uporabljeni pri programiranju za SIC, uporabni pri
vecˇini ostalih procesorjev, razvoj sistemske programske opreme zanj pa ima
veliko skupnega z realno sistemsko opremo. Procesorjeva razsˇirjena verzija,
imenovana SIC/XE, ima vecˇ registrov, vecˇ ukazov in vecˇ pomnilnika in se
zato uporablja pogosteje kot osnovni SIC.
Za lazˇje delo s SIC oziroma SIC/XE je bila razvita skupina orodij SicTools
[2], dostopna na http://jurem.github.io/SicTools/, ki med drugim vsebuje
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zbirnik, nalagalnik in simulator z graficˇnim vmesnikom, zaenkrat pa sˇe ne
vkljucˇuje povezovalnika. SicTools se med drugim uporablja na nasˇi fakulteti
pri zˇe prej omenjenem predmetu Sistemska programska oprema za prakticˇno
demonstracijo delovanja sistemskih programov, pa tudi kot zgled sˇtudentom,
ko izdelujejo svoje sistemske programe.
1.1 Cilj diplomske naloge
V diplomski nalogi bo izdelan povezovalnik za racˇunalnik SIC/XE. Povezo-
valnik bo objektno orientiran, napisan v javi in izdelan cˇim bolj splosˇno, tako
da bo uporaben tudi kot sˇolski primer. Uporaba programa bo mozˇna na dveh
nivojih: kot orodje dostopno preko ukazne vrstice in kot programski vmesnik,
ki se lahko vkljucˇi v drug program, na primer v SicToolsov simulator.
Pisni del naloge bo uporaben kot pregled delovanja povezovalnika ali kot
vodilo nekomu, ki bi rad izdelal svoj program. Prakticˇni del naloge (izdelani




SIC vsebuje enostaven procesor, ki je bil razvit kot primer tipicˇnega proce-
sorja in zato vsebuje le funkcionalnosti, ki so skupne vecˇini pravih proce-
sorjev. Koncepti, ki se uporabljajo pri programiranju za SIC, so zato lahko
uporabni pri programiranju za vecˇino realnih racˇunalnikov.
SIC/XE (XE pomeni extra equipment oz. extra expensive – z dodatno
opremo oz. dodatno drag) je razsˇirjena verzija istega procesorja, ki ima do-
datne ukaze, vecˇ registrov in lahko naslovi vecˇ pomnilnika.
Pomnilnik Pomnilnik je sestavljen iz 8-bitnih bajtov (byte), trije bajti pa
predstavljajo besedo (word). Vsak bajt je mozˇno nasloviti posebej, besede
pa se naslavljajo z naslovom najnizˇjega bajta. V osnovni razlicˇici lahko SIC
naslovi 215 (32 768) bajtov pomnilnika, SIC/XE pa 220 bajtov (1 MiB).
Registri Vsi registri so dolgi 24 bitov. Osnovni SIC vsebuje 5 registrov:
• A – akumulatorski register, uporablja se za aritmeticˇne operacije,
• X – indeksni register, ki se uporablja za lazˇje naslavljanje zaporednih
naslovov v pomnilniku,
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• L – povezovalni register, ki shrani povratni naslov ob klicanju podpro-
gramov,
• PC – programski sˇtevec,
• SW – statusni register.
SIC/XE ima dodatno sˇe 4 registre:
• B – bazni register, ki se uporablja za relativno naslavljanje,
• S in T – dodatna, splosˇno namenska registra,
• F – register za operacije s plavajocˇo vejico.
Ukazi Vsi ukazi za SIC so dolgi 24 bitov – 8 bitov za operacijsko kodo, 1
bit za nacˇin naslavljanja in 15 bitov za naslov:
8 1 15
op x naslov
SIC/XE je kompatibilen s SIC programi in zato lahko uporablja tudi prvi
format, sicer pa ima na voljo sˇtiri razlicˇne formate ukazov:
• 8-bitni ukaz, ki vsebuje samo operacijsko kodo:
8
op
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• 24-bitni ukaz, ki vsebuje 6-bitno operacijsko kodo, 6 bitov za zasta-
vice, ki nam povejo vrsto naslavljanja, in 12 bitni odmik za posredno
naslavljanje:
6 1 1 1 1 1 1 12
op n i x p b e odmik
• 32-bitni ukaz, ki je enak 24-bitnemu, le da ima namesto odmika celoten
20-bitni absolutni naslov:
6 1 1 1 1 1 1 20
op n i x p b e naslov
Naslavljanje Osnovni SIC podpira absolutno naslavljanje s 15 bitnimi na-
slovi ali pa indeksno naslavljanje, kjer naslovu priˇstejemo sˇe vsebino X regi-
stra.
SIC/XE podpira neposredno naslavljanje z 20 biti, indeksno naslavljanje
in relativno naslavljanje, kjer 12 bitnemu odmiku priˇstejemo vrednost PC
registra ali B registra.
Na tem mestu je naslov samo sˇtevilka, preko katere operand za ukaz lahko
dobimo na razlicˇne nacˇine. Na voljo imamo tri nacˇine, od katerih osnovni
SIC podpira le prvega, SIC/XE pa vse tri:
• enostavno naslavljanje – operand za ukaz je vsebina pomnilnika na
podanem naslovu,
• takojˇsnje naslavljanje – operand je kar podani naslov, v zbirniku ga
prepoznamo po predponi #,
• posredno naslavljanje – vsebina pomnilnika na podanem naslovu je
naslov operanda, v zbirniku ga prepoznamo po predponi @.
Kateri tip naslavljanja je v uporabi, nam dolocˇi kombinacija zastavic v ukazu:
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• Bit x, ki je prisoten v 24-bitnem, 32-bitnem in osnovnem SIC formatu
nam dolocˇa indeksno naslavljanje – priˇstejemo vsebino registra X.







• Bita n in i v 24-bitnem in 32-bitnem formatu dolocˇata nacˇin uporabe
naslova. Cˇe sta oba bita 0, potem gre za osnovni SIC format ukaza in





• Bit e je nastavljen na 1, cˇe gre za 32-bitni ukaz. Tako zbirnik ve, da
sledi 20-bitni naslov.
Predstavitev podatkov Sˇtevila so 24-bitna, negativna sˇtevila so predsta-
vljena z dvojiˇskim komplementom. Znaki so predstavljeni z 8-bitno ASCII
kodo. SIC/XE podpira tudi 48-bitna realna sˇtevila. Prvi bit predstavlja
predznak, naslednjih 11 bitov je eksponent, zadnjih 36 bitov pa mantisa.
Vrednost sˇtevila se izracˇuna kot (−1)s · 2(e−1024) ·m , kjer je s prvi bit, e
eksponent in m mantisa.
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Vhodno-izhodne naprave SIC in SIC/XE podpirata tudi operacije z
vhodno-izhodnimi napravami. Vsaka ima dolocˇeno 8-bitno kodo in s pro-
cesorjem komunicira preko najnizˇjega bajta v registru A.
Kontrolne sekcije V zbirniku se nova kontrolna sekcija zacˇne na zacˇetku
programa z ukazom START ali kasneje z ukazom CSECT. Vsaka sekcija je locˇen
del kode, zato je vecˇ sekcij lahko v eni ali pa v vecˇ datotekah. Med seboj ko-
municirajo preko zunanjih simbolov – simbol je definiran v eni sekciji, ostale
pa se lahko nanj sklicujejo, cˇe ga potrebujejo. Tako lahko v sekciji upora-
bljamo spremenljivke, dele pomnilnika ali rutine iz neke druge sekcije.
1 prog START 0 . prva sekcija z imenom prog
2 EXTREF ref1 . reference na tri zunanje simbole
3 EXTREF ref2
4 EXTREF sect3 . ime sekcije je privzeto zunanji simbol
5 +LDA ref1 . nalozˇimo vrednost iz reference ref1
6 +STA ref2 . sharnimo jo na naslov iz reference ref2
7 +JSUB sect3 . skocˇimo na naslov z reference sect3
8 halt J halt
9
10 sect2 CSECT . druga sekcija z imenom sect2
11 EXTDEF ref1 . definirana dva simbola
12 EXTDEF ref2
13 ref1 WORD 15 . prvi simbol - vrednost 15
14 ref2 RESW 1 . drugi simbol - rezervirano mesto za 1 besedo
15
16 sect3 CSECT . tretja sekcija z imenom sect3
17 LDA #15
18 ADD #15
19 STA result . result = 15 + 15
20 RSUB . vrnemo se v prvo sekcijo
21 result RESW 1
22
23 END prog . konec programa
Slika 2.1: Primer programa s tremi kontrolnimi sekcijami
Zunanji simbol definiramo z ukazom EXTDEF ime, kjer je ime labela v tej
sekciji in ni daljˇse od 6 znakov. Paziti moramo, da v sekciji, ki bo simbol upo-
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rabljala in labele z enakim imenom, in da katera od drugih sekcij ne definira
enakega simbola. Imena kontrolnih sekcij so zˇe privzeto definirani zunanji
simboli, zato nam jih ni treba dodatno definirati, cˇe jih zˇelimo uporabiti.
Zunanji simbol uporabimo z ukazom EXTREF ime, kjer je ime simbol,
definiran v neki drugi sekciji. Spet je potrebno paziti, da enako ime ni upo-
rabljeno zˇe kje drugje v tej kontrolni sekciji.
Objektna koda
Objektni zapisi za racˇunalnik SIC so napisani kot obicˇajne tekstovne datoteke
z vecˇ razlicˇnimi zapisi. Vsebujejo kodo programa, navodila za prenaslavljanje
relativnih naslovov in informacije o zunanjih referencah v obliki objektnih
zapisov.
• H – zaglavni zapis (header) vsebuje ime, zacˇetni naslov programa oz.
sekcije in dolzˇino objektne kode v bajtih.
1 2–7 8–13 14–19
H ime naslov dolzˇina
• T – programski zapis (text record) vsebuje zacˇetni naslov zapisa, dolzˇino
zapisa v bajtih in kodo, ki je predstavljena v sˇestnajstiˇski obliki.
1 2–7 8–9 10–69
T naslov dolzˇina vsebina
• E – koncˇni zapis (end record) vsebuje naslov zacˇetka programa.
1 2–7
E ime
• M – prilagoditveni zapis (modification record) vsebuje zacˇetni naslov
polja, ki mora biti prenaslovljeno, dolzˇina polja, smer popravka (+ ali
2.1. RACˇUNALNIK SIC/XE 9
-) in ime simbola. Enostavnjesˇa razlicˇica tega zapisa, uporabna za
enostavno prenaslavljanje, izpusti smer in simbol – privzame se, da je
potrebno priˇsteti zacˇetni naslov programa.
1 2–7 8–9 10 11–16
M naslov dolzˇina + simbol
• D – definicijski zapis (define record) vsebuje ime in naslov zunanjih
simbolih, definiranih v tej kontrolni sekciji. En zapis lahko vsebuje vecˇ
simbolov.
1 2–7 8–13 14–73
D ime naslov ponovitev polj 2–13 za ostale simbole
• R – referencˇni zapis (refer record) vsebuje imena zunanjih simbolov, ki
se uporabljajo v tej kontrolni sekciji. En zapis vsebuje vecˇ simbolov.
1 2–7 8–73
R ime imena ostalih simbolov
1 Hprog 00000000000F













Slika 2.2: Objektna koda za primer s tremi sekcijami
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2.2 Povezovalniki
Ko imamo objektno datoteko, ki smo jo dobili kot izhod iz zbirnika, jo je
potrebno nalozˇiti v pomnilnik, kjer se bo nato program izvedel. Cˇe smo v
zbirnem jeziku uporabljali relativne naslove, se bo lahko program nalozˇil na
katerokoli mesto v pomnilniku, nalagalnik pa mora opraviti tudi prenasla-
vljanje – spremeniti mora relativne naslove iz objektne datoteke v absolutne
naslove v pomnilniku. To se naredi z uporabo modifikacijskih zapisov v
objektni kodi, ki nam povedo, na katerih mestih v kodi je potrebno priˇsteti
zacˇetni naslov programa, da bo program deloval na novi lokaciji.
Cˇe smo v programu uporabljali zunanje reference, ki kazˇejo na spremen-
ljivke iz nekega drugega programa, moramo na tem mestu opraviti sˇe pove-
zovanje. Pri povezovanju bomo zunanje reference v programu nadomestili z
dejanskimi naslovi iz neke druge kontrolne sekcije. To izvedemo tako, da pri
kreiranju objektne datoteke na mestih, kjer zˇelimo uporabiti referenco, na-
mesto naslova vstavimo nicˇle in med M zapise dodamo nov zapis s simbolom,
ki ga referenciramo, naslovom in dolzˇino vstavljenih nicˇel. Povezovalnik bo
iz R in M zapisov razbral, kaj je potrebno v kodi popraviti.
2.2.1 Vrste povezovalnikov
Povezovanje je lahko kar del nalagalnika in se izvaja vsakicˇ, ko bomo nalozˇili
in pognali program. Tak nacˇin ne potrebuje vmesnih datotek, vendar je lahko
zelo zamuden, cˇe gre za velike programe in cˇe program poganjamo pogosto.
Druga mozˇnost je samostojni povezovalnik, ki nam iz vecˇ kontrolnih sek-
cij v vecˇ objektnih datotekah z medsebojnimi referencami vrne eno kontrolno
sekcijo v eni objektni datoteki, ki vsebuje vso kodo. V izhodni datoteki pra-
viloma ni vecˇ nobenih D in R zapisov, niti M zapisov, ki bi se nanasˇali na
zunanje simbole. Tako objektno datoteko lahko zato nalozˇi enostaven nala-
galnik, na enak nacˇin kot bi nalagal program napisan brez uporabe kontrolnih
sekcij in zunanjih simbolov. Prednost takega nacˇina povezovanja je hitrost,
saj je datoteko treba povezati samo enkrat, kasneje pa jo samo sˇe nalozˇimo.
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2.2.2 Povezovanje
Tipicˇno povezovanje se izvaja v dveh prehodih in uporablja dve tabeli, s ka-
terima sledi naslovom kontrolnih sekcij in simbolov.
Prvi prehod zgradi seznam naslovov definiranih zunanjih simbolov in
zacˇetnih naslovov posameznih sekcij, ki jih povezujemo. Pri tem mora paziti
na prekrivanje med sekcijami – za prenaslovljive sekcije to pomeni, da jih po-
stavi eno za drugo, pri absolutnih pa mora preveriti morebitna prekrivanja.
Povezovalnik pri prvem prehodu polni tabelo CSTAB, ki za vsako sekcijo
vsebuje ime, nalagalni naslov in dolzˇino in pa ESTAB, ki za vsak zunanji
simbol vsebuje ime sekcije, ime simbola in naslov simbola. Opisani algoritem
bere vrstice vhodnih datotek in na podlagi prebranih podatkov zgradi obe
tabeli, hkrati pa si zapomni sˇe dodatne informacije o programu, ki jih bo
povezovalnik uporabil v drugem prehodu: ime, dolzˇina in zacˇetni naslov.
CSADDR = 0, PROGNAME = ””, STARTADDR = −1
while podatki na vhodu do
begin
read H zapis
CSNAME = ime iz H zapisa, CSLEN = dolzˇina iz H zapisa
if PROGNAME == ”” then PROGNAME = CSNAME
if CSTAB contains CSNAME then throw error
else insert {CSNAME, CSADDR, CSLEN} into CSTAB
read zapis
while tip zapisa != E do
begin
if tip zapisa == D then
for each simbol iz D zapisa do
begin
ESNAME = ime simbola, ESADDR = vrednost simbola
if ESTAB vsebuje ESNAME then throw error





CSADDR = CSADDR + CSLEN
if STARTADDR == −1 then STARTADDR = naslov iz E zapisa
end
PROGLEN = CSADDR
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Drugi prehod zdruzˇi kontrolne sekcije v eno in glede na seznam iz prvega
prehoda nastavi naslove referenc. Cˇe povezovanje in nalaganje izvajamo na-
enkrat, se objektni modul ne generira v novo datoteko, ampak se lahko nalozˇi
kar neposredno v pomnilnik. Opisani algoritem bere vhodne datoteke in
istocˇasno izpisuje povezano objektno datoteko. Istocˇasno si polni seznam M
zapisov, ki jih na koncu prav tako izpiˇse v izhodno datoteko. Odvecˇne M
zapise pred izpisovanjem odstrani.
MRECORDS = [ ], CSADDR = 0
write ”H”, PROGNAME, ”000000”, PROGLEN
while podatki na vhodu do
read H zapis
CSNAME = ime iz H zapisa, CSLEN = dolzˇina iz H zapisa
read vse T in M zapise v sekciji
for each M zapis do
begin
FADDR = naslov iz M zapisa
FLEN = dolzˇina iz M zapisa
FLAG = + ali − iz M zapisa
ESNAME = simbol iz M zapisa
if ESTAB vsebuje ESNAME then
ESVAL = naslov v ESTAB pri ESNAME
poisˇcˇ i T zapis , ki vsebuje FADDR
na FADDR v T zapisu FLEN polzlogom priˇstej/odsˇtej ESVAL
na FADDR v T zapisu FLEN polzlogom priˇstej CSADDR
else
throw error
add {M, FADDR + CSADDR, FLEN, FLAG, PROGNAME} to MRECORDS
end
for each T zapis do
begin
TADDR = zacˇetek T zapisa
TLEN = dolzˇina T zapisa
DATA = koda iz T zapisa
write ”T”, TADDR+CSADDR, TLEN, DATA
end
uredi M zapise ( odstrani pare +/−PROGNAME na istem naslovu)
write vse M zapise iz MRECORDS in M zapise, ki se ne nanasˇajo na simbole
write E, STARTADDR
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2.3 Sorodna dela
2.3.1 SicTools
SicTools[2] je zbirka orodij, ki vkljucˇuje zbirnik in graficˇni simulator. Simula-
tor ima graficˇni vmesnik in omogocˇa sprotno spremljanje delovanja racˇunalnika
vkljucˇno s spremljanjem vsebine registrov in celotnega pomnilnika. Prav
tako ima nekatere funkcije razhrosˇcˇevalnika, kot so ustavitev delovanja ob
dolocˇenem ukazu, sprotno pretvarjanje objektne kode nazaj v zbirno (di-
sassembly) in izvajanje po enega ukaza naenkrat. Vkljucˇuje tudi graficˇni
in tekstovni zaslon. Simulatorjev nalagalnik lahko nalozˇi relativne objektne
.obj datoteke ali pa z uporabo zbirnika nalozˇi program iz .asm datoteke v
zbirnem jeziku.
Vkljucˇeni zbirnik je mozˇno poganjati preko ukazne vrstice kot samostojen
program, simulator pa ga uporablja kot knjizˇnico, da lahko nalozˇi zbirniˇske
datoteke.
Povezovalnik, predstavljen v tej nalogi, je zasnovan kot dodatek k zbirki
SicTools, njegovo delovanje pa je zasnovano na podoben nacˇin kot omenjeni
zbirnik – samostojno ali preko simulatorja.
Zbirka je dostopna na http://jurem.github.io/SicTools/.
2.3.2 Dela na nasˇi fakulteti
Orodja za racˇunalnik SIC in SIC/XE so bila tema nekaterih diplomskih del
na Fakulteti za racˇunalniˇstvo in informatiko Univerze v Ljubljani. Izdelan je
bil zbirnik[3], pretvornik med zbirniˇsko kodo SIC/XE in Intel x86 [4], pre-
vajalnik iz jezika C v SIC/XE zbirni jezik [5] in implementacija SIC/XE na
FPGA razvojni plosˇcˇi s pripadajocˇo sistemsko programsko opremo [6].
Pri nazadnje omenjeni nalogi je med sistemskimi orodji tudi povezovalnik.
Glavne razlike med njim in povezovalnikom, predstavljenim v tej nalogi, je,
da slednji podpira urejanje sekcij med povezovanjem, je bolj objektno usmer-
jen, ponuja vecˇ nacˇinov uporabe in omogocˇa enostavno dodajanje novih upo-
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rabniˇskih vmesnikov ali vkljucˇevanje v druge programe – zato je primeren
kot dopolnitev zbirke SicTools.
2.3.3 Ostala podobna orodja
Na spletu je mogocˇe najti sˇe nekaj drugih implementacij povezovalnika za
SIC/XE [7] [8]. Vecˇinoma gre za naloge, ki so jih sˇtudentje izdelali v sklopu
ucˇenja o sistemski programski opremi. Noben od najdenih povezovalnikov
ni bil izdelan kot orodje z uporabniku prijaznim vmesnikom, podrobnimi
navodili in jasnimi pogoji uporabe. Tudi njihovi formati datotek se nekoliko
razlikujejo od uporabljenih v tej nalogi, zato se z njimi npr. ne da povezati





Glavna funkcija izdelanega povezovalnika je, da povezˇe podane relativne .obj
datoteke v novo skupno datoteko in razresˇi reference med njimi. Vhodne
datoteke so lahko sestavljene iz vecˇ kontrolnih sekcij (H zapis v objekti kodi)
in lahko imajo zunanje reference in definicije (R in D zapisi v objektni kodi).
Izhodna datoteka ima samo eno kontrolno sekcijo ter nima referenc in defi-
nicij, saj se vse zˇe razresˇene.
Ime izhodne datoteke lahko povezovalniku podamo, sicer pa jo bo sam
poimenoval z imenom prve kontrolne sekcije in pripono ln.obj.
Delno povezovanje Cˇe v vhodnih datotekah nimamo razresˇenih vseh re-
ferenc, bo povezovalnik javil napako. Cˇe zˇelimo, pa lahko izvedemo samo
delno povezovanje – razresˇene reference bodo popravljene, nerazresˇene refe-
rence pa ostanejo v izhodni datoteki in jih lahko razresˇimo kasneje. Izhodna
datoteka bo tako ohranila R in M zapise, ki nimajo pripadajocˇega D zapisa
v nobeni izmed podanih datotek.
Take izhodne datoteke zato sˇe ne moremo poganjati, razen cˇe jo prej do
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konca povezˇemo z datoteko, ki ima potrebne definicijske zapise. Ta nacˇin
je uporaben, kadar nekaterih uporabljenih knjizˇnic sˇe nimamo in jih bomo
dobili kasneje – npr. od operacijskega sistema.
Ohranjanje zunanjih definicij Pri obicˇajnem povezovanju bo izhodna
datoteka brez D in R zapisov, saj je namenjena izvajanju. Cˇe jo zˇelimo
kasneje povezati z neko drugo sekcijo, bomo morali uporabiti katerega od
zunanjih simbolov, ki so definirani v povezani sekciji. Izdelani povezovalnik
omogocˇa, da uporabnik zahteva, naj se vse zunanje definicije (D zapisi) ohra-
nijo v izhodni datoteki.
Izhodna datoteka tako nima vecˇ kontrolnih sekcij, zunanjih referenc in
pripadajocˇih prenaslovitvenih zapisov, zato se lahko nalozˇi z obicˇajnim na-
lagalnikom in pozˇene.
Glavna sekcija Glavna sekcija je tista, kjer se bo zacˇelo izvajanje in jo
dolocˇa koncˇni E zapis v .obj datoteki. Povezovalnik bo privzeto za glavno
sekcijo uporabil prvo sekcijo prve podane datoteke. Cˇe mu podamo ime
sekcije, za katero bi radi, da je glavna, bo povezovalnik, preden zacˇne z delom,
preuredil vrsti red sekcij tako, da bo podana na zacˇetku, nato pa nadaljeval
kot obicˇajno. Cˇe podane sekcije ni v nobeni izmed vhodnih datotke, bo
povezovalnik javil napako.
Urejanje sekcij Uporabnik lahko pred prevajanjem uredi sekcije, ki jih
vsebujejo vhodne datoteke. Spremeni lahko imena sekcij in simbolov, kate-
rega izmed njih odstrani iz povezovanja ali pa spremeni vrsti red sekcij.
Cˇe preimenujemo ali izbriˇsemo zunanjo referenco, se skupaj z njo preime-
nujejo oz. izbriˇsejo tudi pripadajocˇi M zapisi. Podprto je tudi poimenovanje
z enakom imenom, kot ga ima zˇe neka druga referenca v isti sekciji – stara
referenca se bo izbrisala, njeni M zapisi pa se bodo preimenovali z novim
imenom.
Imena sekcij in zunanjih definicij morajo biti unikatna – sekcije ne mo-
remo poimenovati z imenom, ki ga ima zˇe neka druga sekcija, definicije sim-
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bola ne moremo poimenovati z imenom, ki ga ima zˇe neka druga definicija v
isti sekciji.
Vsa imena sekcij in simbolov morajo biti dolga 6 ali manj znakov.
Izpisovanje podrobnosti Poleg teh mozˇnosti izdelani povezovalnik omogocˇa
tudi delovanje v nacˇinu z izpisovanjem informacij (anglesˇko verbose mode),
kjer sproti izpisuje podrobnosti o poteku povezovanja in omogocˇi uporabniku,
da spremlja dogajanje. Ta nacˇin je uporaben, kadar gre med povezovanjem
kaj narobe in bi uporabnik rad videl, kje se je napaka pojavila.
Izdelani povezovalnik podpira samo povezovanje relativnih oz. prenaslo-
vljivih sekcij in javi napako, cˇe je kateri od vhodnih programov absoluten.
3.2 Uporaba samostojnega povezovalnika
Izdelani prevajalnik je mogocˇe uporabljati kot samostojno orodje preko uka-
zne vrstice ali z enostavnim graficˇnim vmesnikom. Oba vmesnika ponujata
enake funkcionalnosti in omogocˇata uporabo vseh opcij vgrajenih v povezo-
valnik.
3.2.1 Uporaba preko ukazne vrstice
Povezovalnik pozˇenemo z java sic.Link, kjer je sic.Link prevedena .class
datoteka. Cˇe uporabljamo povezovalnik kot del SicTools orodij, ga pozˇenemo
z java -cp sictools.jar sic.Link. Temu ukazu sledi seznam zastavic za
opcijske funkcionalnosti in seznam vhodnih datotek. Zastavice, ki so na voljo:
• -o ali -out in ime datoteke, ki dolocˇi izhodno datoteko. Na primer
java sic.Link -o iz.obj v1.obj v2.obj, kjer je iz.obj izhodna
datoteka, v1.obj in v2.obj pa vhodni datoteki.
• -m ali -main in ime, ki dolocˇi ime glavne oz. prve sekcije. Na pri-
mer java sic.Link -m prva v1.obj v2.obj v3.obj, kjer je prva
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ime ene izmed sekcij, prisotnih v vhodnih datotekah.
• -f ali -force omogocˇi delno povezovanje – povezovanje se bo izvedlo,
tudi cˇe kaksˇna od referenc ni razresˇena.
• -k ali -keep ohrani zunanje definicije – izhodna datoteka bo vsebovala
vse D zapise iz vhodnih datotek.
• -v ali -verbose vklopi izpisovanje informacij o povezovanju na stan-
dardni izhod.
• -e ali -edit pred povezovanjem uporabniku ponudi, da uredi vrstni
red ali imena sekcije in njihovih simbolov.
• -h ali -help izpiˇse pomocˇ za uporabo in ne nadaljuje s povezovanjem.
• -g ali -gui pozˇene graficˇni vmesnik. Cˇe poleg tega nastavimo sˇe kaksˇno
drugo zastavico ali podamo vhodne datoteke, bodo pripadajocˇa vnosna
polja zˇe izpolnjena.
Cˇe smo specificirali opcijo -e, se nam v ukazni vrstici nato odpre ure-
jevalnik sekcij. Ukaz help nam izpiˇse vse ukaze, ki jih urejevalnik sprejme,
ukaz done pa zapre urejevalnik in nadaljuje s povezovanjem. Ostali ukazi, ki
so na voljo:
• list izpiˇse seznam sekcij ter sˇtevilo referenc in definicij za vsako od
njih
• info <sekcija> izpiˇse reference in definicije, ki nastopajo v specifici-
rani sekciji
• move <sekcija> <pozicija> premakne sekcijo na podano pozicijo
• remove <sekcija> izbriˇse podano sekcijo
• rename <sekcija> <ime> preimenuje podano sekcijo s podanim ime-
nom
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• remove-ref <sekcija> <referenca> iz sekcije izbriˇse referenco
• rename-ref <sekcija> <referenca> <ime> preimenuje referenco v
podani sekciji
• remove-def <sekcija> <definicija> iz sekcije izbriˇse definicija
• rename-def <sekcija> <definicija> <ime> preimenuje definicijo v
podani sekciji
3.2.2 Uporaba graficˇnega vmesnika
Graficˇni vmesnik se pozˇene z enakim ukazom, kot cˇe bi ga uporabljali preko
ukazne vrstice, le, da dodamo sˇe zastavico -g ali -gui.
Slika 3.1: Povezovalnikov graficˇni vmesnik
Na vrhu okna je vnosno polje, ki dolocˇi izhodno datoteko. Pot do dato-
teke lahko vnesemo rocˇno ali pa uporabimo gumb Browse... in izberemo pot
s sistemskim dialogom.
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V osrednjem polju je seznam vhodnih datotek, na katerega vhodne da-
toteke dodajamo s klikom na gumb Add .obj. Element na seznamu lahko
oznacˇimo in z gumboma Up in Down spreminjamo njegovo pozicijo. Vrstni
red datotek na seznamu dolocˇa, v kaksˇnem vrstnem redu se bodo sekcije zapi-
sale v izhodno datoteko. Z gumbom Remove lahko izbrano vhodno datoteko
odstranimo s seznama.
Desno spodaj se nahajajo dodatne opcije, ki jih lahko vklopimo v po-
vezovalniku in imajo enak pomen kot zastavice pri uporabi preko ukazne
vrstice:
• Force omogocˇi delno povezovanje – povezovanje se bo izvedlo, tudi cˇe
kaksˇna od referenc ni razresˇena.
• Keep ohrani zunanje definicije – izhodna datoteka bo vsebovala vse D
zapise iz vhodnih datotek.
• Verbose vklopi izpisovanje informacij o povezovanju na standardni iz-
hod.
• Edit omogocˇi urejanje sekcij preden se povezovanje izvede.
• Main prikazˇe novo vnosno polje, kamor vnesemo ime zˇelene prve oz.
glavne sekcije.
Na dnu okna imamo tudi gumb Help, ki izpiˇse pomocˇ za uporabo in gumb
Link, ki pozˇene povezovanje.
Urejevalnik sekcij Cˇe smo v vmesniku izbrali mozˇnost Edit, se nam po
kliku na gumb Link odpre novo okno z urejevalnikom sekcij.
Na skrajni levi imamo seznam vseh sekcij, ki so prisotne v vhodnih da-
totekah. Ko izberemo eno od sekcij, se nam v seznama definicij in referenc,
ki sta desno od seznama sekcij, izpiˇsejo vse zunanje definicije in zunanje re-
ference, ki so prisotne v izbrani sekciji. Na skrajni desni se nam pojavijo
mozˇnosti za urejanje:
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• Z gumboma Up in Down lahko izbrano sekcijo premaknemo na zˇeleno
mesto v seznamu. Vrstni red dolocˇa, kako se bodo sekcije nalozˇile v
pomnilnik, izvajanje pa se bo vedno zacˇelo pri prvi sekciji.
• V vnosno polje Name lahko vnesemo novo ime za izbrano sekcijo in ga
potrdimo z gumbom Rename. Ime mora biti dolgo 6 ali manj znakov
in ne sme biti enako kot ime katere od ostalih sekcij.
• Z gumbom Remove sekcijo izbriˇsemo iz povezovanja.
Slika 3.2: Urejanje kontrolne sekcije
Cˇe zˇelimo urediti zunanji simbol, v levem seznamu izberemo sekcijo, v
kateri se simbol nahaja, nato pa ga izberemo v seznamu definicij ali referenc.
Na desni se nam pojavi vnosno polje za preimenovanje in gumb Remove,
ki delujeta na enak nacˇin kot pri urejanju sekcije. Pri preimenovanju zunanjih
definicij ni dovoljeno uporabiti imena, ki ga ima zˇe neka druga definicija v isti
sekciji. Cˇe zunanjo referenco poimenujemo enako kot neko drugo referenco v
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Slika 3.3: Urejanje zunanjega simbola
isti sekciji, se bosta zdruzˇili – M zapisi preimenovane sekcije bodo uporabili
simbole sekcije, ki je zˇe prej imela tako ime.
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3.3 Uporaba programskega vmesnika
V izdelanem povezovalniku imamo pri povezovanju sˇtiri faze: branje vhodnih
datotek, opcijsko urejanje sekcij, povezovanje in izpis izhodne datoteke.
3.3.1 Programska predstavitev sekcij
Prva faza povezovanja je pretvarjanje kontrolnih sekcij iz .obj datotek v ra-
zrede, s katerimi nato izvajamo povezovanje. Ni pomembno, ali ima ena
vhodna datoteka vecˇ kontrolnih sekcij ali pa samo po eno – povezovalnik bo
vsebino vseh datotek zdruzˇil v skupno strukturo in nadaljne operacije izvajal
na tej strukturi.
Sekcije so predstavljene z drevesno strukturo. Na vrhu je razred Sections,
ki vsebuje vecˇ razredov Section – vsak predstavlja eno sekcijo. Znotraj sek-
cije se nahaja seznam tekstovnih zapisov (razred TRecord), seznama zunanjih
definicij (razred ExtDef) in referenc ( razred ExtRef), seznam modifikacijskih









Slika 3.4: Struktura programa v povezovalniku
Sections Najvecˇja enota v povezovalniku je seznam sekcij – tega pred-
stavlja razred Sections, ki vsebuje seznam razredov Section in metode za
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njihovo urejanje ter spreminjanje. Pomembnejˇse metode tega razreda:
• void addSection(Section section) doda sekcijo na konec seznama,
• List<Section> getSections() vrne seznam vseh sekcij,
• Section getSection(String name) vrne sekcijo s podanim imenom,
• void remove(String sectionName) odstrani sekcijo s podanim imenom,
• void move(String name, int position) premakne sekcijo s podanim
imenom na zˇeleno mesto v seznamu,
• void setName(String name) nastavi ime izhodne sekcije,
• Section combine(boolean keep) zdruzˇi vse sekcije, ki jih razred vse-
buje v eno, boolean keep pa nam pove, ali naj bodo v izhodni datoteki
prisotne zunanje definicije.
• void clean(boolean force) odstrani M in R zapise iz sekcij. Cˇe je
force == true, neporabljene M in R zapise obdrzˇi.
• void renameDef(String sectionName, String oldName, String newName)
v podani sekciji poiˇscˇe zunanjo definicijo oldName in jo preimenuje v
newName. Za reference obstaja ekvivalentna metoda renameRef.
• void removeDef(String sectionName, String symbolName) iz podane
sekcije odstrani zunanjo definicijo symbolName. Za reference obstaja
ekvivalentna metoda removeRef.
Section Informacije o sekciji in seznami zapisov, ki so v njej. Razred med
drugim vsebuje:
• String name – ime sekcije,
• long start – zacˇetni naslov,
• long length – dolzˇina sekcije,
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• List<TRecord> tRecords – seznam tekstovnih zapisov,
• List<Mrecord> mRecords – seznam modifikacijskih zapisov,
• List<ExtDef> extDefs – seznam zunanjih definicij,
• List<ExtRef> extRefs – seznam zunanjih referenc,
• ERecord eRecord – koncˇni zapis.
in njihove pripadajocˇe get in set metode.
TRecord Predstavlja tekstovni zapis in vsebuje samo zacˇetni naslov (long
startAddr), dolzˇino (long length) in vsebino zapisa (String text), ter pri-
padajocˇe get in set metode.
ExtDef Predstavlja zunanjo definicijo in vsebuje ime simbola, ki ga definira
(String name), naslov znotraj svoje sekcije (long address) in zacˇetni naslov
sekcije, v kateri se nahaja (long csAddress).
ExtRef Predstavlja zunanjo referenco in vsebuje le ime simbola, ki ga re-
ferencira (String name).
MRecord Predstavlja modifikacijski zapis. Vsebuje zacˇetni naslov bajta,
na katerega se nanasˇa (long start) in sˇtevilo polzlogov, ki jih je potrebno
spremeniti (int length), smer popravka (boolean positive) in ime simbola,
katerega naslov je potrebno priˇsteti (String symbol). Cˇe je symbol == null,
to pomeni, da je treba priˇsteti zacˇetni naslov programa – gre za obicˇajni M
zapis, ki se uporablja pri prenaslavljanju.
3.3.2 Razred Options
Povezovalnikove opcije se nastavijo preko razreda Options, in jih lahko na-
stavimo na vecˇ nacˇinov.
Za nastavitev vseh opcij naenkrat lahko uporabimo naslednji konstruktor:
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public Options(String output, boolean force, String main, boolean
verbose, boolean keep) throws LinkerError
• String output je pot do izhodne datoteke – cˇe je neveljavna, bo kon-
struktor prozˇil LinkerError napako.
• boolean force omogocˇi prevajanje, tudi cˇe vse reference niso razresˇene.
• String main je ime glavne oz. prve sekcije. Cˇe je ne zˇelimo specificirati,
jo nastavimo na null.
• boolean verbose omogocˇi izpisovanje delovanja povezovalnika na stan-
dardni izhod.
• boolean keep omogocˇi ohranjanje D zapisov v izhodni datoteki.
Posamezne opcije lahko nastavimo tudi preko get in set metod. Spremen-
ljivke force, main, verbose, keep, ki so opisane v prejˇsnjem odstavku, imajo
obicˇajne get in set metode, izhodno datoteko pa je potrebno nastaviti preko
dveh razlicˇnih – prva dolocˇa samo ime datoteke, druga pa celotno pot do nje:
public void setOutputName(String outputName)
public String getOutputName()
public void setOutputPath(String outputPath)
public String getOutputPath()
V razredu Options je tudi metoda, ki iz zastavic nastavljenih v klicu
povezovalnika z ukazne vrstice prebere specificirane opcije
public int processFlags(String[] args)
Sprejme seznam argumentov in vrne sˇtevilo argumentov, ki so bili zaznani
kot zastavice. Ostali niso bili prepoznani in so najverjetneje vhodne datoteke.
Opcije, ki jih podpira, so opisane v poglavju 3.2.1
3.3. UPORABA PROGRAMSKEGA VMESNIKA 27
3.3.3 Razred Linker
Vse povezovanje se dogaja preko razreda Linker, ki mu moramo v konstruk-
torju podati seznam vhodnih datotek in vkljucˇene povezovalnikove opcije:
public Linker(List<String> inputs, Options options)
Vhodne datoteke so podane v obliki seznama poti do njih ( List<String>
inputs), nastavitve prevajanja pa v razredu Options. Poti do vhodnih dato-
tek so lahko absolutne ali relativne glede na direktorij, v katerem se program
izvaja.
Enostavno povezovanje Povezovanje lahko izvedemo naenkrat z metodo
link(), ki iz vhodnih datotek prebere sekcije, jih preuredi glede na nasta-
vljene opcije, izvede povezovanje in vrne izhodno sekcijo v obliki razreda
Section.
Povezovanje z vmesnim urejanjem sekcij Cˇe zˇelimo urejati razred
Sections, ki se prebere iz vhodnih datotek, lahko povezovanje izvedemo v
dveh delih. Najprej poklicˇemo Linkerjevo metodo parse(), ki prebere vho-
dne datoteke in nam vrne razred Sections, na katerem lahko izvajamo zˇelene
spremembe, npr. spremenimo ime kaksˇnega simbola, spremenimo vrstni red
sekcij...
Ko zˇelimo nadaljevati s povezovanjem, uporabimo Linkerjevo metodo
passAndCombine(Sections sections), ki ji podamo spremenjen razred Sections,
vrne pa nam koncˇno povezano sekcijo v obliki razreda Section.
Isti dve metodi sta uporabljeni znotraj metode link(), le da sta upora-
bljeni ena za drugo, brez vmesnega urejanja sekcij.
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Poglavje 4
Pregled kode in delovanja
Povezovalnik je zasnovan tako, da ga je mogocˇe uporabljati kot del zbirke
SicTools. Njegova razredna struktura je zato podobna kot v omenjeni zbirki,
sˇe vedno pa ne uporablja nobene njene kode. Zaradi tega je povezovalnikove
razrede mogocˇe uporabiti povsem samostojno ali pa jih vkljucˇiti v nek drug
program.
Vsa koda se nahaja v paketu sic, tako kot je to narejeno v SicTools.
Na tem nivoju se nahaja razred Link, preko katerega se prevajalnik lahko
pozˇene. Poleg njega imamo na tem nivoju sˇe paket link, ki vsebuje vso kodo,
potrebno za delovanje povezovalnika.
Paket sic.link vsebuje tri razrede: Linker, njegova uporaba je opisana v
poglavju 3.3.3, Options, ki je opisan v poglavju 3.3.2 in pa razred LinkerError
– napaka, ki se prozˇi, ko gre v povezovalniku kaj narobe. Poleg teh razredov
vsebuje sˇe pakete section, ui, utils in visitors.
Paket sic.link.section vsebuje vse razrede za predstavitev sekcij, ki so po-
drobneje opisani v poglavju 3.3.1. Poleg njih vsebuje sˇe razred Location, ki
predstavlja polozˇaj v vhodni datoteki – uporablja se zato, da ob tezˇavah pri
povezovanju uporabniku pomaga najti napako v objektni kodi.
Paket sic.link.ui vsebuje vse razrede za interakcijo z uporabnikom, tako
za graficˇni vmesnik, kot za vmesnik preko ukazne vrstice. To so razredi:
EditSectionGui, ki skrbi za graficˇni urejevalnik sekcij; LinkerCli, ki skrbi za
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tekstovni urejevalnik sekcij; LinkerGui, ki vsebuje kodo za graficˇni vmesnik
povezovalnika; ter LinkListener in SectionEditListener vmesnika, ki se pri
graficˇnem delu uporabljata za obvesˇcˇanje med komponentami.
Paket sic.link.utils vsebuje dva razreda: Parser in Writer, ki skrbita za
pretvarjanje objektnih datotek v kodo in nazaj.
Paket sic.link.visitors vsebuje kodo za oba prehoda povezovalnika. Imple-
mentirana sta z obiskovalcem, ki je definiran v abstraktnem razredu SectionVisitor.






























Slika 4.1: Povezovalnikovi razredi
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4.1 Razred Link
Razred Link skrbi za zagon samostojnega povezovalnika in procesiranje zasta-
vic pri poganjanju preko ukazne vrstice. Vsebuje samo metodo main(String[]
args), znotraj katere najprej iz ukazovih argumentov kreira razred Options
(preko njegove metode processFlags()), in sestavi seznam vhodnih dato-
tek. Glede na izbrane mozˇnosti nato pozˇene graficˇni ali tesktovni vmesnik
preko razreda LinkerGui ali LinkerCli. Cˇe se znotraj metode main() prozˇi
kaksˇna LinkerError izjema, njeno vsebino izpiˇse na sistemski izhod za napake
(System.err).
4.2 Razred Linker
Uporaba razreda Linker je opisana v poglavju 3.3.3, na tem mestu pa je
podrobneje opisano delovanje njegovih metod parse in passAndCombine.
Metoda parse je odgovorna za pretvorbo sekcij iz vhodnih datotek v tako
obliko, da so pripravljene na povezovanje.
Najprej ustvari novo instanco razreda Sections, nato pa iz vsake vhodne
datoteke pridobi seznam njenih sekcij in jih doda vanj. Seznam kontrol-
nih sekcij v vhodni datoteki dobi preko razreda Parser oz. njegove metode
parse(), ki je opisana nekaj odstavkov nizˇje. Cˇe v nobeni od vhodnih dato-
tek ni uspela dobiti sekcij, javi napako.
Zatem preuredi sekcije tako, da je glavna sekcija (options.getMain()) na
prvem mestu. To naredi z uporabo metode move v razredu Sections.
Cˇe je bilo v nastavitvah povezovalnika specificirano ime izhodne datoteke,
se na tem mestu vzame prvih 6 znakov imena (brez koncˇnice .obj ) in se ga
nastavi kot ime izhodne sekcije z metodo sections.setName)).
Napolnjen, preurejen in poimenovan razred Sections se nato vrne kot
rezultat metode.
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Metoda passAndCombine z uporabo obiskovalcev iz paketa sic.link.visitors
in razreda Sections podane kontrolne sekcije povezˇe v eno.
Metoda kot argument sprejme Sections section, ki je izhod iz prejˇsnje
metode. Na zacˇetku ustvari tabelo zunanjih simbolov kot Map<String,
ExtDef>. To tabelo poda v konstruktor obiskovalca FirstPassVisitor, na
katerem zatem klicˇe metodo visit(sections). Ta opravi prvi prehod in pri
tem tabelo napolni z zunanjimi simboli.
Napolnjeno tabelo, skupaj z imenom izhodne sekcije in nastavitvami po-
vezovalnika, poda v konstruktor obiskovalca SecondPassVisitor, na katerem
nato prav tako poklicˇe visit(sections). Ta sekcije povezˇe v eno in razresˇi
njihove medsebojne reference.
Povezanim sekcijam precˇisti M in R zapise, tako da poklicˇe sections.clean().
Ta metoda bo poskrbela, da se razresˇene reference odstranijo iz razreda, prav
tako pa pregleda M zapise in odstrani pare, ki si med seboj nasprotujejo –
eden priˇsteje zacˇetni naslov, drugi pa ga odsˇteje.
Zatem lahko poklicˇe metodo combine(boolean keep) na povezanem ra-
zredu Sections. Ta vrne eno sekcijo v obliki razreda Section, ki jo dobi
tako, da vse zapise iz vseh sekcij po vrsti zlozˇi v novo sekcijo. Njeno dolzˇino
izracˇuna kot sesˇtevek dolzˇin vseh sekcij, njeno ime pa dobi iz razreda Sections
– to je bilo prebrano iz uporabnikovih ukazov, sicer pa je kar ime prve sekcije.
Zdruzˇeno sekcijo vrne kot rezultat metode.
Oba prehoda sta podrobneje opisana na koncu tega poglavja.
4.3 Razred LinkerError
Razred LinkerError razsˇirja vgrajeni razred Throwable in se uporablja za
vse napake, ki se zgodijo znotraj povezovalnika. Na voljo so trije razlicˇni
konstruktorji, ki na razlicˇne nacˇine zgradijo sporocˇilo v razredu Throwable:
public LinkerError() { super(""); }
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public LinkerError(String phase, String msg) {
super(phase + ": " + msg);
}
public LinkerError(String phase, String msg, Location loc) {
super(phase + ": " + msg + " - " + loc.toString());
}
Pri prvem se vsebine sploh ne dolocˇi, pri drugem mu podamo, v kateri fazi
povezovanja smo in kaksˇno je sporocˇilo, pri tretjem pa poleg tega dodamo
sˇe razred Location, ki predstavlja polozˇaj v eni izmed vhodnih datotek. Cˇe
sporocˇila o napakah gradimo na ta nacˇin, lahko uporabnik priblizˇno ve, v
katerem delu povezovalnika se je napaka zgodila ali kateri del vhodne datoteke
je napako povzrocˇil. Vecˇ informacij je v samem besedilu (String msg).
4.4 Paket sic.link.utils
V tem paketu se nahajata dva razreda, ki sta odgovorna za pretvarjanje med
objektnimi datotekami in razredi za predstavitev kontrolnih sekcij.
4.4.1 Razred Parser
Ustvari se ga preko konstruktorja, ki mu je potrebno podati pot do vhodne
.obj datoteke (kot String) in razred Options z nastavitvami.




Vsebuje le eno metodo parse(), ki vrne seznam sekcij, prebranih v vhodni
datoteki (List<Section>), v primeru napacˇno oblikovane objektne datoteke
pa prozˇi LinkerError. Metoda po vrsti gradi seznam razredov Section, tako
da po vrsti bere vrstice objektne datoteke in gradi razrede za predstavitev
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sekcij, ki so opisani v poglavju 3.3.1. Vsakemu od njih doda tudi razred
Location, ki vsebuje ime vhodne datoteke in vrstico – z njegovo pomocˇjo
lahko uporabniku v primeru tezˇav sporocˇi, na katerem delu vhodne datoteke
naj iˇscˇe napako.
4.4.2 Razred Writer
Ustvari se ga preko konstruktorja, ki mu podamo razred Section, z izhodno
sekcijo in razred Options s prevajalnikovimi nastavitvami.




Vsebuje metodo write(), ki izpiˇse vsebino podane sekcije v objektno
datoteko in jo vrne v obliki razreda File. Cˇe ime izhodne datoteke ni podano
v razredu Options, se datoteko poimenuje z imenom sekcije in pripono ln.obj.
4.5 Paket sic.link.ui
V tem paketu so vsi razredi, ki skrbijo za interakcijo z uporabnikom in pa
dva vmesnika (javanski interface), ki se uporabljata pri graficˇnem povezo-
valniku.
4.5.1 Razred LinkerCli
Ta razred vsebuje dve staticˇni metodi, ki skrbita za upravljanje z razredom
Linker in za urejenje sekcij, kadar povezovalnik pozˇenemo v ukazni vrstici.
Metoda link
Prva metoda, File link(Options options, List<String> inputs), sprejme
razred Options z nastavitvami in seznam vhodnih datotek, vrne pa razred
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File, ki predstavlja izhodno datoteko. Iz podanih parametrov metoda naj-
prej ustvari razred Linker. Cˇe v nastavitvah ni zahtevano vmesno urejanje
sekcij, se na razredu Linker poklicˇe metoda link(), ki vrne povezano sek-
cijo v obliki razreda Section. Nato se kreira razred Writer, ki mu podamo
povezano sekcijo in razred z nastavitvami, na njem pa se poklicˇe metoda
write(), ki nam vrne povezano datoteko. Povezana datoteka je izhod iz me-
tode link().
Cˇe zahtevamo tudi vmesno urejanje, se na razredu Linker najprej po-
klicˇe metoda parse(), ki nam vrne prebrane kontrolne sekcije v obliki ra-
zreda Sections. Te nato podamo metodi sectionEdit(Sections sections),
ki pozˇene tekstovni urejevalnik sekcij in je opisana v naslednjem odstavku.
Izhod iz nje je prav tako razred Sections, ki pa vsebuje zˇe urejene in pre-
imenovane kontrolne sekcije in simbole in lahko na njem izvedemo pove-
zovanje. To storimo tako, da ga podamo kot argument Linkerjevi metodi
passAndCombine(Sections sections), iz katere nato dobimo koncˇno pove-
zano sekcijo. To nato, tako kot pri prejˇsnji opciji brez vmesnega urejanja,
preko razreda Writer izpiˇsemo v datoteko in pripadajocˇi File vrnemo iz me-
tode Link.
Metoda sectionEdit
Druga metoda, Sections sectionEdit(Sections sections), sprejme prebrane
kontrolne sekcije, ki jih uporabnik lahko preko tekstovnega vmesnika uredi,
metoda pa jih urejene vrne kot rezultat. Vmesnik uporablja BufferedReader,
ki s standardnega vhoda bere uporabnikove ukaze – po eno vrstico naenkrat.
Vrstico nato razdeli na besede in preko switch stavka na prvi vtipkani besedi
razbere uporabnikov ukaz. Cˇe besede, ki sledijo, niso v pravi obliki ali pa
ne predstavljajo smiselnega ukaza, bo urejevalnik zaznano napako izpisal na
standardni izhod.
Ukazi help, list, info <sekcija> in done so implementirani kar zno-
traj te metode, saj je pri njih potreben le izpis na zaslon. Ostali ukazi: move,
remove, rename, remove-ref, remove-def, rename-ref, rename-def pa so
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implementirani s klici ustreznih metod v razredu Sections. Preden vmesnik
poklicˇe ustrezno metodo, samo preveri, ali je bilo podano pravilno sˇtevilo
argumentov – ostale napake javi klicana metoda kot LinkerError, vmesnik
pa jih ujame in izpiˇse na zaslon. Omenjene metode iz razreda Sections so
predstavljene v poglavju 3.3.1.
4.6 Paket sic.link.visitors
Obiskovalec SectionVisitor je napisan tako, da obiˇscˇe vse zapise v sekcijah,
vsebovanih v razredu Sections. To naredi tako, da na vsakem od njegovih
elementov klicˇe metodo accept(SectionVisitor visitor), ki je vedno enaka:
public void accept(SectionVisitor visitor) throws LinkerError {
visitor.visit(this);
}
Abstraktni razred SectionVisitor obiˇscˇe vse sekcije znotraj razreda Sections
in nato vse zapise v posamezni sekciji.
public abstract class SectionVisitor {
public void visit(Sections sections) throws LinkerError {
for (Section section : sections.getSections())
section.accept(this);
}
public void visit(Section section) throws LinkerError {
if (section.getExtDefs() != null)
for (ExtDef extDef : section.getExtDefs())
extDef.accept(this);
if (section.getExtRefs() != null)
for (ExtRef extRef : section.getExtRefs())
extRef.accept(this);
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if (section.getTRecords() != null)
for (TRecord tRecord : section.getTRecords())
tRecord.accept(this);
if (section.getMRecords() != null)
for (MRecord mRecord : section.getMRecords())
mRecord.accept(this);
}
public void visit(ExtDef extDef) throws LinkerError {}
public void visit(ExtRef extRef) throws LinkerError {}
public void visit(TRecord tRecord) throws LinkerError {}
public void visit(MRecord mRecord) throws LinkerError {}
public void visit(ERecord eRecord) throws LinkerError {}
}
Tega obiskovalca nato razsˇirjata razreda FirstPassVisitor in SecondPassVisitor,
ki na novo definirata tiste njegove metode, ki jih potrebujeta. Oba prehoda
se klicˇeta iz metode Section passAndCombine(Sections sections) v razredu
Linker.
4.6.1 Prvi prehod
Prvi prehod je implementiran z razredom FirstPassVisitor. Pri svojem de-
lovanju uporablja tabelo kontrolnih sekcij, tabelo zunanjih simbolov in spre-
menljivko z naslovom trenutne sekcije. Izdelan je po psevdokodi iz poglavju
2.2.2 – z nekaj razlikami, saj v psevdokodi prvi prehod bere neposredno
iz vhodnih datotek, obiskovalec pa dela z objektnimi predstavitvami sekcij.
Naslovi sekcij, simbolov in tekstovnih zapisov se popravijo zˇe kar v prvem
prehodu, ker zˇe imamo vse potrebne informacije – v psevdokodi se to naredi
sˇele tik pred izpisom podatkov v datoteko.
Tabela kontrolnih sekcij je implementirana kot Map<String, Section>
csTable, ki preslika ime sekcije na pripadajocˇ razred Section, tabela zuna-
njih simbolov je implementirana kot Map<String, ExtDef> esTable. Kon-
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struktorju se poda tabela esTable, ki jo je potrebno kreirati zˇe prej (zunaj
obiskovalca). V konstruktorju se tudi kreira tabela csTable, spremenljivka
csAddr pa se nastavi na 0.
public FirstPassVisitor(Map<String, ExtDef> esTable) {
this.esTable = esTable;
csTable = new HashMap<>();
csAddr = 0;
}
Na novo definirana metoda visit(Section section) opravi naslednje ko-
rake:
1. Nastavi naslov obiskovane sekcije na vrednost csAddr.
2. V csTable vstavi obiskano sekcijo – cˇe je isto ime zˇe v tabeli, javi
napako.
3. Ime sekcije doda tudi v esTable, saj je to tudi zunanji simbol.
4. Obiˇscˇe vse zunanje definicije, tako da poklicˇe accept na vseh elemen-
tih seznama extDef, ki ga dobi z klicanjem metode getExtDefs() na
trenutno obiskani sekciji.
5. Uredi T zapise v sekciji glede na zacˇetni naslov – T zapise dobi z metodo
getTRecords() na obiskani sekciji.
6. Klicˇe metodo accept na vseh T zapisih iz prejˇsnjega koraka.
7. Povecˇa spremenljivo csAddr za dolzˇino sekcije.
Na ostalih elementih sekcije – M zapisih, R zapisih in koncˇnem zapisu se
metoda accept ne poklicˇe, saj jih pri tem prehodu ne potrebujemo.
Na novo definifana metoda visit(ExtDef extDef) nastavi naslov kon-
trolne sekcije za obiskani zapis (extDef.setCsAddress(csAddr)) in ga nato
zapiˇse v esTable. Cˇe simbol s tem imenom v tabeli zˇe obstaja, se prozˇi na-
paka.
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Na novo definirana metoda visit(TRecord tRecord) samo povecˇa zacˇetni
naslov T zapisa za csAddr.
Ko je prvi prehod koncˇan, imamo napolnjeno tabelo kontrolnih sekcij in
tabelo zunanjih simbolov. Tabele kontrolnih sekcij kasneje ne potrebujemo
vecˇ, saj so potrebne informacije shranjene zˇe v razredih Section, ExtDef in
TRecord – uporabna je bila predvsem za zagotavljanje unikatnih imen sekcij.
Tabela zunanjih simbolov je bila kreirana zunaj obiskovalca, zato lahko do
nje dostopamo in jo podamo kot argument sˇe v drugi prehod.
4.6.2 Drugi prehod
Drugi prehod je implementiran z razredom SecondPassVisitor in je odgovo-
ren za popravljanje T zapisov glede na informacije v M zapisih. Za izvedbo
prehoda potrebuje ime programa (String progname), tabelo zunanjih simbo-
lov (Map <String, ExtDef> esTable) in nastavitve povezovalnika (Options
options), ki mu jih podamo v konstruktorju.
public SecondPassVisitor(String progname, Map<String, ExtDef>





Na novo definirana metoda visit(Section section) nastavi globalno spre-
menljivko currSection na trenutno obiskano sekcijo, nato pa na vseh njenih
M zapisih, ki jih dobi z section.getMRecords(), klicˇe metodo accept.
Na novo definirana metoda visit(MRecord mRecord) opravi vse ostale
operacije v tem prehodu.
1. Cˇe M zapis ne vsebuje nobenega simbola ali pa vsebuje ime programa,
ga izpusti – gre za obicˇajni prenaslovitveni M zapis, ki ga potrebuje
nalagalnik.
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2. V tabeli poiˇscˇe simbol, ki ga referencira obiskani M zapis, in ga shrani
v spremenljivko ExtDef symbol. Cˇe simbol ne obstaja vrne napako,
oziroma ga le izpusti, cˇe je vklopljena mozˇnost delnega povezovanja
(-force zastavica).
3. Ugotovi, kateri naslov je potrebno popraviti, tako da sesˇteje zacˇetni na-
slov M zapisa (mRecord.getStart()) in zacˇetni naslov trenutne sekcije
(currSection.getStart())
4. V seznamu T zapisov (currSection.getTRecords()) poiˇscˇe zapis, ki
vsebuje ta naslov. To naredi preko metode contains(long addr) v
razredu TRecord, ki z zacˇetnim naslovom in dolzˇino ugotovi, ali je naslov
vsebovan v T zapisu. Cˇe naslov ni vsebovan v nobenem od T zapisov,
javi napako.
5. Poiˇscˇe znake v vsebini T zapisa, ki jih je potrebno popraviti. Zacˇetek
in konec se izracˇunata kot:
int start = (int)(fixAddress - fixRecord.getStartAddr()) * 2;
start = start + 6 - mRecord.getLength();
int end = start + mRecord.getLength();
kjer je fixAddress zacˇetni naslov besede (24 bitov oz. 6 znakov), na
katero kazˇe M zapis, mRecord.getLength() pa sˇtevilo znakov, ki jih je
potrebno popraviti. Sˇtevilo znakov se sˇteje od konca besede naprej.
6. Najdeni del T zapisa pretvori v spremenljivko tipa long in mu glede na
smer popravka v M zapisu (mRecord.isPositive()) priˇsteje ali odsˇteje
naslov simbola.
7. Popravljeni naslov pretvori nazaj v sˇestnajstiˇske znake in z njimi na-
domesti prej izracˇunano mesto v T zapisu,
8. Za konec spremeni simbol v M zapisu v ime programa, zacˇetek M zapisa
pa povecˇa za zacˇetni naslov trenutne sekcije.
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Po koncu drugega prehoda so v kodi popravljeni vsi naslovi, vsi M zapisi
pa se nanasˇajo le sˇe na zacˇetek programa. Na tem mestu je potrebno le sˇe
odstraniti odvecˇne M zapise in zdruzˇiti sekcije v eno, za kar poskrbi razred
Linker.
42 POGLAVJE 4. PREGLED KODE IN DELOVANJA
Poglavje 5
Primer povezovanja programa
Kot primer je opisan enostaven program, ki racˇuna fakultete za prvih 10
naravnih sˇtevil in jih izpisuje na standardni izhod. Fakulteta se racˇuna re-
kurzivno z uporabo sklada, ki je implementiran v locˇeni datoteki stack.asm,
prav tako pa je v locˇeni datoteki print.asm implementirano izpisovanje na
zaslon. Sama rutina za racˇunanje fakultete je napisana v datoteki fact.asm,
zanka, ki jo desetkrat poklicˇe, pa je implementirana v datoteki main.asm.
Na koncu vsake sekcije je rezerviranih 64 besed, ki vedno ostanejo prazne
– zaradi tega lahko, ko program nalozˇimo v simulator, takoj vidimo, kje se
zacˇne nova sekcija. V realnem programu tega seveda ne bi dodali. Na za-
dnjem mestu je dodana sˇe datoteka ending.asm, ki nam pove, kje se koncˇa
koda in se lahko zacˇne graditi sklad.
main.asm:








9 +JSUB stinit . postavi sklad na naslovu iz end
10 loop LDA #1
11 +STA result . result = 1
12 LDA i
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13 ADD #1 . i++
14 STA i
15 COMP #10
16 JEQ halt . if i == 10 then halt
17 +JSUB fact . poklici fact(i)
18 +LDA result
19 +JSUB print . izpisi rezultat
20 J loop
21 halt J halt
22
23 i WORD 0
24 gap RESW 64
fact.asm:






7 JEQ exit . if A == 1 then exit
8 STA tmpA . shrani A na tmpA
9 STL tmpL . shrani L na tmpL
10
11 +JSUB push . push A
12 LDA tmpL
13 +JSUB push . push L
14 LDA tmpA . A = tmpA
15 SUB #1 . A--
16 JSUB fact . rekurzivni klic
17
18 +JSUB pop . pop L
19 STA tmpL . shrani na tmpL
20 +JSUB pop . pop A
21
22 MUL result
23 STA result . result = result * A




28 result WORD 1
29 tmpA RESW 1
30 tmpL RESW 1
31 gap RESW 64
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print.asm:
1 print START 0
2 STA buffer
3
4 prtbuf LDA buffer























28 exit LDA #1
29 STA max . max = 1
30 LDA #10 . ASCII newline
31 WD #1
32 RSUB
33 max WORD 1
34 tmp RESW 1
35 buffer RESW 1
36 gap RESW 64
stack.asm:




5 stinit STA stackptr . inicializira sklad na naslovu iz A
6 RSUB
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18 stackptr RESW 1 . kazalec na sklad
ending.asm:
1 ending START 0
2 EXTDEF end
3 end WORD 17
4 END ending
Zaradi razdelitve po datotekah so posamezni deli programa med seboj
neodvisni - cˇe bi zˇeleli uporabiti razlicˇne implementicije sklada, bi zamenjali
samo njegovo datoteko in poskrbeli, da nova definira enake zunanje simbole
(stinit, push in pop). Na podoben nacˇin bi lahko zamenjali rutino za izpiso-
vanje sˇtevil s tako, ki bi namesto na standardni izhod izpisovala na tekstovni
zaslon. Primer uporabe tega v realnem svetu bi bil, da rutino za izpisovanje
sˇtevil priskrbi nekdo drug, npr. operacijski sistem.













































Iz D in R zapisov lahko vidimo, katere zunanje simbole sekcije definirajo in
katere uporabljajo. Vsako ime sekcije je tudi zunanji simbol, zato v datoteki
print.obj ni nobenega R zapisa, main.obj pa se vseeno lahko sklicuje na
simbol print. Cˇe si pozorno ogledamo T zapise v main.obj in fact.obj, lahko
vidimo, da imajo na dolocˇenih mestih nize nicˇel – te so na mestih, kjer se
uporabljajo referencirani simboli in bodo med povezovanjem nadomesˇcˇeni z
dejanskimi naslovi. Za to bodo poskrbeli M zapisi, ki povedo, kateri simbol
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je potrebno vstaviti kam.
Datoteke v eno povezˇemo tako, da pozˇenemo povezovalnik z argumenti
-o linked.obj main.obj fact.obj print.obj stack.obj ending.obj
Zgornji argumenti pomenijo, da se bo izhodna datoteka imenovala linked.obj,


























Vidimo lahko, da so po povezovanju T zapisi ostali zelo podobni, le da so
zdruzˇeni v eni datoteki in da imajo drugacˇne naslove. Prav tako so nizi nicˇel
v njih nadomesˇcˇeni s pravimi naslovi, v izhodni datoteki pa ni vecˇ D in R
zapisov. M zapisi, ki so ostali, se zdaj ne nanasˇajo vecˇ na posamezne simbole,
ampak na zacˇetni naslov programa in se uporabijo le za prenaslavljanje.
Taksˇno povezano datoteko lahko nalozˇimo in pozˇenemo, poleg tega pa je
sˇe vedno prenaslovljiva. Cˇe bi zˇeleli povezati vse datoteke, razen print.obj,
bi uporabili argumente
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-f -o delno.obj main.obj fact.obj stack.obj
Za razliko od prej je uporabljena opcija -f, ki pomeni, da je dovoljeno delno
povezovanje, print.asm pa ni med vhodnimi datotekami. Pri tem programu























Za razliko od prejˇsnjega primera sta v datoteki sˇe vedno zunanji referenca
print in end, pripadajocˇa M zapisa sta ostala nespremenjena, v prvem in
drugem T zapisu pa sta sˇe vedno niza nicˇel, na katere se M zapisa nanasˇata.
Seveda manjkajo tudi T zapisi iz datotek print.obj in ending.obj – vrstice od
7 do 10 in pa vrstica 13 v prejˇsnjem primeru.
Cˇe bi hoteli tako datoteko nalozˇiti in pognati, bi jo morali najprej do
konca povezati tako, da bi uporabili argumente
-o celota.obj delno.obj print.obj ending.obj
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Poglavje 6
Zakljucˇek
6.1 Dosezˇeni cilji naloge
Osnovni cilj naloge je bil izdelati povezovalnik, ki ga bo mozˇno uporabiti
samostojno ali vkljucˇenega v drugih programih. Te cilje nam je z imple-
mentiranim povezovalnikom uspelo dosecˇi – povezovalnik je izdelan tako, da
se da zanj enostavno napisati nov uporabniˇski vmesnik (implementirana sta
dva primera – graficˇni in tekstovni), ali pa ga pognati iz drugega javanskega
programa. Z nekaj vrsticami kode se ga je dalo vkljucˇiti v meni obstojecˇega
SicToolsovega simulatorja, ki tako poleg nalaganja ene objektne datoteke
omogocˇa tudi njihovo povezovanje in nato izvajanje, pri tem pa uporabniku
ni treba zapustiti graficˇnega vmesnika.
Glede dodatnih funkcionalnosti: povezovalnik omogocˇa veliko razlicˇnih
nastavitev, kot so delno povezovanje, dolocˇanje prve sekcije in ohranjanje
definiranih zapisov. Te so sicer precej enostavne, vendar v dolocˇenih situaci-
jah pridejo zelo prav.
Poleg samega povezovanja je v povezovalniku omogocˇeno tudi urejanje
sekcij. Tega se da sicer relativno enostavno izvajati rocˇno z urejanjem objek-
tnih datotek, vendar sta tako tekstovni kot graficˇni interaktivni urejevalnik
veliko bolj prijazna do uporabnika – sploh cˇe ta ni podrobno seznanjen s
formatom objektnih datotek.
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6.2 Pomankljivosti in mozˇne izboljˇsave
Ena od mozˇnih izboljˇsav, bi bila podpora za absolutne sekcije in sekcije
razdeljene z ORG direktivami, ki prestavijo del sekcije na drug naslov v po-
mnilniku. Pri enostavnih absolutnih sekcijah implementacija ne bi smela biti
prezahtevna, za sekcije, razdeljene z ORG direktivami, pa se zacˇnejo poja-
vljati tezˇave. Zˇe pri razporejanju sekcij v pomnilnik je tezˇko izracˇunati, kje
so v pomnilniku prosta mesta in kako dolge so posamezne sekcije. Glede na
to, da take vrste programov povzrocˇajo nevsˇecˇnosti, ne ponujajo pa bistve-
nih prednosti, jih implementirani povezovalnik zaenkrat ne podpira. Taksˇni
programi danes tudi niso pogosti v realnem svetu, oziroma v modernih ope-
racijskih prakticˇno ni potrebe po njih.
Sˇe ena mozˇna izboljˇsava bi bil lepsˇi graficˇni vmesnik. Izdelani vme-
snik omogocˇa vse funkcije, ki jih povezovalnik podpira, vendar bi bili lahko
polozˇaji elementov in poravnave boljˇse. Graficˇni vmesnik je bil izdelan de-
loma kot demonstracija povezovalnikove prilagodljivosti, deloma pa, da je
omogocˇil lepsˇo vkljucˇitev v SicToolsov graficˇni simulator. Dobra stran te
pomankljivosti je, da je zaradi nacˇina implementacije relativno lahko dodati
nov vmesnik ali pa obstojecˇega nadomestiti – potrebno je spremeniti samo
en razred (sic.link.ui.LinkerGui oz. sic.link.ui.EditSectionGui za urejevalnik
sekcij), ali pa ga nadomestiti z novim.
Literatura
[1] Leland L. Beck. System Software (3rd Ed.): An Introduction to Systems
Programming. Addison-Wesley Longman Publishing Co., Inc., Boston,
MA, USA, 1997.
[2] J. Mihelicˇ and T. Dobravec. Sicsim: A simulator of the educational
SIC/XE computer for a system-software course. Computer Applications
in Engineering Education, 23(1):137–146, 2015.
[3] Ursˇa Levicˇnik. Zbirnik za hipoteticˇni racˇunalnik SIC/XE. Fakulteta za
racˇunalniˇstvo in informatiko, Univerza v Ljubljani, Marec 2011. http:
//eprints.fri.uni-lj.si/1310/.
[4] Benjamin Kastelic. Pretvornik med SIC/XE in intel pentium x86 zbirno
kodo. Fakulteta za racˇunalniˇstvo in informatiko, Univerza v Ljubljani,
September 2012. http://eprints.fri.uni-lj.si/1845/.
[5] Klemen Kosˇir. Prevajalnik za programski jezik C za racˇunalnik SIC/XE.
Fakulteta za racˇunalniˇstvo in informatiko, Univerza v Ljubljani, Septem-
ber 2015. http://eprints.fri.uni-lj.si/3055/.
[6] Klemen Kloboves. Implementacija procesorja SIC/XE na FPGA in pod-
porna sistemska programska oprema. Fakulteta za racˇunalniˇstvo in in-




[7] Dmitry Brant. Assembler and linker for SIC/XE. http://dmitrybrant.
com/2003/11/02/assembler-and-linker-for-sicxe, November 2003.
Dostopano: Avgust 2016.
[8] Johnny Philavanh. SIC/XE linker. https://github.com/statcode/
assembler-linker. Dostopano: Avgust 2016.
[9] Oracle Corporation. Java Platform Standard Edition 8 Documentation.
http://http://docs.oracle.com/javase/8/docs/. Dostopano: Av-
gust 2016.
