Finite state machines (FSM) are a basic component in hardware design, they represent the transformation behveen inputs and outputs for sequential designs. FSMs can be represented graphically, which would help the designer to visualize and design in R more efficient WRY, on the other hand the designer requires a fast direct way to convert the visualized design to hardware description languages (HDL) code directly in order to simulate and implement it for synthesis and analysis. In this paper; we present a tool which starting from R graphical FSM representation, produces a behavioral HDL code which can be directly analyzed and synthesized.
Introduction
The behavior of computer systems can he described and analyzed by means of transition systems. Understanding and gaining more insight by inspecting these systems can he of great advantage when constructing complicated systems. The most commonly used transition systems are based on explicit state enumeration known as finite state machines (FSM). FSMs are a basic component of hardware designs, they represent the transformation between inputs and outputs for sequential designs. FSMs can he represented graphically, which would help the designer to visualize and design in a more efficient way. The designer requires a fast direct way to convert the visualized design to hardware description languages (HDL) code directly in order to simulate and implement it. CAD tools support built-in visuaiization software or interfaces to third party software. In this project, starting from a visualization tool Graphviz [7] allowing users to interactively explore large state spaces, we extract HDL code which can he used in simulation and synthesis. The state machine design isconverted to a state table and then, into VHDL description. The Graphviz is used as a graph editor for drawing the state transition graph (STG) of the design required. Graphviz outputs a dot language [7] file that gives a textual representation for the FSM machine. The proposed tool converts this file first to Kiss2 format [9] , which is a standard FSM format that is used by many tools. This Kiss2 file is used by the other part of the tool to directly generate sequential VHDL code.
In the next sections, we will discuss relevant related work concerning visualization languages, FSM based languages as well as the most popular HDLs on the market today.
Then, we will describe the proposed tool in details, and finally we are going to give an example of one file converted from FSM to VHDL by our tool.
Related Work

Interface Languages and Visualization Systems
Graphs are frequently used in computer applications as a general data structure to represent objects and'relationships between them. They are used to implement hierarchies, dependency structures networks, configurations, dataflows, and so on. Usually graph visualization tools support the following options: directed, undirected, and mixed graphs, hypergraphs, hierarchical graphs, graphical representations [ I l l . Different format have been proposed as input to the visualization tool. They usually consist of a language core to describe the structural properties of a graph and a flexible extension mechanism to add application-specific data. Among the most important is the dot format described in this paper. Other format include GraphML (GML) [41 which is an upcoming graph specification standard. Among the tools using GML is GraphLet [4], implemented in C++. It provides a scripting language to support user interfacing and animation tailoring of the graph editor. VGJ [13l isalso a graph layout tool based on GML. It is written in Java and includes techniques for hierarchical directed graphs. The tool supports 3D and file inputloutput in GML.
Other visualization tools include the daVinci graph visualization [3] program and VCG tool [I21 which automatically computes the most optimal way to view the finite-state automaton by minimizing the number of crossing edges.
AiSee [I] , which is a part of the Absint static analyzer tool suite [I] , was developed initially to visualize the internal data structures found in compilers. Today it is widely used in many different areas including visualizing FSMs. AiSee automatically calculates a customizable layout of graphs specified in GDL (graph description language) [3] . This layout is then displayed, and can be printed or interactively explored.
The Xilinx company provides a commercial tool for the rapid prototyping of a FSM design directly from the state diagram. Xilinx ISE tools [ 
Modelling Languages
Among existing FSM modeling languages, we have chosen the Kiss format [2] . Its FSM description assumes symbolic names for the state (pre-encoding), while inputs and outputs are specified using the three symbols I, 0, and -(don't care). Kiss is a tabular format, where each row has four entries: input field, present state field, next state field and output field. There are as many rows as transitions in the state graph of the FSM. BLIF [9] (Berkeley Logic Interchange Format) was developed to describe a logic-level circuit in textual form. A circuit is a combinational or sequential network of logic functions. It can be viewed as a directed graph of combinational logic nodes and sequential logic elements. Each node has a single-output logic function associated with it. Each feedback loop must contain at least one latch (flip-flop). Each net (or signal) has only a single driver, and either the signal or the gate which drives the signal can be named without ambiguity. Both languages are programming language that has been designed and optimized for describing the behavior of digital systems, they support the development, verification, synthesis, and testing of hardware designs. Like C and c++, VHDL and Verilog include features useful for structured design techniques, and offer a rich set of control and data representation features.
HDL Languages
-.
Tool Structure
In this section, we describe the developed tool which generates VHDL behavioral code out of an FSM description. The tool was implemented using C++ under Unix environment. It is composed of two different modules interacting together. The advantage of this modularity is the simplicity of updating its architecture by modifying the input format, the VHDL subset or enhancing its performance. The tool is basically composed of two parts:
I.
A Dot-to-Kiss2 module, that converts the dot file to a kiss2 formatted FSM.
2.
A KissZ-to-VHDL module, that uses the generated kiss2 file to generate the VHDL description of the design. Figure 1 shows the architecture of the DOT-to-Kiss2 module which transform a dot representation file of an FSM design into Kiss2 format. The first two modules parse the dot file, analyze it to check for possible syntax violation or errors and then create a parse tree. The parse tree is then input to a Kiss2 Generator which create at the back end a kiss format. A transition in dot format has the following form:
DOT-to-Kiss2
Modern hardware designers typically uses hardware description languages (HDLs) to express designs at various levels of abstraction. A hardware description language is a high level programming language, with the usual programming consmcts such as assignments, conditions and iterations, as well as extensions for timing specification, conThe translation from the dot format to the Kiss2 format is straight forward as transitions and states are directly identified. The or in the transition description means that several inputloutput combinations could lead to the same transition.
As an illustrative example, we consider one of the
LGSynth93 benchmark FSMs [SI in Figure 2 , called lion.
The lion FSM has four different states, two inputs and one output. Each of these states has four transitions as shown in Figure 2 (a). Figure 2(b) shows the output generated by the Graphviz tool in dot format. Figure 3 shows the output of the first stage of the tool after converting the dot file to Kiss2 standard representation. The Kiss2 parser takes the Kiss2 file as its input. Figure 3 shows a sample Kiss2 file, which starts by four lines specifying the different attributes. These attributes are: the number of inputs (i), the number of outputs (o), the number of transitions (p), and the number of states (s). These attributes are followed by the system description stating all the transitions of the system starting by the input then the current state, the next state and the associated output.
The Kiss2 analyzer is the main component of this part of the tool part. It accept the output of the analyzer and use it to build the FSM tree that will be used to generate the VHDL code afterwards. This tree includes the number of transitions associated with each state to ease the VHDL code generating in the next step. This module generates also the names of the states, and if the states are defined using binary bits, it changes this to integer numbers initiated with the two letters 'st' to make it possible for the VHDL generator to generate the VHDL code directly.
The VHDL generator takes the number of inputs, the number of outputs, the number of transitions, as well as the number and names of the states. The module then defines the different aspects needed in a VHDL file, it s t m by generating the name of the module as well as the different associated numbers in VHDL format. Finally, it generates different transitions of the design and associates it will dif-ferent states by using the tree defined in the previous module.
For the lion benchmark FSM discussed in the previous section, Figure 5 
Conclusions
We presented in this paper a tool extracting behavioral VHDL code from a graphical representation of FSMs. We have implemented this tool in C++. Similar industrial tools are available, but to our best knowledge not in the open source library. Pruteanu [2] has implement a similar tool that converts Kiss2 files directly to Verilog HDL [6], but it is missing the graphical user interface proposed in our tool. We believe our tool provides a very friendly graphical user interface that can he used very effectively in simulation and synthesis of sequential circuits.
