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Projekt SHADOWS se zaby´va´ vy´vojem software, ktery´ je schopen automaticky opravovat
chyby v programech. Po kazˇde´ opraveˇ je trˇeba zjistit, zda opravna´ akce u´speˇsˇneˇ odstranila
chybu a nezanesla do ko´du chybu novou, mnohem za´vazˇneˇjˇs´ı. Ve sve´ bakala´rˇske´ pra´ci se
zaby´va´m pra´veˇ takovy´mto dokazova´n´ım korektni opravy ko´du v konkurentn´ıch syste´mech.
Neˇktere´ z chyb v konkurentn´ıch syste´mech mohou by´t opraveny automaticky´m prˇida´n´ım
synchronizace. Prˇi takove´mto opravova´n´ı chyb je potrˇeba zkontrolovat zda v uzamykane´
cˇa´sti neexistuje instrukce monitorenter, ktera´ by mohla prˇedstavovat potencia´ln´ı nebezpecˇ´ı
uva´znut´ı. Dokazova´n´ı korektnosti opravy je prova´deˇno za pomoc´ı Control Flow Graph
analy´zy nad Java byte-ko´dem. Prototyp k tomuto u´cˇelu vyuzˇ´ıva´ statickou analy´zu zastou-
penou na´strojem FindBugs.
Kl´ıcˇova´ slova
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analy´za, SHADOWS
Abstract
The project SHADOWS has started research which is developing software for automatic
bug healing. We work with self-healing software, which looks for concurrent bugs. If the de-
tection software finds a bug, the healing action will be performed. After every healing action,
one would like to know whether this action has fixed the detected problem and, perhaps
even more importantly, that it has not caused any other, possibly even more serious, pro-
blem. Therefore this paper describes a technique which gives the answer for this question
after automatical healing. One can fix some concurent bugs by adding healing locks. One
does healing assurance by searching monitorenter instruction and uses Control Flow Graph
analysis over Java byte-code. The prototype uses static analysis (tool FindBugs) for this
purpose.
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Jak ostatneˇ vsˇe v zˇivoteˇ nema´ pouze dobre´ cˇi sˇpatne´ stra´nky, tak i na´stup paraleln´ıho
programova´n´ı spolu se zvy´sˇen´ım vy´konu prˇinesl rˇadu teˇzˇko odhalitelny´ch chyb. Z tohoto
d˚uvodu na´m dnes sice rˇada aplikac´ı vyuzˇ´ıvaj´ıc´ıch multiprocesorove´ ja´dra beˇzˇ´ı rychleji, ale
na´vrha´rˇi softwaru se tak mus´ı denodenneˇ vyporˇa´da´vat s proble´my synchronizace vy´pocˇetn´ıho
vy´konu. Kdyzˇ k tomuto faktu prˇipocˇ´ıta´me, zˇe programa´torˇi jsou take´ pouze chybuj´ıc´ı lide´,
otev´ıra´ se na´m t´ımto dalˇs´ı potenciona´ln´ı zdroj chyb, ktere´ nejsou ve vytva´rˇene´m software
v´ıta´ny.
Jednou z vlastnost´ı programa´torsky´ch chyb je to, zˇe se jejich velka´ cˇa´st opakuje. Te´to
skutecˇnosti se snazˇ´ı vyuzˇ´ıt projekt SHADOWS (A Self-healing Approach to Designing Com-
plex Software Systems), jehozˇ u´kolem je vytvorˇen´ı software, ktery´ bude schopen neˇktere´
z teˇchto chyb naj´ıt a automaticky opravit. Projekt patrˇ´ı do programu EU – IST – Infor-
mation Society Technologies a jedna´ se o FP6 – Sixth Framework Programme. [12]
SHADOWS se zaby´va´ odhalova´n´ım a opravova´n´ım chyb, ktere´ postihuj´ı tyto trˇi oblasti:
funkcˇnost, vy´konnost a paralelizmus. V te´to pra´ci se budu zaby´vat chybami spadaj´ıc´ımi pod
paralelizmus, jelikozˇ je to oblast, ktere´ se veˇnuje veˇdecka´ skupina na FIT VUT v Brneˇ.
Chyby vyply´vaj´ıc´ı z paralelizmu by´vaj´ı cˇasto zaprˇ´ıcˇineˇny sˇpatnou synchronizac´ı. Jednou
z takovy´chto chyb je naprˇ. n´ızˇe uvedeny´ data race dvou vla´ken reprezentovany´ch obra´zkem
1.1. Jako data race je nazy´va´n stav, kdy v jednom okamzˇiku nejme´neˇ dveˇ vla´kna prˇistupuj´ı
k te´zˇe promeˇnne´ a alesponˇ jeden z teˇchto prˇ´ıstup˚u je za´pis. Prˇ´ıklad 1.1 na´m prˇedstavuje
1. vla´kno, ktere´ chce inkrementovat sd´ılenou promeˇnnou x a 2. vla´kno, ktere´ chce tute´zˇ
promeˇnnou x zvy´sˇit o cˇ´ıslo 2. Prˇed spusˇteˇn´ım obou vla´ken je promeˇnna´ x = 0. V prˇ´ıpadeˇ
spra´vne´ synchronizace 1.2 bude mı´t promeˇnna´ x vzˇdy po proveden´ı obou vla´ken cˇ´ıslo 0+1+
2 = 3. Jak ovsˇem mu˚zˇete videˇt na 1.3, sˇpatneˇ synchronizovany´ ko´d prˇi nesˇt’astneˇ prˇepnute´m
kontextu mu˚zˇe zaprˇ´ıcˇinit i vy´sledek 0 + 1 + 2 = 1, ktery´ jisteˇ nen´ı v programu zˇa´douc´ı.
1. vla´kno: 2. vla´kno:
load x load x
inc add 2
store x store x
Obra´zek 1.1: Abstraktn´ı byte-ko´dova´ reprezentace dvou vla´ken [12]
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1. vla´kno: 2. vla´kno: z1 z2 x
load x 0 0
inc 1 0
store x 1 1
load x 1 1
add 2 3 1
store x 3 3
Obra´zek 1.2: Prˇi spra´vne´ synchronizaci je vy´sledek v promeˇnne´ x = 3 [12]
1. vla´kno: 2. vla´kno: z1 z2 x
load x 0 0
inc 1 0
load x 1 0 0
add 2 1 2 1
store x 1 2 2
store x 1 1
Obra´zek 1.3: Chybeˇj´ıc´ı sychronizace mu˚zˇe zaprˇ´ıcˇinit sˇpatny´ vy´sledek v promeˇnne´ x = 1 [12]
Jak vy´sˇe zmı´neˇny´ prˇ´ıklad ukazuje, mu˚zˇe mı´t chybeˇj´ıc´ı synchronizace neocˇeka´vane´ vy´-
sledky. Z d˚uvodu, zˇe veˇtsˇina programa´tor˚u tvorˇ´ı programy, ktere´ by ra´di meˇli bez takovy´chto
prˇekvapen´ı, je to dobra´ motivace pro vytvorˇen´ı samoopravovac´ıho software. Takovy´to soft-
ware by pak totizˇ patrˇicˇnou synchronizaci, kterou mohl programa´tor zapomenout napsat
do programu, doplnil a t´ım zarucˇil bezpecˇny´ a spra´vny´ chod programu.
Kazˇde´ nasˇe automaticke´ opravova´n´ı chyb v programu se skla´da´ z teˇchto cˇtyrˇ fa´z´ı: [13]
1. Detekce proble´mu – Prˇedt´ım, nezˇ zacˇneme cokoliv le´cˇit, je potrˇeba zjistit, zˇe neˇco
v analyzovane´m syste´mu nefunguje spra´vneˇ.
2. Lokalizace proble´mu – Jakmile zjist´ıme nekorektn´ı chova´n´ı analyzovane´ho pro-
gramu, je trˇeba naj´ıt pravou podstatu proble´mu.
3. Le´cˇen´ı proble´mu – Pokud uspeˇjeme v hleda´n´ı zdroje sˇpatne´ho chova´n´ı programu,
pod´ıva´me se do seznamu mozˇny´ch le´cˇ´ıc´ıch akc´ı a jednu z nich vybereme.
4. Oveˇrˇen´ı korektnosti le´cˇen´ı – Jake´koliv le´cˇen´ı prˇedstavuje za´sah do syste´mu, ktery´
nemus´ı na´mi le´cˇeny´ proble´m vyrˇesˇit a mu˚zˇe se dokonce sta´t zdrojem chyby nove´.
Pra´veˇ proto je potrˇeba oveˇrˇit korektnost provedene´ho le´cˇen´ı a doka´zat tak, zda le´cˇ´ıc´ı
akce k odstraneˇn´ı proble´mu pomohla cˇi nikoliv. Rˇesˇen´ı tohoto proble´mu je prˇedmeˇtem
te´to bakala´rˇske´ pra´ce.
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Detekce proble´mu je prova´deˇna monitorova´n´ım beˇzˇ´ıc´ıho Java programu pomoc´ı in-
strumentovane´ho Java byte-ko´du. Hleda´n´ı chyb prˇi testova´n´ı konkuretn´ıch programu˚ je
velice obt´ızˇne´ z d˚uvodu, zˇe existuje obrovske´ mnozˇst´ı zp˚usob˚u, jak se mu˚zˇou jednotliva´
vla´kna prˇi beˇhu aplikace prokla´dat. Cozˇ take´ prˇedurcˇuje nesystematicke´ prohleda´va´n´ı teˇchto
pr˚uchod˚u k male´ pravdeˇpodobnosti nalezen´ı vsˇech chyb, ktere´ mu˚zˇe konkurentn´ı program
skry´vat. Z tohoto d˚uvodu chyby pouze nehleda´me, ale snazˇ´ıme se je i vyvola´vat pomoc´ı
tzv. vkla´da´n´ı ”ˇsumu“. Pro instrumentaci a vkla´da´n´ı ”ˇsumu“ je vyuzˇ´ıva´n na´stroj ConTest
od IBM se ktery´m VUT–FIT v te´to oblasti vy´zkumu spolupracuje a mu˚zˇete se o neˇm v´ıce
docˇ´ıst v [7, 13].
Lokalizace proble´mu je u na´s prova´deˇna pomoc´ı data race detectoru nebo deadlock
detectoru, ktere´ slouzˇ´ı jako prˇ´ıklad tzv. ora´klu, ktery´ se k tomuto u´cˇelu vyuzˇ´ıva´. Druhy´m
vyuzˇ´ıvany´m prˇ´ıstupem, ktery´ se pouzˇ´ıva´ pro z´ıska´n´ı podstaty chyby, je velky´ pocˇet testova´n´ı
s rozd´ılnou instrumentac´ı a statisticky´m vyhodnocen´ım. Oba tyto prˇ´ıstupy mohou by´t
kv˚uli redukci hla´sˇen´ı o neexistuj´ıc´ıch chyba´ch kombinova´ny s metodami forma´ln´ı verifikace.
Prˇitom je trˇeba mı´t na pameˇti, zˇe pouzˇit´ı forma´ln´ıch metod ma´ i svou stinnou stra´nku
v podobeˇ stavove´ exploze. [13]
Le´cˇen´ı proble´mu mu˚zˇe pracovat na za´kladeˇ vy´beˇru le´cˇ´ıc´ı akce, ktera´ provede za´sah
do ko´du beˇzˇ´ıc´ı aplikace. Druhou mozˇnost´ı pak je pouhe´ upozorneˇn´ı programa´tora na to,
zˇe prˇi psan´ı programu se nejsp´ıˇs dopustil chyby. Nasˇ´ım c´ılem je vyvinut´ı software, ktery´
bude schopen prova´deˇt ony le´cˇ´ıc´ı u´pravy ko´du. K tomuto zp˚usobu le´cˇen´ı ma´me prˇipraveny
le´cˇ´ıc´ı akce v podobeˇ ovlivneˇn´ı cˇasovacˇe nebo synchronizacˇn´ıch modifikac´ı. Prˇitom druhy´
zp˚usob le´cˇen´ı mu˚zˇe mı´t naprˇ. podobu vlozˇen´ı za´mk˚u, ovlivnˇuj´ıc´ıch sd´ılenou promeˇnnou
(nad kterou byl zjiˇsteˇn data race) ve vsˇech vla´knech, ktere´ k promeˇnne´ maj´ı prˇ´ıstup. Vy´sˇe
uvedeny´ prˇ´ıklad by tedy mohl by´t vyle´cˇen zp˚usobem zobrazeny´m na 1.4. [13]
1. vla´kno: 2. vla´kno:
monitorenter monitorenter
load x load x
inc add 2
store x store x
aload aload
monitorexit monitorexit
Obra´zek 1.4: Abstraktn´ı byte-ko´dova´ reprezentace dvou za´mk˚u spra´vneˇ opraveny´ch vla´ken
Oveˇrˇen´ı korektnosti le´cˇen´ı (OKL) je potrˇeba proto, zˇe jaka´koliv le´cˇ´ıc´ı akce mu˚zˇe
sice chybu odstranit, avsˇak mu˚zˇe v opravovane´m programu novou chybu i vytvorˇit. Z to-
hoto d˚uvodu je nutno po le´cˇen´ı zkontrolovat, zda byla le´cˇena´ chyba odstraneˇna a nebyla
zanesena chyba nova´. K tomu vyuzˇ´ıva´me forma´ln´ı verifikaci (model checking a statickou
analy´zu). V te´to pra´ci se zameˇrˇuji pra´veˇ na oblast oveˇrˇova´n´ı koretnosti le´cˇen´ı, provedene´ho
prostrˇednictv´ım vlozˇen´ı nove´ synchronizace, pomoc´ı staticke´ analy´zy. [13]
Prˇi le´cˇen´ı pomoc´ı za´mk˚u je potrˇeba oveˇrˇit, zda se v sekc´ıch, ktere´ jsme vlozˇen´ım za´mk˚u
vytvorˇili, nenacha´z´ı jiny´ za´mek, ktery´ by mohl ve´st k uva´znut´ı programu (deadlock).
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Uva´znut´ı (deadlock) je v programech nechteˇny´ stav zaprˇ´ıcˇineˇny´ sˇpatnou synchro-
nizac´ı programu. Prˇi uva´znut´ı zpravidla vsˇechny procesy cˇekaj´ı na uvolneˇn´ı zdroje, ktery´
vlastn´ı jiny´ cˇekaj´ıc´ı proces. [18]
Deadlock nasta´va´ pouze v prˇ´ıpadeˇ splneˇn´ı na´sleduj´ıc´ıch cˇtyrˇ podmı´nek: [20]
1. Prostrˇedek mu˚zˇe v jednom okamzˇiku pouzˇ´ıvat jenom jeden proces.
2. Proces mus´ı vlastnit jeden zdroj a cˇekat na druhy´.
3. Prostrˇedky vrac´ı pouze proces po dokoncˇen´ı jejich vyuzˇit´ı.
4. Cyklicka´ za´vislost na sebe cˇekaj´ıc´ıch proces˚u.
Obra´zek 1.5 zna´zornˇuje proble´m uva´znut´ı. Je na neˇm uka´zano, jak si nejdrˇ´ıv 1. vla´kno
vyzˇa´da´ oba za´mky. Na´sledneˇ jsou oba za´mky 1. vla´knem uvolneˇny a z´ıska´ je 2. vla´kno,
ktere´ si je chvilku ponecha´ a take´ je uvoln´ı. Kdyby program fungoval t´ımto zp˚usobem, bylo
by vsˇe v porˇa´dku.
Jak je ovsˇem na te´mzˇe obra´zku uka´zano, tak po uvolneˇn´ı obou za´mk˚u 2. vla´knem
pozˇa´daj´ı obeˇ vla´kna o prˇideˇlen´ı obou za´mk˚u. Prˇitom se ovsˇem kazˇde´mu vla´knu podarˇ´ı
z´ıskat pouze po jednom za´mku, z d˚uvodu, zˇe se jedna´ o za´mky, ktere´ mu˚zˇe najednou vlastnit
pouze jedno vla´kno. Vla´kna mohou zˇa´dat o v´ıce jak jeden za´mek najednou. Za´mk˚u se vla´kna
vzda´vaj´ı pouze pote´, co najednou z´ıskaj´ı oba za´mky (vznika´ zde kruhova´ za´vislost). Prvn´ı
vlakno cˇeka´ na 2. za´mek, ktery´ vlastn´ı druhe´ vla´kno, jenzˇ cˇeka´ na 1. za´mek vlastneˇny´
prvn´ım vla´knem. T´ımto ma´me splneˇny vsˇechny nutne´ podmı´nky pro vytvorˇen´ı deadlocku
a program uva´zne.
Obra´zek 1.5: Deadlock v prˇ´ıpadeˇ pouzˇit´ı dvou za´mk˚u dveˇma vla´kny
Abychom beˇhem le´cˇen´ı prˇida´n´ım dalˇs´ıho za´mku nemohli podobny´ proble´m zp˚usobit,
oveˇrˇujeme pomoc´ı staticke´ analy´zy zda oblast uzamykana´ le´cˇ´ıc´ımi za´mky neobsahuje jiny´
za´mek v podobeˇ instrukce monitorenter.
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Staticka´ analy´za vyuzˇita´ prˇi oveˇrˇova´n´ı korektnosti programu v te´to bakala´rˇske´ pra´ci meˇ
nut´ı napsat pa´r rˇa´dk˚u o forma´ln´ı verifikaci, do ktere´ tento druh analy´zy spada´. Prˇicˇemzˇ
o samotne´ staticke´ analy´ze toho bude napsa´no v´ıce v 2. kapitole.
Forma´ln´ı verifikace je jednou z mozˇnost´ı vyuzˇ´ıvany´ch k oveˇrˇen´ı korektnosti syste´mu.
Vedle inspekce syste´mu, simulace a testova´n´ı, ma´ forma´ln´ı verifikace vy´hodu v tom, zˇe ne-
mus´ı by´t vyuzˇ´ıva´na pouze k hleda´n´ı chyb. S pomoc´ı forma´ln´ı verifikace je totizˇ dokonce
mozˇne´ matematicky doka´zat, zˇe v dane´m syste´mu na za´kladeˇ urcˇity´ch podmı´nek se jizˇ dalˇs´ı
chyby nevyskytuj´ı. Prˇed zacˇa´tkem takove´hoto dokazova´n´ı je nutne´ si urcˇit, jak je cha´pa´n
termı´n “korektn´ı syste´m”. [18]
Korektn´ı syste´m je v tomto cˇla´nku program, kde nem˚uzˇe doj´ıt k uva´znut´ı (deadlock).
Mezi trˇi za´kladn´ı metody forma´ln´ı verifikaci patrˇ´ı: [18]
• dokazova´n´ı veˇt (theorem proving)
• model checking
• staticka´ analy´za (static analysis)
Dokazova´n´ı veˇt je prˇ´ıstup podobny´ matematicke´mu dokazova´n´ı. Jednou z jeho nevy´-
hod je, zˇe na´stroje zaby´vaj´ıc´ı se dokazova´n´ım teore´mu zcela neautomatizuj´ı dokazova´n´ı
korektnosti syste´mu. Z tohoto d˚uvodu je prˇi vyuzˇit´ı dokazova´n´ı teore´mu zapotrˇeb´ı ex-
pert, ktery´ ma´ d˚ukaz ve´st. [17]
Model checking je zalozˇen na systematicke´m, explicitn´ım cˇi symbolicke´m pr˚uchodu
vsˇemi stavy syste´mu nebo jeho pokud mozˇno automaticky vytvorˇene´ abstrakce. Tento
zp˚usob oveˇrˇen´ı korektnosti syste´mu sebou ovsˇem nese dveˇ nevy´hody (cˇasovou a pameˇt’ovou
na´rocˇnost). [17]
Staticka´ analy´za se snazˇ´ı obej´ıt stavovou explozi z´ıska´n´ım co nejv´ıce informac´ı ze
zdrojove´ho ko´du, anizˇ by byl program v˚ubec spusˇteˇn. Nevy´hodou tohoto oveˇrˇova´n´ı ko-
rektnosti syste´mu je hla´sˇen´ı chyb, ktere´ se v programu nemus´ı v˚ubec vyskytovat. Jednou
z oblast´ı, ktery´m se staticka´ analy´za veˇnuje, je naprˇ. hleda´n´ı chybovy´ch vzor˚u v programu,
ktery´ je vyuzˇit v te´to pra´ci. [17]
Z vy´sˇe uvedene´ho u´vodu na´m vyply´va´, zˇe tato bakala´rˇska´ pra´ce je zameˇrˇena na prova´deˇn´ı
automaticke´ho oveˇrˇova´n´ı korektnosti le´cˇen´ı, ktere´ bylo provedeno za pomoc´ı prˇida´n´ı za´mk˚u
do zdrojove´ho ko´du. Oveˇrˇova´n´ı korektnosti le´cˇen´ı ma´ chra´nit prˇed uva´znut´ım, ktere´ mohou
automaticky prˇidane´ le´cˇ´ıc´ı za´mky potenciona´lneˇ zp˚usobit. K tomuto oveˇrˇovan´ı je prˇitom
vyuzˇ´ıva´no staticke´ analy´zy, ktera´ spada´ do forma´ln´ı verifikace.
V pra´ci naleznete kapitolu veˇnuj´ıc´ı se staticke´ analy´ze. Tato kapitola obsahuje cha-
rakteristiku staticke´ analy´zy, vy´cˇet na´stroj˚u, ktere´ statickou analy´zu vyuzˇ´ıvaj´ı a podka-
pitolu veˇnuj´ıc´ı se oveˇrˇova´n´ı korektnosti le´cˇen´ı pomoc´ı staticke´ analy´zy. Dalˇs´ı kapitola se
veˇnuje na´stroji FindBugs. Soucˇa´st´ı te´to kapitoly je charakteristika na´stroje FindBugs, Java
class forma´tu a Control Flow Graph analy´zy. Cˇtvrta´ kapitola podrobneˇ popisuje princip
oveˇrˇova´n´ı korektnosti le´cˇen´ı, ktery´ byl implementova´n. Patrˇ´ı sem definice vstupu a vy´stupu
programu, popis tvorby grafu vola´n´ı a algoritmus hleda´n´ı za´mk˚u v jednotlivy´ch atomicky´ch
sekc´ıch. Pa´ta´ kapitola obsahuje test, ktery´ oveˇrˇuje spra´vnou funkcionalitu programu pro
oveˇrˇova´n´ı korektnosti le´cˇen´ı. Posledn´ı kapitola je veˇnova´na za´veˇru. Patrˇ´ı sem zhodnocen´ı




Staticka´ analy´za je cˇinnost slouzˇ´ıc´ı k oveˇrˇova´n´ı software patrˇ´ıc´ı do oblasti forma´ln´ı verifi-
kace. Je zalozˇena na zjiˇst’ova´n´ı informac´ı o oveˇrˇovane´m syste´mu bez jeho spousˇteˇn´ı (analy´za,
ktera´ z´ıska´va informace ze spusˇteˇne´ aplikace, by´va´ nazy´va´na dynamickou analy´zou). Ve
veˇtsˇineˇ prˇ´ıpad˚u staticka´ analy´za pracuje nad zdrojovy´m ko´dem nebo neˇjakou abstrakc´ı
oveˇrˇovane´ aplikace. Z toho taky plyne jej´ı sˇiroke´ zameˇrˇen´ı od jednoduche´ho syntakticke´ho
oveˇrˇova´n´ı azˇ po iterativn´ı fixpoint vy´pocˇty nad abstrakc´ı zkoumane´ho syste´mu. By´va´ cˇasto
vyuzˇ´ıva´na prˇi tvorbeˇ na´stroj˚u pro automatickou analy´zu zdrojovy´ch ko´d˚u.
Mezi za´kladn´ı typy staticke´ analy´zy jsou obvykle rˇazeny: [11]
• typova´ analy´za (type analysis)
• hleda´n´ı chybovy´ch vzor˚u (bug pattern searching)
• dataflow analy´za (dataflow analysis) – pod kterou si mu˚zˇeme prˇedstavit naprˇ. zjiˇst’ova´n´ı
dosazˇitelnosti definic nebo zˇivosti promeˇnny´ch, atd.
• abstraktn´ı interpretace (abstract interpretation)
Ve skutecˇnosti nejsou prˇesneˇ urcˇeny hranice, co do staticke´ analy´zy patrˇ´ı a co uzˇ ni-
koliv. V prˇ´ıpadeˇ, zˇe statickou analy´zu budeme pokla´dat jako opak k analy´ze dynamicke´ a
vyzdvihneme tedy jej´ı vlastnost, zˇe prˇ´ımo nespousˇt´ı verifikovany´ ko´d, dal by se za specia´ln´ı
druh povazˇovat i model checking. Staticka´ analy´za prˇitom neby´va´ vyuzˇ´ıvana vy´hradneˇ
ke kontrole korektnosti syste´mu, ale pouzˇ´ıva´ se take´ v optimalizaci, prˇi vytva´rˇen´ı ko´du,
atd. . . [17]
Vy´hody staticke´ analy´zy: [17] [11]
• umı´ zacha´zet s velmi velky´mi syste´my
• nepotrˇebuje model prostrˇed´ı (vstupy/vy´stupy, knihovny, jine´ moduly) ⇒ mozˇnost
oveˇrˇova´n´ı male´ cˇa´sti velke´ho syste´mu
• pomoc´ı staticke´ analy´zy lze zjiˇst’ovat dosazˇitelnost definic nebo zˇivost promeˇnny´ch,
atd.
• vysoky´ stupenˇ automatizace (pokud nen´ı zapotrˇeb´ı vytvorˇen´ı vlastn´ı analy´zy)
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Nevy´hody staticke´ analy´zy: [17]
• mu˚zˇe produkovat velke´ mnozˇstv´ı hla´sˇen´ı o chyba´ch, ktere´ neexistuj´ı, tzv. ”false alarms“
– v prˇ´ıpadeˇ odstranˇova´n´ı tohoto proble´mu a vytva´rˇen´ı precizneˇjˇs´ıch na´stroj˚u se
zacˇne nara´zˇet na podobne´ proble´my jako prˇi model checkingu
• analy´zy jsou cˇasto vhodne´ pro rˇesˇen´ı specificky´ch u´loh
Na soucˇasne´m softwarove´m trhu je k nalezen´ı velke´ mnozˇstv´ı na´stroj˚u, ktere´ statickou
analy´zu vyuzˇ´ıvaj´ı. Z d˚uvodu, zˇe se v te´to pra´ci zaby´va´m statickou analy´zou Java programu˚,
rozhodl jsem se v tabulce 2.1 uve´st prˇehled neˇkolika na´stroj˚u, ktere´ pra´ci s Javou podporuj´ı.
Prakticke´ zastoupen´ı staticke´ analy´zy pak mu˚zˇeme naj´ıt naprˇ. v teˇchto prˇ´ıkladech: [17]
• Microsoft – Windows Vista,
• Linux kernel (Sparse),
• Airbus flight control (Astre´e, AbsInt),
• a syste´my mnoha jiny´ch za´kazn´ık˚u vyuzˇ´ıvaj´ıc´ıch developerske´ na´stroje staticke´ analy´zy
CheckStyle [2]
– Open source
– Integruje se vsˇemi zminˇovany´mi IDE
– Custom bug patterny v Javeˇ
– Zameˇrˇen na proble´my stylu – Java and EJB 2.x
– Detekce duplicit v ko´du
– Okolo 100 pattern˚u
– Nema´ quick-fixy
– Pouze pro Java ko´d
FindBugs [15]
– Open source
– Integruje do Eclipse a NetBeans
– Propracovana´ spra´va report˚u a historie chyb
– Custom bug patterny v Javeˇ
– Analyzuje byte-code
– Prˇes 300 hledany´ch chybovy´ch vzor˚u
– Nema´ quick-fixy
– Pouze pro Java ko´d
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IntelliJ IDEA [8]
– Analy´za integrovana´ do IDE
– Prˇes 700 hledany´ch chybovy´ch vzor˚u
– Custom bug patterny
– Profile management
– Suppresion pomoc´ı anotac´ı
– Analy´za za´vislost´ı, Dependency Structure Matrix (DSM)
– Detekce duplicit v ko´du
PMD [6]
– Open source
– Integruje se vsˇemi zminˇovany´mi IDE
– Custom bug patterny v Javeˇ a Xpath
– Suppression pomoc´ı anotac´ı
– Okolo 200 pattern˚u v Javeˇ, JSP, JSF




– Integrova´n do Eclipse
– Vı´ce nezˇ 100 pattern˚u (vcˇtneˇ JDT)
– Custom bug patterny
– Pouze pro Java ko´d
Tabulka 2.1: Prˇehled na´stroj˚u vyuzˇ´ıvaj´ıc´ıch staticke´ analy´zy k pra´ci s Java programy
Hlavn´ımi d˚uvody, procˇ byla staticka´ analy´za vybra´na jako prostrˇedek k oveˇrˇova´n´ı ko-
rektnosti le´cˇen´ı, byly tyto: [16]
• Statickou analy´zu je mozˇne´ pouzˇ´ıt k oveˇrˇen´ı, zˇe analyzovana´ cˇa´st ko´du je korektn´ı.
• Rychlost analy´zy.
• Dovoluje vytvorˇen´ı plneˇ automaticke´ho detektoru.
• Mu˚zˇe by´t prova´deˇna nad malou cˇa´st´ı obrovske´ho syste´mu.
• Prˇi hleda´n´ı chyb mu˚zˇe dobrˇe doplnˇovat testova´n´ı.
• Na rozd´ıl od dynamicke´ analy´zy nen´ı potrˇeba spousˇteˇt analyzovany´ ko´d a proto mu˚zˇe
by´t analy´za pouzˇita uzˇ prˇi vy´voji software. Jestlizˇe ale uvazˇujeme pouzˇit´ı pro oveˇrˇen´ı
le´cˇen´ı, ma´me spustitelny´ ko´d stejneˇ k dispozici.
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2.1 Oveˇrˇova´n´ı korektnosti le´cˇen´ı pomoc´ı staticke´ analy´zy
Jak bylo v u´vodu zmı´neˇno, hlavn´ım u´kolem pra´ce je vytvorˇen´ı detektoru, ktery´ bude scho-
pen vyloucˇit prˇ´ıpadne´ uva´znut´ı, ktery´ mu˚zˇe po le´cˇen´ı pomoc´ı za´mk˚u v programu potencia´lneˇ
vzniknout. Budeme vycha´zet z faktu, zˇe syste´m mu˚zˇe uva´znout jen v prˇ´ıpadeˇ splneˇn´ı vsˇech
podmı´nek uva´znut´ı, ktere´ byly vy´sˇe uvedeny. Stacˇ´ı tedy zajistit, aby alesponˇ jedna z teˇchto
podmı´nek nebyla nikdy splneˇna a k uva´znut´ı nemu˚zˇe doj´ıt. Jeden z mozˇny´ch prˇ´ıstup˚u, jak
se da´ tedy nechteˇne´mu deadlocku prˇedcha´zet, je zakaz uzamyka´n´ı mı´sta, ktere´ uzˇ neˇjaky´
jiny´ za´mek obsahuje. T´ımto zp˚usobem totizˇ nebude moci nikdy doj´ıt ke splneˇn´ı druhe´
nutne´ podmı´nky: ”Proces mus´ı vlastnit jeden zdroj a cˇekat na druhy´.“ V te´to pra´ci se rˇesˇ´ı
pouze detekce zamyka´n´ı za pomoc´ı monitorenter instrukc´ı. Ostatn´ı druhy synchronizace
jsou prˇedmeˇtem budouc´ı pra´ce na projektu SHADOWS.
K detekci takove´to sychronizace je vyuzˇ´ıva´na na vzorech zalozˇena´ staticka´ analy´za (pat-
tern based static analysis). Jako vzor je prˇitom cha´pa´na sekvence po sobeˇ jdouc´ıch prˇ´ıkaz˚u.
Obvykle pak by´vaj´ı vzory popisova´ny pomoc´ı regula´rn´ıch vy´raz˚u, konecˇny´ch automat˚u,
gramatik, syste´mu˚ r˚uzny´ch omezen´ı, atd. Na vzorech zalozˇena´ analy´za pak v praxi funguje
na principu detekce vy´skytu vzoru, nebo porusˇen´ı podmı´nek, ktere´ hledany´ vzor definuj´ı.
[11]
Vzor vyhleda´vany´ v te´to pra´ci by se prˇitom dal vyja´drˇit naprˇ. t´ımto deteminirsticky´m
konecˇny´m automatem:
Obra´zek 2.1: Vzor vyja´drˇeny´ deterministicky´m konecˇny´m automatem
Deterministicky´ konecˇny´ automat z obra´zku 2.1 ukazuje, zˇe analy´za ko´du bude prob´ıhat
na´sleduj´ıc´ım zp˚usobem. Zacˇne se prohleda´vat ko´d(stav p1). Dokud nen´ı nenalezen zacˇa´tek
sekce (D), ve ktere´ maj´ı by´t zjiˇsteˇny nechteˇne´ synchronizacˇn´ı instrukce, jsou vsˇechny
ostatn´ı instrukce ignorova´ny. Po detekci mı´sta, kde by v budoucnu meˇl by´t umı´steˇn zacˇa´tek
le´cˇ´ıc´ıho za´mku, prˇecha´z´ı automat do stavu p2, ve ktere´m zacˇ´ına´ hledat jinou synchronizaci.
V prˇ´ıpadeˇ nalezen´ı synchronizacˇn´ı nebo invoke instrukce, ktera´ odkazuje na metodu, jezˇ ob-
sahuje neˇjaky´ za´mek, prˇecha´z´ı automat do stavu q2. Tento stav prˇitom znacˇ´ı zrusˇen´ı le´cˇen´ı
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v zadany´ch mı´stech. Na druhou stranu, pokud je ve stavu p2 nalezena instrukce, ktera´ znacˇ´ı
ukoncˇen´ı sekce, ve ktere´ se maj´ı nale´zt vsˇechny neˇchteˇne´ za´mky, prˇecha´z´ı automat do stavu
q1. Tento stav pak znacˇ´ı potvrzen´ı le´cˇen´ı v zadany´ch mı´stech. Vsˇechny ostatn´ı instrukce
jsou konecˇny´m automatem v tomto stavu (p2) ignorova´ny.
Deterministicky´ konecˇny´ automat 2.1 se da´ take´ matematicky popsat jako peˇtice A =
(Q,T, σ, s, F ) kde: [14]
Q = {q1, q2, p1, p2}
T = {A,B,C,D,E}
σ(p1, A) = σ(p1, B) = σ(p1, C) = σ(p1, E) = {p1}, σ(p1, D) = {p2},
σ(p2, A) = σ(p2, D) = {p2}, σ(p2, B) = σ(p2, C) = {q2}, σ(p2, E) = {q1}
s = p1
F = {q1, q2}
(2.1)
Jednotlive´ prvky, ktere´ se v tomto za´pisu 2.1 vyskytuj´ı maj´ı na´sleduj´ıc´ı vy´znam:
• Q – abeceda stav˚u ve ktery´ch se mu˚zˇe dany´ nedeterministicky´ automat nacha´zet
– q1 – stav oznacˇuj´ıc´ı u´speˇsˇne´ le´cˇen´ı ⇒ za´mek nenalezen
– q2 – stav oznacˇuj´ıc´ı neu´speˇsˇne´ le´cˇen´ı ⇒ za´mek nalezen
– p1 – stav hleda´n´ı zacˇa´tku mı´sta, ktere´ se ma´ prohledat
– p2 – stav hleda´n´ı synchronizace
• T – abeceda vstupn´ıch symbol˚u
– A – vsˇechny instrukce kromeˇ synchronizacˇn´ıch instrukc´ı, invoke instrukc´ı, ktere´
odkazuj´ı na metodu se synchronizac´ı a instruc´ı znacˇ´ıc´ı zacˇa´tek a konec mı´sta,
ktere´ se ma´ prohleda´vat
– B – invoke instrukce odkazuj´ıc´ı na metodu se synchronizac´ı
– C – synchronizacˇn´ı instrukce
– D – instrukce znacˇ´ıc´ı zacˇa´tek mı´sta, ktere´ se ma´ prohleda´vat
– E – instrukce znacˇ´ıc´ı konec mı´sta, ktere´ se ma´ prohleda´vat
• σ – prˇechodova´ funkce
• s – pocˇa´tecˇn´ı stav
• F – mnozˇina koncovy´ch stav˚u
Jak mu˚zˇe vypadat prˇ´ıklad s povoleny´m a zaka´zany´m zamyka´n´ım, je videˇt na obra´zku 2.2.
Prvn´ı vla´kno na tomto obra´zku ma´ le´cˇen´ı zna´zorneˇne´ zeleny´mi instrukcemi monitoren-
ter a monitorexit povoleno. Je to z d˚uvodu, zˇe se mezi vkla´dany´mi zeleny´mi instrukcemi
nenacha´z´ı zˇa´dna´ jina´ synchronizacˇn´ı instrukce, ktera´ by v budoucnu mohla vyvolat de-
adlock. Le´cˇen´ı druhe´ho vla´kna je zaka´za´no. Je tak ucˇineˇno z d˚uvodu, zˇe se mezi le´cˇ´ıc´ımi
instrukcemi monitorenter a monitorexit nacha´z´ı blokuj´ıc´ı instrukce monitorenter, ktera´ by
v prˇ´ıpadeˇ le´cˇen´ı mohla zavinit deadlock. Tento prˇ´ıklad je prˇitom zobrazen s abstraktn´ım
byte-ko´dem, ktery´ zanedba´va´ neˇktere´ pro tento prˇ´ıklad nepodstatne´ instrukce. Konkre´tn´ı
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1. vla´kno: 2. vla´kno:
monitorenter
monitorenter load x
load x add 2
inc monitorenter




Obra´zek 2.2: 1. vla´kno lze bezpecˇneˇ opravit. U 2. vla´kna hroz´ı riziko uva´znut´ı.
rˇesˇen´ı oveˇrˇova´n´ı korektnosti le´cˇen´ı za pomoc´ı na´stroje FindBugs prˇitom bude probra´no
v kapitole 4.
Ve skutecˇnosti situace nemus´ı by´t vzˇdy tak jednoducha´, jak zobrazuje oba´zek 2.2. Le´cˇ´ıc´ı
za´mek mu˚zˇe postihovat veˇtsˇ´ı oblast, nezˇ jen pa´r byte-ko´dovy´ch instrukc´ı. V uzymakane´m
prostrˇed´ı mu˚zˇeme take´ nale´zt ”invoke instrukce“ reprezentuj´ıc´ı vola´n´ı jiny´ch metod. Tyto
metody mohou patrˇit do jiny´ch nezˇ zdrojovy´ch trˇ´ıd a mus´ı by´t take´ testova´ny na prˇ´ıtomnost
synchronizacˇn´ıch a ”invoke“ instrukc´ı, atd. Pro lepsˇ´ı prˇedstavivost je prˇilozˇen obra´zek 2.3,
ktery´ skutecˇnost invoke instrukc´ı v uzamknute´m ko´du zobrazuje.
Obra´zek 2.3: Povolene´ a zaka´zane´ le´cˇen´ı
Na obra´zku 2.3 mu˚zˇete videˇt pokus o le´cˇen´ı ve dvou na sobeˇ neza´visly´ch metoda´ch (1.
a 4. metodeˇ).
Le´cˇen´ı 1. metody je z d˚uvodu, zˇe se mezi zeleny´mi le´cˇ´ıc´ımi instrukcemi monitorenter a
monitorexit nenecha´z´ı zˇa´dny´ jiny´ za´mek, povoleno. Prˇi kontrole 1. metody prˇitom musely
by´t na umı´steˇn´ı za´mku zkontrolova´ny i 2. a 3. metoda. Tato kontrola je z d˚uvodu, zˇe se
prˇi vykona´va´n´ı ko´du, ktery´ chceme v 1. metodeˇ zamknout mu˚zˇeme do teˇchto dvou metod
dostat.
Le´cˇen´ı 4. metody je z d˚uvodu, zˇe se mezi cˇerveny´mi le´cˇ´ıc´ımi instrukcemi monitorenter
a monitorexit nacha´z´ı synchronizacˇn´ı instrukce monitorenter zaka´za´no. Tento za´mek byl





Obra´zek 3.1: FindBugs logo
V prˇedchoz´ı kapitole bylo napsa´no pa´r slov o staticke´ analy´ze a teoreticke´m rˇesˇen´ı
oveˇrˇova´n´ı korektnosti le´cˇen´ı. Nyn´ı bych ra´d uvedl pa´r informac´ı o na´stroji FindBugs, ktery´
byl vyuzˇit prˇi prakticke´m rˇesˇen´ı vy´sˇe zminˇovane´ho vyhleda´va´n´ı za´mk˚u.
FindBugs je program, ktery´ za pomoc´ı staticke´ analy´zy hleda´ chyby v Java ko´du.
Jedna´ se o Open source software distribuovany´ pod ”Lesser GNU Public License“. Jme´no
FindBugsTM a logo 3.1 je za´konem chra´neˇny´m vlastnictv´ım od ”The University of Mary-
land“. FindBugs je sponzorovany´ Fortify Software.
Mezi dalˇs´ı vlastnosti FindBugs patrˇ´ı, zˇe pracuje nad byte-ko´dem (zkompilovany´mi *.class
soubory). Mu˚zˇeme ho integrovat do Eclipse a NetBeans. Na´stroj obsahuje dobrou spra´vu
report˚u a historii chyb. Prˇi hleda´n´ı chyb vyuzˇ´ıva´ tzv. hleda´n´ı chybovy´ch vzor˚u, prˇicˇemzˇ
na´m poskytuje prˇes 300 prˇeddefinovany´ch chybovy´ch vzor˚u a take´ mozˇnost si sv˚uj vzor a
potazˇmo detektor vytvorˇit. Mozˇnost vytvorˇen´ı vlastn´ıho detektoru ve formeˇ pluginu byla
ostatneˇ vyuzˇita i prˇi tvorbeˇ programu pro oveˇrˇen´ı korektnosti le´cˇen´ı. Jednou z nevy´hod to-
hoto na´stroje je, zˇe se obcˇas na vy´stupu objev´ı chybove´ hla´sˇen´ı, ktere´ upozornˇuje na chybu,
jezˇ neexistuje. Je napsa´n v Javeˇ a ke sve´mu provozu potrˇebuje virtua´ln´ı stroj kompatibiln´ı
se Sun’s JDK 1.4. FindBugs vyuzˇ´ıva´ k analy´ze byte-ko´du BCEL (Byte Code Engineering
Library) [5]. Od verze 1.1 FindBugs podporuje detektory napsane´ v ASM [1] byte-ko´d fra-
meworku. K pra´ci s XML vyuzˇ´ıva´ dom4j [3]. Informace byly z´ıska´ny z [15].
FindBugs da´le umı´ produkovat xml vy´stup v podobeˇ [11]:
• Filtrova´n´ı chyb – hla´sˇen´ı pouze za´vazˇny´ch chyb
• Historie chyb – stopova´n´ı vy´voje chyb mezi v´ıcena´sobny´mi kontrolami
• Dolova´n´ı chyb (bug mining) – vyuzˇit´ı techniky dolovan´ı dat prˇi reportech
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Za zmı´nku pak urcˇiteˇ stoj´ı i uzˇivatelske´ rozhran´ı, ktere´ je schopno zvy´raznˇovat chyby
v ko´du. Dalˇs´ı vlastnost´ı tohoto rozhran´ı je mozˇnost vkla´da´n´ı informac´ı z analy´zy nebo
od programa´tora. Tohoto pak mu˚zˇe by´t dobrˇe vyuzˇito prˇi testova´n´ı software v ty´movy´ch
projektech.
Tento na´stroj byl u´speˇsˇneˇ vyuzˇit v rˇadeˇ aplikac´ı naprˇ.: Sun JDK 1.7.0–b12, eclipse–
SDK–3.3M7–solaris–gtk, netbeans–6 0–m8, glassfish–v2–b43, jboss–4.0.5. V kazˇde´ z teˇchto
aplikac´ı tak byly nalezeny chyby, ktere´ mohly by´t na´sledneˇ opraveny. [15]
FindBugs je schopen hledat tyto typy chyb [11] [15]:
• Sˇpatny´ postup (bad practice) – porovna´van´ı string˚u, hashCode() a equals(), obecne´
za´sady jmen.
• Korektnost (correctness) – jedna´ se o cˇa´sti ko´du, ktere´ programa´tor p˚uvodneˇ asi
nezamy´sˇlel – nekonecˇne´ smycˇky, rekurzivneˇ nekonecˇne´ smycˇky, neinicializovane´ uka-
zatele, matouc´ı jme´na metod.
• Za´ludna´ poruchovost ko´du (malicious code vulnerability)
• Multivla´knova´ korektnost (multithreaded correctness) – sd´ılen´ı staticke´ho modelu,
zamyka´n´ı a odemyka´n´ı ve vsˇech cesta´ch, nepodmı´neˇne´ cˇeka´n´ı.
• Vy´konnostn´ı – new String(String), nepouzˇite´ pole (field), pouzˇit´ı URL ve mnozˇineˇ
nebo mapeˇ (zpomalen´ı hashCode a equals).
• Prohnane´ (dodge) – redundantn´ı porovna´va´n´ı (null), za´pis do staticky´ch pol´ı (field)
z instance metody.
3.1 Forma´t trˇ´ıdove´ho souboru (Java class format)
Vy´sˇe bylo zmı´neˇno, zˇe FindBugs pracuje nad Java byte-code. Abych ucelil prˇedstavu o tom,
co se skry´va´ pod slovn´ım spojen´ım ”Java byte-code“, dovoluji si uve´st na´sleduj´ıc´ı podkapi-
tolu prˇevzanou ze stra´nek BCEL [5] .
Obra´zek 3.2: Kompilace a spusˇteˇn´ı Java trˇ´ıd
Obra´zek 3.2 na´m ukazuje proceduru kompilace a spusˇteˇn´ı Java trˇ´ıdy: Zdrojovy´ soubor
(HelloWold.java) je prˇekompilova´n do souboru Java trˇ´ıdy (HelloWold.class), nacˇten jako
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byte-ko´d interpreterem a spusˇteˇn. V prˇ´ıpadeˇ, zˇe naprˇ. vy´voja´rˇi chteˇj´ı prˇidat neˇjake´ specificke´
vlastnosti trˇ´ıdeˇ, mus´ı transformovat trˇ´ıdovy´ soubor (nakresleny´ silny´mi linkami) prˇedt´ım,
nezˇ je spusˇteˇn. Toho vyuzˇ´ıva´ i instrumentace ConTestu [7], se kterou pracuje na´stroj pro
oveˇrˇen´ı korektnosti le´cˇen´ı.
Obra´zek 3.3 ukazuje jednoduchy´ prˇ´ıklad obsahu souboru Java trˇ´ıdy. Zacˇ´ına´ s hlavicˇkou
obsahuj´ıc´ı ”magickou konstantu“ a cˇ´ıslo verze, na´sleduje constant pool, ktery´ mu˚zˇe by´t
hrubeˇ prˇirovna´n k proveditelne´mu textove´mu segmetu. Da´le zde ma´me prˇ´ıstupova´ pra´va
trˇ´ıd zako´dovany´ch do bitove´ masky, seznam rozhran´ı implementovany´ch trˇ´ıdou, seznam
obsahuj´ıc´ı pole a metody trˇ´ıdy a nakonec atributy trˇ´ıdy, naprˇ. atribut SourceFile rˇ´ıka´
jme´no zdrojove´ho souboru. Atributy jsou prˇitom cestou pro vlozˇen´ı uzˇivatelsky definovany´ch
informac´ı do struktury class souboru.
Proto, zˇe vsˇechny informace potrˇebuj´ı by´t dynamicke´, prˇijalo se usnesen´ı, zˇe symbolicke´
reference trˇ´ıd, pol´ı a metod jsou za beˇhu zako´dova´ny rˇeteˇzcovy´mi konstantami. Constant
pool obykle zauj´ıma´ asi 60% class souboru. Tato skutecˇnost pak constant pool tvorˇ´ı lehce
zameˇrˇitelny´ pro manipulace s ko´dem. Byte–ko´dove´ instrukce tvorˇ´ı pouhy´ch 12% z celkove´
velikosti class souboru.
Obra´zek 3.3: Java class file forma´t
3.2 FindBugs CFG analy´za
Mı´rneˇ upravena´ verze n´ızˇe uvedene´ analy´zy zalozˇene´ na CFG (Control Flow Graph) byla
vyuzˇita prˇi implementaci te´to pra´ce, takzˇe by bylo vhodne´ o n´ı napsat pa´r rˇa´dk˚u. Nejdrˇ´ıv za-
vedu teminologii, kterou na´sledneˇ pouzˇiji v obecne´m tvaru algoritmu tohoto druhu analy´zy.
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Terminologie: [10]
• ClassContext – pokry´va´ vsˇechna zna´ma´ fakta o trˇ´ıdeˇ (zjiˇsteˇna´ na zacˇa´tku pomoc´ı
BCEL).
• Detector – algoritmem popsany´ hledany´ vzor.
• Analysis objects – konecˇny´ produkt neˇjake´ analy´zy, ktera´ byla v minulosti ukoncˇena
• Dataflow fact – stav neˇjake´ dataflow analy´zy v neˇjake´ lokaci
Detektory zalozˇene´ na CFG pouzˇ´ıvaj´ı CFG reprezentaci Java metod k vykona´va´n´ı
poneˇkud v´ıce sofistikovany´ch analy´z nezˇ detektory zalozˇene´ na ”inspekci“. FindBugs imple-
mentuje mnoho druh˚u dataflow analy´z pro pouzˇit´ı na CFG zalozˇeny´ch detektor˚u.
Nı´zˇe uvedeny´ pseudo-ko´d je od metody visitClassContext() patrˇ´ıc´ı do detektor˚u zalozˇe-
ny´ch na CFG. Za´kladn´ı idea je navsˇt´ıvit kazˇdou metodu analyzovane´ trˇ´ıdy v kole dotazova´n´ı
neˇjake´ informace z analysis objects.
for each method in the class do
request a CFG for the method from the ClassContext
request one or more analysis objects on the method from the ClassContext
for each location in the method do
get the the dataflow facts at the location
inspect the dataflow facts










V te´to chv´ıli by cˇtena´rˇ meˇl mı´t uceleny´ pohled na proble´m, ktery´ se zde bude rˇesˇit na
za´kladeˇ na´vrhu vy´sˇe zminˇovane´ho deterministecke´ho konecˇne´ho automatu 2.1 ve spojen´ı
s na´strojem FindBugs. Na obra´zku 4.1 je uveden popis fungova´n´ı oveˇrˇova´n´ı korektnosti
le´cˇen´ı jako celku za ktery´m na´sleduj´ı podrobneˇji rozebra´ny podstatne´ cˇa´sti programu.
Obra´zek 4.1: Za´kladn´ı idea programu
Popis oveˇrˇova´n´ı korektnosti le´cˇen´ı: Program zacˇne s vytva´rˇen´ım grafu vola´n´ı (Call-
Graph) pro jednotlive´ instrumentovane´ trˇ´ıdy, ktere´ byly poskytnuty k analy´ze prostrˇednic-
tv´ım argumentu prˇi spusˇteˇn´ı FindBugs. Po vytvorˇen´ı a ulozˇen´ı vsˇech teˇchto graf˚u jsou
ze vstupn´ıho souboru nacˇteny atomicity (cˇa´sti ko´du, ktere´ se maj´ı prohledat – urcˇuj´ıc´ı
zacˇa´tek a konec le´cˇ´ıc´ı synchronizace). Na´sledneˇ je pro kazˇdou nacˇtenou atomicitu spusˇteˇna
analy´za, ktera´ ma´ mezi jej´ım zacˇa´tkem a vsˇemi konci nale´zt nezˇa´douc´ı synchronizacˇn´ı in-
strukce. V prˇ´ıpadeˇ, zˇe je v neˇktere´ atomicke´ sekci synchronizacˇn´ı instrukce nalezena, je tato
atomicita poznamena´na do kolekce, ktera´ je nakonec zapsa´na do vy´stupn´ıho souboru.
Vstup a vy´stup programu pro oveˇrˇova´n´ı korektnosti le´cˇen´ı se deˇl´ı na tyto cˇa´sti:
• Vstupn´ı XML soubor – definuje atomicity (mı´sta), ktere´ se maj´ı prohledat.
• Vstupn´ı instrumentovane´ trˇ´ıdy – jsou Java trˇ´ıdy (soubory s prˇ´ıponou .class) do
ktery´ch patrˇ´ı nadefinovane´ atomicity, ktere´ se budou prohleda´vat.
• Vy´stupn´ı XML soubor – ze vstupu definuje atomicity (mı´sta) ve ktery´ch byly
nalezeny synchronizacˇn´ı instrukce
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Vstupn´ı XML soubor je da´n na´zvem CGOCVariables.ATOMICITY INPUT FILE a
umı´steˇn´ım CGOCVariables.ATOMICITY INPUT FILE LOCATION.
Vstupn´ı atomicity jsou prˇitom tvorˇeny RaceDetectorem, ktery´ je vytva´rˇ´ı za pomoc´ı data-
flow analy´zy FindBugsem nad instrumentovany´m ko´dem (instrumentovany´ pomoc´ı na´stroje
ConTest).
Vstupn´ı instrumentovane´ trˇ´ıdy, ktere´ jsou pouzˇity jako jeden ze vstup˚u programu,
mus´ı by´t umı´steˇny v mı´steˇ, odkud FindBugs bere trˇ´ıdy, nad ktery´mi prova´d´ı analy´zy.
Implicitneˇ je to korˇenovy´ adresa´rˇ FindBugs. Vstupn´ı trˇ´ıdy programu FindBugs mus´ı by´t
prˇeda´ny prostrˇednictv´ım argumentu prˇi spusˇteˇn´ı. Vı´ce v na´vodu ke spusˇteˇn´ı.
Vy´stupn´ı XML soubor ma´ stejnou XML strukturu jako vstupn´ı soubor. Je naplneˇn
atomicitami, ze vstupn´ıho souboru, ktere´ obsahuj´ı synchronizacˇn´ı instrukce a je identifi-
kova´n na´zvem CGOCVariables.ATOMICITY OUTPUT FILE a uzˇivatelem definovany´m
umı´steˇn´ım CGOCVariables.ATOMICITY INPUT OUTPUT LOCATION.
Struktura vstupn´ıho a vy´stupn´ıho xml je definova´na pomoc´ı atomicity.dtd 4.2.
<?xml version="1.0" encoding="UTF-8"?>
<!-- Atomicity by Zdenek -->
<!ELEMENT ATOMICITY (SIMPLEATOM | DOUBLEATOM | TRIPLEATOM | MULTIATOM)*>
<!ELEMENT SIMPLEATOM (BEGIN, END)>
<!ELEMENT DOUBLEATOM (BEGIN, END, END)>
<!ELEMENT TRIPLEATOM (BEGIN, END, END, END)>
<!ELEMENT MULTIATOM (BEGIN, END+)>
<!ELEMENT BEGIN EMPTY>
<!ELEMENT END EMPTY>
<!ATTLIST ATOMICITY correctRun CDATA "true">
<!ATTLIST SIMPLEATOM violatedCount CDATA "0">
<!ATTLIST DOUBLEATOM violatedCount CDATA "0">
<!ATTLIST TRIPLEATOM violatedCount CDATA "0">
<!ATTLIST MULTIATOM violatedCount CDATA "0">
<!ATTLIST BEGIN loc CDATA "">
<!ATTLIST BEGIN mode (read | write) "read">
<!ATTLIST END loc CDATA "">
<!ATTLIST END mode (read | write) "read">
Obra´zek 4.2: Obsah atomicity.dtd.
Pro prˇedstavu jak vypadaj´ı atomicity v praxi uva´d´ım prˇ´ıklad na obra´zku 4.3. O atomi-
citeˇ z obra´zku 4.3 se da´ rˇ´ıct, zˇe ma´ zacˇa´tek definovany´ pomoc´ı BEGIN loc="...". Z toho
vyply´va´, zˇe atomicita patrˇ´ı do zdrojove´ho textu trˇ´ıdy TestSwitch.java metody metoda1()
a zacˇ´ına´ na 35. rˇa´dku 3. pro ConTest vy´znamnou byte-ko´dovou instrukc´ı, ktera´ je typu
”za´pis“. XML za´pis na´m da´le rˇ´ıka´, zˇe atomicita ma´ trˇi konce: prvn´ı z nich patrˇ´ı do stejne´ho
zdrojove´ho textu a metody jako zacˇa´tek. Tento konec je typu ”vy´stup“ a ”-2 1“ na´m rˇ´ıka´,
zˇe ho nenalezneme ve zdrojove´m textu (mu˚zˇe j´ıt naprˇ. o neosˇtrˇenou vyj´ımku). Druhy´ konec
na´m rˇ´ıka´, zˇe patrˇ´ı do stejne´ho zdrojove´ho textu a metody jako zacˇa´tek. Tento konec je
typu ”cˇten´ı“ a ”40 1“ na´m rˇ´ıka´, zˇe jde o 1. pro ConTest vy´znamnou byte-ko´dovou instrukci
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40. rˇa´dku zdrojove´ho textu. Ve FindBugs tyto vy´znamne´ instrukce prˇitom pozna´me d´ıky
instrumentaci, kterou si ConTest program oznacˇkoval. Trˇet´ı (posledn´ı) konec atomicity je
obdoba druhe´ho s rozd´ılny´m typem (vy´stupn´ı) a mı´stem (43 1).
<TRIPLEATOM>
<BEGIN loc="UNPROVIDED TestSwitch.java metoda1(int) 35 3" mode="WRITE"/>
<END loc="UNPROVIDED TestSwitch.java metoda1(int) -2 1" mode="EXIT"/>
<END loc="UNPROVIDED TestSwitch.java metoda1(int) 40 1" mode="READ"/>
<END loc="UNPROVIDED TestSwitch.java metoda1(int) 43 1" mode="EXIT"/>
</TRIPLEATOM>
Obra´zek 4.3: Prˇ´ıklad atomicity se trˇemi konci.
Podstatne´ informace, ktere´ tyto xml za´pisy atomicit obsahuj´ı pro CFG analy´zu jsou:
• BEGIN loc="..." – urcˇuje zacˇa´tek v CFG, odkud se ma´ zacˇ´ıt hledat synchronizace
• END loc="..." – urcˇuje jeden z mozˇny´ch konc˚u atomicity v CFG
• pocˇet konc˚u – urcˇuje kolik cest v CFG vede od BEGIN k END
Po tomto prˇedstaven´ı vstup˚u a vy´stupu programu je cˇas se pod´ıvat na vytva´rˇen´ı grafu
vola´n´ı, ktery´ je vyuzˇ´ıva´n u CFG analy´zy. Call graph, jak je jinak grafu vola´n´ı prˇezd´ıva´no, je
tvorˇen postupneˇ pro kazˇdou trˇ´ıdu, nad kterou se ma´ oveˇrˇova´n´ı korektnosti le´cˇen´ı uskutecˇnit.
Tyto trˇ´ıdy prˇitom mus´ı by´t programu prˇeda´ny jako parametr prˇi spousˇteˇn´ı FindBugs.
4.1 Tvorba grafu vola´n´ı
Graf vola´n´ı je reprezentova´n uzly, cozˇ jsou metody vstupn´ıch instrumentovany´ch trˇ´ıd a
hranami prˇedstavuj´ıc´ı jednotlive´ ”invoke“ instrukce v metoda´ch. Hrany spojuj´ı vzˇdy dva
uzly. Jeden uzel hrany je povazˇova´n za zdrojovou metodu. Druhy´ uzel hrany je povazˇova´n
za c´ılovou metodu. Zdrojovy´ uzel je urcˇen podle metody ve ktere´ byla ”invoke“ instrukce
nalezena. Uzel c´ılovy´ je z´ıska´n z parametru ”invoke“ instrukce a prˇedstavuje metodu, ktera´
je touto instrukc´ı vola´na. Uzly kromeˇ zdrojove´/c´ılove´ metody jesˇteˇ obsahuj´ı na´zev trˇ´ıdy do
ktere´ patrˇ´ı a stav metody. Stav metody (hasSynchronization) prˇitom urcˇuje zda je metoda
pro kterou byl uzel vytvorˇen bezpecˇna´. Tato informace o bezpecˇnosti metody prˇitom mu˚zˇe
naby´vat cˇtyrˇ hodnot:
• CGOCVariables.MethodState.LOCK FOUND – metoda obsahuje sychronizacˇn´ı in-
strukci ⇒ je nebezpecˇna´.
• CGOCVariables.MethodState.LOCK NOT FOUND – metoda neobsahuje synchro-
nizacˇn´ı instrukci ⇒ je bezpecˇna´.
• CGOCVariables.MethodState.METHOD UNCHECKED – metoda nebyla testova´na
= inicializacˇn´ı hodnota ⇒ je nebezpecˇna´.
• CGOCVariables.MethodState.METHOD INACCESSIBLESS – metoda je nedostupna´
= metoda patrˇ´ı do trˇ´ıdy, ktera´ nebyla zada´na jako jedna ze vstupn´ıch instrumento-
vany´ch trˇ´ıd a program ji tedy nemu˚zˇe zkontrolovat ⇒ je nebezpecˇna´.
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Pro lepsˇ´ı prˇedstavu o tom, jak takovy´ graf vola´n´ı mu˚zˇe vypadat, je zde prˇilozˇen obra´zek
4.4. Na obra´zku je zobrazen graf v pr˚ubeˇhu jeho vytva´rˇen´ı. Vytva´rˇen´ı grafu vola´n´ı je
zrovna ve fa´zi, kdy byly prohleda´ny vsˇechny metody z trˇ´ıdy cz.vutbr.fit.staticanalysis.Test2
a v soucˇa´sne´ dobeˇ se prohleda´va´j´ı metody od trˇ´ıdy cz.vutbr.fit.staticanalysis.TestSwitch.
Zat´ım z te´to trˇ´ıdy byly prohleda´ny metody: main(), getNumber(), metoda2() a metoda3()
⇒ hodnota stavu metody u uzl˚u ke ktery´ tyto metody patrˇ´ı je r˚uzna´ od CGOCVaria-
bles.MethodState.METHOD UNCHECKED. Tuto hodnotu ma´ v prˇ´ıkladu 4.4 pouze ze-
leneˇ ohranicˇena´ metoda1, ktera´ jesˇteˇ nebyla prohleda´na ⇒ nebyl pro ni jesˇteˇ vytvorˇen graf
vola´n´ı. Nutno podotknout, zˇe v tomto grafu vola´n´ı prˇitom nebyla prohleda´na jesˇteˇ jedna
metoda. Tato druha´ neprohledana´ metoda je append() z trˇ´ıdy java.lang.StringBuilder. Stav
metody tohoto uzlu je CGOCVariables.MethodState.METHOD INACCESSIBLESS a je to
z d˚uvodu, zˇe metoda nepatrˇ´ı ani do jedne´ ze vstupn´ıch instrumentovany´ch trˇ´ıd.
Graf vola´n´ı ma´ v soucˇasne´ dobeˇ trˇi neza´visle´ cˇasti, ktere´ jsou v obra´zku 4.4 ohranicˇeny
modrou a zelenou barvou. Jako relativneˇ bezpecˇne´ metody jsou povazˇova´ny metody, jejichzˇ
stav metody je roven CGOCVariables.MethodState.LOCK NOT FOUND. Prˇi zjiˇst’ova´n´ı
skutecˇne´ bezpecˇnosti metody je prˇitom potrˇeba vz´ıt v potaz i stavy metod na ktere´ se,
z uzlu pro ktery´ chci skutecˇnou bezpecˇnost zjistit, mohu dostat (at’ uzˇ prˇ´ımo nebo prˇes jine´
uzly). Za skutecˇneˇ bezpecˇnou je tedy v obra´zku 4.4 povazˇova´na jen metoda getNumber()
z trˇ´ıdy cz.vutbr.fit.staticanalysis.TestSwitch.
Obra´zek 4.4: Prˇ´ıklad jak mu˚zˇe vypadat graf vola´n´ı v pr˚ubeˇhu jeho vytva´rˇen´ı
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Samotne´ vytva´rˇen´ı grafu vola´n´ı vypada´ tak, zˇe metodeˇ, ktera´ graf vola´n´ı vytva´rˇ´ı jsou
postupneˇ jako parametr prˇeda´va´ny ClassContexty (vsˇechny zna´me´ fakty o trˇ´ıdeˇ z´ıskane´
prˇi inicializaci pomoc´ı BCEL) vsˇech vstupn´ıch instrumentovany´ch trˇ´ıd. Tato metoda nad
kazˇdou takto z´ıskanou trˇ´ıdou provede na´sleduj´ıc´ı postup:
Vytvorˇ´ı uzly pro vsˇechny metody, ktere´ jsou v dane´ trˇ´ıdeˇ obsazˇeny a ktere´ jesˇteˇ v grafu
vola´n´ı nemaj´ı uzel vytvorˇen. Vytvorˇen´ı uzlu se skla´da´ z vytvorˇen´ı nove´ho objektu, ktere´mu
je prˇiˇrazena metoda kterou ma´ uzel reprezentovat, trˇ´ıda do ktere´ metoda patrˇ´ı a stav
metody nastav´ı na hodnotu METHOD UNCHECKED = netestova´no. Pak kazˇdou metodu
prohl´ıdne. Prohl´ızˇen´ı prˇedstavuje vytvorˇen´ı ControlFlowGraph (CFG = BCEL abstrakce
metody). Prˇicˇemzˇ CFG je slozˇen z tzv. BasicBlock˚u (BCEL abstrakce pro seskupen´ı neˇkolika
byte-ko´dovy´ch instrukc´ı), ktere´ zacˇne sekvencˇneˇ vsˇechny prohleda´vat. Prˇed prohl´ızˇen´ım
nastav´ı stav metody na CGOCVariables.MethodState.LOCK NOT FOUND. Prˇi prohl´ızˇen´ı
se vzˇdy prohle´dnou vsˇechny instrukce dane´ho BasicBlocku a prˇistoup´ı se k dalˇs´ımu. Po
prohleda´n´ı vsˇech BasicBlock˚u jedne´ metody se prˇejde k dalˇs´ı, azˇ jsou prohleda´ny vsˇechny
z trˇ´ıdy a mu˚zˇe se prˇistoupit k trˇ´ıdeˇ dalˇs´ı.
Vesˇkera´ pozornost prˇi prohleda´va´n´ı je zameˇrˇena na dva typy byte-ko´dovy´ch instrukc´ı:
• Synchronizacˇn´ı instrukce (MONITORENTER) – prˇi nalezen´ı alesponˇ jedne´ z nich je stav
metody nastaven na CGOCVariables.MethodState.LOCK FOUND v opacˇne´m prˇ´ıpadeˇ
(kdyzˇ v cele´ metodeˇ nen´ı nalezena ani jedna´ z nich z˚ustane stav metody nastaven na
CGOCVariables.MethodState.LOCK NOT FOUND
• Invoke instrukce (InvokeInstruction) – urcˇuje, zˇe metoda vola´ jinou metodu, cozˇ mu˚zˇe
ve´st k vytvorˇen´ı nove´ hrany nebo uzlu.
Detekce invoke instrukce ovlivnˇuje to, zda se bude v grafu vola´n´ı vytva´rˇet novy´ uzel
nebo hrana. Tvorba nove´ho uzlu prˇitom za´vis´ı na neˇkolika veˇcech:
• C´ılova´ (volana´) metoda nesmı´ by´t od ConTest (com.ibm.contest.runtimecore.Manager)
z d˚uvodu, zˇe tyto metody jsou d´ılem instrumentace, ktere´ v origina´ln´ım ko´du neexis-
tuj´ı a my je tedy nechceme testovat.
• Pro c´ılovou (volanou) metodu jesˇteˇ neexistuje zˇa´dny´ uzel v grafu vola´n´ı.
• Pro c´ılovou metodu (volanou) mus´ı j´ıt z´ıskat trˇ´ıda do ktere´ patrˇ´ı.
• Ve trˇ´ıdeˇ do ktere´ u´dajneˇ patrˇ´ı mus´ı skutecˇneˇ existovat.
Prˇi vytva´rˇen´ı uzlu se prˇitom prˇihl´ızˇ´ı na to, zda je c´ılova´ (volana´) metoda z jedne´ ze
vstupn´ıch instrumentovany´ch trˇ´ıd. Pokud tomu tak je, tak je uzel zalozˇen se stavem metody
= CGOCVariables.MethodState.METHOD UNCHECKED v opacˇne´m prˇ´ıpadeˇ, se jedna´ o
metodu, kterou nemu˚zˇeme prohledat a stav metody v noveˇ vznikaj´ıc´ım uzlu je nastaven na
CGOCVariables.MethodState.METHOD INACCESSIBLESS.
Vytva´rˇen´ı hrany za´vis´ı na:
• Pro volanou metodu byl vytvorˇen novy´ c´ılovy´ uzel nebo je zna´m jizˇ existuj´ıc´ı c´ılovy´
uzel ⇒ nejeda´ se o ConTest metodu.
• V grafu vola´n´ı jesˇteˇ neexistuje hrana pro zdojovy´ (uzel od metody ve ktere´ byla
nalezena´ invoke instrukce) a c´ılovy´ uzel.
Vy´sˇe popsany´ postup tvorby grafu vola´n´ı je pro lepsˇ´ı pochopen´ı jesˇteˇ zobrazen ve
vy´vojove´m diagramu z obra´zku 4.5.
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Obra´zek 4.5: Vy´vojovy´ diagram tvorby grafu vola´n´ı
Po pr˚uchodu vy´vojovy´m diagramem z obra´zku 4.5 ma´ program k dispozici graf, ktery´
zobrazuje vztahy mezi jednotlivy´mi metodami. Uzly metod prˇitom vlastn´ı informaci, zda
obsahuj´ı neˇjakou synchronizacˇn´ı instrukci, cˇehozˇ je pak vyuzˇito v prohleda´va´n´ı atomicky´ch
sekc´ı.
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Na za´veˇr te´to podkapitoly bych jesˇteˇ dodal, zˇe jsem si prˇi tvorbeˇ grafu vola´n´ı vyb´ıral
ze dvou mozˇny´ch prˇ´ıstup˚u k problematice. Prvn´ı z nich je zalozˇen na tvorbeˇ maly´ch graf˚u
vola´n´ı azˇ prˇi analy´ze, kdyzˇ se naraz´ı na neˇjakou invoke instrukci. Druhy´ (implementovany´)
je zalozˇen na vytvorˇen´ı grafu vola´n´ı pro vsˇechny metody ze vstupn´ıch instrumentovany´ch
trˇ´ıd jizˇ prˇed analy´zou. Nevy´hoda vy´sˇe popsane´ho a naimplementovane´ho postupu je v tom,
zˇe generuje graf vola´n´ı nad vsˇemi metodami, ktere´ patrˇ´ı do vstupn´ıch instrumentovany´ch
trˇ´ıd.⇒ Veˇtsˇ´ı pameˇt’ova´ na´rocˇnost nezˇ prvn´ı zminˇovany´ postup. Takto vytvorˇeny´ graf vola´n´ı
taky mu˚zˇe obsahovat cˇa´sti, ktere´ nejsou v analy´ze vyuzˇity. Na druhou stranu jeho vy´hoda
oproti prvneˇ zminˇovane´mu postupu tkv´ı v tom, zˇe samotna´ analy´za, pokud bude prova´deˇna
nad velky´m pocˇtem vstupn´ıch atomicit, bude rychlejˇs´ı. Prˇi prvneˇ zminˇovane´m postupu je
totizˇ pravdeˇpodobne´, zˇe by se urcˇite´ cˇa´sti grafu vola´n´ı, generovaly v´ıckra´t nezˇ jednou, cozˇ
by brzdilo prova´deˇn´ı analy´zy.
4.2 Hleda´n´ı za´mk˚u v jednotlivy´ch atomicky´ch sekc´ıch
Hleda´n´ı za´mku v jednotlivy´ch atomicky´ch sekc´ıch je analy´za zalozˇena´ na hleda´n´ı chy-
bovy´ch vzor˚u prˇi procha´zen´ı Control Flow Grafu (CFG). Jedna´ se o ja´dro cele´ho programu
pro oveˇrˇova´n´ı korektnosti le´cˇen´ı. Na obra´zku 4.6 je videˇt, jak tato n´ızˇe popisovana´ analy´za
funguje.
Program si nacˇte atomicity ze vstupn´ıho souboru do kolekce. Z te´to kolekce pak bere
jednu po druhe´ a prova´d´ı jejich analy´zu na´sleduj´ıc´ım zp˚usobem. U kazˇde´ atomicity je zjiˇsteˇn
jej´ı pocˇa´tek, vsˇechny konce a trˇ´ıda spolecˇneˇ s metodou do ktere´ patrˇ´ı. Na´sledneˇ je v metodeˇ
a trˇ´ıdeˇ do ktere´ zvolena´ atomicita patrˇ´ı spusˇteˇno vyhleda´va´n´ı synchronizace.
Pro metodu ve ktere´ se bude synchronizace hledat je vytvorˇen CFG. V takto vytvorˇene´m
CFG se zacˇnou sekvencˇneˇ prohleda´vat BasicBlocky za u´cˇelem nalezen´ı BasicBlocku ve
ktere´m zacˇ´ına´ atomicita, ktera´ je pra´veˇ prˇedmeˇtem oveˇrˇova´n´ı. Kazˇdy´ z BasicBlock˚u je
prˇitom prohleda´va´n stylem, kdy je testova´na kazˇda´ instrukce BasicBlcoku na to, zda je
instrukc´ı ldc, ktera´ ma´ jako sv˚uj parametr identifikaci zacˇa´tku atomicity (cˇa´st z atomicity
mezi uvozkami u bunˇky BEGIN loc=”...”).
Po takto nalezene´m BasicBlocku si analy´za zjist´ı dalˇs´ı BasicBlocky do ktery´ch se mu˚zˇe
program z pra´veˇ prohledane´ho BasicBlocku dostat a ulozˇ´ı si je do seznamu v budoucnu pro-
hleda´vany´ch BasicBlock˚u. V tomto seznamu jsou postupneˇ ulozˇeny vsˇechny vygenerovane´
BasicBlocky, kam se program z pocˇa´tecˇn´ıho BasicBlocku prˇes rozgenerovane´ BasicBlocky
mu˚zˇe dostat. Kazˇdy´ BasicBlock je prˇitom do seznamu prˇiˇrazen vzˇdy s vlastnost´ı, ktera´
urcˇuje, zˇe jesˇteˇ nebyl prohleda´n. Tato vlastnost se meˇn´ı na stav ”prohleda´no“ azˇ pote´, kdy
je BasicBlock analyzova´n a jsou z neˇj rozgenerova´ny dalˇs´ı BasicBlocky.
Analy´za BasicBlocku je zalozˇena na prohleda´n´ı vsˇech instrukc´ı prohleda´vane´ho Ba-
sicBlocku. Kdyzˇ je prˇi prohleda´va´n´ı BasicBlocku instrukce rozpozna´na jako monitorenter,
je pra´veˇ oveˇrˇovana´ atomicita prohla´sˇena za nebezpecˇnou. Takova´to nebezpecˇna´ atomicita
je ulozˇena do kolekce nebezpecˇny´ch atomicit, ktere´ jsou na konci programu zapsa´ny do
vy´stupn´ıho souboru.
V prˇ´ıpadeˇ, zˇe je instrukce urcˇena jako invoke instrukce, ktera´ vola´ metodu z jine´ trˇ´ıdy
nezˇ com.ibm.contest.runtimecore.Manager (ConTest), provede se kontrola nad drˇ´ıve vy-
tvorˇeny´m grafem vola´n´ı. Kontrola spocˇ´ıva´ v rozhodnut´ı o tom, zda cˇa´st grafu vola´n´ı, kam se
mu˚zˇe program pomoc´ı detekovane´ invoke instrukce dostat je bezbecˇna´ (neobsahuje neˇjakou
nebezpecˇnou metodu = metoda s monitorenter instrukc´ı, neprohledana´ metoda nebo me-
toda nedosazˇitelna´) cˇi nikoli.
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Obra´zek 4.6: Vy´vojovy´ diagram analy´zy atomicit
Metodeˇ, ktera´ toto zjiˇst’ova´n´ı prova´d´ı je prˇeda´n na´zev metody a trˇ´ıda ve ktere´ byla
invoke instrukce nalezena. V patrˇicˇne´m podgrafu se najdou vsˇechny hrany se zdrojovy´m
uzlem urcˇeny´m z´ıskany´m na´zvem a trˇ´ıdou metody. Pro tyto hrany se zkontroluje zda je
c´ılova´ metoda bezpecˇna´. Tato informace (stav metody) jde vycˇ´ıst prˇ´ımo z uzl˚u obsazˇeny´ch
v grafu vola´n´ı. Pokud je zjiˇsteˇno, zˇe neˇktera´ z c´ılovy´ch metod je nebezpecˇna´, je postup po-
dobny´ jako prˇi detekci monitorenter prˇ´ımo v atomiciteˇ. Prohleda´va´n´ı se ukoncˇ´ı s oznacˇen´ım
atomicity za nebezpecˇnou. V opacˇne´m prˇ´ıpadeˇ, se vezme c´ılovy´ uzel a te´zˇ metodeˇ, ktera´
ma´ na starosti prohleda´va´n´ı grafu vola´n´ı se da´ jako zdroj trˇ´ıda a na´zev c´ılove´ metody.
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T´ımto zp˚usobem se rekurzivneˇ rozgeneruje maly´ podgraf ve ktere´m nesmı´ by´t nalezen ani
jeden uzel s nebezpecˇnou metodou, aby se mohlo prohla´sit, zˇe pomoc´ı p˚uvodneˇ nalezene´
invoke instrukce se mu˚zˇe program dostat pouze do bezpecˇny´ch cˇa´st´ı ko´du. Problematiku
rozhodova´n´ı o bezpecˇnosti invoke instrukce pro uprˇesneˇn´ı jesˇteˇ zobrazuje obra´zek 4.7
Obra´zek 4.7: Rozhodnut´ı o bezpecˇnosti nalezene´ invoke instrukce
Jako posledn´ı druh instrukc´ı, ktere´ maj´ı pro analy´zu neˇjaky´ vy´znam a nesmı´ by´t t´ım
pa´dem ignorova´ny jsou instrukce LDC a LDC W. Prˇi detekci obou teˇchto instrukc´ı se mus´ı
zjistit zda parametr te´to instrukce nen´ı shodny´ s neˇktery´m z konc˚u pra´veˇ prohleda´vane´
atomicity (END loc=”...”). Pokud se o konec nejedna´, instrukce je ignorova´na a pokracˇuje
se v analy´ze. V opacˇne´m prˇ´ıpadeˇ je analy´za konkre´tn´ıho BasicBlocku zastavena a prˇi rozge-
nerova´n´ı novy´ch BasicBlock˚u z toho ve ktere´m byl nalezen konec atomicity se rozgeneruj´ı
jen ty, ktere´ spadaj´ı do osˇetrˇova´n´ı podmı´nek. Konec, ktery´ byl prˇitom nalezen se oznacˇ´ı
jako nalezeny´.
Cela´ tato analy´za mu˚zˇe koncˇit dveˇma zp˚usoby:
• Prˇi analy´ze jsou nalezeny vsˇechny konce atomicity. Mezi zacˇa´tkem a zˇa´dny´m z konc˚u
prˇitom nen´ı nalezen ani jeden nebezpecˇny´ invoke nebo monitorenter instrukce. ⇒
Atomicita je prohla´sˇena za bezpecˇnou a neobjev´ı se ve vy´stupn´ım souboru.
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• Prˇi analy´ze je mezi zacˇa´tkem a jedn´ım z konc˚u atomicity nalezena nebezpecˇna´ invoke
instrukce nebo instrukce monitorenter. ⇒ Atomicita je prohla´sˇena za nebezpecˇnou a
objev´ı se ve vy´stupn´ım souboru.
Po analy´ze vsˇech atomicit ze vstupn´ıho souboru jsou atomicity ve ktery´ch byla nalezena
synchronizacˇn´ı instrukce nebo nebezpecˇny´ invoke ulozˇeny do vy´stupn´ıho souboru a program
koncˇ´ı.
V soucˇasne´ chv´ıli by meˇl mı´t cˇtena´rˇ uceleny´ pohled na rˇesˇenou problematiku spolecˇneˇ
s obrazem jak je oveˇrˇova´n´ı korektnosti le´cˇen´ı pomoc´ı na´stroje FindBugs v te´to pra´ci im-
plementova´no. V na´sleduj´ıc´ı kapitole 5 se mu˚zˇe uzˇivatel na uvedene´m testu prˇesveˇdcˇit o
funkcˇnosti analy´zy. Pokud ma´ cˇtena´rˇ potrˇebu si vyzkousˇet analy´zu vlastn´ıch trˇ´ıd, pomu˚zˇe





V te´to kapitole naleznete pa´r test˚u, ktere´ ukazuj´ı funkcˇnost uvedeny´ch postup˚u a vy-
tvorˇene´ho detektoru. Na zacˇa´tku teto kapitoly jsou uvedeny zdrojove´ texty trˇ´ıd ktere´ byly
k testova´n´ı vyuzˇity. Jsou zde proto, aby si cˇtena´rˇ mohl da´t jednotlive´ XML vy´pisy do sou-
vislost´ı s jejich zdrojem. Na´sleduje vy´pis z konzole prˇi instrumentaci trˇ´ıd. Dalˇs´ı podsekce je
veˇnova´na vytvorˇen´ı souboru s atomicitami (atomicity.xml) spolecˇneˇ s vy´pisem atomicit nad
ktery´mi bude analy´za provedena. Pak je zde uka´za´na u´prava souboru CGOCVariables.java.
V za´veˇru kapitoly je prˇ´ıklad spusˇteˇn´ı detektoru spolecˇneˇ s odkazem na vy´stupn´ı atomicity.
5.1 Testovac´ı trˇ´ıdy
Trˇ´ıdy (TestHA, TestHA2 a TestHA3) zobrazeny na obra´zc´ıch 5.2, 5.1 a 5.3 byly pouzˇity
k testova´n´ı. Trˇ´ıdy TestHA a TestHA3 byly vytvorˇeny tak aby, obsahovaly sd´ılene´ promeˇnne´
(sidelnaPromenna), ke ktery´m je z metod zamknutiSMonitorem(), getPromenna(), me-
toda1() a main() prˇistupova´no. Metody zamknutiSMonitorem(), ktere´ jsou obsazˇeny v trˇ´ı-
da´ch TestHA a TestHA3 obsahuj´ı synchronizaci, kterou se bude program snazˇit naj´ıt. Me-
toda metoda2() z trˇ´ıdy TestHA je zde spolecˇneˇ s metodou testHA2CalltestHA3() z trˇ´ıdy
TestHA2 proto, aby byla prˇi analy´ze uka´za´na i funkcˇnost prohleda´va´n´ı grafu vola´n´ı. Na´vrh
testovac´ıch trˇ´ıd byl proveden t´ımto zp˚usobem z d˚uvodu, aby vytvorˇen´ı vstupn´ıch atomicit,
ktere´ se zameˇrˇuj´ı na sd´ılene´ promeˇnne´ obsahovaly jak bezpecˇne´, tak i nebezpecˇne´ atomicity.
Testovac´ı trˇ´ıdy prˇi analy´ze postihuj´ı vyuzˇit´ı CFG analy´zy i prohleda´va´n´ı Call grafu.
01: package cz.vutbr.fit.staticanalysis;
02: public class TestHA2 {
03: public TestHA2() {
04: }




Obra´zek 5.1: Zdrojovy´ ko´d TestHA2.java.
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01: package cz.vutbr.fit.staticanalysis;
02: public class TestHA {
03: static int sdilenaPromenna = 0;
04: public TestHA() {
05: }
06: public static void zamknutiSMonitorem(){





12: public static int getPromenna(){
13: return sdilenaPromenna;
14: }
15: public static void metoda2(){
16: TestHA2.testHA2CalltestHA3();
17: }
18: public static void metoda1(int prepinac){
19: sdilenaPromenna++;
20: if (prepinac == 0){







28: public static void main(String[] args) {
29: System.out.println("sdilenaPromenna = " + sdilenaPromenna);
30: zamknutiSMonitorem();
31: System.out.println("sdilenaPromenna = " + sdilenaPromenna);
32: }
33: }
Obra´zek 5.2: Zdrojovy´ ko´d TestHA.java.
5.2 Vytvorˇen´ı instrumentovany´ch trˇ´ıd
Na obra´zku 5.4 je zna´zorneˇn test instrumentace pomoc´ı ConTest. Prvn´ı cˇerveny´ obdeln´ık
zhora upozornˇuje na pozici, kde jsem se prˇi instrumentaci nacha´zel. Druhy´ cˇerveny´ obdeln´ık
upozornˇuje na obsah aktua´ln´ıho adresa´rˇe prˇed zacˇa´tkem instrumentace. Adresa´rˇ obsaho-
val trˇ´ıdy, ktere´ jsem chteˇl instrumentovat (TestHA.class, TestHA2.class, TestHA3.class).
Trˇet´ı obdeln´ık ukazuje prˇ´ıkaz, ktery´ byl pouzˇit k vytvorˇen´ı instrumentovany´ch trˇ´ıd. Cˇtvrta´
zvy´razneˇna´ oblast ukazuje, zˇe byly u´speˇsˇneˇ instrumentova´ny trˇi trˇ´ıdy. Posledn´ı cˇerveny´ ob-
deln´ık upozornˇuje na obsah adresa´rˇe po instrumentaci. Tento adresa´rˇ obsahuje instrumen-
tovane´ trˇ´ıdy (TestHA.class, TestHA2.class, TestHA3.class) a za´lohu neinstrumentovany´ch
trˇ´ıd (TestHA.class backup, TestHA2.class backup, TestHA3.class backup).
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01: package cz.vutbr.fit.staticanalysis;
02: public class TestHA3 {
03: static int sdilenaPromenna = 0;
04: public TestHA3() {
05: }
06: public static void zamknutiSMonitorem(){






Obra´zek 5.3: Zdrojovy´ ko´d TestHA3.java.
Obra´zek 5.4: Test Instrumentace
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5.3 Vytvorˇen´ı vstupn´ıho souboru s atomicitami
Obra´zek 5.5 zobrazuje vytvorˇen´ı vstupn´ıho XML souboru s atomimicitami. Atomicity jsou
prˇitom tvorˇeny pomoc´ı cˇa´sti patrˇ´ıc´ı RaceDetectoru. K tvorbeˇ byl vyuzˇit skript s na´zvem
findAtomicity. Prvn´ı cˇerveny´ obdeln´ık ukazuje na pozici, kde byl test vytva´rˇen´ı atomicit
proveden. Druhy´ cˇerveny´ obdeln´ıch upozornˇuje na obsah adresa´rˇe atomicity. Adresa´rˇ ob-
sahuje jiny´ adresa´rˇ atomicity, kde se po spusˇteˇn´ı skriptu nacha´zel vstupn´ı XML soubor
s atomicitami (atomicity.xml). Da´le tenty´zˇ obdeln´ık upozornˇuje na skript findAtomicity a
instrumentovane´ trˇ´ıdy (TestHA.class, TestHA2.class, TestHA3.class) ze ktery´ch se budou
atomicity vytva´rˇet. Trˇed´ı obdeln´ık ukazuje spusˇteˇn´ı skriptu. Cˇtvrty´ obdeln´ık upozornˇuje
na to, zˇe v analy´ze chyb´ı trˇ´ıda od ConTest, ale i prˇesto byl soubor s atomicitami vytvorˇen.
Varova´n´ım o chybeˇj´ıc´ı ConTest trˇ´ıdeˇ se uzˇivatele´ zaby´vat nemus´ı, jelikozˇ atomicity nad Con-
Test zpravidla vytva´rˇet nen´ı prˇedmeˇtem analy´zy. Z d˚uvodu, zˇe program ovsˇem prˇi vytvorˇen´ı
atomicit na tuto trˇ´ıdu v instrumentovany´ch trˇ´ıdach narazil, povazˇuje to za podezrˇele´. Pa´ty´
obdeln´ık ukazuje na vy´sledny´ produkt vytva´rˇen´ı atomicit (atomicity.xml).
Obra´zek 5.5: Test vytvorˇen´ı vstupn´ıho xml souboru s atomicitami
Obsah vygenerovane´ho atomicity.xml v tomto testu vypada´ takto:
<ATOMICITY>
<DOUBLEATOM>
<BEGIN loc="UNPROVIDED TestHA.java metoda1(int) 24 1" mode="READ"/>
<END loc="UNPROVIDED TestHA.java metoda1(int) -2 1" mode="EXIT"/>
<END loc="UNPROVIDED TestHA.java metoda1(int) 24 2" mode="WRITE"/>
</DOUBLEATOM>
<DOUBLEATOM>
<BEGIN loc="UNPROVIDED TestHA.java metoda1(int) 19 2" mode="READ"/>
<END loc="UNPROVIDED TestHA.java metoda1(int) -2 1" mode="EXIT"/>




<BEGIN loc="UNPROVIDED TestHA.java zamknutiSMonitorem() 9 1" mode="READ"/>
<END loc="UNPROVIDED TestHA.java zamknutiSMonitorem() 9 2" mode="WRITE"/>
<END loc="UNPROVIDED TestHA.java zamknutiSMonitorem() -2 1" mode="EXIT"/>
</DOUBLEATOM>
<DOUBLEATOM>
<BEGIN loc="UNPROVIDED TestHA.java main(java.lang.String[]) 29 4" mode="READ"/>
<END loc="UNPROVIDED TestHA.java main(java.lang.String[]) -2 1" mode="EXIT"/>
<END loc="UNPROVIDED TestHA.java main(java.lang.String[]) 31 2" mode="READ"/>
</DOUBLEATOM>
<TRIPLEATOM>
<BEGIN loc="UNPROVIDED TestHA.java metoda1(int) 19 3" mode="WRITE"/>
<END loc="UNPROVIDED TestHA.java metoda1(int) 24 1" mode="READ"/>
<END loc="UNPROVIDED TestHA.java metoda1(int) -2 1" mode="EXIT"/>
<END loc="UNPROVIDED TestHA.java metoda1(int) 27 1" mode="EXIT"/>
</TRIPLEATOM>
<DOUBLEATOM>
<BEGIN loc="UNPROVIDED TestHA3.java zamknutiSMonitorem() 9 1" mode="READ"/>
<END loc="UNPROVIDED TestHA3.java zamknutiSMonitorem() 9 2" mode="WRITE"/>




Prˇed spusˇteˇn´ım analy´zy je potrˇeba si nastavit ve zdrojovy´ch textech jiste´ konstanty. U´prava
mus´ı by´t provedena v souboru CGOCVariables.java a v testu byla provedena takto 5.6.
Obra´zek 5.6: Nastaven´ı patrˇicˇny´ch cest v CGOCVariables.java
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5.5 Export upravene´ho bal´ıcˇku Healing assurance
Po u´praveˇ zdrojove´ho souboru CGOCVariables.java je trˇeba zmeˇny ulozˇit a bal´ıcˇek vyex-
portovat na patrˇicˇne´ mı´sto, aby ho FindBugs prˇi spusˇteˇn´ı nasˇel. Prˇi testova´n´ı byl bal´ıcˇek
vyexportova´n na mı´sto oznacˇene´ prvn´ım cˇerveny´m obdeln´ıkem z obra´zku 5.7. Druhy´ ob-
deln´ık z tohoto obra´zku zobrazuje obsah adresa´rˇe /plugin po exportu bal´ıcˇku.
Obra´zek 5.7: Export bal´ıcˇku Healing assurance
5.6 Spusˇteˇn´ı detektoru
Po vsˇech teˇchto prˇ´ıprava´ch bylo mozˇne´ program pro oveˇrˇova´n´ı korektnosti le´cˇen´ı spustit.
Tato aplikace, ktera´ prova´d´ı analy´zu nad atomicky´mi sekcemi z vy´sˇe uvedeny´ch trˇ´ıd byla
spusˇteˇna zp˚usobem zobrazeny´m na obra´zku 5.8. Prvn´ı a druhy´ cˇerveny´ obdeln´ık z obra´zku
ukazuje umı´steˇn´ı souboru atomicity.dtd. Trˇet´ı cˇa´st obra´zku upozornˇuje na mı´sto odkud
se bude detektor spousˇteˇt. Obsah cˇtvrte´ho obdeln´ıku prˇedstavuje spusˇteˇn´ı analy´zy nad
instrumentovany´mi trˇ´ıdami, ktere´ jsou obsazˇeny v arch´ıvu instrumentedTestHA.jar. Pa´ty´
obdeln´ık hla´s´ı, zˇe byl u´speˇsˇneˇ nacˇten vstup a zapsa´n vy´stup. Posledn´ı cˇa´st hla´s´ı, mı´sto
za´pisu vy´stupn´ıho souboru a pro test nepodstatne´ varova´n´ı o chybeˇj´ıc´ı trˇ´ıdeˇ ConTestu.
Obra´zek 5.8: Test spusˇteˇn´ı detektoru
Ve vy´sledne´m souboru atomicityWithLock.xml byly po analy´ze uvedeny dveˇ atomicity




V pra´ci jsme se sezna´mili s rˇesˇen´ım proble´mu oveˇrˇova´n´ı korektnosti le´cˇen´ı v Java progra-
mech pomoc´ı na´stroje FindBugs, strucˇnou charakteristikou staticke´ analy´zy a prˇehledem
na´stroj˚u, ktere´ statickou analy´zu vyuzˇ´ıvaj´ı. Pra´ci jsem zacˇal studi´ı problematiky, kterou se
zaby´va´ projekt SHADOWS. Na´sledovalo vytycˇen´ı c´ıl˚u v podobeˇ vytvorˇen´ı programu pro
oveˇrˇova´n´ı korektnosti le´cˇic´ı akce zjiˇsteˇn´ım, zda uzamykana´ atomicita obsahuje jinou uzamy-
kac´ı instrukci (monitorenter). Pak jsem se dal do studia staticke´ analy´zy v podobeˇ na´vsˇteˇvy
kurzu Forma´ln´ı analy´za a verifikace. Na´vsˇteˇvu kurzu jsem prˇitom doplnˇoval studiem n´ızˇe
uvedeny´ch litera´rn´ıch zdroj˚u. Na tuto teoretickou prˇ´ıpravu jsem prˇitom zacˇat plynule nava-
zovat zkouma´n´ım programu pro statickou analy´zu FindBugs. Posle´ze jsem se dal do pra´ce
na detektoru, kterou jsem v hojne´ mı´ˇre konzultoval s Bc. Zdenˇkem Letkou, ktere´mu t´ımto
jesˇteˇ jednou deˇkuji za pomoc.
Odevzdana´ verze programu je schopna nale´zt instrukci monitorenter v byte-ko´du, ktery´
je urcˇen vstupuj´ıc´ı atomicitou a instrumentovanou trˇ´ıdou, do ktere´ tato atomicita patrˇ´ı.
Na za´kladeˇ tohoto na´lezu je pak program schopen prohla´sit zda je dana´ atomicita po-
tencia´lneˇ bezpecˇna´ cˇi nikoliv. Skutecˇnou bezpecˇnost atomicity tento na´stroj odhalit jesˇteˇ
nedoka´zˇe. Program umı´ pouze zjiˇst’ovat prˇ´ıtomnost byte-ko´dove´ instrukce monitorenter
v cˇa´sti CFG patrˇ´ıc´ı atomiciteˇ a v prˇ´ıpadny´ch jiny´ch metoda´ch do ktery´ch se z te´to atomi-
city mu˚zˇe program pomoc´ı instrukce invoke dostat. To, zda ovsˇem v metodeˇ mu˚zˇe uva´znut´ı
nastat, za´vis´ı i na jiny´ch blokuj´ıc´ıch prˇ´ıstupech jako je naprˇ. vola´n´ı metody wait() nad
objektem. V detektoru pak taky nen´ı zcela osˇetrˇena deˇdicˇnost. Vytvorˇen´ı detektoru, ktery´
bude schopen odhalit ostatn´ı prˇ´ıstupy, jezˇ by mohly ve´st k uva´znut´ı a umeˇl soucˇasneˇ rˇesˇit
proble´m deˇdicˇnosti povazˇuji za svou budouc´ı pra´ci na projektu SHADOWS.
Jako prˇ´ınos vid´ım to, zˇe jsem se pomoc´ı te´to bakala´rˇske´ pra´ce naucˇil za´klad˚um pro-
gramova´n´ı v Javeˇ. Sve´ vy´sledky jsem prezentoval na konferenci EEICT [19]. Da´le jsem se
sezna´mil se za´klady metod forma´ln´ı verifikace, nejv´ıce se statickou analy´zou a pronikl jsem
do problematiky tvorby detektor˚u pro na´stroj FindBugs. Velice si take´ va´zˇ´ım zkusˇenosti,
s pra´c´ı ve funguj´ıc´ım ty´mu veˇdecky pracuj´ıc´ıch lid´ı na mezina´rodn´ım projektu.
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Seznam prˇ´ıloh
• Na´vod na spusˇteˇn´ı analy´zy
• CD-R obsahuj´ıc´ı:
– zdrojove´ texty pra´ce – /Healing assurance/src/cz/vutbr/fit/staticanalysis
– elektronickou podobu technicke´ zpra´vy – /technickaZprava.pdf
– programovou dokumentaci – /Healing assurance/doc
– na´stroj pro instrumentaci trˇ´ıd (ConTest) – /JavaConTest/Lib/ConTest.jar
– na´stroj pro tvorbu vstupn´ıch atomicit (RaceDetector) – /atomicity/racedetector.jar
– skript pro tvorbu vstupn´ıch atomicit – /atomicity/findAtomicity
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Na´vod na spusˇteˇn´ı analy´zy
Prˇed spusˇteˇn´ım programu pro oveˇrˇova´n´ı korektn´ıho le´cˇen´ı je trˇeba mı´t k dispozici:
• virtua´ln´ı stroj kompatibiln´ı se Sun’s JDK 1.4
• na´stroj kompatibiln´ı s FindBugs 1.3.2
• bal´ıcˇek Healing assurance (bal´ıcˇek, ktery´ obsahuje zdrojove´ a bina´rn´ı soubory od te´to
pra´ce + dalˇs´ı potrˇebne´ zdrojove´ soubory od RaceDetectoru a bina´rn´ı knihovnu od
ConTest)
• vy´sˇe zminˇovany´ atomicity.dtd
• vstupn´ı soubor v XML forma´tu definovany´ podle vy´sˇe zmı´nˇovane´ho atomicity.dtd
• instrumentovane´ trˇ´ıdy (.class soubory) do ktery´ch patrˇ´ı vsˇechny atomicity ze vstupn´ıho
xml souboru
Virtua´ln´ı stroj, ktery´ mu˚zˇe poskytnout JDK 1.4 mu˚zˇe uzˇivatel naj´ıt naprˇ. na stra´nka´ch
spolecˇnosti Sun [9]. Projekt byl prˇitom vyv´ıjen a testova´n pod: Java(TM) 2 Runtime En-
vironment, Standard Edition (build 1.5.0 09-b03).
FindBugs lze z´ıskat z domovsky´ch stra´nek tohoto na´stroje [15]. Osobneˇ bych pro z´ıska´n´ı
na´stroje doporucˇil pouzˇ´ıt CVS. Prˇi vy´voji detektoru bylo pro z´ıska´n´ı funkcˇn´ıho na´stroje
vyuzˇito na´sleduj´ıc´ı nastaven´ı CVN 1 v Eclipse.
Obra´zek 1: Nastaven´ı CVN, ktere´ bylo vyuzˇito prˇi vy´voji detektoru.
Bal´ıcˇek Healing assurance je soucˇa´st´ı CD prˇ´ılohy. Prˇitom pouze zdrojove´ soubory obsa-
zˇene´ v Healing assurance/src/cz/vutbr/fit/staticanalysis jsou vy´sledkem te´to pra´ce. Zbytek
bal´ıcˇku jsou k analy´ze potrˇebne´ knihovny a na´stroje, ktere´ maj´ı odliˇsne´ autory.
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Soubor atomicity.dtd je soucˇa´st´ı CD prˇ´ılohy. Uzˇivatel ho mu˚zˇe naj´ıt v adresa´rˇi ato-
micity/lib. Tento soubor je prˇitom potrˇeba prˇekop´ırovat do adresa´rˇe /bin/lib od na´stroje
FindBugs. Pokud uzˇivatel spousˇt´ı FindBugs prˇes Eclipse, je trˇeba tento soubor nakop´ırovat
prˇ´ımo do adresa´rˇe /lib v korˇenove´m adresa´rˇi tohoto na´stroje.
Obra´zek 2: Postup prˇi instrumentaci
Instrumentace trˇ´ıd zobrazena na obra´zku 2 se prova´d´ı pomoc´ı ConTest (com.ibm.con-
test.instrumentation.Instrument), ktery´ mu˚zˇe uzˇivatel naj´ıt na CD prˇ´ıloze v adresa´rˇi Java-
ConTest/Lib/ConTest.jar. Je neˇkolik mozˇnost´ı, jak k instrumentaci prˇistupovat. Pokud’ ma´
uzˇivatel za´jem se o te´to problematice v´ıce dozveˇdeˇt, doporucˇuji prostudovat README.html
z adresa´rˇe JavaConTest. V prˇ´ıpadeˇ, zˇe ma´ uzˇivatel za´jem postupovat prˇi instrumentaci ob-
dobneˇ jak tomu bylo prˇi vy´voji tohoto detektoru, mus´ı se rˇ´ıdit teˇmito pokyny: Nejdrˇ´ıv mus´ı
uzˇivatel vstoupit do adresa´rˇe, kde ma´ prˇipravene´ trˇ´ıdy (soubory .class) pro instrumentaci.
Na´sledneˇ zadat tento prˇ´ıkaz: java -classpath /home/pAblO/JavaConTest/Lib/ConTest.jar
com.ibm.contest.instrumentation.Instrument /home/pAblO/instrumentedCode. Prˇitom sa-
mozrˇejmeˇ mus´ı mı´t nastaveny spra´vneˇ patrˇicˇne´ cesty. Prvn´ı cesta je ke knihovneˇ od ConTest
a druha´ k adresa´rˇi s trˇ´ıdami, ktere´ chce uzˇivatel instrumentovat. Spra´vnou instrumentaci
uzˇivatel pozna´ tak, zˇe se v adresa´rˇi prvotn´ı trˇ´ıdy prˇep´ıˇs´ı instrumentovany´mi a neinstrumen-
tovane´ se prˇejmenuj´ı na staryNazev.class backup.
Pokud si chce uzˇivatel nechat automaticky vygenerovat soubor s atomicitami mus´ı v ad-
resa´rˇi atomicity, ktery´ se nacha´z´ı na CD prˇ´ıloze pouzˇ´ıt skript findAtomicity. XML soubor
s atomicitami se vytvorˇ´ı pro vsˇechny .class soubory (ktere´ mus´ı by´t jizˇ instrumentovane´)
obsazˇene´ v tomte´zˇ adresa´rˇi. Takto vytvorˇeny´ vstup je ulozˇen do podadresa´rˇe /atomicity
jako atomicity.xml. Tento druh vytva´rˇen´ı souboru s atomicky´mi sekcemi prˇitom vyuzˇ´ıva´
k torbeˇ cˇa´st programu RaceDetector. Druha´ mozˇnost je, zˇe si uzˇivatel atomicity sa´m nap´ıˇse
podle patrˇicˇne´ho dtd souboru, ktery´ byl vy´sˇe zminˇova´n.
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V prˇ´ıpadeˇ, zˇe ma´ uzˇivatel vsˇe z vy´sˇe zminˇovane´ho seznamu prˇipraveno, je rˇada na na-
staven´ı patrˇicˇny´ch cest ve zdrojovy´ch souborech programu pro oveˇrˇova´n´ı korektn´ıho le´cˇen´ı.
Konkre´tneˇ mus´ı uzˇivatel otevrˇ´ıt zdrojovy´ soubor CGOCVariables.java a nastavit si tyto
cˇtyrˇi promeˇnne´:
• ATOMICITY INPUT FILE LOCATION – mus´ı by´t nastavena tak, aby odkazovala
na mı´sto v souborove´m syste´mu, kde je ulozˇen vstupn´ı soubor.
• ATOMICITY INPUT FILE – mus´ı by´t nastavena, tak aby odra´zˇela na´zev vstupn´ıho
XML souboru.
• ATOMICITY OUTPUT FILE LOCATION – mus´ı by´t nastavena, tak aby odkazo-
vala na mı´sto v souborove´m syste´mu, kde si prˇeje uzˇivatel ulozˇit vy´stup programu
v podobeˇ XML souboru
• ATOMICITY OUTPUT FILE – uzˇivatel si touto ”promeˇnnou“ nastav´ı jme´no vy´stup-
n´ıho souboru do ktere´ho bude vy´stup zapsa´n
Po tomto nastaven´ı si uzˇivatel mus´ı z bal´ıcˇku Healing assurance (bal´ıcˇek od oveˇrˇova´n´ı
korektn´ıho le´cˇen´ı) vyexportovat .jar soubor, ktery´ mus´ı nahra´t do adresa´rˇe /plugin, jezˇ se
nale´za´ v korˇenove´ slozˇce na´stroje FindBugs.
Nakonec uzˇ stacˇ´ı program pouze spustit. Jedna z mozˇnost´ı jak to udeˇlat pod operacˇn´ım
syste´mem Linux je tato: Uzˇivatel vstoup´ı do adresa´rˇe /bin v na´stroji FindBugs a zada´
prˇ´ıkaz: ”./findbugs -textui -visitors HealingAssuranceBySearchingMonitors /home/pAblO/-
findbugs/testClasses.jar“.
T´ımto prˇ´ıkazem se provede analy´za instrumentovany´ch trˇ´ıd obsazˇeny´ch v testClasses.jar
prˇicˇemzˇ umı´steˇn´ı a na´zev bal´ıku mus´ı odpov´ıdat uzˇivateloveˇ vstupu. Jednotlive´ argumenty
prˇi spousˇteˇn´ı na´stroje FindBugs maj´ı na´sleduj´ıc´ı vy´znam: ”-textui“ – spousˇt´ı konzolove´ roz-
hran´ı, ”-visitors“ – urcˇuje, zˇe nad vstupn´ı trˇ´ıdou/trˇ´ıdami se provede analy´za jen urcˇity´m
detektorem, ”HealingAssuranceBySearchingMonitors“ – urcˇuje detektor pro oveˇrˇova´n´ı ko-
rektnosti le´cˇen´ı, ktery´ byl prˇedmeˇtem te´to pra´ce, ”/home/pAblO/findbugs/testClasses.jar“
– urcˇuje cestu spolecˇneˇ s na´zvem bal´ıku instrumentovany´ch trˇ´ıd. Instrumentovane´ trˇ´ıdy
prˇitom mohou by´t programu prˇeda´ny bud’ jednotliveˇ vy´cˇtem nebo za pomoc´ı podobne´ho
archivu.
V prˇ´ıpadeˇ, zˇe bude uzˇivatel postupovat dle popsane´ho na´vodu, nemeˇl by narazit na
proble´my se zprovozneˇn´ım vytvorˇene´ho na´stroje. Podrobny´ postup jak prˇi spousˇteˇn´ı postu-
povat lze take´ videˇt na testu v kapitole 5.
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