A hybrid-electric vehicle powertrain architecture consists of single or multiple driving modes, i.e., connection arrangements among engine, motors and vehicle output shaft that determine distribution of power. While most architecture development work to date has focused primarily on passenger cars, interest has been growing in exploring architectures for special-purpose vehicles such as vans or trucks for civilian and military applications, whose weights or payloads can vary significantly during operations. Previous findings show that the optimal architecture can be sensitive to vehicle weight. In this paper we investigate architecture design under a distribution of vehicle weights, using a simulation-based design optimization strategy with nested supervisory optimal control and accounting for powertrain complexity. Results show that an architecture under a single load has significant differences and lower fuel efficiency than an architecture designed to work under a variety of loading scenarios.
Introduction
A powertrain driving mode of a Hybrid-Electric Vehicle (HEV) is defined as the the connection arrangement among engine, Motor/Generators (MG) and vehicle output shafts. For example, the Toyota Prius powertrain has one driving mode represented by a lever analogy, as shown in Figure 1 . Here the Planetary Gear (PG) is represented by the lever. It splits the power demand from the vehicle output shaft into the engine and MGs. * Address all correspondence to this author.
FIGURE 1.
The Toyota Prius Hybrid System in the lever representation; four powertrain components (the engine, two MGs and the vehicle output shaft) are connected to PG nodes.
We refer to a powertrain architecture as a collection of driving modes. For instance, the Chevrolet Volt has a four-mode architecture, which uses clutches to switch among modes, in order to achieve high fuel efficiency and driveability in different driving conditions such as launching (high-torque low-speed) and highway cruising (low-torque high-speed).
Previous research has addressed supervisory control of engine and MG operations as well as mode-shifting strategies to improve fuel efficiency and driveability for a given architecture [1] [2] [3] . The attendant question is whether some architectures are more advantageous for some types of vehicles. For example, one might question whether architectures developed for passenger cars and light trucks are suitable for heavy trucks, delivery vans or military vehicles with different specifications and duty (driving) cycles.
Previous work explored this question using a heuristic search algorithm to find the near-optimal powertrain architecture for given driving cycle and vehicle specifications [4] . It was shown that the solution can be sensitive to vehicle weight. For example, a significantly different solution was found when we changed the vehicle weight from 1400kg to 1600kg. Motivated by this observation, this paper investigates the optimal powertrain architecture design under a distribution of vehicle weights (or payloads).
The paper offers two contributions: (1) We show that an architecture designed to accommodate a variety of vehicle weights (payloads) has better averaged fuel economy than architectures designed for specific weights (payloads); (2) we propose a measure of architecture complexity and use it to reduce the number of feasible mode combinations. In addition, we introduce the final drive ratio as a design variable to be optimized, alongside the optimization of the architecture. This is because the final drive ratio can have a significant impact on vehicle fuel economy and driveablility. We demonstrate in a case study that tractable search of the near-optimal architecture and final drive ratio can be achieved, by limiting the complexity of architectures and incorporating an efficient supervisory control algorithm.
The paper is structured as follows: In Section 2 we review existing work on powertrain architecture design and our previous approach using bond graph representation. Basic familiarity with bond graph terminology is assumed. Section 3 briefly reviews the algorithm to generate driving modes automatically. Section 4 describes the vehicle simulation model. Section 5 discusses the optimal design problem and search process. Section 6 describes application to a case study and the obtained results. We conclude and discuss future directions in Section 7.
Previous Work and Backgrounds
Previous research has explored some aspects of hybrid powertrain architecture design. For two-planetary gear power-split architectures, Liu and Peng proposed to generate state-space matrices of driving modes by enumerating feasible combinations of matrix elements [5] . The work assumed that multiple power sources are not connected to the same PG node. Zhang et al. improved the fuel economy of the Prius architecture by adding clutches along connections from the engine, the MGs and the ground to PG nodes, introducing driving modes that disengage the power sources and providing higher torques when the ground is engaged [6] . Zhang et al. also incorporated optimal sizing in architecture design, and achieved tractable computation by adopting a heuristic power management strategy [7] .
In the current work, we seek a near-optimal dual-mode architecture 1 by searching heuristically through the entire set of 1 We use the term "near-optimal" to acknowledge that the solution found from the proposed heuristic search cannot be proved to be the true optimum, which is the case for most combinatorial optimization problems. hybrid and pure electric driving modes that consist of one engine, two MGs, two PGs and one ground. In order to do so, we use bond graphs [8] to model power flow in driving modes, an approach common in powertrain analysis and control [2, 9] . Different feasible driving modes can then be created by manipulating bond graph nodes and edges.
Below we explain briefly the modeling of driving modes using bond graphs. In Figure 1 , the engine, the vehicle and the two MGs of the Toyota Prius powertrain are connected via a PG represented by a lever. On the lever, node "R" stands for the ring, "C" for the carrier and "S" for the sun gear. Throughout this paper, we denote the speeds (rads/s) and torques (Nm) coming out from the PG to the engine, the vehicle, MG 1 and MG 2 by ω 1,2,3,4 and T 1,2,3,4 , respectively. Assuming that engine and motor inertias are negligible compared with those of the vehicle, the powertrain system can be considered quasi-static. Therefore ω 1,3,4 and T 1,3,4 are equivalent to the engine and motor speeds and torques, while ω 2 and T 2 are the speed and torque demands from the vehicle, rated by the final drive ratio. Given a ring to sun PG ratio ρ, the static torque and speed relationships of the Toyota Prius driving mode are
and
The same relationships can also be modeled by the bond graph in Figure 2 . In this figure, we use square boxes for external power sources and circles labelled by 0 and 1 for the "0" and "1" junctions. The sign "TF" represents a "transformer" that scales torque and speed simultaneously by a transformer modulus conserving the power at the input and output. For brevity, the transformer blocks will be replaced by bond weights in the rest of the paper.
Architecture Generation
In this section we briefly describe how feasible driving modes are generated for given powertrain components. Interested readers are referred to previous work [4] for a more detailed discussion. We group junctions in a bond graph as the "external" junctions, which are dedicated to power sources, and the "internal" junctions, which correspond to "0" and "1" junctions. The four steps for driving mode generation are as follows: (1) Given all power sources and a fixed number of PGs, the number of junctions (nodes) in the bond graph can be determined and all possible undirected graphs can be enumerated; (2) for each undirected graph, binary labels are assigned to internal junctions, and causality strokes are assigned to bonds; (3) bond weights are assigned, determining how the power sources are connected to PG nodes; (4) quasi-static state-space equations can be generated from the bond graphs.
For the powertrain system with one engine, two MGs, two PGs, and the ground, this procedure allowed us to generate a total of 1724 unique driving modes, with 1116 hybrid and 608 electric modes, including patented ones such as those in [2, 10, 11] as well as the two-PG equivalence of Toyota Prius and the dual-motor mode of Chevrolet Volt. The lever analogy and bond graphs of these driving modes are shown in 
Vehicle Modeling
This section describes the modeling details for simulating the fuel consumption for a given driving mode. The mechanical path of the vehicle model consists of a vehicle body connected to the engine and MGs through the PGs as defined by the driving mode. On the electrical path, MGs are connected to the high voltage battery through power electronics.
Quasi-static powertrain model
In the simulation model we assume that the vehicle follows the drive cycle exactly. Under this assumption and for the given vehicle specifics, the speed and torque requirement to follow the cycle can be calculated as follows. For the torque requirement, T req , we have
where F acc = M veh · a cycle is the force required for the acceleration determined by the vehicle mass M veh and the acceleration at time step t, a cycle . Further, F roll , F aero , R tire and F R are the rolling friction, aerodynamic drag, tire radius and the final drive ratio, respectively. The speed requirement ω req is calculated as:
where V cycle is the vehicle speed at time step t.
Considering that the engine control speed profile ω eng and torque T eng for all time steps are given by a supervisory controller, we can calculate the fuel consumption based on the engine model and its consumption map.
In addition, the state-space equations associated with the given driving mode determine the quasi-static relationship between the engine speed and the MG speeds at any given time step:
where C mode are the kinematic relationship matrices created using the process described in Section 3 for all feasible driving modes. Assuming no energy loss at the PGs, the following power equality holds:
which leads to the relationship between the engine torque, the torque demand and those at the MGs:
Battery model
We assume that the DC voltage level is constant and equal to the battery output voltage V batt . We also assume that two MGs are identical, hence they have the same efficiency maps as functions of MG speeds and torques. Given the speed and torque demands for two MGs from Equations (5) and (7), the MG currents are calculated using:
where I mot (T mot , ω mot , η mot ) and I gen (T gen , ω gen , η gen ) are the currents (torque, speed and efficiency) of the motor and generator, respectively, and V batt is the battery voltage. Note that since each MG can work as both motor or generator, MG currents, I M G1 and I M G2 , are calculated either from Equation (8) or Equation (9) depending on the type of operation. From these currents, the battery current is calculated as:
where η batt and η inv are the fixed battery and inverter efficiencies, respectively. The battery state of charge (SOC) is obtained by integrating the following equation over the time horizon,
where C batt is the nominal battery capacity. 
Optimal Architecture Design
We now discuss the search for a dual-mode architecture, i.e., two-mode combination, that achieves near-optimal fuel economy under a distribution of vehicle loads. For given modes, vehicle specifications and drive cycle, the fuel economy of an architecture is evaluated based on the optimal control of the powertrain. We will describe the control strategy first and then introduce the design process. The methods developed in this paper are extensions from our previous work [4] , with the following improvements: (1) In addition to the architecture design, an optimal final drive ratio from a discrete set is selected ; (2) to avoid overcomplicated architectures, we filter out those that require more than 4 clutches to accomplish mode-shifting; (3) we simplify the control algorithm to account for the changes in the vehicle in a computationally efficient way. Figure 5 summarizes the design flow.
Design under a given distribution of loads
Most existing literature on powertrain architecture design assumes a fixed vehicle weight. However, the weight of the vehicle can change from time to time depending on the number of passengers and the weight of payloads. An architecture optimized for a specific weight would work sub-optimally when the vehicle weight changes. Therefore in this paper we propose to optimize the fuel consumption of an architecture averaged over a given distribution of vehicle weights.
Supervisory control for power management
We develop a supervisory controller to find the near-optimal torque and speed profiles of the engine and MGs that minimize the fuel consumption while meeting the torque and speed demands from the drive cycle. The total fuel consumption can be calculated as:
whereṁ f is the fuel mass flow rate as a function of engine torque and speed and T is the final time. As opposed to plug-in hybrid vehicle designs, we consider the charge-sustaining constraint which requires the final battery SOC to be the same as the initial SOC, in order to keep the vehicle operating without recharging. The constraints of the optimal control problem can be summarized as:
Based on the drive cycle, i.e., the discrete speed profile for a finite time horizon, and the vehicle specifications, the optimal fuel consumption needs to be derived by controlling the engine and motors in an efficient way and shifting driving modes when appropriate. Various supervisory control strategies have been reported, including load leveling [12, 13] , dynamic programming (DP) [14, 15] , Equivalent Consumption Minimization Strategy (ECMS) [16] [17] [18] , and Pontryagin's minimum principle (PMP) [19] [20] [21] . While not theoretically optimal, we adopt ECMS for supervisory control for the following reasons: (1) The computational cost for evaluating each architecture is a major consideration since the optimization routine will evaluate a large number of architectures before it converges. While DP can yield the optimal control policy with a fine discretization of time, it is computationally more expensive than ECMS and PMP, which can find solutions close to the optimal one in real time; (2) under the assumptions that (i) battery state of charge (SOC) and battery power are linearly related and (ii) variation in the voltage and the resistance of the battery are negligible within the range of SOC from 40% to 80%, the solutions from ECMS and PMP are equivalent [3] . According to our presented model, both assumptions will hold in this study.
The ECMS algorithm we implemented follows Ahn et al. [22] and more details were documented in [4] . The algorithm introduces an equivalent fuel consumption, denoted by EF C, as follows:
Here E batt is the energy currently stored in the battery, and λ is a conversion factor. While λ is time dependent according to PMP, it can be approximated as a constant for the given SOC range.
At each time step, the algorithm chooses the engine speed and torque that minimizes the instantaneous equivalent fuel consumptionṁ f + λ ·Ė batt . For this purpose, some offline calculations are performed: Given the speed and torque demand from the vehicle at each time step, all possible engine operating points and the corresponding MG operating points that satisfy the demand are mapped to the two-dimensional space spanned by the fuel and battery power consumptions. The Pareto-optimal engine-battery consumption points can then be identified. For a given conversion factor λ, the equivalent fuel consumption can be directly minimized by looking up the Pareto curves at all time steps. The correct value of λ should satisfy the charge-sustaining constraint given in Equation (13) and can be found through iterative methods, e.g., the secant method.
The calculation of the aforementioned Pareto curves must be performed for all driving modes, vehicle weights and for all time steps in a drive cycle, and is computationally expensive. To alleviate the computation burden, we investigate how a Pareto curve changes with increasing vehicle weight. Figure 6 compares the Pareto curves at two vehicle weights at the same time step during the drive cycle.
Theoretically, the engine operating points corresponding to one Pareto curve will not necessarily be Pareto optimal when the weight changes. Nonetheless, as shown in Figure 7 , our experiments indicate that the engine operating points practically overlap the optimal ones while the vehicle weight changes from 2400 kg to 3400 kg. Figure 8 shows the growth of the error as a function of the vehicle mass where the largest error value corresponds to Figure 7 . In other words, while the movement of the Pareto curve in the vertical direction (battery power axis) is significant, the movement in the horizontal direction (fuel consumption axis) is negligible. In fact, under the Urban Dynamometer Driving Schedule (UDDS), applying the optimal engine operating points for a vehicle at 2400 kg to the same vehicle at 3400 kg, but calculating battery power based on the demand from the drive cycle results in a fuel consumption less than 1% different from the optimal. Based on these observations, we calculate the Pareto curves and corresponding engine operating points for the lowest vehicle load and use the same operating points for all other loads. Note that when the final drive ratio changes, the set of Pareto points must be recalculated.
Complexity constraint
Shifting among driving modes in an architecture is realized through engaging and disengaging clutches. While it is theoretically possible to shift from one mode to another using clutches, the number of clutches should be limited so that the powertrain design can be realized in practice -An architecture with less complexity is preferred as it has lower manufacturing cost, less clutch losses and possibly faster shifting. Below we explain how the number of clutches is calculated for a given pair of driving modes. To start, we introduce a binary connectivity table. The table has eleven rows and six columns for a two-PG system. The first five rows correspond to the engine, the vehicle output, MG1, MG2 and the ground, respectively. The remaining six rows, and the six columns, correspond to the sun, ring and carrier gears of each PG, respectively. Given a bond graph representing a driving mode, a table entry will have "1" when the corresponding two components are connected.
As demonstrated in Figures 9 and 10 , the number of clutches needed for a dual-mode architecture can be calculated by comparing the two associated connectivity tables. Note that in this study the two MGs have the same specs and the PGs have the same ratio. Therefore multiple clutching solutions are possible for a given pair of driving modes (Figure 9 ). In such cases, we use the minimum number of clutches as a complexity measure Figure 10 ). In addition, solutions that require a clutch at the vehicle output shaft are considered infeasible since it is not desired to disconnect the vehicle output from the power sources.
Search method
The same unidirectional search algorithm as proposed in [4] are used: We start with an initial mode and enumerate all modes to find the other one so that the pair has the minimum fuel consumption; then we fix the newly-found mode and enumerate again to replace the initial mode. The search terminates when no better combination can be found. Note that the solution can be sub-optimal as the search is not exhaustive.
Case Study and Results
In this section, we present a case study and discuss the results. Figure 9 . The minimum number of clutches required is 3, when the two MGs are identical. Table 1 lists specifications of the vehicle used in this case study. The engine and motors are represented by their corresponding consumption and efficiency maps, with speed and torque limits specified. Battery efficiency is fixed at 92% and power electronics efficiency at 95%. The state-space matrices for all driving modes are calculated offline and all Pareto curves derived. The engine and motor operating points, as well as the mode-shifting strategy, are then determined by the supervisory controller described in Section 5.2. As part of the control strategy, the initial battery state of charge is set at 60% and is sustained at the end of the simulations. In order to prevent frequent mode shifts, we assign a fixed penalty of 0.1 grams equivalent fuel consumption to each shift. A parametric study on this penalty should be investigated in future work. The UDDS cycle is used.
Model specification

Simulation results and discussion
Two scenarios are considered and compared for fuel economy optimization: (1) The vehicle with baseline weight (2400 kg) and (2) the same vehicle under a distribution of weights. In the latter case, the vehicle weight is varied from 2400 to 3400kg in five equal steps. We assume each loading condition to be equally probable.
The optimal dual-mode architectures for the two scenarios are shown in Figures 11 and 12 and referred to as design A and design B, respectively. Design A results in a fuel economy of 40.72 miles per gallon (MPG) in the first scenario, and design B has an averaged fuel economy of 37.42 MPG over all assumed weights. When tested using the distribution of weights, design A results in an averaged fuel economy of 36.51 MPG, inferior to design B. In addition, the significant difference between the two architectures can be observed from the figures. These results show the necessity for considering the distribution of vehicle weights (or loads) during the design process in order to identify the correct fuel efficient architecture. The approximation we make for the control policy in Section 5.2 does not affect those results significantly. For instance the averaged fuel economy of the design B without the approximation is 37.46 MPG which is marginally larger than the approximated value.
To understand the effect of the final drive ratio, we use Figure 13 to show the impact of the final drive ratio on the fuel economy for the design in Figure 12 . The significant change in MPG indicates the importance of including the final drive ratio as a variable in optimization.
Following the progress of the optimization process towards termination, some sub-optimal yet less complex designs were generated, such as the one shown in Figure 14 . This design has an averaged fuel economy of 36.90 MPG over the distribution of weights, which is only marginally less efficient than the optimal design in Figure 12 . Such a design could be preferred over the optimal one if cost and manufacturing considerations are taken into account.
Conclusion
Motivated from earlier studies indicating that an optimal EV powertrain architecture could be sensitive to small changes in vehicle weight, we presented a new study to determine an overall best architecture given scenarios of varying loadings.
Since such a search with a nested control problem is computationally expensive, a novel heuristic approach was introduced to reduce the computational cost of vehicle control, along with an architecture complexity constraint that tightens the search space. The final drive ratio was also included as a design variable and shown to have significant impact.
The results from the case study showed that a near-optimal powertrain architecture designed for a specific weight will have inferior fuel economy under a distribution of weights (loads). Therefore, incorporating the distribution of loading conditions into the architecture design problem is necessary. The impact of different weight distributions on the near-optimal results should be investigated. Also this conclusion should be further validated by performing a parametric study on a broader range of vehicle weights and a variety of drive cycles.
Further investigation should address a better search algorithm of the architecture by improving its heuristics with knowledge learned from the searched architectures. In addition, the computational cost of the nested optimal control problem would need to be further reduced to enable introduction of additional design variables such as PG ratio and motor/engine sizing.
