Abstract. In this paper, we present an approach for modeling an existing web application using communicating finite automata model based on the userdefined properties to be validated. We elaborate a method for automatic generation of such a model from a recorded browsing session. The obtained model could then be used to verify properties with a model checker, as well as for regression testing and documentation. Unlike previous attempts, our approach is oriented towards complex multi-window/frame applications. We present an implementation of the approach that uses the model checker Spin and provide an example.
Introduction
The Internet has reshaped the way people deal with information. In particular, web applications have affected the daily life in many ways, where they are used in information management/gathering, e-commerce, software development, learning, education, entertainment, etc. With such pervasive and radical growth of web applications, correctness is a primary concern, especially that Web Applications (WA) interact with many components such as scripts (CGI, ASP, JSP, PHP, etc.), browsers, proxy servers, backend databases, etc. Unlike traditional software, WA have an extremely short development and evolution life cycle and often have a large number of untrained users that could experiment with the WA unpredictably. Therefore, thorough analysis and verification of WA is indispensable to assure the release of high quality applications. In recent years, software community started to acquire formal methods as a practical and reliable solution to analyze various applications. In this paper, we present a formal approach for modeling web applications using a communicating automata model. We observe the external behavior of an explored part of a web application using a monitoring tool. The observed behavior is then converted into communicating automata representing all windows, frames, and framesets of the application under test. The obtained model could then be used to verify user-defined properties of the application with a model checker. Our implementation of the approach uses the model checker Spin. In Section 2, we present an overview of the main notions of the web. In Section 3, we discuss the related work on formal modeling and analysis of web applications. Section 4 introduces our approach. In Section 5, we suggest a method to model a browsing session of a single window application by a single automaton. Section 6 describes a method to partition a single browsing session into local sessions and to convert the local sessions into communicating automata. In Section 7, we present the implementation of the approach using Spin and provide a case study in Section 8. We conclude in Section 9.
Preliminaries
We present the main terminology encountered in studying web applications. Further information can be found in [1, 2, 3] . A web application is defined in [3] as "a software application that is accessible using a web browser or HTTP user agent. It typically consists of a thin-client tier (the web browser), a presentation tier (web servers), an application tier (application servers) and a database tier". We see a web application as an application providing interactive services by rendering web resources in the form of web pages (containing text and images, forms and etc.). A page can be static, residing on the server, or dynamic, resulting from the execution of a script at the server or the client side. A page is rendered by a browser to the user in windows. A form is a section of a web page that includes textual content, controls (buttons, checkboxes, etc.), optional labels, an action and a method. A frame element is an HTML tag that defines a frame. It includes a source src attribute specifying the URI of the source (initial) page loaded in the frame and an optional name attribute that assigns a name to the frame. A frameset element is an HTML tag that groups frame elements and possibly other frameset elements. The HTML document that describes the layout of frames is called the Frameset document having a frameset element that can be nested at any level. A Frameset document can be viewed as a frame tree whose leaves are frame elements and internal nodes are frameset elements. Detailed information on forms, frames, and HTTP protocol can be found in [1, 3, 20, 21] . Note that we distinguish between two classes of WA: applications whose behavior is independent of its history and does not rely on the client's or the server's state. The second class represents WA whose behavior is determined by its history and thus affected by previous information kept at the client/server side (such as cookies). In this work, we consider the first class of WA where the same HTTP request always has the same response independently of past information in previous request/response pairs.
Related Work
Formal modeling of web applications is a relatively new research direction. Previous work on the topic includes modeling approaches that target the verification of such applications [25, 26, 27, 28] , testing [29, 30, 32, 32] , design and implementation [10, 11, 12, 13, 14] . In [25, 26] an approach is presented where a web site is modeled as a directed graph. A node in the graph represents a web page and the edges represent links clicked. If the page contains frames the graph node is then a tree whose tree nodes are pages loaded in frames and tree edges are labeled by frame names. This model is used to verify properties of web sites with frames. However, only static pages are considered in this work, concurrent behavior of multiple windows is not modeled, and all the links whose targets could create new independent windows are treated as broken links. Besides, any frameset that could be present in the application is completely ignored. Also, in the model, a page loaded in an unnamed window (as a result of the predefined target "_blank" associated with a link) is represented as a graph node that replaces the existing node as if the page is loaded on top of page where the link was clicked; this incorrectness is due to the inadequacy of the proposed model to represent concurrent behavior of multiple windows. In [27, 28] the authors present a model based on Petri nets to model check static hyperdocuments [27] and framed pages [28] . While Petri nets can express parallel and concurrent behavior, the authors build the overall state space as input of the model checker, which is a tedious and erroneous approach especially with large applications with several frames and windows. [25, 26, 27, 28] do not tackle the modeling and verification of form-based pages that are dynamically generated by a server program, neither concurrent behavior of applications with multiple windows. The work in [29, 30] focuses on inferring a UML model of web applications. This model, merely a class diagram, is mainly used for the static analysis of web applications: HTML code inspection and scanning, data flow analysis, and semi automatic test case generation. In [31] , the above mentioned modeling technique is extended such that a web application is executed to extract models for dynamic web pages using server's access logs. These logs present limited information on the requests since only the request headers are logged. In case dynamic pages are generated based on POST method requests, the form data submitted is usually stored in the message body of the request; thus, making those pages requests undistinguishable and introduce unnecessary non-determinism into the resulting model. Besides, the approach is inadequate for modeling concurrent behavior of frames and multiple windows. In [32] , a modeling technique for web applications is presented based on regular expressions. The focus is on modeling the behavior of web applications, consisting of merely dynamically generated pages, for the purpose of functional testing. Other approaches for modeling web applications are oriented towards the design rather than analysis of WA. These include object oriented based models [10] and statechart based models [11, 12, 13, 14] , that are tailored to forward engineering, logical and hierarchical representation of web applications. Such models are not available for analyzing existing WA developed without formal models. Each of the existing related work concentrates on some aspects of web applications leaving out other aspects that remain untouched, or unfeasible to model using the corresponding proposed approach. These attempts indicate that formal modeling of WA is still an open complex problem especially when it comes down to modeling multiple frames and windows, and properties which have to reflect various concerns of different stakeholders of WA. In this paper, we attempt to develop a modeling approach that could produce a finite automaton model tuned to features of WA that have to be validated, while delegating the task of property verification to an existing model checker. We elaborate a blackbox (dynamic) approach by executing the web application under test (WAUT) and analyzing only its external behavior without any access to server programs or databases. The observations are provided by a monitoring tool, a proxy server [5] or an off-the-shelf network monitoring tool [18] , where HTTP requests and responses are logged. Our model is a system of communicating automata representing all windows, frames, and framesets of the application under test. The existence of frames, framesets, and windows reflects concurrent behavior of the WAUT, where these objects affect each other behaviors via links and forms with specified targets. Therefore, a suitable and natural modeling technique is communicating automata, where the burden of building a global state graph of the model is left to a model checker. As opposed to the existing approaches, we model not only static pages, but also dynamic pages with form filling (with GET and POST methods), frames and frameset behavior, multiple windows, and their concurrent behavior. Generally speaking, one could build a special web-oriented model checker, as in [26] , to verify specific properties. This task requires the building of all the necessary algorithms from scratch. We opt to the use of an existing model checker, Spin, used in several industrial applications [22] , such that we only have to describe our model in the model checker's input language.
Observing Web Application
To define a formal model of a web application in case when the code of the application is available, one may apply abstraction techniques developed in software reverse engineering following a static (white-box based) approach [7, 8, 9] . To build a formal model according to a dynamic (black-box based) approach, one executes a given application and uses only the observations of an external behavior of the application [15, 16, 17, 31] . In case of web applications that rely on the HTTP protocol considered in this work, an "external" behavior consists of requests and responses. In our framework, we follow the dynamic approach and assume that the request/response traffic between a client side and a server in the WA under test is observable. One possible way of achieving this is to use a proxy server [5] . A proxy server monitors the traffic between the client and the server and records it in proxy logs. The proxy logs contain the requests for the pages and the responses to these requests. With this approach, a behavior of a WAUT, we call it a browsing session, is interpreted as a possible sequence of web pages that have the same domain name intermittent with the corresponding requests. Note that a behavior of a WA is independent of the navigation aids provided by the browser (back button, forward button, etc.). In other words, we build a model that is independent of a browser. We assume that a next request is not submitted before the browser delivers a response to a previous request. If the user clicks a link, and that leads to a page with k frames then k+1 request/response pairs are observed. The first request/response pair corresponds to the link clicked and thus to the frameset document; and k requests, initiated by the browser, along with their responses, correspond to the URIs defined in the frameset document. Exhaustive exploration could hardly be achieved for non-trivial web applications with a database tier. This is why we have to build a model just for a part of the WAUT, which is explored in a browsing session. To generate sequences of requests, instead of the user, one may consider a crawler that automatically explores links in the WAUT [6], though in case of pages with forms to fill, the user actions would still be required. In the next section, we explain our approach for building a finite automaton that models a browsing session.
Modeling Single Window Web Applications
We first present our modeling approach for web applications whose web pages do not have frames and assume that the WAUT is browsed in a single browser window, in other words, that all the links have undefined target attributes. Later we provide extensions to more complex applications. The purpose of building a formal model for a WAUT is to validate whether the application exhibits certain predefined properties. We assume that the properties to be specified in a temporal logic of a chosen model checker are composed of atomic propositions, and for each visited page the value of each proposition is uniquely determined by the content of the page, be it dynamic or static. These propositions refer to the page attributes that have to be checked (and reflected in a model). These attributes can be of various types, for instance: a numerical type to count the occurrence of a certain entity, a string type to denote the domain name of a page, or features of a page link, such as a hypertext associated with the link. However, there are cases when an attribute representing a certain feature of the visited page cannot be defined for another page. For instance, a Boolean attribute that indicates whether the menu is framed in a page that does not contain menus, or an attribute representing the percentage of the number of occurrences of a certain string with respect to the number of all the strings in a page that contains no text. In such cases, we assign to these attributes the value "not available". The atomic propositions that refer to such attributes are then false in the corresponding pages. In the following, we describe how to determine automata that model an observed behavior of a WAUT based on the information available in the corresponding browsing session. The session includes requests initiated by the user, namely links clicked and filled form submissions, as well as requests initiated by the browser, namely requests for URIs present in an HTTP-EQUIV tag [3, 4] ; for simplicity, we call those URIs implicit links.
Definitions
Each request is represented by a string l. In case the request method is Get or Head, l is the URI sent in the request. If the request is for a filled form then we represent it in the form a?d, where a is the form action and d is the form data set that corresponds to the data fields filled in the form; in case of the Get method, data set is a part of the URI sent in the request, while in case of Post method, data set is included in the message body as a data stream.
Each response corresponding to a visited page is abstracted by a tuple <u, c, I, L, V>, where u denotes the request l identifying the page; c ∈ C represents the status code of the page, C is the set of valid status codes defined as integers ranging between 100 and 599 [20] ; I is the set of URIs specified by the action attribute of each form in the page; L is the set of URIs associated with links, including the implicit links if any, in the page (L does not include links that cause the scrolling to sections in the same page); and V is a vector <v 1 , …, v k >, where v i is the valuation of the page attribute i and k is the number of all the page attributes over which the atomic propositions are defined. Pages with status code 3xx have their URL u different from the request l that triggered the response due to a redirection to another location of the pages. Pages with status code 4xx or 5xx may or may not have links leading back to the application. A browsing session is a Request/Response Sequence RRS = <u 0 
is the default page displayed in the browser window from which the first request was triggered; this page is not observed in the browsing session, therefore, u 0 and c 0 are null, and I 0 , L 0 , and V 0 are empty sets; l i is a request that is followed by the response page <u i , c i , 
and n is the total number of requests in the browsing session, starting from the first request l 1 for the initial (home) page of the application. Page attributes or atomic propositions, along with u and c, are considered as state attributes and used for model checking in a way similar to Kripke structure [19] . We say that a link of the application under test is explored in a browsing session if it's URI is one of the requests in the browsing session; otherwise, we say that the link is unexplored. Similarly, we say that a form is explored if its action a appears in one of the requests a?d in the browsing session; otherwise we say the form is unexplored.
Two pages <u
i , c i , I i , L i , V i > and <u j , c j , I j , L j , V j > have a repeated (common) link if L i ∩ L j ≠ ∅; similarly, a repeated form exists if I i ∩ I j ≠ ∅.
Converting a Browsing Session into an Automaton
In this section, we provide a high-level description of our algorithm to convert RRS into an automaton, called a session automaton. 
Algorithm 1. Given a browsing session RRS
Let S denote the set of thus defined states. 3. The set of events of the automaton is defined by the union of the sets Γ , ∆, Req.
is the set of all the URIs associated with links in the observed responses, ∆ ⊆ {a | a ∈ I i , 1 ≤ i ≤ n} is the set of all form actions that correspond to the unexplored forms in the observed responses, Req is the set of all the observed requests. Thus, Γ ∪ ∆ ∪ Req is the alphabet of the automaton, denoted Σ. 
Each triple (<u
The automaton that models the whole WAUT could be built from an exhaustive browsing session obtained by exploring each link, and filling in every possible way and submitting each form, on every page of the application (which is usually unfeasible).
Fig.1. Example of a Session Automaton
The following is a fragment of a browsing session representing five web pages, and Figure 1 shows the automaton that represents the browsing session, where state s 5 is a deadlock state representing an error page whose status code is 404. URL1, URL2, and URL3 (named as such for simplicity) represent few unexplored links that label transitions to the trap state. 
Web Applications with Frames and Multiple Windows
In the previous section, we presented an automata model for single window web applications. However, web applications often use frames and multiple windows. These options allow rendering several pages at the same time, thus introducing concurrency in the behaviors of such web applications. Therefore, using a single automaton is insufficient to adequately model a concurrent behavior of web applications with several frames/windows. In this section, we extend our approach, using communicating finite automata, to model such web applications, which we call multi-display WA for simplicity. Before we introduce our extended approach, we define the elements of a browsing session of a multi-display WA.
Definitions
A response in a multi-display WA is defined as a tuple <u, c, I, F, L, V>, where u, c, and V are the same as in Section 5. I and L are extended to include for each action and link the corresponding target. Therefore, an element of L is a tuple <l, t>, where l is a URI associated with a link and t is the corresponding target or the empty string ε when no target is defined. Similarly, an element of I becomes a tuple <a, t>, where a denotes a form action and t its corresponding target. F is a frame tree defined in the page and whose leaves are frames and internal nodes are framesets. A frame is a tuple of the form <f, b> where f is the URI defined by the value of the src attribute of the HTML frame element and b is the frame name. We denote by leaves(F) a function that returns the set of leaf nodes (frames) of the tree F.
We define a browsing session of a multi-display WA as a sequence of requests (along with their corresponding targets) and responses. For simplicity, we keep using the term Request/Response Sequence (RRS) to represent a browsing session. A RRS = <u 0 , c 0 ,
where n is the total number of requests in the browsing session starting from <r 1 , l 1 , t 1 >. <r i , l i , t i > represents a request such that r i is a string denoting the request header field, "referer", which is the URI of the page where the request was triggered; and <l i , t i > is such that 
Basic Assumptions
Before we elaborate the model of a multi-display WA, we state basic assumptions about the observed browsing session of the application under test. As in Section 4, we assume that a request is not submitted before the browser delivers the responses to the requests for all frames source pages or for pages displayed in different windows. Also, the following assumptions are essential due to a limitation to directly determine from a request the window/frame from which it was triggered. An observed request/response pair does not include the name of the window/frame targeted by the corresponding URI. To determine the window/frame, we track the "referer" header field in the request which is the URI of the page, where the request is triggered. Thus the following assumptions must hold in the observed browsing session: 1. At each moment, different pages are displayed in frames/windows. If two pages have links to the same page, then only one request corresponding to one of the links is present in the session. 2. If a link is repeated in the same page with different targets and a request for that link is in the session, then this request corresponds to the first instance of that link appearing on the page. These assumptions are not difficult to satisfy when the browsing session is created by the tester.
Communicating Finite Automata Model of Multi-Display Web Applications
Here we describe how an observed browsing session can be modeled by a system of communicating automata. Given the browsing session, we first determine local browsing sessions that correspond to the behaviors of the entities in the browsed part of the WAUT, such as windows, frames, and framesets, each of which is modeled by an automaton. Then we explain how to convert the local browsing sessions into communicating automata and present the corresponding algorithm which is an extension of Algorithm 1 presented in Section 5.2. Finite state automata communicate synchronously by rendezvous, executing common actions. Such communication is formalized by the parallel composition operator on automata. Formally, two communicating automata A 1 = < S 1 , s 01 , Σ 1 , T 1 > and A 2 = < S 2 , s 02, Σ 2 , T 2 > are composed using the || operator. The resulting automaton, denoted A 1 || A 2 , is a tuple < S, s 0 , Σ, T >, where s 0 = (s 01 , s 02 ) and s 0 ∈ S; Σ = Σ 1 ∪ Σ 2 ; and S ⊆ S 1 × S 2 and T are the smallest sets obtained by applying the following rules: • If (s 1 , e, s' 1 ) ∈ T 1 , e ∉ Σ 2 , and (s 1 , s 2 ) ∈ S, then (s' 1 , s 2 ) ∈ S, and ((s 1 , s 2 ) , e, (s' 1 ,
• If (s 2 , e, s' 2 ) ∈ T 2 , e ∉ Σ 1 , and (s 1 , s 2 ) ∈ S, then (s 1 , s' 2 ) ∈ S, and ((s 1 , s 2 ) , e, (s 1 ,
• If (s 1 , e, s' 1 ) ∈ T 1 , (s 2 , e, s' 2 ) ∈ T 2 , and (s 1 , s 2 ) ∈ S, then (s' 1 , s' 2 ) ∈ S, and ((s 1 , s 2 ) ,
The composition is associative and can be applied to finitely many automata.
6.3.1
Local Browsing Sessions A browsing session represents the behavior of k communicating entities, namely, browser's main and independent windows, frames and framesets, denoted o 1 , o 2 , …, o k , where o 1 corresponds to the browser's main window. The entities corresponding to independent windows are determined by analyzing the targets present in the requests; if the target in a request is not an existing frame name, it corresponds to an independent window; for each request whose target is "_blank", a new entity is defined corresponding to a new unnamed independent window. The entities that correspond to frames are determined by the frame names indicated in the frame trees of the response pages; where each frame entity is uniquely identified by <f, b> and the URI u of the frameset document where the corresponding frame tree is defined. The entities corresponding to framesets are identified by analyzing the internal nodes of the frame trees. The number of communicating entities k is then defined as follows. Given a browsing session, <u 0 , c 0 , 1 , …, t q }, such that q ≤ n, be the set of all the distinct targets observed in the requests including window names, frame names, and predefined targets ("_parent", "_top", "_self", "_blank"). Let {b 1 , …, b p } be the set of all the frame names defined in all the responses, and m the number of all the framesets defined as well in all the responses. Then, k = 1 + |{t 1 , …, t q } ∪ {b 1 , …, b p } -{t i | t i = "_top" or t i = "_parent" or t i = "_self" or t i = "_blank" or t i = ε}| + |{<r j , l j , t j > | t i = "_blank"}| + m. We further analyze the hierarchical relationship among the different entities of the application. We consider each window entity as a window tree whose root node represents the window itself. The first frame tree occurring in (frameset document loaded into) the window is appended to the root of the window tree. If a request's target is a frame name, such that the response is another frameset document (having a frame tree), in the window tree, the response's frame tree is appended to the node of the targeted frame. Similarly, if the target is a frame name, frameset, or the window itself, any subsequent children are removed from the node of the targeted entity and replaced by the response's frame tree if any. The local browsing sessions (RRS 1 , …, RRS k ) corresponding to the observed behavior of k entities of the application are determined as follows. A request/response pair <r j , l j , t j > <u j , c j , I j , F j , L j , V j > belongs to a RRS i if the target t j refers to the entity o i . Also, the RRS of each frame/frameset that could be a child of o i contains the same request <r j , l j , t j > whose response is the inactive page. At the same time, the RRS of the (targeting) entity from which <r j , l j , t j > is triggered must contain <r j , l j , t j > itself with its response being the page where the request is initiated. This is explained by the fact that the targeting entity does not change its displayed page. However, if the target t j is "_parent", "_top", or a parent entity name, then the response in the RRS of the targeting entity is the inactive page. Similarly, the RRS of each frame/frameset that is a child of the targeted entity contains the same request <r j , l j , t j > whose response is the inactive page. This means that those frames and framesets are deactivated and erased from the window. If the target attribute is absent or "_self" then <r j , l j , t j > <u j , c j , I j , F j , L j , V j > belongs to a RRS i provided that the request is triggered from the last page displayed in the corresponding entity o i . Following is a high-level description of the algorithm that determines the local sessions. Algorithm 2. Sessions RRS i , i = 1, …, k, are formed using the following algorithm: 1. RRS 1 := <u 0 , c 0 , I 0 , F 0 , L 0 , V 0 > corresponds to the inactive page of the RRS of the main window similar to the inactive page defined in Section 4. For i > 1,
corresponds to the inactive page from which the local session starts. 2. The first request response pair <r 1 , l 1 , t 1 > <u 1 , c 1 ,
the session of the browser's main window, i.e., RRS 1 := RRS 1 <r 1 , l 1 , t 1 > <u 1 , c 1 ,
to the sessions of all the frames and framesets (if any) that are children of o i . b. If the "referer" r j is equal to the URI of the last response in RRS i then, i. If the target t j corresponds to a parent entity, the response corresponding to <r j , l j , t j > in RRS i is the inactive page <u Θ , c Θ ,
also appended to the sessions of all the frames and framesets that are children of the targeted parent; otherwise, ii. the response to <r j , l j , t j > is a tuple <u, c, I, F, L, V> such that r j = u. Thus, RRS i := RRS i <r j , l j , t j > <u, c, I, F, L, V>. c. If the target t j = "_self" or t j = ε and r j is the URI of the last page displayed in RRS i , then
Communicating Finite Automata Model
To build an automata model of a browsing session of a multi-display WA, we convert each local browsing session 
is the set of all the URIs associated with links in the observed responses, ∆ i ⊆ {<a i , t i > | <a i , t i > ∈ I iw , 1 ≤ w ≤ m} is the set of all form actions that correspond to the unexplored forms in the observed responses, and Req i is the set of all the observed requests.
is the set of URIs corresponding to the source pages loaded in the frames. Algorithm 3. Given an entity o i and its local browsing session RRS i , we extend Algorithm 1 to convert RRS i into a local session automaton A i as follows. 1. Algorithm 1 is used to convert RRS i into A i . 2. The set of events Σ i is extended to include the set Φ i of URIs corresponding to the source pages loaded in the frames; thus,
, where s ij , s i0 correspond to the pages <u ij , c ij , case of an ill-designed application or unreasonable user behavior, where multiple instances of a same window created using the predefined target "_blank", are all treated as a single entity, avoiding state explosion. Note that there are cases where a frameset in a web application is merely used to group nested frames/framesets within a certain layout without having any behavior itself (it is not the target of any of its children's links). As a result, the corresponding automaton has a single state s 0 (inactive). Therefore, to simplify the model, we discard every automaton that models a frameset entity without any behavior. An automaton for a frameset has more than one state in the case when a request, initiated from a child frame of the frameset and whose target is "_parent", exists in the observed browsing session. As described in Section 6.3.1, in the frameset automaton (initially in state s 0 ), a transition labeled by the event that corresponds to the request exists from s 0 to the state corresponding to the page displayed in the frameset. At the same time, this event labels transitions in the automaton of each child entity of the frameset from every state to its inactive state. This behavior of framesets in a WA is not modeled in any previous work that we know about. Let A 1 , …, A z (k-m ≤ z ≤ k, m is the total number of framesets, k is the total number of existing entities in the application) be the automata that model z windows, frames, and possibly framesets. The composition automata A is A 1 || … || A z , such that A = <S ∪ {trap}, s 0 , Σ, T>. The initial state of A is s 0 = (s 01 , …, s 0z ); the set of events Σ of A is the union of all Σ i ; the set of states S and the transition relation T of A are defined according to the semantics of the composition operator ||. The trap state of A is trap = (trap 1 , …, trap z ).
In this section we describe the framework and the tool that implement our approach for modeling a browsing session recorded when a WAUT is navigated.
Fig.2. Framework

Framework
Our approach is implemented following the framework illustrated in Figure 2: • The user/tester starts by selecting the web application to test and defining some desired attributes. These attributes, which are defined prior to the analysis process, are used in formulating the properties to verify on the application.
• A monitoring tool intercepts HTTP requests and responses during the navigation of the WAUT performed by the user.
• The intercepted data is fed to an analysis tool that continuously analyzes the data in real time (online mode), incrementally builds an internal data structure of the automata model of the browsing session, and translates it into XML-Promela. The XML-Promela file is then imported to Promela using a functionality of aSpin [23] , an extension of Spin model checker [22] that includes the feature of importing a XML-Promela file to Promela language and exporting a Promela file to XML-Promela. The specification of XML-Promela syntax is defined in the Document Type Definition (DTD) file provided with aSpin.
• aSpin verifies the properties against the model and generates a counter example if a property is not satisfied.
Online Model Extractor
The Online Model Extractor is implemented in Java as an experimental multithreaded tool that has the following components: incrementally builds an internal data structure representing the automata model of the WAUT. 4. An XML-Creator that reads the internal data structure and translates it into an XML-Promela based tree which is continuously updated.
Case Study
In this section, we illustrate the applicability of our approach using a browsing session of the web application of the Eclipse Consortium, www.eclipse.org. The corresponding web site uses framed pages and multiple windows. The first step in modeling the WAUT is to specify the desired attributes. This is done using the interface of the Model Extractor.
Fig.3.
Attribute input window Figure 3 shows the attribute input window in the tool. Next, we navigate the application while the request/response pairs are intercepted by the proxy server. The intercepted pairs are fed into the Model Extractor/Manipulator, which produces the model of the application in XML Promela. The resulting XML file is imported into aSpin. The extracted model consists of ten processes reflecting the fact that the application includes seven frames and two windows in which 26 distinct web pages were visited. The frames are within the main browser's window and the second independent window has no frames within it. The global state graph corresponding to our model consists of 847 states and 9652 transitions (stored + matched). In order to prove the validity of our modeling approach, we verified various properties on the model of the application. These properties include reachability properties, and the checking for frame errors such as depth of frames does not exceed a user defined threshold, frames having same name are not active simultaneously, and pages displayed in frames are within the domain name of the application. As an example, we explain the verification of three properties. The first property requires that in the window mainW, and thus the frames within it, and the window blank0, the number of links in the displayed pages should be balanced, i.e., the difference between the number of links in the displayed pages in the two windows should not exceed a certain number which we fix to 15. This global property requires the exploration of all possible executions of the transitions of the automata of the main window mainW, the frames displayed with it, and the independent window blank0. The second property requires the absence of a frames error where frames having same names are not active simultaneously. The third property is a reachability property that requires that given three web pages, program, conference, and home_main, there exists at least a path where page program is reachable from page home_main without going through page conference. Note that pages program and conference are loaded in the independent window blank0 and page home_main is loaded in the frame main_0. The first property is formulated in LTL as follows: [] (p || q), where p and q are predicates such that p = nLinks2 -(nLinks1 + nLinks_banner0 + nLinks_nav0 + nLinks_main0) <= 15, and q = nLinks2 -(nLinks1 + nLinks_banner5 + nLinks_home_nav5 + nLinks_nav5 + nLinks_main5) <= 15. Each variable in these predicates is associated to a process and represents a page attribute that counts the number of links in the page. nLinks2 is associated to the process of blank0, nLinks1 to the process of mainW, and the rest of the variables are associated to the processes of the frames. This property is not satisfied in the model and the verification result produces a counter example simulating a trace that violates the property. The second property is formulated in LTL as follows: [] p, where p = duplicateFrames_mainW = = 0 such that duplicateFrames_mainW is a Boolean variable that is set to True if two frames having same name are active simultaneously. This property holds in our model. To verify the third property, we negate it and check if it holds in the model. In this paper, we presented an approach to formally model web applications for the purpose of verification and validation using model checking. We used the dynamic (black-box based) approach by executing the application under test (navigation and form filling), and observing the external behavior of the application by intercepting HTTP requests and responses using a proxy server. We devised algorithms to convert the observed behavior, which we call a browsing session, into an automata based model. In case of applications with frames and multiple windows that exhibit concurrent behavior, the browsing session is partitioned into local browsing sessions, each corresponding to the frame/window/frameset entities in the application under test. These local sessions are then converted into communicating automata. We also presented the framework and tools that implemented the proposed approach, and demonstrated the approach by applying it to a real web application. The constructed models can also be used for other purposes such as documenting, testing, and maintenance of web applications. Currently, we are experimenting with the tool using several types of web applications that reflect both good and bad practices in the development of WA. Our approach is based on the assumption that we observe behavior of WA which is independent of its history. As a future extension, we intend to treat WA behavior that is based on the observation of cookies in requests and responses.
