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Abstrakt
Sledování dopravy za pomocí počítačového vidění se stává v praxi žádaným systémem,
který umožňuje nedestruktivní instalaci a je využitelný v celé řadě aplikací. Tato práce se
zaměřuje na automatické sledování vozidel, přijíždějících ke křižovatce. Jsou zde popsány
vybrané metody detekce pohybujících se vozidel a způsob jejich následného sledování. Na
základě těchto metod je navržena aplikace, která je implementována a otestována vzhledem
k různým světelným podmínkám a směru přijíždějících vozidel.
Abstract
Traffic monitoring using computer vision is becoming the desired system in practice. It
allows nondestructive installation and also is very useful in many applications. This thesis
focuses on automatic detection of vehicles approaching to a crossroads. This work also inclu-
des description of selected methods for detecting moving vehicles and the way of tracking
them. On the basis of these methods is designed application that is implemented and tested
in different lighting and weather conditions and various direction of approaching vehicles.
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Úvod
Doprava je klíčovou oblastí každodenního života dnešní společnosti. Podíl silniční do-
pravy je v České republice obzvlášť vysoký, a tak není překvapením, že se získávání doprav-
ních informací věnuje široké odvětví. To zahrnuje i velké množství dopravních detektorů,
monitorování video záznamů operátorem, ruční počítání vozidel a mnoho dalších. Do po-
předí se v posledních letech prosazuje také počítačové vidění, které přináší celou řadu výhod
i nových možností. Současně se toto řešení stává svou cenou dostupnější, stejně tak jako
potřebný výpočetní výkon, který neustále roste, a je tak možné zpracovat čím dál více
informací i v reálném čase.
Počítačové vidění je velmi náročná disciplína, v niž se potkává řada různých oborů.
Přestože je známa již celá řada metod řešení konkrétních úloh počítačového vidění, není
jejich aplikace bohužel obecná a bývá úzce zaměřena na jasně definovanou úlohu. Při řešení
je tak nutno úlohu dobře dekomponovat a posléze nalézt vhodné řešení pro daný úkol. Proto
je dobré si řešenou úlohu velmi dobře specifikovat, omezit a hledat specifické vlastnosti, které
by šly využít. Jednou z těchto omezujících podmínek si můžeme definovat hned na začátku
a budeme vycházet z omezení celého systému na statickou kameru. Předpokládáme, že
kamera je umístěna někde nad vozovkou a její záběr je fixní. Jediný pohyb ve scéně tak
mohou způsobit jen pohybující se vozidla případně jiné objekty jako chodci nebo ptáci.
Pozadí scény se tak bude měnit jen vlivem osvětlení, ať už postupného během dne, nebo
náhlého například vlivem mraků nebo svítících světel vozidel.
Tato diplomová práce se zabývá aplikací počítačového vidění na přijíždějící vozidla
ke křižovatce. Úkolem je nastudovat a vybrat algoritmy, vhodné pro automatickou detekci
vozidel a sledování jejich pohybu. Úlohu lze tedy ihned rozdělit na dvě části. První částí
je detekce vozidel a druhou částí je jejich sledování.
Způsobů, jak v obraze najít pohybující se objekty je více, a tyto způsoby se od sebe dost
liší. Objekt lze sledovat pomocí vytvořených heuristik, intuitivně navržených metod, nebo
na základě jeho vlastností, kterými může být barva, tvar, nebo velikost a spoustu dalších
možných vlastností. Objekt lze sledovat také na základě znalosti jeho chování.
Video je sled po sobě jdoucích snímků. Pokud nalezneme pohybující se objekty v každém
z nich, ještě pořád nám chybí znalost o tom, který objekt patří k objektu na následujícím
snímku. Tento problém se nazývá určení korespondence objektů. Základním řešením kore-
spondence objektů je založeno na poloze objektu.
Struktura této diplomové práce je vytvořena v logickém sledu. Na začátku práce je čte-
nář seznámen s přehledem o dopravní situací ve světě i České republice. Navazuje popis
existujících inteligentních dopravních systémů, které z velké části dokáže nahradit počíta-
čové vidění a v některých oblastech nabízí i nové možnosti.
Druhá kapitola práce se věnuje možnostem předzpracování videa, které může byt pří-
nosem pro navazující metody.
Třetí kapitola je zaměřena na detekci pohybujících se objektů. Vybranou metodu je
odečítání pozadí. Tato metoda je vhodná pro situaci, kdy máme statickou kameru. Zákla-
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dem všech přístupů k odečítání pozadí je vytvoření modelu pozadí a následná segmentace
obrazu na objekty patřící do popředí pomocí prahování. Výsledkem je binární maska po-
předí. V kapitole je popsán obecný princip metody a několik konkrétních způsobů jak lze
odečítání pozadí provést. Následuje popis operací vhodných pro aplikaci na vzniklou masku
popředí. Tyto operace umožní dosažení lepších výsledků při detekci objektů.
Poslední kapitolou zabývající se teorií je kapitola 4. Sledování vozidel, kterému se věnuje
je rozděleno na dva základní celky. Prvním je predikce nové polohy vozidla v následujícím
snímku pomocí Kalmanova filtru. Díky predikci lze určit trajektorii i pro vozidlo, které
se na chvíli ztratilo. Druhou částí je problém korespondence, pro jehož řešení byl vybrán
maďarský algoritmus. Sledování objektů je úkol navazující na jejich detekci. Následuje ka-
pitola popisující způsob návrhu aplikace a její implementace, jejíž výsledky jsou shrnuty v
navazující kapitole provádějící řadu experimentů a testů.
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Kapitola 1
Automatické sledování dopravy
Tato kapitola popisuje dopravní situaci ve světě, Evropské Unii a České Republice. Ná-
sledně jsou zmíněny různé způsoby detekce silničních vozidel a možnosti zpracování získa-
ných dat. Následuje zaměření na zpracování obrazu a přínos této technologie v problematice
sledování dopravy.
1.1 Doprava
Doprava se stala klíčovou oblastí naší společnosti a patří mezi nejrychleji se rozvíjející
sektory národního hospodářství. Nejstarším a stále používaným způsobem dopravy je chůze,
ale pro cestování na delší vzdálenosti, nebo dopravu nákladů přinesla velký rozmach doprava
pomocí motorových vozidel. Mezi hlavní druhy dopravy v Evropě patří:
∙ železniční doprava,
∙ letecká doprava,
∙ silniční doprava a
∙ lodní doprava.
V oblasti nákladní dopravy je v globálním měřítku na prvním místě lodní doprava, která
má podíl asi 3/5 trhu. Podíl železniční a silniční dopravy je přibližně vyrovnaný. Nejmenší
podíl na objemu přepraveného zboží má letecká nákladní doprava, která celosvětově pře-
praví zhruba 1% zboží, jehož cena ale představuje asi 40% celkové ceny přepravovaného
zboží na světě. Jak lze vidět na obrázku 1.1, výrazná převaha nákladní silniční dopravy
je v EU a ČR ve světovém měřítku poměrně ojedinělá. Například v USA zajišťuje většinu
nákladní dopravy železnice s podílem 43% a silniční doprava jen 31%. Železnice také do-
minuje v zemích jako je Rusko, Čína a Indie. Lodní nákladní přeprava dominuje v zemích
jihovýchodní Asie.
Pokud se podíváme na zastoupení v oblasti osobní přepravy na obrázku 1.2 zjistíme,
že největší podíl ve světě má silniční doprava, která zaujímá 79% celkových přepravních
výkonů osobní dopravy. Přitom podíl individuální automobilové dopravy pro EU je ještě
vyšší a to celých 74%. Zaměříme-li se výhradně na ČR, je situace velmi podobná a silniční
doprava tak dominuje v obou oblastech nákladní i osobní dopravy. Zvážíme-li ještě celkový
počet motorových vozidel v ČR, který je dle webových stránek [9] k datu 30.9.2015 něco
málo přes 7 milionů, je patrný velký dopad na silniční infrastrukturu a to zejména ve větších
městech.
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Evropská Unie
3 %
37 %
4 %
11 %
45 %
Silniční Želzeniční Říční Námořní Potrubní
Svět
7 %
61 %
4 %
14 %
14 %
Česká Republika
3 %
1 %
19 %
77 %
Obrázek 1.1: Skladba nákladní dopravy dle jejich druhů v ČR, EU v roce 2013 a ve světě
v roce 2010. Zdroj dat [7].
Oba zmíněné obory dopravy, nákladní i osobní, mají společný zájem. Co nejrychleji do-
pravit náklad, nebo cestující. Znalost dopravní situace se tedy stává klíčovou a to zejména
ve městech a dalších důležitých dopravních uzlech. Efektivní doprava zajišťuje vyšší pře-
pravní rychlost, nižší náklady a také menší ekologickou zátěž pro životní prostředí. Jsou
to tedy zásadní důvody, proč mít co nejpřesnější informace o aktuální, ale i dlouhodobé
dopravní situaci. Prostředky pro získání těchto informací jsou popsány dále v kapitole.
Česká Republika
15 %
9 %
7 %
9 %
60 %
Silniční individuální
Silniční veřejná
Železniční
Letecká
MHD
Svět
1 %
12 %
8 %
17 % 62 %
Silniční individuální
Silniční veřejná
Železniční
Letecká
Ostatní
Evropská Unie
1 %
9 %
7 %
1 %
8 %
74 %
Silniční individuální
Silniční veřejná
Tramvaje a metro
Železniční
Letecká
Vodní
Obrázek 1.2: Skladba osobní dopravy dle jejich druhů v ČR, EU v roce 2013 a ve světě v
roce 2010. Zdroj dat [7].
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1.2 Inteligentní dopravní systémy
Za první inteligentní dopravní systém (ITS) je považován japonský projekt s názvem
CACS1, který vznikl v roce 1973. Jeho úkolem bylo dynamicky řídit provoz na komunikacích
pomocí antén zabudovaných v komunikaci, které fungovaly jako komunikační linka mezi
vozidly a celou infrastrukturou. Každé vozidlo mělo specifické vybavení, které pomocí antén
komunikovalo s centrálním počítačem. Vozidlo bylo vybaveno těmito základními systémy:
∙ Dynamická navigace – navádění k cíli podle aktuální dopravní situace na každé
křižovatce.
∙ Nouzové rádio – poskytovalo informace řidiči v případě nouze (přírodní katastrofa).
∙ Dopravní informace – systém zobrazoval informace, které přispívaly k bezpečné
jízdě na palubě vozidla.
Obrázek 1.3: Základní schéma funkčních bloků CACS. Zdroj [11]
Výsledky pilotního testu ukázaly, že vozidla vybavená CACS technologií se dostala na
požadované místo v průměru o 11% rychleji [11].
1CACS - Comprehensive Automobile Traffic Control System
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1.2.1 Využití
Společně s dostupnějším výpočetním výkonem a s příchodem nových telekomunikačních
systémů a senzorů dochází k rozmachu ITS, často označované pojmem dopravní telematika.
Moderní ITS je spojení informačních a komunikačních technologií s vozidly a dopravními
sítěmi. Hlavním úkolem ITS je optimalizovat dopravu jako celek a poskytnout důležité infor-
mace řidičům, cestujícím, správcům dopravní infrastruktury a také bezpečnostním složkám.
Využití ITS aplikací v silniční dopravě má 3 základní funkce - čerpáno z [3]:
1. Sledování pozemních komunikací – telematické systémy umožňují sledování tech-
nického stavu komunikací a získaná data použít pro plánování údržby, nebo jako in-
dikátory nebezpečí, např. kouře v tunelech, nebo nebezpečného větru na mostech.
Důležitou činností ITS je sledování meteorologické situace a včasné varování před ná-
mrazou. Další součástí je monitoring technického stavu infrastruktury, zda funguji,
nebo nefungují její prvky a komunikace. Sledováním dopravních terminálů (autobu-
sová nádraží, parkoviště, nebo parkovací garáže) lze získat informace o obsazenosti,
bezpečnosti a monitorovat příjezdové komunikace. Výsledky sledování lze použít pro
plánování nových komunikací, křižovatek, nebo parkovišť.
2. Sledování individuálních vozidel – jsou pomocné systémy umístěné přímo ve vo-
zidlech a informují řidiče o stavu dopravního provozu a pomáhají mu řešit krizové
situace. Existují dvě primární úlohy, které by měla vozidla vybavená ITS řešit. První
úlohou je predikce a automatické řešení možných krizových situací. Například systémy
zabraňující srážce, které mají rychlejší reakci než řidič. Druhou úlohou je vyšší kvalita
řízení s využitím navigačních systémů.
3. Sledování a řízení dopravních procesů – poskytuje důležitá data o intenzitě a
rychlosti dopravního provozu, která jsou nutná pro řízení křižovatek, nebo způsobu
ovlivnění dopravního provozu (zvýšit plynulost, zkrátit délku kolon). Údaje jsou zís-
kávány pomocí detektorů, které jsou instalovány v komunikaci, nebo v jejím blízkém
okolí.
1.2.2 Detektory
Dopravní detektory jsou zařízení, zajišťující vstupní data pro ITS. Měření probíhá po-
mocí různých senzorů a kamer. Detektory se umisťují do vozovky, na její povrch, nebo
v okolí komunikace. Data, získaná pomocí detektorů jsou zpracována a lze z nich získat
následující základní parametry:
∙ klasifikace vozidla
∙ okamžitá rychlost vozidla
∙ hmotnost vozidla
∙ rozvor náprav
∙ nápravové zatížení vozovky
∙ řazení do dopravního pruhu
∙ identifikace vozidla podle registrační
značky
∙ detekce kolony nebo nehody
∙ detekce zastavení vozidla
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Pomocí dalších dopravně-inženýrských výpočtů lze z naměřených veličin získat další
údaje:
∙ skladba dopravního proudu
∙ hustota a intenzita dopravního proudu
∙ průměrná úseková rychlost vozidel
Dle způsobu instalace lze rozdělit detektory na skupinu destruktivních, které zasahují
svou konstrukcí do vozovky. Tento typ se používal spíše v minulosti. Druhou skupinou jsou
detektory nedestruktivní, které jsou stále častěji prosazovány v poslední době.
Mezi nejpoužívanější typy detektorů patří:
Indukční smyčky
Jedná se o elektromagnetické detektory, které se umísťují pod povrch vozovky a jsou
tedy destruktivní. Pro svoji jednoduchost a spolehlivost jsou v ČR velmi rozšířeny. De-
tektor se skládá z indukční smyčky, elektromagnetického detektoru a analytické jednotky.
Indukční smyčka vytváří elektromagnetické pole, které je ovlivněno přítomností feromag-
netického materiálu. Ze změn elektromagnetického pole jsou pak vyhodnoceny různé stavy.
Nevýhodou detektoru je omezená možnost použití v místě kolejí a jiných kovových kon-
strukcí, jsou náchylné na poškození při těžké dopravě a nezaznamenají menší vozidla, jako
jsou skútry.
Pneumatické detektory
Detektory dotykové, nedestruktivní, umisťují se na povrch vozovky přes jízdní pruh.
Pracují na principu zvýšení tlaku v hadici vlivem průjezdu vozidla. Detektory umožňují
měřit intenzitu, obsazenost a rychlost, nebo je lze použít ke klasifikaci vozidel dle počtu
náprav. Výhodou je nízká cena a snadná a rychlá instalace. Nevýhodou je náchylnost na
změnu teploty a možné mechanické porušení detektoru. Dnes se tento typ detektoru používá
jen v ojedinělých případech.
Piezoelektrické detektory
Stacionární piezoelektrické senzory se instalují do povrchu vozovky. Senzory jsou tep-
lotně, elektricky a mechanicky odolné. Tlak vyvolaný vozidlem v senzoru generuje elektrické
napětí, z něhož lze vyhodnotit zatížení senzoru. Detektor je tak vhodný pro vážení vozidel
za jízdy a mobilní čítače dopravy.
Magnetometry
Tento druh detektoru se používá jako odolnější alternativa k indukčním smyčkám. Mag-
netometry porovnávají složky zemského magnetického pole, které je v přítomnosti vozidla
deformováno. Určitá změna v magnetickém poli je impulzem pro detektor. Jejich instalace
je sice také destruktivní, ale je možná i na mostech a jiných kovových konstrukcích.
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Ultrazvukové detektory
Nedestruktivní detektor, využívající odrazu zvukových vln, které vysílá a měří, za jak
dlouho se k němu vrátí jejich odraz. Umožňuje měřit jak počet vozidel, tak jejich výšku a
délku. Nevýhodou je náchylnost na změny teplot a nepříznivé povětrnostní podmínky, které
ovlivňují detekci.
Mikrovlnné detektory
Mikrovlnné detektory poskytují nedestruktivní způsob měření více veličin současně.
Lze měřit rychlost, kategorizaci vozidel a intenzitu dopravy. Způsob měření je založen na
šíření vyslaných elektromagnetických mikrovln a využití dopplerova jevu, který popisuje
změnu frekvence a vlnové délky odraženého signálu. Detektory lze použít jako stacionární,
nejčastěji nad vozovkou namířené proti pohybu vozidel, nebo jako mobilní zařízení, např.
v automobilech.
Pasivní infračervené detektory
Pasivní infračervený detektor nic nevysílá a jen hlídá rozdíl tepla, které vozidla při prů-
jezdu před detektorem vyzařují. Vlnová délka takového tepelného záření bývá v rozmezí
8-14𝜇𝑚. Infračervené záření je poměrně odolné vůči mlze, dešti i povětrnostním podmín-
kám. Tento detektor je nedestruktivní.
Aktivní infračervené detektory
Aktivní infračervený detektor na rozdíl od pasivního vysílá infračervené vlny, které jsou
po odrazu od vozidla přijímány optickým senzorem. Tyto senzory lze použít pro měření
intenzity dopravy, rychlosti, kategorizace vozidla. Poskytuje tedy více údajů, než pasivní
detektory, ale je daleko více citlivý na mlhu, déšť, nebo sněžení.
Optické detektory
Optické detektory pracují na principu optické závory, kdy na jedné straně vozovky je
vysílač optického paprsku a na druhé straně je přijímač. Projíždějící vozidlo přeruší paprsek
a detektor zaznamená průjezd vozidla. Při použití druhé optické závory s přesně definovanou
vzdálenosti lze měřit i rychlost projíždějících vozidel. Detektor je nedestruktivní, ale může
jej ovlivnit špatné počasí.
Videodetekce
Detektory provádí analýzu obrazu k získání informací o dopravě na sledovaném úseku.
Jedná se o nedestruktivní stacionární i mobilní typ detektoru. Obraz je pořizován kamerou,
která bývá často umístěna nad vozovkou např. na sloup veřejného osvětlení, nebo světelné
signalizace. Videodetekční systémy umožňují celou řadu funkcí a jsou cenným zdrojem
dopravně-inženýrských dat. Lze je použít jako úsekový detektor pro měření rychlosti, de-
tekci překážek (odstavené vozidlo, nehoda, cizí předmět na vozovce), detekci chodců, nebo
obsazenosti úseku.
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1.3 Počítačové vidění
Počítačové vidění je velmi aktivním a stále se rozvíjejícím odvětvím výpočetní techniky.
Jde o úsilí kombinující znalosti vědy a technologií, snažící se vyřešit komplexní úkol, aby
stroj dokázal vidět a vnímat. První zkoumání započala v 60. letech 20. století a s rozvojem
technologií se stále rozvíjí. Podle Hlaváče[5] vyrostlo počítačové vidění nejméně na čtyřech
základních pilířích. Ty jsou znázorněny na obrázku 1.4.
Lidské vidění
Rozpoznávání Počítačovévidění
Počítačové
vědy
Zpracování
signálů
Obrázek 1.4: Čtyři základní piliře počítačového vidění. Převzato z [5]
Oblast použití počítačového vidění je široká a stále se rozrůstá. Několik příkladů, na co
je možné počítačové vidění použít:
∙ Pro detekci, segmentaci, popis a rozpoznávání objektů v 2D a 3D.
∙ Pro detekci událostí - kompletnost výrobků, počítání lidí a vozidel, měření rychlosti,
detekce vozidel projíždějících na červenou, detekce krizových stavů...
∙ Pro interakci mezi člověkem a strojem - Kinect, Leap motion.
∙ Jako součást řídících systémů - autonomní vozidla.
∙ Pro uspořádání informací na základě obrazu.
∙ Pro modelování okolního světa - obrazová kontrola kvality, získání 3D modelu z 2D
obrazů.
Počítačové vidění zahrnuje celou řadu témat, která se navzájem protínají. Neexistuje
proto všeobecná formulace obecné úlohy počítačového vidění, ani žádné řešení obecných
problémů počítačového vidění. Jsou však známé metody pro řešení různých podproblémů
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pro omezené a dobře definované úlohy, jejich použití pro obecnější úlohy je však kompliko-
vané a někdy i nemožné.
1.3.1 Dekompozice úlohy
Je tedy zapotřebí dobře dekomponovat obecnou úlohu detekce a sledování vozidel přijíž-
dějících ke křižovatce na jednotlivé řešitelné úlohy. Na obrázku 1.5 je diagram znázorňující
základní dekompozici celé úlohy.
Předzpracování snímku
Detekce pohybu
Sledování vozidla
Obrázek 1.5: Základní vývojový diagram automatické detekce a sledování vozidel přijíždě-
jících ke křižovatce.
Jak bylo napsáno výše, vývojový diagram je zjednodušený a vazby mezi jeho částmi se
mohou lišit s ohledem na použité metody při jejich řešení. Základní princip je však nastíněn
a skládá se ze tří částí:
1. Předzpracování snímku - z video kamery může být optimalizace, ale také nut-
nost. Výstup z kamery nemusí být pro algoritmy, které s ním dále pracují vhodné.
Obraz bývá často zašuměný, nebo rozmazaný a je dobré aplikovat potřebné filtry a
nežádoucí jevy odstranit, aby se zamezilo problémům při dalším zpracování. Některé
algoritmy vyžadují jako vstup snímky v odstínech šedi a proto je potřeba barevné
snímky nejdříve převést.
2. Detekce pohybu - má za úkol najít ve snímku pohybující se objekty, které bu-
dou součástí dalšího zpracování. Klíčové je správné nastavení, tak aby nedocházelo
k detekci zbytečně malých a nevýznamných objektů a současně se nestalo, že není
detekováno pohybující se vozidlo. Dalším významným úkolem je optimalizace, pro-
tože následující výpočetně náročné operace nemusí pracovat s celým snímkem, ale jen
vybranými částmi.
3. Sledování vozidla – při průjezdu křižovatkou by byl jednoduchý úkol, kdyby se
mohlo v záběru kamery pohybovat jen jedno vozidlo. Jelikož jich ale v záběru kamery
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může být současně více, stává se z něj úkol nejtěžší. Každé vozidlo má vlastní trajekto-
rií a může docházet k částečnému nebo úplnému zákrytu vozidel. Dalším problémem
jsou vozidla zastavující a znovu se rozjíždějící nebo vozidla parkující v záběru kamery.
Spojením všech částí získáme aplikaci, která umožní automatické sledování vozidel pro-
jíždějících křižovatkou. Po předzpracování snímku jsou detekovány všechny pohyblivé ob-
jekty. Z těchto pohybujících se objektů jsou pomocí klasifikátoru určena vozidla, která jsou
následně sledována. Každá část z diagramu je podrobněji rozebrána v následujících kapito-
lách.
1.4 Shrnutí
V této kapitole byl čtenář seznámen se stručnou analýzou dopravní situace ve světě,
Evropské unií a České Republice. Byly popsány různé způsoby získávání dopravních in-
formací včetně počítačového vidění. V poslední části byla provedena dekompozice úlohy
automatického sledování vozidel na jednotlivé pod úlohy.
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Kapitola 2
Předzpracování obrazu
Před zpracováním obrazu se snažíme o odstranění chyb v digitálním obraze a o optimali-
zaci pro urychlení algoritmů, které budou s obrazem dále pracovat. Některé úpravy obrazu,
které lze aplikovat na snímky již na začátku jejich zpracování a jsou aplikovatelné i pro
další operace pracující se snímky, jsou popsány v této kapitole. Ostatní úpravy, specifické
pro aktuálně řešený úkol, jsou popsány samostatně v jim příslušejících kapitolách.
2.1 Odstranění šumu
Při digitálním zpracování obrazu, jako jsou snímky z digitální video kamery, mohou
vznikat tzv. artefakty, což jsou nechtěné prvky v obraze. Šum je tedy rozdíl od požadovaného
a získaného obrazu. Šum v digitálním obraze ovlivňuje více zdrojů:
∙ Kvalita snímače.
∙ Velikost snímače – menší plocha snímače generuje více šumu.
∙ Nastavení citlivosti snímače na světlo.
∙ Velikost snímku – čím je větší snímek, tím víc šumu obsahuje.
∙ Dlouhá expozice snímku.
∙ Kvalita osvětlení – nastavení expozice při intenzivním světle.
Poslední dva zdroje vniku šumu se týkají spíše snímků pořízených fotoaparáty, protože
video kamery používané pro sledování dopravy mají jen omezená nastavení pro expoziční
dobu snímku. Obraz může obsahovat různé druhy šumu, v digitálním obraze se vyskytují
nejčastěji tyto dva typy šumu:
1. Náhodný šum, který je nezávislý na obraze a má podobu špatně zbarvených bodů.
Náhodný šum je způsobený vadami a nedostatky snímače, nebo znečištěním snímače,
či objektivu. Takto vzniklý náhodný šum lze celkem snadno odstranit pomocí nízko-
frekvenčních filtrů.
2. Gaussův šum, který je závislý na obraze, mění hodnoty všech bodů na snímku.
Výskyt šumu je negativně ovlivněn vyšší citlivostí snímače. Nastavením větší hodnoty
ISO tedy přímo ovlivní větší množství výskytu Gaussova šumu už jen větším zesílením
hodnot na snímači.
Pro odstranění šumu se používají lineární a nelineární algoritmy.
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2.1.1 Lineární algoritmy
Lineární algoritmy realizují výpočet pomocí lineárních funkcí, které mají výhodné vlast-
nosti a jsou definovány tím, že pro ně platí princip superpozice.
𝑓(𝑜1) + 𝑓(𝑜2) = 𝑓(𝑜1 + 𝑜2) (2.1)
Nebo tak, že platí superpozice pro funkce vyjadřující hodnoty jednotlivých pixelů vý-
stupního obrazu.
∀𝑥, 𝑦 : 𝑓(𝑜1, 𝑥, 𝑦) + 𝑓(𝑜2, 𝑥, 𝑦) = 𝑓(𝑜1 + 𝑜2, 𝑥, 𝑦) (2.2)
Mezi zástupce lineárních metod patří:
∙ Průměrování v čase – které je možné použít v případě, že máme k dispozici více
snímků stejné scény. Výhodou je odstranění šumu bez rozmazání snímku. Výpočet
nových hodnot snímku je jednoduchý. Mějme n snímků stejné scény, u kterých před-
pokládáme náhodný šum. Správná hodnota jasu 𝑓(𝑖, 𝑗) se vypočítá pro každý pixel
obrazu z hodnot jasu pixelů na stejné pozici ve všech vstupních snímcích 𝑔𝑘(𝑖, 𝑗)
obyčejným průměrováním,
𝑓(𝑖, 𝑗) =
1
𝑛
∑︁
𝑔𝑘(𝑖, 𝑗) (2.3)
∙ Konvoluční filtry – ty jsou popsány konvolučními vztahy. Výpočet probíhá jeden
pixel za druhým, kde výpočet aktuálního pixelu je proveden pomocí konvoluce okol-
ních pixelů z původního snímku s konvolučním vztahem. Konvoluční vztah je obvykle
obdélníková plocha (okolí pixelu) s lichým počtem řádků a sloupců, aby aktuálně ře-
šený pixel ležel uprostřed. Označuje se taky jako konvoluční maska, nebo konvoluční
jádro. Konvoluci lze v případě diskrétních obrazů nahradit sumou.
𝑔(𝑥, 𝑦) =
∑︁
(𝑚,𝑛)
∑︁
∈𝒪
ℎ(𝑥−𝑚, 𝑦 − 𝑛)𝑓(𝑚,𝑛) (2.4)
Konvoluční jádro ℎ udává váhu hodnot obrazové funkce v okolí součtu a 𝒪 jsou body
masky. Náčrtek výpočtu konvolučního filtru je uveden na obrázku (2.1).
Obrázek 2.1: Geometrická situace při výpočtu konvolučního filtru.
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Pomocí konvolučních filtrů můžeme dosáhnout jak odstranění šumu, pomocí rozma-
zání obrazu, ale také zvýraznění hran, nebo zaostření. Požadovaná operace je závislá
na zvolené konvoluční masce.
– Průměrování nahrazuje každý pixel původního obrazu hodnotou, která je
získána zprůměrováním okolních pixelů. Konvoluční maska ℎ pro okolí 3× 3 je
ℎ =
1
9
⎡⎣1 1 11 1 1
1 1 1
⎤⎦ . (2.5)
Další používané masky mohou být
ℎ =
1
10
⎡⎣1 1 11 2 1
1 1 1
⎤⎦ , ℎ = 1
16
⎡⎣1 2 12 4 2
1 2 1
⎤⎦ . (2.6)
První z dvojice má zvýšenou hodnotu středového bodu masky, druhá maska i křížo-
vých sousedů středového bodu. Větší masky se konstruují obdobně.
– Gaussův filtr je speciálním případem konvolučního filtru, který pro odstranění
šumu používá konvoluci s Gaussovským jádrem. Toto jádro vytváří 2D Gaussovy
křivky definováné předpisem
𝐺(𝑥, 𝑦) =
1
2𝜋𝜎2
· 𝑒𝑥
2+𝑦2
2𝜎2 (2.7)
Kde 𝑥 je vzdálenost od počátku v horizontální ose, 𝑦 je vzdálenost od počátku ve
vertikální ose a 𝜎 je směrodatná odchylka Gaussova rozdělení. Tento filtr je nejpou-
žívanějším běžným filtrem pro vyhlazení a odstranění šumu z obrazu.
2.1.2 Nelineární algoritmy
Nelineární obrazové filtry nesplňují podmínku superpozice (2.2). Nevytváří novou hod-
notu jasu pro aktuálně počítaný pixel, ale jeho hodnotu vybírají z jeho okolí. Nelineární
filtry se často používají k zvýraznění hran, ale některé druhy lze použít i pro odstranění
šumu. Příkladem je filtr typu medián nebo rank-order. Hodnota jasu pro pixel mediánového
filtru se vybírá tak, že se hodnoty jasu pixelů z jeho okolí seřadí a vybere se prostřední prvek.
Tento filtr je odolnější, než průměrování vůči impluznímu šumu jako je sůl a pepř, protože
vysoké hodnoty okolních pixelů neovlivní tak moc výsledný pixel. Filtr typu rank-order
pracuje podobně, ale hodnotu jasu pro pixel nevybírá ze středu seřazených hodnot. Místo,
ze kterého je hodnota jasu vybraná, může být určena různě, např. pozicí, nebo percentilem.
2.1.3 Algoritmy v knihovně OpenCV
Knihovna OpenCV poskytuje pro vyhlazování obrazu 5 základních algoritmů. Všechny
jsou přístupné pomocí funkce cvSmooth() a typ algoritmu se pro vyhlazování zadává jako
parametr. Následuje krátký popis dostupných algoritmů:
1. Simple blur je nejjednodušší metoda, pracující na principu průměrování. Umožňuje
práci s 1-4 kanálovým obrazem.
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2. Simple blur with no scaling je velmi podobný předchozímu, ale pro vytvoření
průměru nepoužívá dělení. V některých příkladech může být rychlejší, než simple
blur, ale není možně jej provést na místě.
3. Median blur nahradí každý pixel mediánem z jeho okolí, které je dáno čtvercovou
maskou. Lze aplikovat i na 4 kanálový obraz, ale neumožňuje aplikaci na místě.
4. Gaussian blur byl popsán nahoře v rámci konvolučních filtrů. Jde o nejpoužívanější
typ filtru pro vyhlazování. OpenCV knihovna poskytuje rychlejší výsledky pro masky
3×3, 5×5 a 7×7, pro které je optimalizována. Tento algoritmus zvládne až 3 kanálový
obraz i na místě.
5. Bilateral filter. Zatím zmíněné filtry sice dokážou odstranit šum z obrazu, ale ve
většině případů dojde k rozmazání hran v obraze. Bilaterální filtr je zástupcem, který
se s tímto problémem dokáže vypořádat. Podobně jako u Gaussova filtru je pro výpo-
čet nové hodnoty pixelu použit vážený průměr pixelů z jeho okolí. Váhy mají ale dvě
části. První část je stejná jako u Gaussova filtru, druhá je založena na rozdílu jasu od
středového bodu masky. Výsledek je tedy podobný jako by jsme dostali od Gaussova
filtru, který ale dává větší váhu více podobným bodům.
2.2 Jasová korekce
V ideálním případě by měl mít snímací senzor kamery stejnou citlivost pro každý svůj
bod. Realita je ale jiná. Snímací senzor nemá každou buňku stejně citlivou. Světlo prochá-
zející optickou soustavou v objektivu dále od optické osy je více zeslabováno. Tento problém
je označován jako vinětace. Prach na čočkách, také ovlivňuje pořízení snímku a výsledkem
je špatná jasová úroveň.
Jas lze dle Zpracování obrazu [13] definovat několika způsoby. Z pohledu zpracování
obrazu lze jas definovat pro šedotónový obraz jako hodnotu pixelu, kde vyšší hodnota rovná
se vyšší jas. Pro barevný obraz je jas lineární kombinace RGB složek, případně některých
složek barevného prostoru.
Kontrast s jasem blízce souvisí. Kontrast vnímáme jako rozlišitelnost objektů od pozadí.
Čím víc se objekty liší od pozadí, tím vyšší kontrast má obraz.
Celkový jas a kontrast výborně graficky znázorňuje histogram, který ukazuje rozložení
a zastoupení jednotlivých složek obrazu. Pro korekci jasu a jeho rozložení se používá jasová
transformace, která je definována jako bodová nelineární transformace hodnot pixelu na
jiné hodnoty. Lze ji definovat jako zobrazení
𝐼(𝑥, 𝑦) → 𝐼2(𝑥, 𝑦). (2.8)
Pro jasovou transformaci šedotónového obrazu se velmi často používá ekvalizace – vy-
rovnání histogramu. Po vyrovnání jasových hodnot v obraze je zastoupení jasových úrovní
zhruba stejné. OpenCV nabízí pro vyrovnání histogramu funkci equalizeHist() která ale
umí pracovat jen s 8-bitovým obrazem. Pro vyrovnání histogramu barevného obrazu, je
tedy třeba pracovat s každým barevným kanálem zvlášť a hodnoty jasu se musí vyrovnat
tak, aby to nemělo negativní vliv na vyvážení barev v obraze.
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Je tedy vhodné pracovat v barevném prostoru, který odděluje hodnoty jasu od barev-
ných složek:
∙ HSV/HLS
∙ YCbCr
∙ YUV
Na obrázku 2.2 je příklad jak lze vylepšit kontrast pomocí operací vyrovnání histogramu.
Obrázek 2.2: Na levé straně je originální obrázek s nízkým kontrastem, vpravo je potom
snímek po aplikaci operace vyrovnání histogramu. Pod snímky jsou jejich odpovídající
histogramy.
Prvním krokem k vytvoření histogramu 𝐻 je rozdělení celého rozsahu hodnot na nepře-
krývající se intervaly a následně se vypočítá kolik hodnot spadá pod který interval. Funkce
pro vyrovnání histogramu používá následující algoritmus:
1. Vypočítá se histogram 𝐻 vstupního obrazu
2. Provede se normalizace histogramu, tak aby součet intervalů byl 255.
3. Vypočítá se Integrál histogramu:
𝐻 ′𝑖 =
∑︁
0≤𝑗<𝑖
𝐻(𝑗) (2.9)
4. Výstupní snímek uprav:
𝑑𝑠𝑡(𝑥, 𝑦) = 𝐻 ′(𝑠𝑟𝑐(𝑥, 𝑦)) (2.10)
kde 𝐻 ′ použíj jako vyhledávací tabulku.
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2.3 Převzorkování
I v dopravním sektoru se začínají objevovat kamery s vysokým rozlišením a přestože
nabízí detailnější obraz, není to vždy výhoda. Aplikovat rozpoznávání a sledování nad tak
detailním videem může být problém z výpočetního hlediska. Často není ani video ve vyso-
kém rozlišení výrazným přínosem pro lepší úspěšnost algoritmů a je tedy daleko výhodnější
snížit jeho rozlišení a tím výrazně zrychlit jeho zpracování. Pokud se rozhodneme pro snížení
velikosti snímků je nejlepší provést tento krok jako první, protože všechny ostatní operace
budou již pracovat nad snímky menšími a tedy bude zpracování rychlejší. Při nižším rozli-
šení přicházíme sice o některé informace z obrazu, kompenzací nám může být snížení šumu
v obraze.
OpenCV nabízí pro změnu velikosti obrazu funkci cvResize( ). Tato funkce bere jako
první parametr vstupní obraz a jako druhý výstupní obraz, do kterého převede obraz
vstupní. Třetí parametr udává, která interpolační metoda se má použít při změně velikosti
obrazu. Následující tabulka uvádí možné metody pro interpolaci.
Interpolace Popis
CV_INTER_NEAREST Nejbližší soused
CV_INTER_LINEAR Bilineární metoda
CV_INTER_AREA Převzorkování na základě plochy pixelů
CV_INTER_CUBIC Bicubická metoda
CV_INTER_LANCZOS4 Lanczosova metoda
Tabulka 2.1: Možné interpolace pro funkci cvResize( ).
K interpolaci dochází, když se více pixelů vstupního obrazu mapuje na jeden cílový.
Nejjednodušší metoda interpolace je vzít hodnotu výsledného pixelu z jeho nejbližšího okolí
ve zdrojovém obraze. Tento přístup je použit, pokud vybereme CV_INTER_NEAREST. Druhá
možnost je bilineární metoda, kterou zvolíme pomocí CV_INTER_LINEAR. Tato interpolace
používá pro výpočet čtyři nejbližší sousední pixely 2 × 2, ze kterých váženým průměrem
počítá hodnotu pro nový pixel. Bikubická interpolace pro stanovení nové hodnoty pole
4 × 4, tedy 16 hodnot okolních pixelů. Pixely v poli mají ale různou váhu. Ty které jsou
nejblíže mají váhu největší. Výpočet je ale náročnější, než u předchozích metod. Poslední
možností je Lanczosova interpolace, která v OpenCV přibyla až od verze 3.0. Tato metoda
pracuje s oknem 8 × 8 a pro výpočet používá Lanczosovo okno a trigonometrické funkce.
Její výpočetní náročnost je tedy ještě vyšší než u bikubické interpolace, ale zato lépe zvládá
zachovávat hrany. Poslední dvě metody jsou vhodné zvláště pro zvětšování obrazu.
2.4 Shrnutí
Kapitola navazuje na dekompozici úlohy v předchozí kapitole a zaměřuje se na možnosti
předzpracování vstupních snímků. Větší část řešila možnosti odstranění šumu z obrazu a
důvody jeho vzniku. V další části byla popsaná jasová korekce obrazu a algoritmus pro výpo-
čet histogramu. Závěr kapitoly byl věnován převzorkování obrazu a výhodám i nevýhodám
z toho plynoucích.
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Kapitola 3
Detekce pohybu
V této kapitole jsou probrány základní algoritmy vhodné pro detekci pohybu v obraze.
Podrobněji pak ty, které jsou implementované v knihovně OpenCV a jejichž použití je pro
tuto práci stěžejní.
3.1 Odečítání pozadí
Jedním ze základních úkolů počítačového vidění je zjistit pohyb v obraze a nalézt pohy-
bující se objekt. Odečítání pozadí je často používanou metodou pro detekci pohybu v obraze
ze statické kamery. Metoda Odečítání pozadí je založena na vytvoření obrázku reprezen-
tující pozadí videa a následném odečítání aktuálního snímku od obrázku reprezentující
pozadí. Výsledkem je bitová maska, která vznikne prahováním rozdílového obrázku, která
reprezentuje oblasti zájmu. Těmi jsou pohybující se objekty v obraze.
Přestože existuje mnoho algoritmů pro odečítání pozadí, většina z nich dle [1] pracuje na
principu znázorněném na obrázku 3.2. Základní kroky pro odečtení pozadí jsou předzpra-
cování, modelování pozadí, detekce popředí a validace dat.
Obrázek 3.1: Základní shchéma algoritmu odečítání pozadí.
Předzpracování se skládá ze sady jednoduchých úloh zpracování obrazu, které zpracuje
vstupní syrové video do formátu, který lze následně zpracovat v dalších krocích. Modelování
pozadí používá nový snímek videa k výpočtu a aktualizaci modelu pozadí. Tento model
pozadí je statistický popis celého pozadí scény. Detekce popředí pak identifikuje obrazové
body ve video snímku, které se vymykají z modelu pozadí a vytvoří binární masku popředí.
Jako poslední validace dat zkoumá masku popředí a eliminuje body, které neodpovídají
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pohybujícím se objektům a vytvoří tak finální masku popředí. Pro validaci dat je nutná
znalost pracovní domény a výpočetně náročné algoritmy pro počítačové vidění. Jak již bylo
zmíněno pro systémy pracující v reálném čase je potřeba algoritmy s co nejnižší výpočetní
náročností, což umožňuje právě minimální maska popředí. Pro každou ze 4 zmíněných kroků
bylo navrženo mnoho různých přístupů.
Způsobů, jak získat model pozadí, je více. Nejjednodušší je obyčejné průměrování jed-
notlivých snímků. Tato metoda si vytvoří model na základě průměrných hodnot bodů ze
sady stejných snímků, na kterých je jen pozadí bez pohybujících se objektů. Pohyb je ná-
sledně detekován pomocí rozdílu aktuálního snímku a snímku modelu. Na tento rozdíl je
aplikováno prahování, které určí oblasti pohybu. Tato metoda neřeší mnoho základních
problémů:
∙ Vyžaduje určitou dobu pro natrénování pozadí, kdy nesmí být v záběru žádný pohy-
bující se objekt.
∙ Pohyb objektů samotného pozadí po tréninku má za následek neustálou detekci fa-
lešného pohybu.
∙ Nedokáže se vyrovnat s postupnými změnami osvětlení celé scény.
∙ Dalším nežádoucím prvkem ovlivňující pozadí jsou pohybující se stíny.
Tyto základní nedostatky vedly k novým metodám, které neustále aktualizují svůj model
pozadí. V následujícím textu jsou popsány různé algoritmy vhodné pro detekci pohybujících
se vozidel v městském provozu, které jsou založeny na odečítání pozadí. Složitost a výpočetní
náročnost těchto algoritmů je různá, stejně tak jako dosažené výsledky. Ne vždy platí, že
složitější metody mají nutně lepší výsledky.
Obrázek 3.2: Ilustrace vzniku masky popředí, která vznikne u většiny algoritmů odečtením
aktuálního snímku od modelu pozadí a následným prahováním.2
2Obrázek převzat z http://docs.opencv.org/3.1.0/d1/dc5/tutorial_background_subtraction.html#gsc.tab=0
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3.1.1 Mediánový filtr
Model pozadí vzniká výpočtem mediánu pro každý bod z bufferu 𝑛 předcházejících
snímků. Hodnota bodu ve snímku je pak porovnaná s hodnotou odpovídajícího bodu modelu
pozadí. O příslušnosti do pozadí, nebo popředí rozhoduje nastavený práh. Předpoklad je,
že bod bude mít hodnotu pozadí déle, než polovina snímků v bufferu. Aktualizace modelu
pozadí probíhá přidáním hodnot bodu aktuálního snímku do bufferu. Buffer má omezenou
velikost a po jeho zaplnění se vyřazují nejstarší hodnoty. Složitost výpočtu mediánu pro
každý bod je 𝑂(𝐿𝑙𝑜𝑔𝐿). Pro práci v barevném prostoru je medián nahrazen objektem
nazývaným medoid [2].
3.1.2 Kalmanův filtr
Rekurzivní technika, založená na jasu obrazového bodu. Existuje také rozšířená verze,
která používá pro výpočet také její derivaci v čase.Ta udává rychlost změny jasu. Vnitřní
stav vylepšené verze je popsán intenzitou pozadí 𝐵𝑡 a její derivací v čase 𝐵′𝑡. Oba parametry
jsou rekurzivně aktualizovány:[︂
𝐵𝑡
𝐵′𝑡
]︂
= 𝐴 ·
[︂
𝐵𝑡−1
𝐵′𝑡−1
]︂
+ 𝐾𝑡 · (𝐼𝑡 −𝐻 · 𝑎 ·
[︂
𝐵𝑡−1
𝐵′𝑡−1
]︂
) (3.1)
Matice 𝐴 popisuje dynamiku pozadí a 𝐻 je matice měření jejichž určení lze nalézt v
[8]. Matice zesílení 𝐾𝑡 vybírá mezi rychlým (𝛼2) a pomalým (𝛼1) přizpůsobováním se na
základě příslušnosti hodnoty 𝐼𝑡−1:
𝐾𝑡 =
[︂
𝛼1
𝛼1
]︂
pokud 𝐼𝑡 patří do popředí, jinak 𝐾𝑡 =
[︂
𝛼2
𝛼2
]︂
(3.2)
3.1.3 Kumulativní průměr Gaussových rozdělení
Základní metoda pro adaptivní segmentaci obrazu. Dokáže se přizpůsobit drobným změ-
nám, ke kterým v obraze dochází tak, aby nedetekovala falešný pohyb. Každý bod v modelu
pozadí 𝑃 (𝑥, 𝑦) je popsán normálním rozdělením 𝑁(𝜇, 𝜎2). Aby se nemusela Gaussova funkce
počítat pořád od začátku pro každý nový snímek, je počítán kumulativní průměr:
𝜇𝑡 = 𝛼𝐼𝑡 + (1− 𝛼)𝜇𝑡−1, (3.3)
kde 𝐼𝑡 je aktuální hodnota bodu a 𝜇𝑡 představuje předchozí průměr. Výhodou je, že pro
každý bod jsou v paměti uchovány dva parametry (𝜇𝑡, 𝜎𝑡) místo bufferu s 𝑛 předchozími
hodnotami. V každém novém snímku 𝑡 se na základě hodnoty 𝐼𝑡 rozhoduje, zda bod patří
do popředí:
|𝐼𝑡 − 𝜇𝑡| > 𝑘𝜎𝑡, (3.4)
pokud podmínka není splněna, patří bod do pozadí. Model počítá s jednou jasovou hodnotou
pro šedotónový obraz, ale lze jej rozšířit i na barevné obrazy. Takovým krokem zvýšíme
výpočetní náročnost. Tu lze kompenzovat tím, že se výpočet pozadí aktualizuje pomaleji,
než je snímková frekvence videa. Pomalejší aktualizace má zase za důsledek nižší reakční
dobu systému na změny v pozadí.
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3.1.4 Směs Gaussových rozdělení
Metoda, která si dokáže poradit se změnami v pozadí, jako jsou stromy ve větru, nebo
déšť. Pro každý objekt v pozadí, popředí i stíny zavádí více Gaussových rozdělení. založená
na přizpůsobivém modelu pozadí. Tento model určuje hodnoty bodů pozadí pomocí směsi
Gaussova rozdělení. To ilustruje obrázek 3.3. Informace pro tuto kapitolu byly čerpány z
[14] a [15].
Obrázek 3.3: Každý obrazový bod je reprezentován směsí Gaussových funkcí.
Hodnota bodu v čase 𝑡 v některém z barevných modelů např. v RGB je zapsána jako
?⃗?(𝑡). Pro rozhodování, zda daný bod patří do pozadí (BG), či popředí (FG), se používá
Bayesovské rozhodování 𝑅, které je určeno
𝑅 =
𝑝(𝐵𝐺|?⃗?(𝑡))
𝑝(𝐹𝐺|?⃗?(𝑡)) =
𝑝(?⃗?(𝑡)|𝐵𝐺)𝑝(𝐵𝐺)
𝑝(?⃗?(𝑡)|𝐹𝐺)𝑝(𝐹𝐺) (3.5)
V případě, že nevíme nic o sledovaných objektech v popředí, nastavíme 𝑝(𝐹𝐺) = 𝑝(𝐵𝐺) a
předpokládáme rovnoměrné rozdělení výskytu 𝑝(?⃗?(𝑡)|𝐹𝐺) = 𝑐𝐹𝐺. O tom, zda patří bod do
pozadí rozhodneme na základě
𝑝(?⃗?(𝑡)|𝐵𝐺) > 𝑐𝑡ℎ𝑟(= 𝑅𝑐𝐹𝐺), (3.6)
kde 𝑐𝑡ℎ𝑟 je hodnota prahu. 𝑝(?⃗?(𝑡)|𝐵𝐺) reprezentuje model pozadí. Model pozadí je od-
vozen z tréninkové množiny 𝜒. Rozdělení s vysokou váhou a nízkým rozptylem patří prav-
děpodobně do pozadí, protože se v obraze vyskytují často a moc se nemění. Odhadovaný
model se zapíše jako 𝑝(?⃗?𝜒,𝐵𝐺).
Světelné podmínky se ve scéně mohou měnit postupně vlivem změny denního světla a po-
časí, nebo náhle např. při zapnutí pouličního osvětlení. Abychom těmto změnám přizpůsobili
model, můžeme aktualizovat tréninkovou množinu přidáním nových snímků a odstraněním
starých již neaktuálních. Vybereme časovou periodu 𝑇 a v čase 𝑡 bude 𝜒𝑇 =
{︀
𝑥𝑡, ..., 𝑥𝑡−𝑇
}︀
.
Pro každý nový snímek aktualizujeme tréninkovou množinu 𝜒𝑇 a uděláme nový odhad
𝑝(?⃗?𝜒,𝐵𝐺). Protože v nedávných snímcích mohly být i hodnoty, které patřily objektům v
popředí, provedeme pro tyto hodnoty odhad 𝑝(?⃗?(𝑡)|𝜒𝑇 , 𝐵𝐺 + 𝐹𝐺). Každý bod ve snímku
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je modelován směsí 𝑀 normálních rozdělení:
𝑝(?⃗?(𝑡)|𝜒𝑇 , 𝐵𝐺 + 𝐹𝐺) =
𝑀∑︁
𝑚=1
?ˆ?𝑚𝒩 (?⃗?; ˆ⃗𝜇𝑚, ?ˆ?2𝑚𝐼) (3.7)
kde ˆ⃗𝜇1, ..., ˆ⃗𝜇𝑀 jsou odhadované střední hodnoty a ?ˆ?1, ..., ?ˆ?𝑀 jsou odhady rozptylu popisující
gaussovské komponenty. Předpokládá se že kovarianční matice jsou diagonální a matice
identity 𝐼 má řádné rozměry. Váhy ?ˆ?𝑚 jsou nezáporné. Pro nový snímek ?⃗?𝑡 v čase 𝑡 jsou
rekurzivní rovnice pro aktualizaci následující:
?ˆ?𝑚 ← ?ˆ?𝑚 + 𝛼(𝑜(𝑡)𝑚 )− ?ˆ?𝑚) (3.8a)
ˆ⃗𝜇𝑚 ← ˆ⃗𝜇𝑚 + 𝑜(𝑡)𝑚 (𝛼/?ˆ?𝑚)?⃗?𝑚 (3.8b)
?ˆ?2𝑚 ← ?ˆ?2𝑚 + 𝑜(𝑡)𝑚 (𝛼/?ˆ?𝑚)(?⃗?𝑇𝑚?⃗?𝑚 − ?ˆ?2𝑚), (3.8c)
kde ?⃗?𝑚 = ?⃗?(𝑡) − ˆ⃗𝜇𝑚. Namísto intervalu 𝑇 je použita konstanta 𝛼 = 1/𝑇 omezující
vliv starých dat. Vzorek je blízko komponentě v případě, že Mahalanobisova vzdálenost od
komponenty je menší, než násobek směrodatné odchylky. Pro nový vzorek platí
𝑜(𝑡)𝑚 =
{︂
1 pro blízké komponenty s největším ?ˆ?𝑚
0 jinak (3.9)
Vzdálenost od m-té komponenty lze vypočítat jako
𝐷2𝑚(?⃗?
(𝑡)) = 𝛿𝑇𝑚𝛿𝑚/?ˆ?
2
𝑚. (3.10)
Pokud není nalezena žádná blízká komponenta, je vygenerovaná nová komponenta s
?ˆ?𝑀+1 = 𝛼, ˆ⃗𝜇𝑀+1 = ?⃗?
(𝑡) and ?ˆ?𝑀+1 = 𝜎0 (3.11)
kde 𝜎0 je vhodná inicializační směrodatná odchylka. Pokud počet komponent naroste
ke stanovené mezi, tak jsou odstraněny komponenty s nejmenší vahou ?ˆ?𝑚. Předchozí vzorec
3.7 lze aproximovat pomocí největšího shluku 𝐵:
𝑝(?⃗?(𝑡)|𝜒𝑇 , 𝐵𝐺) ∼
𝐵∑︁
𝑚=1
?ˆ?𝑚𝒩 (?⃗?; ˆ⃗𝜇𝑚, ?ˆ?2𝑚𝐼) (3.12)
Komponenty jsou seřazeny sestupně na základě vah ?ˆ?𝑚
𝐵 = 𝑎𝑟𝑔𝑚𝑖𝑛
𝑏
(
𝑏∑︁
𝑚=1
?ˆ?𝑚 > (1− 𝑐𝑓 )), (3.13)
kde 𝑐𝑓 udává maximální množství dat, která ještě mohou patřit objektům v popředí bez
toho, aby ovlivňovaly model pozadí. Příkladem může být nově příchozí objekt na scéně,
který zůstane na delší čas stát na místě. Takový objekt by se měl stabilně propagovat do
popředí a až po určitém čase se z něj stane pozadí. Počet snímků, kdy je objekt ještě v
popředí, je dán vztahem
𝑙𝑜𝑔(1− 𝑐𝑓 )/𝑙𝑜𝑔(1− 𝛼). (3.14)
Pro 𝑐𝑓 = 0.1 a 𝛼 = 0.001 je to 105 snímků.
Výběr počtu komponent a další podrobnosti algoritmu lze nalézt v podrobnějším článku[14].
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3.1.5 Jádrový odhad hustoty
Předchozí metoda popisuje statistický model pozadí pomocí směsí normálních rozdělení
a tento model se neustále aktualizuje pomocí rekurzivních rovnic, které aktualizují para-
metry modelu. Počet komponent, které body popisují, se může dynamicky měnit. Existují
ale i jiné způsoby odhadu hustoty. Skupina metod, které odhadují hustotu jako samotnou
funkci, se nazývají metody neparametrické. Jednou z takových neparametrických metod je
jádrový odhad, který využívá i následující metoda, která je podrobněji popsaná v [15].
Odhad hustoty začíná počítáním 𝑘 vzorků z datové sady, ležící uvnitř jádra. Za jádrovou
funkci se nejčastěji volí nějaká hustota, např. hustota normálního rozdělení. Problém s
jádrovým odhadem hustoty je správná volba velikosti jádra, ten se ale dá vyřešit jeho
proměnlivou velikostí. Známou metodou pro určení proměnlivé velikosti jádra je metoda
Balloon estimator, která určuje velikost jádra při každém výpočtu bodu ?⃗?. Nehledá se tedy
optimální velikost jádra 𝐷, ale jeho velikost se zvětšuje, dokud nepokrývá všechna data 𝑘.
Pro oblasti s malým počtem vzorků tak dostaneme větší jádra a pro oblasti s dostatečným
pokrytím vzorků se vytvoří jádra menší.
Metoda je ale v OpenCV pojmenována podle způsobu výběru hodnoty bodu, kde je
použita metoda k-nejbližších sousedů (KNN - K-nearest neigbours).
3.1.6 Úprava masky popředí
Po aplikaci některého z algoritmů odečítání pozadí získáme binární masku, která vy-
jadřuje rozdělení bodů v aktuálním snímku na body pozadí a body popředí. Body pozadí
jsou černé s hodnotou 0 a body popředí jsou bílé s hodnotou 255. U některých algoritmů
je možné získat ještě údaje o stínech, takové body mají pak většinou hodnotu 127 nebo
hodnotu, kterou si určí sám uživatel.
Body detekované jako popředí neodpovídají na 100% tomu, co bychom si přáli. Nežá-
doucí body z pozadí mohou být špatně identifikovány jako body popředí, protože překročí
nastavenou hodnotu prahování. Takové body mají spíše charakter šumu a netvoří velké
spojité oblasti.
Druhým nežádoucím jevem jsou naopak chybějící části v objektech, které jsou deteko-
vány jako pozadí, přesto že jsou součástí pohybujícího se objektu a měly by být v popředí.
Takto vzniklé chyby je vhodné opravit, aby nezpůsobovaly problémy v dalším zpracování
snímku. Přesně pro takové účely se hodí použití morfologických operací na binární masku
popředí.
Morfologické operace
Matematická morfologie byla vytvořena právě pro práci s binárními obrazy, ikdyž byla
později rozšířena i na práci s šedotónovým obrazem. Zabývá se teorií k analýze plošných a
prostorových struktur, je vhodná pro analýzu velikosti a tvaru objektů. Tento matematický
nástroj umožňuje předzpracování obrazu a jeho segmentaci.
Jak uvádí [13] morfologická transformace Ψ(𝐼), je daná relací mezi obrazem 𝐼 popsaným
bodovou množinou a strukturním elementem 𝐵. Obraz 𝐼 je pro binární matematickou mor-
fologii ve 2D množina bodů tvořená dvojicemi 𝐼 ∈ Z2 s oborem hodnot {0, 1}. Strukturální
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prvek 𝐵 je malá bodová množina, která slouží při morfologických operacích jako lokální
sonda.
Aplikace morfologické transformace Ψ(𝐼) na obraz 𝐼 znamená symetrické posouvání
strukturního elementu 𝐵 přes celý obraz. Základní operace matematické morfologie jsou
translace, sjednocení, průnik a doplněk. Typické strukturní elementy jsou znázorněny na
obrázku 3.4.
Obrázek 3.4: Příklad několik a používaných strukturních elementů.
Základní morfologickou operací je translace 𝐼ℎ obrazu, tvořeného bodovou množinou 𝐼,
o polohový vektor ℎ
𝐼ℎ =
{︀
𝑝 ∈ Z2 : 𝑝 = 𝑥 + ℎ pro některá 𝑥 ∈ 𝐼}︀ . (3.15)
Obrázek 3.5: Ukázka morfologické operace translace. Vlevo je originální obraz 𝐼, uprostřed
strukturní element a vpravo je výsledný obraz po translaci.
Další operací je binární dilatace. Ta se používá pro zaplnění malých děr a zálivů v
objektech. Dilatace je Minkowského součet , tj. sjednocení posunutých bodových množin
𝐼 ⊕𝐵 =
⋃︁
𝑏∈𝐵
𝐼𝑏 (3.16)
a lze ji popsat jako sčítání dvou bodových množin
𝐼 ⊕𝐵 = {︀𝑝 ∈ Z2 : 𝑝 = 𝑥 + 𝑏, 𝑥 ∈ 𝐼 ∧ 𝑏 ∈ 𝐵}︀ . (3.17)
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Obrázek 3.6: Ukázka morfologické operace dilatace. Vlevo je originální obraz 𝐼, uprostřed
strukturní element a vpravo je výsledný obraz po dilataci.
Binární eroze se používá k vymazání objektů, menších než je strukturální element 𝐵.
Dalším efektem je zmenšení objektů. Eroze je Minkowského rozdíl, tj. průnik všech posunů
obrazu 𝐼 vektory −𝑏 ∈ 𝐵
𝐼 ⊖𝐵 =
⋂︁
𝑏∈𝐵
𝐼−𝑏. (3.18)
Eroze je komplementární transformace k binární dilataci a lze ji popsat rovnicí
𝐼 ⊖𝐵 = {︀𝑝 ∈ Z2 : 𝑝 = 𝑥 + 𝑏 ∈ 𝐼 ∧ ∀𝑏 ∈ 𝐵}︀ . (3.19)
Dilatace a eroze jsou duální morfologické operace bez možnosti inverze provedených změn.
Obrázek 3.7: Ukázka morfologické operace eroze. Vlevo je originální obraz 𝐼, uprostřed
strukturní element a vpravo je výsledný obraz po erozi.
Morfologické binární operace dilatace a eroze lze dále kombinovat a vytvořit operaci
binárního otevření a uzavření. Binární otevření je eroze následovaná dilatací
𝐼 ∘𝐵 = (𝐼 ⊖𝐵)⊕𝐵. (3.20)
Operace otevření se používá pro oddělení objektů v těsné blízkosti.
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Binární uzavření je dilatace následovaná erozí
𝐼 ∘𝐵 = (𝐼 ⊕𝐵)⊖𝐵 (3.21)
a použití této operace je vhodné pro zaplnění menších děr a úzkých mezer. Následuje ukázka
aplikovaných morfologických operací nad binárním obrazem.
Obrázek 3.8: Morfologické operace aplikované na binární obraz: a) originální obraz; b)
dilatace; c) eroze; d) většina; e) otevření; f) uzavření. Strukturní element byl ve všech
případech čtverec o velikosti 5× 5. Převzato z [10].
3.2 Optický tok
Zcela odlišným přístupem k detekci pohybu v obraze je sledování jeho optické toku.
Tato metoda počítá odhad pohybu nezávisle pro každý bod obrazu zvlášť. Je to tedy více
obecný přístup, který zachycuje všechny změny obrazu v čase. Pro každý bod obrazu je
sestrojen dvourozměrný vektor, který udává směr a rychlost pohybu. Optický tok vyjadřuje
pohyb v obraze, ne samotný pohyb ve scéně.
Výpočet optického toku pro celý obraz je velmi výpočetně náročný, proto se používají
optimalizované algoritmy pro výpočet optického toku v zájmových oblastech. Idea je ta-
ková, že pohyb v obraze lze vyjádřit čtyřmi základními druhy pohybu a jejich vzájemnou
kombinací:
1. Translační pohyb v rovině kolmé na osu pohledu.
2. Translační pohyb do dálky.
3. Rotace kolem osy pohledu.
4. Rotace kolmá na osu pohledu.
Všechny čtyři základní druhy pohybu jsou schématicky na obrázku 3.9.
Výpočet optického toku vychází z popisu dynamického obrazu daný funkcí 𝑓(𝑥, 𝑦, 𝑡),
kde 𝑡 je čas a určuje tak pořadí v posloupnosti snímků. Při předpokladu, že se bod na
následujícím snímku posune z místa (𝑥, 𝑦) za čas 𝑑𝑡 o vzdálenost (𝑑𝑥, 𝑑𝑦) lze tuto změnu
vypočítat z jasové rovnosti rovnicí
𝐼(𝑥 + 𝑑𝑥.𝑦 + 𝑑𝑦, 𝑡 + 𝑑𝑡) = 𝐼(𝑥, 𝑦, 𝑡) (3.22)
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Obrázek 3.9: Schematické znázornění základních druhů pohybu. (a) Translační pohyb v ro-
vině kolmé na osu pohledu. (b) Translační pohyb do hloubky.(c) Rotace kolem osy pohledu.
(d) Rotace kolmá na osu pohledu.
Cílem výpočtu je určit vektor rychlosti
𝑐 =
(︂
𝑑𝑥
𝑑𝑡
,
𝑑𝑦
𝑑𝑡
)︂
= (𝑢𝑣) (3.23)
Příklad, jak může vypadat výpočet optického toku, je na obrázku 3.10. Šipky v obraze
reprezentují vektor, udávající směr a rychlost.
Obrázek 3.10: Detekce pohybu pomocí optického toku na třech po sobě jdoucích snímcích.
3.3 Shrnutí
Třetí kapitola se věnovala problému detekce pohybu v obraze. Stěžejní metodou bylo
odečítání pozadí, kde byly popsány různé přístupy k modelování pozadí a vytvoření masky
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popředí, která reprezentuje pohybující se objekty. Maska popředí vyžaduje další zpracování,
které bylo v této kapitole vysvětleno. Nakonec byla zmíněna alternativní metoda určení
optického toku v obraze, kterou je také možné použit pro detekci pohybu.
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Kapitola 4
Sledování vozidel
V minulých kapitolách se čtenář mohl seznámit, jak lze z video snímků získat pohybující
se objekty, určit jejich polohu a ověřit, že se jedná o objekt našeho zájmu. Cílem této kapitoly
je seznámit čtenáře s možností, jak nalezené objekty sledovat. Kapitola obsahuje dvě hlavní
části. První je predikce polohy objektu v následujícím snímku. Druhá část řeší, jak určit
korespondenci mezi objekty a problém přiřazení.
4.1 Predikce polohy pomocí Kalmanova filtru
Kalmanův filtr je velmi mocný nástroj a jeho použití je vhodné k modelování budoucích
stavů v diskrétních dynamických systémech, ve kterých jsme schopni získat kvalifikovaný
odhad o jeho budoucím stavu za pomocí minulého chování. Filtr byl původně vyvinut
k odstranění šumu v elektrických signálech, ale později se začal uplatňovat i v oblasti
počítačového vidění. Jeho použití tak můžeme najít v celé řadě aplikací jako je řízení,
počítačové vidění, navigace, nebo právě sledování objektů.
Pro konstrukci Kalmanova filtru potřebujeme tři základní komponenty.
∙ Stav popisuje všechny potřebné parametry k popisu aktuálního systému a k výpočtu
předpovědi nového stavu. Parametry popisující systém mohou být pozice objektu
𝑃 (𝑥, 𝑦), jeho rychlost a směr pohybu. Stav je tedy obecně vektor, který označíme
jako 𝑥 a může obsahovat různé množství parametrů.
∙ Model popisuje naši představu o chování systému. U běžného Kalmanova filtru je mo-
del vždy lineární funkcí jeho stavu.
∙ Měření reálných parametrů systému, např. poloha. Naměřenými daty upravíme stav
systému tak, aby odpovídal více realitě. Současně budeme moci provést přesnější před-
pověď budoucího stavu systému. Důležité je, že není nutné měřit všechny parametry,
které systém popisují. Zrychlení vozidla se dá odvodit například z jeho polohy v čase.
Protože model systému není ideální, je k jeho stavu přidán šum 𝑣𝑡, který má charakter
normálního rozložení. Stav systému v čase 𝑥𝑡, pak můžeme vyjádřit dle [4] pomocí rovnice
𝑥𝑡 = 𝐹𝑡𝑥𝑡−1 + 𝐵𝑡𝑢𝑡 + 𝑣𝑡, (4.1)
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kde 𝑢𝑡 je vektor obsahující parametry systému a 𝐵𝑡 je řídící matice aplikovaná na pa-
rametry systému ve vektoru 𝑢𝑡.
Měření může obsahovat více parametrů stavu a obecně jej tedy lze zapsat opět jako
vektor, který budeme značit 𝑧. Měření může obsahovat také nepřesnosti, proto má rovnice
měření následující tvar
𝑧𝑡 = 𝐻𝑡𝑥𝑡 + 𝑤𝑡, (4.2)
kde 𝑤 je vektor modelující šum pro každé měření a 𝐻 je matice mapující stavy systému na
měření.
Proměnné 𝑣𝑘 a 𝑤𝑘 reprezentují procesní šum a šum měření. Jejich hodnoty by měly být
na sobě nezávislé a mají vlastnosti normálního bílého šumu.
𝑝(𝑣) ∼ 𝑁(0, 𝑄𝑡) (4.3)
𝑝(𝑤) ∼ 𝑁(0, 𝑅𝑡) (4.4)
Odhad nového stavu systému je popsán rovnicemi
?ˆ?𝑡|𝑡−1 = 𝐹𝑡?ˆ?𝑡−1|𝑡−1 + 𝐵𝑡𝑢𝑡 (4.5)
𝑃𝑡|𝑡−1 = 𝐹𝑡𝑃𝑡−1|𝑡−1𝐹 𝑇𝑡 + 𝑄𝑡 (4.6)
kde 𝑄𝑡 je kovarianční matice šumu.
Předpověď nové polohy se skládá ze dvou kroků aktualizace a předpovědi. Diagram
výpočtu, kde jsou znázorněny jednotlivé kroky je na obrázku 4.1.
Obrázek 4.1: Rekurzivní schéma Kalmanova filtru. Schéma převzato z [12].
Po každém měření se provádí aktualizace filtru a provede se upravení koeficientů matice.
Následuje předpověď nového stavového vektoru i kovarianční matice. Při predikci se nám
může stát, že nebudou k dispozici naměřené hodnoty. Kalmanův filtr zvládne i tuto situaci a
provádí se extrapolace stavového vektoru s koeficienty Kalmanova filtru nastavenými na 0.
Protože nemáme novou vstupní hodnotu pro výpočet zlepšení 𝑧𝑘, bude aktualizace nového
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odhadu pro stavový vektor rovna extrapolovanému vektoru. Extrapolace stavového vektoru
a kovarianční matice se bude provádět, dokud nebude získáno nové měření. Při každém
dalším odhadu se bude snižovat kvalita získaných hodnot a zvýší se neurčitost předpovědi,
což odráží zvyšující se hodnoty prvků kovarianční matice.
Existuje i rozšířená verze Kalmanova filtru pro systémy, které nelze popsat pomocí
lineárních rovnic. Popis tohoto filtru není součástí této práce, ale čtenář jej může nalézt
např. v [12].
4.2 Problém přiřazení objektu
Poměrně jednoduchá by byla situace, kdybychom měli zaručeno, že se ve scéně bude
pohybovat jen jeden objekt. V každém snímku bychom jej nalezli na základě jeho pohybu
vůči pozadí, a sled jeho pozic v čase by nám určil jeho trajektorií. Při sledování více ob-
jektů vzniká problém přiřazení jednotlivých objektů k jim náležícím trajektoriím. Sledování
objektu vyžaduje určení trajektorie, po které se objekt pohybuje. Trajektorie je posloup-
nost poloh objektu v čase. Příklad jednoduchých trajektorií pohybujících se objektů je na
obrázku 4.2.
Obrázek 4.2: Základní schéma algoritmu odečítání pozadí.
Pohyb objektů není vždy tak přímočarý, jako na obrázku 4.2 a může docházet ke křížení
trajektorie více objektů, jako je na obrázku 4.3.
Obrázek 4.3: Základní schéma algoritmu odečítání pozadí.
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Nejčastější problémy související s korespondencí objektů jsou:
∙ Vzájemné překrývání objektů.
∙ Částečné nebo úplné mizení objektů (překážka mezi kamerou a objektem).
∙ Objevení nového nebo zmizelého objektu.
∙ Chyby při detekci objektů z videa.
Problém přiřazení je základním typem distribučních úloh. Distribuční úlohy se zabý-
vají problematikou optimálního přiřazení např. pracovníků k práci, práci ke strojům, nebo
v našem případě detekovaných objektů k trajektoriím. Za optimální přiřazení je obecně
považováno přiřazení takové, která nám poskytne minimální cenu, nebo maximální profit.
Cenou může být například vzdálenost dvou objektů.
Pomocí Kalmanova filtru získáme odhad pozice objektu v následujícím snímku, a pokud
je odhad správný, měl by se objekt na dalším snímku objevit v blízkosti této pozice. Z
aktuálního snímku známe také pozice všech pohybujících se objektů. Zbývá tedy určit,
který objekt patří ke které trajektorií, případně které objekty jsou na scéně nové, ztracené,
nebo již scénu opustily.
Předpokládejme, že máme 𝑛 trajektorií, ke kterým chceme přiřadit 𝑛 nalezených ob-
jektů. Každé trajektorií může být přiřazen jen jeden objekt. Cena přiřazení je dána eu-
klidovskou vzdáleností mezi nalezeným objektem v aktuálním snímku a mezi odhadem
Kalmanova filtru pro tento snímek. Optimálním přiřazením pro nás je přiřazení takové,
které bude nejmenší možnou cenu přiřazení. Pro takový systém lze sestavit cenovou ma-
tici s rozměry 𝑛× 𝑛, kde 𝑐𝑖,𝑗 je cena jednotlivých přiřazení i-té trajektorie j-tému objektu.
Cenová matice 𝐶 má tvar
𝐶 =
⎡⎢⎢⎢⎣
𝑐1,1 𝑐1,2 · · · 𝑐1,𝑛
𝑐2,1 𝑐2,2 · · · 𝑐2,𝑛
...
...
...
𝑐𝑛,1 𝑐𝑛,2 · · · 𝑐𝑛,𝑛
⎤⎥⎥⎥⎦ . (4.7)
4.2.1 Maďarská metoda
Maďarský algoritmus [6] slouží k určení optimálního přiřazení v dané cenové matici.
Mějme cenovou matici 𝐶, matici 𝐶1 znázorňující jedno z možných přiřazení a matici 𝐶𝑜𝑝𝑡,
ve které je vyznačeno optimální přiřazení.
𝐶 =
⎡⎣150 300 250300 500 250
100 300 150
⎤⎦ ; 𝐶1 =
⎡⎣150 300 250300 500 250
100 300 150
⎤⎦ ; 𝐶𝑜𝑝𝑡 =
⎡⎣150 300 250300 500 250
100 300 150
⎤⎦
Výsledná cena optimálního přiřazení je součet všech cen jednotlivých elementů matice
400 + 500 + 200 = 1100. Celkový počet možných přiřazení je v tomto případě 𝑛! = 3! = 6.
Pro matici 10× 10 je počet možných kombinací 10! = 3 628 800. Procházení všech možných
přiřazení pro větší počet objektů by bylo tedy již dost náročné.
Věta 1. Pokud odečteme, nebo přičteme číslo od všech prvků cenové matice v řádku nebo
sloupci, pak je optimální přiřazení upravené cenové matice také optimálním přiřazením pů-
vodní cenové matice.
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Následující algoritmus nalezne optimální přiřazení aplikací věty 1 na matici o velikosti
𝑛× 𝑛.
Algorithm 1 Maďarská metoda.
1: Od každého elementu na řádku matice odečti hodnotu nejmenšího elementu, který
se na řádku vyskytuje.
2: Od každého elementu ve sloupci matice odečti nejmenší hodnotu elementu, který
se ve sloupci vyskytuje.
3: Určíme minimální počet přímek potřebných pro pokrytí všech nulových hodnot v upra-
vené matici.
4: Provedeme test možnosti optimálního přiřazení.
(a) Počet přímek je roven počtu řádků matice. Je možné provést optimální přiřazení,
algoritmus končí.
(b) Počet přímek je menší než počet řádků matice. Pokračuj krokem 5.
5: Urči nejmenší hodnotu elementu matice, který není pokrytý úsečkou. Odečti jeho hod-
notu od všech nepokrytých řádků a potom ji přičti ke každému pokrytému sloupci. Poté
se vrať ke kroku 3.
Na předchozí cenovou matici 𝐶 aplikujeme algoritmus 1:
1. krok. Odečteme 250 od 1. řádku, 400 od 2. a 200 od 3.⎡⎣150 300 250300 500 250
100 300 150
⎤⎦ ∼
⎡⎣ 0 150 10050 250 00
0 200 50
⎤⎦
2. krok. Odečteme 0 of 1. sloupce, 150 od 2. sloupce a 0 od 3. sloupce.⎡⎣ 0 150 10050 250 0
0 200 50
⎤⎦ ∼
⎡⎣ 0 0 10050 100 0
0 50 50
⎤⎦
3. krok. Pokryjeme všechny 0 vyskytující se v matici minimem horizontálních a verti-
kálních přímek. ⎡⎢⎣ 0 0 10050 100 0
0 50 50
⎤⎥⎦
4. krok. Jelikož je minimální počet přímek roven počtu řádků matice, můžeme provést
optimální přiřazení, které bude mít cenu 0 tak, že vybereme prvky matice s hodnotou 0. Při
výběru prvků je v každém řádku a sloupci vybrán vždy jen jeden. Stejné přiřazení je potom
aplikovatelné i na původní cenovou matici 𝐶.⎡⎣ 0 0 10050 100 0
0 50 50
⎤⎦ ⎡⎣150 300 250300 500 250
100 300 150
⎤⎦
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4.3 Shrnutí
Poslední úkol, zmíněný v první kapitole, bylo sledování vozidel. Seznámili jsme se s
vybraným způsobem jak sledovat objekty pomocí predikce polohy. Pro predikci polohy byl
použit Kalmanův filtr. Způsob, jak řešit problém přiřazení, byl vyřešen pomocí maďarského
algoritmu, který byl v této kapitole popsán i s názorným příkladem.
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Kapitola 5
Implementace
5.1 Vývojové prostředí
Vývojové prostředí má následující složení:
∙ Operační systém – Ubuntu 16.04 LTS. Tato verze Ubuntu obsahuje balíček ffmpeg.
Ten se hodí pro práci s videem. Při překladu OpenCV je pak možné použít volbu
WITH_FFMPEG. Upozornění je zde z toho důvodu, že v Ubuntu 14.04 byl balíček na-
hrazen za libav a ffmpeg bylo nutné doinstalovat samostatně. Od verze 15.04 byl
balíček ffmpeg opět přidán do oficiálního repozitáře Ubuntu.
∙ Programovací jazyk – C++.
∙ Knihovna pro práci s obrazem – OpenCV ve verzi 3.1.0.
∙ Knihovna pro GUI – Qt ve verzi 5.6.
5.1.1 Programovací jazyk C++
Jako programovací jazyk byl vybrán jazyk C++11 a to zejména pro své vlastnosti a
možnosti objektově orientovaného přístupu. Jeho velkou výhodou je kompatibilita s knihov-
nami OpenCV a Qt , které jsou obě psané v jazyce C++ a proto je jeho použití ideální
volbou.
5.1.2 Knihovna OpenCV
OpenCV celým názvem Open Source Computer Vision Library je otevřená knihovna
určená pro počítačové vidění. Knihovna je napsaná v jazyce C a C++ a má silně optima-
lizované algoritmy pro aplikace pracující v reálném čase. Současně podporuje více jádrové
procesory. Zahrnuje celou řadu již implementovaných algoritmů a poskytuje struktury a
mechanismy pro efektivní a jednoduchý návrh aplikací počítačového vidění. Obsahuje algo-
ritmy pro detekci, rozpoznávání, identifikaci, sledování objektů a pro další aplikace. Vývoj
knihovny je dynamický a nově navržené algoritmy se do knihovny dostávají velmi rychle.
5.1.3 Knihovna Qt
Multiplatformní framework pro vývoj aplikací v jazyce C++1s výbornou podporou pro
tvorbu grafického uživatelského rozhraní (GUI). Nabízí i spoustu dalších pomocných tříd
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mimo oblast GUI. Pro Qt je dostupná licence jak komerční, tak LGPL použití. U LGPL
licence je nutno pro uzavřené aplikace linkovat knihovny dynamicky a nesmí se upravovat
kód samotného frameworku. Qt rozšířuje jazyk C++ o Meta Object Compiler čímž získává
nové funkce. Nejvýznamnější je systém signálů a slotů, který lze použít pro komunikaci mezi
objekty místo techniky callback. Signál je vyslán v případě, že nastane předem definovaná
událost. Každý widget má mnoho různých předdefinovaných signálů, ale je možné přidat i
vlastní. Slot, nebo také zdířka je funkce, která je zavolána jako odpověď na konkrétní signál.
Dokumentace tohoto frameworku odpovídá jeho obsáhlosti, organizace je však velmi dobrá
a často jsou v ní zakomponovány i názorné příklady. Jako ukázka GUI vytvořeného pomocí
knihovny Qt je přiložen obrázek (5.1). Knihovna OpenCV má možnost zobrazení obrázků,
videa i základních prvků pro ovládání GUI. Qt knihovna ale poskytuje více možností a
proto byla zvolena zejména s ohledem na další možnosti rozšíření jejich funkcí.
Obrázek 5.1: Příklad GUI vytvořeného v Qt2
5.2 Návrh aplikace
Návrh aplikace byl proveden kombinací přístupu zdola-nahoru a shora-dolů. Nejdříve
bylo provedeno rychlé prototypování a úloha byla dekomponována na potřebné dílčí úkoly.
Následně byl použit přístup návrhu jednotlivých tříd a způsobu jejich komunikace. Pro
aplikaci jsem vybral název trafficMonitor.
1Podporuje celou řadu dalších programovacích jazyků jako je Python, Java, Ruby a další.
2Převzato z www.qt.io
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5.2.1 Vývojový diagram
Při návrhu aplikace vznikl vývojový diagram pro hlavní smyčku programu. Ten je na
obrázku 5.2. Program se tak skládá ze dvou hlavních podprocesů.
Start
Načti nový snímek
Najdi pozice vozidel 
v aktuálním snímku
Vykresli cesty, 
aktuální pozici 
objektu a kontury
Proveď 
aktualizaci 
sledování 
objektů
Konec
Ne
Skončilo 
video?
Ano
Nalezni kontury
Proveď odečítání 
pozadí
Vypočítej středy 
objektů
Start
Konec
Předzpracování 
snímku
Obrázek 5.2: Vlevo vývojový diagram těla hlavního programu. Vpravo vývojový diagram
podprocesu nalezení pozice vozidel v aktuálním snímku.
Prvním podprocesem je nalezení pozice vozidla v aktuálním snímku. To je dosaženo
vytvořením masky popředí pomocí odečítání pozadí. Ve vytvořené masce popředí jsou pak
nalezeny kontury objektů nad nimiž se vytvoří ohraničující obdélník. Střed obdélníku je
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pak považován za střed objektu.
Druhým podprocesem (obrázek 5.3) je aktualizace sledování objektů. Tento proces pra-
cuje s pozicemi vozidel získaných z předchozího kroku. V každém cyklu vytvoří cenovou
matici pro všechny existující cesty a všechny nalezené vozidla v aktuálním snímku. Ce-
nová matice je pak použita pro vyřešení optimálního přiřazení objektů k cestám. Cesty,
ke kterým nebyl přiřazen žádný objekt jsou prozkoumány. Pokud je cesta již delší dobu
bez přiřazeného objektu, dojde k odstranění takové cesty. Pokud je tato doba ještě v tole-
ranci nastavené prahem, je jen zvýšeno počítadlo, které udává kolik snímku je již cesta bez
objektu.
Existují už nějaké 
cesty?
Start
Ne
Vytvoř pro každý objekt 
v aktuálním snímku 
cestu
Ano
Vytvoř cenovou matici 
pro cesty a objekty
Najdi optimální 
přiřazení
Aktualizuj stav 
nepřiřazených cest
Odstraň staré cesty
Pro nové objekty 
vytvoř nové cesty
Proveď aktualizaci 
Kalmanova filtru každé 
cesty a vypočítej nové 
predikce
Konec
Obrázek 5.3: Vývojový diagram podprocesu aktualizce sledování objektů.
Po odstranění starých cest jsou vytvořeny cesty pro nově nalezené objekty. Když máme
ošetřeny všechny cesty a všechny objekty, dojde k aktualizaci Kalmanových filtrů. Každá
cesta má svůj filtr pro predikci nové polohy objektu v následujícím snímku.
40
5.2.2 Diagram tříd
Pro funkční část aplikace byl proveden návrh tříd, jejichž diagram je na obrázku 5.4.
Obrázek 5.4: Diagram funkčních tříd aplikace trafficMonitor.
Třída detektor slouží k detekci pohybujících se objektů. Detekce pohybu je založena
na principu odečítání pozadí. K dispozici jsou dvě metody mezi kterými si může uživatel
vybrat:
1. KNN – metoda založená na jádrovém odhadu hustoty a výběru prvku pomocí K-
nejbližších sousedů.
2. MOG2 – metoda založená na směsi Gaussianů, popsaná v kapitole 3.
Obě metody jsou implementovány v knihovně OpenCV a třídy KNN a MOG2 se starají o
jejich správné nastavení a práci s nimi. Součástí obou tříd je úprava masky popředí pomocí
morfologických operací, protože každá metoda vytváří jinou masku a vyžaduje jiné úpravy.
Třída detektor obsahuje také metodu pro získaní kontur z masky popředí getContours()
a metodu getCenters(), která vypočítá středy ohraničujících obdélníků kontur.
Třída tracker vytváří, maže a aktualizuje všechny cesty. Cesty jsou objekty ze třídy
track. Pomocí metody createCostMatrix počítá cenovou matici, kterou následně řeší
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objekt ze třídy hungarian popsanou maďarskou metodou. Posledním krokem je aktualizace
kalmanova filtru pro každou cestu a výpočet nové predikce. K tomuto účelu je použita třída
kalman.
5.3 Detekce pohybu
Základem celé práce je správná detekce pohybujících se vozidel. Pokud objekt není na-
lezen je sice schopen Kalmanův filtr predikovat polohu objektu, ale jen po určitý počet
snímků. V případě, že se ještě změní směr pohybu objektu, jehož cesta je aktuálně odha-
dována. Dojde celkem rychle ke ztracení spojení mezi cestou a objektem. Taková cesta je
potom nejčastěji odstraněna. Správná detekce objektů je tak základ celé aplikace.
5.3.1 Odečítání pozadí
Pro demonstraci různých operací v této kapitole bude použit výchozí referenční snímek
5.5. Jedná se o originální nijak neupravený obrázek, pořízený v rámci diplomové práce, pro
účely testování.
Obrázek 5.5: Referenční snímek z testovacího video záznamu.
Po spuštění aplikace a načtení videa se model pozadí musí nejdřív natrénovat. Pokud
by se detekce objektů spustila hned od začátku videa, došlo by k velkému množství špatně
detekovaných objektů způsobených nedostatečným natrénováním modelu pozadí. Pro učení
modelu byla experimentálně určena výchozí hodnota 50 snímků, která se ve většině situací
zdála být dostatečná. Tato hodnota lze v aplikaci nastavit. Delší čas na učení modelu je
vyžadován při náhlých změnách osvětlení. To nastává například při blikání slunce, která
zachází za mraky. Model pozadí pak potřebuje větší počet snímků, aby se rozšířily meze
intenzit, které jsou ještě považované za součást pozadí. Nedostatečné natrénování modelu
se projevuje při náhlé změně osvětlení vysokým šumem na osvětlených plochách. Při velké
změně intenzity osvětlení může dojít až k zalití velkých ploch a detekci velkých objektů.
Příklad nedostatečně natrénovaného modelu je na obrázku 5.6.
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Obrázek 5.6: Nedostatečně natrénovaný model pozadí, důsledkem čehož je špatná detekce
bodů popředí při náhlé změně osvětlení
Stejná situace, ale s dostatečně natrénovaným modelem je na obrázků 5.7. V masce
popředí jsou sice ještě nepatrné chyby, ale situace je podstatně lepší. Pro odstranění ne-
žádoucích artefaktů v masce popředí byly použity dvě binární morfologické operace. První
operace je otevření, které má za úkol odstranit menší nespojité objekty. Jedná se o erozi
následovanou dilatací viz. kapitola 3.1.6.
Obrázek 5.7: Dostatečně natrénovaný model pozadí při náhlé změně osvětlení.
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Na obrázku 5.8 je výsledná maska po operaci otevření. Navazuje obrázek 5.9, který na
masku po operaci uzavření aplikuje operaci otevření. V obou případech jsou použity výchozí
hodnoty strukturního prvku, které lze zase v aplikaci dle potřeby změnit. Následuje ukázka
kódu vytvoření strukturních prvků a jejich aplikace na masku popředí.
Mat elementClose(5,5,CV_8U, Scalar(1));
Mat elementOpen(2,2,CV_8U, Scalar(1));
morphologyEx(foregroundMask, tempMask, MORPH_OPEN, elementOpen);
morphologyEx(tempMask, foregroundMask, MORPH_CLOSE, elementClose);
Obrázek 5.8: Ukázka aplikace morfologické operace otevření na masku popředí.
Obrázek 5.9: Ukázka aplikace morfologické operace uzavření na masku popředí.
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Výsledná maska popředí po aplikaci morfologických operací je daleko přívětivější pro
další zpracování. Podařilo se odfiltrovat některé menší objekty a operace uzavření pěkně
vyplnila díry a zacelila převážnou část objektů. Operace otevření spolehlivě odstraňuje body,
které mají charakter šumu. Jistě není zcela možné odstranit všechny nežádoucí objekty jen
pomocí morfologických operací, příliš velké strukturní elementy mají totiž pak negativní
vliv i na objekty našeho zájmu.
5.3.2 Kontury a výpočet polohy vozidla
Po úpravě binární masky popředí lze aplikovat funkci findContours() implementova-
nou knihovnou OpenCV. Funkce vrací vektor, který obsahuje vektory bodů pro každou
nalezenou konturu. Díky metodě size() lze určit velikost kontury. Toho lze využít k od-
stranění příliš malých objektů, které nechceme sledovat a nepodařilo se je odfiltrovat při
úpravě masky popředí.
Pro určení středu objektu je více možných přístupů. Knihovna OpenCV nabízí funkci
pro výpočet momentu kontury, pomocí nichž lze určit přesný střed kontury a tak získat
střed objektu. Tento výpočet je ale zbytečný, protože tvar naší kontury ve většině případů
neodpovídá přesnému tvaru vozidla. Proto byl pro výpočet středu zvolena metoda určení
ohraničujícího obdélníku kontury, jehož střed je použit jako pozice vozidla v obraze. Pro
ilustraci je uveden příklad výpočtu středu vozidla z jeho kontury.
for(uint i=0; i<contours.size(); i=hierarchy[i][0])
{
rec = boundingRect(contours[i]);
rectangles.push_back(rec);
centers.push_back( (rec.br() + rec.tl() ) * 0.5);
}
Obrázek 5.10: Nalezené kontury vozidel a jejich ohraničující obdélníky.
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Krok v cyklu využívá nepovinného parametru funkce findContours(), kterým lze získat
hierarchií kontur. Lze pak pracovat jen s venkovními konturami. Někdy se totiž může stát,
že se uvnitř vozidla objeví na chvíli několik menších kontur. To je způsobeno často v místech,
kde jsou velká okna nebo vysoce lesklý povrh vozidla.
Pro přesnější určení skutečné polohy vozidla, lze využít možnosti detekce stínů. Při této
technice jsou z modelu pozadí, kromě masky popředí extrahovány ještě stíny pohybujících
se objektů. Ty mají potom v binární masce popředí jas s hodnotou 127. Stíny lze pak
pomocí prahování jednoduše odstranit. Výpočet masky popředí je trochu náročnější, takže
je potřeba zvážit co je pro uživatele výhodnější. Ve výchozím nastavení je v aplikaci tato
možnost vypnuta, ale uživatel si ji může zapnout.
5.4 Sledování vozidel
Teď, když máme k dispozici polohu všech nalezených vozidel pro každý snímek, začneme
s jejich sledováním. To má na starosti třída tracker, která prochází a kontroluje stav všech
existujících cest a detekovaných objektů. Na začátku neexistují žádné cesty a jakmile je
detekováno první vozidlo, vytvoří se pro něj cesta, která obsahuje
∙ své unikátní označení.
∙ Seznam bodů na kterých se vozidlo vyskytovalo.
∙ Kalmanův filtr pro predikci nové polohy.
∙ Počítadlo snímků kdy byla poloha vozidla jen predikovaná pomocí Kalmanova filtru.
∙ Souřadnice následující predikce.
Pro každou existující cestu, je v každém cyklu vytvořena cenová matice voláním metody
createCostMatrix(). Ta určuje vzdálenost mezi predikcí pro aktuální snímek a všemi
detekovanými vozidly v aktuálním snímku. Následuje ukázka reálné cenové matice pro nově
detekované 4. vozidlo. V systému existují zatím jen 3 cesty protože 4. vozidlo se nyní objevilo
poprvé.
𝑣𝑜𝑧𝑖𝑑𝑙𝑜0 𝑣𝑜𝑧𝑖𝑑𝑙𝑜1 𝑣𝑜𝑧𝑖𝑑𝑙𝑜2 𝑣𝑜𝑧𝑖𝑑𝑙𝑜3(︃ )︃𝑐𝑒𝑠𝑡𝑎0 : 16.2837 493.063 673.594 371.383
𝑐𝑒𝑠𝑡𝑎1 : 689.282 181.307 0.498496 331.477
𝑐𝑒𝑠𝑡𝑎2 : 515.608 6.76799 174.945 183.883
Nad cenovou maticí je spuštěn Maďarský algoritmus, který nalezne optimální přiřazení
vozidel k cestám. Výsledek přiřazení je vrácen v poli assignment. Index pole je číslo cesty
a hodnota v poli odpovídá id vozidla, které bylo k cestě přiřazeno. Výsledné přiřazení
předchozí cenové matice je tedy [0, 2, 1]. Cesty dostanou přiřazeny následující id objektů.
cesta 0 : vozidlo s 𝑖𝑑 = 0
cesta 1 : vozidlo s 𝑖𝑑 = 2
cesta 2 : vozidlo s 𝑖𝑑 = 1
Vozidlo s id = 3 nebylo přiřazeno žádné cestě, protože 4. cesta zatím ještě neexistuje.
V opačném případě, kdy je detekováno méně vozidel než existuje vytvořených cest, je cestě
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pro kterou nebylo v aktuálním snímku nalezeno vozidlo, přiřazena hodnota -1.
Výsledná přiřazení jsou pak ještě zkoumána metodou removeBadAssignment(), aby se zjis-
tilo, jestli neporušují nastavený práh pro maximální přípustnou vzdálenost. Pokud se zjistí
že ano, je přiřazení odstraněno. Následuje odstranění cest pro které dlouho nebylo deteko-
váno žádné přiřazení.
Dalším krokem je vytvoření nových cest pro nově detekované objekty. Objekty bez přiřa-
zené cesty lze určit jako rozdíl dvou množin, a to množiny všech detekovaných objektů a
množiny objektů přiřazených cestám ve vektoru assignment.
Posledním krokem je predikce a aktualizace kalmanova filtru, tak jak bylo popsáno v kapi-
tole 4. Tuto funkci implementuje metoda updateKalmanFilters().
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Kapitola 6
Experimenty a testování
Pro účely testování aplikace byla vytvořena sada videí. Video bylo natáčeno na foto-
aparát Canon D100 s rozlišením 1280× 720 a snímkovací frekvencí 25fps1. Z každé video
sekvence vznikla další sada videí v řadě rozlišení a fps
∙ 1280× 720
∙ 960× 540
∙ 880× 480
∙ 640× 320
∙ 25 fps
∙ 20 fps
∙ 15 fps
∙ 10 fps
V aplikaci byly přehrány všechny video sekvence a zaznamenány výpisy, které obsa-
hovaly časy zpracování jednotlivých úloh, cenové matice, výsledná přiřazení, seznamy cest
a objektů. Tento výpis byl následně analyzován. Při analýze byla pozornost soustředěna
především na detektor pohybujících se objektů a na výsledky sledování jejich trajektorií.
Součástí analýzy byla také optická kontrola. Kontrola detektoru byla založena na zobrazení
masky popředí. Pro ověření sledování bylo použito klasické zobrazení aplikace a sledování
správnosti označených cest ve videu.
6.1 Vliv změny osvětlení na model pozadí
S postupnou změnou osvětlení během dne neměla problém ani jedna z implementovaných
metod. Obecně se jako spolehlivější metoda ukázala metoda implementovaná třídou KNN.
Vykazovala lepší odolnost vůči náhlým změnám, když slunce zacházelo a vycházelo zpoza
mraků. Při větrném počasí dokázala lépe odfiltrovat pohybující se větve stromů. Déšť nemá
na detekci objektů výrazný vliv ani u jedné z metod. Naopak problémem pro obě metody
je noční osvětlení. To demonstruje obrázek 6.1, kde je střed detekovaného objektu ovlivněn
světly, kterými vozidlo svítí daleko před sebe. Vzniká pak jeden velký objekt se kterým si
aplikace nedokáže poradit. Podobně nepříjemná jsou výstražná světla záchranných služeb,
která osvětlují i okolní objekty a pozadí. Stejnou situaci demonstruje i obrázek 6.2, na
kterém je zobrazena maska popředí pro danou situaci.
1Fps – frames per second = snímková frekvence.
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Obrázek 6.1: Ukázka detekce při nočním osvětlení ulice.
Obrázek 6.2: Maska popředí pro noční scénu, kdy je detekce ovlivněna světly automobilů.
6.2 Směr přijíždějících vozidel
V aplikaci byly otestovány 3 způsoby, jakým vozidla ke kameře přijížděla
∙ ve směru kolmém ke kameře,
∙ ve směru přímo ke kameře a
∙ vozidla projíždějící zatáčkou s větším poloměrem.
Velkou výhodou je možnost umístění kamery dostatečně vysoko nad vozovkou, tak aby měla
vozidla zcela pod sebou. Tímto způsobem se minimalizuje překrývání vozidel a aplikace
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bude dosahovat lepších výsledků. Sloučení kontur a souběžná jízda jsou největší slabinou
aplikace. Na obrázku 6.3 je ukázka jízdy vozidel v kolmém směru ke kameře a vykreslení
jejich trajektorie. Obrázek 6.4 demonstruje problém sloučených kontur. Vozidla se zelenou
Obrázek 6.3: Detekce a sledování vozidel přijíždějících kolmo ke kameře.
trajektorií jela společně a částečně se překrývala. Aplikace zjistí, že se jedná o dvě vozidla
až v momentě, kdy se jejich kontury rozpojí. To se stalo v křižovatce, kde začne sledování i
druhého vozidla. Pokud by jela společně po celou dobu, bude detekováno jen jedno vozidlo
a jen jedna dráha.
Obrázek 6.4: Ukázka detekce vozidel v křižovatce umístěné v zatáčce. Postupné rozdělení
cesty pro dvě vozidla.
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6.3 Parametry videa
Při rozlišení 840x480 je průměrná doba zpracování snímku na počítači s procesorem Intel
Core-i7 2,7GHz necelých 38ms, při použití metody KNN, která dává lepší výsledky, ale zato
je výpočetně náročnější. Z celkového času zpracování snímku zabere detekce metodou KNN
téměř 21ms, což je 55% celkového času. Metoda MOG2 zvládne stejnou úlohu za 15ms a je
tedy o 29% rychlejší.
6.3.1 Rozlišení videa
Rozlišení videa má klíčovou roly na rychlost zpracování jednoho snímku. Video s vyšším
rozlišením sice obsahuje více detailů a je tak rozpoznávání přesnější. Nárůst výpočetní
složitosti je ale výrazný. Pro video v rozlišení 1280x720 je vypočet jednoho snímku už
za hranicí 100ms. Dosažené zlepšení detekce se ale zvýšilo jen o 4%. Příliš malé rozlišení
komplikuje situaci, kdy jsou vozidla blízko sebe a dochází k neustálému překrývání. Je tedy
vhodné volit kompromis a postupovat od nižšího rozlišení k vyššímu pokud je míra detekce
pod přijatelnou úroveň.
6.3.2 Snímkovací frekvence
Většina dnešních kamer umožňuje natáčet video, které dosahuje 25 snímku za sekundu.
Počet snímku za sekundu je výhodné snížit, aby jsme měli více času na zpracování obrazu,
protože jsou prováděny velmi výpočetně náročné algoritmy. V případě, kdy použijeme video
s 25fps, máme na zpracování jednoho snímku 40ms. Při této snímací frekvenci se dostaneme
s danou testovací sestavou na maximální rozlišení 840x480. Pokud by jsme chtěli v reálném
čase zpracovávat video s vyšším rozlišením musíme snížit jeho fps. Míra funkčnosti apli-
kace závisí především na vzdálenosti kamery od vozovky. V případě, kdy je kamera blízko
vozovky a vozidla projíždějí záběrem rychle, je nutné mít dostatečné fps. Jinak je vozi-
dlo detekováno jen na několika málo snímcích a při hustším provozu může dojít k záměně
vozidel.
6.4 Návrhy na zlepšení
Aplikace implementuje základní logiku a pokračovat na dalším vývoji lze ve všech ob-
lastech. U detektoru by se dala vylepšit reakce na prudké změny osvětlení. V případě glo-
bálního zvýšení jasu, by se mohlo sledování přerušit a začít až když bude model dostatečně
přetrénován. Detekce tohoto problému by byla možná na základě náhlého zvýšení velkého
počtu bodů v masce popředí. Nedocházelo by tak k falešně detekovaným objektům. Velký
prostor pro zlepšení je v oblasti sledování vozidel. Dlouho stojící vozidla se po jisté době
stanou součástí pozadí. Aplikace by si mohla zapamatovat polohu kde vozidlo zmizelo a v
případě opětovného pohybu by navázalo na uloženou cestu a nevytvářel by se nový objekt.
Dalším návrhem na zlepšení je sofistikovanější algoritmus řešící slučování objektů a jejich
následné rozdělení.
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Závěr
Cílem této práce bylo seznámit se s problematikou počítačového vidění se zaměřením na
detekci a sledováni vozidel. Počítačové vidění je velmi široký obor, ve kterém se potkává více
vědeckých disciplín. Pro řádné pochopení celé problematiky bylo prvním úkolem nastudovat
potřebnou literaturu a pochopit základní principy počítačového vidění. V rámci studia
byla zahrnuta i stručná analýza dopravní situace ve světě a České republice a způsoby
monitorování dopravy. Získané poznatky byly představeny čtenáři v první kapitole, jejíž
závěr byl věnován počítačovému vidění a dekompozici úlohy detekce a sledování vozidel.
Druhá kapitola byla věnována předzpracování obrazu. Tím se snažíme odstranit chyby
v digitálním obraze, které vznikly buď při jeho pořizování nebo následným zpracováním.
Byly popsány nejčastější operace vhodné pro předzpracování obrazu. Mezi něž patří od-
stranění šumu, jasová korekce a především převzorkování, které bylo využito při vytváření
testovacích videí. Odstranění šumu a jasová korekce ve výsledné aplikaci nakonec nejsou
použity, protože tyto operace nepřinesli výrazné zlepšení. To je dáno tím, že při práci s mo-
delem pozadí se pracuje s binární maskou a použijí se morfologické operace, které účinek
předzpracování utlumí.
Práce se důkladně věnuje rozboru detekce pohybu v kapitole 3. Pro řešení úlohy detekce
vozidla byla zvolena metoda odečítání pozadí. Ta je vhodná pro systémy se statickou kame-
rou a dynamickou scénou. Obecný princip byl popsán v úvodu kapitoly. Metoda odečítání
pozadí má mnoho různých implementací. Některé základní implementace byly stručně po-
psány. Důkladněji pak ty, jenž byly posléze implementovány v rámci aplikace. Těmi jsou
konkrétně dvě. Metoda vyjadřující model pozadí pomocí směsi normálních rozdělení a druhá
metoda pracující s jádrovým odhadem hustoty. Nedílnou součástí metody odečítání pozadí
je vznik binární masky popředí. Existující metody vhodné pro úpravu této masky byly
vysvětleny. Jedná se o morfologické operace, které umožňují užitečné doladění masky.
Čtvrtá část této práce se zabývá možnostmi sledování vozidel aplikovatelných na před-
cházející metodu detekce objektů. První část kapitoly je věnována problému přiřazení, který
vzniká při nutnosti detekovat ve videu více objektů současně. Pro řešení byla vybraná Ma-
ďarská metoda, která byla demonstrována na příkladu. Druhá podstatná část byla zaměřena
na predikci polohy pomocí Kalmanova Filtru. Ten dokáže na základě svého aktuálního stavu
predikovat stav budoucí.
Následuje kapitola věnovaná praktické části práce. Je zde popsán návrh budoucí aplikace
pomocí diagramu tříd a vývojových diagramů. Potom přichází implementační část, kde
jsou vysvětleny důležité části aplikace. Je podrobněji popsán detektor vozidel i s problémy,
které se během implementace objevily. Závěr kapitoly je věnován implementační části pro
sledování vozidel.
Na závěr práce jsou diskutovány provedené experimenty a testování aplikace, které zahr-
novalo vytvoření sady testovacích videí. Tato činnost zabrala také poměrně dost času. Bylo
totiž nutné nalézt vhodná místa pro pořízení záznamu. Navíc bylo potřeba pokrýt více
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časových intervalů během dne a také různé druhy počasí. Následovala zdlouhavá konverze
záznamů, tak aby bylo možné otestovat různá rozlišení a různé snímkové frekvence.
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