Abstract-This research is intended to automatically detect emergent behaviors of scenario based Distributed Software Systems (DSS) in design phase. The direct significance of our work is reducing the cost of verifying DSS for unexpected behavior in execution time. Existing approaches have some drawbacks which we try to cover in our work. The main contributions are modeling the DSS components as a social network and not using behavioral modeling, detecting components with no emergent behavior, and investigating the interactions of instances of one type.
I. INTRODUCTION
One practical approach for Distributed Software Systems (DSS) in recent years is using scenario based specification. Scenarios in the form of UML Sequence Diagrams (SD) or Message Sequence Charts (MSC) are used to describe system requirements. DSS and Multiagent Systems (MAS) are a class of software where functionality and/or control are distributed. Due to lack of central controller, the components in DSS may emerge new behaviors that was not seen in their requirement and designs [1] which is known as emergent behavior and can cause irreparable damages [2] . Detecting these behaviors in early phases is about 20 times cheaper than finding them during the deployment phase [3] .
There are two categories of theoretical and practical approaches devised for emergent behavior detection in early phases of scenario based systems. Most of the researches use model checking techniques. However different techniques are developed for this purpose, problems with the main researches like lack of being amendable or showing correctness are discussed in [4] . Moreover, although model checking has its own advantages, there are some problems like scalability and requiring synthesis phase (i.e. modeling the behavior of system components by finite state machines (FSM), etc.). Therefore, we have devised quite a different approach to detect emergent behaviors in scenario based systems using MSC. This methodology is meant to cover the design flaws of DSS automatically while trying not to have the current downsides of current works. In our work, we model the interacting messages in MSCs directly to interaction matrices without considering the content of messages. In this way, the synthesis phase is omitted in our work. It is worth mentioning that the behavioral modeling for large scale systems requires developing specific algorithms that can handle its scalability or using abstract systems to solve the state space explosion problem which has some problems mentioned in Section II.B. But when using interaction matrices other than using specific SNA algorithms, the non-zero entries are considered which helps the scalability.
A. Problem Definition
The following deficiencies are found and focused for DSS emergent behavior detection in this research:
Problem P1: The process of constructing behavioral models is complex and hardly scalable [1] . The researches in this field mostly use the automaton theory and modeling the behavior of components of the systems [5] . Therefore, it needs special algorithms and tools to model components' behaviors besides the emergent behavior detection.
Problem P2: The existing methods using behavior modeling are dependent on message content. This requires a great time and effort to verify the specifications if system requirements change, e.g. adding a new component or modifying interactions. In this case, the whole process should be done from the scratch. Besides, the message dependency in this level requires domain expertise to annotate the model or specify proper specifications.
Problem P3: While scenarios show the interaction of all types of components, they do not show this interaction among all instances for each type. So, emergent behavior can still exist between some components of the same type (e.g. all sellers in an online auction system are of the Seller type); but existing research cannot handle this.
Problem P4: Differentiating between sending and reception of same messages is not considered in many researches [6] , or needs identifying specific definitions to recognize between them. While in real world, messages sent are not received at the moment they are sent. This makes a flaw between detecting emergent behaviors and what really happens in system execution.
B. Research Goals
The problems P1-P4 motivated us to find a new message independent technique for detection of emergent behaviors. The main goals of this research are:
Goal G1: Classifying emergent behavior types in DSS. Goal G2: Devising a message content independent technique for detection of a subset of classified emergent behaviors of G1 in DSS addressing the P1-P4 problems. This will help to abstract systems for EB detection problem. Furthermore, classification of EB types helps finding solutions and detecting causes.
Goal G3: Implementing a tool that can automatically detect emergent behaviors in DSS and providing solution to the research questions.
C. Our Approach and its Advantages
Since components in MAS and DSS interact together, their interaction in scenarios of the system can be modeled as a social network. We have devised interaction matrices that show the components, their interactions, timing orders in the interactions, and either the message is a sent or a received one. The difference of the interaction matrices with the existing approaches is that it is based on both the interactions and states of components in DSS. Moreover, the information about sender/receiver of a message can be extracted from matrices. Therefore, it can handle some types of emergent behavior that is ignored in the existing approaches. The other advantage of our work is that it can handle various instances of a component type by using their interaction in matrices which is missed in existing works. Furthermore, detecting the exact point and cause of emergent behavior is missing in many approaches. Providing the information of existence of an emergent behavior cannot give a clue for the designer to fix the problem. In our technique, we provide the exact point of emergent behavior and the causes; therefore we can suggest solutions for fixing the detected problems.
D. Anticipated Significance of the Work
It is stated that "Detecting the causes of faults early may reduce their resulting costs by a factor of 100 or more" [7] . This research provides a cost effective solution to distributed system verification by detecting emergent behavior during the design phase which is flexible and scalable regarding the problems P1-P4. Through contacts we have found that this research fits in and appeals to a large audience, namely medium/large companies and engineering firms.
II. RELATED WORKS

A. Emergent Behavior
Emergent behavior, also known as implied scenario, is an unexpected behavior of software agents/components in the execution time, while it was not seen in their requirement specification [1] . By implied scenario we mean when integrating all scenarios of the system, they may imply a new scenario or unexpected behavior [6, 8, 9] . Lack of central controller causes the components to have a local view of the system. So the component may start with one scenario and continue in another in its shared states. It is worth mentioning that whether the detected behavior is good or bad depends on the requirements and the designer's decision.
There are many researches for the detection of emergent behaviors in early phases [8, 10] which is usually done by behavioral modeling [1] . In these works, the requirements of the system in the form of scenarios are transformed to state machines (e.g. FSM or Labeled Transition Systems (LTS)) and executed in parallel. The main idea is checking the behavioral models against the requirement specifications. If the language in these two are the same, the system is safe realizable and with no emergent behavior.
Although some researches focus on the causes of emergent behaviors [8] , in [2] a detailed explanation of model checking of MSC, and high-level Message Sequence Chart (hMSC) is defined. In [11] an LTS for behavioral modeling of MSC and hMSC is built and is extended by Letier et al. [12] . Some researchers define a methodology that uses UML notations to investigate the conflicts [13] . Based on our knowledge, the only different approach in this area is the detection of implied scenarios by generating two graphs for specification and implementation [6] .
B. MAS Model Checking: A Different Category
MAS model checking is a different approach for verifying multiagent systems (MAS) and programs via model checking. In this approach, the detection of emergent behaviors is not important. However, they check MAS against a specific property.
There are some approaches in this field [14] which mostly use logic or BDI (Belief, Desire, Intention) languages [15] . The former uses abstraction techniques to check a property about MAS. They mostly use CTL or TESL to express the system specifications. Moreover, the specification should be defined in logic format. Some works use ISPL as the input language of the system [16, 17] . Although the system is abstracted to solve the state space explosion problem, there are some other problems with these systems. One of the problems is specifying the formulae or property in logic which is prone to errors. If the specification is not defined properly, the property of the abstract system may hold while it may be not hold for the original system. In addition, each specification requires a particular abstraction system, because it is content based. If the abstraction system is not defined properly, the results may vary or not be valid. The other category applies model checking on logic programming languages with BDI architecture [15, 18, 19] . They use BDI logics and logic programming languages. They require translating these logics to other formats to use it as an input to model checking tools.
For both approaches, the agents' knowledge is specified. The other point is that the internal behavior of agents should be defined in the form of local states, variables, evolution functions, etc. Although each approach has its own advantages, they deal with the internal knowledge and states of each agent to validate properties at knowledge level. However, when we verify MAS, we consider the agents as black boxes. In our research, we are looking for emergent behaviors and not validating agents' knowledge. Therefore, the category of MAS model checking is quite different with our approach. Our technique can be used for various AOSE methodologies and does not depend on a specific programming/logic language.
III. METHODOLOGY
A. Tasks
Task T1: Classifying common types of emergent behavior and using them as marker for detecting emergent behaviors in the proposed technique. Furthermore, this classification is required for proposing solutions.
Task T2: Devising a message content independent technique to transfer the scenarios to analyzable data structures. The technique uses matrix definition in which the components and their relationship are shown in the form of send and receive matrices. Send/receive vectors, information about senders of messages, components' states and their interactions can be extracted from these matrices.
Task T3: Using Markov Chains to describe the DSS components' behavior based on the relationship matrices. The components' states and their transitions are modeled as a Markov chain, since in Markov chain each state is dependent on its previous state and has a transition probability. These two points are the characteristics of components' states. The possibility of an existing path between two components in scenarios is investigated through the Markov chain model. If there is a path detected between two components that has no match to the extracted matrices (MSCs), it means the component can show an emergent behavior by having an unexpected transition from one of its states to another. The applicability of using Markov Chain and the hypothesis for modeling components' behaviors to detect emergent behavior are tested and verified.
Task T4: Developing a solution repository for each emergent behavior type.
Task T5: Developing real-world case studies for various sectors such as financial, control, and transportation systems.
Task T6: Develop a prototype tool with the focus on DSS verification and testing.
Goal G1 will be achieved with task T1. Tasks T2 and T3 provide specific processes to achieve goal G2, and tasks T4, T5, and T6 help accomplishing goal G3.
B. Evaluation
The evaluation will be done by comparing results of this work with Song el at. work (2009) (2010) (2011) [6] , Uchitel et al. work (2003) [11] , Kumar work (2010) [4] , and similar works. Song uses unenforceable graphs to detect implied scenarios and his method works for different communication styles. He also provides the complexity of his algorithm. Therefore, the comparison with his work covers almost all evaluation features.
Uchitel on the other hand provides a tool for his work and detects implied scenarios in hMSCs. Kumar claims to propose a correct and complete method which doesn't have the problems with other approaches like Uchitel and Muccini. His work is published in 2010 and uses Message Sequence Graphs which is like hMSC.
C. Contributions
Contributions of this work include devising a new message independent methodology and model to detect emergent behavior without behavioral modeling, classifying various types of emergent behavior in DSS, devising algorithms to reduce the complexity by detecting components that will not cause emergent behavior, and differentiating between types and instances of one type to detect emergent behavior in DSS and MAS.
IV. RESEARCH PROGRESS
A. Research Progress
We modeled the interacting messages in MSCs directly to interaction matrices using their message labels. Each MSC has an equivalent matrix in which the components are shown in the headers of each column and row. The interaction between two components is shown by considering the related message number as the entry of the matrix. This is the solution we found to address problems P1 and P2. The definitions of these matrices, required vectors for analyzing the matrices and the extraction methods for these vectors (Tasks T2 and T3) are published in [22, 23] . By considering any number of instances of one type of component, the interaction between instances of one type can be investigated [26] . This will help solve the issue explained in problem P3.
When analyzing the MSCs, we found that not all of the components may show emergent behaviors. Therefore, we first approached the problem by detecting the components with no emergent behavior and omitting them from further analyses. The cost of this omission is less than the investigation of emergent behaviors for components. The results of this work for some preliminary cases showed it can help the scalability up to 33% [20, 21, 25, 27] . Besides, the zero entries which are a large number of entries are not included in investigations. Therefore, the time of processing is not a power of n (the number of components).
Classifying the types of emergent behaviors that can occur in DSS is important in terms of developing solutions for each case. One of the types of emergent behavior that can happen in MAS/DSS is caused by lack of information about the senders of same messages. This type of emergent behavior cannot be detected with the existing approaches; because when integrating all state machines for one component, these are considered as the same states with no branching. Therefore, it is ignored. However, in our method, the senders of messages are considered in the investigations and the problem is reported. Based on our knowledge, this type of emergent behavior and the detection method are novelties of our work [23, 24] . This is a part of tasks T1 and T4-T6. Developing case studies and tool as tasks T5 and T6 is in progress.
