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Preface
The Functional and Logic Programming Symposium (FLOPS) has been held in Fuji Susono (1995), Shonan Village (1996),
Kyoto (1998), Tsukuba (1999), Tokyo (2001), Aizu (2002), Nara (2004), Fuji Susono (2006), Ise (2008), Sendai (2010) andKobe
(2012). FLOPS is a forum for research on all issues concerning declarative programming, including functional programming
and logic programming, and aims to promote cross-fertilization and integration between the two paradigms.
This volume comprises extended versions of six of the papers presented at the FLOPS 2010 symposium, held in Tohoku
University, Sendai, April 19–21, 2010. All papers have been resubmitted after the symposium to a new reviewing process so
as to meet the standards of TCS. Each paper has been rigorously reviewed by at least three referees.
The question of the representability of programs in reified form and the properties of such a representation have always
attracted attention. Stefano Berardi andMakoto Tatsuta revisit this topic in ‘‘InternalModels of System F for Decompilation’’.
They give a negative answer to the question of whether there is a decompiler for System F in System F and proceed to
give a decompiler/compiler pair for an internal model of System F. Along the way, the paper ties together the notions of
normalization by evaluation, compilation and decompilation and βη-completeness in a novel and illuminating fashion.
Two popular features of functional programming, laziness and memoization of intermediate results, have given rise to
a number of semantic artifacts over the years. In ‘‘On Inter-deriving Small-step and Big-step Semantics: A Case Study for
Storeless Call-by-need Evaluation,’’ and starting from the standard call-by-need reduction for the λ-calculus, Olivier Danvy,
Kevin Millikin, Johan Munk and Ian Zerny present a systematic derivation of a series of semantic artifacts like a reduction-
free storeless abstract machine, a continuation-passing evaluation function or a heapless natural semantics for call-by-need
evaluation. Although many of these artifacts have already been independently discovered and proved correct, this paper
focuses on deriving them by using some predefined fully correct transformations so that every semantic artifact is sound by
construction.
Boolean satisfiability (SAT) and satisfiability modulo theories (SMT) are two very active research areas. Indeed, SAT and
SMT solvers play an increasingly important role inmany different fields like software verification or constraint solving. In ‘‘A
Pearl on SAT and SMT Solving in Prolog,’’ JacobM. Howe and Andy King present a simple and elegant Prolog implementation
of a SAT solver which exploits the control provided by backtracking and delay declarations. The authors also make some
contributions regarding the preprocessing of SMT inputs and the integration of the SAT solver into an SMT framework.
Although the solver is not competitive with state-of-the-art SAT solvers, it provides a declarative description of SAT solving
with watched literals in a succinct and self-contained manner. Nevertheless, a number of possible extensions to improve
efficiency are also discussed. The solver is publicly available and represents an excellent entry point into SAT and SMT solving
for Prolog programmers.
For years, a favorite topic has been the study of continuations, and,more recently, of delimited continuations. In ‘‘Delimited
Control in OCaml, Abstractly and Concretely. System Description,’’ Oleg Kiselyov ties theory to practice and describes the
principles and difficulties of an implementation of multi-prompt delimited control in a production-quality compiler. The
work addresses a number of important issues that are typically ignored or handled poorly, namely the typing of prompts as
well as a strong notion of space safety that includes not only proper tail recursion but also pays close attention to the portions
of stack space thatmust be saved during continuation capture. The design, which has been implemented, benchmarked, and
put to practical use, is based on a minimal API that is relatively easy to port to other languages and compilers.
ML and ML-style polymorphism have been a driving force in modern language design. A few years ago, MLF has been
introduced as a calculus that seamlessly combines ML-style implicit polymorphism with the more powerful but explicit
polymorphism of System F. In ‘‘A Church-Style Intermediate Language for MLF,’’ Didier Rémy and Boris Yakobowski – both
among the original inventors of MLF – present xMLF, a Church-style version of MLF where type information can be easily
maintained during reduction, making xMLF a good candidate for a compiler’s intermediate language. The paper presents
the new language together with static and dynamic semantics, proves type soundness, and shows how MLF terms can be
encoded (after type inference) in xMLF.
In ‘‘BöhmTheoremandBöhmTrees for theΛµ-calculus,’’ Alexis Saurin revisits Parigot’sλµ-calculus. The study of theλµ-
calculus is motivated by the way it is connected to classical logic via a Curry-Howard correspondence. However, it has been
known for some time that unlike its cousin, the λ-calculus, the λµ-calculus does not possess Böhm’s separation property. In
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the work presented here, Saurin describes a natural extension that recovers this property. For the new calculus, dubbed
the Λµ-calculus, the author establishes a standardization theorem, deduces a characterization of solvability, describes
Λµ-Böhm trees, and connects it with stream computing and delimited control.
We thank all the people who contributed to this special issue. In particular, we wish to thank the authors for preparing
and submitting extended versions of their conference papers and all the referees for their invaluable contributions.
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