Abstract-In this paper, an Instant Goal approach is proposed for collision-free boundary following of obstacles of arbitrary shape and globally convergent path planning in unknown environments. Firstly, for effective knowledge representation and manipulation, a vector representation is presented, which not only saves much space but also conforms to the physical properties of range sensors. Secondly, the concept of Instant Goals is introduced enabling the robot to perform boundary following in a "natural" human-like manner, with additional measures taken to ensure that the robot is moving "forward" along the boundary, even if the obstacle is of arbitrary shape and disturbing obstacles are present. Collision checking is performed simultaneously and, when needed, collision avoidance is efficiently incorporated in. Based on the approach of boundary following, a realistic sensor-based path planner with global convergence property is designed for the robot capable of acquiring discrete and noisy range data. Realistic simulation experiments validate the effectiveness of the proposed approaches.
I. INTRODUCTION

I
N REALITY, motion planning of a robot often cannot be based on complete a priori knowledge of the environment. Sensors are employed to sense its surrounding environment and most of them are subject to range limitations. As such, there is a need for the robot to continuously sense using its onboard sensors in order to navigate through its environment. Much attention has been paid on sensor-based path planning of mobile robots in unknown, complicated environments. Some researches [1] , [2] assumed that the robots were able to follow the obstacle boundaries. In order to avoid collision with obstacles, many navigation approaches [3] , [4] choose the strategy of bypassing the blocking obstacle, which is similar to boundary following.
Wall following is a popular and useful technique for mobile robot navigation in structured or known environments and has been intensively studied [5] . Providing a good setting for pose prediction and sensor fusion, Kalman filtering is commonly used to produce a good approximation of distance and angle from a known wall. Several constraints were introduced such as velocity and maximum angle deviation from the wall [6] . Considering the fact that any smooth boundary can be partitioned as piecewise linear, based on previous work on wall following, the related problems of boundary following can be solved without any difficulty by traveling in a parallel direction to the curve tangent. However, robots are usually only able to have a discrete approximation of their surroundings, which makes the problem harder. Furthermore, there is no ready solution for a robot to follow arbitrary obstacles with complicated shapes. Moreover, with the presence of nearby obstacles which may disturb the moving direction of the robot, the problem is not just following a curve while keeping a constant distance from it, but also involves making decisions as to which obstacle to follow. This paper presents an Instant Goal approach which allows a physical robot equipped with a range finder to follow an obstacle of arbitrary shape. The "Instant Goal" is a local target specially designed for action planning based on sensory input. The Instant Goal Driven method was first presented in [7] , where Instant Goals are generated at each time instant for behavior-based navigation. In this paper, the proposed approach allows the robot to move forward along the boundary of an obstacle without collision in obstacle cluttered environments. To facilitate realtime planning, a vector representation, which saves greatly on memory space, is used to represent the local environment sensed by a range finder. The search range for each Instant Goal is restricted to a certain scope determined by previous status and current range data input such that the boundary following is performed in the desired direction. The concepts of "safe path" and "passage" are used to distinguish the "disturbing" obstacles from the desired one such that Instant Goals are able to be determined under any complex obstacle condition.
Sensor-based path planning approaches can be categorized into either global planning or local planning. The global sensor-based planning approaches [8] - [10] build a global world model based on sensory information and use it for path planning. By mapping the entire (accessible) environment, the global approaches can somewhat solve the basic path planning problem 1 which implies the property of "global convergence" of path planning: 1) if the goal is reachable, the path planner generates a continuous collision-free path from the start location to the goal; 2) otherwise, the path planner reports the unreachability of the goal and stops the navigation. However, the construction and maintenance of a global map imposes a heavy computational burden on the robot.
In contrast, the local sensor-based path planning approaches use local sensory information in a purely reactive fashion.
These methods include the potential field methods [11] , [3] , [12] , [4] , [13] , behavior-based systems [14] , [15] and fuzzy logic approaches [16] . The classical potential field methods involve an artificial force acting upon the robot, derived from the vector summation of an attractive force representing the goal and a number of repulsive forces associated with the individual known obstacles. Behavior-based methods decompose the problem of autonomous navigation into independent local behaviors and handles uncertainty and unpredictable changes well, by giving up the idea of modeling and reasoning about the environment and the future consequences of actions. Though they are usually much simpler to implement than the global ones, the local planners may get trapped in a local minimum and subsequently follow a diverging path or a loop while attempting to escape from the local minimum. This makes systems relying solely on them somewhat unreliable.
Bug algorithms, which combine local planning with global information, were proposed to solve the problem of a point mobile automaton moving amidst unknown obstacles of arbitrary shape [1] . Range sensing was subsequently incorporated in without causing the loss of their global convergence property [17] . These algorithms use two reactive modes of motion: moving toward the goal and following an obstacle boundary. In order to guarantee convergence to the goal, the transition between the two modes is governed by a criterion, to ensure that the distance to the goal decreases monotonously. To improve navigation performance such as shorter paths, DistBug [2] and TangentBug [18] algorithms adapt the tangent graph to obtain the locally shortest path, define several different transition conditions for switching between the two motion modes, and choose the locally optimal direction for obstacle following. Similar to the Bug algorithms, the subgoal selection algorithm [19] generates a sequence of subgoals near the polygonal vertices, until the obstacle does not block the line-of-sight to the final goal.
Different switching criteria, which lead to the forming of the family of Bug algorithms, have been proposed for transiting between the two motion modes. However, several ideal assumptions are required, such as the capability of obstacle boundary following. We define globally convergent path planning as sensor-based path planning which can achieve the property of global convergence without first building the global map of the environment. In this paper, a realistic globally convergent path planner is presented for the navigation of a mobile robot with a rangefinder in an unstructured, complex environment. It uses a Bug-like strategy to switch between the two motion modes in order to ensure the global convergence of the path planner. Rather than assuming the robot is able to follow an obstacle, the path planner is based on the Instant Goal approach which does not require the range sensor to have a perfect sensing ability. Different from subgoals which are simply set to be near the polygon vertices in a polygon environment, the Instant Goals are generated such that the robot is able to follow an obstacle in the desired direction in a complex, obstacle cluttered environment.
The main contributions of this paper are: 1) an Instant Goal approach is proposed for collision-free boundary following along an obstacle of arbitrary shape even in the presence of other disturbing obstacles; 2) based on the Instant Goal approach, rather than assuming the capability of boundary following, a realistic globally convergent path planner is presented for navigation in unknown environments; 3) a vector representation for the local environment is presented, which saves much memory space and is suitable for behavior generation and obstacle avoidance; and 4) there is no need for perfect sensing of a range sensor.
The rest of this paper is organized as follows. Section II introduces the representation and modeling of the sensed local environment. In Section III, an Instant Goal method is presented for the generation of local targets which ensures proper obstacle boundary following in cluttered environments. In Section IV, collision checking is introduced which uses potential field approach to guarantee no collision with obstacles. In Section V, based on the Instant Goal approach of boundary following, a realistic globally convergent path planner is presented. In Section VI, we present the simulation results. Finally, the conclusions are presented in Section VII.
II. REPRESENTATION AND MODELING OF THE LOCAL ENVIRONMENT
Many approaches of modeling have been suggested in the literature for localization and path planning for robotic systems. In reactive motion planning, representations of the local environment should aid the motion determination or the generation of behaviors and satisfy the real-time requirement. The robot has limited memory that only allows it to store a limited number of important points, which makes it often insufficient, for example, for storing incremental maps which may be very large, given that obstacles can be of arbitrary shape. In this section, we propose the use of a simple vector to represent the local environment and an efficient method to model the sensed environment based on range data.
The following provides a list of notations which will be used throughout this paper: straight-line segment starting from point to point ; nondirectional straight-line segment with end points and ; length of line segment or ; arc length of arc AB; unit vector pointing from to initial position of the robot, and the goal; direction with respect to the body frame attached to the robot; position and orientation with respect to the global frame; period between the two successive moving actions planned; current time instant; , position, orientation, and velocity of the robot at the time instant .
A. New Representation of the Local Environment
For convenience, we assume that the mobile robot, denoted as , moves in a two-dimensional (2-D) indoor environment. 
Assumption 1:
The robot navigates on a horizontal, even surface and each obstacle is a simple closed curve of an arbitrary shape and of a finite length.
On-line sensors are utilized by the robot to sense the unknown environment. For an indoor environment, range finders such as ultrasonics and laser scanner are often used because they can directly measure the ranges of the obstacles. Compared with ultrasonics, laser scanners can provide much better angular resolution and there are less spurious readings. Therefore, a laser scanner is used, and is able to provide equally angular spaced readings for a rotation of 360 . As shown in Fig. 1 , the origin of the body coordinate frame is located at the center of the robot and the axis coincides with the orientation of the robot. The detectable area of the sensor is denoted by the dashed circle of radius centered at . The sensed free-space around the robot is denoted by the region encircled by solid dashed lines. The effective size of a robot is defined as the diameter (denoted by ) of the robot body which can be the actual diameter for a circular robot or the diagonal length for a car-like rectangular robot. The beams of range readings are indexed in a counterclockwise manner with the direction of the 1st beam coinciding with the axis. The 2-D rangefinder information obtained in the th beam direction is represented as pairs in polar coordinates with respect to the coordinate frame attached to the laser scanner, where is the measured distance of the detected object, and is the measured azimuth angle between the direction of the beam and the axis of the reference. If the relationship between the index and beam angle is known for each beam, the measured point can be represented in a more convenient form as (1) A point on an object (an obstacle or the goal) is detectable if and only if it is within the sensor range. A point is visible if and only if it is detectable and its viewing line does not intersect any other object(s), where the viewing line is the straight line segment from to the point. Furthermore, it is known that, if a point is visible from point , it is also visible from any point between it and .
Grids are often used to represent the navigable space around the robot due to their simplicity [20] . Grid representations are arbitrarily tessellated regions surrounding the robot and can vary in resolution, shape, and uniformity. The simplest version involves a 2-D array of cells, where each cell in the array corresponds to a square of fixed size in the region being mapped. The radial sector grid representations [21] , [22] have also been used for motion planning. One drawback of the grid representations is that if the sensed area is large, they may consume a large amount of memory resources and require long computation time to generate appropriate motion behaviors. Another disadvantage is that the distances from the robot to the obstacles, which are often measurements obtained directly from onboard sensors and the input to the motion generator, are hidden in the grid representations and need to be inferred from the indices of the grids. Moreover, at each instant, the information of the obstacle(s) hidden behind the detectable ones is not needed for the purpose of local navigation.
Taking these into account, a new representation of the local environment is proposed for the robot employing a range finder(sonar array, laser scanner, infrared, etc.). A simple vector [7] is constructed directly from the scanned data (2) where is the measured distance between the robot and the obstacle detected in the th direction. When no obstacle is detected, is set as , the maximum detectable range.
The beams of a rangefinder can be unequally distributed if there is information on how the index of each beam is related to the beam angle. The vector representation is natural in the sense that it resembles the distribution of sensory data. The vector representation is suitable for behavior generation and obstacle avoidance of a robot employing a rangefinder. In the potential field methods, for example, the repulsive forces associated with the individual known obstacles can be directly derived from the vector representation.
As shown in Fig. 2 , the map saves much space compared to a grid map or radial sector grid map. If the beam number is eight, the map can be described by a vector . To represent the same local space, the radial sector grid map will use a matrix, where is the grid dimension along the range. To represent the same local environment in the figure, the radial grid map will be a matrix of the form where a zero and a nonzero value indicate the corresponding space is free space and occupied by an object respectively, and " " denotes that the corresponding cell is undetermined.
In actual implementation, the laser sensor is often mounted at the center of the robot. In that case, the sensor reference coincides with the body coordinate frame and the local coordinates of each obstacle point can be easily converted from the expression of (2) . Let denote the distance of the goal from the robot and denote the index of the beam nearest to , the direction of the goal. When the goal is detected by the sensor, the area behind the goal will be of no interest to the robot. Taken this into account, a modified version of the vector representation, , is used to describe the local environment and the th element of is given by
Remark 1: The new representation of the local environment has the following advantages: 1) it can be directly set up based on the range measurements from range sensors such as sonar or laser; 2) compared with the grid representations, the vector representation saves greatly on memory space, considering that it is a vector of dimension rather than a matrix of the same element size; and 3) is able to represent the local environment sensed by a rangefinder and is suitable for behavior generation and obstacle avoidance of a robot employing a rangefinder.
B. Modeling of the Sensed Environment 1) Grouping of Object Points Into Obstacles:
The above representations of scanned data have not taken uncertainties of measurements into account. However, these uncertainties should be properly incorporated in for safe navigation. The distance uncertainty of range sensors is often a function of range. In [23] , a fit for the range error curve of a laser scanner is obtained from actual measurements:
(mm), where the distance error is identified by the range error variance . The maximum range error is denoted by as it occurs when the range measurement is around . A set of object positions can be obtained from one scan. If a range value is less than the maximum (taking the range uncertainty into account, is used as the threshold), it implies that an obstacle has been detected. The scanned sequence of range can be divided into obstacle point set and nonobstacle point set as follows: (4) (5) where is the number of obstacles. With this partition method of measured points in mind, the sensed free-space around in Fig. 1 can be denoted by the region encircled by solid dashed lines.
As noticed from Fig. 1 , these obstacle points can be grouped into several obstacles at a glance. Using the discontinuity property between adjacent observed points, the obstacle points may be divided into several different obstacles using a simple criterion that is based on constant thresholds such as For example, an obstacle can be regarded as connected by the criterion that the distance between the associated adjacent obstacle points is smaller than the effective size of the robot, i.e., (6) However, such approaches may be unable to cope with range data because the distance between two measured points depends on both the angle formed by the beams and the normal vector of the surface being scanned. For example, although the distance of two adjacent obstacle points and in Fig. 1 is greater than 's effective size, for navigation purposes, they should be regarded as two points of the same obstacle.
2) Range-Based Straight Path: The term "path" refers to the shape of a motion, that is, the shape of the curve in the robot's "configuration space". The term "trajectory" refers to the time history of positions and orientations along a path, that is, a curve through the robot's "state space". In this paper, "straight path segment" is employed to determine: 1) if it is safe for to move from its current position in a certain direction and 2) if there is a "passage" (to be discussed later in this subsection), with which the obstacle point set is able to be distinguished into different obstacles.
Straight path segment is defined as the segment consisting of a straight line segment with a thickness radius and the semi-disk centered at with a radius which is not overlapped with the "thick" line segment . As shown in Fig. 3 , is the space inside the thick solid lines and arc and it does not equal to . The length of the straight path segment , denoted as , is measured by . In the context of discrete range data, let denote the straight path of length in the th beam direction.
Definition 2.1: The straight path segment is said to be safe for the robot with an effective radius to move from its current position to its destination , if and only if holds and all the obstacle points are not in the path.
A function is defined to check if the straight path is "safe" (according to Definition 2.1) for the robot. We do not need to consider the semi-disk on the left-hand side of as part of a safe path, because the robot is already at point . In Fig. 3 , the measured position value of each obstacle point is denoted by the center of a small dashed circle and, due to range sensing uncertainty, the actual position of the point is confined to the circle. Suppose that the robot of an effective radius moves from to is safe for obstacle points and . However, when the uncertainty of the range sensing is considered, is not safe for obstacle point . There exists a safe straight path from point to point for the robot, if and only if the straight path segment is safe for the robot to move from point to point . If any of the beams on the right-hand side of does not intersect line segments or arc , there exists no safe path from point to point for the robot.
3) Obstacle Boundary and Obstacle Range: A passage in the -th beam direction, denoted as , is defined as the continuous safe straight path segment with a length of in the th beam direction for a physical robot to pass through from its current position. In the th beam direction, there exists a passage (7) if and only if . The concept of passage helps to distinguish obstacle points belonging to different obstacles. No passage exists between any two successive obstacle points if they belong to the same obstacle. Then, for a measured sequence of adjacent points with the first one indexed by , no passage should exist between any two successive points in order for all obstacle points of the measured sequence to belong to the boundary , i.e., (8) Note that the overall partition threshold is variable since the distance uncertainties have been taken into account and the partition is not simply based on the continual change of two adjacent obstacle points but on the length of the perpendicular line. In this way, the partition of obstacle boundaries becomes much more feasible and robust against sensing uncertainties.
As shown in Fig. 4 , left obstacle range is defined as the continuous obstacle boundary (denoted as ) from the start visible point to the end visible point on the left (counterclockwise) direction with respect to the start line (here is ) direction. Left angle range is the corresponding angle range. Right obstacle range and right angle range can be similarly defined. Note that and .
As such, if and correspond to the th and th range readings, respectively, left obstacle range can be denoted as and left angle range can be denoted as .
III. BOUNDARY FOLLOWING THROUGH INSTANT GOALS
In this section, a range-based method is proposed to determine a series of Instant Goals which guide the robot to properly follow the boundary of an obstacle.
A. New Strategy of Boundary Following
The basic idea of conventional wall following algorithms is to maintain a set of (fixed) distance to a wall using a series of range measurements. The surface is followed by moving in a perpendicular direction to the nearest point on an obstacle. Using this strategy, a convex corner, concave corner or even a curve surface can be followed [5] . It assumed a sufficiently fast measurement (to obtain the nearest reflecting point) to the velocity of the robot and a capability of accurately measuring the direction to the reflecting point.
However, the reliance of these approaches on measurement of the nearest reflecting point to determine the motion direction not only requires a very good signal processing, but may also bring about improper behavior when the obstacle consists of some special shapes, or if there are some other obstacles detected very close to the one currently followed. In Fig. 5(a) , ideally the robot's proceeding direction should be kept as right when following boundaries and , and left when following , but it can be seen that, due to uncertainties, the direction obtained has a 50% probability of turning out to be incorrect. In an obstacle-cluttered environment as in Fig. 5(b) , the robot may unexpectedly turn to follow other obstacle rather than the original one.
Therefore, an Instant Goal approach is used for the robot to follow an obstacle in complex, obstacle cluttered environments. At each step, an Instant Goal, a point serving as a temporary goal for the robot to reach, is computed. The robot will move forward in the sense of following the boundary, which is achieved by restricting the search range of each Instant Goal to a special scope of the boundary. Let the Instant Goal (IG for short) be in the th beam direction and have a distance (not necessarily equals to ) from the range finder. If the sensor is mounted at the robot center, the Instant Goal can be expressed in the polar coordinate form with respect to the robot as (9) In the boundary following mode, until the IG is reached or need to be revised, will keep moving toward it with an orientation as follows: (10) When is at a location to decide either to follow an obstacle or to move directly toward the goal, the location is defined as a Start, , where is the index of obstacles met in sequence. The position of where an Instant Goal is determined is defined as Instant Start, where is the index of Instant Starts during the following of the th obstacle. denotes an Instant Goal in a similar way. Algorithm 1 describes the procedure of following an obstacle through the use of Instant Goals, the determination of which will be discussed in the following subsections. 
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When is moving toward an Instant Goal, only the range data in "front" of are "concerned" for the purpose of obstacle avoidance (to be described in the next section). The "concerned" beams are of an absolute angle not more than from the robot orientation (10) . Nearest concerned range is defined as the range value of the shortest one among the concerned beams.
For the safety of navigation, the velocity magnitude of is determined depending on this nearest concerned range. It will be higher when is far from the "concerned" obstacles; and vice versa. Let denote the reasonable speed that can drive stably in an obstacle-free environment. With , the velocity magnitude of is determined as follows: (11) where the constant is the obstacle influence range to be given as (19) .
In (11), by comparing the velocity magnitude with , it ensures that the robot will not pass beyond the IG after driving at the obtained speed for a duration of . In addition, even if or , due to the robot's physical dimension and the limit of range measurements, will be bounded by
B. Search Range for Instant Goal Determination
Three parameters critical for searching for Instant Goals are first defined. With respect to the body frame, SchFrom and SchEnd are the directions from which the searching process starts and ends respectively. SchDir is the left or right-hand side of the SchFrom direction where the searching process is conducted. The search range determined by the quaternion is expressed as (12) The direction of following is determined at each Start, after which will keep following the boundary in that direction. For the purpose of boundary following only, can be arbitrarily assigned as either the left-or right-hand side direction. However, it can be chosen as the preferred following direction, which will be discussed in Section V-B. In the determination of the preferred or , if there is no actual goal, will be selected as an imaginary goal for the robot to reach only requiring that the straight line between it and the robot intersects with the obstacle.
As shown in Fig. 6 , Near Hit point at the is defined as the visible obstacle point on . Target Hit point, Tar , is defined as the visible obstacle point that the robot is expected to encounter upon reaching . is determined according to what situation the robot is in. If is currently at some Start, it is simply set to be the goal direction; otherwise, that is, the robot is moving from toward , it will be set as the direction of the Actual Hit point , which is defined as the obstacle point (on the boundary) nearest to .
The Actual Hit point is determined according to the following three different cases. Note that no matter the current IG is reached or not, there may exist a situation where a new Instant Goal needs to be determined. For example, the current IG is not reachable, or approaching it any further will cause the robot to follow an obstacle that is not desired.
To determine point , there are three cases to be considered:
i) The IG has been reached. When or , it is taken that the IG has been reached. We can take current Target Hit point obtained as the Actual Hit point ii)
Otherwise:
The Actual Hit point will be approximated by the point that encounters first by imagining that its dimensions are big enough for it to contact the boundary.
is determined in a way that is perpendicular to such that where is if is RIGHT or otherwise. iii) In case ii), if is not within : As shown in Fig. 6 , 's current position, , may not lie exactly on line segment . Furthermore, since is required to follow the boundary forward in the direction of , point should be "between" points and on the boundary. Considering these two factors, in this case, will not be computed as case ii) but just be set conservatively as , i.e.,
C. Algorithm to Determine Instant Goals
After the search range is determined, the Instant Goal will be obtained by checking each beam within it using the following procedure. Let variables and record the current and last "searched" beams respectively. Initially, set . Check whether there is an IG candidate in the direction of the current or last "searched" beam: Set as the index of the next beam in the within the search range. There will be an IG candidate (denoted as ) in the direction of current or last "searched" beam if either: 1) the distance between the two successive measured points exceeds a certain threshold , i.e.,
or 2) after checking a certain number (for example five) of beams, (13) 
If , i.e., no obstacle is detected in the direction of can move along the direction as far as (there is little knowledge of the environment beyond this distance). Otherwise, can go as far as rather than so as not to collide with the obstacles nearby. That is, the distance of is given by (15) where is a constant to ensure that is not less than a minimum value.
will be taken as IG in either of the following two cases. i)
The distance between two successive measured points and (as shown in Fig. 7 ) is greater than the robot size, i.e., (16) If (16) is satisfied, there is possibly a passage between the two points and thus check if an IG exists near them. As shown in Fig. 7 , point is on the line segment and is of a distance from point . Point is on the same side as the robot with respect to the line and is perpendicular to the line with a distance of from point . Then the neighboring area NEIGH to choose s is given by a disc of radius centered at point . There will be a point in the area that can reach safely if (17) ii) There exists a safe path with length in the direction of the th beam, that is (18) In the first case, let denote the nearest one in the set with respect to the th beam and set and . In either case, the Instant Goal is found. If neither case is met, continue the IG search cycle.
Remark 2: During boundary following of the obstructive obstacle , if there is an obstacle, say , very close to obstacle and the robot, the approach will determine the obstacle to follow in the following manner: if there is a passage between the two obstacles, an Instant Goal will be generated between the two obstacles and the robot will continue to follow obstacle ; otherwise, (there is no passage), obstacle is regarded as part of obstacle and the robot continues to follow the "expanded" obstacle.
There are some work on navigation through local goals, for example, the subgoal selection algorithm [19] where subgoals are chosen to be points at a certain distance with respect to associated obstacle vertices. It sets a certain distance to ensure that the subgoal for an edge is not on another obstacle ("which must be at least a distance from the edge") and thus to guarantee that further subgoals will be generated. However, for the purpose of following an obstacle, the generation of Instant Goals has several advantages over that of subgoals.
• The Instant Goal approach does not require the geometric properties of obstacles. The subgoal method requires a point robot and the environment consisting of convex polygonal obstacles. It is, therefore, not directly applicable to the navigation of a physical robot in a real environment.
• The subgoal method sets a certain distance to ensure that the subgoal for an edge is not on another obstacle. The Instant Goal approach uses the concept of "safe path" and "passage" and thus is more appropriate to distinguish the disturbing obstacles from the desired one.
• Just setting a certain distance may be not able to guarantee that further subgoals will be generated, for example if the next edge is currently invisible. In contrast, Instant Goals are able to be determined in any environment containing complex obstacles due to the following reasons: 1) it does not require the geometric properties about obstacles; 2) Instant Goals are dynamically determined based on the new sensory information, unlike subgoals which are all determined at one time; and 3) as in Step 1 of Section III-C, the condition to determine an ensures that there is always an IG candidate that will be obtained within the searching scope.
IV. COLLISION CHECKING
The generation of Instant Goals has taken the locations of obstacles into account as well as the robot dimensions and the range uncertainty . Boundary following through Instant Goals can solve obstacle avoidance problem to some extent. However, due to the unpredictability of the environment, sensor noise and imperfectness of control, the robot may still face the threat of collisions. In order to fully guarantee the safety of navigation, a special obstacle avoidance is considered here when some obstacles are near enough in the moving direction of the robot.
A. Critical Obstacle Avoidance
For a robot with velocity in the duration of , a collision with one or more obstacle(s) is possible only when it is within a certain range of the obstacles. If is out of this range, it can move safely with the velocity in any direction. This obstacle influence range, denoted as , can be represented with respect to as a circle centered at with radius (19) However, even if an obstacle is within this influence range, it will not directly affect the motion of to its Instant Goal if is behind the IG. This IG influence range is given by (20) where is added in order to take the uncertainty of range data into account.
Our strategy is that obstacle avoidance is triggered only when the nearest concerned range is within the minimum value of and , that is (21) At each time instant, every detected obstacle within the influence circle exerts on the robot a repulsive force which opposes the direction from the center of the robot to the obstacle and the total repulsive force exerted on the robot by all obstacles is the sum of the repulsive force in each beam direction. The repulsive potential generated by the obstacle in the th beam direction is constructed similar to [7] Only the concerned range data need to be considered for avoiding collision with obstacles and those of a smaller angle relative to the velocity affect motion more significantly. To reflect these factors, a coefficient function is introduced as follows: (22) where denotes the absolute angle between the th and th beam directions; the parameter is a positive constant, for instance 0.1, to make sure the obstacles detected in the direction perpendicular to may also have some effect (though relatively small) on collision avoidance.
With the information of both obstacle ranges and distance from , obstacle influence map is used to reveal in which direction there exist obstacles that may collide with the robot (23) which implies that will be nonzero only if . A pre-calculated unit vector is defined such that its th element, , is the direction opposite to the th beam direction. The repulsive force required to avoid the obstacles in the direction of the th beam is given by (24) where only for does need to be calculated.
B. Integration of Collision Avoidance With Boundary Following
During boundary following, collision checking is made at each time instant. Normally moves directly toward its Instant Goal except when there are obstacles detected as near as in (21) , in which case will move in a different direction temporarily (for a period of ). There are two basic behaviors: the motion toward the Instant Goal (Instant Goal driven or behavior), and the motion due to the repulsive force generated by close obstacles (Obstacle Avoidance or behavior). The final motion is determined through the combination of the two behaviors based on the vector summation method due to the simplicity. Obstacle avoidance is integrated into the whole navigation in a way not to affect the nature of boundary following. After that, if obstacle avoidance is no longer necessary, will switch back to move directly toward the Instant Goal.
After the is determined, behavior can be expressed in the body coordinate frame by a unit vector originating from the center of the robot and pointing to the IG (25) Compared with the vector which is of a unit magnitude, the magnitude of the total repulsive force summed by (24) is inversely proportional to a cubic distance. As in [7] , a scalar is used to scale the repulsive force to a level comparable to (26) In order to determine the value of , considering that the range value of the beam is as short as the minimum collision-free distance , the magnitude of the repulsive force in this beam direction should be much greater than in order to make sure that avoidance behavior dominates in the behavior combination. Note that can be calculated by setting (27) where is a predefined constant much greater than 1. The orientation of , stated initially as in (10), is now re-determined by the summation of the vectors and (28)
V. INSTANT-GOAL-BASED GLOBALLY CONVERGENT PATH PLANNING
In this section, based on the Instant Goal approach of boundary following rather than assuming a perfect capability of boundary following, a realistic globally convergent path planner is presented for the navigation of a mobile robot. The sequence of generated Instant Goals incrementally guide the robot to the goal and a bug-like strategy is used to switch between the two motion modes. In contrast to the previous sections on "lower level" navigation algorithm (boundary following), the design of a high level path planner is presented here which includes the leave condition, test of reachability and choice of following direction.
A. Design of the Path Planner
1) Leave Condition:
There are two basic modes of robot motion: moving toward the goal and following the obstacle that is obstructing the robot. Initially, the robot moves to the goal until it encounters an obstacle in its direct path. At each Start, if no obstructing obstacle is detected, moves directly toward the goal until one is detected; otherwise, it will enter the boundary following mode and move along current obstructing obstacle using the Instant Goal approach.
During the boundary following mode, upon the receipt of each laser scan, if a certain condition is satisfied, will leave from current obstructing obstacle and either move toward the goal or start following another obstacle. The robot's current position is denoted as "leave point"
and in the meantime it will be the next Start, . The basic leave condition [1] can be described as follows: moves along until an obstacle, is encountered where a hit point is defined; then it follows the obstacle boundary until is met at a distance from such that , then a new hit point is defined. After leaving the obstacle, continues to move along . We propose a Leave Condition upon which the robot will leave the obstacle. Case i) no obstructing obstacle is detected and the distance from the goal is less than ; Case ii) a new obstacle, rather the original obstructing one, is detected to be obstructing and the distance from current Near Hit point to the goal is less than . Fig. 8 . Path generated by the path planner using the proposed leave condition.
2) Test of Goal Reachability:
Goal reachability test is dynamically performed during boundary following. It is natural to think the goal is unreachable if the robot has returned to a previous position after having traversed the whole boundary of an obstacle. But in the presence of sensing uncertainties, it is not easy to accurately determine whether a location has been accessed for a second time. Furthermore, returning to a previous position is only a special case that the goal is unreachable.
Lemma 1: While following an obstacle boundary from Start , if traverses line segment in the same direction twice, then completes a loop around the obstacle and thus the goal is unreachable.
Proof: If the current moving mode is determined to be boundary following, subsequently keeps following the obstructing obstacle. When is traversed by in the same direction for a second time, it means that has traveled at least 360 around all the obstacle points on boundary (note that boundary may be inside obstacle ). This implies that either the robot or the goal is trapped, in which case the goal is unreachable.
The using of Lemma 1 greatly relaxes the requirement that the robot need to return to the hit point before it identifies the next hit point. In addition, it is not required for to return exactly to a previously covered position to determine the goal reachability. The opposite situation is that the robot rather than the goal is trapped, where the goal is also not reachable.
3) Convergence Analysis: While moves toward the goal, the robot may meet a series of obstacles which are indexed in sequence. Suppose that the current blocking obstacle has the index . In Fig. 8 , denotes the th Start and accordingly denotes the Near Hit point at Start . i) if leaves the boundary according to Case ii) of the proposed leave condition, it will ensure that For example, in Fig. 8 , and hold. ii) if leaves the boundary according to Case i) of the proposed leave condition, then For example, in Fig. 8 , holds. iii) if current motion mode is direct moving, it is known that , since moves along before an obstacle is detected. For example, in Fig. 8 , holds. As the above has included all the three possible cases, it can be concluded that the distance between each Near Hit point and the goal decreases monotonically. Moreover, from the assumption that all obstacle boundaries are of a finite length, we know that the path length from a Start to the leave point is finite. If the goal is reachable, convergence to the goal is guaranteed by the leave condition. Let denote the last Hit point before the robot reaches the goal, the finite sequence of the distance function between the Starts and the goal can be given by
B. Direction of Boundary Following
From the global performance standpoint, neither local direction can be judged better than the other as long as no complete information is available. The local direction decided will directly affect the performance of the subsequent boundary following. It can be deduced that the likelihood of obtaining a better global performance will increase by choosing a locally preferable direction at each Start. In [18] , the initial boundary following direction was chosen based on the orientation of the boundary at the hit point (similar to in this paper) and expected that following the direction would take the robot closer to the goal. However, this approach utilizes only partial information, that is, the information of the hit point.
In this paper, the determination of the following direction, , will take into account as much information of the obstacle as possible. It is conducted by searching the Instant Goal at the Start in a way similar to the "Algorithm to Determine Instant Goals" in Section III-C, except that: 1) the search scope is the concerned beams; 2) checking is conducted simultaneously on the left-and right-hand sides of the th beam direction; and 3) the search will be stopped only after checking all the beams within the search scope.
Let denote the probability of being the IG direction for the th beam. When (13) is satisfied, is given by (29) where, on the right-hand side, the first term represents the possibility of a passage for to go toward somewhere near the two successive obstacle points, the second term relates to how far the obstacles are in this direction, and the third term is about how big the angle is between this direction and the goal direction. If in the meantime, Case i) of Step 3 in Section III-C is satisfied, which means that there is a passage for to go toward somewhere near the two successive obstacle points, the probability of the beam to be the final IG direction is greatly increased (30) If the obtained probability is greater than the maximum probability ever recorded, update the maximum probability accordingly. Continue checking the next beams in the two directions. Finally, the local direction of boundary following is determined according to the direction of the beam where is found. It will be assigned the value of LEFT if this beam is to the left of the goal direction, or RIGHT otherwise.
VI. SIMULATION STUDIES
Extensive simulations are carried out to study the effect of the Instant Goal approach and globally convergent path planner. The "sensor data" are simulated with noise information based on the sensor's characteristics and behavior, which enables the test of the algorithms to be conducted more realistically.
A. Simulation Setup
In practice, there is always some uncertainty associated with the sensor readings. A sensor model describes how a sensor interacts with the environment and gives some information about the properties the sensor reports. For the time-of-flight range sensors like sonar or laser, the measured value represents reflection from the nearest surface (for sonar, specular reflection of the wave is not negligible). Moravec and Elfes [24] and many other researchers interpret the sonar sensor data in a probabilistic approach using the Gaussian distribution.
In the simulations, the probability density of the laser sensor is given by a constant plus a Gaussian function which is multiplied by , an attenuation of detection with distance:
where is the range reading, is the angle with the optical axis of the sensor, and is the true space range value. In Fig. 9 , the vertical axis plots the likelihood of the detected object being at a given range and angle while the horizontal axes plot the distance from the range reading and the angle, respectively. As previously discussed, is a measure of the range error. Azimuth error variance denotes the angular error. It can be represented by a normally distributed random variable whose 95% error bound is given by the angular resolution of the laser sensor. Then, for the angular resolution , we have (32) Two other kinds of errors are introduced to the perception of range values. Sometimes (denote the probability as ), in some directions, the laser scanner erroneously obtains maximum range measurements due to laser reflection of some objects, which causes "holes" in the perception of the obstacles. The laser may also erroneously give some random measurements in some directions. This (denote the probability as ) can be modeled as getting a random range reading with a uniform distribution between 0 and the maximum range value. The th element of the vector representation (2) is generated as Algorithm 2 2 . The following is the list of the basic settings of the simulations.
• An omni-directional robot is assumed to be used and its optimal velocity is set as m/s. • The detectable range of the sensor is 15 m and the beam width is , i.e., .
•
The period between the two successive moving actions planned by the robot is set as s and the 2 The uniform random function RandUni(min; max) generates a set of random variables x with a uniform distribution within the scope [min; max].
As opposed to a Gaussian function N( x; ), the Gaussian random function
RandGau( x; ) generates a set of random variables x with a Gaussian (or Normal) distribution.
trace of the robot motions is plotted at an interval of ten periods.
The obstacles can be configured to be of any shape and no model of the world was pre-created. The decisions were based directly on the range data obtained from the simulated sensor at each position.
The parameters of sensor errors are m, and . • in (13) , the threshold between the two successive measured points, is set as 0.12 m.
B. Boundary Following
In the simulations, the effective radius of is set as m. The algorithm was first tested in an environment as shown in Fig. 10 . The navigation begins at the point labeled as "Start" in Fig. 10(a) . The robot follows the obstacle for one full loop in a clockwise direction (labeled as a line with an arrow) and stops at the location labeled as "Stop". The final trajectories are plotted with a series of rectangles where the orientation of the robot is denoted by a straight line on each rectangle. It is shown that the robot is able to track around both convex and concave corners even with obstacles nearby. Note that the trajectories are not completely parallel to the straight lines of the obstacle because the robot does not use any reasoning about the obstacle shape it follows.
The algorithm was then tested in a densely cluttered environment as shown in Fig. 11 . Initially, the robot is at the left bottom of the biggest obstacle. It then follows the obstacle for one full loop in a clockwise direction. It can be observed that the robot is able to track around the obstacle properly even with obstacles nearby. When the distance between the adjacent obstacle points is smaller than the effective size of the robot, it is reasonable to regard them as two points of the same obstacle even if there are actually two obstacles. In addition, when there is a passage between two obstacles, the robot should continue following the original obstacle rather than the other one that had been detected. The Instant Goals during the robot's motion in the two environments are represented as a series of small circles in Figs. 10(b) and 11(b), respectively. It is shown that, generally, the generated Instant Goals guide the robot move forward correctly. The Instant Goals are frequently generated or revised where they are densely plotted; sometimes they are located very close to or even within the obstacles. This will not affect the correct motion of the robot, since collision checking is made at each time instant and the Instant Goals can be revised when they are found to be inappropriate.
C. Path Planner
The effective radius of is set as m. The algorithm was tested in an environment with convex and concave obstacles. Fig. 12(a) and (b) show the trajectories of under the basic leave condition and the proposed one respectively. The same approaches are used for the searching of Instant Goals and a determination of local direction. The performance of the path planner can be evaluated considering the path length and the time used. One can see that the proposed leave condition generated shorter paths (also in less time), which is generally the case for an environment of low obstacle-density. However, this is not necessarily true in a highly cluttered environment, because in that case there are much fewer chances for to detect a new obstructing obstacle rather the original one before meeting line . Fig. 13 shows the result of the test in a highly cluttered environment, where Fig. 13(a) and (b) show the robot trajectories and the generated Instant Goals, respectively. Fig. 14 shows the statistics of the errors introduced to the sensor data in this simulation test. A "measurement" is regarded as "erroneous" if the distance between the measured point and the true obstacle point is greater than 0.10 m . It will be regarded as "large error" if the distance is more than 0.30 m . As shown in Fig. 14(a) , in each scan of 360 "measured" range values, the percentage of erroneous measurements and "large error" are around 9% and 2.5%, respectively. Fig. 14(b) shows that the mean value of erroneous measurements and "large error" are around 2 and 10 m, respectively, with the maximum range being 15 m. Other simulations are also carried out using laser data which are similarly noisy.
All the tests are based on range data from the laser scanner and there is no requirement for an analytical expression of the obstacle boundaries. It is shown that during boundary following, the robot can detect a small gap and then enter into it to check if there is a passage there, which is important for the robot not to miss any passage during boundary following. It is also shown that the Instant Goal approach is suitable for discrete and noisy range data as the generation of Instant Goals does not solely rely on a one time scan and a wrong decision is able to be corrected in subsequent steps. However, continuous presence of misleading and noisy data with large errors may cause the approach to fail, e.g., moving back along the obstacle or, even worse, following a diverging path.
D. Comparison With Other Approaches
The sensor-based local path planners such as potential field methods and behavior-based systems use local sensory information in a purely reactive fashion and thus are usually much simpler to implement than the global ones. However, they may get trapped in a local minimum and subsequently follow a diverging path or a loop while attempting to escape from the local minimum. Fig. 15 shows the results of navigation of the mobile robot using classical potential field methods, in the same environments as in Figs. 12 and 13. Though the algorithm itself is much simpler than the Instant Goal approach, the robot may be easily trapped at local minimums. In Fig. 15(a) , the robot is stuck around . In Fig. 15(b) , at first, the robot is stuck around for some time and then finally trapped at without being able to move out of the local minimum. In the simulations, sensor errors have been added as previously, but such noise still does not help the robot to go out from local minimums.
Like the Bug algorithms, the Instant-Goal-Based approach combines the global information and local sensor data and is able to achieve the convergence to the goal without facing the problem of local minimum. In addition, they do not need to maintain a global map of the overall navigation environment as the global sensor-based path planners and thus they share the property of real-time planning like reactive systems. The Instant-Goal-Based approach is easier to implement in the real world considering the following aspects:
• It does not assume a perfect capability of boundary following and instead an Instant Goal approach is used:
by reaching a series of Instant Goals the robot moves "forward" along the boundary even if the obstacle is of arbitrary shape and "disturbing" obstacles are present.
• The proposed approach is fully based on realistic (discrete, noisy) range data received from a range finder. In contrast, a range sensor was assumed to be able to present a disc of radius [1] , [17] or to provide perfect readings of the obstacles [2] , [18] .
• The approach makes no assumption about the geometric properties about obstacles or the treatment of the robot as a point. The subgoal selection algorithm [19] requires the environment to consist of only convex polygonal obstacles, which is obviously not applicable in a real environment. Some algorithms [1] , [19] assume and represent the robot as a point. For sensorbased path planning, to treat the robot as a point results in the need to extract boundary expression from range information, and transform a physical robot into a point using the -space approach.
VII. CONCLUSION
Several issues with regards to range-based boundary following and globally convergent path planning have been resolved in this paper. Firstly, a vector representation of the local environment has been presented, which saves much memory space and is suitable for behavior generation and obstacle avoidance. Then, the Instant Goal methodology has been proposed which is able to keep the robot moving forward along an obstacle of arbitrary shape even in the presence of other disturbing obstacles. Based on this approach of boundary following, a realistic globally convergent path planner has been presented for robot navigation in an unstructured, complex environment, where the decision of the local direction utilizes all the local information available. The effectiveness of the algorithms has been validated through realistic simulations with noisy range data.
