A b s t r a c t Many biomedical terminologies, classifications, and ontological resources such as the NCI Thesaurus (NCIT), International Classification of Diseases (ICD), Systematized Nomenclature of Medicine (SNOMED), Current Procedural Terminology (CPT), and Gene Ontology (GO) have been developed and used to build a variety of IT applications in biology, biomedicine, and health care settings. However, virtually all these resources involve incompatible formats, are based on different modeling languages, and lack appropriate tooling and programming interfaces (APIs) that hinder their wide-scale adoption and usage in a variety of application contexts. The Lexical Grid (LexGrid) project introduced in this paper is an ongoing community-driven initiative, coordinated by the Mayo Clinic Division of Biomedical Statistics and Informatics, designed to bridge this gap using a common terminology model called the LexGrid model. The key aspect of the model is to accommodate multiple vocabulary and ontology distribution formats and support of multiple data stores for federated vocabulary distribution. The model provides a foundation for building consistent and standardized APIs to access multiple vocabularies that support lexical search queries, hierarchy navigation, and a rich set of features such as recursive subsumption (e.g., get all the children of the concept penicillin). Existing LexGrid implementations include the LexBIG API as well as a reference implementation of the HL7 Common Terminology Services (CTS) specification providing programmatic access via Java, Web, and Grid services.
Introduction
Semantic interoperability among health information systems is a longstanding aspiration of the health care community Consensus-based information models and biomedical ontologies can address many interoperability issues. Consequently, the evolution of coding schemes, ontologies, and vocabularies, as well as other terminological resources, across the spectrum of detailed nomenclatures and sophisticated classifications, has accelerated dramatically.
1-3, * The complexity of patient data in electronic medical records (EMR), coupled with expectations that these data facilitate clinical decision-making, health care cost-effectiveness, medical error reduction, and evidence-based medicine, makes obvious the role of ontologies as a foundation for comparable and consistent representation of patient information. However, in practice, health care providers and EMR system vendors alike confront the difficulties of incorporating elaborate ontologies and vocabularies into clinical workstations and record system clients while delivering an intuitive, friendly, and responsive interface that preserves the expressive power of these terminology resources. This can mainly be attributed to the following three reasons:
• Incompatible Representational Formats: Terminological resources, in general, are developed by an individual or a group of individuals, and are stored using different representations (e.g., text files, XML files, relational databases) depending on various factors ranging from application requirements to ease of use, or just as a matter of preference. Even though standards for a consistent distribution and representational format for such resources have been proposed (ISO TC 215, WG3 on Health Concept Representation [http://www.tc215wg3. nhs.uk/pages/default.asp] has assumed this task), standards will not address the reality that using a particular ontology often remains a formidable burden for the end user or vendor. Consequently, tools that leverage multiple, heterogeneous terminologies or ontologies are required to implement custom techniques for parsing and uniformly interpreting the ontological knowledge-a process that can be highly cumbersome and labor-intensive. application contexts, their users drive requirements that result in the building or modification of ontology modeling languages (e.g., Open Biomedical Ontologies-OBO, 4 Web Ontology Language-OWL 5 ). For example, to facilitate ontology reuse and scalable ontology reasoning and querying, various modular ontology languages such as Distributed Description Logics, 6 E-connections, 7 and Package-based Description Logics 8 are being developed. 9, 10 Although useful, the development of multiple ontology languages necessitates that applications comprehend them, which in itself can be a non-trivial task. In practice, this leads to redundant, inefficient, often expedient, and frequently semantically distorting efforts to create interfaces to ontologies which proliferate across a multitude of vendors, applications, provider institutions, and even departments or user groups.
• Lack of Common Tools and Application Programming Interfaces: Along with multiple ontology modeling languages and formats, multiple and unique tools and application programming interfaces get developed. For example, to edit and query OBO and OWL ontologies, OBO-edit 11 and Protege 12 environments, respectively, are widely used within the biomedical ontology community. Similarly, before the development of LexGrid, there was no single tool or programming interface that could uniformly access common terminologies such as International Classification of Diseases (ICD) or Current Procedural Terminology (CPT). Consequently, applications using such ontologies must build separate appropriate tooling and programming interfaces (APIs) implementations. Although few tools exist that enable conversion of ontologies developed in one language to another, 13 this does not mitigate the requirement to develop software that exposes a "common and uniform API" for developing and using ontologies modeled in different languages and formats. Access to a robust, scalable, consistent, and available suite of ontology services would eliminate this barrier to using ontologies and reduce the variation in clinical description attributable to interface dependencies.
To address these requirements, there was a need to design intermediary software between ontologies and applications that allowed managing the navigational and querying challenges implicit within sophisticated ontologies and vocabularies. Historically, this challenge had been left as an exercise to the end user or vendors. Most efforts to develop terminology interface software have dramatically underestimated the challenge. Barring a few, 12, 14, 15 virtually all efforts at interface development had been proprietary or integrally bound with application environments. The consequence was that redundant, insular, noncomparable, nonscalable, and nonincremental terminology-access solutions prevailed. Neither practitioners nor patients were well served by this status quo; nor could the promise of individualized medicine and care to improve decisions, avoid errors, support research and new knowledge discovery, and continuously improve quality be realized. Specifically, some of the desirable characteristics of such software include the following 16, 17 :
• Functional Characteristics:
• Direct concept retrieval: the ability to retrieve various concept attributes such as definitions or context synonyms when the concept identifier is known. This may be a simple concept look-up by the identifier, or the specification for the concept in a particular language.
• Associated text-based concept retrieval: the ability to retrieve concept attributes when one knows only terms or phrases that are similar to the concept sought. This is a "smart" term look-up. More sophisticated implementations may tolerate spelling errors and support synonym and near-synonym resolution.
• Hierarchy traversal: the ability to navigate relationships between concepts (e.g., finding sub-or super-concepts of a given concept), or to recursively return all the "children" of a given concept (e.g., all drugs in the penicillin family).
• Metadata access: the ability to retrieve information about versions, allowed relationships, languages, and other capabilities of a particular ontology.
• Complex queries: the ability to access information combinatorially, e.g., list the immediate parent concepts of all concepts that have a term that contains the word "infarction".
• Performance Characteristics:
• Static performance: how much time does it take to respond to a single request, absent competing user system load? How to include optimizations such as local caching or code parallelization for improving query response time? • Dynamic performance: how a system responds to different loads? Does the system behave in a predictable fashion when subjected to different loads? Can it be configured to guarantee a minimum average and worst case response time?
• Architectural Characteristics:
• Fault resilience: can services deployed in a data-grid fashion sustain hardware failure and recover from software failure without crashing? Mission-critical clinical applications would seek high availability.
• Security: can the services prevent unauthorized alteration or disruption of content? How to ensure restriction of access to authorized users? • Distributed: how rapidly can the changes introduced into a master server be synchronized to slave/local copies along a chain of distribution? Updates must not destroy unique local content. • Federated: is it possible to maintain cross linkages between and among components of a single, large terminology or related terminologies with cross-referenced content? Similarly, is it possible to cross terminology boundaries to create composite terms from different sources, e.g., disease and anatomy? • Platform and language independence: can the services be operated independent of the programming language used for implementation, operating system and hardware platform?
Toward this end, in this paper we introduce the Lexical Grid (LexGrid) project which is an on-going community-driven initiative, coordinated by the Mayo Clinic Division of Biomedical Statistics and Informatics, that builds upon a set of common tools, data formats, and read/update mechanisms for storing, representing and querying biomedical ontologies and vocabularies.
In particular, the terminology and ontology resources in LexGrid are intended to be:
• represented using a common terminology model • accessible through a set of common API 
Related Work
Mayo Clinic's experience in using and contributing to terminology services and navigators dates to early versions of Lexical Technology, Inc's (later known as Apelon, Inc) (http://www.apelon.com) HyperCard-based Meta-Card, the Macintosh HyperCard-based browser 18 of the first UMLS releases. We developed several ad hoc browsers and matching software in that same era, 19, 20 in addition to a long series of statistically based approaches to concept mapping. 21 We will limit the remainder of this discussion to developments (by ourselves and others) that are germane to this manuscript.
Yet Another Terminology Navigator/Metaphrase
Yet Another Terminology Navigator (YATN) was originally developed in close collaboration between Mayo Clinic and Lexical Technology (LTI) in the mid-90s. It provided some key services and features for term normalization, term completion, semantic locality, and lexical matching. It later evolved into the development by LTI of a product called MetaPhrase 22 which was a scalable, middleware component designed to provide access to terms and concepts from the UMLS Metathesaurus (http://www.nlm.nih.gov/research/ umls/). In addition to the features present in YATN, MetaPhrase provided intuitive and user-friendly ways for semantically navigating knowledge resources.
OpenGALEN
OpenGALEN (http://opengalen.org) provides access to the GALEN terminological content which is a computer-based multilingual coding system for medicine. This terminological content is known as the GALEN Common Reference Model, and the representation scheme used to build this model is known as GRAIL-the GALEN Representation and Integration Language. The GALEN Common Reference Model is delivered and used via a software device called a GALEN Terminology Server developed by multiple software vendors associated with OpenGALEN. 23 An important role of OpenGALEN is to maintain a specification of the GALEN Terminology Server which is essentially concerned with the definition and behavior of the GRAIL language implemented within the server, and with describing the kinds of services that must be available to client applications.
Lexicon Query Services
The Lexicon Query Service (LQS), 24 published by the Object Management Group (OMG), specifies a set of Interface Description Language (IDL) interfaces to be used in querying and accessing computerized medical terminology services. The IDL is an ISO standard method of defining abstract signatures in an object-based, distributed computing environment. The complete OMG specification defines how methods would be invoked from a wide variety of programming languages, and describes the expected behavior of the methods. In particular, the specification attempts to address a broad-spectrum of clinical terminologies, from simple code/value tables to sophisticated description-logic based terminologies, such as GALEN or SNOMED-RT. The object-based approach enabled the LQS to add functionality as needed, in incremental layers.
Health Level 7 (HL7)
Health Level 7 (HL7) (http://www.hl7.org) is an ANSIaccredited standards organization that is focused on creating standards for the exchange, management and integration of data that support clinical patient care and the management, delivery and evaluation of health care services. Historically, HL7 has concentrated on interoperability between health care information systems and has worked with a messagebased information passing architecture. Early HL7 public releases (e.g., version 2.1) made only limited use of terminologies, and those that it did use were mostly simple code/text tables. The current Version 3 of the standard makes extensive use of terminological resources, some of which third parties supply and some of which have been internally developed.
(API) specification that is intended to describe the basic functionality that will be needed by HL7 Version 3 software implementations to query and access terminological content. It is specified as an API rather than a set of data structures to enable a wide variety of terminological content to be integrated within the HL7 Version 3 messaging framework without the need for significant migration or rewrite.
The Mayo reference implementation of CTS is built upon LexGrid repositories and technologies. More information is available at: http://informatics.mayo.edu/LexGrid/index. php?pageϭctsspec.
Apelon Distributed Terminology System
The Apelon Distributed Terminology System (DTS) 25 is an integrated set of open-source components that provides comprehensive terminology services in distributed application environments. It assists in the maintenance and deployment of vocabularies within health care applications such as interface engines, order-entry systems, and decision support systems. The DTS enables data normalization (i.e., matching of text input to standardized terms and concepts via lexical analysis), code translation (i.e., mapping of clinical data to standard coding systems such as ICD-9), semantic navigation (i.e., browsing of a rich set of hierarchical and nonhierarchical relationships between concepts), and a host of additional features. The DTS APIs and management applications are available for both Java and Microsoft.NET environments. Furthermore, DTS is bundled with an extensible editor that enables the enhancement of DTS Knowledge Base by adding new content and localizing it for specific purposes.
The UMLS Knowledge Source Server
The UMLS project develops "Knowledge Sources", namely the UMLS Metathesaurus, the Semantic Network, and the Specialist Lexicon, that can be used by a wide variety of applications to overcome retrieval problems caused by differences in terminology and the scattering of relevant information across many databases. All these sources can be accessed via an array of software such as the NLM Gateway and the UMLS Knowledge Source Server (KSS). 26 From a terminology service perspective, the KSS component is the most relevant to our work. As described in the UMLS web site, KSS is "an application that provides internet access to the Knowledge Sources. Its purpose is to make UMLS data more accessible to users and in particular to system developers. The system architecture allows remote site users (individuals as well as computer programs) to send requests to a server at the National Library of Medicine. Access to the system is provided through the world wide web and through an Application Programming Interface (API)." While KSS has been implemented specifically for UMLS, it influenced various aspects of the LexGrid implementation including specifying the functionality and signature of the terminology services.
Semantic Web Technologies
The Semantic Web is an extension of the existing World Wide Web where semantics of the information and services on the Web are defined, making it possible for the Web to understand and satisfy the requests of people and machines to use Web content. 27 This is facilitated by a host of Semantic Web specifications/languages for description and characterization of data representation models and the data itself (e.g., OWL, 5 RDF 28 ), for querying the data (e.g., SPARQL 29 ), and to extract and bind this information to traditional data sources to ensure interchange with data from other sources (e.g., GRDDL 30 ). These specifications are in turn implemented by various tools and APIs that provide functionality akin to terminology services. We mention two of them, relevant to LexGrid.
• Protégé Ontology Development Environment: Protege 12,31 is an extensible, platform-independent environment for creating and editing ontologies and knowledge bases. It supports two main ways of modeling ontologies via the Protege frames and the Protege OWL editor plugins, and is being widely used by members of different communities ranging from biomedicine to intelligence gathering to manufacturing. At its core, Protege implements a rich set of knowledge-modeling structures and actions that support the creation, visualization, and manipulation of ontologies in various representation formats. Various tools, including the frames and OWL editors, leverage protege's plug in architecture and its Java-based API.
• The OWL API: the OWL API, 14, 15 formerly known as the WonderWeb API, is a Java interface and implementation for the W3C web ontology language (OWL), and provides features similar to the Protege OWL API. However, unlike the Protege OWL API, the current development of the OWL API is geared towards OWL 2.0 32 which encompasses OWL-lite, OWL-DL, as well as some elements of OWL-full. Additionally, this API ships with a selection of parsers, renderers, and interfaces to various state-of-the-art reasoners. The key advantage having the OWL API based on OWL 2.0 is that, unlike OWL 1.0 which does not make any strong suggestions about what an OWL 1.0 implementation should look like, the OWL 2.0 documentation precisely states what a "standard" OWL 2.0 implementation should look like. Consequently, there is less ambiguity with respect to how ontology constructs should be translated into a programming interface.
The LexGrid Terminology Model
The LexGrid Model is a community-driven proposal for the standard storage of controlled vocabularies and ontologies whose current development is being coordinated by the Mayo Clinic. The model defines how ontologies are formatted and represented programmatically, and is intended to be flexible enough to accurately represent a wide variety of ontologies developed in different languages and other lexically based knowledge resources. The model has been applied in the context of several different server storage mechanisms (e.g., relational databases, Lightweight Data Access Protocol-LDAP) and an XML format. It provides the core representation for all data managed and retrieved through the API, and can represent vocabularies provided in numerous source formats including the (i) Open Biomedical Ontologies (OBO), e.g., Gene Ontology, 33 (ii) Web Ontology Language (OWL), e.g., NCI Thesaurus, 34 (iii) Unified Medical Language System (UMLS) Rich Release Format, e.g., NCI Metathesaurus which comprises of extensive clinical terminologies such as SNOMED CT, 35 and (iv) Classification
Markup Language (clam liters), e.g., International Classification of Diseases version 10 (ICD-10).
As mentioned earlier, this common terminology model is a critical component of the LexGrid project. Once disparate vocabulary information can be represented in a standard model, it becomes possible to build common repositories to store vocabulary content and common programming interfaces and tools to access and manipulate that content. This is evidenced by the LexBIG API, developed for the Cancer Biomedical Informatics Grid (caBIG) and the National Center for Biomedical Ontology (NCBO) initiatives. In what follows, we discuss some of the key elements of our LexGrid model.
Key Elements of the LexGrid Model
LexGrid is based on a model-driven architecture. The master LexGrid model is maintained in XML Schema which is then transformed into UML and other representational forms for publication. The model is comprised of multiple high-level objects that form the core in uniformly representing ontologies and vocabularies. These include the following:
Service: A service represents an access point for a collection of coding schemes and/or value domains and their accompanying history and provenance information (see Fig 1) . Each coding scheme in the coding schemes collection represents a snap shot of a terminological resource (code list, classification scheme, thesaurus, ontology, etc) at a particular point. Similarly, each value domain represents a snap shot of a collection of codes and pick-lists. The history collection describes release "packages", which may consist of multiple coding schemes and value domains that have been published as a unit entity. Not all the coding schemes or value domains named in a given system release are necessarily available from the containing service. As an example, a given service may include the 2007/10/31 release of SNOMED-CT and version 2007_05E of the NCI Thesaurus, while the corresponding system release would describe the UMLS 2008 AA Release, and describe all 140 plus source vocabularies in the thesaurus itself. System releases are intended to document version dependencies between terminology resources and/or value domains.
Coding Scheme: A coding scheme represents particular version of a lexicon, code set, classification system, thesaurus, ontology, mapping or other terminological resource in a uniform and consistent fashion (see Fig 2) . Each codingScheme carries information that uniquely identifies the terminological resource along with the relevant metadata. Such metadata include information such as the default language used in the coding scheme, the source(s) of the coding scheme, any copyright information associated with the coding scheme, and an official URI for the coding scheme (registeredName).
Additionally, each codingScheme is associated with a collection of mappings, which assign meaning to all identifiers that are used within the description of the terminological resource and its content (see Fig 5, available as an online data supplement at http://www.jamia.org). These mappings associate the local identifiers that are used in individual terminological resources with their intended meaning, which is represented by a Universal Resource Identifier (URI). The associated URI may represent another codedEntry within the current coding scheme or may reference an external terminological resource. As an example (see Table  1 ), the Foundational Model of Anatomy (http://sig.biostr. washington.edu/projects/fm/) may use "ENG" to represent text in the English language, while the NCI Thesaurus (http://nciterms.nci.nih.gov/NCIBrowser/Dictionary.do) might use "en" to represent the same thing. Both of these entries can be anchored to a common "meaning" via supportedLanguage entries: Similarly, different resources may use different identifiers to reference coding schemes. As an example, the UMLS Metathesaurus uses the abbreviation "ICD9CM" to reference ICD-9-CM, while Health Level 7 uses "ICD9". The supportedCodingScheme (see Table 2 ) entries show that both of these resources are referencing the same entity. Obviously, these mapping entries depend on an outside authority that can register and assign URN's. While no such authority has yet emerged on a global scale, Health Level 7 (HL7) manages a URI registry at http://www.hl7.org/oid/ index.cfm for health care related terminologies, the BioPortal (http://bioontology.org) supports a URI assignment scheme for Biomedical related ontologies, the W3C assigns URI's to its resources, the Dublin Core (http://dublincore. org/) uses PURL (http://purl.org/) based resources, etc.
Properties: An important aspect of the LexGrid model is its notion of a "property" (see Fig 6, available as an online data supplement at http://www.jamia.org). The LexGrid model was designed with two primary purposes-(1) to provide a common representation and semantics for terminological entities and attributes that are commonly used across many terminological resources, and (2) to faithfully represent the remainder of the terminological content in a way that remains faithful to the original resource.
As an example (see Table 3 ), the UMLS has a field in the MRSAB table called "SON", which carries the official name of the resource. The Dublin Core (http://dublincore.org/) by contrast, uses the property, dcterms:title, to identify exactly the same entity. The official name of the terminological resource is something that is considered semantically significant to the LexGrid model, so it is recorded in both the formalName attribute of the coding scheme and the properties collection. The SKOS (http://www.w3.org/2004/02/ skos/) representation of FAO Agrovoc (http://www. fao.org/aims/ag_intro.htm), by contrast, has a property, dcterms:issued. The LexGrid model has no slot for this so it is only stored in the properties collection.
Note that "SON", "title" and "issued" might appear in the supportedProperty table as (see Table 4 ) where, the UMLS SON has arbitrarily been assigned to the Dublin Core "title" category. 
CodedEntry.
A typical codingScheme defines a collection of coded entries (see Fig 7, available as an online data supplement at http://www.jamia.org). A codedEntry has the following characteristics:
1. Every codedEntry is associated with a code or an identifier that is unique within the namespace of the containing coding scheme. 2. Each codedEntry code is intended to represent a class, category, individual or association within the context of the containing coding scheme.
In addition to defining coded entries, a coding scheme may also add information to coded entries drawn from other coding schemes.
Every coded entry must have an entryCode that is unique within the containing coding scheme. The containing coding scheme defaults to the coding scheme in the model unless the entryCodingScheme property is specified. This property allows coding schemes to refer to or further define codes drawn from outside schemes. Every coded entry must also have at least one presentation, which is usually a word or phrase that conveys the intended meaning of the code. In addition, coded entries may have multiple definitions, comments and/or instructions about the when, why and how the coded entry is intended to be used. A codedEntry is associated with two status fields: isActive, which states whether this entry should be returned during textual or relation based searches (vs. by entryCode) and entry Status, which identifies the status of the entry according to the original provider. One of the steps involved in mapping a terminology into the LexGrid model is determining which entryStatus are considered active. Coded entries can be further categorized depending on the use case. Terminologies represented in OWL DL 1.0 partition coded entries into the categories "Class" (any subclass of rdfs:Class or any type of owl:Class), "Association" (any subclass of rdf:Property) and "Individual" (any type of owl:Class).
For historical reasons, the elements in this partition are labeled as concept, association and instance, respectively (see Fig. 3 ). The concept and association subclasses of coded entry identify additional semantics that are specific to that type.
Concepts:
In the context of the LexGrid model, a concept defines a group of individuals that belong together because they share some properties or characteristics (see Fig 8, available as an online data supplement at http://www. jamia.org). Each concept must have an entryCode in the model, although if the entryCode was internally assigned and was not explicitly asserted in the ontology itself, the isAnonymous flag in the concept is set to true.
Instances: In addition to the concepts, each codingScheme may define their members (see Fig 9, available as an online data supplement at http://www.jamia.org). We normally think of these as individuals in our universe of things, and represent them by defining one or more instances containers. Each instance is unique within the code system that defines it, and is a member of one, and only one, concept. Similar to a concept, each instance of the concept must have an entryCode in the model. For example, Bill Clinton and George W. Bush are both members of the concept Person.
Additionally, it is possible to specify relations between concepts and instances via associations, as described next.
Relations: Each code system may define one or more containers to encapsulate relationships between concepts and instances. Each named relationship (e.g., "subClassOf", "Part of", "Same as") is represented as an association within the LexGrid model (see Figs 10 and 11 , available as an online data supplement at http://www.jamia.org). Each relations container must define one or more association.
The association definition may also further define the nature of the relationship in terms of transitivity, symmetry, reflexivity, forward and inverse names, etc. Multiple in- stances of each association can be defined, each of which provide a directed relationship between one source and one or more target concepts or instances. Additionally, the model allows specifying relationships between the associations themselves (e.g., rdfs:subPropertyOf).
The source (domain) and target (range) of each association may be contained in the same code system as the association or another if explicitly identified, and can be set to a concept, or an instance, or an association, thus in essence, providing the capability to specify relationships between two concepts, instances, associations, or any combination of these entities. For handling OWL data type properties, the model also allows to represent the data type ranges (e.g., xsd:string) which also includes an attribute for storing the data values (e.g., AIDS). Finally, the model also allows to specify qualifiers such as owl:someValuesFrom or owl:allValuesFrom on the associations via the associationQualifier.
Available Representations
The master representation of the LexGrid model is provided in XML Schema Definition (XSD) format and can be accesses from http://informatics.mayo.edu/schema/2008/ 01/LexGrid/.
Conversions to other formal representations are available, including XML Metadata Interchange (XMI) and Unified Modeling Language (UML). Implementation or technologyspecific renderings of the model also exist. These include relational database schema (MySQL, PostgreSQL, DB2, Oracle, etc) and Lightweight Directory Access Protocol (LDAP) schema. Programming interfaces generated from the formal representation include Java bean interfaces based on the Eclipse Modeling Framework (EMF) and Castor frameworks.
LexGrid Architecture and Implementation
This section provides a basic description of the building blocks, interfaces, and tools comprising the LexGrid project (see Fig 4) .
A LexGrid Node represents both software and a backing data store that provide a logical persistence layer for accessing, F i g u r e 3. LexGrid codedEntry partition.
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storing and managing vocabulary content according to a formalized information model described in the previous section. LexGrid nodes typically use relational database management systems for management of data and indexing functions. Implementations include but are not limited to MySQL, PostgreSQL, DB2, Oracle, Hypersonic, and LDAP/ BDB. As part of on-going work, we are exploring the possibility of having a RDF-based triple store as a backend for LexGrid.
The Import Toolkit provides an API and a set of administration tools to load, index, publish, and manage vocabulary content for the vocabulary server. Various standard formats and models that are supported by the loaders of the toolkit include Rich Release Format (RRF), Web Ontology Language (OWL), Protege frames, LexGrid XML, Text Delimited, Open Biomedical Ontology (OBO), UMLS Semantic Net, and Classification Markup Language (ClaML). Specifically, a loader for a particular format "maps" various elements of the format to the elements of the LexGrid model. For example, in the case of the OWL loader, elements such as owl:Class maps to the LexGrid element concept, owl:ObjectProperty maps to association, and so on. Additionally, during ontology loading, various optimizations such as content caching are done to improve performance. Once the ontologies are loaded, indexes (based on Apache Lucene) are created to enhance performance and scalability of operations to search terms and concepts defined in the ontologies. Indexes are built by extracting indexable tokens out of the ontology elements (e.g., concept names, concept definitions), and applying traditional analytics such as skipping stop words (i.e., frequently used words that do not help distinguish one document from the other, such as "a", "an", "the", "in", "on", etc), converting all tokens to lowercase letters, so that searches are not case-sensitive, and so on. Once an index is created for a codingScheme, it is stored in a single directory in the file system.
The Export Toolkit provides an API and set of administration tools to export content in a standard format from a LexGrid node. Standard formats provided for export include LexGrid XML, Open Biomedical Ontology (OBO), Protege frames, and Web Ontology Language (OWL). Obviously, in some scenarios, it is feasible to leverage external translators for doing format conversions. 13 LexGrid also provides a Vocabulary Browser that gives the ability to connect with and search LexGrid repositories via the API, whereas the LexGrid Editor is a basic editor for creating, modifying, and changing vocabulary content according to the LexGrid information model. The editor is an Eclipse-based application that supports multivocabulary query and browsing, interactive views, logging and auditing. Note that both the LexGrid browser and editor were created as proof-of-concept efforts and are not a focus of active development.
• LexGrid services provide an access layer to search and access vocabulary content. Specific software packages such as LexBIG have been implemented to access LexGrid content, which we discuss in the following.
LexGrid Deployment Projects
In this section, we mention a few projects that leverage the LexGrid model and infrastructure.
The LexBIG Project
LexBIG (https://cabig-kc.nci.nih.gov/Vocab/KC/index.php/ LexBIG) is a project that applies the LexGrid vision and technologies to the requirements of the Cancer Biomedical Informatics Grid (caBIG) Community. The goal of the project is to build a vocabulary server accessed through a well-structured application programming interface (API) capable of accessing and distributing vocabularies as commodity resources. The major components of LexBIG include:
• A set of service management programs to load, index, publish, and manage content for the vocabulary server.
• An Application Programming Interface providing Java interfaces to various functions including lexical queries, graph representation and traversal, and NCI change event history.
• A graphical user interface providing access to administrative and API functions.
• Documentation consisting of API JavaDocs, administrator and programmer guides.
• Numerous examples providing sample source code for common vocabulary queries.
• A test suite to validate the software package installation.
Cancer Centers can use the LexBIG package to install the NCI Thesaurus and NCI Metathesaurus, and other content and perform queries via a rich API. LexBIG services can also be incorporated into numerous applications wherever vocabulary content is needed.
The LexBIO Project
LexBIO (http://informatics.mayo.edu/LexGrid/index.php? pageϭlexbio) provides development and support of LexGrid-based terminology software (services, persistence, tooling) to the National Center for Biomedical Ontology (NCBO; http://bioontology.org). Deliverables focus on providing administration and access to vocabularies required by NCBO driving biological projects and associated use cases. Implementation shares a technology base with the LexBIG project, including Java API, repositories, and incorporation of the LexGrid model architecture. This base is then enhanced and extended to meet specific needs of the Center.
The LexWiki Project
LexWiki (https://cabig-kc.nci.nih.gov/Vocab/KC/index.php/ LexWiki) is a project that is being introduced and applied within the biomedical informatics community for collaborative terminology authoring and curation tasks. The system comprises of three main modules: (i) a lightweight editor for proposal creation and consensus building based on the Semantic MediaWiki (SMW) platform, 36 (ii) A formal ontology editor for change commitment, formalism rendering and consistency checking based on Collaborative Protege, 31 and (iii) a terminology service module based on the LexGrid terminology model and the LexBIG API. The key aspect of LexWiki is to provide a common mechanism for representation of the ontological content, and this is achieved via "templates" which model the core semantics of the LexWiki contents. The data elements are derived from the LexGrid terminology model, defining the semantic core of LexWiki, so that different templates can be used as long as they are mapped to the LexGrid model. At this writing, the LexWiki infrastructure is adopted for two large-scale projects: World Health Organization (WHO) International Classification of Diseases (ICD) version 11 revision project, and the National Cancer Institute (NCI) Biomedical Grid Terminology (BiomedGT). In the WHO ICD-11 revision project, developing a structured, Wiki-like tool to create the drafts of ICD-11 will allow broader participation of multiple stakeholders. BiomedGT is an open, collaboratively developed terminology for translational research, sponsored by NCI. Initial content is based on the NCI Thesaurus, but the goal is to evolve BiomedGT into a set of subterminologies that can be federated, with content maintained by experts in the relevant research communities.
Dissemination
The 
Discussion
In the previous sections, we have illustrated some of the important aspects of the LexGrid terminology model and services provided by the APIs. An important feature that we plan to incorporate within the LexGrid infrastructure is the ability to reason with ontologies. Generically speaking, reasoning is considered as the cognitive process of looking for reasons to belief, conclusions, actions or feelings. In the context of ontology reasoning, this implies using a software tool, called a reasoner (e.g., Pellet, 37 Racer, 38 FaCTϩϩ 39 ), to retrieve answers to certain queries, identify logical inconsistencies, integrate and align multiple ontologies and vocabularies, among others. Thus, to provide reasoning services within LexBIG, our objective is to enhance the existing LexBIG API such that it can leverage existing of-the-shelf open-source reasoners such as Pellet.
At present, the LexGrid model and infrastructure enables representation of relationships (and querying) across multiple-ontologies, however such relationships are required to be prespecified when the ontologies are loaded. Consequently, another important requirement we intend to address is to provide semi-automatic support for alignment between ontologies. Past research has developed tools and techniques that leverage an "mediating ontology" for defining the mappings between "source" and "target" ontologies. 40 -42 Although useful, the requirement to define mappings to mediating ontology from the source/target ontologies is a labor-intensive and cumbersome process. To address this limitation, we plan to investigate a combination of lexical and semantic based semi-automatic techniques for identifying interontology mappings. [43] [44] [45] Finally, some of the features under investigation or active development include the following:
• Federated vocabulary access, registration, and discovery (actively developed as part of NCI Enterprise Vocabulary Services for caBIG as a grid-level implementation of the LexBIG API).
• API extensions to support local vocabulary extensions and provider suggestions.
• API extensions to support HL7/CTS 2 API (being defined).
• API extensions to support submission of vocabulary change requests.
• Integration of the LexGrid model with the ISO 11179 specification.
Conclusion
LexGrid is an evolving set of software for supporting vocabulary distribution and access. The overarching goal of the project is to accommodate multiple vocabulary and ontology distribution formats and support of multiple data stores for federated vocabulary distribution, and provide a consistent and standardized rich API to access multiple vocabularies that support lexical search queries as well as traversal of the ontology itself. The current LexGrid implementation is open-source and is actively deployed in the development of Cancer Biomedical Informatics Grid (caBIG) and the National Center for Biomedical Ontology (NCBO).
