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RESUMO
Nesta dissertação é abordado o tema da especificação de Qua-
lidade de Serviço (QoS) em serviços de rede. Em operações relacio-
nadas ao gerenciamento de QoS, sempre é necessário especificar os
parâmetros de qualidade sendo negociados. Atualmente não existem
padrões que descrevem formalmente como deve ser feita a especifi-
cação de QoS. Enquanto trabalhos propõem o uso de uma lista fixa
de parâmetros de qualidade, soluções que oferecem listas extensíveis
de parâmetros são mais adequadas para lidar com a heterogeneidade
de aplicações, serviços de rede, e arquiteturas de QoS adotadas pelos
provedores. Inspirada na Web Semântica e em problemas similares
enfrentados por Serviços Web, esta dissertação propõe o uso de on-
tologias como uma maneira formal e extensível de especificação de
qualidade em serviços de rede. Uma modelagem para especificação,
chamada NetQoSOnt, é proposta, exemplificada, e validada através
de um protótipo. Esta modelagem tem o objetivo de ser utilizada
como base para sistemas de QoS, permitindo a especificação formal
de parâmetros de qualidade. Os resultados da implementação do
protótipo demonstram a viabilidade da utilização de NetQoSOnt
em sistemas automatizados de gerenciamento de QoS.
Palavras-chave: Qualidade de Serviço, Redes de Computa-
dores, Especificação de QoS, Ontologias, Tomada Automatizada de
Decisões.

ABSTRACT
In this thesis, the topic of Quality of Service (QoS) specifica-
tion in network services is approached. In operations related to QoS
management, it is always necessary to specify the quality parame-
ters being negotiated. Currently there are no formal standards for
QoS specification. While work propose the use of a fixed list of qua-
lity parameters, solutions that offer a extensible list of parameters
are more adequate to deal with the heterogeneity of applications,
network services, and QoS architectures adopted by providers. Ins-
pired by the Semantic Web and by similar problems faced by Web
Services, this thesis proposes the use of ontologies as a formal and
extensible way of specifying quality in network services. A specifi-
cation modeling, called NetQoSOnt, is proposed, exemplified, and
validated through a prototype. This modeling has the objective of
serving as basis to QoS systems, allowing the formal specification of
quality parameters. The results of the implementation of the pro-
totype show the viability of use of NetQoSOnt in automated QoS
management systems.
Keywords: Quality of Service, Computer Networks, QoS Spe-
cification, Ontologies, Automated Decision Making.
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1 INTRODUÇÃO
O aumento do uso de aplicações de tempo real (VoIP,
videoconferência, jogos, entre outros) e a alta disponibili-
dade requerida por clientes empresariais e governamentais
aumentaram também a necessidade de garantir Qualidade
de Serviço (QoS). QoS, por sua vez, compreende o conjunto
de requisitos de uma aplicação que um sistema deveria sa-
tisfazer para obter a qualidade desejada (LU, 1996). Para
garantir QoS em serviços de rede, foram propostas diversas
arquiteturas, tais como IntServ, DiffServ, etc.
Mas, antes de utilizar qualquer mecanismo de rede com
suporte a QoS os clientes, usuários ou aplicações precisam
especificar seus requisitos de qualidade. A especificação de
QoS é utilizada em várias operações de gerenciamento de
QoS, entre elas: a seleção do provedor, a invocação do ser-
viço, a negociação de qualidade e o monitoramento do ser-
viço.
No momento da subscrição em um serviço de rede, o Pro-
vedor de Serviços de Rede (NSP — Network Service Provi-
der) e o cliente estabelecem um contrato, denominado Acordo
de Nível de Serviço (SLA — Service Level Agreement). O
SLA permite que o NSP e o cliente definam parâmetros de
qualidade mínimos que o NSP deve garantir ao cliente, assim
como o preço pelo fornecimento dos serviços e punições caso
o provedor falhe com esse fornecimento, ou caso o cliente
faça mau uso dos serviços fornecidos.
Um conjunto de parâmetros de qualidade, seus valores
e suas métricas formam a especificação técnica de um SLA,
também chamada de Especificação de Nível de Serviço (SLS
— Service Level Specification) (TEQUILA, 2002). Um SLA
pode conter um ou mais SLSs e cada SLS pode variar de
acordo com o tipo do serviço prestado. Por exemplo, um
provedor de acesso de redes sem fio pode garantir que, dentro
de sua área de cobertura, a potência do seu sinal nunca será
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menor que um certo percentual. Outro exemplo seria o de
um provedor de serviços de Internet que pode garantir que,
dentro de seu domínio, a transmissão de pacotes nunca terá
um atraso maior que 100 milissegundos.
Provedores diferentes do mesmo tipo de serviço também
podem ter nomes e métricas diferentes para o mesmo parâ-
metro de qualidade. Isso ocorre devido ao uso de diferentes
terminologias e também ao uso de nomes fantasia. Por exem-
plo, enquanto um provedor pode chamar o atraso de trans-
missão de “atraso” em seus serviços, outro provedor pode
preferir o termo “latência”.
Alguns trabalhos na área de QoS tentaram tratar essa
falta de normalização em termos de parâmetros de QoS de-
finindo um conjunto padrão de parâmetros a serem adota-
dos. Uma destas tentativas foi feita pelo projeto TEQUILA
(Traffic Engineering for Quality of Service in the Internet,
at Large Scale) (TEQUILA, 2002). Semelhante a maio-
ria dos outros trabalhos na área, (TEQUILA, 2002) adota
parâmetros da camada de rede referentes ao protocolo IP,
como One Way Delay (ALMES; KALIDINDI; ZEKAUS-
KAS, 1999a), Packet Delay Variation (DEMICHELIS; CHI-
MENTO, 2002) e Packet Loss Rate (ALMES; KALIDINDI;
ZEKAUSKAS, 1999b), que são independentes das camadas
de rede inferiores. Entre outros exemplos de propostas que
definem um conjunto de parâmetros padrão está a do pro-
jeto AQUILA (Adaptive Resource Control for QoS Using an
IP-based Layered Architecture) (SALSANO et al., 2000).
Entretanto, a adoção de uma lista pré-definida de parâ-
metros não é uma solução ideal para especificar a QoS. Existe
uma grande quantidade de provedores oferecendo soluções de
QoS nas diferentes camadas da pilha TCP/IP, como prove-
dores em nível de enlace, que alugam trechos de fibra ótica;
provedores em nível de rede, que oferecem conectividade IP;
provedores de serviços aplicativos, que fornecem serviços de
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VoIP, vídeo sob demanda (VoD — Video on Demand), entre
outros.
Obviamente, uma quantidade limitada e de difícil ex-
pansão de parâmetros não serviria para atender a todos os
provedores existentes. De maneira ideal, uma especificação
de QoS deveria ser de fácil expansão e ser capaz de descrever
parâmetros quantitativos e/ou qualitativos de forma declara-
tiva (sem expressar como eles devem ser impostos ou manti-
dos). Para ser adequada a diversos cenários, onde possam ser
adotadas diferentes tecnologias, soluções de gerenciamento
de QoS e níveis de serviço, uma abordagem de especifica-
ção de QoS deveria permitir o uso de um conjunto flexível
de parâmetros e métricas. Deveria também permitir que es-
pecificações de camadas diferentes possam ser relacionadas,
de modo que a escolha da configuração de certos parâmetros
em uma camada superior implique na configuração de outros
parâmetros nas camadas inferiores, de maneira transparente
ao usuário.
Uma especificação de QoS utilizando parâmetros em di-
ferentes níveis exige um mapeamento eficiente: parâmetros
qualitativos e quantitativos devem ser compreendidos e ma-
peados em parâmetros e soluções dependentes de tecnologia.
Ou seja, a descrição deve poder ser traduzida pelo prove-
dor em ações de configuração nos mecanismos e políticas do
sistema (JINGWEN; NAHRSTEDT, 2004).
Problemas similares aos discutidos ocorrem na área de
Serviços Web (Web Services — WS). WS são sistemas com-
putacionais que possuem uma interface de aplicação acessível
através da Web, utilizando tecnologias padrão, como HTTP
e XML (DAVIES; STUDER; WARREN, 2006). Eles são pu-
blicados em um registro centralizado utilizando um padrão
baseado em XML, denominado UDDI (Universal Descrip-
tion, Discovery and Integration). Uma busca é feita no re-
gistro (utilizando SOAP — Simple Object Access Protocol)
para descobrir serviços e suas descrições (como funcionam).
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Cada serviço é descrito utilizando a linguagem WSDL (Web
Services Description Language), que define as mensagens su-
portadas pelo serviço, seus parâmetros e a resposta fornecida
(DAVIES; STUDER; WARREN, 2006).
Os padrões descritos oferecem interoperabilidade entre
serviços apenas no nível sintático: a competência de um de-
senvolvedor é necessária para realizar a busca no registro de
modo a recuperar a lista de serviços, descobrir os que fazem
a computação desejada, e desenvolver um cliente que uti-
lize estes serviços de acordo. Para superar estas limitações,
pesquisas em WS sugerem maneiras de embutir semântica
no fluxo de trabalho de WS, de modo a automatizar a inte-
roperação entre serviços e minimizar a necessidade de inte-
ração humana. Estas pesquisas formam uma nova área de
interesse, chamada Serviços Web Semânticos (Semantic Web
Services — SWS) (DAVIES; STUDER; WARREN, 2006).
Um dos aparatos semânticos mais utilizados em SWS
são as ontologias. Uma ontologia pode ser definida como
“uma especificação explícita e formal da conceitualização de
um domínio de interesse” (DAVIES; STUDER; WARREN,
2006). Formal, nesse sentido, significa que esta especifica-
ção permite o processamento automático por computadores.
Em SWS, elas são utilizadas para descrever semanticamente
os serviços. Um conjunto padrão de conceitos é estendido
de modo a descrever os vários tipos de serviços possíveis em
WS. Além de permitir a descrição funcional de WS, as on-
tologias permitem a descrição de requisitos não funcionais,
incluindo QoS, tornando-se um mecanismo formal que pode
amenizar o problema de diferentes terminologias e métricas.
A Web Ontology Language (OWL) (W3C, 2004a) é a lin-
guagem padrão da W3C para a codificação de ontologias.
Na área de SWS, várias ontologias de QoS foram criadas
utilizando OWL para especificar qualidade e diferenciar WS
além do nível funcional ((DOBSON; LOCK, 2005), (ZHOU;
CHIA; LEE, 2005), (BLEUL; WEISE, 2005)).
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Para permitir a flexibilização em termos de parâmetros
de qualidade para especificar QoS, é necessário um forma-
lismo que atenda uma série de requisitos: permitir a especi-
ficação de parâmetros e métricas de QoS; permitir a especi-
ficação dos relacionamentos/mapeamentos entre parâmetros
e métricas; e permitir a interpretação automática destes pa-
râmetros.
Existem alguns formalismos que permitem expressar es-
tes problemas. A Unified Modeling Language (UML), por
exemplo, é uma linguagem visual bastante rica e que per-
mite especificar alguns dos requisitos citados. A semântica
de UML, no entanto, não é restrita o suficiente de modo a
permitir a inferência automatizada (OMG, 2009), de modo
que UML pode ser considerado um recurso interessante so-
mente para visualizar graficamente modelos semânticos. On-
tologias, por outro lado, são modelos semânticos com toda a
expressão necessária para atender aos requisitos citados, e o
modelo formal utilizado para definir ontologias possibilita a
inferência automatizada.
1.1 OBJETIVO GERAL
Considerando o problema da especificação e mapeamento
de QoS em redes, e inspirado nos progressos na área de SWS,
esta dissertação propõe tratar o problema de transparênci-
a/extensibilidade de parâmetros de QoS em serviços de rede
utilizando uma abordagem semântica. Através desta aborda-
gem, é possível não só definir um vocabulário comum, mas
permitir a extensão deste vocabulário. A modelagem pro-
posta é projetada para ser a base para abordagens de geren-
ciamento de QoS baseado em semântica, incluindo seleção,
negociação, invocação e monitoramento de serviço.
A modelagem utilizada também permitirá a comparação
automatizada de diferentes parâmetros de QoS. Os meios
para estender a modelagem e realizar essa comparação serão
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exemplificados e demonstrados através de exemplos. Esses
exemplos serão a base para validação da proposta.
1.2 OBJETIVOS ESPECÍFICOS
Como objetivos específicos, esta dissertação tem como
pretensão de:
1. Apresentar os principais conceitos envolvidos na espe-
cificação de parâmetros de QoS de modo geral, e mais
profundamente de QoS em redes;
2. Apresentar os principais conceitos envolvidos na mode-
lagem semântica, com foco em ontologias codificadas
em OWL;
3. Mostrar e comparar ontologias de QoS já existentes,
tanto para a área de redes, quanto de WS;
4. Definir a ontologia para especificação de QoS em ser-
viços de rede, chamada de NetQoSOnt, e demonstrar
o seu uso através de exemplos;
5. Validar a proposta utilizando um protótipo.
1.3 JUSTIFICATIVA
Na área de redes de computadores, não existe um padrão
amplamente adotado de especificação de QoS. Esta falta de
normalização leva ao conhecido problema de interoperabili-
dade: clientes e provedores descrevem seus requisitos e ga-
rantias utilizando definições e terminologia próprias.
A negociação da qualidade entre domínios é prejudicada,
pois muitas vezes estas definições são incompatíveis, o que
dificulta a comparação de parâmetros.
31
O estabelecimento de um contrato com um provedor res-
tringe o cliente ao mesmo, exigindo um processo de migração
e adaptação dos dados caso haja a necessidade de mudança
ou mesmo de interação com outro provedor.
Para um desenvolvedor de aplicativos, ocorre um pro-
blema similar quanto a como especificar parâmetros de qua-
lidade. Utilizar os parâmetros e as métricas de um provedor
pode tornar difícil a interação com um provedor diferente.
Há também o problema da camada em que o serviço está
sendo oferecido. Apesar de estar trabalhando em um nível
mais alto, é necessário especificar a qualidade em nível de
rede, ao negociar com um NSP.
1.4 ORGANIZAÇÃO DESTA DISSERTAÇÃO
O restante desta dissertação está organizada da seguinte
maneira: no capítulo 2, é realizada uma revisão sobre os
conceitos envolvidos na especificação de QoS; no capítulo 3,
são revisados os conceitos relacionados à semântica compu-
tacional e ao desenvolvimento de ontologias; no capítulo 4,
são apresentados e discutidos trabalhos relacionados ao tema
desta dissertação; no capítulo 5, é apresentada NetQoSOnt
e sua modelagem de especificações de qualidade de serviço,
modelagem esta exemplificada através de um cenário de uso
e validada através do desenvolvimento de um protótipo; fi-
nalmente, no capítulo 6, são tiradas conclusões acerca da
pesquisa realizada e sugeridos trabalhos futuros.
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2 QUALIDADE DE SERVIÇO
Neste capítulo é realizada uma revisão dos conceitos en-
volvidos na especificação de QoS de modo geral e um apro-
fundamento sobre a especificação de QoS em redes de com-
putadores.
2.1 SOBRE QUALIDADE DE SERVIÇO
A junção de serviços de tempo real à rede de dados au-
mentou consideravelmente a sua complexidade. Estes servi-
ços englobam não somente a comunicação por voz, que foi
somente o início, mas a comunicação por vídeo, sincronização
entre sistemas (por exemplo em jogos com múltiplos jogado-
res jogando a mesma partida em redes separadas por grandes
distâncias), alta disponibilidade (por exemplo em troca de in-
formações sensíveis entre governos, empresas), entre outros.
Recentemente, houve um grande aumento da necessidade
de garantir a qualidade do serviço em redes de comutação de
pacotes. Uma das primeiras aplicações a ter esta demanda
foi a junção das redes de comunicação de dados e das redes
de comunicação de voz (PARK, 2005).
Realizado em uma rede de comutação de circuitos, o ser-
viço de comunicação de voz oferece alta qualidade de cha-
mada para seus clientes, pois estabelece uma linha dedicada
para cada chamada. Obviamente, esta qualidade vem com
um preço, uma vez que a linha dedicada ocupa uma grande
quantidade de recursos do sistema, mesmo que não esteja
sendo usada (quando as duas pessoas ficam em silêncio du-
rante uma chamada telefônica, por exemplo).
As redes de comutação de pacotes são redes projetadas
para o envio de dados, o que na maioria das ocasiões não
é um serviço de tempo real. Todos os fluxos de dados são
tratados de maneira igual, e não existem garantias de tempo
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e entrega de pacotes, em um esquema de operação chamado
de Melhor Esforço (Best Effort — BE) (PARK, 2005).
A operação de envio de pacotes em BE não é suficiente
para serviços de tempo real. São necessários mecanismos
para oferecer garantias em termos de desempenho do serviço,
pois a perda ou o atraso destes é altamente prejudicial para
várias aplicações/serviços (por exemplo, uma mensagem de
voz não pode ser reconstruída se os pacotes forem perdidos
ou recebidos totalmente fora de ordem). E para realizar esta
classificação dos dados que trafegam na rede, é necessário
definir e especificar QoS de maneira clara.
A classificação é apenas o primeiro componente da ga-
rantia da QoS. Existem quatro princípios que toda arquite-
tura de QoS deve seguir para garantir qualidade (KUROSE;
ROSS, 2006): o primeiro deles é a correta classificação e di-
ferenciação dos fluxos de dados; o segundo diz respeito ao
isolamento: cada fluxo pode utilizar somente os recursos que
lhe forem alocados; o terceiro diz respeito à eficiência: os
recursos do sistema como um todo devem ser divididos entre
os fluxos passantes, e ao mesmo tempo devem ser utilizados
de maneira eficiente; o quarto e último princípio diz respeito
à admissão de fluxos: cada fluxo deve declarar seus requisi-
tos antes de utilizar um sistema, e se este sistema julgar que
não consegue atendê-los, pode bloquear o fluxo.
2.2 DEFINIÇÃO DE QOS
Dentre as várias definições de Qualidade de Serviço trazi-
das por (MARCHESE, 2007) e (PARK, 2005), a considerada
mais simples e completa para este trabalho é a de que QoS
é o grau com o qual um conjunto de características de um
sistema atende a determinados requisitos.
Considerando esta definição, é possível dividir QoS em
dois tipos, como feito em (PARK, 2005):
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QoS do Ponto de Vista do Sistema, medida e descrita
em termos de parâmetros quantitativos. Estes parâme-
tros podem representar valores mínimos, valores máxi-
mos, ou mesmo intervalos de valores onde determinada
característica de qualidade do sistema é garantida.
QoS do Ponto de Vista do Usuário, também chamada
de Qualidade de Experiência (Quality of Experience —
QoE) ou Qualidade Percebida. Geralmente é descrita
em parâmetros subjetivos como “chamada de voz sem
eco/atraso”, “chamada de vídeo sem imagens borradas
e áudio sincronizado”, embora existam métricas mais
objetivas, como a Mean Opinion Score (MOS) (ITU-T,
1996).
MOS consiste em uma “média de opinião” dos usuários,
que avaliam o serviço dando notas de 1 a 5, sendo que,
quanto mais baixa a nota, pior é a qualidade do serviço.
Embora seja uma métrica descrita de forma objetiva,
MOS corresponde na verdade a uma avaliação subje-
tiva, que depende também do tipo do serviço. Estudos
descritos em (MARCHESE, 2007) fazem a correspon-
dência entre parâmetros de QoS Intríseca e MOS, para
o serviço de conferência de vídeo e áudio.
2.2.1 Definição de QoS para Aplicações em Redes de Com-
putadores
Sobre a QoS do sistema para aplicações em redes de com-
putadores, é possível afirmar que ela possui vários níveis,
relacionados às camadas da pilha TCP/IP:
Qualidade em Nível de Aplicação é aquela expressa em
termos de parâmetros de aplicativo, como a taxa de
quadros de um fluxo de vídeo, a taxa de bits de um
fluxo de áudio, a disponibilidade de um WS, entre ou-
tros.
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Qualidade em Nível de Transporte é a qualidade expressa
em termos da configuração do protocolo de transporte,
como controle de congestionamento, tamanho da janela
de envio, entre outros.
Qualidade em Nível de Rede é aquela expressa em ter-
mos de parâmetros de configuração do protocolo de
rede, em geral relacionados ao protocolo IP, como taxa
de perda, atraso, variação de atraso e vazão.
Qualidade em Nível de Enlace envolve parâmetros em re-
des cabeadas ou sem fio, como priorização de tráfego,
potência de sinal e latência.
2.3 ESPECIFICAÇÃO DE QOS
Uma especificação de QoS pode ser definida como um
conjunto de parâmetros que, junto com seus respectivos va-
lores, definem a qualidade oferecida por uma aplicação ou
serviço (GROSSMAN, 2002). Parâmetros, por sua vez, são
tipos de medição de qualidade, e valores são manifestações
ou medições dos parâmetros. Especificações de QoS podem
ser utilizadas tanto para descrever a oferta de qualidade de
um provedor quanto os requisitos de qualidade de um cliente.
A especificação da QoS é importante em várias operações
de gerenciamento de qualidade em redes, como a subscrição
com o provedor, a negociação de qualidade, a invocação do
serviço e o monitoramento do serviço.
A subscrição com o provedor envolve a negociação de um
contrato de serviço, denominado Acordo de Nível de Serviço
ou SLA. O SLA inclui uma parte não técnica (identificação
das partes, preço do fornecimento dos serviços e punições
para ambas as partes caso o contrato não seja honrado) e
uma parte técnica, chamada de Especificação de Nível de
Serviço ou SLS, que inclui os parâmetros de qualidade (em
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conjunto com seus valores e suas métricas) que devem ser
garantidos pelo provedor ao fornecer o serviço para o cliente.
Em geral, os provedores adotam provisionamento está-
tico de QoS, onde toda a negociação é realizada manual-
mente, o que resulta em uma longa atividade offline, e tem
como produto final os chamados SLAs Estáticos.
A negociação da qualidade também pode ser feita de
maneira dinâmica. Para isso, é necessário que cliente e pro-
vedor acordem também na sintaxe do SLA a ser negociado,
de modo que a negociação possa ser feita de maneira auto-
mática. SLAs dinâmicos devem ser vistos como “documentos
vivos” no sentido de que eles podem ser modificados frequen-
temente, de acordo com as necessidades atuais do cliente e
a disponibilidade do provedor (MESCAL, 2005). Este tipo
de SLA possui uma validade de curta duração e pode ser
negociado com base em fluxos mínimos de utilização. Vá-
rios trabalhos de pesquisa propõem protocolos de negocia-
ção, como por exemplo COPS-SLS (NGUYEN et al., 2002),
DSNP (CHEN et al., 2006), SLS IPCP (CLERCQ et al.,
2000) e SrNP (GODERIS et al., 2002).
A Invocação do Serviço é aquela feita anteriormente a
utilização do mesmo. Ela pode ser implícita ou explícita
(TEQUILA, 2002). Na invocação implícita, a QoS a ser ga-
rantida é definida em um SLA negociado previamente e às
vezes requere protocolos de sinalização de QoS para reserva
de recursos. Em uma invocação explícita, o usuário seleci-
ona o nível de QoS no momento da invocação. Neste caso, o
usuário ou aplicação especifica seus requisitos de QoS para o
provedor, que pode aceitar ou não o pedido, dependendo da
carga do sistema.
O Monitoramento do Serviço assegura a detecção de vi-
olações no SLA. Idealmente, um terceiro (uma empresa de
segurança, por exemplo) de comum acordo entre cliente e
provedor é designado para monitorar o uso dos recursos pelo
cliente e o provimento destes pelo provedor, sinalizando ao
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encontrar violações (MORAES et al., 2008). Quando en-
contradas, estas devem ser tratadas no modo previamente
estabelecido no SLA.
As operações de gerenciamento de qualidade só são possí-
veis devido à existência de parâmetros claros de desempenho
em redes, descritos na seção 2.5.
2.4 CLASSES DE SERVIÇO
Uma Classe de Serviço, também referida como CoS (do
inglês Class of Service), compreende uma classificação dada
pelo provedor a aplicações com características de tráfego e
desempenho semelhantes. Por exemplo, aplicações com re-
quisitos de tempo real como chamadas de voz e outros ser-
viços de telefonia podem ser classificadas usando a mesma
CoS (BABIARZ; CHAN; BAKER, 2006).
E os requisitos de cada CoS de um provedor, por sua vez,
são declarados utilizando especificações de QoS. Os valores
ideais dos parâmetros garantidos são escolhidos de modo que
para o agregado de tráfego que a CoS representa a utilização
do serviço seja satisfatória.
2.5 ESPECIFICAÇÃO DE QOS NA CAMADA INTERNET DA
PILHA TCP/IP
Existem provedores oferecendo serviços em todas as ca-
madas da pilha TCP/IP. No entanto, uma das camadas que
possuem maior importância é a camada de rede, justamente
pelo fato dessa camada fornecer a conectividade entre os vá-
rios serviços. Em decorrência do sucesso e da amplitude da
Internet, o padrão IP ganhou grande importância, gerando
interesse dos provedores em trabalhar na camada de rede.
Há uma quantidade significativa de provedores, e os prove-
dores de outras camadas por vezes moldam seus serviços aos
requisitos de rede.
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Com a necessidade de garantir qualidade na Internet, fo-
ram desenvolvidos diversos RFCs (Request For Comments,
ou “Requisição de Comentários”) para padronizar os parâme-
tros de desempenho na camada de rede. O grupo de trabalho
IPPM (IP Performance Metrics Working Group) lançou a
RFC 2330 (PAXSON et al., 1998), que define um arcabouço
geral para o desenvolvimento de parâmetros de desempenho
em uma rede IP. Esta RFC também define um vocabulário
comum a ser usado na definição de parâmetros e metodolo-
gias para a medição destes. A partir das definições da RFC
2330, foram criados os principais parâmetros de desempenho
de redes:
One-way Delay: o atraso em um sentido, também cha-
mado simplesmente de atraso, é definido na RFC 2679
(ALMES; KALIDINDI; ZEKAUSKAS, 1999a). Na sua
forma mais simples, é o tempo em que um pacote leva
para sair da fonte e chegar ao destino. Esta medição
simples é realizada várias vezes em um tempo determi-
nado (seguindo uma distribuição de Poisson), e a mé-
dia destes valores é o valor a ser realmente considerado
para definir o atraso. A RFC 2679 discute vários requi-
sitos para medir corretamente este tempo (por exem-
plo, sincronização dos relógios entre as entidades), mas
que não entrarão em discussão neste trabalho.
One-way Packet Loss: a perda de pacotes em um sen-
tido, também chamada de taxa de perda de pacotes,
é definida na RFC 2680 (ALMES; KALIDINDI; ZE-
KAUSKAS, 1999b). Quando um pacote é enviado da
fonte ao destino, o tempo que este pacote leva para che-
gar ao destino (o atraso) é monitorado. Se este tempo
ultrapassar um limiar mínimo, o pacote é considerado
perdido. Da mesma forma que é feita a medição de
atraso, várias amostras de envio de pacotes são toma-
das dentro de um intervalo de tempo seguindo uma
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distribuição Poisson, e o percentual de pacotes perdi-
dos configura o parâmetro de perda de pacotes.
One-way IP Packet Delay Variation, ouOne-way IP-
DV. A variação do atraso de pacotes em um sentido é
definida na RFC 3393 (DEMICHELIS; CHIMENTO,
2002). A medição deste parâmetro é feita escolhendo
dois pacotes de um fluxo de pacotes, utilizando uma
função pré-definida (que depende da entidade que faz
a medição e não é especificada na RFC) e seus atrasos
são medidos. A diferença entre estes atrasos é a varia-
ção de atraso. Assim como ocorre com os parâmetros
atraso e perda, essa medição é feita várias vezes e a
média quantifica realmente o parâmetro.
Network Capacity, ou throughput. A capacidade de trá-
gego, também chamado de vazão de tráfego, é definida
na RFC 5136 (CHIMENTO; ISHAC, 2008). Esta RFC
contém várias definições para capacidade de tráfego em
uma rede IP. Destas definições, a mais utilizada é a ca-
pacidade de tráfego em um enlace, que é definida como
número máximo de bits na camada IP (que correspon-
dem a oito vezes o número de octetos em todos os pa-
cotes IP recebidos corretamente) que podem ser trans-
mitidos corretamente entre dois hosts em um intervalo
de tempo. Vale lembrar que o enlace corresponde a
uma conexão direta entre dois hosts. Quando se fala
de um caminho completo entre a fonte e o destino, a
capacidade do caminho é a equivalente à capacidade do
enlace de menor capacidade deste caminho, que pode
variar com o tempo devido a variações no nível de con-
gestionamento dos enlaces.
Vários trabalhos de pesquisa que tratam QoS de rede
focam-se nestes parâmetros (por exemplo (TEQUILA, 2002),
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(ALÍPIO; NEVES; CARVALHO, 2007), (EXPOSITO; SÉ-
NAC; DIAZ, 2004)). No entanto, os parâmetros de qualidade
das outras camadas da pilha TCP/IP, e sua relação com os
parâmetros de qualidade de rede também são importantes,
e são tratados na próxima seção.
O IPPM, como dito anteriormente, é um esforço voltado
para a definição de parâmetros de desempenho em redes IP.
Logo, não é feito, dentro deste grupo a criação de Classes de
Serviço. Outros padrões da IETF, como por exemplo Int-
Serv e DiffServ, utilizam os parâmetros definidos pelo IPPM
na criação de arquiteturas de QoS completas, incluindo a
definição de CoS.
A arquitetura DiffServ (Differentiated Services) (BLAKE
et al., 1998) é uma das mais difundidas e implementadas atu-
almente. Ela define um conjunto padrão de CoS, chamados
na RFC de Per Hop Behaviour (PHB) cujos tipos de tráfego
que elas devem comportar, e quais os meios que podem ser
utilizados para classificar e moldar o tráfego (configuração
de filas, entre outros). O conjunto de CoS definidas por Diff-
Serv, identificado pelo campo DSCP (DiffServ CodePoint)
do pacote IP, é apresentado a seguir (BABIARZ; CHAN;
BAKER, 2006):
Default Forwarding (DF): é a CoS padrão, correspon-
dente ao serviço de melhor esforço ou Best Effort. Uma
vazão mínima de tráfego é garantida, mas não há ga-
rantia de ordem ou entrega de pacotes;
Assured Forwarding (AF): é na verdade um conjunto de
CoSs, com diferentes níveis de garantia em atraso, va-
riação de atraso, perda e vazão. Todos os pacotes
que excedem os limites são descartados. Existem qua-
tro classes, e três níveis de descarte para cada classe.
Os serviços que as classes AF devem oferecer garan-
tia abrangem conferência multimídia (classe 4), strea-
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ming multimídia (classe 3), transações cliente-servidor
(classe 2) e aplicações store and forward (classe 1);
Expedited Forwarding (EF): é a CoS de maior priori-
dade, designada para serviços com baixa tolerância a
atraso, variação de atraso, perda e vazão. O classe
principal de serviço que EF deve oferecer garantia é a
de telefonia;
Como dito, a arquitetura DiffServ especifica quais as
classes de serviço e os mecanismos que podem ser utiliza-
dos para classificar e moldar o tráfego de acordo com estas
classes. A configuração real destes mecanismos é determi-
nada pelos provedores, o que abre margem para interpreta-
ções diferentes do padrão (por exemplo, a classe EF para um
provedor pode oferecer a mesma garantia que a classe AF11
de outro provedor).
2.5.1 Parâmetros de Desempenho nas Outras Camadas
da Pilha TCP/IP
Como já afirmado anteriormente, todas as camadas da
pilha TCP/IP possuem seus próprios parâmetros de desem-
penho. Como os dados produzidos em uma camada supe-
rior precisam atravessar as camadas inferiores para serem
transmitidos, o desempenho das camadas inferiores afeta o
desempenho de todo o sistema.
Todos os parâmetros descritos na seção anterior foram
projetados para descrever o desempenho da camada de rede.
Embora a camada de rede seja muito importante para a pilha
TCP como um todo, é inconveniente para os desenvolvedo-
res e provedores das outras camadas precisar projetar suas
implementações sempre pensando na camada de rede.
Com excessão da camada de rede, não existe mais ne-
nhum padrão de protocolo e especificação de QoS ampla-
mente usados. Na camada de enlace, existem diversos meios
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de transmissão, cada um com suas características; na camada
de transporte, existe uma grande quantidade de protoco-
los disponíveis; finalmente, na camada de aplicação, existem
inúmeras categorias de aplicativos que precisam de gerenci-
amento de qualidade, o que torna a criação de um padrão
único algo inviável na prática.
A partir de agora, serão apresentados alguns exemplos
de padrões e estudos das outras camadas da pilha TCP/IP e
como eles parametrizam QoS. Será apresentado também um
exemplo de parametrização de qualidade percebida.
2.5.1.1 Camada de Enlace
Existem muitos padrões atualmente para oferecer conec-
tividade na camada de enlace. Todos os padrões existentes,
ATM, Frame Relay, IEEE 802.3 (redes cabeadas) e IEEE
802.11 (um dos padrões para redes sem fio), tratam quali-
dade de serviço de maneiras similares. A título de exemplo,
detalhes sobre QoS para o padrão WiMAX para redes sem
fio serão apresentados.
WiMAX (Worldwide Interoperability for Microwave Ac-
cess), é uma tecnologia baseada no padrão IEEE 802.16e-
2005 para a transmissão sem-fio em banda larga de dados
para assinantes fixos e móveis (IEEE, 2005).
O padrão citado descreve as camadas física e de controle
de acesso ao meio (Medium Access Control - MAC) enume-
rando canais, algoritmos e hardware de transmissão utiliza-
dos na camada física, e também como é feita criptografia,
encapsulamento de outros protocolos (como IP) na interface
sem-fio e QoS na camada MAC, dentre várias outras defini-
ções.
O padrão IEEE 802.16e-2005 define também tipos espe-
cíficos de parâmetros de desempenho (IEEE, 2005):
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Traffic Priority: Indica priorização do tráfego. É um va-
lor numérico de 0 a 7, sendo que quanto maior o nú-
mero, mais alta é a prioridade;
Maximum Sustained Traffic Rate: Define a taxa má-
xima de transmissão de dados. É um valor numérico
expresso em bits por segundo;
Maximum Traffic Burst: Define o tamanho máximo de
rajada acomodado pelo serviço. É um valor numérico
expresso em bytes.
Minimum Reserved Traffic Rate: Define a taxa de trans-
missão mínima reservada para o fluxo de serviço. É um
valor numérico expresso em bits por segundo;
Uplink Grant Scheduling Type: Valor numérico de 0 a
255 que identifica o tipo da classe de serviço;
Request/Transmission Policy: Valor numérico que de-
fine configurações do fluxo de serviço (o modo como a
estação de base trata o fluxo);
Maximum Latency: Define a latência máxima da trans-
missão em um sentido de um pacote entre a estação de
base e o assinante, medida em milissegundos;
Fixed-length Versus Variable-length SDU Indicator:
Define se uma Unidade de Dados de Serviço (Service
Data Unit — SDU) é de tamanho fixo ou variável;
Tolerated Jitter: Define a variação de atraso máxima para
a conexão, em milissegundos;
Unsolicited Grant Interval: Define o intervalo de con-
cessão de dados para o fluxo de serviço, em milisse-
gundos;
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Unsolicited Polling Interval: Define o intervalo nomi-
nal máximo entre concessões de polling sucessivas para
o fluxo de serviço, em milissegundos;
SDU Size: Tamanho em bytes da SDU.
O provimento de qualidade de serviço pelo padrão 802.16-
e-2005 (e consequentemente pela tecnologia WiMAX) especi-
fica um conjunto de 5 classes de serviço. Cada conexão entre
um assinante e a estação de base (definida no padrão como
sendo um equipamento que promove a conectividade e faz
o gerenciamento dos assinantes) do provedor mais próxima
a ele é chamada fluxo de serviço e é alocada a uma destas
classes (IEEE, 2005):
Unsolicited Grant Service (UGS): Transmissão de da-
dos de tempo real compostos de pacotes de tamanho
fixo enviados em intervalos fixos de tempo. Essa classe
engloba serviços como T1/E1 e VoIP sem supressão
de silêncio. Para a classe UGS, devem ser definidos
valores para os seguintes parâmetros:
• Tolerated jitter ;
• Fixed length SDU ;
• SDU size;
• Minimum reserved traffic rate;
• Maximum Latency;
• Request/Transmission Policy;
• Unsolicited Grant Interval.
Extended Real-time Polling Service (ertPS): Fluxos de
serviço de tempo real que geram pacotes de dados de
tamanho variável em intervalos periódicos. Essa classe
engloba serviços como VoIP com supressão de silêncio.
Na classe ertPS, devem ser definidos valores para os
seguintes parâmetros:
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• Maximum Latency;
• Tolerated Jitter ;
• Minimum Reserved Traffic Rate;
• Maximum Sustained Traffic Rate;
• Traffic Priority;
• Request/Transmission Policy;
• Unsolicited Grant Interval.
Real-time Polling Service (rtPS): Transmissão de da-
dos de tempo real compostos de pacotes de tamanho
variável enviados em intervalos fixos de tempo, en-
globando serviços como transmissão de vídeo MPEG.
Para a classe rtPS, devem ser definidos valores para os
seguintes parâmetros:
• Maximum Latency;
• Minimum Reserved Traffic Rate;
• Maximum Sustained Traffic Rate (Opcional);
• Traffic priority;
• Request/Transmission policy;
• Unsolicited Polling Interval.
Non-real-time Polling Service (nrtPS): Transmissão
de dados tolerantes a atraso compostos de pacotes de
tamanho variável para os quais é necessária uma taxa
mínima de transferência, como FTP, por exemplo. Na
classe nrtPS, devem ser definidos valores para os se-
guintes parâmetros:
• Minimum Reserved Traffic Rate;
• Maximum Sustained Traffic Rate (Opcional);
• Traffic priority;
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• Request/Transmission policy.
Best Effort (BE): Transmissão de dados que não reque-
rem uma qualidade mínima e podem ser tratados de
acordo com a disponibilidade, como HTTP, por exem-
plo. Para a classe BE, devem ser definidos valores para
os seguintes parâmetros:
• Maximum Sustained Traffic Rate;
• Traffic priority;
• Request/Transmission policy.
A configuração e os valores ótimos destes parâmetros
para cada classe de serviço fica a cargo do provedor, sendo
que o padrão apenas sugere quais serviços as classes devem
atender, serviços estes já descritos anteriormente.
Isso dá margem para interpretações diferentes das confi-
gurações das classes de serviço. Por exemplo, um provedor A
pode definir que a Minimum reserved traffic rate para a sua
classe UGS é de 1000000 bits por segundo (número fictício,
sem nenhum embasamento) enquanto um provedor B pode
definir essa configuração para sua classe ertPS.
2.5.1.2 Camada de Transporte
Nos primeiros anos da existência da Internet, os meios
de transmissão eram pouco confiáveis quanto a entrega e a
ordem de entrega dos pacotes. Isso refletiu-se no projeto dos
protocolos da camada de transporte, resultando na criação
de protocolos que visavam garantir a ordem e a entrega de
pacotes, como o TCP, ou que não ofereciam garantia ne-
nhuma, como o UDP (EXPOSITO; SÉNAC; DIAZ, 2004).
Com a melhoria dos meios de transmissão e o crescimento
do uso de aplicativos multimídia e de tempo real através
da Internet, o uso de protocolos com garantia total como o
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TCP passou a prejudicar, de certo modo, estes aplicativos,
pois o controle de congestionamento e a retransmissão de
pacotes perdidos pode introduzir atraso e variações de atraso
intoleráveis (CAI et al., 2006).
Atualmente, os protocolos de transporte de alto desem-
penho visam oferecer modos mais eficientes de realizar o con-
trole do congestionamento e do fluxo, considerando aplicati-
vos de tempo real. Protocolos como o Datagram Congestion
Control Protocol (DCCP) (KOHLER; HANDLEY; FLOYD,
2006) permitem esquemas diferentes de controle de conges-
tionamento. Alguns fazem o cálculo da vazão da janela de
congestionamento através de equações (como o TCP Frien-
dly Rate Control — TFRC) (FLOYD et al., 2008). Ou-
tros fazem este mesmo cálculo através de parâmetros simples
para aumentar e diminuir a janela (como o Additive-Increase,
Multiplicative-Decrease — AIMD). Estes esquemas utilizam-
se também de outros parâmetros de desempenho da camada
de rede para realizar seu trabalho, a saber: atraso, variação
de atraso e perda, já mencionados anteriormente.
QoSTP (EXPOSITO; SÉNAC; DIAZ, 2004) é um exem-
plo de protocolo de transporte projetado desde o princípio
pensando em como fornecer QoS na Internet. Tomando
o TFRC como base para o controle de congestionamento,
QoSTP expande a heurística do TFRC para fluxos multimí-
dia, levando em conta restrições de tempo e diferenciação de
fluxos. QoSTP também permite a escolha do esquema de
controle de erro, utilizando como base o esquema Automatic
Repeat reQuest (ARQ), introduzindo também ao ARQ con-
figurações de restrições de tempo, diferenciação e nesse caso
restrições de ordem.
Basicamente, QoSTP permite sua configuração quanto
ao controle de congestionamento e controle de erro forne-
cendo as seguintes possibilidades, que podem ser interpreta-
das, a grosso modo, como seus parâmetros de qualidade:
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• Controle de Congestionamento:
– TFRC;
– TFRC com restrições de tempo e diferenciação
(TFRC Time-constrained and Differentiated ou
TD-TFRC).
• Controle de Erro:
– Parcialmente confiável/Partialmente ordenado (Par-
tially reliable/Partially ordered, ou PR/PO);
– Diferenciado e parcialmente confiável (Differenti-
ated and Partially reliable, ou D-PR);
– Diferenciado, parcialmente confiável e com restri-
ções de tempo (Time-constrained, Differentiated
and Partially reliable, ou TD-PR).
Combinações destes parâmetros de qualidade, junto a
um conjunto de parâmetros de qualidade do nível de rede
podem ser utilizados para fornecer qualidade de serviço em
uma rede baseada em melhor esforço, como a Internet.
Em (EXPOSITO; SÉNAC; DIAZ, 2004), os autores não
fazem menção de classes de serviço padrões, e o mesmo acon-
tece em outros trabalhos da área, como (HSIEH; SIVAKU-
MAR, 2005) e (CAI et al., 2006). O foco principal de to-
dos estes trabalhos é mostrar que os protocolos propostos
podem tratar fluxos diferenciadamente e oferecer QoS para
cada um deles, mas não discute como é feita sua classificação,
ficando subentendido que poderia ser por tipo de aplicação
(por exemplo em fluxos VoIP, VoD).
2.5.1.3 Camada de Aplicação
A camada de aplicação da pilha TCP/IP é a mais abran-
gente entre todas as camadas. Isto devido a existência de
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uma enorme quantidade de aplicativos, desde programas de
e-mail a web services, passando por VoIP e VoD. Cada um
destes aplicativos possui um conjunto específico de parâme-
tros de desempenho, e tanto enumerar quanto criar um con-
junto padrão de parâmetros que englobe todos estes conjun-
tos seria inviável em uma situação prática.
A título de exemplo, serão apresentados os parâmetros de
qualidade do padrão G.711.1, da ITU-T. O G.711 é um pa-
drão da ITU-T para a compressão e codificação de sinais de
áudio. Ele utiliza uma taxa de amostragem de 8000 amostras
por segundo, ou 8 kHz, e quantifica as amostras utilizando 8
bits, gerando uma taxa de bits de 64 kbits por segundo. A
quantificação pode ser feita através de dois algoritmos simi-
lares: o µ-law e o A-law (ITU-T, 1988).
O G.711.1 (ITU-T, 2008), por sua vez, é uma extensão do
G.711 para o uso em conexões de banda larga. Por padrão,
taxas de amostragem de 16000 amostras por segundo (16
kHz) são utilizadas, mas amostragem de 8 kHz é permitida
por questões de compatibilidade.
Quando amostrado em 16 kHz, o codificador trabalha em
uma frequência de 50 a 7000 Hz, gerando taxas de bits de 80
e 94 kbits por segundo. Amostrado em 8 kHz, a frequência
utilizada é de 50 a 4000 Hz, gerando taxas de 64 kbits/s. O
tamanho de bits utilizado na quantificação varia de acordo
com configuração do algoritmo de codificação, mas o tama-
nho das amostras é fixado em 5 milissegundos (ITU-T, 2008).
Pode-se afirmar, portanto, que os parâmetros de quali-
dade para o padrão G.711.1 são:
Taxa de amostragem, que pode ser 8 kHz ou 16 kHz, e
Taxa de bits, que é igual a 64 kbps no caso da amostragem
em 8 kHz e podendo ser 80 ou 94 kbps no caso da
amostragem de 16 kHz.
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2.5.1.4 Qualidade Percebida
A qualidade percebida corresponde, como já dito anteri-
ormente, à impressão que o usuário tem da qualidade forne-
cida por um aplicativo. Essa impressão é, portanto, depen-
dente do tipo do aplicativo sendo utilizado: as impressões
que um usuário tem de um aplicativo de telefonia são dife-
rentes das que o mesmo usuário pode ter de um aplicativo de
e-mail, embora pode-se dizer que a finalidade dos dois apli-
cativos é basicamente a mesma (transmitir uma mensagem
— seja ela texto ou voz — de um usuário para outro).
A medição de qualidade percebida é um trabalho com-
plexo e demorado, pois geralmente envolve a reunião de um
grupo estatisticamente significativo de especialistas da área
e o teste do aplicativo por estas pessoas, para obtenção das
opiniões sobre a qualidade oferecida. Para aplicativos mul-
timídia, esse tipo de avaliação é muito importante, uma vez
que a opinião positiva do usuário é o que determina a acei-
tação do aplicativo.
A título de exemplo, esta seção apresenta a QoE para
aplicações de voz. Na área de telefonia, foram criados pa-
drões de realização de testes para a determinação da qua-
lidade da voz, como o P.800, da ITU-T (ITU-T, 1996). O
P.800 envolve a reunião de especialistas em qualidade de áu-
dio e a avaliação da qualidade da voz do lado receptor para
um aplicativo de telefonia. Essa avaliação compreende uma
nota de 1 a 5 sendo que, quanto menor a nota, pior a quali-
dade percebida. A qualidade oferecida pelo aplicativo será a
média das notas de todos os especialistas envolvidos no teste.
Esse sistema de graduação da qualidade do áudio é também
chamado de Mean Opinion Score (MOS).
Por causa do tempo e do esforço aplicado na realização
destes testes subjetivos, foram padronizados também meios
de mapear parâmetros de qualidade de rede e de aplicação
em parâmetros subjetivos como o MOS. O E-model (padrão
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ITU-T G.107) (ITU-T, 2009) propõe um cálculo objetivo
da qualidade oferecida por um aplicativo de transmissão de
voz, utilizando parâmetros objetivos da camada de aplicação
(como razão sinal-ruído) e parâmetros de rede (como atraso).
Considerando então a MOS para um aplicativo de trans-
missão de voz, podemos considerar a existência dos seguintes
parâmetros de qualidade (ITU-T, 1996):
MOS 5: qualidade excelente (sem sinais perceptíveis de de-
gradação);
MOS 4: qualidade boa (com poucos sinais de degradação
perceptível, que não prejudicam a comunicação);
MOS 3: qualidade razoável (a degradação do sinal começa
a prejudicar a comunicação);
MOS 2: qualidade pobre (a degradação do sinal prejudica
muito a comunicação);
MOS 1: qualidade ruim (a degradação do sinal impede a
comunicação)
Existem padrões para determinação da qualidade perce-
bida em outros tipos de aplicativos também, como transmis-
são de vídeo (ITU-R, 2002), por exemplo.
2.6 CONSIDERAÇÕES FINAIS
Todos os padrões e estudos de parametrização da qua-
lidade nas diversas camadas da pilha TCP/IP apresentados
são exemplos significativos de como a QoS é importante para
o provimento de serviços de rede.
A situação ideal para o provimento de QoS, considerando
a existência de tantos padrões de especificação de qualidade,
seria a existência de uma linguagem comum de especificação,
53
que permitisse o mapeamento direto entre especificações de
camadas diferentes. A proposta desta dissertação é justa-
mente a criação dessa linguagem comum, definida utilizando
recursos de semântica computacional, descritos no próximo
capítulo.
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3 SEMÂNTICA
Desde a criação e da consequente popularização da Inter-
net e daWorld Wide Web, o volume de informação disponível
na rede torna-se cada vez maior a cada ano. Os usuários da
Internet passam a ter acesso a um imenso aglomerado de da-
dos, o que causa uma “sobrecarga de informação” e dificulta
o gerenciamento e a habilidade de tirar conclusões importan-
tes a partir de tanta informação manualmente.
Esta dificuldade de gerenciamento aumentou ainda mais
com a atualização das tecnologias de desenvolvimento de sis-
temas computacionais, que fez surgir a necessidade de lidar
com informação legada, e com a tercerização de serviços que
fez surgir a necessidade de interoperabilidade de dados entre
provedores (DAVIES; STUDER; WARREN, 2006).
Fizeram-se necessários então meios de automatizar o ge-
renciamento e a filtragem dos dados disponíveis na Web,
não somente para poder compreendê-los melhor, mas para
utilizá-los de forma eficiente. Para gerenciar toda esta in-
formação eficientemente, é preciso descrevê-la de maneira a
torná-la compreensível por sistemas computacionais. Esse é
um dos papéis da semântica: permitir a descrição formal de
informação de modo que esta possa ser gerenciada automa-
ticamente ou semi-automaticamente por computadores.
A descrição formal de documentos ou mesmo dos con-
ceitos presentes em documentos tem uma grande variedade
de aplicações: é possível organizar e buscar informação com
base em seu significado; estabelecer equivalências entre con-
ceitos sintaticamente distintos, permitindo a criação de ma-
peamentos entre terminologias de provedores diferentes (DA-
VIES; STUDER; WARREN, 2006).
Um dos meios de criar estas descrições semânticas é o uso
de Ontologias. Inspiradas no conceito homônimo da Filosofia
e baseadas em formas de Lógica Computacional, as ontolo-
gias permitem embutir significado em informações através de
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metadados que são compreensíveis por sistemas computaci-
onais.
O objetivo deste capítulo é apresentar os principais con-
ceitos envolvidos na definição de ontologias, para que o leitor
possa compreender a apresentação e a crítica dos trabalhos
relacionados, além de facilitar a compreensão das decisões de
modelagem tomadas na criação de NetQoSOnt, a ontologia
proposta neste trabalho.
3.1 ONTOLOGIAS E OWL
Em computação, uma Ontologia pode ser definida como
“uma especificação explícita e formal da conceitualização de
um domínio de interesse” (DAVIES; STUDER; WARREN,
2006). Formal, nesse sentido, significa que esta especifica-
ção permite o processamento automático por computadores.
Ontologias são formadas por conceitos, também chamados
classes, que são representações da informação modelada. Um
conceito pode ter uma ou mais instâncias (e.g. o conceito de
País pode ter uma instância chamada Brasil), também cha-
madas de indivíduos. Indivíduos podem ter relações com
outros indivíduos, ou com tipos primitivos (como strings ou
números). Estas relações também são chamadas de proprie-
dades.
A Web Ontology Language (OWL) é a linguagem pa-
drão da W3C para a codificação de ontologias (W3C, 2004a).
Derivada do Resource Description Framework (RDF), e se-
rializada em XML, OWL provê construções para criar tudo
o que foi citado anteriormente: classes, instâncias, relações
entre classes ou instâncias, chamadas propriedades de ob-
jeto (object properties), relações entre classes/instâncias e
tipos primitivos, chamadas propriedades de tipos de dados
(datatype properties) e axiomas — utilizados para definir o
domínio (domain) e o alcance (range) das propriedades, por
exemplo. Todas estas construções podem ser denominadas
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genericamente de recursos (do inglês resource), terminologia
também usada em RDF.
OWL possui três sublinguagens. OWL Lite é a mais
restrita, recomendada para usuários que precisam apenas de
uma hierarquia de classificação e restrições simples, e é com-
putacionalmente decidível. OWL DL é um superconjunto de
OWL Lite, baseado em um tipo de lógica de primeira ordem
chamado Lógica Descritiva. OWL DL permite maior expres-
sividade sem comprometer a computabilidade. Finalmente,
OWL Full é um superconjunto de OWL DL, que permite
máxima expressividade, mas potencialmente sacrificando a
decidibilidade da ontologia descrita (W3C, 2004a).
Existem duas versões de OWL sendo utilizadas atual-
mente. OWL 1.0 é o padrão atual, recomendação oficial da
W3C. OWL 2.0 é uma atualização de OWL 1.0, atualmente
no status de Recomendação Candidata. OWL 2.0 traz novas
funcionalidades (muitas delas utilizadas nesta dissertação),
e já é implementada em várias ferramentas que trabalham
com ontologias, tais como os motores de inferência FaCT++
(TSARKOV; HORROCKS, 2009), Pellet (C&P, 2009), APIs
como a OWL API (MANCHESTER U., 2009) e editores grá-
ficos como o Protégé (BMIR, 2009).
Em OWL, ontologias estão sujeitas à chamada pressu-
posição de mundo aberto (Open World Assumption). Esta
pressuposição define que se uma declaração não pode ser
considerada verdadeira utilizando o conhecimento existente
na ontologia, esta declaração não pode ser considerada falsa.
Uma consequência disso é que conceitos ou indivíduos dife-
rentes devem ser explicitamente declarados como tal. Por
esta razão, OWL também provê axiomas para declarar con-
ceitos como disjuntos, e indivíduos ou propriedades como
diferentes. Outra funcionalidade importante de OWL que
diz respeito à diferença entre recursos é que não existe supo-
sição de nomes únicos (do inglês Unique Name Assumption,
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referido também pela sigla UNA): dois ou mais recursos di-
ferentes podem ter o mesmo nome através de ontologias di-
ferentes, e isso não significa que são a mesma coisa. Na
verdade, o que identifica um recurso em uma ontologia é seu
URI, composta pelo URI base da ontologia mais o URI do
recurso. Esse sistema de identificação foi herdado de RDF,
assim como vários outros recursos de metalinguagem (rótu-
los, comentários, entre outros).
Uma das principais vantagens da utilização de ontolo-
gias é que nem todo o conhecimento precisa ser declarado
explicitamente; novas relações entre conceitos e instâncias
podem ser inferidas por um programa chamado motor de
inferência (reasoner). Basicamente, a dedução feita por um
motor de inferência sobre uma ontologia constrói uma hierar-
quia. Baseado nas propriedades de objeto e nas propriedades
de tipos de dados de uma classe, um motor pode inferir se
esta é mais especializada, mais geral, ou equivalente a ou-
tras classes. Desse modo, subsunções (relações de herança)
e equivalências que não foram declaradas explicitamente são
computadas. Também se baseando nas propriedades de um
indivíduo, um motor pode inferir se ele pode ser considerado
uma instância de outro conceito.
3.1.1 Funcionalidades de OWL
Como dito anteriormente, OWL provê várias construções
características de uma ontologia computacional. O objetivo
desta seção é destacar as principais construções de OWL DL,
a sublinguagem de OWL utilizada neste trabalho, de modo
que o leitor possa compreender a modelagem e os recursos
utilizados. O objetivo aqui não é cobrir todas as construções
extensivamente.
Neste capítulo, serão usados recursos gráficos de UML,
tais como diagramas de classes e de objetos, para ilustrar
as construções possíveis em OWL 2.0. Algumas pequenas
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mudanças na sintaxe dos diagramas foram feitas, e serão
explicitadas na medida em que aparecem. Alguns exemplos
dispostos nessa seção foram emprestados de (HORRIDGE et
al., 2009).
3.1.1.1 Classes
Classes representam os conceitos de um domínio de in-
teresse. Por exemplo, a classe Veículo pode representar o
conjunto de todos os veículos automotivos em uma ontologia
sobre automóveis. As classes de uma ontologia podem for-
mar uma hierarquia, com subclasses e superclasses, também
chamada de taxonomia (HORRIDGE et al., 2009). Ainda
na ontologia de automóveis, a classe Veículo pode ter como
subclasses Carro, Caminhão e Motocicleta, por exemplo. Nas
figuras 3.1 e 3.2, podemos visualizar a hierarquia de classes
descrita, e o código OWL para as classes Veículo e Carro.
Veículo Carro
Caminhão
Motocicleta
owl:Thing
Figura 3.1: Hierarquia de classes OWL.
Nestas figuras, podemos ver que a subsunção entre clas-
ses é na verdade um axioma, descrito pelo código rdfs:sub-
ClassOf. Podemos ver também uma convenção da lingua-
gem OWL: a classe owl:Thing é a superclasse de todas as
classes em qualquer ontologia codificada em OWL. Na fi-
gura 3.1, podemos notar uma mudança na notação de UML:
a notação NomeDoObjeto : NomeDaClasse é geralmente uti-
lizada em diagramas de objetos para identificar um objeto e
sua classe.
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<owl:Class
rdf:about="http :// www.w3.org /2002/07/ owl#Thing"/>
<owl:Class rdf:about ="#Ve &#237; culo">
<rdfs:subClassOf rdf:resource ="& owl;Thing"/>
</owl:Class >
<owl:Class rdf:about ="# Carro">
<rdfs:subClassOf rdf:resource ="#Ve &#237; culo"/>
</owl:Class >
<owl:Class rdf:about ="# Pessoa">
<rdfs:subClassOf rdf:resource ="& owl;Thing"/>
<owl:disjointWith rdf:resource ="#Ve &#237; culo"/>
</owl:Class >
Figura 3.2: Código OWL para as classes Veículo e Carro
Na figura 3.1, a notação owl:Thing na verdade repre-
senta uma abreviatura do URI da classe Thing de OWL.
Portanto, owl: é uma abreviação de “http://www.w3.org/-
2002/07/owl#”. Note que não são usados espaços entre as
palavras owl, : e Thing. Nos diagramas de classes e objetos
utilizados nessa dissertação, a presença de : em um nome
de classe composto de duas palavras e a ausência de espa-
ços entre essas palavras indicam uma abreviação de URI (na
verdade, a presença desta característica em qualquer nome
dentro desta dissertação indica isso). Para enfatizar ainda
mais essa diferença, em diagramas de objetos os nomes de
classes com essa característica serão italizados.
Outro aspecto que deve ser frisado na figura 3.2, é a ma-
neira como as classes são identificadas (mas, como veremos,
esta construção se repete para outros recursos — indivíduos,
propriedades — de OWL). O código rdf:about= não declara
o nome da classe, declara na verdade um identificador para
a mesma. Os identificadores fazem referência a uma URI, o
que permite que dois recursos de ontologias diferentes pos-
suam o mesmo “nome”, ou mesmo que dois ou mais recursos
de nomes distintos em uma mesma ontologia refiram-se ao
mesmo recurso. O que diferencia realmente um recurso de
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outro é o identificador.
Outro axioma importante, que também deve ser menci-
onado, é o de disjunção. Conforme descrito anteriormente,
OWL assume preposição de mundo aberto, o que obriga ao
usuário explicitar quando duas classes são de fato distintas.
Pessoas e Veículos são duas coisas distintas, logo podemos ex-
plicitar isso na ontologia utilizando o código owl:disjoint-
With.
3.1.1.2 Indivíduos
Indivíduos representam concretizações, instâncias dos
conceitos. Comparando rapidamente com Teoria de Conjun-
tos, Classes são conjuntos, enquanto Indivíduos são elemen-
tos dos conjuntos. No exemplo da ontologia de automóveis,
a seguinte modelagem é possível: o invidíduo ToyotaHilux
pode pertencer à classe Carro e o indivíduo KawasakiNinja
pode pertenter à classe Motocicleta. A figura 3.3 mostra
graficamente os indivíduos descritos e a figura 3.4 mostra o
respectivo código OWL.
KawasakiNinja�:�MotocicletaToyotaHilux�:�Carro
Figura 3.3: Indivíduos ToyotaHilux e KawasakiNinja.
<Carro rdf:about ="# ToyotaHilux "/>
<Motocicleta rdf:about ="# KawasakiNinja">
<owl:differentFrom rdf:resource ="# ToyotaHilux "/>
</Motocicleta >
Figura 3.4: Código OWL para os indivíduos ToyotaHilux e Kawasa-
kiNinja.
Assim como devemos explicitar quando queremos dizer
que duas classes são distintas, podemos fazer o mesmo com
indivíduos, utilizando o axioma owl:differentFrom.
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3.1.1.3 Propriedades
Representam relações binárias entre classes ou entre in-
divíduos em uma ontologia. Por exemplo, pertenceAPessoa
pode ser uma propriedade da classe Veículo na ontologia de
automóveis. Toda propriedade pode ter um inverso. A pro-
priedade possuiVeículo pode ser o inverso da propriedade per-
tenceAPessoa. A figura 3.5 mostra graficamente as proprie-
dades descritas e a figura 3.6 mostra seu código OWL.
possuiVeículo
pertenceAPessoa+possuiVeículo�:�Veículo
Pessoa
+pertenceAPessoa�:�Veículo
Veículo
Figura 3.5: Propriedades pertenceAPessoa e possuiVeículo.
<owl:ObjectProperty rdf:about ="# pertenceAPessoa">
<owl:inverseOf rdf:resource ="# possuiVe &#237; culo"/>
</owl:ObjectProperty >
<owl:ObjectProperty rdf:about ="# possuiVe &#237; culo"/>
Figura 3.6: Código OWL para as propriedades pertenceAPessoa e
possuiVeículo.
Propriedades também podem possuir características es-
pecíficas que relacionam indivíduos ou classes, ao contrário
do axioma de propriedade inversa que relaciona duas propri-
edades.
Se um indivíduo está relacionado a outro através de uma
propriedade funcional, somente este indivíduo pode estar re-
lacionado ao primeiro através desta propriedade. Um exem-
plo seria uma propriedade temMãeBiológica (HORRIDGE et
al., 2009), mostrado na figura 3.7.
Um indivíduo pode ter somente uma mãe biológica. Logo,
podemos codificar isso em uma ontologia através de uma
propriedade funcional. Se por acaso um indivíduo estiver
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temMãeBiológica
sameAs
Luciana�:�Pessoa
Lu�:�Pessoa
Daniel�:�Pessoa
temMãeBiológica
Figura 3.7: Exemplo de propriedade funcional.
relacionado a dois outros indivíduos através da mesma pro-
priedade funcional, isso implicará que os dois indivíduos são
na verdade o mesmo. Na figura 3.7, a equalidade entre in-
divíduos é nomeada sameAs (“mesmo que”), que é o mesmo
nome do código OWL correspondente. OWL também possi-
bilita a existência de propriedades inversamente funcionais.
Considere o inverso da propriedade temMãeBiológica, éMãe-
BiológicaDe (HORRIDGE et al., 2009): se dois indivíduos es-
tiverem relacionados a um primeiro através de uma mesma
propriedade inversamente funcional, isso implicará que os
dois indivíduos são na verdade o mesmo.
Uma propriedade transitiva implica que, se um indivíduo
a está relacionado a um indivíduo b através de uma propri-
edade transitiva P, e o indivíduo b está relacionado a um
indivíduo c através desta mesma propriedade, o indivíduo a
estará relacionado ao indivíduo c através da propriedade P.
P
P
a Pb c
Figura 3.8: Propriedade transitiva.
Uma propriedade simétrica implica que, se um indivíduo
a está relacionado ao indivíduo b através de uma proprie-
dade simétrica, o indivíduo b também estará relacionado ao
indivíduo a através desta propriedade. Já uma propriedade
antisimétrica implica que, se um indivíduo a está relacionado
ao indivíduo b através de uma propriedade antisimétrica, o
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indivíduo b nunca poderá estar relacionado ao indivíduo a
através desta propriedade.
Pa
P
b Pa
P
b
Figura 3.9: Propriedades simétrica e anti-simétrica, respectiva-
mente.
Uma propriedade reflexiva é usada para indicar que o
indivíduo está relacionado a ele mesmo através desta pro-
priedade. Uma propriedade irreflexiva significa que, se um
indivíduo está relacionado a outro através de uma proprie-
dade irreflexiva, os indivíduos deverão ser diferentes.
éMãeDeLuciana�:�Pessoa
éMãeDe
Daniel�:�Pessoa
Figura 3.10: Propriedade irreflexiva.
Um exemplo de propriedade irreflexiva é a propriedade
éMãeDe (HORRIDGE et al., 2009). Nesse caso, um indiví-
duo não pode ser mãe dele mesmo, logo isso é codificado na
ontologia através de uma propriedade irreflexiva.
Propriedades podem ter restrições de classe, codificadas
através dos axiomas de domínio e de alcance, que são me-
lhor explicados diretamente através de exemplos. Considere
a propriedade possuiVeículo da ontologia de automóveis. Di-
zer que esta propriedade possui como domínio a classe Pessoa
implica que apenas indivíduos desta classe podem estar re-
lacionados com indivíduos da classe veículo, ou seja, apenas
pessoas podem possuir veículos. Se um indivíduo Daniel não
pertence diretamente à classe Pessoa, mas possui esta pro-
priedade, um motor de inferência concluiria que este Daniel
é uma pessoa.
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Declarar que o alcance da propriedade possuiVeículo é a
classe Veículo, implica que apenas indivíduos da classe Veí-
culo podem estar relacionados à indivíduos da classe Pessoa
através desta propriedade (ainda considerando que o domínio
de possuiVeículo é Pessoa). Um indivíduo de qualquer outra
classe disjunta de Veículo resultaria em uma inconsistência.
<owl:ObjectProperty rdf:about ="# possuiVe &#237; culo">
<rdfs:domain rdf:resource ="# Pessoa"/>
<rdfs:range rdf:resource ="#Ve &#237; culo"/>
</owl:ObjectProperty >
Figura 3.11: Definindo o domínio e o alcance de possuiVeículo.
Até o momento, foram apresentadas apenas proprieda-
des de objeto, que associam classes ou indivíduos a outros
indivíduos. As propriedades de tipos de dados, como
já dito anteriormente, associam classes ou indivíduos a tipos
de dados primitivos, como strings ou números. Propriedades
de tipos de dados ligam indivíduos a qualquer tipo de da-
dos suportado por XML Schema ou a qualquer literal RDF.
Um exemplo simples desse tipo de propriedade resulta na
seguinte modelagem: todo veículo possui um ano de fabri-
cação, e este ano é simplesmente um número inteiro. Logo,
podemos criar uma propriedade de tipo de dados possuiAno-
DeFabricação, e declarar que seu alcance é um número inteiro.
Por motivos óbvios, uma propriedade de tipos de dados só
pode ter a característica de ser funcional, se necessário.
<owl:DatatypeProperty
rdf:about ="# possuiAnoDeFabrica &#231;&#227;o">
<rdfs:range rdf:resource ="& xsd;integer"/>
</owl:DatatypeProperty >
Figura 3.12: Definindo a propriedade de tipo de dados possuiAno-
DeFabricação.
Em OWL, podemos definir classes que não possuem ne-
66
nhuma propriedade. No entanto, estas definições acabam
não sendo úteis para a maioria dos domínios. Para que as
ontologias façam alguma computação útil, devemos associar
as propriedades às classes. Alguns dos tipos de associação
são mostrados a seguir.
3.1.2 Padrões de Modelagem OWL
Associar as propriedades às classes significa restringir a
definição destas classes. É possível restringir propriedades
quanto a sua quantificação, quanto a sua cardinalidade e
quanto ao seu valor.
3.1.2.1 Restrições de Quantificação: Restrições Existen-
ciais e Universais
Uma Restrição Existencial descreve indivíduos que par-
ticipam em pelo menos um relacionamento com outros indi-
víduos através de uma dada propriedade. Suponha que, no
exemplo da ontologia de automóveis, queremos declarar que
um Veículo possui rodas. Para isso, associaremos a proprie-
dade possuiRoda com a classe Veículo utilizando uma Restri-
ção Existencial.
<owl:Class rdf:about ="#Ve &#237; culo">
<rdfs:subClassOf rdf:resource ="& owl;Thing"/>
<rdfs:subClassOf >
<owl:Restriction >
<owl:onProperty rdf:resource ="# possuiRoda "/>
<owl:someValuesFrom rdf:resource ="# Roda"/>
</owl:Restriction >
</rdfs:subClassOf >
</owl:Class >
Figura 3.13: Redefinindo a classe Veículo.
Uma Restrição Universal descreve indivíduos que parti-
cipam em uma relação somente com um tipo de indivíduo
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através de uma dada propriedade. Voltando à ontologia de
automóveis, podemos descrever um veículo super seguro cujo
único tipo de lataria é blindada. Para isso, criamos as clas-
ses VeículoSuperSeguro, Lataria com uma subclasse Lataria-
Blindada, uma propriedade de objeto possuiLataria, e relacio-
namos VeículoSuperSeguro com LatariaBlindada criando uma
Restrição Universal.
<owl:Class rdf:about ="#Ve &#237; culoSuperSeguro">
<rdfs:subClassOf rdf:resource ="#Ve &#237; culo"/>
<rdfs:subClassOf >
<owl:Restriction >
<owl:onProperty rdf:resource ="# possuiLataria "/>
<owl:allValuesFrom rdf:resource ="# LatariaBlindada "/>
</owl:Restriction >
</rdfs:subClassOf >
</owl:Class >
Figura 3.14: Definindo a classe VeículoSuperSeguro.
3.1.2.2 Restrições de Cardinalidade
Restrições de Cardinalidade limitam a quantidade de ve-
zes que um indivíduo pode participar em uma relação com
outros indivíduos. Por exemplo, na ontologia de automóveis
é possível modelar um tipo de carro denominado CarroNormal
que possui exatamente 4 rodas.
Modelando CarroNormal dessa forma, queremos declarar
que, para um indivíduo ser considerado um CarroNormal, ele
deve partipar em exatamente 4 relacionamentos com in-
divíduos diferentes da classe Roda. Se um indivíduo dessa
classe não tiver 4 rodas (seja menos ou mais), haverá uma
inconsistência na ontologia. Os códigos para declarar o mí-
nimo e o máximo de cardinalidade são owl:minCardinality
e owl:maxCardinality, respectivamente.
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<owl:Class rdf:about ="# CarroNormal">
<rdfs:subClassOf rdf:resource ="# Carro"/>
<rdfs:subClassOf >
<owl:Restriction >
<owl:onProperty rdf:resource ="# possuiRoda "/>
<owl:onClass rdf:resource ="# Roda"/>
<owl:cardinality
rdf:datatype ="&xsd;nonNegativeInteger">
4
</owl:maxCardinality >
</owl:Restriction >
</rdfs:subClassOf >
</owl:Class >
Figura 3.15: Definindo a classe CarroNormal.
3.1.2.3 Restrições de Valor
Restrições de Valor limitam exatamente qual indivíduo
(ou tipo de dado) pode participar em uma relação. Por exem-
plo, é possível modelar a subclasse de carro Toyota, e declarar
que Toyota é um tipo de carro que tem como país de origem
o Japão, sendo que Japão é um indivíduo da classe País.
<owl:Class rdf:about ="# Toyota">
<rdfs:subClassOf rdf:resource ="# Carro"/>
<rdfs:subClassOf >
<owl:Restriction >
<owl:onProperty
rdf:resource ="# possuiPa &#237; sDeOrigem"/>
<owl:hasValue rdf:resource ="#Jap &#227;o"/>
</owl:Restriction >
</rdfs:subClassOf >
</owl:Class >
Figura 3.16: Definindo a classe Toyota.
É importante mencionar que esse tipo de modelagem não
seria possível em OWL 1, uma vez que essa versão não per-
mite que indivíduos sejam diretamente relacionados a clas-
ses. Em OWL 1, somente tipos de dados podem ser direta-
mente relacionados a classes.
A possibilidade de relacionar indivíduos a classes per-
mite modelar, dentre várias coisas, restrições de unidades de
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medida. É possível declarar, por exemplo, que o peso de um
indivíduo da classe Pessoa é medido especificamente em kilo-
gramas, sendo que kilograma é um indivíduo que representa
uma unidade de medida. Em OWL 1, seria necessário re-
lacionar a classe Pessoa com uma classe UnidadeDePesagem
(considerando que kilograma seja um indivíduo dessa classe),
e depois relacionar indivíduos da classe Pessoa com o in-
divíduo kilograma. Resumindo, não seria possível restringir
especificamente a unidade de pesagem no conceito de Pessoa.
Outra funcionalidade importante de OWL 2, não exis-
tente em OWL 1, e que foi usada na proposta desta disser-
tação é a funcionalidade de modelar limites (do inglês ran-
ges). A versão 2 de OWL tomou emprestada essa sintaxe
de RDF Schema que permite declarar que uma classe pode
estar associada são somente a um tipo de dado, mas a um
intervalo ou limite de dados. Por exemplo, podemos definir a
classe Adulto como sendo uma subclasse de Pessoa cuja idade
é maior ou igual a 18. Este exemplo é descrito na figura
3.17.
Analisando a figura 3.17, é possível perceber que o código
OWL xsd:minInclusive foi utilizado para especificar o li-
mite. De maneira análoga, é possível utilizar maxInclusive,
maxExclusive e minExclusive para definir intervalos meno-
res ou iguais a, menores que e maiores que um certo valor,
respectivamente.
3.1.2.4 Classes Primitivas e Classes Definidas
Todas as classes descritas até o momento são conside-
radas classes primitivas. As propriedades associadas a clas-
ses primitivas impõem condições necessárias para um indi-
víduo fazer parte da classe. Por exemplo, do modo como foi
definida a classe CarroNormal, a restrição de cardinalidade
imposta na propriedade possuiRoda foi declarada como uma
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<owl:Class rdf:about ="# Adulto">
<rdfs:subClassOf rdf:resource ="# Pessoa"/>
<rdfs:subClassOf >
<owl:Restriction >
<owl:onProperty rdf:resource ="# idade"/>
<owl:someValuesFrom >
<rdf:Description >
<rdf:type rdf:resource ="& rdfs;Datatype"/>
<owl:onDatatype rdf:resource ="& xsd;int"/>
<owl:withRestrictions rdf:parseType =" Collection">
<rdf:Description >
<xsd:minInclusive
rdf:datatype ="&xsd;integer">
18
</xsd:minInclusive >
</rdf:Description >
</owl:withRestrictions >
</rdf:Description >
</owl:someValuesFrom >
</owl:Restriction >
</rdfs:subClassOf >
</owl:Class >
Figura 3.17: Definindo a classe Adulto.
condição necessária, ou seja, para que um indivíduo seja con-
siderado um CarroNormal ele deve ter 4 Rodas, mas o fato de
um indivíduo ter 4 Rodas não significa que ele seja um Car-
roNormal.
Uma classe definida possui condições que são considera-
das não somente necessárias, mas suficientes para que um
indivíduo faça parte da classe. Podemos redefinir a classe
CarroNormal de modo a torná-la uma classe Definida.
Embora seja um exemplo forçado do ponto de vista se-
mântico, ilustra a descrição de uma classe Definida. Agora,
um CarroNormal é todo indivíduo da classe Carro que pos-
sua exatamente 4 relacionamentos com indivíduos da classe
Roda, ou seja, um carro com 4 rodas.
Como é possível notar observando o código das figuras
3.15 e 3.18, uma classe primitiva é definida utilizando o có-
digo OWL owl:subClass e uma classe primitiva usa o código
owl:equivalentClass. Estes códigos, como é possível de-
duzir, são os mesmos utilizados para definir os axiomas de
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<owl:Class rdf:about ="# CarroNormal">
<owl:equivalentClass >
<owl:Class >
<owl:intersectionOf rdf:parseType =" Collection">
<rdf:Description rdf:about ="# Carro"/>
<owl:Restriction >
<owl:onProperty rdf:resource ="# possuiRoda "/>
<owl:onClass rdf:resource ="# Roda"/>
<owl:cardinality
rdf:datatype ="&xsd;nonNegativeInteger">
4
</owl:cardinality >
</owl:Restriction >
</owl:intersectionOf >
</owl:Class >
</owl:equivalentClass >
</owl:Class >
Figura 3.18: Redefinindo a classe CarroNormal.
subclasse (relação de subsunção) e classe equivalente (duas
classes que englobam os mesmos indivíduos).
3.1.3 Sobre o Motor de Inferência
Uma das grandes vantagens do uso de ontologias está no
uso de motores de inferência. Com eles, é possível assegurar
a validade dos conceitos e relações criados em um arquivo
OWL. Foi mencionado em várias partes deste capítulo que o
uso incorreto da sintaxe e da semântica das construções de
OWL gera uma inconsistência.
Inconsistências são capturadas pelo motor de inferência,
e geralmente constituem erros de modelagem que devem ser
consertados. Vários exemplos de inconsistências foram dados
ao longo deste capítulo.
3.1.4 Inferência Utilizando Regras
Como já dito anteriormente, a inferência na sublingua-
gem de OWL mais utilizada para a construção de ontologias,
OWL DL, é baseada em Lógica Descritiva. Com o objetivo
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de fornecer uma alternativa ao uso de Lógica Descritiva na
construção de ontologias, foi proposto o uso de Lógica de
Horn, através da Semantic Web Rule Language ou SWRL
(W3C, 2004b), que combina OWL e RuleML, uma lingua-
gem de marcação também baseada em RDF para expressar
regras do tipo Horn. SWRL fornece tanto uma representa-
ção em RDF das regras quanto uma linguagem de alto nível
para facilitar a criação de novas regras.
Regras do tipo Horn possuem um antecedente e um con-
sequente. Se o antecedente for provado verdade, significa que
o consequente também deve ser. Motores de regras percor-
rem uma ontologia tentando descobrir quais antecedentes de
regras são verdade de acordo com o conhecimento na ontolo-
gia. Quando o antecedente de uma regra é provado verdade,
o motor insere as relações presentes no consequente, criando
novas relações entre os recursos da ontologia.
Um exemplo simples de regra SWRL é mostrado na fi-
gura 3.19. Nesse exemplo, Pai e Avo são classes OWL, e ?x,
?y e ?z são variáveis do corpo da regra.
Pai(?x, ?y) ^ Pai(?y, ?z) ^ Diferente (?x, ?y) -> Avo(?x, ?z)
Figura 3.19: Exemplo de regra SWRL.
SWRL é uma linguagem extensível, que provê todas as
suas funcionalidades através dos chamados built-ins. Existe
um conjunto de built-ins padrão, previsto na proposta da
linguagem, que fornece sintaxe para operações matemáticas,
comparações lógicas, tratamento de strings, entre outros. Há
a possibilidade também de criar novos built-ins, inserindo
novas funcionalidades na linguagem. A comunidade de de-
senvolvedores da OWL API 1 e do Protégé 3.* destacaram-se
no desenvolvimento de novos built-ins, criando suporte para
criação de novos indivíduos em ontologias, por exemplo. É
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importante ressaltar que os built-ins padrões são considera-
dos DL-safe, o que significa que os consequentes das regras
não criam novos recursos nas ontologias, apenas acrescen-
tam novas relações, uma operação considerada computável.
O exemplo de built-ins criado pela comunidade é potencial-
mente não computável, uma vez que regras mal formuladas
podem levar a repetições infinitas.
Existem algumas opções de motores de regras SWRL, fi-
cando em destaque o Motor de Inferência Pellet (C&P, 2009),
que além de calcular inferência em OWL também possui su-
porte para regras SWRL.
3.1.5 Formas de Consulta do Conhecimento em Ontolo-
gias
Além da OWL API, que fornece uma interface de pro-
gramação para consultar e utilizar o conhecimento contido
em ontologias OWL, existem outras formas de consulta a
ontologias. Uma das formas mais conhecidas e utilizadas é
a linguagem SPARQL (W3C, 2008). Proposto para realizar
consultas em grafos RDF, SPARQL pode ser utilizada em
qualquer derivação de RDF, como por exemplo OWL.
O padrão SPARQL é composto de uma linguagem de
consulta, um protocolo de consulta, e um formato de docu-
mento XML para reproduzir os resultados. A grande vanta-
gem do uso de SPARQL é a sintaxe da linguagem de consulta,
bastante familiar a SQL, com a excessão do uso de triplas
RDF.
Existem várias implementações de SPARQL, ficando no-
vamente em destaque o Motor de Inferência Pellet, que tam-
bém possui suporte para esta linguagem.
3.2 CONSIDERAÇÕES FINAIS
As várias funcionalidades de OWL descritas neste capí-
tulo, aliadas aos padrões de modelagem e ao uso de moto-
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res de inferência são vitais para a ontologia proposta nesta
dissertação. A influência destes fatores será vista em mais
detalhes no capítulo 5.
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4 ONTOLOGIAS DE QOS
O objetivo desta seção é apresentar alguns trabalhos já
existentes na área de semântica para a construção de onto-
logias de QoS, e esclarecer porque eles não foram utilizados
como base para este trabalho.
4.1 ONTOLOGIAS DE QOS PARA REDES
4.1.1 Network Service Specification Ontology
(ALÍPIO; NEVES; CARVALHO, 2007) propõe uma on-
tologia para a especificação de serviços de rede. Para co-
dificar esta ontologia, foi utilizada a linguagem de especifi-
cação de ontologias Frame Logic (também chamada de F-
Logic ou FL). FL é uma linguagem de especificação cuja
base possui uma forte correlação com o paradigma de ori-
entação a objetos, incluindo conceitos como herança, poli-
morfismo, encapsulamento, entre outros (KIFER; LAUSEN;
WU, 1995). A implementação de FL utilizada se chama
FLORA-2 (FLORA-2, 2009) e constitui um dialeto de FL
que suporta inferência através de regras.
Os conceitos e a terminologia utilizados nesse trabalho
vêm todos do padrão DiffServ. A ontologia possui vários
conceitos conceitos para a criação de SLSs, incluindo:
classifier: utilizado para declarar as características que clas-
sificam um tipo de tráfego;
scope: utilizado para declarar os nodos de ingresso e egresso
de um domínio;
policer: utilizado para declarar as políticas de tratamento
do tráfego de uma rede, como marcação, tipos de filas
e descarte de tráfego;
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metrics: utilizado para declarar a qualidade que o SLS pode
prover.
Estes conceitos são utilizados pelo conceito service, que
caracteriza um SLS. São fornecidos conceitos padrão especifi-
cando cada uma das classes de serviço previstas por DiffServ,
junto a sua configuração (políticas e métricas) corresponden-
tes.
Com a excessão de metrics, todos os conceitos citados
estão especificamente dentro do contexto de DiffServ. Ob-
servandometrics em mais detalhes, descobre-se que ele possui
quatro atributos:
throughput: corresponde a um valor inteiro;
loss: instância da classe qualitativeValues;
delay: instância da classe qualitativeValues;
jitter: instância da classe qualitativeValues.
A especificação da classe qualitativeValues não é deta-
lhada em (ALÍPIO; NEVES; CARVALHO, 2007), mencio-
nada apenas como um conceito utilizado para definir valores
qualitativos.
As regras de FLORA-2 são utilizadas para validação da
consistência da ontologia, através verificação da cardinali-
dade dos conceitos (por exemplo: para uma instância da
classe metrics, somente a declaração do valor de throughput
é obrigatória), para a comparação de configurações perso-
nalizadas com as classes padrão de DiffServ, e para realizar
consultas na base de conhecimento.
Nesta ontologia, criar uma especificação de QoS implica
em criar instâncias do conceito metrics, junto a instâncias de
qualitativeValues referentes aos seus atributos (estas na ver-
dade opcionais). Estas instâncias seriam por sua vez asso-
ciadas a instâncias de service. Embora não mencionado em
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(ALÍPIO; NEVES; CARVALHO, 2007), é possivel que as
regras de inferência de FL possam ser utilizadas para com-
parar instâncias de service quanto aos seus parâmetros de
qualidade.
Embora FL possua muitos recursos interessantes, prin-
cipalmente a similaridade com o paradigma OO, a especifi-
cação não possui força como um padrão. Não existe uma
organização que a mantenha, atualizando, inserindo novas
funcionalidades e certificando implementações.
Como consequência disso, as várias implementações exis-
tentes de FL são por vezes incompatíveis. Embora a imple-
mentação de FLORA-2 possua um sistema sólido de regras,
dentre várias outras funcionalidades, não existe a garantia
de que essas regras poderão funcionar em outra implementa-
ção de FL. FLORA-2 não lança nenhuma nova versão estável
desde setembro de 2007 (FLORA-2, 2009).
Todos estes problemas, aliados a forte orientação da on-
tologia proposta ao padrão DiffServ, pesam contra a utiliza-
ção desta ontologia em outros contextos, como especificação
de QoE por exemplo.
Para permitir a criação de especificações de QoS mais
flexíveis, esta ontologia precisaria de um conceito mais gené-
rico de métrica, que permitisse a criação de outros tipos de
métricas de qualidade, envolvendo outras camadas da pilha
TCP/IP. Uma especificação de QoS completa pode envol-
ver outros parâmetros de qualidade além dos presentes na
camada de rede. Por esses motivos, esta ontologia foi des-
cartada para ser utilizada como base para esta dissertação.
4.1.2 MonONTO
(MORAES et al., 2008) propõe uma ontologia para au-
xiliar na tarefa de monitoramento do tráfego de rede e na
recomendação de configurações de rede que assegurem o me-
lhor desempenho de um aplicativo de interação multimídia
qualquer para usuários não especialistas.
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A ontologia é utilizada para a criação de uma base de
conhecimento através da coleta de dados realizados por fer-
ramentas de monitoramento de rede. Utilizando os dados
coletados, informações sobre os requisitos de desempenho de
rede de um dado aplicativo e as preferências do usuário, um
sistema especialista é usado para inferir qual é a melhor con-
figuração de rede para este usuário.
A ontologia proposta é codificada utilizando OWL 1. A
figura 4.1, extraída de (MORAES et al., 2008), mostra os
principais conceitos e relações de MonONTO:
ApplicationCharacteristic
uses
expectation
requiresValuesOf0..*
1..*
isMeasuredBy
measures
1
isDescribedBy
describes
0..*
isTolerantTo
isIntolerantTo
User TrafficCharacteristic MeasurementTool
NetworkCharacteristic
NetworkEntity
Application
1..*
1..*
1..*
0..*
Figura 4.1: Principais conceitos e relações de MonONTO (MO-
RAES et al., 2008).
O conceito User é utilizado para designar o usuário em
questão. O conceito MeasurementTool define as ferramentas
de monitoramento utilizadas para reunir informações sobre
o tráfego da rede (parâmetros de desempenho como medi-
ções de atraso, jitter e vazão), informações estas definidas
pelo conceito NetworkCharacteristic. Estas informações são
ligadas a nós da rede, representados pelo conceito Networ-
kEntity.
Um aplicativo, representado pelo conceito Application,
possui um conjunto de funcionalidades, representadas por
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ApplicationCharacteristics, que podem ou não ser influenci-
adas pelo tráfego da rede, ou seja, por NetworkCharacteris-
tic. TrafficCharacteristic, estranhamente, não é detalhada em
(MORAES et al., 2008).
O sistema especialista utiliza regras SWRL integradas a
base de conhecimento para inferir sobre os requisitos de rede
de uma determinada aplicação, e se eles são atendidos pela
rede monitorada. Através destas regras, um administrador
de rede consegue listar de quais ferramentas de monitora-
mento são necessários dados para relacionar com os requisi-
tos de rede de um aplicativo. Uma vez feita a reunião dos
dados de monitoramento, é possível para um usuário final
descobrir se a rede em que ele se encontra consegue prover
qualidade para o uso de sua aplicação. As consultas sobre a
base de conhecimento são realizadas utilizando SPARQL.
Analisando as características de MonONTO apresenta-
das, é possível concluir que existe um esforço em relacionar
conceitos de qualidade de rede com conceitos de qualidade
de aplicação e satisfação do usuário, ou seja, a ontologia per-
mite especificar e relacionar requisitos de qualidade de duas
camadas da pilha TCP/IP (rede e aplicação), e também, de
certa forma, requisitos de QoE. A comparação de requisitos,
no entanto, é feita somente a nível de rede.
O objetivo dessa dissertação, no entanto, é fornecer uma
base para a especificação de qualidade em todos os níveis
de rede, incluindo todas as camadas da pilha TCP/IP, pos-
sibilitando até a inclusão de novas camadas. Comparando
esse objetivo com os modelagem feita em MonONTO, ainda
faltam conceitos essenciais para que seja o objetivo seja al-
cançado. Conceitos de aplicação e de rede diferem apenas
no superconceito do qual derivam; não existe nenhum re-
curso mais elaborado para distinguí-los, como por exemplo
um conceito de camada de rede. Para determinados apli-
cativos, as configurações do protocolo utilizado na camada
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de transporte também pode influenciar na qualidade perce-
bida (por exemplo, o tamanho da janela de congestionamento
pode influenciar na taxa de transmissão), e MonONTO não
permite especificar essa relação.
4.1.3 SLA Ontology
(GREEN, 2006) propõe um conjunto de ontologias para
formalização de SLAs. Esse conjunto é formado por várias
ontologias de base, que servem de apoio para a posterior
utilização na ontologia de SLA propriamente dita. Todas
as ontologias são codificadas utilizando OWL 1.0, e é feito
o uso de regras SWRL para impor restrições aos conceitos
definidos.
A Unit Ontology é a primeira destas ontologias, e nela
são definidos conceitos para a criação de unidades de medida,
através do conceito Unit. Unit é especializado em SimpleUnit,
que por sua vez é especializado em Discreet, que representa
unidades que possuem apenas um conjunto limitado de va-
lores possíveis (e.g. valores booleanos), e Continuous, que
representa os outros tipos de unidades de medida. São defi-
nidos também conceitos e relações que representam tipos de
comparações possíveis entre unidades de medida, através do
conceito Comparison. Nessa ontologia, as regras SWRL fun-
cionam relacionando quais unidades podem ser comparadas
entre si.
A Time Unit Ontology é derivada a partir de Unit Onto-
logy, definindo conceitos de unidades de tempo, comoMinute,
Second, entre outros. Nessa ontologia, SWRL é utilizado
para inferir relações entre as unidades de tempo (e.g. que
um minuto é equivalente a sessenta segundos).
A Temporal Unit Ontology utiliza os conceitos da Time
Unit Ontology e define os conceitos Interval, para definir
acontecimentos que possuem um início e um fim, e Event,
que define acontecimentos “instantâneos”. A todo Interval
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e Event estão associadas ações a serem executadas durante
toda a sua duração (no caso de Interval) e no instante em que
ocorre (no caso de Event), permitindo que esses conceitos se-
jam utilizados para sinalizar acontecimentos diversos, como
violações de SLA, por exemplo.
A Currency Ontology utiliza conceitos da Unit Ontology
para definir diferentes unidades de moeda. Nessa ontologia,
SWRL é utilizado para definir relações entre essas unida-
des (e.g. inferir que 1 dólar australiano é equivalente a 100
centavos de dólar australiano).
A Network Metrics Ontology define unidades de medida
da camada internet da pilha TCP/IP. Estas unidades podem
ser associadas ao conceito Metric, que é utilizado para repre-
sentar um parâmetro de desempenho dessa camada, como
atraso. Nessa ontologia, regras SWRL são utilizadas para
comparar unidades de medida (e.g. inferir que um byte é
igual oito bits), mas não são definidas regras para compa-
rar parâmetros de desempenho: não é possível comparar o
atraso definido por provedores diferentes, por exemplo.
Finalmente, é definida a SLA Ontology. Essa ontologia
possui conceitos mais genéricos, com o objetivo de permitir o
maior reuso possível: é definido apenas o conceito SLA, que
representa o SLA em si, e o conceito ServiceObligation, que
representa as obrigações contratuais dos envolvidos no SLA.
O SLS e seu conjunto de parâmetros de rede é relacionado a
ServiceObligation.
A SLA Ontology foi criada para apoiar um projeto em
que o autor encontrava-se associado, ligado ao setor de tele-
comunicações. Logo foram definidas também, derivadas da
SLA Ontology e suas ontologias de base, ontologias de apoio
ao projeto (denominado Managing Quality of experience De-
livery In New generation telecomunication networks with E-
negotiation — QDINE), definindo os tipos de SLA suporta-
dos pelo projeto, modelos de cobrança de serviços, entidades
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e tipos de violação de SLA. Também são definidos exem-
plos de SLA inspirados no trabalho do projeto TEQUILA,
já mencionado nesta dissertação.
Analisando essa ontologia, pode-se notar de imediato que
ela não preve a comparação de SLAs e SLSs. Embora o es-
forço de criação das ontologias de base seja válido, vários
usos das regras SWRL podem ser substituídos por funciona-
lidades de OWL 2.0, com ganho na redução da verbosidade
das definições (e.g. na definição de intervalos). O conceito
Metric, embora sendo genérico o suficiente para definição de
parâmetros de desempenho em qualquer camada, foi definido
especificamente dentro de uma ontologia internet, limitando
o seu reuso. Por estes motivos, a SLA Ontology foi descon-
siderada como base para esta dissertação.
4.2 ONTOLOGIAS DE QOS PARA WEB SERVICES
Serviços Web são sistemas computacionais que possuem
uma interface de aplicação acessível através da web, uti-
lizando tecnologias padrão como HTTP e XML. Original-
mente, as tecnologias de WS oferecem apenas a interopera-
bilidade no nível sintático. A especificação semântica de WS
é assunto de vários trabalhos de pesquisa que visam tratar o
problema da interoperabilidade semântica e que formam uma
nova linha de pesquisa, chamada Serviços Web Semânticos
(SWS) (DAVIES; STUDER; WARREN, 2006).
4.2.1 OWL-QoS
(ZHOU; CHIA; LEE, 2004) apresenta um conjunto de
ontologias para realizar a definição de QoS para WS, para
facilitar a negociação de qualidade. Essas ontologias foram
originalmente definidas utilizando uma linguagem de espe-
cificação de ontologias chamada DAML+OIL, precursora de
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OWL, razão pela qual essa proposta foi primeiramente bati-
zada DAML-QoS. Com a padronização de OWL e a descon-
tinuidade de DAML+OIL, a proposta foi renomeada e suas
ontologias recodificadas em OWL.
OWL-QoS provê três ontologias, referidas no trabalho
como camadas, para a definição de QoS. Na QoS Profile
Layer é definido o conceito QoSProfile, que representa uma
especificação de QoS. Esse conceito é então especializado em
ProviderQoS, InquiryQoS e TemplateQoS, representando a es-
pecificação do provedor, a especificação do cliente, e um mo-
delo genérico para especificações, respectivamente.
Na QoS Property Definitions Layer, o conceito QoSPro-
file é especializado em QoSCore, QoSInput, QoSOutput, QoS-
Precondition e QoSEffect. Esses conceitos representam, res-
pectivamente, uma especificação “normal” de QoS; uma es-
pecificação de QoS de entrada de um serviço (e.g. taxa de
bits que um WS consegue processar como entrada); uma es-
pecificação de QoS de saída de um serviço (e.g. taxa de
bits que um WS gera como saída); as condições necessárias
para que um serviço possa executar (e.g. um serviço pode
requisitar que os dados de entrada sejam transmitidos uma
quantidade X de vezes antes de poder gerar uma saída); e os
“efeitos colaterais” da execução do serviço (e.g. reinicializa-
ção do servidor).
Estas classes são usadas como restrições de domínio em
propriedades de objeto, também definidas na QoS Property
Definitions Layer. Por exemplo, uma propriedade response-
Time pode associar um QoSCore com uma métrica de QoS.
Estas métricas, correspondentes as restrições de alcance das
propriedades descritas, são definidas na QoS Metrics Layer.
Nessa camada, são definidos os conceitos Metric, especializa-
dos em AtomicMetric e ComplexMetric, que presentam parâ-
metros de desempenho simples e complexos (formados por
duas ou mais AtomicMetrics). Metrics são associados ao con-
ceito Unit, que representa unidades de medida.
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Nessa proposta, especificações de QoS são definidas si-
multaneamente em duas camadas da ontologia: na QoS Pro-
file Layer e na QoS Property Definitions Layer. Na QoS
Property Definitions Layer, um provedor ou usuário que de-
seja criar sua especificação define novas instâncias dos con-
ceitos QoSCore, QoSInput, QoSOutput, QoSPrecondition ou
QoSEffect, associando-os a intâncias do conceito Metric, e
por consequência a instâncias do conceito Unit.
NaQoS Profile Layer essas definições são repetidas, dessa
vez utilizando apenas subconceitos. Devido às limitações de
OWL, não seria possível definir intervalos para as métricas
utilizadas. A solução encontrada por (ZHOU; CHIA; LEE,
2004) é o uso de restrições de cardinalidade. Por exemplo:
considere o conceito ProviderAQoS, derivado de QoSProfile,
representando a QoS de um provedor fictício “A”. Esse con-
ceito é associado a ResponseTimeMetric, derivado de Metric,
utilizando a propriedade de objeto LessThan10MSresponse-
Time. Nessa propriedade, é imposta uma restrição de cardi-
nalidade, declarando que no máximo 10 indivíduos Respon-
seTimeMetric podem ser relacionados a um indivíduo Provi-
derAQoS através dessa propriedade.
A comparação de especificações de QoS é feita compu-
tando relações de subsunção utilizando um motor de inferên-
cia: considere a especificação descrita no parágrafo anterior.
Agora, considere o conceito User1QoS, derivado de QoSPro-
file, representando o pedido de QoS do usuário “User1”. Se
esse conceito estiver associado a ResponseTimeMetric com
uma restrição de cardinalidade maior do que 10, um motor
de inferência vai concluir que ProviderAQoS é um subconceito
de User1QoS. Essa conclusão é usada para inferir que a QoS
do provedor “A” atende o pedido de “User1”.
Observe que a proposta ignora a semântica das restri-
ções de cardinalidade de OWL. Como explicado no capítulo
3, estas restrições definem quantos indivíduos podem ser as-
sociados utilizando uma dada propriedade. Essa quebra da
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semântica de OWL, por si só, já é suficiente para desconsi-
derar OWL-QoS como base para esta dissertação. Apesar
da ontologia definir conceitos de unidades de medida, a mo-
delagem exige que todos os valores sejam normalizados pre-
viamente, e os autores sugerem utilizar apenas uma unidade
de medida para cada métrica. Existe, ainda, mais um pro-
blema em utilizar restrições de cardinalidade: são permitidos
somente valores inteiros não negativos.
A idéia de modelar a comparação de especificações de
QoS como um problema de herança de conceitos em ontolo-
gias, no entanto, tem um apelo muito grande. A utilização de
um motor de inferência já é um pré-requisito para a validação
da consistência de uma ontologia. Utilizar a computação de
relações de subsunção para tirar outras conclusões além da
própria subsunção em si é uma ótima utilização de recursos
computacionais.
Por essa razão, essa idéia foi reutilizada na proposta
desta dissertação. Como OWL 2.0 permite modelar corre-
tamente intervalos, é descartado o uso de restrições de car-
dinalidade. Essa modelagem derivada é explicada em mais
detalhes no capítulo 5.
4.2.2 QoSOnt
(DOBSON; LOCK, 2005) é mais uma proposta de con-
junto de ontologias para modelar QoS para WS, com o in-
tuito de facilitar a escolha dinâmica de WS similares baseado
em suas propriedades não funcionais de QoS. Também espe-
cificada em OWL 1.0, essa proposta especifica uma ontologia
básica, e prevê a criação de novas ontologias a partir dela.
A Base Ontology, como o nome diz, é a ontologia de base.
Nela são definidos os conceitos QoSAttribute, especializado
em MeasurableAttribute, e o conceito Metric. Na verdade,
um MeasurableAttribute é um QoSAttribute associado a um
conceito Metric, através da propriedade de objeto hasMetric.
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Logo, o conceito MeasurableAttribute representa um atributo
mensurável de um sistema.
Metric, por sua vez, é associado a um conjunto de va-
lores, representados pelo conceito MetricValue. MetricValue,
por sua vez, é associado a um valor numérico através de uma
propriedade de tipo de dados, e a uma unidade, representada
pelo conceito Unit. As conversões entre unidades diferentes
são especificadas utilizando instâncias do conceito Conversi-
onRate. Metric também é associado a um conceito referido
em (DOBSON; LOCK, 2005) como acceptability direction,
que representa a idéia de quais valores são preferidos para
uma dada Metric: valores menores ou maiores. Na verdade,
(DOBSON; LOCK, 2005) reconhece a deficiência de OWL
1.0 na definição de intervalos numéricos, e contorna essa de-
ficiência através do conceito de acceptability direction, aliado
ao uso de um algoritmo ad hoc. É inclusive feita uma menção
de que o uso de DataRanges de RDF Schema seria uma ma-
neira simples de corrigir essa deficiência, exatamente o que
foi feito em OWL 2.0.
Novas ontologias devem ser especificadas para definir no-
vos atributos de QoS. Consideremos o tempo de resposta de
um WS. Para definir esse atributo, seria necessário primei-
ramente definir as métricas dele. Uma nova ontologia de
métricas (Metrics Ontology) é então especificada para defi-
nir as métricas de tempo de resposta, utilizando instâncias
de Metric, MetricValue e Unit. Utilizando estas métricas, é
definido o atributo genérico ResponseTime, subconceito de
MeasurableAttribute, e este é especificado em sua própria on-
tologia, Response Time Ontology, por exemplo. A razão pela
qual atributos e métricas são especificadas em ontologias di-
ferentes é a posterior necessidade de combinar atributos (e.g.
o atributo de confiabilidade ou reliability pode ser definido
como sendo uma junção dos atributos tempo de resposta e
probabilidade de falha).
Para criar uma especificação de QoS, um provedor deve
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instanciar indivíduos que herdam do atributo desejado e tam-
bém do parâmetro específico do seu serviço, especificado uti-
lizando a ontologia OWL-S, padrão W3C para especificação
semântica de WSs.
Para um cliente escolher entre serviços similares base-
ado em sua oferta de QoS, foi desenvolvido um algoritmo
ad hoc, que utiliza a ontologia para montar expressões utili-
zando operadores lógicos E/OU. Essas expressões são dispos-
tas em uma árvore de parsing, e seus nodos são comparados,
e por consequência as ofertas de QoS também. Conversões de
unidade também são feitas utilizando pelo algoritmo. Esse
algoritmo foi utilizado no contexto de uma ferramenta de
comparação de serviços.
A contribuição dessa proposta é clara no sentido de apon-
tar as deficiências de modelagem de OWL 1.0. A modelagem
apresentada, que utiliza uma ontologia base com conceitos
genéricos o suficiente para serem reaproveitados em vários
contextos também é uma contribuição importante, e essa
idéia também é reutilizada nesta dissertação. A ontologia
QoSOnt, no entanto, não é reaproveitada, pois a modelagem
que combina a comparação de intervalos como problema de
subsunção de conceitos com a definição de intervalos de OWL
2.0 quebraria a compatibilidade com o algoritmo apresentado
em (DOBSON; LOCK, 2005).
4.2.3 Service Level Ontology
(BLEUL; WEISE, 2005) também constitui um conjunto
de ontologias para a criação de SLAs para auxiliar a escolha
dinâmica de WSs. Este trabalho também evidencia a im-
portância da criação de conceitos genéricos que permitam o
reuso em várias situações diferentes.
Este trabalho especifica cinco ontologias para a defini-
ção de SLAs. A Service Level Ontology define os conceitos
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Service-Level-Offer e Service-Level-Request, representando res-
pectivamente a oferta do provedor e o pedido do cliente. O
workflow proposto define que, uma vez que cliente e prove-
dor tenham acordado em um nível de qualidade, este nível
seja associado a uma instância de Service-Level-Agreement.
A Service Level Ontology usa, para definir parâmetros
de desempenho (chamados neste trabalho de dimensões de
qualidade), conceitos vindo da QoS Ontology. As dimensões
de qualidade, por sua vez, possuem métricas que definem a
unidade e o tipo de dado utilizados para medí-las. As métri-
cas são definidas na Metric Ontology, e as unidades na Unit
Transformation Ontology, que também especifica fórmulas
de conversão para realizar a conversão entre unidades dife-
rentes. Os meios de interação que podem ser utilizados por
serviços para a realização da conversão de unidades, e tam-
bém regras adicionais para garantias de serviço são definidas
na Grounding Ontology.
Para definir uma especificação de QoS utilizando esta
ontologia, é necessário criar instâncias de Service-Level-Offer
ou Service-Level-Request, e associá-las a dimensões de quali-
dade da QoS Ontology. Essas dimensões, por sua vez, devem
ser associadas a métricas da Metric Ontology, estes associa-
dos a valores numéricos e unidades da Unit Transformation
Ontology.
A comparação de especificações de QoS nesse trabalho
também é feita através de um algoritmo ad hoc, que funciona
da seguinte maneira: primeiramente, todas as métricas e di-
mensões de qualidade são alinhadas, no sentido de descobrir
quais garantias falam sobre a mesma dimensão, e quais mé-
tricas podem ser diretamente comparadas. Serviços de con-
versão de unidades são acessados para possíveis conversões
de unidades, utilizando os conceitos da Unit Transformation
Ontology e da Grounding Ontology. Uma vez que todas as
dimensões estão alinhadas, é feita uma comparação quan-
titativa das mesmas, e escolhida a melhor especificação de
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acordo.
É importante ressaltar que (BLEUL; WEISE, 2005) des-
creve a ontologia de maneira totalmente teórica. Somente
em um trabalho derivado, (BLEUL; GEIHS, 2006), é desco-
berto que a ontologia é especificada em OWL 1.0 e também
descobertos os detalhes sobre o algoritmo de comparação.
Devido à deficiência de OWL 1.0 na definição de intervalos,
são criadas propriedades de objeto para suprir essa deficiên-
cia. A utilização de OWL 2.0, no entanto, tornaria todas
estas propriedades obsoletas. Novamente aqui, a modelagem
que utiliza subsunção também quebraria a compatibilidade
com o algoritmo de comparação descrito.
4.3 SOBRE UNIDADES DE MEDIDA
Como é possível notar, em praticamente todos os traba-
lhos apresentados neste capítulo, há a preocupação em ex-
pressar corretamente unidades de medida. Isso ocorre pois
grande parte da motivação em utilizar ontologias para ex-
pressar qualidade vêm da necessidade de preencher a lacuna
das terminologias adotadas entre diferentes provedores.
Considere um exemplo simples: a taxa de transmissão
nominal de uma conexão. Um provedor pode achar comerci-
almente atrativo ofertar sua taxa de transmissão como sendo
1000 megabits por segundo (números maiores indicam me-
lhor qualidade), enquanto outro provedor pode ofertar sua
taxa de transmissão como sendo 1 gigabit (pode assumir que
os consumidores entendam o significado do prefixo “giga”).
Um rápido estudo de conversão de unidades leva à conclu-
são de que as duas taxas ofertadas correspondem a mesma
quantidade.
No entanto, não é trivial expressar essa relação compu-
tacionalmente. Provedor e clientes devem acordar na mesma
sintaxe e na mesma semântica, para tornar possível a con-
versão automática de unidades e a compreensão automática
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da terminologia utilizada. O uso de ontologias ameniza esse
problema, pois permite o mapeamento entre terminologias
diferentes e a expressão de diferentes unidades de medida e
os fatores de conversão necessários.
A Measurement Units Ontology (BERRUETA; POLO,
2008) é uma ontologia específica para a criação de unida-
des de medida e a representação de quantidades. A partir
dos conceitos básicos presentes em MUO, e das unidades
de medida listadas pelo Instituto Regenstrief nos E.U.A no
Unified Code for Units of Measure (UCUM) (SCHADOW;
MCDONALD, 2009), foi criada uma grande quantidade de
indivíduos, num esforço de criação de um conjunto completo
de representações das unidades de medida mais utilizadas
internacionalmente em ciência, engenharia e negócios
A modelagem de unidades de medida em MUO é simples.
Todo objeto possui uma quantidade física, que se expressa de
duas maneiras: de maneira geral, através de tipos de quan-
tidades físicas, como massa, peso, velocidade; e de maneira
específica, através da medição dessa quantidade no objeto —
o peso de uma mesa, a massa de uma pessoa, a velocidade
máxima de um carro. Os principais conceitos presentes em
MUO podem ser vistos na figura 4.2, extraída de (BERRU-
ETA; POLO, 2008).
derivedFrom
QualityValue
+rdf:value�:�xsd:float measuredIn
UnitOfMeasurement
BaseUnit DerivedUnit
ComplexDerivedUnit SimpleDerivedUnit
+dimensionalSize�:�xsd:float
Prefix
modifierPrefix
Figura 4.2: Principais classes da MUO (BERRUETA; POLO, 2008).
A expressão geral de uma quantidade física é medida uti-
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lizando uma unidade, representada pelo conceito UnitOfMea-
surement. Existem dois tipos de unidades de medida: unida-
des base (BaseUnit) e unidades derivadas (DerivedUnit). Uni-
dades derivadas podem ser simples (SimpleDerivedUnit), re-
sultado da adição de um prefixo à unidade base (kilograma),
ou através da adição de mais uma dimensão à unidade base
(metro quadrado), ou complexas (ComplexDerivedUnit), re-
sultado da criação de uma nova unidades utilizando duas ou
mais unidades diferentes.
A expressão específica de uma quantidade física é repre-
sentada pelo conceito QualityValue. QualityValue possui um
valor específico de quantidade, relacionado através da propri-
edade de tipo de dados qualityLiteralValue, e uma unidade de
medida, relacionado ao conceito UnitOfMeasurement através
da propriedade de objeto measuredIn.
Desse modo, QualityValue é relacionado a um outro con-
ceito (representando um objeto ou outra coisa qualquer) atra-
vés da propriedade qualityValue. Essa propriedade é decla-
rada inversamente funcional, significando que se um con-
ceito está relacionado a dois indivíduos QualityValues dife-
rentes através dela, implicitamente estes dois indivíduos de-
vem representar a mesma quantidade física, possivelmente
utilizando unidades diferentes.
Infelizmente, ainda não é possível expressar a conversão
de unidades de medida utilizando inferência sobre Lógica
Descritiva. Uma API de programação, ou o uso de regras
SWRL amenizam esse problema, mas não são uma solução
ideal. Enquanto SWRL assegura a interoperabilidade utili-
zando regras genéricas, o que não é possível utilizando uma
API, as regras não asseguram computabilidade pois pode ser
necessária a criação de novos indivíduos ou classes, utilizando
built-ins personalizados.
A modelagem proposta por MUO, no entanto, é expres-
siva o suficiente para os fins dessa dissertação. Devido à
incompatibilidade atual dos built-ins SWRL com OWL 2, é
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sugerido o uso de programação para realizar a conversão en-
tre unidades de medida. O problema de interoperabilidade
pode ser amenizado utilizando serviços web como plataforma.
4.4 CONSIDERAÇÕES FINAIS
Já foi evidenciado, no texto explicativo das propostas
apresentadas, os prós e contras de cada. Sumarizando, as
ontologias de QoS para redes pecam ao focar especificamente
na camada internet da pilha TCP/IP, embora MonONTO
preveja a definição de conceitos de QoE. As ontologias de
QoS para Web Services trazem contribuições interessantes
na generalização de conceitos, embora utilizem algoritmos
próprios para a comparação de especificações, com a excessão
de OWL-QoS, que apresenta uma modelagem que permite a
comparação dentro do contexto de inferência.
Uma ontologia de QoS mais completa deveria permitir a
criação de especificações de qualquer camada de rede, além
da diferenciação dos conceitos de cada camada. Combinando
especificações de várias camadas, é possível a criação de es-
pecificações de QoS também mais completas. Nenhuma das
propostas apresentadas neste capítulo atende a estes requi-
sitos, portanto nesta dissertação é apresentada uma nova
proposta. Essa proposta aprender com os erros e acertos das
propostas apresentadas na apresentação de uma nova mode-
lagem, descrita em detalhes no capítulo 5.
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5 NETQOSONT: UMA ONTOLOGIA PARA
ESPECIFICAÇÃO DE QOS
Este capítulo apresenta NetQoSOnt, uma ontologia ori-
entada à especificação de QoS que provê uma lista extensível
de parâmetros de qualidade em qualquer nível dos serviços de
redes. Revisitando as melhores idéias das ontologias mostra-
das no capítulo 4, NetQoSOnt se propõe a ser uma evolução
do cenário atual do uso de ontologias para especificação de
qualidade no domínio de redes de computadores, possibili-
tando não somente a criação de novas especificações como
também a interpretação e comparação das mesmas de ma-
neira automatizada.
NetQoSOnt foi desenvolvida utilizando OWL 2.0, nova
versão proposta pela W3C e descrita no capítulo 2, que su-
pera limitações das versões anteriores de OWL usadas pelas
ontologias de QoS mostradas no capítulo 4. Como qual-
quer outra ontologia, NetQoSOnt estará continuamente em
desenvolvimento devido a necessidade de especificação de no-
vos recursos que por ventura se fizerem necessários em novas
aplicações. O suporte a restrições de tipos de dados pos-
sibilita a correta modelagem da idéia proposta em (ZHOU;
CHIA; LEE, 2005), permitindo a comparação de parâmetros
de QoS diretamente dentro do contexto de inferência em on-
tologias, sem a necessidade de motores de regras SWRL ou
algoritmos ad hoc.
NetQoSOnt é uma ontologia de base a ser usada em so-
luções de gerenciamento de QoS oferecendo flexibilidade em
termos de parâmetros de qualidade. As classes e módulos
de base propostos em NetQoSOnt permitem expressar vários
conceitos relacionados à especificações de QoS. Para esta dis-
sertação, foram desenvolvidas várias modelagens de arquite-
turas de QoS para diversas camadas, mas apenas de maneira
simplificada. Não é objetivo desta dissertação modelar com-
pletamente nenhum padrão ou arquitetura de QoS existente
94
atualmente.
Todas as ontologias descritas neste capítulo podem ser
encontradas na URI
http://www.lapesd.inf.ufsc.br/netqosont/
5.1 ORGANIZAÇÃO DA NETQOSONT
O desenvolvimento da NetQoSOnt é influenciado pela
organização em camadas dos protocolos de rede. Estas ca-
madas permitiram a redução da complexidade na implemen-
tação destes protocolos, assim como a diferenciação dos ser-
viços de rede. Em NetQoSOnt, os recursos são organizados
em módulos, e cada módulo é uma ontologia.
Na figura 5.1, a organização dos módulos de NetQoSOnt
é descrita utilizando um Diagrama de Pacotes UML.
<<Imports>>
ucum-instances.owl
MUO
muo-vocab.owl
<<Imports>>
<<Imports>>
<<Imports>>
<<Imports>>
<<Imports>>
Módulo�Base
BaseOnt.owl
Módulo�da�Camada�de�Enlace
LinkOnt.owl
Módulo�da�Camada�Internet
NetOnt.owl
Módulo�da�Camada�de�Transporte
TransOnt.owl
Módulo�da�Camada�de�Aplicação
AppOnt.owl
Módulo�do�Usuário
UserOnt.owl
Figura 5.1: Diagrama de Pacotes UML, descrevendo a organização
dos módulos da NetQoSOnt.
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Nesta figura, é possível perceber que foram criados mó-
dulos para cada camada de rede. Isso reforça a diferenciação
dos recursos relacionados a cada camada, sugerindo que cada
recurso tem seu lugar específico.
O modelo de camadas utilizado pela NetQoSOnt é o
TCP/IP. Esta escolha foi feita pelo fato do modelo TCP/IP
ser considerado pelo autor o mais utilizado na prática para
a categorização dos serviços de rede, principalmente por ser
o modelo usado na organização na Internet.
Para auxiliar na criação de novos recursos nos módulos
das camadas de rede e em módulos de terceiros, foi desenvol-
vido um módulo de base, que fornece recursos genéricos a se-
rem reutilizados nos outros módulos. Como mostra a figura
5.1, o módulo base depende de uma outra ontologia, cha-
mada MUO — Measurement Units Ontology (BERRUETA;
POLO, 2008). Essa ontologia traz recursos de unidades de
medida que serão reutilizados na definição dos parâmetros de
qualidade, e foi explicada no capítulo 4. Também é fornecido
um módulo para englobar recursos de QoE.
Novas ontologias de QoS deverão importar os módulos
que os autores considerarem adequados e reutilizar os recur-
sos destes na definição de novas especificações e parâmetros
de qualidade, como será demonstrado mais adiante. Ontolo-
gias que representem a oferta de um provedor ou a requisição
de um cliente devem especificar todas as suas classes como
classes definidas, como descrito na seção 3.1.2.4: a utilização
de classes definidas é o que permite a formação da hierarquia
de classes utilizando inferência, possibilitando a correta mo-
delagem da idéia proposta por (ZHOU; CHIA; LEE, 2005).
A idéia de camadas construídas umas sobre as outras
é importante para modelar QoS em redes de computadores.
Isto, pois os parâmetros de qualidade de uma camada podem
depender (e geralmente dependem) das camadas abaixo dele.
Isto é particularmente importante para o mapeamento entre
parâmetros independentes de tecnologia e para parâmetros
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dependentes de tecnologia. Um exemplo claro é o protocolo
de transporte descrito na seção 2.5.1.2.
5.1.1 Módulo Base
O Módulo Base foi criado para agregar os recursos gené-
ricos para a criação de parâmetros e especificações de QoS.
As classes e propriedades definidas neste módulo podem ser
vistas na figura 5.2.
Measure
+muo:qualityLiteralValue�:�xsd:double
Field
+hasIdentifier�:�xsd:string
owl:Thing
muo:QualityValue
muo:UnitOfMeasurement
Parameter
QoSSpec
Layer
Address
+hasIdentifier�:�xsd:string
hasParameter
hasMeasure
belongsTo
muo:measuredIn
belongsTo
Figura 5.2: Diagrama de Classes UML descrevendo os conceitos
presentes no Módulo Base da NetQoSOnt.
Na figura 5.2, a classe Layer é usada para identificar a ca-
mada a qual um recurso pertence. Um novo indivíduo Layer
deve ser criado para cada módulo que representa uma ca-
mada. Por exemplo, para identificar os recursos da Camada
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de Enlace, foi criado no Módulo da Camada de Enlace o Indi-
víduo LinkLayer. De modo análogo, um provedor que deseja
criar uma nova camada (para criar todas as camadas do mo-
delo ISO/OSI, por exemplo), deve criar um novo indivíduo
Layer para esta camada. Como a classe Layer não se sobrepõe
a nenhuma outra classe presente no módulo base (ou seja,
nunca existirá herança múltipla envolvendo esta classe), ela
foi declarada como disjunta a todas as outras classes.
Para relacionar um recurso a uma camada específica, foi
criada a propriedade de objeto belongsTo. O alcance desta
propriedade é a classe Layer, enquanto o domínio foi deixado
indefinido. Isso permite que qualquer recurso seja relacio-
nado a um indivíduo ou subclasse de Layer.
A classe Address foi criada como uma superclasse para as
várias formas de endereçamento utilizadas em diversas cama-
das de rede, como para a Camada de Enlace e a Camada In-
ternet, por exemplo. Como dentro da mesma camada podem
existir várias formas de endereçamento (considere a Camada
de Enlace e os padrões para rede cabeada e sem fio), no de-
senvolvimento de um novo módulo é sugerido ao usuário da
NetQoSOnt criar uma subclasse de Address. Esse padrão de
modelagem é exemplificado em mais detalhes na descrição
dos módulos da Camada de Enlace e da Camada Internet.
A classe Field é destinada a ser uma superclasse utili-
zada para especificar campos de cabeçalho de protocolos de
comunicação. Como existem diversos protocolos utilizados
em várias camadas de rede, o autor acredita ser interessante
existir um recurso genérico para designar campos, permi-
tindo a modelagem de um protocolo de rede, ou somente de
alguns campos de interesse de um protocolo (por exemplo
campos que dizem respeito à QoS). Um exemplo de uso da
classe Field é mostrado na descrição do Módulo da Camada
Internet.
Em NetQoSOnt, uma especificação de QoS é expressa
por uma especialização da classe QoSSpec ou seja, QoSSpec
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é a superclasse de qualquer especificação de QoS. A defini-
ção de uma especificação de QoS utilizada em NetQoSOnt é
simples: uma especificação de qualidade é um conjunto de
parâmetros de qualidade. Como a classe QoSSpec não pode
se sobrepõe a nenhum outra classe presente no módulo base,
ela foi declarada como disjunta a todas as outras classes.
Para definir parâmetros de qualidade, é fornecida a classe
Parameter. O significado de parâmetro em NetQoSOnt é aná-
logo ao signicado de métrica presente nas RFCs da IETF:
refere-se a um tipo de medição de qualidade. Atraso, por
exemplo, refere-se a um tipo de medida de qualidade em
redes, logo ele pode ser considerado uma métrica de quali-
dade, ou, utilizando a terminologia adotada em NetQoSOnt,
um parâmetro.
Complementando a classe Parameter, é fornecida a classe
Measure. O significado de medição complementa o signifi-
cado de parâmetro atuando como uma forma de persistir os
valores que realmente dão substância à uma especificação
de qualidade. Por exemplo, quando um provedor fornece
uma conexão com um atraso de 100 milissegundos, esse va-
lor refere-se na verdade a uma medição do parâmetro atraso,
e é esse valor que dá significado à especificação de qualidade
deste provedor. Assim como QoSSpec, Measure é declarada
disjunta a todas as outras classes desse módulo, pois elas
nunca se sobrepõem.
Quanto a sua definição formal em NetQoSOnt, Measure
é uma subclasse de muo:QualityValue. São reutilizadas tam-
bém as propriedadesmuo:measuredIn emuo:qualityLiteralValue,
para definir que Measure é medida utilizando uma unidade
de medida de MUO (muo:UnitOfMeasurement), e possui um
valor numérico (xsd:double). Esse valor numérico pode ser
representado por um valor único ou um intervalo de valores,
utilizando a sintaxe de DataRange que OWL 2 importou de
RDF: desse modo, é possível criar formalmente a definição de
uma medição maior que um determinado valor, por exemplo.
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Finalmente, a classe Parameter é relacionada a classeMeasure
utilizando a propriedade de objeto hasMeasure. É fornecida
também a propriedade inversa de hasMeasure, measureOf.
Os demais módulos de NetQoSOnt definem especializa-
ções da classe Parameter para definir parâmetros de cada uma
das camadas de rede. Já foram definidas especializações de
Parameter nos módulos fornecidos. A partir desta aborda-
gem, e como será exemplificado nas seções que seguem, é
possível afirmar que NetQoSOnt é extensível e permite a
definição de novos parâmetros de QoS nas mais diversas ca-
madas.
O conjunto de recursos definidos no Módulo Base é fun-
damental para a definição dos módulos superiores. Eles per-
mitem, inclusive, realizar o mapeamento entre parâmetros de
diferentes módulos, através do uso da equivalência de clas-
ses em ontologias. Conforme será exemplificado em mais
detalhes adiante, é possível relacionar parâmetros de espe-
cificações de qualidade em camadas diferentes definindo que
estas especificações são equivalentes, ou, formalmente, que
as subclasses de QoSSpec em camadas diferentes são equiva-
lentes.
5.1.2 Módulo da Camada de Enlace
Este módulo agrega recursos relacionados à camada de
enlace da pilha TCP/IP, mostrados na figura 5.3.
Como se pode ver na figura 5.3, neste módulo a classe
Address foi especializada para criar a classe LinkAddress que
representa, de modo genérico, os tipos de endereços exis-
tentes nesta camada. A classe Parameter, por sua vez, foi
especializada em LinkPerformanceParameter, de modo a defi-
nir parâmetros de desempenho específicos para a camada de
enlace. Finalmente, classe Field foi especializada em LinkPro-
tocolField, representando campos específicos de protocolos de
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LinkPerformanceParameter
+belongsTo�:�LinkLayer
LinkProtocolField
+belongsTo�:�LinkLayer
LinkAddress
+belongsTo�:�LinkLayer
Address
+hasIdentifier�:�xsd:string
+belongsTo�:�Layer
Field
+hasIdentifier�:�xsd:string
+belongsTo�:�Layer
Parameter
+hasIdentifier�:�xsd:string
+belongsTo�:�Layer
Figura 5.3: Diagrama de Classes UML descrevendo os conceitos
presentes no Módulo da Camada de Enlace da NetQoSOnt.
enlace. Todas as classes estão relacionadas, através da pro-
priedade de objeto belongsTo, ao indivíduo LinkLayer (que
pertence a classe Layer), e essa relação é herdada por todas
as subclasses, classes equivalentes e indivíduos dessas classes.
As classes Measure e QoSSpec não possuem subclasses
nesse módulo, e em nenhum outro módulo de NetQoSOnt.
Isto não quer dizer que não exista qualquer tipo de especi-
alização dessas classes em NetQoSOnt, e sim que elas não
pertecem a um módulo em particular. No caso de QoSSpec,
isso ocorre pois não existe razão para atrelar uma especifica-
ção de QoS a uma camada específica, pois ela pode ter pa-
râmetros de várias camadas diferentes. No caso de Measure,
não existe especialização pois não existe unidade de medida
específica somente de uma camada de rede, unidades podem
ser reutilizadas em várias camadas (bits por segundo pode
ser uma unidade de medida de um parâmetro de enlace ou
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de internet, por exemplo).
Para demonstrar como seria feita a modelagem de um
sistema de QoS em nível de enlace utilizando NetQoSOnt,
será utilizado como exemplo o padrão WiMAX, descrito na
seção 2.5.1.1. Para modelar este padrão, primeiramente a
classe LinkPerformanceParameter deve ser especializada em
TrafficPriority, MaximumSustainedTrafficRate, MaximumTraf-
ficBurst,MinimumReservedTrafficRate, UplinkGrantScheduling-
Type, RequestTransmissionPolicy, MaximumLatency, SDUIndi-
cator, ToleratedJitter, UnsolicitedGrantInterval, UnsolicitedPol-
lingInterval, SDUSize. A classe QoSSpec é então especializada
em UGS, ertPS, rtPS, nrtPS e BE, para representar as classes
de serviço de WiMAX. A modelagem descrita pode ser vista
da figura 5.4.
Cada CoS definida deve então ser relacionada aos parâ-
metros criados anteriormente através da propriedade hasPa-
rameter (por exemplo, nrtPS tem como parâmetrosMinimum-
ReservedTrafficRate,MaximumSustainedTrafficRate, TrafficPri-
ority e RequestTransmissionPolicy). Como o padrão menci-
ona unidades e valores possíveis para cada dos parâmetros
existentes, é possível criar subclasses de Measure especifi-
cando unidades de medida para cada parâmetro (por exem-
plo, MaximumTrafficBurst pode ser relacionado a uma classe
MaximumTrafficBurstMeasure através da propriedade hasMe-
asure. MaximumTrafficBurstMeasure é por sua vez relacio-
nado a unidade de medida ucum:byte, utilizando a proprie-
dade muo:measuredIn).
Esta modelagem é bastante simplificada mas ilustra sufi-
cientemente, para fins de demonstração, o padrão WiMAX.
A figura 5.4 mostra a fundo apenas a modelagem da CoS
nrtPS e da medida MaximumTrafficBurstMeasure. A mode-
lagem das outras CoS possíveis e das medidas do padrão
WiMAX são feitas de modo análogo.
Um provedor de enlace criaria suas especificações Wi-
MAX importando a ontologia de WiMAX descrita e criando
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QoSSpec
nrtPS
SDUSize
UnsolicitedPollingInterval
UnsolicitedGrantInterval
ToleratedJitter
SDUIndicator
MaximumLatency
RequestTransmissionPolicy
UplinkGrantSchedulingType
MinimumReservedTrafficRate
MaximumTrafficBurst
MaximumSustainedTrafficRate
TrafficPriority
LinkPerformanceParameter
+hasMeasure�:�Measure
+belongsTo�:�LinkLayer
Measure
+muo:qualityLiteralValue�:�xsd:double
+muo:measuredIn�:�muo:UnitOfMeasurement
TrafficPriorityMeasure
+muo:measuredIn�:�ucum:byte
MaximumSustainedTrafficRateMeasure
MaximumTrafficBurstMeasure
MinimumReservedTrafficRateMeasure
UplinkGrantSchedulingTypeMeasure
RequestTransmissionPolicyMeasure
MaximumLatencyMeasure
SDUIndicatorMeasure
ToleratedJitterMeasure
UnsolicitedGrantIntervalMeasure
UnsolicitedPollingIntervalMeasure
SDUSizeMeasure
hasMeasure
hasMeasure
hasMeasure
hasMeasure
hasMeasure
hasMeasure
hasMeasure
hasMeasure
hasMeasure
hasMeasure
hasMeasure
hasMeasure
hasParameter
Figura 5.4: Modelagem do padrão WiMAX utilizando NetQoSOnt.
suas próprias subclasses das classes contidas nela. A prin-
cipal mudança seria na definição de intervalos específicos
para as subclasses de Measure, através do uso da proprie-
dade muo:qualityLiteralValue. Esse procedimento é análogo a
criação de especificações em todos os módulos e será descrito
em detalhes mais adiante.
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5.1.3 Módulo da Camada Internet
Analogamente ao módulo da camada de enlace, o módulo
da camada Internet contém recursos relacionados à Camada
Internet da pilha TCP/IP. A classe Parameter foi especia-
lizada na classe InternetPerformanceParameter, a classe Field
foi especializada em InternetProtocolField e a classe Address
foi especializada em InternetAddress. Graficamente, a orga-
nização destas classes é análoga àquela vista na figura 5.3.
Estas novas classes estão relacionadas ao indivíduo Interne-
tLayer através da propriedade belongsTo.
Para exemplificar a criação de parâmetros de QoS nessa
camada, tomaremos como exemplo os parâmetros definidos
pelo IPPM WG. As classes modeladas podem ser vistas na
figura 5.5.
InternetPerformanceParameter
+belongsTo�:�InternetLayer
+hasMeasure�:�Measure
OneWayDelay
PacketDelayVariation
PacketLossRate
Throughput
Figura 5.5: Modelagem dos parâmetros de desempenho da Camada
Internet definidos pelo IPPM WG utilizando NetQoSOnt.
De acordo com as especificações do grupo, descritas na
seção 2.5, a classe InternetPerformanceParameter foi especiali-
zada em PacketLossRate, OneWayDelay, PacketDelayVariation
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e Throughput. Como as RFCs destes parâmetros não espe-
cificam unidades de medida padrão para estes parâmetros,
não é possível especializar Measure para especificar unidades
fixas, como foi feito na ontologia do padrão WiMAX. Fica a
critério dos provedores e clientes então, escolher a unidade
de medida de acordo com sua necessidade.
Para modelar CoSs na camada Internet, é possível en-
tão importar a ontologia de parâmetros da figura 5.5. Como
exemplo serão modeladas as CoSs de DiffServ, também des-
critas na seção 2.5. Para isso, iremos especializar direta-
mente a classe QoSSpec, criando a classe PHB. Como o que
identifica as CoSs em DiffServ é o campo DSCP, será exem-
plificado também a criação de campos de cabeçalho de pro-
tocolo. Para isso, será criada uma subclasse de InternetPro-
tocolField para o campo DSCP. Um indivíduo DSCP é relaci-
onado a uma PHB criando a propriedade de objeto hasDSCP.
PHB é então especializada em DF, AF, EF e CS. Esta mode-
lagem para DiffServ pode ser visualizada na figura 5.6.
DSCP
OneWayDelay
QoSSpec
EF
PHB
+hasParameter�:�Parameter
InternetPerformanceParameter
+hasMeasure�:�Measure
+hasLayer�:�InternetLayer
PacketDelayVariation
PacketLossRate
Throughput
AF
DF
InternetProtocolField
+hasIdentifier�:�xsd:string
+hasLayer�:�InternetLayer
hasParameter
hasDSCP
Figura 5.6: Modelagem da arquitetura DiffServ utilizando
NetQoSOnt.
Na figura 5.6, é possível ver que a modelagem feita para
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este exemplo também é simplificada, mas adequada para des-
monstrar o uso de NetQoSOnt. Nela, é detalhada a especi-
ficação da CoS EF, mostrando os relacionamentos com os
parâmetros de desempenho Internet. Como modelagem al-
ternativa e mais detalhada, seria possível especializar a classe
AF, refletindo cada um de seus casos específicos.
5.1.4 Módulo da Camada de Transporte
A exemplo dos anteriores, este módulo representa recur-
sos relacionados à Camada de Transporte da pilha TCP/IP.
Nele a classe Parameter foi especializada em TransportPerfor-
manceParameter e a classe Field foi especializada em Trans-
portProtocolField. O indivíduo TransportLayer foi criado para
categorizar os conceitos desse módulo. Novamente, a orga-
nização das classes criadas para este modo é análoga àquela
presente na figura 5.3.
Para ilustrar o uso dos recursos do módulo de transporte
na modelagem de um sistema de QoS, será tomado como
exemplo o protocolo QoSTP, descrito na seção 2.5.1.2. A
modelagem dos parâmetros presentes em QoSTP pode ser
vista na figura 5.7.
TransportPerformanceParameter
+belongsTo�:�TransportLayer
+hasMeasure�:�Measure
hasMeasure
CongestionControlMeasure
+muo:measuredIn�:�muo:UnitOfMeasurement
+muo:qualityLiteralValue�:�xsd:double
CongestionControl
+belongsTo�:�TransportLayer
ErrorControl
+belongsTo�:�TransportLayer
ErrorControlMeasure
+muo:measuredIn�:�muo:UnitOfMeasurement
+muo:qualityLiteralValue�:�xsd:double
TDTFRC
TRFC
PRPO
TDPR
DPR
hasMeasure
Figura 5.7: Modelagem do protocolo de transporte QoSTP utili-
zando NetQoSOnt: parâmetros de desempenho.
106
Este protocolo possui apenas dois parâmetros de quali-
dade, que configuram o algoritmo de controle de congestiona-
mento e o de controle de erro. Logo, TransportPerformancePa-
rameter é especializado em CongestionControl e ErrorControl.
Cada um destes parâmetros tem poucas possibilidades de
configuração, logo Measure foi primeiramente especializada
em CongestionControlMeasure, por sua vez especializada em
TFRC e TDTFRC, representando os tipos de controle de con-
gestionamento. Depois, Measure foi especializada em Error-
ControlMeasure, por sua vez especializada em PRPO, DPR e
TDPR, representando os tipos de controle de erro.
Uma especificação de QoS completa para o protocolo
QoSTP, no entanto, precisa também de parâmetros da Ca-
mada Internet. Importando a ontologia de QoSTP e a on-
tologia de parâmetros IPPM descrita na seção anterior, um
provedor da camada de transporte poderá modelar a confi-
guração completa do protocolo QoSTP para suas classes de
serviço.
5.1.5 Módulo da Camada de Aplicação
Designado para conter recursos pertencentes à Camada
de Aplicação da Pilha TCP/IP, este módulo possui especia-
lizações das classes Parameter, Field e Address, chamadas Ap-
plicationPerformanceParameter, ApplicationProtocolField e Ap-
plicationAddress respectivamente. Estas especializações estão
relacionadas ao indivíduo ApplicationLayer.
Como já dito anteriormente na seção 2.5.1.3, a abrangên-
cia dessa camada é realmente grande: aplicativos web, como
webmails, serviços multimídia como telefonia e VoD, entre
outros. Os Serviços Web também se enquadram nesta ca-
mada, logo é possível afirmar que todas as ontologias de QoS
descritas na seção 4.2 pertencem também a esta camada. De
fato, estas ontologias de QoS poderiam ser remodeladas para
serem módulos da NetQoSOnt, com maior ou menor grau de
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compatibilidade. Essa discussão, no entanto, já foi feita no
capítulo 4 e não precisa ser recapitulada aqui.
Como exemplo de criação de especificações de QoS uti-
lizando o módulo da camada de aplicação da NetQoSOnt,
será utilizado como exemplo o padrão G.711.1, descrito na
seção 2.5.1.3. Inicialmente, é necessário definir duas espe-
cializações de ApplicationPerformanceParameter: SampleRate
e BitRate. Como a unidade de medida desses parâmetros é
fixada no padrão, a classe Measure pode ser também espe-
cializada em SampleRateMeasure e BitRateMeasure, fixando
as unidades em kilohertz e kilobitspersecond, unidades deri-
vadas segundo descrito na seção 4.3. Esta modelagem pode
ser vista na figura 5.8.
SampleRate
Measure
+muo:qualityLiteralValue�:�xsd:double
+muo:measuredIn�:�muo:UnitOfMeasurement
SampleRateMeasure
+muo:qualityLiteralValue�:�xsd:double
+muo:measuredIn�:�kilohertz
ApplicationPerformanceParameter
+belongsTo�:�ApplicationLayer
BitRate BitRateMeasure
+muo:qualityLiteralValue�:�xsd:double
+muo:measuredIn�:�kilobitspersecond
hasMeasure
hasMeasure
hasMeasure
Figura 5.8: Modelagem do protocolo de aplicação G.711.1 utilizando
NetQoSOnt.
Neste ponto é interessante demonstrar como funciona o
uso de equivalência de conceitos em NetQoSOnt. Obser-
vando o parâmetro da taxa de bits do protocolo G.711.1,
modelado com a classe BitRate, é possível cometer o equí-
voco de pensar que a medida desse parâmetro é equivalente
à medida da vazão gerada na Camada Internet. Com uma
análise mais cuidadosa, chega-se a conclusão de que na ver-
dade a vazão gerada na Camada Internet é maior, pois o
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cabeçalho e o payload do protocolo G.711.1 é encapsulado
como payload no protocolo RTP, por sua vez encapsulado
em UDP e somente então encapsulado em IP (ITU-T, 2008).
Para maior clareza, será considerado nesta especificação ape-
nas um tipo de qualidade, e somente o Parameter BitRate.
Como a intenção desta modelagem é demonstrar a de-
pendência entre as camadas de rede, será suposto o uso de
quatro ontologias (uma para cada protocolo de rede): a on-
tologia G.711.1 descrita anteriormente, duas ontologias que
modelam os protocolos RTP na camada de aplicação e UDP,
e a ontologia de parâmetros de desempenho IPPM na ca-
mada de transporte, descrita na seção 5.1.3. Uma organiza-
ção de normalização da área de VoIP, desejando modelar os
tipos de qualidade possíveis para o padrão G.711.1, importa
todas estas ontologias na sua própria ontologia OWL. Para
modelar a qualidade mínima oferecida, 8 kHz a 64 kbps (e
analogamente todas as outras qualidades possíveis utilizando
esse padrão), esse provedor deverá criar quatro subclasses de
QoSSpec, cada uma contendo parâmetros de qualidade de
uma ontologia utilizada, conforme pode ser visto na figura
5.9.
Para a ontologia G.711.1, foi criada a QoSSpec Minimum-
G7111QualitySpec. Ela está relacionada ao Parameter Mini-
mumG7111BitRate, subclasse de BitRate. Esse Parameter tem
a Measure MinimumG7111BitRateMeasure, subclasse de Bi-
tRateMeasure, que declara qualityLiteralValue = 64.0, repre-
sentando o valor de 64 kbps da qualidade oferecida.
É suposta a existência de ontologias modelando a quali-
dade para os protocolos RTP e UDP, e também a existência
de um parâmetro Throughput em cada uma destas ontologias.
A organização de normalização deveria então criar QoSSpecs
MinimumG7111RTPQuality eMinimumG7111UDPQuality, cada
uma contendo os Parameters MinimumG7111RTPThroughput
e MinimumG7111UDPThroughput, com Measures Minimum-
G7111RTPThroughputMeasure eMinimumG7111UDPThrough-
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BitRate
+belongsTo�:�ApplicationLayer
MinimumG7111Quality
hasParameter
hasMeasure
QoSSpec
+hasParameter�:�Parameter
MinimumG7111RTPQuality
MinimumG7111UDPQuality
MinimumG7111IPQuality
MinimumG7111BitRate
MinimumG7111RTPThroughput
+belongsTo�:�ApplicationLayer
MinimumG7111UDPThroughput
+belongsTo�:�ApplicationLayer
MinimumG7111IPThroughput
+belongsTo�:�ApplicationLayer
BitRateMeasure
+muo:qualityLiteralValue�:�xsd:double
+muo:measuredIn�:�kilobitspersecond
MinimumG7111BitRateMeasure
+muo:qualityLiteralValue�:�64.0
MinimumG7111RTPThroughputMeasure
+muo:qualityLiteralValue�:�67.2
+muo:measuredIn�:�kilobitspersecond
MinimumG7111UDPThroughputMeasure
+muo:qualityLiteralValue�:�69.3
+muo:measuredIn�:�kilobitspersecond
MinimumG7111IPThroughputMeasure
+muo:qualityLiteralValue�:�74.7
+muo:measuredIn�:�kilobitspersecond
equivalent-to
equivalent-to
equivalent-to hasParameter
hasParameter
hasParameter
hasMeasure
hasMeasure
hasMeasure
hasMeasure
Figura 5.9: Especificação de qualidade de um provedor fictício uti-
lizando a ontologia para o padrão G.711.1.
putMeasure. Para este exemplo, é feito um cálculo simples de
vazão, em que a vazão em kbps do protocolo é igual ao tama-
nho do payload mais o tamanho do cabeçalho, e é conside-
rado o tamanho do pacote de voz em 30 ms. Para o protocolo
RTP, o cálculo da vazão resulta em aproximadamente 67,2
kilobits por segundo, logo MinimumG7111RTPThroughput-
Measure especifica qualityLiteralValue = 67.2, representando
uma vazão de 67,2 kbps. Para o protocolo UDP, a vazão re-
sultante é 69,3 kilobits por segundo. Logo, MinimumG7111-
UDPThroughputMeasure especifica qualityLiteralValue = 69.3,
representando uma vazão de 69.3 kbps.
Para a Camada Internet, foi criada a QoSSpec Minimum-
G7111IPQuality, que tem o Throughput MinimumG7111IPThrough-
put com aMeasure MinimumG7111IPThroughputMeasure. Para
o protocolo IP, a vazão para MinimumG7111IPThroughput-
Measure resulta em 74,7 kilobits por segundo, logo é especi-
ficado qualityLiteralValue = 74.7. Lembrando novamente que
para esse exemplo foram desconsiderados outros parâmetros
dentro da mesma camada, para fins de simplificação.
110
Finalmente, para expressar que estes parâmetros de dife-
rentes protocolos representam a mesma qualidade, este pro-
vedor fictício declara todas as suas subclasses de QoSSpecs
como sendo equivalentes. Essa declaração, aliada ao uso de
um motor de inferência, leva a conclusão de todas as QoS-
Specs herdam todos os parâmetros declarados em todas as
camadas, permitindo comparar a QoSSpec MinimumG7111-
Quality, que sem o uso da inferência possui somente somente
parâmetros da Camada de Aplicação, com uma QoSSpec
qualquer que possua somente parâmetros da Camada Inter-
net, através de inferência.
O uso de uma subclasse QoSSpec para cada módulo ou
camada não é desnecessário: enfatiza a separação dos recur-
sos. Com o uso da inferência, todas as relações necessárias
entre eles são calculadas posteriormente.
5.1.6 Módulo do Usuário
Último módulo presente em NetQoSOnt, contém recur-
sos para a criação de especificações de QoE. A princípio, ape-
nas a classe Parameter é especializada nesse módulo (na classe
UserPerformanceParameter relacionada ao indivíduo UserLayer),
uma vez que QoE não é associada diretamente a protocolos
de aplicação ou Internet, e sim à impressão que o usuário tem
durante a utilização desses. Logo, não existe a necessidade
de especializar Field ou Address.
Essa impressão do usuário sobre o serviço mencionada é
plenamente subjetiva, embora existam maneiras de representá-
la quantitativamente, discutidas na seção 2.5.1.4. Como
exemplo de modelagem de especificação de QoE utilizando
NetQoSOnt, será utilizado a Mean Opinion Score para tele-
fone, também descrita na seção mencionada.
Para modelar os parâmetros de MOS, será utilizada a
sintaxe de declaração de intervalos descrita no capítulo 3.
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Isso ocorre pois na verdade os valores de MOS não são nú-
meros discretos. Logo, quando se fala em MOS 1, na verdade
está se falando de um valor 0 < MOS ≤ 1. Quando se fala
em MOS 2, na verdade fala-se do intervalo 1 < MOS ≤ 2, e
assim por diante. Uma possível modelagem para estes parâ-
metros pode ser vista na figura 5.10.
hasMeasure
MOSMeasure
+muo:measuredIn�:�muo:UnitOfMeasurement
+muo:qualityLiteralValue�:�xsd:double
+measureOf�:�MOS
UserPerformanceParameter
+belongsTo�:�UserLayer
+hasMeasure�:�Measure
MOS
MOS5Measure
+muo:qualityLiteralValue��<=�5.0
+muo:qualityLiteralValue��>�4.0
MOS4Measure
+muo:qualityLiteralValue��<=�4.0
+muo:qualityLiteralValue��>�3.0
MOS3Measure
+muo:qualityLiteralValue��<=�3.0
+muo:qualityLiteralValue��>�2.0
MOS2Measure
+muo:qualityLiteralValue��<=�2.0
+muo:qualityLiteralValue��>�1.0
MOS1Measure
+muo:qualityLiteralValue��<=�1.0
+muo:qualityLiteralValue��>�0.0
Figura 5.10: Modelagem de MOS para áudio/telefonia utilizando
NetQoSOnt.
Primeiramente, UserPerformanceParameter é especializado
em MOS. Lembrando sempre que o identificador do parâme-
tro é o URI da ontologia mais o URI do recurso, logo po-
demos chamar um parâmetro de MOS para áudio e outro
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de MOS para vídeo com o mesmo nome, contanto que eles
estejam em ontologias diferentes.
Continuando a descrição da ontologia de MOS para áudio-
/telefonia, são criadas cinco Measures padrões. É criada
uma superclasse comum a todas, subclasse de Measure, cha-
mada MOSMeasure. Depois, MOSMeasure é especializada em
MOS1Measure, MOS2Measure, MOS3Measure, MOS4Measure
e MOS5Measure. Essas Measures são relacionadas, através
da propriedade qualityLiteralValue, aos intervalos apropria-
dos. MOS1Measure, por exemplo, será relacionado ao inter-
valo “> 0” e ao intervalo “≤ 1”, uma vez que OWL não tem
sintaxe para criar intervalos no estilo 0 < qualityLiteralVa-
lue ≤ 1, sendo necessário utilizar a intersecção dos intervalos
mencionados. Para as outras subclasses de MOS1Measure, a
modelagem é feita de modo análogo.
Como o valor de MOS não possui unidade de medida,
esta foi deixada indefinida. No entanto, foi definida a relação
inversa entre as MOSMeasure e MOS, para assegurar que
os valores de qualityLiteralValue não sejam comparados com
valores em Measures que não tem a ver com MOS durante a
inferência. Essa relação inversa foi especificada utilizando a
propriedade measureOf.
Observando a modelagem da Mean Opinion Score, surge
a discussão se qualquer tipo de parâmetro, mesmo subjetivo,
é representável através da modelagem proposta. No caso de
MOS, o fato dos valores possíveis poderem ser dividos em
intervalos definidos facilitou a modelagem. Quando se fala
de MOS, também são utilizados por vezes os adjetivos “ex-
celente” (referindo-se a MOS 5), “bom” (referindo-se a MOS
4), “razoável” (referindo-se a MOS 3), “pobre” (referindo-se
a MOS 2) e “ruim” (referindo-se a MOS 1).
Estes adjetivos poderiam ser acrescentados à ontologia
de MOS na forma de classes, permitindo expressar quali-
dade de maneira ainda mais subjetiva. Relacionando estas
novas classes aos intervalos de MOS já definidos através de
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equivalência, seria possível inclusive permitir a comparação
entre especificações que utilizem estes parâmetros.
A associação do mapeamento em intervalos com adjeti-
vos subjetivos na forma de classes demonstra que é possível
criar parâmetros subjetivos utilizando termos familiares a
um usuário leigo que ao mesmo tempo permitem a compa-
ração por programas automatizados.
5.1.7 Comparação automatizada de parâmetros
Em NetQoSOnt, como visto anteriormente, uma especi-
ficação de QoS é definida através de uma especialização da
classe QoSSpec, os parâmetros de qualidade são especializa-
dos a partir dos conceitos genéricos criados para cada ca-
mada, e as medições para cada parâmetro especializadas de
Measure. NetQoSOnt modela a comparação de parâmetros
como um problema de herança de conceitos da ontologia.
Desse modo, ao usar um motor de inferência e gerar uma
hierarquia com os novos conceitos criados, um provedor pode
descobrir quais de suas CoSs atendem a demanda consul-
tando o motor por quais de suas subclasses de QoSSpec são
subclasses da especialização de QoSSpec que representa o
pedido do cliente. Esta solução será ilustrada na próxima
seção.
5.2 CENÁRIO ILUSTRATIVO DE USO DA NETQOSONT
Esta seção demonstra como os conceitos presentes em
NetQoSOnt tratam o problema da heterogeneidade dos pa-
râmetros de desempenho em diferentes camadas. O cenário
ilustrativo de uso da NetQoSOnt descrito aqui foi inteira-
mente modelado utilizando o editor de ontologias Protégé
(BMIR, 2009). Para realizar a inferência sobre os conceitos
modelados, foi utilizado o motor de inferência Pellet (C&P,
2009), de modo que os resultados da inferência apresentados
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aqui refletem uma situação real de comparação de parâme-
tros.
Este cenário é composto por duas ontologias: uma re-
presenta a oferta do provedor, e outra a requisição do cli-
ente. Considere que um provedor de serviços Internet deseja
permitir que seus clientes façam invocação explícita de quali-
dade para uma chamada VoIP através de sua rede. Este pro-
vedor, que já possui várias classes de serviço associadas aos
seus serviços, possui uma CoS chamada “Provider Voice”,
que já é alocada para tráfego VoIP. O objetivo desse prove-
dor fictício de permitir aos seus usuários escolher a qualidade
desejada antes da chamada (além de coincidir com o obje-
tivo de demonstrar a NetQoSOnt) pode ser obter estatísticas
de quantos usuários realmente desejam a qualidade fornecida
pela CoS “Provider Voice” em função de outros fatores, como
preço (não modelado nesta ontologia de exemplo).
Sabendo da versatilidade de NetQoSOnt, este provedor
a utiliza para especificar todas as suas CoSs para todos os
seus serviços. As suas ontologias, derivadas de NetQoSOnt e
das ontologias de exemplo demonstradas anteriormente, são
utilizadas para diversos fins, como persistir a configuração
de seus roteadores, comparar as suas CoSs com as CoSs de
outros provedores, entre outros. Estas ontologias são dispo-
nibilizadas para consulta de clientes e provedores parceiros.
A modelagem da CoS “Provider Voice” é mostrada na figura
5.11.
A CoS “Provider Voice”, que já é alocada ao tráfego
VoIP dos clientes, como dito anteriormente, é modelada uti-
lizando a subclasse de QoSSpec ProviderVoiceIPSpec. Provi-
derVoiceIPSpec está relacionada a parâmetros de desempe-
nho IP derivados dos parâmetros contidos na ontologia do
IPPM WG, mostrados na figura 5.5. Esse provedor opta por
oferecer garantias de atraso, variação de atraso e perda de
pacotes de 100 milissegundos, 0 milissegundos e 0 %, respec-
tivamente. Para a especificação ProviderVoiceIPSpec, essas
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QoSSpec
hasParameter hasMeasure
ProviderVoiceIPSpec ProviderVoiceOWD ProviderVoiceOWDMeasure
+muo:qualityLiteralValue�<�100.0
+muo:measuredIn�:�millisecond
OneWayDelay
+hasMeasure�:�Measure
+hasLayer�:�InternetLayer
hasMeasure
ProviderVoiceIPDV ProviderVoiceIPDVMeasure
+muo:qualityLiteralValue�=�0.0
+muo:measuredIn�:�millisecond
PacketDelayVariation
+hasMeasure�:�Measure
+hasLayer�:�InternetLayer
hasMeasure
ProviderVoicePLR ProviderVoicePLRMeasure
+muo:qualityLiteralValue�=�0.0
+muo:measuredIn�:�percent
PacketLossRate
+hasMeasure�:�Measure
+hasLayer�:�InternetLayer
Figura 5.11: Especificação de um provedor para VoIP envolvendo
parâmetros da Camada Internet utilizando NetQoSOnt.
garantias são declaradas através dos parâmetros ProviderVoi-
ceOWD, ProviderVoiceIPDV e ProviderVoicePLR, e das medi-
das ProviderVoiceOWDMeasure, ProviderVoiceIPDVMeasure e
ProviderVoicePLRMeasure, respectivamente.
Ao cliente é permitida então a escolha da qualidade du-
rante a invocação do serviço, utilizando parâmetros de qua-
lidade percebida, neste caso MOS. Esse cliente pode escolher
a qualidade desejada e fazer o pedido ao provedor utilizando
um protocolo de sinalização como SIP. Esse processo é des-
crito em detalhes em (WILLRICH et al., 2009). Basica-
mente, o processo envolve criar uma especificação de QoS
utilizando NetQoSOnt e parâmetros importados da ontolo-
gia de MOS descrita na seção 5.1.6. Para este exemplo, será
suposto uma extensão desta ontologia MOS, contento ma-
peamentos de valores MOS em parâmetros de qualidade da
camada Internet, descritos em (ETSI, 1998).
A ontologia criada pelo cliente e sinalizada via SIP pode
ser vista na figura 5.12. Supondo que o cliente deseja quali-
dade MOS 5, podemos ver nesta figura MOS5Measure sendo
utilizada como medida do parâmetro MOS5, que é o parâ-
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metro de qualidade da especificação MOS5Spec, que por sua
vez representa o pedido deste cliente.
MOS5 MOS5Measure
+muo:qualityLiteralValue�<=�5.0
+muo:qualityLiteralValue�>�4.0
MOS5Spec
equivalent-to
hasParameter
hasParameter
hasMeasure measureOf
QoSSpec
MOS
+hasMeasure�:�Measure
+hasLayer�:�UserLayer
MOS5IPSpec MOS5OWD MOS5OWDMeasure
+muo:qualityLiteralValue�<�150.0
+muo:measuredIn�:�millisecond
OneWayDelay
+hasMeasure�:�Measure
+hasLayer�:�InternetLayer
hasMeasure
MOS5IPDV MOS5IPDVMeasure
+muo:qualityLiteralValue�=�0.0
+muo:measuredIn�:�millisecond
PacketDelayVariation
+hasMeasure�:�Measure
+hasLayer�:�InternetLayer
hasMeasure
MOS5PLR
PacketLossRate
+hasMeasure�:�Measure
+hasLayer�:�InternetLayer
hasMeasure
MOS5PLRMeasure
+muo:qualityLiteralValue�=�0.0
+muo:measuredIn�:�percent
Figura 5.12: Especificação da requisição MOS de um cliente utili-
zando NetQoSOnt.
A partir dos mapeamentos supostos anteriormente, ao
pedido do cliente é acrescentada a especificação equivalente
MOS5IPSpec. Esta especificação possui três parâmetros da
camada Internet, MOS5OWD, MOS5IPDV e MOS5PLR, re-
presentando o atraso, variação de atraso e perda de pacotes
exigida pela MOS 5. As medidas para estes parâmetros são
atraso < 150 milissegundos, variação de atraso 0 milisse-
gundos e perdas de 0 % (ETSI, 1998). Ao sinalizar a quali-
dade desejada via SIP, o cliente aponta sua classeMOS5Spec.
Como o provedor que recebe esse pedido irá compará-lo com
ProviderVoiceIPSpec?
A resposta está na relação de equivalência de MOS5Spec
com MOS5IPSpec. Essa equivalência faz com que o motor
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de inferência conclua que MOS5Spec e MOS5IPSpec pos-
suem as mesmas propriedades, e por consequência, os mes-
mos parâmetros: MOS5Spec herda MOS5OWD, MOS5IPDV
e MOS5PLR. Isso permite comparar diretamente MOS5Spec
com ProviderVoiceIPSpec. A figura 5.13 mostra a ontologia
do cliente carregada no editor Protégé, e a relação de equi-
valência descrita.
Figura 5.13: Ontologia criada pelo cliente, carregada no Editor Pro-
tégé.
Carregando a sua ontologia de oferta de qualidade e a on-
tologia de requisição do cliente em um motor de inferência,
e ordenando ao mesmo para realizar a classificação da hie-
rarquia, o resultado da classificação pode ser utilizado para
concluir se a oferta do provedor atende ou não à requisição
do cliente. Esse resultado é mostrado novamente através da
interface do Protégé, na figura 5.14.
A classificação realizada pelo motor de inferência é rea-
lizada de baixo para cima (lembrando que todas as classes
descritas são Classes Definidas). Para fins de clareza, será
explicado apenas como ocorre a inferência para o parâmetro
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Figura 5.14: Ontologias do provedor e cliente carregadas no Protégé,
antes (esquerda) e depois (direita) do uso do motor de inferência
Pellet.
de atraso. Para todos os outros parâmetros das especifica-
ções, a inferência ocorre de maneira análoga.
Primeiramente, ProviderVoiceOWDMeasure é comparada
com MOS5OWDMeasure. Ambas as classes definem a uni-
dade como milissegundos, através da propriedade muo:mea-
suredIn. MOS5OWDMeasure define emmuo:qualityLiteralValue
um intervalo < 150.0, enquanto ProviderVoiceOWDMeasure
define um intervalo < 100.0 para a mesma propriedade. Como
o segundo intervalo está contido no primeiro, o motor de in-
ferência conclui de ProviderVoiceOWDMeasure é subclasse de
MOS5OWDMeasure.
Em seguida, são comparadas ProviderVoiceOWD eMOS5-
OWD. ProviderVoiceOWD define como medida ProviderVoice-
OWDMeasure através da propriedade hasMeasure, enquanto
MOS5OWD define como medida MOS5OWDMeasure. Como
ProviderVoiceOWDMeasure foi inferida como subclasse de
MOS5OWDMeasure, o motor de inferência conclui que Pro-
viderVoiceOWD é subclasse de MOS5OWD.
Para os parâmetros ProviderVoiceIPDV, ProviderVoicePLR,
MOS5IPDV e MOS5PLR, são realizadas comparações seme-
lhantes às descritas anteriormente, concluindo o motor de
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inferência que ProviderVoiceIPDV e MOS5IPDV são equiva-
lentes, e que ProviderVoicePLR eMOS5PLR também são equi-
valentes (uma vez que tanto para o provedor quanto para o
cliente são definidos valores de medida de 0 milissegundos de
variação e 0 % de perda).
Finalmente, são comparadas as classes ProviderVoiceIPS-
pec e MOS5Spec. ProviderVoiceOWD, ProviderVoiceIPDV e
ProviderVoicePLR estão relacionadas a ProviderVoiceIPSpec
através da propriedade hasParameter. MOS5OWD,MOS5IPDV
eMOS5PLR estão relacionadas aMOS5Spec através da mesma
propriedade. Uma vez que ProviderVoiceOWD foi inferida
subclasse de MOS5OWD, e ProviderVoiceIPDV e ProviderVoi-
cePLR foram inferidas equivalentes aMOS5IPDV eMOS5PLR
respectivamente, o motor de inferência conclui que Provider-
VoiceIPSpec é subclasse de MOS5Spec. Esta conclusão per-
mite ao provedor descobrir que sua especificação Provider-
VoiceIPSpec atende à especificação MOS5Spec do cliente.
5.3 PROTÓTIPO DE VALIDAÇÃO DA NETQOSONT
Nesta seção, é apresentado um protótipo usado para va-
lidar a modelagem proposta por NetQoSOnt. Nesse protó-
tipo, as especificações descritas na seção anterior são criadas
dinamicamente através da OWL API (MANCHESTER U.,
2009), e posteriormente carregadas e classificadas utilizando
o motor de inferência FaCT++ (TSARKOV; HORROCKS,
2009).
O protótipo possui um servidor de inferência simples,
que utiliza o motor de inferência FaCT++. Esse motor de
inferência foi escolhido no lugar do motor Pellet (C&P, 2009)
pelo fato de apresentar um tempo de resposta melhor durante
o cálculo da inferência em várias situações, durante todo o
desenvolvimento desta dissertação. Em relação às funciona-
lidades, no entanto, o motor Pellet continua sendo superior.
A modelagem do protótipo é descrita na figura 5.15.
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InferenceServer
+manager�:�org.semanticweb.owl.model.OWLOntologyManager
+netQoSOntBaseURIStr�:�String
+reasoner�:�uk.ac.manchester.cs.factplusplus.owlapi.Reasoner
+matchingProviderSpecifications(String,�String)�:�Hashtable
-hanbleOntologyString(String)�:�Set
-handleOntology(org.semanticweb.owl.model.OWLOntology)�:�Set
NotNetQoSOntDerivedException
+value�:�String
PrototypeException
InferenceServerTest
+manager�:�org.semanticweb.owl.model.OWLOntologyManager
+netQoSOntBaseURIStr�:�String
+reasoner�:�uk.ac.manchester.cs.factplusplus.owlapi.Reasoner
+runTest()�:�void
+createBasicInternetLayerQoSSpecification(org.semanticweb.owl.model.OWLOntology,�String,�double,�double,�double)�:�Set
-getQoSSpec(String,�String,�String)�:�org.semanticweb.owl.model.OWLEquivalentClassesAxiom
+factory�:�org.semanticweb.owl.model.OWLDataFactory
-getParameter(String,�String,�String)�:�org.semanticweb.owl.model.OWLEquivalentClassesAxiom
-getMeasure(String,�String,�String,�String,�double)�:�org.semanticweb.owl.model.OWLEquivalentClassesAxiom
-getDefinedClassAxiom(String,�String,�Set)�:�org.semanticweb.owl.model.OWLEquivalentClassesAxiom
-getSomeRestriction(String,�String)�:�org.semanticweb.owl.model.OWLObjectSomeRestriction
Figura 5.15: Modelagem UML do protótipo de validação da pro-
posta.
A figura 5.15 mostra várias classes da OWL API sendo
utilizadas no protótipo. De fato, a OWL API 2 foi utilizada
como base para o desenvolvimento do mesmo. No entanto,
o código do protótipo foi todo escrito em Python, e o su-
porte Python da linguagem Java foi dado pelo interpretador
Jython (JYTHON, 2009).
É possível notar na figura 5.15 duas classes principais:
InferenceServer e InferenceServerTest. A classe InferenceSer-
verTest foi criada apenas para testar as funcionalidades de
InferenceServer, e todos os seus métodos envolvem criar di-
namicamente as especificações de QoS mencionadas na seção
5.2, para depois passá-las como argumento para um objeto
InferenceServer.
A classe InferenceServer possui apenas um método princi-
pal, chamadomatchingProviderSpecifications, que realiza todo
o trabalho. Como já explicado anteriormente, a modelagem
de NetQoSOnt funciona de maneira que, após a utilização de
um motor de inferência, todas as especificações do(s) prove-
dor(es) são inferidas como subclasses (ou classes equivalen-
tes) da especificação do cliente.
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Logo, o algoritmo por trás de matchingProviderSpecifica-
tions envolve carregar a ontologia do cliente e a ontologia
do provedor no motor de inferência, realizar a classificação
da hierarquia, e depois consultar o motor de inferência por
quais especificações do provedor que são subclasses ou classes
equivalentes da especificação do cliente.
O resultado do algoritmo é uma tabela de Hash cujas
chaves são as especificações do cliente e cujos valores são os
listas de especificações do provedor que atendem à especifi-
cação do cliente utilizada na respectiva chave.
5.3.1 Resultados
O programa InferenceServerTest possui uma saída emmodo
texto, que é mostrada na figura 5.16.
Creating Client Ontology: \\
http ://www.inf.ufsc.br/~ achilles/mestrado/ \\
inferenceservertest -client.owl
Done.
Creating Providers Ontology: \\
http ://www.inf.ufsc.br/~ achilles/mestrado /\\
inferenceservertest -provider.owl
Done.
Classifying ontologies (and measuring Reasoner response \\
time)
Done.
Classified in 1062 ms
Matches to the client specification: \\
{ClientRequiredIPSpec =[ ProviderVoiceIPSpec], \\
ClientRequiredMOSSpec =[ ProviderVoiceIPSpec ]}
Figura 5.16: Saída em modo texto de uma das execuções do pro-
grama InferenceServerTest. Os caracteres “\\” indicam uma quebra
de linha.
Como é possível perceber analisando a saída do pro-
grama, a execução do mesmo ocorreu como esperado. A
representação gráfica da tabela de hash do resultado da infe-
rência, presente na última linha da saída, mostra claramente
que ProviderVoiceIPSpec foi classificada como subclasse tanto
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de ClientRequiredMOSSpec quanto de ClientRequiredIPSpec
(lembrando que estas últimas duas classes são equivalentes).
O tempo de classificação das ontologias mostrado na fi-
gura 5.16 não inclui o tempo de carregamento das ontologias
no motor de inferência, somente o tempo de cálculo da infe-
rência sobre as ontologias já carregadas.
Através do resultado obtido através deste protótipo, o
provedor citado no exemplo da seção 5.2 pode utilizar as in-
formações contidas na classe ProviderVoiceIPSpec para con-
figurar sua rede para o atender ao pedido do cliente, com
certeza de que irá garantir a qualidade requerida por este.
5.3.1.1 Sobre o Tempo de Resposta do Motor de Inferên-
cia
O computador onde o protótipo foi executado possui um
processador AMD Turion X2 64®, com 4 GB de memória
principal. As ontologias do cliente e provedor utilizam, com-
binadas, em torno de 20 classes, um número relativamente
pequeno, mas significativo, uma vez que provedores possuem
poucas classes de serviço para seu tráfego.
Para demonstrar o tempo de resposta do motor de in-
ferência utilizado no protótipo, uma amostra pequena, de
cinco execuções, foi tomada. Para todas estas execuções, as
ontologias de entrada são as mesmas, que são aquelas descri-
tas no cenário de uso. O tempo de resposta envolve apenas
o tempo de classificação da hierarquia, e não o tempo de
carregamento das ontologias no motor de inferência. As exe-
cuções e seus respectivos tempos podem ser vistos na tabela
5.1.
Observando a tabela 5.1, nota-se que o tempo de resposta
é, em média, 768,2 milissegundos. Este é um resultado acei-
tável, mesmo para negociações dinâmicas. Como a OWL
API permite que as relações inferidas por um motor possam
ser salvas em uma nova ontologia (ou na própria ontologia de
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Execução Tempo (Milissegundos)
1 716
2 631
3 896
4 957
5 731
Média 786,2
Desvio Padrão 135,36
Tabela 5.1: Tempos de execução da classificação da hierarquia no
protótipo de implementação.
origem), é possível criar uma espécie de cache das classifica-
ções já realizadas, de modo que a mesma consulta realizada
sobre o cache teria um tempo de resposta ainda menor.
Em um exemplo como o mostrado, onde existe uma pe-
quena quantidade de possibilidades de configuração dos pa-
râmetros de qualidade, seria possível inclusive criar modelos
genéricos de especificações completas, e guardar os resulta-
dos da inferência sobre os modelos. Cada nova requisição
do cliente poderia se referir aos modelos, cujos resultados da
inferência já seriam conhecidos.
5.3.2 Limitações desta Proposta
Mesmo permitindo a especificação de qualidade em vá-
rios níveis de serviços de rede com grande expressividade,
ainda existem problemas que não podem ser resolvidos atra-
vés da modelagem proposta por NetQoSOnt e o uso de in-
ferência. Estes problemas podem ser resolvidos através da
criação de programas especializados utilizando a OWL API,
por exemplo. No entanto, a solução ideal para estes pro-
blemas seria a adição de sintaxe própria ao padrão OWL,
suportada pela implementação nos motores de inferência.
A equivalência de medidas de parâmetros de qualidade
em unidades diferentes é um destes problemas. Embora seja
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possível expressar que duas medidas com unidades diferen-
tes representam a mesma quantidade, ainda não é possível
fazer com que um motor de inferência faça a conversão entre
unidades automaticamente. Para isso, seria necessário uma
sintaxe para representar algum tipo de fórmula matemática
de conversão.
Outro uso para representação de fórmulas matemáticas
seria a conversão direta entre especificações de qualidade.
Tomando o exemplo da MOS, descrito na seção 2.5.1.4, sa-
bemos que existe uma fórmula matemática que pode ser uti-
lizada para converter valores de desempenho da Camada In-
ternet em valores de MOS. Se existisse alguma sintaxe de
expressões matemáticas em OWL, apoiada por implementa-
ções em motores de inferência, essa conversão seria possível,
e poderia ser feita de maneira genérica.
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6 CONCLUSÃO
Neste capítulo serão apresentados os resultados obtidos
pela realização desta dissertação, os artigos publicados atra-
vés da pesquisa realizada e as perspectivas de trabalhos fu-
turos.
6.1 RESULTADOS OBTIDOS
Nesta dissertação foi proposta NetQoSOnt, uma onto-
logia para a definição de especificações de QoS que oferece
flexibilidade em termos de parâmetros de qualidade. Com
base nesta ontologia, podem ser definidas soluções de QoS
permitindo aos clientes e usuários de serviços de rede expres-
sar suas necessidades em termos de QoS usando parâmetros
de qualidade quantitativos e qualitativos, em todos os ní-
veis de rede, desde a qualidade percebida a parâmetros da
camada de enlace.
Modelagens anteriores que abordam o mesmo problema
foram avaliadas, e suas melhores contribuições utilizadas na
definição da nova ontologia de QoS voltada para os serviços
de redes. Além disso, foram utilizadas novas tecnologias para
o desenvolvimento de ontologias, neste caso o padrãoW3C de
autoria de ontologias OWL 2.0 e a API de programação OWL
API 2. As definições da modelagem foram descritas e sua
utilização apresentada através de um exemplo de invocação
explícita de qualidade em uma chamada de voz.
A ontologia proposta se limita em especificar os parâme-
tros e especificações de QoS, além de permitir a definição de
equivalências entre especificações de diferentes níveis, pos-
sibilitando a criação de especificações mais completas, com
parâmetros de várias camadas.
Apesar de NetQoSOnt ter sido utilizada para modelar
padrões de arquiteturas de QoS de maneira simplificada, as
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modelagens citadas tem apenas fins de demostração. A pro-
posta desta dissertação é o conjunto de ontologias de base
que permitem a criação de novas ontologias para modelar
diversos tipos de especificações de QoS.
Na modelagem proposta, a comparação de parâmetros de
QoS é realizada automaticamente por um motor de inferên-
cia. Ao carregar a ontologia que contêm o pedido do cliente
e a ontologia que contêm as CoSs do provedor, o cálculo da
nova hierarquização das classes permite ao provedor saber
quais de suas CoSs atendem ao pedido do cliente simples-
mente consultando o motor de inferência por quais de suas
CoSs que foram inferidas como subclasses ou classes equiva-
lentes da classe que representa especificação do cliente.
O exemplo apresentado foi reproduzido através de um
protótipo, que obteve um bom tempo de resposta de infe-
rência e demonstrou a viabilidade do uso da proposta em
sistemas de gerenciamento de QoS.
6.2 TRABALHOS PUBLICADOS PELA PESQUISA REALIZADA
No curso da realização da pesquisa para a criação da
ontologia proposta nesta dissertação, foram publicados tra-
balhos em eventos nacionais e internacionais.
Em (PRUDÊNCIO et al., 2009b) e em (PRUDÊNCIO
et al., 2009a), NetQoSOnt foi apresentada como uma onto-
logia de especificação de QoS que permite a flexibilização
em termos de parâmetros de desempenho, sendo demons-
trada através da invocação implícita de qualidade em uma
chamada de voz.
Em (WILLRICH et al., 2009), NetQoSOnt foi utilizada
para especificar a QoS em uma invocação explícita de qua-
lidade em uma chamada de voz através de uma extensão do
protocolo de sinalização SIP.
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6.3 TRABALHOS FUTUROS
Como trabalhos futuros a esta dissertação, são propostos
os seguintes temas:
• A adição de recursos que representem fórmulas ma-
temáticas, permitindo a criação de algoritmos ad hoc
para a conversão automática de unidades de medida
e o mapeamento automatizado (sem a necessidade de
criação explítica de equivalências entre subclasses de
QoSSpec) de especificações de QoS;
• A modelagem extensiva de padrões de arquiteturas que
suportem QoS, como WiMAX e DiffServ, de parâme-
tros de configuração de protocolos de transporte e de
padrões da camada de aplicação (CODECs, entre ou-
tros) que influenciem da qualidade percebida;
• A implantação da NetQoSOnt em um sistema real de
gerenciamento de QoS.
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