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Resumen
El aprendizaje es un proceso a trave´s del cual se adquieren o se modifican habilidades y
conocimientos como resultado del estudio, la observacio´n y el razonamiento1. Una parte
del aprendizaje se centra en la memorizacio´n de conceptos que sera´n utilizados en un
futuro ma´s o menos cercano. Cuando no se hace un uso de estos conceptos a corto o
a medio plazo, es fa´cil observar que cuesta recordarlos y, en realidad, es como si no se
hubieran aprendido: se han olvidado fa´cilmente. As´ı pues, se tiende a afirmar que gracias
a la pra´ctica se puede adquirir un concepto de forma duradera.
Por este motivo, la finalidad de este proyecto es el desarrollo de una herramienta que
permita el aprendizaje y memorizacio´n de contenido diverso centra´ndose en la repeticio´n
de ejercicios de forma espaciada en el tiempo2, haciendo del aprendizaje una tarea ma´s
fruct´ıfera y agradable al usuario. La repeticio´n de los ejercicios de forma espaciada es lo que
hara´ que dichos conceptos se mantengan por ma´s tiempo en la memoria. Dicha repeticio´n
tiene en cuenta los aciertos y fallos del usuario que esta´ resolviendo un problema para
as´ı determinar en que´ momento ha de volver a practicar ese problema. En definitiva, la
pra´ctica continuada de un concepto nuevo hasta que se convierte en un concepto conocido
y recordado por el usuario es lo que realmente facilita el aprendizaje.
El sistema es flexible a la hora de ampliar el contenido disponible para el estudio, pues
se ha basado su disen˜o en la orientacio´n a objetos. Se ha centrado en el aprendizaje de
vocabulario en ingle´s permitiendo aprender una palabra, su traduccio´n, su pronunciacio´n,
su escucha y su relacio´n con un s´ımbolo o imagen.
Siguiendo el manual del desarrollador, que se puede consultar en el anexo A, se puede
realizar una continuacio´n del proyecto y ampliar de las funcionalidades del mismo.
1Ma´s informacio´n en: http://es.wikipedia.org/wiki/Aprendizaje .
2Ma´s informacio´n en: http://es.wikipedia.org/wiki/Repaso_espaciado .
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El aprendizaje es la adquisicio´n mediante la pra´ctica de una conducta duradera1. Sin
embargo, la memorizacio´n no es un proceso sencillo de llevar a cabo y muchas veces no
es agradable. Cuando es necesario aprender una leccio´n para un examen, se intentan me-
morizar aquellas partes ma´s importantes de la misma resumie´ndola, haciendo esquemas,
realizando algu´n dibujo o asociando algu´n mnemote´cnico2 para facilitar el recuerdo ma´s
adelante.
Sin embargo, suele ocurrir que cuando estos conceptos recie´n adquiridos son utilizados
para responder correctamente dicho examen y posteriormente no vuelven a ser requeridos
(es decir, que no se hace uso de la memoria), resulta que finalmente no se pueden recordar
y en realidad es como si no se hubieran aprendido.
El resultado de este proyecto es un sistema software que se centra en facilitar al usuario
las herramientas necesarias para que el aprendizaje sea sencillo y perdure en el tiempo a
base de presentarle unos ejercicios que sera´n planificados en el tiempo segu´n las respuestas
obtenidas. El sistema recibe el nombre de ULearn.
El desarrollo de este proyecto se ha realizado siguiendo la metodolog´ıa Rational Unified
Process o RUP [15], la cual es una metodolog´ıa iterativa de desarrollo. En ella se plantea
la divisio´n del proyecto en fases, las cuales pueden tener una o ma´s iteraciones. Las fases
de desarrollo son cuatro: fase inicial, de elaboracio´n, de construccio´n y de transicio´n. La
documentacio´n generada en cada una de estas fases se ha dispuesto adecuadamente en los




2 CAPI´TULO 1. INTRODUCCIO´N
Cap´ıtulo 2
Visio´n general del proyecto
2.1. Descripcio´n del problema
El estudio y la adquisicio´n de conocimiento es una actividad que, de una forma u otra,
nos acompan˜a a lo largo de toda la vida. Si bien es cierto que hay diferentes maneras de
adquirir dicho conocimiento, ya sea a base de teor´ıa o de pra´ctica, e´ste so´lo quedara´ rete-
nido en la memoria cuando se haya estudiado o practicado reiteradamente en un per´ıodo
de tiempo determinado.
Existe, por lo tanto, un momento en el tiempo en el que si no se vuelven a estudiar o a
practicar estos conocimientos se acaban olvidando o, sencillamente, se hacen ma´s dif´ıciles
de recordar. As´ı pues, la repeticio´n de los ejercicios de forma espaciada es lo que hace que
dichos conceptos se mantengan por ma´s tiempo en la memoria.
Este no es un concepto nuevo puesto que alla´ por 1885 Hermann Ebbinghaus1 pu-
blico´ un libro llamado U¨ber das Geda¨chtnis (traducido posteriormente al ingle´s como
Memory. A Contribution to Experimental Psychology), en el cual detallo´ los experimen-
tos que probo´ en s´ı mismo para describir los procesos de aprendizaje y de olvido. Se le
considera un pionero en el estudio de la memoria y es conocido por ser la primera persona
que describio´ el significado de la curva de aprendizaje y la del olvido, as´ı como el efecto
del espaciado en el tiempo.
Siguiendo la l´ınea que trazo´ en un primer momento Hermann Ebbinghaus, en 1970
Sebastian Leitner2, un divulgador y cient´ıfico alema´n que se centro´ en el estudio de temas
me´dicos y psicolo´gicos, disen˜o´ un me´todo de aprendizaje3 basado en el uso de tarjetas de
preguntas y respuestas que permit´ıan acortar el tiempo de estudio a medio y largo plazo.
En la figura 2.1 se muestra un esquema del me´todo de Leitner en el cual se observa que
en el momento de empezar el estudio todas las tarjetas se colocan en la caja nu´mero 1 y,
a medida que se van acertando, se colocan en la caja nu´mero 2, nu´mero 3 y as´ı sucesiva-
mente. En caso de fallar una tarjeta se coloca siempre en la primera caja. El estudio se
realiza espaciadamente de forma que el primer d´ıa se estudian las tarjetas pertenecientes
a la caja nu´mero 1; al d´ıa siguiente se vuelven a estudiar las tarjetas de la caja nu´mero 1
y dos d´ıas despue´s se repasan las de la caja nu´mero 2. Entre tres y cinco d´ıas despue´s de
haber iniciado el estudio, se repasan las de la caja nu´mero 3 y as´ı sucesivamente.
1Ma´s informacio´n en: http://en.wikipedia.org/wiki/Hermann_Ebbinghaus .
2Ma´s informacio´n en: http://es.wikipedia.org/wiki/Sebastian_Leitner .
3Ma´s informacio´n en: http://en.wikipedia.org/wiki/Leitner_System .
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Figura 2.1: Esquema del Me´todo de Leitner.
Una variante de este me´todo es aquella que permite que las tarjetas falladas no se
reinicien a una posicio´n inicial, si no a la inmediatamente anterior, permitiendo as´ı no
penalizar de forma muy acusada tarjetas que ya se han estudiado con anterioridad (figura
2.2).
Figura 2.2: Esquema alternativo del Me´todo de Leitner.
A partir de la idea de Leitner, en 1985 Piotr A. Woz´niak4 desarrolla un algoritmo
basado en la repeticio´n espaciada de ejercicios llamado SuperMemo [17]. Seguidamente
aparecen ma´s programas orientados en este sentido para as´ı hacer del estudio una tarea
ma´s sencilla.
La u´nica problema´tica es que gran parte de estos programas se centran en la opinio´n del
usuario con respecto al ejercicio que acaba de resolver, en co´mo de dif´ıcil le ha resultado.
El impacto asociado en este sentido es que el aprendizaje se hace ma´s lento, pues el usuario
ha de pensar y valorar que´ nivel de dificultad ha supuesto para e´l cada ejercicio.
Por este motivo, la solucio´n propuesta es la de desarrollar una herramienta u´til a tal
efecto, haciendo un ca´lculo automa´tico para realizar la repeticio´n de un ejercicio estudiado
segu´n la respuesta dada por el usuario, sin que e´ste tenga que hacer ninguna valoracio´n
del ejercicio que acaba de resolver. Esta idea no es completamente novedosa puesto que
ya existen otras herramientas que lo implementan de una manera similar, tal y como se
explica en el apartado 2.6.4.
A trave´s de este me´todo, una resolucio´n ra´pida y correcta de un ejercicio hara´ que e´ste
sea repetido a ma´s largo plazo que una resolucio´n lenta o incorrecta. As´ı pues, se puede
afirmar que los ejercicios se planifican segu´n el progreso del usuario en el aprendizaje
de un tema. Adema´s, la herramienta es fa´cilmente ampliable en cuanto a la variedad de
material disponible para el estudio.
4Ma´s informacio´n en: http://www.supermemo.com/english/company/wozniak.htm .
2.2. FINALIDAD DEL PROYECTO 5
Se considerara´ que el usuario ha aprendido un concepto o conoce un problema por
completo cuando conozca todos los aspectos del mismo. El desarrollo de este proyecto se
basa principalmente en el aprendizaje de vocabulario en ingle´s. As´ı pues, se han definido
cinco aspectos para cada problema (en este caso son palabras) que el usuario debe apren-
der y memorizar: traduccio´n de la palabra, traduccio´n en sentido inverso, pronunciacio´n,
relacio´n con un s´ımbolo y finalmente la escucha de un audio de dicha palabra que el
usuario debe escribir correctamente.
El proyecto presentado puede servir como base para futuras aportaciones o mejoras
como se detallara´ ma´s adelante.
2.2. Finalidad del proyecto
La finalidad de este proyecto es el desarrollo de un sistema software que se centre en
facilitar al usuario las herramientas necesarias para aprender nuevos conceptos de manera
sencilla y perdurable en el tiempo, a base de la realizacio´n de ejercicios que se repiten en un
intervalo de tiempo determinado segu´n las respuestas obtenidas. El sistema esta´ disen˜ado
para que sea fa´cilmente ampliable y esta´ documentado debidamente a tal efecto en el
apartado A.4.
2.3. Objetivos generales
Los objetivos a cumplir en este proyecto son:
Ofrecer un servicio mediante una aplicacio´n web para el aprendizaje espaciado en
el tiempo.
Garantizar que la aplicacio´n tiene unas mı´nimas condiciones de disen˜o y usabilidad
para hacerla agradable al usuario.
Planificar adecuadamente los ejercicios respecto de cada usuario y sus respectivas
respuestas.
Controlar que la planificacio´n se ha producido en el intervalo estimado para garan-
tizar as´ı el buen funcionamiento de la aplicacio´n.
Permitir que la aplicacio´n sea fa´cilmente modificable o ampliable, basando el disen˜o
en este supuesto.
Documentar de forma clara el co´digo de la aplicacio´n, permitiendo as´ı que futuros
desarrolladores puedan continuar este proyecto de una forma sencilla.
En resumen, se pretende crear una aplicacio´n que permita al usuario estudiar de forma
espaciada en el tiempo que cumpla una sencilla regla: que sea u´til, utilizable y utilizada.
Esto es:
u´til: desde un enfoque anal´ıtico, se puede determinar que la aplicacio´n aporta un
valor al usuario.
utilizable: desde un enfoque de disen˜o, se determina que la aplicacio´n sera´ lo sufi-
cientemente so´lida como para ser utilizada.
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utilizada: el paso final, del prototipo a la puesta en marcha. Conseguir que la
aplicacio´n sea utilizada por cualquier usuario. En este momento no se puede hacer
una valoracio´n de este aspecto, puesto que la herramienta se ha disen˜ado inicialmente
como proyecto final de carrera.
2.4. Posicionamiento del producto
El sistema esta´ pensado para todas aquellas personas que quieran aprender por s´ı mis-
mas una materia determinada, o que quieran reforzar sus conocimientos con ejercicios
diversos realizando un ana´lisis y seguimiento del progreso de cada usuario. La tabla 2.1
resume el posicionamiento del producto en el mercado.
Destinatario Concrecio´n
Para. . . todo aque´l que desee aprender algo y/o que desee participar
en la creacio´n de cursos.
Quienes. . . desean mejorar la experiencia en el proceso de aprendizaje.
El proyecto es. . . un programa; es decir, un producto software.
Y, adema´s, . . . es suficientemente flexible para poder an˜adir funcionalidades
que extiendan el material disponible al estudio, que permi-
tan mejorar la experiencia del usuario o incluso que permitan
cambios este´ticos y visuales.
No es como. . . las te´cnicas de aprendizaje habituales, las cuales no son efi-
cientes a largo plazo (se olvidan los conceptos ma´s ra´pidamen-
te al no volver a repasar aquello que se ha dado por superado).
Ya que este proyecto. . . se basa en ana´lisis del conocimiento de un usuario respecto la
resolucio´n de problemas y, como tal, se trata de un proceso
complejo y no exento de errores y/o imprecisiones.
Cuadro 2.1: Posicionamiento del producto.
2.5. Descripcio´n de los usuarios
Identificar adecuadamente a los usuarios de la herramienta no es una tarea sencilla
ni tampoco es algo trivial. Detallar las necesidades que aparecera´n conociendo desde un
principio que´ tipo de usuarios pueden requerir este servicio proporciona informacio´n clave
a la hora de definir en s´ı misma la herramienta y los requisitos que se han de tener en
cuenta en su elaboracio´n. Es por esto que el ana´lisis de los posibles usuarios del sistema
ha de formar parte del modelado.
2.5.1. Resumen de las partes interesadas en el desarrollo
La tabla 2.2 muestra las partes interesadas en el desarrollo del proyecto informa´tico.
2.5. DESCRIPCIO´N DE LOS USUARIOS 7
Nombre Representa a. . . Rol
Usuario Persona interesada en el uso
de una herramienta que fa-
cilite el autoaprendizaje de
una determinada materia y
en la ampliacio´n de dichas
materias de estudio.
Interactuar con la aplicacio´n.
Puede pedir nuevo material a ser
incluido en los programas de es-
tudio.
Te´cnico Persona encargada del desa-
rrollo del sistema. Posterior-
mente, de mantenerlo y ac-
tualizarlo.
Desarrollar el sistema y compro-
bar que los requisitos del mismo
se cumplen segu´n se han definido.
Gestor Persona responsable de los
servicios que ofrece el siste-
ma y de la toma de decisio-
nes.
Decidir que´ materiales se incluyen
y cua´les no como sesiones de es-
tudio. Aprobar las distintas fun-
cionalidades que tendra´ el siste-
ma y supervisar actualizaciones
del mismo.
Cuadro 2.2: Personas interesadas en el desarrollo del sistema.
2.5.2. Resumen de los usuarios
La tabla 2.3 muestra una descripcio´n de los usuarios que utilizara´n la aplicacio´n.
Nombre Responsabilidades Representado por. . .
Usuario Disponer de una herramienta que
permita un uso fluido y asegure
un funcionamiento correcto.
Un usuario cualquiera.
Te´cnico Solucionar posibles problemas
que puedan reportar los usuarios
y analizar las necesidades de los
mismos segu´n las sugerencias que
aporten. Mantener el sistema.
El te´cnico que finalmente ha desa-
rrollado y administrado este pro-
yecto.
Gestor Persona que posee todas las
responsabilidades del Te´cnico
adema´s de la gestio´n de usuarios
y de la creacio´n de cursos.
Un usuario con privilegios totales
sobre la aplicacio´n.
Cuadro 2.3: Personas que interactu´an con la aplicacio´n.
2.5.3. Entorno y restricciones del sistema
El entorno es virtual; es decir, el usuario accede a la herramienta de forma online con
un navegador cualquiera. Las restricciones que definen el sistema son las siguientes:
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Existe un u´nico te´cnico que desarrollara´ el sistema planteado. Los perfiles que necesi-
tara´ aplicar, dependiendo de la etapa en la que se encuentre, sera´n: jefe de proyecto,
analista y arquitecto.
Se requerira´ autenticacio´n por parte del usuario para poder acceder a la aplicacio´n.
La introduccio´n de materiales al sistema la realizara´ el te´cnico o el gestor.
Se espera que este proyecto permita an˜adir nuevos cursos de aprendizaje, para
as´ı ampliar el cata´logo de materias disponibles para el usuario. A tal efecto, los
usuarios sera´n libres de aportar materiales que crean que son interesantes para el
estudio. Posteriormente, se moderara´n y publicara´n aquellos que el te´cnico, junto
con el gestor, decidan que son adecuados.
Este proyecto se realizara´ a trave´s de un proyecto de final de carrera de Ingenier´ıa
en Informa´tica, bajo la supervisio´n de la Facultad de Informa´tica de Barcelona5, por
lo que se rige por la normativa vigente actual para los proyectos de final de carrera6.
2.5.4. Necesidades de los usuarios
En la tabla 2.4 se muestran los problemas que existen actualmente para los usuarios
y si existe alguna solucio´n al respecto.
2.6. Visio´n general del producto
Este seccio´n describe a alto nivel las caracter´ısticas del sistema ULearn, interfaces y
otras aplicaciones, as´ı como configuraciones del propio sistema.
2.6.1. Perspectiva del producto
Este proyecto es una creacio´n desde cero con el objetivo de obtener una herramienta
que permita poder realizar ejercicios que refuercen el aprendizaje de una determinada
materia, con lo que es totalmente independiente a cualquier otro. El planteamiento inicial
del proyecto no descarta que en un futuro el sistema desarrollado pueda llegar a formar
parte de uno ma´s amplio.
2.6.2. Resumen de capacidades
En esta seccio´n se definen las capacidades que debera´ proporcionar el sistema una vez
finalizado su desarrollo. La tabla 2.5 muestra una descripcio´n ma´s detallada de cada una
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el progreso de ca-
da usuario






Desarrollo de una herramienta
que permita hacer un seguimiento
exhaustivo del progreso de cada
usuario para as´ı poder proponer
los ejercicios ido´neos y la repeti-
cio´n espaciada en el tiempo ma´s








Desarrollar la herramienta de for-
ma que sea fa´cilmente ampliable
y modificable. Permitir que los
usuarios puedan aportar ideas e











Realizar un control completo so-
bre todo el material que se intro-
ducira´ en la aplicacio´n. Contro-
lar, adema´s, las aportaciones de
los usuarios y/o las modificacio-
nes pertinentes. Comprobar con
fuentes oficiales la veracidad de
los materiales y su precisio´n.
Cuadro 2.4: Necesidades de los usuarios del sistema.
2.6.3. Suposiciones y dependencias
A continuacio´n se enumeran las dependencias y supuestos en relacio´n a este proyecto:
Se necesita una conexio´n a Internet para poder utilizar el sistema.
La aplicacio´n se ejecutara´ en un navegador.
La red podr´ıa dejar de funcionar. Esto, evidentemente, impedir´ıa la utilizacio´n de
la aplicacio´n.
La aplicacio´n esta´ alojada en un servicio ofrecido por terceros. A pesar de que la red
funcione, dicho servicio podr´ıa sufrir algu´n incidente y provocar as´ı que el sistema
no este´ disponible.
2.6.4. Alternativas y competencia
Existen productos similares al presentado en este proyecto, ya existentes en el mercado
y, por lo tanto, competencia para el sistema que se quiere desarrollar.
Una de ellas es iknow 7, la cual se centra, de momento, en idiomas tales como el
japone´s o el chino. Otra herramienta, planteada de forma diferente es voxy8. La idea de
7Ma´s informacio´n en: http://iknow.jp/ .
8Ma´s informacio´n en: http://voxy.com .
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Capacidad Beneficios para el usuario Caracter´ısticas necesarias
Gestio´n de la
interfaz
Poder utilizar mediante un na-
vegador cualquiera la aplica-
cio´n desarrollada.
Interfaz usable. Ma´s concreta-
mente: fa´cil de aprender, fa´cil




Realizar ejercicios centrados en
un concepto o ı´tem y de to-
dos los aspectos relacionados al
ı´tem.
Ejercicios cortos y concisos,
centrados en poder examinar
los aspectos de un ı´tem desde
todos los puntos de vista po-




Poder consultar en todo mo-
mento su progreso a lo largo
del tiempo con los diferentes
ejercicios. Poder analizar dicho
progreso para planificar ade-
cuadamente los ejercicios veni-
deros.
Ana´lisis en tiempo real de los
resultados del usuario mientras
realiza los ejercicios. Aplica-
cio´n de dicho ana´lisis en la se-




Amplia variedad de materiales
a estudiar. Poder disfrutar de
diversas tema´ticas y de un aba-
nico de ejercicios extenso para
el estudio.
Controles exhaustivos para de-
terminar que el material sea de




Poder consultar su perfil segu´n
el dominio en la materia. Mos-
trar la evolucio´n a trave´s del
tiempo de la relacio´n de acier-
tos y fallos.
Definicio´n de unos perfiles que
determinen el grado de cono-
cimiento de las diversas mate-




Facilidad de navegacio´n por las
diferentes partes de la aplica-
cio´n a trave´s de una URL.
Mostrar la informacio´n accedi-
da segu´n la URL escrita en la
barra de navegacio´n (formato
XML o JSON).
Cuadro 2.5: Capacidades del sistema.
este sistema es integrar en la vida diaria del usuario un idioma, de momento tan so´lo el
ingle´s: de las noticias que lee o de algu´n documento que le interesa, el programa extrae
pequen˜os ejercicios basados en esos textos que pertenecen al mundo real. Tambie´n existe
Anki9 y SuperMemo10, los cuales ofrecen estudio basado en tarjetas (o flashcards) que
muestran una pregunta, el usuario piensa una respuesta y gira la tarjeta para comprobar
si era correcta o no. Despue´s ha de puntuar co´mo de dif´ıcil le ha resultado el ejercicio (el
primero es Open Source, el segundo no).
9Ma´s informacio´n en: http://ankisrs.net/ .
10Ma´s informacio´n en: http://www.supermemo.com/ .
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2.6.5. Coste asociado al proyecto y licencias
Tal como se ha indicado previamente, este sistema se desarrollara´ a trave´s de un
proyecto de final de carrera, por lo que no habra´ coste econo´mico asociado. La aplicacio´n
se alojara´ y ejecutara´ en Google App Engine, el cual en un primer momento no es de pago
hasta que la aplicacio´n evolucione y sea necesario servir un nu´mero elevado de peticiones,
tal y como se detalla en los puntos 6.3 y 6.3.1. Esto adema´s permite evitar un gasto en
infraestructura. El presupuesto para este proyecto se detalla en el punto 4.4.2.3.
Este proyecto se ha decidido distribuir bajo la licencia GNU Affero GPL v311, abre-
viadamente AGPLv3. Esta licencia permite la copia, modificacio´n y distribucio´n del co´digo
siempre que cualquier modificacio´n se continu´e distribuyendo bajo la misma licencia. Es
una licencia que se centra en servicios que funcionan en la red. Adema´s, como indica la
idea del strong copyleft, obliga a publicar cualquier cambio de los servicios en red que
utilizan co´digo distribuido bajo una licencia AGPLv3, como es el caso de este proyecto.
Las licencias de los mo´dulos de terceros, as´ı como la licencia de este proyecto, no
entran en conflicto en lo que a copia, modificacio´n o redistribucio´n se refiere. Todos los
mo´dulos que se han incluido en el directorio de trabajo de este proyecto tan so´lo han sido
utilizados, en ningu´n caso se ha modificado el co´digo proporcionado. Los pasos necesarios
para continuar el desarrollo se especifican en el anexo A.
Respecto el co´digo CSS, el cual se ha desarrollado heredando de los ficheros proporcio-
nados por Bootstrap, se ha escogido la licencia Apache License, Version 2.0.
En las tablas 2.6 y 2.7 se detallan los mo´dulos de terceros que se han utilizado, los
cuales son gratuitos, as´ı como su licencia de distribucio´n y su uso. Ma´s adelante, en el
apartado 6.6.3, se detallan las funcionalidades de cada uno de estos mo´dulos.

























PlayThru The MIT License http://mit-license.org/
Cuadro 2.6: Resumen de las licencias de terceros (implementacio´n del sistema)
11Ma´s informacio´n en: https://www.gnu.org/licenses/agpl.html .
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No especificada El autor permite el uso de la si-
guiente manera: “You may adapt
this script for your own needs, pro-
vided these opening credit lines are
kept intact.”
Cuadro 2.7: Resumen de las licencias de terceros (interfaz web)
2.7. Orden y prioridades
Es necesario indicar la importancia relativa de las capacidades del proyecto definidas
en el apartado 2.6.2 y que sera´n implementadas en las diversas fases del sistema.
El apartado 2.8.3 servira´ para medir dicha importancia relativa y co´mo ello cuadra con
el plan de desarrollo de cada fase. Esta importancia se reflejara´ en la determinacio´n de la
prioridad de cada capacidad en relacio´n a la iteracio´n en particular en que se encuentre.
En concreto se han definido las siguientes etapas necesarias para el desarrollo del
proyecto as´ı como las capacidades a desarrollar incluidas en cada una de ellas:
Fase Inicial
a. Iteracio´n I1
• Documentacio´n y preparacio´n del entorno de trabajo.
• Especificacio´n inicial: objetivo, alcance, planificacio´n, casos de uso, etc.
Fase de Elaboracio´n
a. Iteracio´n E1
• Especificacio´n detallada de los casos de uso: flujos principales y alternati-
vos.
b. Iteracio´n E2
• Disen˜o de la arquitectura del sistema.
• Disen˜o de la arquitectura de la informacio´n.
• Revisio´n de los casos de uso definidos en la iteracio´n E1. Redaccio´n de la
versio´n final.
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Fase de Construccio´n
a. Iteracio´n C1
• Gestio´n de progreso.
• Gestio´n de interfaz.
• Etapa de pruebas intermedia.
b. Iteracio´n C2
• Gestio´n de ejercicios.
• Gestio´n de navegacio´n.
• Gestio´n de usuarios.
c. Iteracio´n C3
• Revisio´n del funcionamiento de los mo´dulos implementados.
• Etapa de pruebas intermedia.
d. Iteracio´n C4
• Gestio´n de material.
• Etapa de pruebas de final de fase. Definicio´n del prototipo.
Fase de Transicio´n
a. Iteracio´n T1
• Gestio´n y aplicacio´n de posibles cambios.
• Etapa de pruebas final. Definicio´n de la versio´n final del producto.
• Documentacio´n del sistema. Ayuda al usuario.
Esta divisio´n de etapas dentro de cada una de las fases definidas por RUP se justifica
de la siguiente manera:
En la primera fase lo esencial es la documentacio´n y la especificacio´n. En este
punto es vital adquirir el conocimiento necesario acerca de la metodolog´ıa RUP,
las herramientas que se necesitara´n para la implementacio´n y la adecuacio´n del
espacio de trabajo. Tambie´n es necesario producir la primera documentacio´n del
proyecto, la cual se ha incluido en esta memoria. Esta documentacio´n consta de la
planificacio´n inicial, el ana´lisis de riesgos, la visio´n global y el alcance del proyecto,
el desarrollo del documento de vocabulario, la definicio´n de requisitos y de casos de
uso, el presupuesto inicial y la asignacio´n de recursos, el esquema inicial de desarrollo
de software y, finalmente, el detalle de las actividades que se llevara´n a cabo en el
sistema. Como una correcta planificacio´n es vital para la obtencio´n de una buena
solucio´n final, cabe destacar que este es el motivo por el que esta fase es extensa.
En la segunda fase se finaliza la documentacio´n detallada de los casos de uso del
sistema. La ventaja de utilizar una metodolog´ıa de desarrollo iterativa es que permite
observar con mucha ma´s facilidad errores o cambios necesarios en el sistema. En este
caso, una primera definicio´n detallada de los casos de uso seguro se vera´ modificada
en la segunda iteracio´n de esta fase ya que, tras haber disen˜ado la arquitectura
del sistema y la arquitectura de la informacio´n (co´mo se estructurara´ el sistema
para funcionar y co´mo lo hara´ la informacio´n dentro de e´ste), es inevitable observar
cambios necesarios en la primera definicio´n de los mencionados casos de uso.
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La tercera fase, o fase de construccio´n, se centra en la implementacio´n de la apli-
cacio´n en su totalidad. Se ha dividido en cuatro iteraciones puesto que se ha cre´ıdo
necesario establecer un orden y, por tanto, una prioridad para alcanzar el objetivo de
este proyecto. Como se puede observar, en primer lugar se implementa la gestio´n del
progreso de cada usuario y la interfaz de la aplicacio´n. Esto se ha decidido as´ı ya que
es la parte ma´s importante del proyecto y es imprescindible que funcione. En estas
etapas se desarrolla el algoritmo que calculara´ las repeticiones de los ejercicios y, por
consiguiente, el progreso del usuario. La interfaz es necesaria para poder visualizar
las pruebas que se realicen en la etapa de pruebas intermedia de forma co´moda. Se
considera que, a pesar de ser al inicio de fase, e´ste es un punto de inflexio´n en el
desarrollo puesto que unira´ la parte ma´s importante de la aplicacio´n con la parte
ma´s visual de la misma. En la segunda iteracio´n, se procede con el desarrollo de
otra de las partes importantes y uno de los objetivos del proyecto: los ejercicios. Es
un objetivo vital el que los ejercicios este´n bien definidos para que sean agradables
de realizar y den la sensacio´n al usuario de que esta´ invirtiendo su tiempo en una
actividad valiosa para incrementar su conocimiento respecto a una materia. En esta
misma iteracio´n, tambie´n se implementa la gestio´n de navegacio´n y de usuarios de
la aplicacio´n y en la siguiente iteracio´n se comprueba la correccio´n de los mo´du-
los implementados hasta el momento y se realiza una primera etapa de pruebas.
Finalmente, en la u´ltima iteracio´n de esta fase, se realiza la implementacio´n de la
gestio´n de material, la cual vendra´ seguida de una etapa de pruebas completa de la
aplicacio´n desarrollada hasta el momento y as´ı se podra´ definir la primera versio´n
prototipo de la aplicacio´n final.
Para terminar, en la cuarta fase, o fase de transicio´n, se gestionara´n los posibles
cambios que se hayan podido producir tras la etapa de pruebas de la iteracio´n C4
para llegar al producto final. Sin embargo, antes de dar por finalizada esta fase, es
necesario que esta gestio´n de cambios vaya seguida muy de cerca por una nueva
bater´ıa de pruebas para verificar que dichos cambios mantienen la esencia de la
aplicacio´n y tan so´lo han servido para mejorar errores. La etapa final sera´ la de
la documentacio´n necesaria que falte por redactar para entregar con el proyecto.
Adema´s, sera´ necesaria la confeccio´n de ayuda al usuario para la aplicacio´n, la
cual es necesario que se redacte en este punto ya que se requiere que la aplicacio´n
este´ implementada por completo.
2.8. Ana´lisis de requisitos
En este punto se analizan todos los requisitos que son necesarios para el desarrollo de
la aplicacio´n. Es imprescindible este ana´lisis en la fase inicial del proyecto, ya que de esta
manera se definen las necesidades de la aplicacio´n, tanto funcionales como no funcionales,
para as´ı poder proceder a su disen˜o teniendo en cuenta estos requisitos.
2.8.1. Requisitos funcionales
Los requisitos funcionales definen el comportamiento interno del sistema. Se centran
en el ana´lisis de datos, ca´lculos y detalles te´cnicos que permitira´n pasar de los casos de
uso definidos en el apartado 5.3 a la realidad de una aplicacio´n plenamente funcional. A
continuacio´n se enumeran los requisitos funcionales de la aplicacio´n:
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El sistema ha de permitir a cualquier usuario con una cuenta de Google autenticarse
en el sistema.
El sistema ha de permitir al usuario que contacte con el responsable (te´cnico o
gestor) de la aplicacio´n para cualquier duda o comentario que desee realizar.
El sistema ha de mostrar al usuario informacio´n acerca del funcionamiento de la
aplicacio´n (manual de usuario) para que pueda utilizarla por primera vez de forma
fa´cil.
El usuario se puede suscribir o desuscribir a cualquiera de los cursos disponibles
tantas veces como desee.
El sistema pone a disposicio´n del usuario la posibilidad de estudiar de forma espa-
ciada en el tiempo problemas distribuidos en series e incluidos en cursos a los que
este´ suscrito.
El usuario puede consultar el progreso de estudio de un curso al que esta´ suscrito.
El sistema pone a disposicio´n del usuario informacio´n de intere´s tal como los te´rmi-
nos de uso de la aplicacio´n, la pol´ıtica de privacidad, las preguntas realizadas fre-
cuentemente o datos generales de cada curso.
El sistema permite crear material de estudio a todo usuario registrado en el sistema.
Esto incluye problemas, series de problemas y cursos.
El sistema permite a un usuario con privilegios hacer que otro usuario cualquiera
registrado en el sistema tenga privilegios de administrador (usuario gestor).
2.8.2. Requisitos no funcionales
En este punto se enumeran y analizan todos aquellos requisitos del sistema que no se
contemplan en los casos de uso pero que tambie´n son de vital importancia para el buen
funcionamiento del proyecto. Son necesarios para definir los aspectos imprescindibles para
la puesta a punto del sistema. Tambie´n se describen elementos orientativos que deben ser
conocidos antes de definir los detalles del sistema para obtener as´ı un producto final que
satisfaga todos los requisitos planteados.
2.8.2.1. Ayuda y documentacio´n
El proyecto ha de ir acompan˜ado de una documentacio´n clara y sencilla que abarque
todo lo necesario para el mantenimiento y ampliacio´n del mismo. Es necesario notar la
diferencia entre la documentacio´n orientada al usuario que puede continuar desarrollando
el proyecto respecto de la del usuario final de la aplicacio´n. En este sentido se han detallado
a continuacio´n dichas diferencias:
Documentacio´n para el usuario desarrollador El usuario que quiera continuar el
desarrollo de este proyecto tendra´ a su disposicio´n documentacio´n que constara´ de los
siguientes aspectos:
Requisitos mı´nimos del sistema.
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Instrucciones de instalacio´n.
Documentacio´n interna del co´digo y de su estructura.
Problemas conocidos y errores no resueltos, si los hubiera.
Mejoras propuestas ordenadas segu´n su importancia.
Documentacio´n para el usuario final El usuario final de la aplicacio´n es cualquier
persona que desee utilizar la herramienta para aprender una materia disponible y/o desee
crear material para el estudio. Por lo tanto, la ayuda de que dispondra´ este tipo de usuario
se define a continuacio´n:
Ayuda online entendida como tutoriales para el primer uso de la aplicacio´n o gu´ıas
de tipo Frequently Asked Questions (a partir de ahora FAQ); u´til para resolver los
problemas o las dudas ma´s comunes que puedan surgir. Se puede encontrar en la
seccio´n Help12.
Formulario de contacto para poder realizar cualquier consulta en la seccio´n Con-
tact13.
Caracter´ısticas del sistema definidas en la seccio´n About14.
Un tour para cada uno de los cursos que hay disponibles que con sencillas captu-
ras y explicaciones le dara´n una idea del funcionamiento de la aplicacio´n cuando
este´ estudiando. Se puede consultar en la seccio´n Take the tour 15 sin necesidad de
que el usuario este´ autenticado en el sistema, tan so´lo consultando ma´s informacio´n
de un curso en concreto.
2.8.2.2. Componentes adquiridos
A priori, no hay necesidad de adquirir ningu´n tipo de componente, ya que todo el
co´digo necesario estara´ alojado en repositorios online como BitBucket16 y la aplicacio´n
sera´ accedida desde los servidores de Google.
2.8.2.3. Disen˜o modular
El sistema ha de ser flexible para poder an˜adir nuevo material de estudio as´ı como
para poder ampliar funcionalidades diversas.
2.8.2.4. Errores del sistema
Los errores deben quedar almacenados en un fichero de registro espec´ıfico para la
aplicacio´n. En ellos se debe incluir un identificador del error, la descripcio´n del motivo del
error, el d´ıa y hora en que ocurrio´ y la clase en la que se genero´. Es necesario contar, por
tanto, con un sistema capaz de reaccionar apropiadamente ante cualquier imprevisto. Se
minimizara´n al ma´ximo los errores de acceso al sistema a trave´s de la red. Para solventar
posibles pe´rdidas de datos, se realizara´n las copias de seguridad adecuadas en cada caso.
12Help: http://ulearnpfc.appspot.com/help .
13Contact : http://ulearnpfc.appspot.com/contact .
14About : http://ulearnpfc.appspot.com/about .
15Take the tour (curso de ingle´s): http://ulearnpfc.appspot.com/tour_english .
16https://bitbucket.org/
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2.8.2.5. Fiabilidad y disponibilidad
El sistema ha de estar disponible 24 horas al d´ıa, 7 d´ıas a la semana. En caso de ser
necesario realizar tareas de mantenimiento del mismo, se efectuar´ıan despue´s de analizar
las estad´ısticas de acceso al sistema y en los momentos de menor afluencia de usuarios,
avisando con antelacio´n si es posible.
2.8.2.6. Imagen corporativa
El logo del sistema aparece en la pa´gina principal accediendo a http://ulearnpfc.
appspot.com de la misma forma que aparece en la documentacio´n del proyecto en el anexo F.
Debido a que se ha planteado como un proyecto final de carrera no se ha disen˜ado ningu´n
plan de marketing o de promocio´n del producto final. No se descarta que en un futuro
s´ı se intente comercializar.
2.8.2.7. Legislacio´n vigente, copyright y otras advertencias
El sistema de informacio´n debe atenerse a la Ley Orga´nica de Proteccio´n de Datos
(15/1999) ya que se almacenara´n datos personales de los usuarios; en concreto, la direccio´n
de correo electro´nico tal y como se detalla en el apartado 6.6.8.4.
2.8.2.8. Rendimiento: Capacidad
La utilizacio´n de bases de datos es imprescindible para el uso de la aplicacio´n tal y
como esta´ planteada. Se estima que los accesos a la misma sera´n escalables de forma
automa´tica por Google App Engine tal y como se especifica en su pa´gina web [4].
2.8.2.9. Rendimiento: Tiempo de respuesta
Se asume que los accesos a las bases de datos que almacenan el material deben ser lo
suficientemente ra´pidos para agilizar el proceso de resolucio´n de ejercicios y, por tanto,
hacer del estudio una tarea agradable. Es por este motivo que se ha determinado un
ma´ximo de dos segundos por cada peticio´n que se realiza a la base de datos de Google
App Engine.
2.8.2.10. Restricciones de disen˜o
La restriccio´n ma´s destacable del sistema es la dependencia de disponibilidad de los
sistemas que proporcionan acceso a la herramienta, ba´sicamente Google App Engine, ya
que alojara´n el co´digo y permitira´n el uso de la aplicacio´n.
2.8.2.11. Soportes
El u´nico requisito para el uso del sistema es disponer de un navegador. Ya que la
aplicacio´n sera´ disen˜ada en un lenguaje de programacio´n independiente del sistema ope-
rativo, no habra´n problemas de compatibilidad en este sentido. Se realizara´n las pruebas
necesarias en las etapas correspondientes para detectar cualquier posible incompatibilidad
con los navegadores ma´s usados disponibles en el mercado.
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2.8.2.12. Usabilidad y facilidad de uso
El usuario no necesitara´ tener unas aptitudes destacables en ningu´n aspecto concreto
para poder hacer un uso normal de la aplicacio´n, aparte de poseer conocimientos ba´sicos
para el manejo de un navegador web. Esto debera´ ser probado para confirmar que la
usabilidad es buena, demostrando que las interfaces son intuitivas y, por tanto, sencillas
y agradables.
Adicionalmente, la web ha de mostrar al usuario informacio´n acerca de co´mo ha llegado
hasta la pa´gina que esta´ viendo para que pueda cambiar el flujo de navegacio´n, si lo desea
(“hilo de Ariadna” o breadcrumb en ingle´s).
2.8.3. Otros requisitos del sistema
Estos son los factores de calidad que se tienen en cuenta a la hora de desarrollar el
proyecto ordenados por importancia (de mayor a menor):
Correccio´n: Las tareas sera´n realizadas con exactitud, cumpliendo su propo´sito
para satisfacer al usuario.
Compatibilidad: El proyecto debe cumplir los esta´ndares actuales y de progra-
macio´n para facilitar compatibilidades entre plataformas y navegadores donde se
ejecute.
Robustez: Al ser utilizado v´ıa Internet, es necesario contar con un sistema capaz
de reaccionar apropiadamente ante cualquier imprevisto. Se minimizara´n al ma´ximo
los errores de acceso al sistema a trave´s de la red.
Funcionalidad: El sistema ha de proporcionar una mejora en el autoaprendizaje,
haciendo del mismo una actividad entretenida para as´ı atraer el intere´s por su uso.
Extensibilidad: El sistema debe ser capaz de adaptarse a cambios de especificacio´n,
ya que se puede contemplar la ampliacio´n del mismo. Esto ya se tiene en cuenta con
la gestio´n de material. Adema´s, se ha tener en cuenta la actualizacio´n de ejercicios
y posibles cambios de los mismos segu´n las necesidades de los usuarios.
Mantenibilidad: El sistema debe ser fa´cil de mantener y de an˜adir nuevos mo´dulos
o modificarlos.
Usabilidad: La interfaz ha de ser lo suficientemente sencilla para que cualquier
persona sea capaz de utilizarla.
2.9. Ana´lisis de riesgos
En este apartado se presenta una lista de riesgos conocidos que pueden afectar al
proyecto. Se detallan acciones para evitarlos o, en caso que esto no fuera posible, paliar
sus efectos. El e´xito o el fracaso de un proyecto depende de los riesgos asociados a e´ste, por
lo que es necesario reconocer su existencia, clasificarlos segu´n su impacto y preparar un
plan de mitigacio´n y, en el caso peor, de contingencia. El plan de mitigacio´n de un riesgo
normalmente conlleva un coste econo´mico asociado mientras que el plan de contingencia
se basa en aplicar las directivas definidas en el plan de mitigacio´n para minimizar los
efectos del riesgo que finalmente se ha producido.
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2.9.1. Planteamiento inicial
Se ha de definir una estrategia de planificacio´n para el proyecto, de forma que se pueda
medir el nivel de garant´ıa de e´xito que tiene. Para conseguirlo es necesario definir tres
conceptos:
La concepcio´n; para de esta forma adoptar una visio´n global, general y a la vez
detallada del objetivo. En este caso, se trata de que el usuario pueda utilizar una
herramienta que le permita aprender una materia de forma fa´cil y amigable. La
diferencia respecto otras formas de aprendizaje es el espaciado en el tiempo de los
ejercicios propuestos teniendo en cuenta que e´stos, adema´s, se propondra´n segu´n el
progreso del usuario en dicha materia.
La estructuracio´n; prever los pasos, tareas y aspectos fundamentales de la concep-
cio´n. Aplicado al proyecto actual ser´ıa la realizacio´n de una lista de etapas y tareas
esenciales a desarrollar para conseguir el objetivo final. La asignacio´n de prioridades
a dichas tareas y la revisio´n de las mismas para discernir cua´les se pueden llegar a
suprimir, o cua´les se pueden an˜adir, es esencial para definir la estructura.
La planificacio´n; para poder detallar el camino a seguir en el proyecto, relacio-
nando tareas con recursos y duracio´n. Por lo tanto, sera´ necesario una planificacio´n
adecuada y la definicio´n de dependencias e hitos.
Esta estrategia de la planificacio´n, junto con la de la elaboracio´n y con el ana´lisis de
los riesgos (tal y como se detalla en el apartado 4.2.1) hara´n que el proyecto sea viable y
tenga e´xito.
2.9.2. Clasificacio´n y lista de riesgos
En la tabla 2.8 se muestra una clasificacio´n por categor´ıas de los riesgos que se con-
templan en este proyecto.
Los dos riesgos ma´s importantes a tratar en este proyecto son los siguientes: “La
repeticio´n espaciada en el tiempo de los ejercicios no se produce adecuadamente” y “El
ca´lculo del progreso del usuario en una materia no es correcto”. Esto es as´ı ya que el
objetivo de este proyecto es que el usuario pueda aprender una materia haciendo uso de
un algoritmo que, de manera espaciada en el tiempo, va proponiendo ejercicios segu´n el
progreso del usuario en dicha materia.
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Familia Riesgo
Usuario Requisitos poco definidos y variables. Exceso de expectativas.
Calendario Tiempo de desarrollo excesivo del proyecto.
Recursos
Pe´rdida de datos.
Fallo del servidor donde se aloja la aplicacio´n.
Problemas con el entorno de trabajo y el lenguaje de programacio´n.
Desconocimiento de la metodolog´ıa RUP y sus herramientas.
Experiencia
de usuario
La repeticio´n espaciada en el tiempo de los ejercicios no se produce
adecuadamente.
El ca´lculo del progreso del usuario en una materia no es correcto.
Mal funcionamiento de la aplicacio´n en los navegadores disponibles.
Mala usabilidad de la aplicacio´n.
Gestio´n Aumento inesperado del coste del proyecto.
Cuadro 2.8: Clasificacio´n segu´n la tipolog´ıa.
En las tablas 2.9 y 2.10 se muestra una nueva clasificacio´n de los riesgos, esta vez
segu´n la probabilidad de que ocurran y del impacto que tendr´ıan en el proyecto.
Probable Improbable
Problemas con el entorno de trabajo y
el lenguaje de programacio´n.
Requisitos poco definidos y variables.
Exceso de expectativas.
Mal funcionamiento de la aplicacio´n en
los navegadores disponibles.
Tiempo de desarrollo excesivo del pro-
yecto.
Pe´rdida de datos.
Fallo del servidor donde se aloja la apli-
cacio´n.
La repeticio´n espaciada en el tiempo de
los ejercicios no se produce adecuada-
mente.
El ca´lculo del progreso del usuario en
una materia no es correcto.
Cuadro 2.9: Probabilidad de ocurrencia de los riesgos con un impacto alto.
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Probable Improbable
Desconocimiento de la metodolog´ıa RUP
y sus herramientas.
Mala usabilidad de la aplicacio´n.
Aumento inesperado del coste del pro-
yecto.
Cuadro 2.10: Probabilidad de ocurrencia de los riesgos con un impacto bajo
A continuacio´n se plantea la descripcio´n completa de cada riesgo que incluye los planes
de mitigacio´n y contingencia, haciendo especial hincapie´ en los riesgos citados previamen-
te.
2.9.2.1. Requisitos poco definidos y variables. Exceso de expectativas
Descripcio´n Se espera de RUP que proporcione requisitos ma´s estables y estimaciones
ma´s precisas que los modelos en cascada o iterativos tradicionales, pero no se le puede
exigir que resuelva problemas inherentes al desarrollo de programas. Es preciso un nuevo
planteamiento para dar ma´s e´nfasis a la aceptacio´n de cambios y no intentar estabilizar y
congelar los requisitos, ya que esta idea no siempre es parte de la informa´tica; es necesario
comprender que no se puede prever de manera totalmente fidedigna las estimaciones ne-
cesarias en el proyecto, pero que se ha de ir mejorando con la experiencia y las iteraciones.
Y para todo ello, es necesario entender bien lo que pide el cliente y ser dina´micos con los
cambios: aceptar que los cambios ocurren, pero que no siempre son aceptables.
Tambie´n es posible que haya poca o insuficiente comunicacio´n con el cliente, debido a
la indisponibilidad de e´ste o por suponer hechos y tomar decisiones sin tener suficientes
datos. Este u´ltimo factor puede verse agravado en fechas cercanas a entregas o en visitas
del cliente. La falta de comunicacio´n puede derivar en un exceso de expectativas por parte
del cliente, el cual puede determinar que el producto final no cumple con sus esperanzas.
Impactos Este riesgo tiene un impacto muy grande en la calidad final del producto y en
la satisfaccio´n del cliente, y por ello obtiene tan alta puntuacio´n en su magnitud. Ambas
cosas repercuten en la reputacio´n del desarrollador del proyecto. Es posible entregar un
producto similar al que el cliente ha pedido, pero diferente en algunos aspectos clave, ya
que no ha habido una correcta comunicacio´n entre las partes. Hay que estar dispuesto a
aceptar que los cambios ocurren y que es necesario que el cliente forme parte del proceso
activamente.
Indicadores Un indicador u´til es el nu´mero de citas concertadas con el cliente para
dialogar acerca del proyecto y de ciertas decisiones que requieren de su visio´n y aprobacio´n:
sera´ necesario realizar un control del nu´mero de reuniones con el cliente y escuchar de
manera atenta a sus intervenciones y as´ı detectar posibles errores en la comprensio´n de
los requisitos. Hay que hacer notar que, en muchas ocasiones, el cliente no dispone de los
mismos conocimientos tecnolo´gicos que los desarrolladores, por lo que su visio´n puede ser
muy diferente a la del equipo de desarrollo, sin que ello sea mejor o peor.
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Estrategia de mitigacio´n Resulta acertado determinar una cierta periodicidad en las
reuniones con el cliente, en base a la duracio´n estimada del proyecto, y disponer de otros
medios de comunicacio´n alternativos (correo electro´nico, tele´fonos de oficina y mo´viles,
direccio´n postal, etc.).
Plan de contingencia En caso de detectar que la comunicacio´n con el cliente es baja
o insuficiente, es necesario ser capaz de reconocer que es necesario convocar una reunio´n
con el cliente aunque no estuviera planificada (esto es, convocar reuniones siempre que
sea necesario, de manera dina´mica). Si los requisitos son ambiguos o difieren en lo que
el cliente pide, la actuacio´n deber ser ide´ntica. Sera´ necesario determinar el origen del
problema (falta de dia´logo o de entendimiento, requisitos ambiguos u opuestos, falta de
concrecio´n o indecisio´n del cliente) y llegar a un acuerdo que satisfaga a ambas partes
en cuanto sean detectados dichos problemas. Tambie´n sera´ necesario tener un plan de
actuacio´n disen˜ado que incluya pensar en las alternativas a las necesidades ba´sicas del
proyecto en caso de un cambio de opinio´n a u´ltima hora en requisitos clave.
2.9.2.2. Tiempo de desarrollo excesivo del proyecto
Descripcio´n El tiempo planificado inicialmente para el desarrollo del proyecto es insu-
ficiente ya que, o bien han surgido imprevistos que han retrasado la evolucio´n, o bien el
proyecto era de mayor envergadura de lo que se penso´ en un primer momento.
Impacto El hito de finalizacio´n del proyecto se vera´ retrasado, con lo cual la planifica-
cio´n se vera´ modificada.
Indicadores Los principales indicadores para este riesgo provienen de la experiencia de
los tres componentes clave del proyecto: del tutor, del director y de su autor. Tambie´n
puede ser un indicador una planificacio´n carente de detalles donde se observen pocas
tareas, o unos recursos ineficientemente asignados a las necesidades reales.
Estrategia de mitigacio´n En general, es posible darse cuenta de este riesgo a trave´s del
tiempo que se le quiere dedicar al proyecto y a trave´s de la realizacio´n de una planificacio´n
bien detallada y precisa. Una definicio´n de los hitos bien marcada y un cumplimiento de
los mismo de una forma estricta evitara´ que este riesgo ocurra.
Plan de contingencia Una vez que el riesgo haya sucedido, la manera de intentar
contenerlo es recortar en las funcionalidades a implementar, haciendo que aquellas que
no son imprescindibles para alcanzar el objetivo se vean relegadas a una segunda versio´n
del producto, o incluso, a un proyecto distinto. Para ello es importante tener claro la
priorizacio´n de tareas que se decidio´ en la planificacio´n y replanificar los hitos que no sean
imprescindibles, si es necesario.
2.9.2.3. Pe´rdida de datos
Descripcio´n Pe´rdida de documentacio´n, co´digo o documentos internos; es decir, trabajo
realizado por el desarrollador del proyecto.
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Impactos El impacto se vera´ agravado segu´n cada caso particular de pe´rdida de datos,
en funcio´n de la cantidad de datos, la dificultad de su elaboracio´n y el grado de importancia
de los mismos. En cualquier caso, supone un retraso de mayor o menor gravedad en los
plazos del proyecto, y es algo especialmente cr´ıtico en la relacio´n con el cliente.
Indicadores Este riesgo so´lo se puede detectar una vez haya ocurrido, ya que es una
situacio´n imprevisible. Es preciso, no obstante, un ana´lisis del origen del problema, pero
no es posible hacerlo antes de que ocurra, tan so´lo intentar que no ocurra nunca.
Estrategia de mitigacio´n El trabajo se ha planificado de manera que se usa un sistema
de control de versiones en un servidor fiable y externo, el cual adema´s realiza copias de
seguridad diarias de estos datos como medida de proteccio´n adicional.
Plan de contingencia En caso de que este riesgo se materialice, se puede recuperar el
documento gracias al control de versiones utilizado. El peor caso se presenta si se pierde
la copia de trabajo local sin haber realizado una confirmacio´n de los cambios, ya que es
la que contiene las u´ltimas modificaciones; en este caso, se habra´ perdido una cantidad de
horas equivalente a las horas desde la u´ltima vez que se enviaron los cambios al servidor
central de versiones. En este caso, el impacto del riesgo es elevado; en cualquier otro caso,
el impacto del riesgo es muy bajo, ya que ha sido previsto y pra´cticamente anulado en la
estrategia de mitigacio´n.
2.9.2.4. Fallo del servidor donde se aloja la aplicacio´n
Descripcio´n No es posible acceder a la aplicacio´n ya que el servidor en el que se aloja no
responde, o responde muy lentamente. Esto puede ser debido a diversos motivos, siendo
los ma´s comunes los problemas de conectividad con el exterior o con el proveedor de
servicios de Internet, que el servidor esta´ averiado (de mayor o menor gravedad) o bien
que el sistema ha sido comprometido.
Impactos El mayor impacto es la pe´rdida de visitas a la aplicacio´n y que se podr´ıa
llegar a traducir en la no fidelizacio´n de los usuarios. Otro problema derivado del anterior
es el dan˜o a la reputacio´n y a la confianza depositada por los visitantes en la aplicacio´n.
Indicadores Es posible detectar la presencia de este tipo de malfuncionamiento a trave´s
de programas espec´ıficos para tal fin, que tendra´n que ser instalados, configurados y
mantenidos por los administradores del sistema informa´tico.
Estrategia de mitigacio´n Hay que tener presente que es imposible que este riesgo
no se materialice en algu´n momento, por lo que so´lo se puede reducir el nu´mero de
apariciones (de ah´ı la elevada importancia). Se pueden adoptar medidas preventivas como
la contratacio´n de mantenimiento permanente y de respuesta ra´pida, as´ı como crear un
sistema redundante que minimice el tiempo de solucio´n.
Plan de contingencia En caso de que este riesgo se materialice, se debe realizar un
ana´lisis del problema (conectividad, aver´ıa, ataques. . . ) y actuar de una manera u otra
segu´n el resultado. En el primer caso, se debera´ resolver el problema de conectividad (que
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puede ser una aver´ıa externa); en los otros dos, el primer paso ser´ıa poner en produccio´n
el equipamiento de reserva, si existiera, y proceder a reparar el equipo que no funciona.
Sin embargo, siempre se ha de poder informar al usuario de que existe un problema en el
sistema y que se encuentra en proceso de resolucio´n.
2.9.2.5. Problemas con el entorno de trabajo y el lenguaje de programacio´n
Descripcio´n Existe la posibilidad de que el lenguaje de programacio´n no sea el ade-
cuado y su funcionamiento no sea el esperado o, en otros casos, que su desarrollo no sea
tan ra´pido como se esperaba. Tambie´n es posible que el entorno de trabajo de´ problemas
durante el desarrollo, normalmente incompatibilidades.
Impacto El mayor impacto de este riesgo es la planificacio´n, ya que si el entorno de
trabajo no es el adecuado, el plazo de entrega puede verse ampliado de manera significa-
tiva.
Indicadores Este riesgo puede detectarse mediante la ayuda de los diagramas de Gantt
que se realizan en cada fase y se deben poner los medios necesarios para solventar los
problemas en el menor tiempo posible.
Estrategia de mitigacio´n Es importante dedicar esfuerzos al aprendizaje del lengua-
je de programacio´n para prevenir errores ba´sicos, pero esto no siempre es efectivo. Otra
buena accio´n para mitigar el riesgo es realizar unas pruebas ba´sicas en el entorno de tra-
bajo para comprobar que todo funciona correctamente; por ejemplo, crear un pequen˜o
proyecto nuevo, programar algo ba´sico, probarlo y enviarlo al servidor de control de ver-
siones; comprobando as´ı que no hay problemas con el lenguaje, que el control de versiones
funciona bien, etc.
Plan de contingencia Si se detectan problemas en plena fase de construccio´n, es ne-
cesario contactar con un experto en dicho lenguaje, utilizar los foros de programacio´n y
buscar soluciones alternativas.
2.9.2.6. Desconocimiento de la metodolog´ıa RUP y sus herramientas
Descripcio´n El no estar habituado al uso de RUP puede derivar en un producto final
de menor calidad, realizado de manera poco eficaz.
Impactos La consecuencia principal que puede derivar de este riesgo es el retraso en la
entrega de uno o ma´s documentos, debido a un largo proceso de aprendizaje y familiari-
zacio´n con las herramientas y la metodolog´ıa RUP.
Indicadores Este riesgo puede detectarse mediante la ayuda de los diagramas de Gantt
que se realizan en cada fase. En caso de existir retrasos en las primeras tareas a realizar,
una lectura detallada de estos diagramas podra´ determinar si se deben a problemas de
aprendizaje o de soltura con las nuevas herramientas y metodolog´ıa a usar.
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Estrategia de mitigacio´n La fase inicial ha permitido iniciar el aprendizaje de las
herramientas necesarias para el correcto desarrollo de este proyecto, por lo que el riesgo
queda pra´cticamente anulado de cara a las fases finales. Se puede encontrar una breve
visio´n de las herramientas utilizadas en este proyecto en el anexo D.
Plan de contingencia En caso de que este riesgo se materialice, se dedicara´n un nu´me-
ro determinado de horas a entender su uso. En cualquier caso, la planificacio´n del proyecto
ya ha previsto este riesgo, por lo que su coste y efectos han sido asumidos en gran parte.
2.9.2.7. La repeticio´n espaciada en el tiempo de los ejercicios no se produce
adecuadamente
Descripcio´n Una de las dos caracter´ısticas diferenciadoras de este proyecto no funciona
adecuadamente: los ejercicios que se han de repetir en el tiempo segu´n el progreso en una
materia lo hacen de forma incorrecta. Este riesgo esta´ estrechamente relacionado con el
riesgo “El ca´lculo del progreso del usuario en una materia no es correcto”.
Impactos Precisamente con este riesgo el objetivo del proyecto se ve amenazado de que
no se cumpla. Es por esto que se le ha asignado un impacto muy alto.
Indicadores Esto se podra´ detectar en la fase de pruebas intermedia que se producira´ en
la iteracio´n C2 de la fase de construccio´n. En este punto es crucial comprobar que los
ejercicios se repiten en el tiempo de forma adecuada.
Estrategia de mitigacio´n Como se ha comentado en la parte de los indicadores, la
manera de mitigar el riesgo es realizar una buena etapa de pruebas intermedia en la fase
de construccio´n. Tan so´lo as´ı se podra´ decir que se ha mitigado el riesgo. Como esta´ rela-
cionado con el riesgo previamente mencionado, para poder avanzar antes de implementar
la gestio´n del progreso se asignara´n unos valores aleatorios de progreso para determinar
que la repeticio´n de los ejercicios es correcta.
Plan de contingencia Si se avanza en la implementacio´n y el riesgo se acaba produ-
ciendo se detectara´ en la siguiente fase de pruebas, una vez que se haya implementado
la parte del progreso del usuario y se haya podido relacionar con todo lo anteriormente
desarrollado. En este punto sera´ necesario poner remedio a los problemas que se encuen-
tren.
2.9.2.8. El ca´lculo del progreso del usuario en una materia no es correcto
Descripcio´n Se trata de la segunda caracter´ıstica diferenciadora del proyecto. Como
se ha comentado en el riesgo anterior, el ca´lculo del progreso va estrechamente relacio-
nado con que los ejercicios se repitan de forma adecuada. Si este ca´lculo no se realiza
correctamente, esa repeticio´n tambie´n sera´ incorrecta.
Impactos El impacto es elevado pues, igual que antes, el objetivo se ve amenazado de
no cumplirse. Tambie´n es evidente que la planificacio´n se vera´ retrasada si hay problemas
con este riesgo y se acaba materializando, puesto que no es una parte de la cual se puede
recortar en funcionalidades para seguir avanzando.
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Indicadores Similarmente al riesgo anterior, los indicadores sera´n las etapas de pruebas
para determinar que todo funciona correctamente.
Estrategia de mitigacio´n Para mitigar que este riesgo se produzca es necesario una
completa etapa de pruebas antes de pasar a la siguiente iteracio´n. Tal y como esta´ planifi-
cado en el apartado 4.2.3, esta etapa tendra´ lugar justo despue´s de la gestio´n de material,
en la iteracio´n C4 de la fase de construccio´n. En ese punto se procedera´ a desarrollar el
primer prototipo de la aplicacio´n.
Plan de contingencia Si el riesgo se acaba materializando incluso despue´s de dar por
finalizada la etapa de pruebas de la iteracio´n C4, sera´ entonces detectado en la fase final,
la de transicio´n, cuando se este´n gestionando posibles cambios ya que el prototipo de la
iteracio´n C4 sera´ probado por personas ajenas al proyecto que puedan aportar mejoras
en esta fase final. En este punto s´ı es crucial detectar que en la etapa de pruebas de la
iteracio´n C4 no se realizo´ una correcta programacio´n del ca´lculo del progreso y por tanto
se priorizara´ solucionar este problema.
2.9.2.9. Mal funcionamiento de la aplicacio´n en los navegadores disponibles
Descripcio´n Actualmente existen infinidad de navegadores disponibles para el usuario
final, y no todos interpretan de igual manera las pa´ginas web. Es muy dif´ıcil conseguir que
todos muestren de la misma manera una determinada pa´gina web, ya que el problema
son las pequen˜as variaciones en el motor de interpretacio´n de HTML y de CSS. Algunas
de esas diferencias son tan importantes que pueden hacer que ciertas partes no funcionen
correctamente o que, directamente, no sean visibles para el usuario final. Adema´s, algunos
usuarios pueden tener configuraciones incorrectas en su terminal que lleven a los mismos
errores, aunque con distinto origen.
Impactos Dado que este riesgo esta´ relacionado con el riesgo “Fallo del servidor donde
se aloja la aplicacio´n”, los impactos son los mismos: pe´rdida de visitas en la aplicacio´n y
en la no fidelizacio´n de los usuarios, as´ı como dan˜o a la reputacio´n por no poder ofrecer
al usuario el servicio que espera.
Indicadores Durante la fase de implementacio´n se pueden descubrir algunos problemas
esenciales, pero sera´ dif´ıcil poder decir que se ha cubierto la totalidad de los mismos.
Estrategia de mitigacio´n Con la actual coyuntura tecnolo´gica, este riesgo va a existir
durante todo el proyecto. La mejor manera de reducir su impacto es tenerlo siempre
presente, en especial durante la fase de elaboracio´n, e intentar realizar un disen˜o que
cumpla con los esta´ndares actuales de la industria y que haya pasado el mayor nu´mero
de pruebas posibles. Es tal la dificultad, que se puede estar satisfecho si se llega a un
porcentaje mayor a un 95 %, que se conseguir´ıa con una correcta visualizacio´n en los
cinco navegadores mayoritarios. Otra medida es restringir el soporte ofrecido a un cierto
subconjunto de navegadores, en los que se sabe que funciona todo correctamente e informar
as´ı al usuario.
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Plan de contingencia En caso de que este riesgo se materialice, poco se puede hacer
excepto solventar el fallo y corregirlo en la versio´n de produccio´n tan pronto como sea
posible. Se pueden emitir avisos para los usuarios cuya incorrecta configuracio´n provoque
que el acceso a la aplicacio´n pueda no ser correcto, pero no se puede asegurar ni su
solucio´n ni que sea adecuadamente interpretado por el usuario final. En caso de errores
de terceros, ser´ıa recomendable contactar con sus responsables para hacerles part´ıcipes
del error e intentar que lo solventaran. Tambie´n es adecuado disponer de una manera de
contacto visible para que, en caso de error, los usuarios puedan reportarlo fa´cilmente a
los gestores.
2.9.2.10. Mala usabilidad de la aplicacio´n
Descripcio´n La interfaz para utilizar la aplicacio´n no es agradable al uso.
Impactos Descontento en los usuarios, principalmente. Esto puede suponer la no fide-
lizacio´n de los usuarios con la aplicacio´n, igual que una mala reputacio´n en un primer
momento.
Indicadores En las etapas de pruebas se puede comprobar que el tiempo que pasa
el usuario con la aplicacio´n es bajo, ya que al poco de haber estado usa´ndola se siente
cansado o con pocas ganas de continuar haciendo ejercicios.
Estrategia de mitigacio´n Este riesgo se puede mitigar en la iteracio´n C3, en la etapa
de pruebas intermedia tras haber gestionado la navegacio´n en la iteracio´n C2 y la interfaz
en la C1. Es aqu´ı donde, de la misma forma que en riesgos anteriores, es necesario realizar
un buen conjunto de pruebas que determinen el nivel de usabilidad de la aplicacio´n y
realizar en este momento los cambios necesarios.
Plan de contingencia Si finalmente se acaba produciendo el riesgo una vez que la
aplicacio´n se encuentre en produccio´n, la mejor manera de solucionar problemas de usabi-
lidad es permitir a los usuarios que de una forma fa´cil se puedan poner en contacto con los
administradores y reportar aquellos errores que detecten. Una vez detectado el error, la
estrategia seria la de priorizar su solucio´n y avisar al usuario conforme esta´ solucionado.
2.9.2.11. Aumento inesperado del coste del proyecto
Descripcio´n El presupuesto de la planificacio´n inicial no cuadra con lo que finalmente
costara´ el proyecto.
Impactos Puede retrasar la planificacio´n del proyecto debido a que hasta que no se
consiga financiacio´n no se pueda seguir desarrollando. Tambie´n puede repercutir en etapas
no implementadas debido a la falta de recursos.
Indicadores Los hitos financieros y una gestio´n de los recursos de forma eficiente deben
poder indicar si el presupuesto no se ajusta a lo inicialmente planificado y pactado.
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Estrategia de mitigacio´n Como se ha comentado en los indicadores, la gestio´n fi-
nanciera ha de ser al detalle y estar bien gestionada. Hay que ser flexibles en cuanto a
gestio´n de recursos segu´n las necesidades del proyecto si, por ejemplo, los requisitos se
ven modificados a medida que se va desarrollando. As´ı mismo, tambie´n es necesario saber
recortar en aquello que no sea clave para la obtencio´n de un buen producto final. Una
buena manera de mitigar el riesgo es establecer un presupuesto de contingencia en caso
de imprevistos que represente un 5-10 % del total e informar del mismo al cliente.
Plan de contingencia En caso de que finalmente ocurra, sera´ necesario actuar en
consecuencia con ese 5-10 % del presupuesto para intentar no recortar en funcionalidades
y seguir con lo establecido en la planificacio´n. Se necesitara´n recursos extra a tal efecto.
Es probable que, en el caso peor y a pesar de este margen de maniobra, sea necesario
limitar las funcionalidades a desarrollar.
2.9.3. Ca´lculo del impacto de los riesgos
Una vez identificados los riesgos, el siguiente paso es determinar su impacto. Lo que
se espera obtener en este apartado es especificar, de manera ma´s concreta, el impacto real
que tendr´ıan los riesgos a partir de las correspondencias definidas en las tablas 2.11 y 2.12.
Para ello se analizara´ el impacto, definido como la probabilidad de ocurrencia del riesgo
multiplicado por la estimacio´n de pe´rdida. Por ejemplo, si existe un 25 % de probabilidad
de que ocurra un riesgo que se estima retrasara´ el proyecto en 4 semanas, entonces el
impacto de este riesgo es de 0,25 x 4 = 1 semana. Tanto la estimacio´n de la probabilidad
de ocurrencia como de la pe´rdida en tiempo se realizan de forma subjetiva, acotando la







Cuadro 2.11: Clasificacio´n segu´n la gravedad.
Porcentaje Probabilidad de ocurrencia
≤ 20 % Muy baja
≤ 40 % Baja
≤ 60 % Media
≤ 80 % Alta
> 80 % Muy alta
Cuadro 2.12: Clasificacio´n segu´n la probabilidad de ocurrencia.
Finalmente, pero no por ello menos importante, se priorizan los riesgos de manera
que se sepa do´nde centrar el esfuerzo de la gestio´n de dichos riesgos. El resultado final
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se muestra en la tabla 2.13. Tan so´lo se ha realizado una ordenacio´n por probabilidad
de ocurrencia. Se muestran, por tanto, todos los riesgos, ya que as´ı es posible priorizar







Problemas con el entorno de
trabajo y el lenguaje de pro-
gramacio´n
85 % 6 semanas 5 semanas 4
Mal funcionamiento de la apli-
cacio´n en los navegadores dis-
ponibles
80 % 4 semanas 3 semanas 3
Desconocimiento de la meto-
dolog´ıa RUP y sus herramientas
60 % 2 semanas 1 semanas 2
La repeticio´n espaciada en el
tiempo no se produce adecua-
damente
55 % 8 semanas 4 semanas 5
El ca´lculo del progreso del
usuario en una materia no es
correcto
55 % 8 semanas 4 semana 5
Pe´rdida de datos 35 % 3 semanas 1 semana 3
Tiempo de desarrollo excesivo
del proyecto
35 % 6 semanas 2 semanas 4
Fallo del servidor donde se alo-
ja la aplicacio´n
30 % 1 semanas 1
2
semana 3
Requisitos poco definidos y va-
riables. Exceso de expectativas
20 % 5 semanas 1 semana 4
Mala usabilidad de la aplica-
cio´n
15 % 3 semanas 1
2
semana 2
Aumento inesperado del coste
del proyecto
10 % 2 semanas 1
2
semana 1
Cuadro 2.13: Resumen del ca´lculo del impacto de los riesgos.
2.10. Convenciones utilizadas
En este punto se detallan las convenciones tipogra´ficas que se utilizan en este docu-
mento:
Las expresiones resaltadas o importantes siempre se presentan con un estilo de
fuente en negrita.
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Las siglas se presentan con una fuente al estilo de la que se usaba en las ma´quinas
de escribir. Por ejemplo, al hablar de la metodolog´ıa RUP.
Las palabras o expresiones en otro idioma son mostradas en cursiva, como al hablar
de un software o de contenido online.
Las direcciones web que aparecen en este documento enlazan directamente con el
recurso que representan en la red si se hace clic en ellas: http://www.fib.upc.edu.
Finalmente, todo el co´digo fuente, independientemente del lenguaje de programacio´n
en el que se muestre, ha recibido un formato espec´ıfico utilizando el modo verbatim.
Cap´ıtulo 3
Arquitectura del sistema
En este cap´ıtulo se presenta la arquitectura del sistema de forma general, describiendo
que´ se espera de e´l y co´mo ha de comportarse. Se definen las tareas que se pueden llevar
a cabo, quie´nes son los encargados de realizarlas y tambie´n se define la estructura y el
propo´sito del sistema. En este punto es cuando se analiza la relacio´n entre el ana´lisis de
software y el resto del proyecto, adema´s de definir las capacidades y mecanismos ba´sicos
del sistema [2]. Para una visio´n ma´s detallada de la arquitectura del sistema consultar el
cap´ıtulo 5.
3.1. Objetivos de la arquitectura y restricciones del
sistema
La arquitectura del sistema, dada su estructura, tiene una serie de objetivos a alcanzar
y algunas restricciones que cumplir:
Algunas de las restricciones del sistema vienen impuestas por el servicio Google App
Engine ofrecido por Google, tal y como se detalla en el apartado 6.3.1.
El sistema ha de estar siempre en funcionamiento y procesar todos los accesos de
usuarios a la aplicacio´n.
El desarrollo del sistema ha de seguir la planificacio´n detallada en el cap´ıtulo 4. Esta
planificacio´n pertenece a la fase inicial del proyecto.
El sistema ha de cumplir con todos los requisitos detallados en el apartado 2.8.
3.2. Descripcio´n de la arquitectura
El patro´n arquitecto´nico escogido para la implementacio´n del sistema es el definido en
el paradigma Modelo-Vista-Controlador (MVC). En este patro´n se separan en tres compo-
nentes distintos el co´digo que proporciona la lo´gica del sistema o controlador, el co´digo
para almacenar y procesar (cuando sea necesario) los datos de la aplicacio´n o modelo y
el co´digo para dar formato y poder mostrar la interfaz de usuario o vista.
De esta manera, es ma´s sencillo organizar correctamente el co´digo en el proyecto y
poder ampliar dicho co´digo de forma eficaz ante nuevos requisitos.
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Figura 3.1: Esquema Modelo-Vista-Controlador.
A continuacio´n se detalla cada uno de estos componentes del paradigma MVC.
3.2.1. Modelo
El co´digo que define y gestiona el modelo de datos se ha implementado en un paquete
denominado db ulearn. Las clases necesarias son las siguientes:
Item: define el objeto ı´tem o problema de una materia. Representa la unidad mı´nima
de estudio para el usuario. Los ı´tems se agrupan en series.
Series: define el objeto serie del sistema. Una serie es la unidad mı´nima para una
misma sesio´n de estudio en un momento determinado para un usuario. Las series se
agrupan en cursos.
Course: define el objeto curso que puede ser estudiado. Un curso engloba series de
problemas similares con el objetivo de alcanzar un mayor conocimiento sobre un
determinado tema.
UserUlearn: define el objeto creado a partir la autenticacio´n (por primera vez) en
la aplicacio´n por parte de un usuario. Relaciona la informacio´n de los cursos a los
que el usuario esta´ suscrito as´ı como el rol que tiene en el sistema (ver apartado
6.6.8.4).
ItemsBeingSolved: define el objeto que se refiere a un ı´tem que esta´ en proceso
de resolucio´n. Tan so´lo se crean objetos en el breve per´ıodo de tiempo en el que se
esta´n resolviendo problemas de una serie.
ProblemSolved: define el objeto que se refiere a un problema finalizado adecuada-
mente por el usuario. Tan so´lo se define un objeto por cada ı´tem, usuario y curso.
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SeriesFinished: define el objeto que se refiere a una serie finalizada por usuario y
curso. Esta clase es u´til para determinar si una serie ha sido resuelta con anteriori-
dad o no por el usuario, para as´ı poder determinar ma´s fa´cilmente el orden de los
problemas a resolver la pro´xima vez que inicie un serie de estudio
Todas las clases incluyen el co´digo necesario para tratar los objetos definidos en cada
una de ellas, ya sea a la hora de crearlos, modificarlos o eliminarlos.
3.2.2. Vista
El co´digo que define la interfaz de usuario se ha implementado en el directorio templa-
tes. En e´l se han definido las plantillas utilizadas para dar forma a la interfaz, estableciendo
unas pautas a partir de las cuales se genera el co´digo HTML que se muestra al usuario.
3.2.3. Controlador
El co´digo que enlaza la vista y el modelo se encuentra en el directorio ra´ız de la aplica-
cio´n. El controlador proporciona la lo´gica del sistema y es, en definitiva, el co´digo que se
ejecuta al recibir las peticiones HTTP y modifica convenientemente los datos almacenados.
3.3. Introduccio´n al algoritmo de repeticio´n espacia-
da en el tiempo
La toma de decisiones en este proyecto esta´ condicionada fuertemente por el algorit-
mo de repeticio´n espaciada que permitira´ planificar adecuadamente los problemas que
tendra´ que resolver el usuario. Es por este motivo que una visio´n a alto nivel de este
algoritmo es necesaria en este punto de la fase inicial. En la figura 3.2 se muestra un
esquema de este algoritmo. Ma´s adelante, en el apartado 6.7.5 se detalla cada una de las
clases y atributos que entran en juego.
3.4. Arquitectura desde el punto de vista de los casos
de uso
En este apartado se proporciona una visio´n de la arquitectura del sistema desde el
punto de vista de los casos de uso; se detallan los casos de uso que representan la fun-
cionalidad del sistema, a muy alto nivel y sin un gran nivel de concrecio´n. Esta visio´n
global se detallara´ en apartados posteriores. Los casos de uso en negrita se consideran ma´s
importantes que el resto y se les ha asignado un nu´mero entre pare´ntesis que representa
la iteracio´n de la fase de construccio´n (es importante recordar que se han planificado un
total de cuatro iteraciones en dicha fase) en la que se han de implementar:
Gestio´n de interfaz
consultarPerfil (1): Consulta del perfil del usuario en la aplicacio´n. Se corresponde
con la seccio´n My Desk.
34 CAPI´TULO 3. ARQUITECTURA DEL SISTEMA
Figura 3.2: Flujo del Algoritmo de repeticio´n espaciada.
consultarCursoEnEstudio (1): Consulta de los cursos a los que el usuario se ha
suscrito. Se corresponde con la seccio´n My Desk.
consultarCurso (1): Consulta de los cursos disponibles en el sistema.
consultaVisitaGuiada (1): Realizacio´n de un pequen˜o tour por las diferentes seccio-
nes y servicios que ofrece la aplicacio´n.
consultaCaracter´ısticasULearn (1): Consulta de informacio´n general acerca del fun-
cionamiento del sistema, u´til para la primera toma de contacto entre el usuario y la
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aplicacio´n.
consultaVisualizarProgresoEjemplo (1): Realizacio´n de un pequen˜o tour por el pro-
ceso de aprendizaje y que´ ofrece la aplicacio´n en el momento de la resolucio´n de
ejercicios.
consultaQuienesSomos (1): Consulta de informacio´n acerca del equipo de desarrollo
del sistema y de las motivaciones que han llevado a su desarrollo.
contacto (1): Mostrar un formulario de contacto a disposicio´n de los usuarios.
Gestio´n de problemas
crearProblema (2): Creacio´n de un nuevo problema en el sistema, por parte de
un usuario con privilegios.
crearSerie (2): Creacio´n de una nueva serie en el sistema, por parte de un usuario
con privilegios.
escogerCursoAEstudiar (2): Seleccio´n por parte del usuario de un curso, de los
disponibles en el sistema, para su estudio.
resolverSerie (2): Inicio de una sesio´n de estudio por parte del usuario.
Gestio´n de navegacio´n
consultarProblema (2): Consulta de la informacio´n, por parte de un usuario con
privilegios en el sistema, asociada a un problema.
consultarSeries (2): Consulta de la informacio´n asociada a una serie de problemas.
consultarAspecto (2): Consulta de la informacio´n, por parte de un usuario con
privilegios en el sistema, asociada a un aspecto de un problema.
consultarRol (2): Consulta de la informacio´n, por parte de un usuario con privilegios
en el sistema, asociada a un rol determinado.
consultarUsuario (2): Consulta de la informacio´n, por parte de un usuario con pri-
vilegios en el sistema, asociada a un usuario del sistema.
Gestio´n de usuarios
altaUsuario (2): Realizacio´n del alta de un usuario en el sistema.
confirmarAltaUsuario (2): Env´ıo de un correo electro´nico al usuario para que
confirme el alta en el sistema.
bajaUsuario (2): Realizacio´n de la baja de un usuario en el sistema.
bajaUsuarioTe´cnico (2): Realizacio´n de la baja de un usuario en el sistema por parte
de otro usuario con privilegios.
loginUsuario (2): Inicio de sesio´n en el sistema por parte de un usuario.
modificarPerfil (2): Cambio de la informacio´n mostrada al usuario en el apartado
My Desk.
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Gestio´n de progreso
consultarProgreso (1): Consulta del progreso en el aprendizaje por parte del
usuario. Dicha informacio´n se puede consultar en la seccio´n MyDesk.
consultarResultadoSerie (1): Consulta del resultado obtenido tras una sesio´n de
estudio.
marcarProblema (1): Marcado automa´tico de un problema para ser repetido tras
un per´ıodo de tiempo (porque ha sido fallado por el usuario).
actualizarProgreso (1): Actualizacio´n de la informacio´n asociada a los problemas
que ha resuelto el usuario.
actualizarHabilidades (1): Actualizacio´n de la informacio´n asociada a las habilidades
del usuario. Se calcula respecto los problemas resueltos.
actualizarLogros (1): Actualizacio´n de la informacio´n asociada a los logros del usua-
rio. Se calcula respecto los problemas resueltos.
Gestio´n de cursos
crearCurso (4): Creacio´n de un nuevo curso en el sistema, por parte de un usuario
con privilegios.
recepcio´nNuevoMaterial (4): Recepcio´n de material susceptible de ser an˜adido como
nuevo curso para el estudio.
moderarNuevoMaterial (4): Moderacio´n de material recibido, por parte de un usua-
rio con privilegios.
bajaMaterial (4): Baja del sistema de material de estudio, por parte de un usuario
con privilegios.
modificarCurso (4): Modificacio´n de la informacio´n asociada a un curso, por parte
de un usuario con privilegios.
Cap´ıtulo 4
Planificacio´n del proyecto
Es necesario definir el esquema de desarrollo del proyecto de forma que proporcione
toda la informacio´n necesaria para gestionarlo y planificarlo correctamente. El propo´sito
de este cap´ıtulo es recopilar toda la informacio´n que va a ser necesaria para controlar el
proyecto, gracias a los cap´ıtulos previos. Describe co´mo se va a llevar a cabo el proyecto
y es vital para una correcta gestio´n de las tareas a realizar por los desarrolladores del
proyecto.
Este proyecto se inicio´ el lunes d´ıa 28 de noviembre del 2011.
4.1. Planificacio´n
4.1.1. Claves para una correcta interpretacio´n
El objetivo principal de la fase inicial es describir el contexto del sistema, el modelo de
negocio y trazar las bases del modelo de casos de uso del sistema. Tambie´n es necesario
definir de una forma adecuada el objetivo del proyecto y el alcance del mismo.
El uso de diagramas de Gantt es imprescindible, ya que ofrecen una visio´n ra´pida y
global de las tareas a realizar, sus dependencias respecto otras tareas y la estimacio´n de
su duracio´n.
Para la correcta interpretacio´n de los diagramas que se utilizara´n es necesario consi-
derar que:
Las etapas agrupan tareas.
La tarea es la divisio´n ma´s pequen˜a del proyecto e indica un trabajo a realizar. A
la tarea se le asignara´n unas horas de realizacio´n y unos recursos.
Las etapas y las fases RUP esta´n resaltadas en negrita en el diagrama.
Los hitos no tienen carga de trabajo temporal.
4.1.2. Recursos de personal
Tal y como se explica en el apartado 2.5.3, el desarrollo del proyecto recae en una
u´nica persona, quien tendra´ los perfiles de jefe de proyecto, analista y arquitecto.
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4.1.3. Recursos informa´ticos
Los recursos necesarios son:
Un ordenador con las herramientas de trabajo necesarias.
Conexio´n a Internet.
4.1.4. Casos de uso
Durante esta iteracio´n u´nica de la fase inicial se identificara´n a todos los actores y
todos los casos de uso del sistema. Los cursos principales y alternativos ma´s importantes
se detallara´n en el apartado 5.3.
Su disen˜o y definicio´n a alto nivel se iniciara´n en la pro´xima fase (elaboracio´n), que
consta de dos iteraciones (E1 y E2). Concretamente, se ha destinado parte de la primera
iteracio´n de esta fase a esta tarea.
4.1.5. Criterios de evaluacio´n
El objetivo principal de esta iteracio´n es definir el sistema con el nivel de detalle
necesario para poder emitir un juicio objetivo sobre su viabilidad, desde un punto de
vista puramente empresarial. En este juicio sera´ necesario tener en cuenta los siguientes
aspectos: funcionalidades, respuesta del sistema, capacidades, usabilidad, utilidad, etc.
Al finalizar esta iteracio´n y fase se pondra´ de manifiesto si es viable o no su realizacio´n.
Cualquier documento entregado durante la iteracio´n sera´ revisado por el responsable
de los servicios informa´ticos, facilitando la integracio´n y coherencia del proyecto.
4.2. Visio´n general del proyecto
4.2.1. Propo´sito, alcance y objetivos
En este documento se describe co´mo se va a llevar a cabo el desarrollo de los servicios
y el sistema de informacio´n ULearn. Los usuarios de este sistema dispondra´n de una
herramienta sencilla y u´til para el aprendizaje de los cursos disponibles, tal y como se
explica en los cap´ıtulos 2 y 3.
El desarrollo de este proyecto se basa en los requisitos detallados en el cap´ıtulo 2, y
en la planificacio´n temporal definida en el anexo B de esta fase de iteracio´n u´nica. Para
realizar un resumen de todos estos documentos, se podr´ıa decir que la lista de pasos a dar
en la planificacio´n ser´ıa:
Tener claro los objetivos.
Centrarse en los requisitos del proyecto.
Definir las expectativas a cumplir.
Realizar un borrador de las tareas que se han de llevar a cabo.
Analizar dicha lista observando objetivos y requisitos: an˜adir las tareas necesarias
y eliminar las que no lo sean.
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Priorizar tareas.
Realizar la planificacio´n con la herramienta adecuada.
Definir los recursos necesarios para ejecutar las tareas.
Definir hitos y dependencias.
Tener presente el calendario y la duracio´n de cada tarea.
Definir de forma definitiva los casos de uso del sistema.
En definitiva, es necesario definir una estrategia a seguir para poder desarrollar adecua-
damente el proyecto. Una vez definida la estrategia de la planificacio´n (ver apartado 2.9.1),
la de la fase de elaboracio´n se podr´ıa resumir de la siguiente manera:
Una vez finalizada la implementacio´n de la aplicacio´n, realizar pruebas completas
antes de la definicio´n de un prototipo viable, o versio´n beta.
Pruebas de la aplicacio´n por personas ajenas al desarrollo.
Deteccio´n de errores y gestio´n de cambios.
Definicio´n de la versio´n final de la aplicacio´n.
4.2.2. Restricciones y supuestos
Existen una serie de circunstancias y restricciones que deben tenerse en consideracio´n
durante el desarrollo del proyecto:
El nu´mero de miembros del equipo de desarrollo no variara´ durante el proyecto, tal
y como se indico´ en el apartado 2.5.3.
Conexio´n a Internet de alta velocidad.
Se realizara´ la formacio´n adecuada en las herramientas de trabajo del proyecto si es
necesario para el correcto desarrollo de e´ste.
La planificacio´n temporal del proyecto es de obligado cumplimiento por parte del
desarrollador.
4.2.3. Entregas a realizar y contenido de las fases
Tal como se especifica en el apartado 2.7, las fases se dividen en las siguientes etapas,
las cuales se encuentran incluidas en diversas iteraciones para marcar el orden y ritmo de
ejecucio´n de cada una. Adema´s, se ha definido la fecha de entrega de cada una de estas
etapas. Toda esta informacio´n se detalla en la tabla 4.1.
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Fase e iteracio´n Etapa L´ımite
Inicial
I1 Documentacio´n y preparacio´n del entorno de trabajo 27/01/2012
I1 Especificacio´n inicial 10/02/2012
Elaboracio´n
E1 Planificacio´n de la fase de elaboracio´n - E1 14/02/2012
E1 Especificacio´n detallada de los casos de uso 13/03/2012
E2 Planificacio´n de la fase de elaboracio´n - E2 15/03/2012
E2 Disen˜o de la arquitectura del sistema 22/03/2012
E2 Disen˜o de la arquitectura de la informacio´n 29/03/2012
E2 Revisio´n de los casos de uso de la iteracio´n E1 10/04/2012
E2 Especificacio´n definitiva de los casos de uso 09/05/2012
E2 Primera aproximacio´n del algoritmo de repeticio´n 16/05/2012
Construccio´n
C1 Planificacio´n de la fase de construccio´n - C1 17/05/2012
C1 Implementacio´n de la arquitectura REST 08/06/2012
C1 Gestio´n de progreso 22/06/2012
C1 Gestio´n de interfaz 06/07/2012
C1 Etapa de pruebas intermedia 09/07/2012
C1 Documentacio´n de la implementacio´n y pruebas 10/07/2012
C2 Planificacio´n de la fase de construccio´n - C2 11/07/2012
C2 Revisio´n de los mo´dulos implementados en C1 12/07/2012
C2 Gestio´n de problemas 19/07/2012
C2 Gestio´n de navegacio´n 09/08/2012
C2 Gestio´n de usuarios 17/08/2012
C2 Etapa de pruebas 20/08/2012
C2 Documentacio´n de la implementacio´n y pruebas 21/08/2012
C3 Planificacio´n de la fase de construccio´n - C3 22/08/2012
C3 Revisio´n de los mo´dulos implementados en C2 23/08/2012
C3 Etapa de pruebas 24/08/2012
C3 Documentacio´n de las pruebas 27/08/2012
C4 Planificacio´n de la fase de construccio´n - C4 28/08/2012
C4 Gestio´n de cursos 05/09/2012
C4 Etapa de pruebas 10/09/2012
C4 Definicio´n del prototipo 13/09/2012
C4 Documentacio´n de la implementacio´n y pruebas 14/09/2012
C4 Preparacio´n de la fase de transicio´n 17/09/2012
Transicio´n
T1 Planificacio´n de la fase de transicio´n 18/09/2012
T1 Etapa de pruebas externas 25/09/2012
T1 Deteccio´n de cambios 27/09/2012
T1 Aplicar cambios 04/10/2012
T1 Etapa final de pruebas 16/10/2012
T1 Definicio´n de la versio´n final del producto 17/10/2012
T1 Documentacio´n del sistema 24/10/2012
T1 Documentacio´n de ayuda al usuario 26/10/2012
T1 Realizacio´n de la memoria del proyecto 19/11/2012
T1 Revisar la coherencia ”proyecto-documentacio´n” 21/11/2012
Cuadro 4.1: Calendario del proyecto detallado: fases y etapas principales.
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4.3. Organizacio´n del proyecto
4.3.1. Estructura organizativa
Tal y como se indico´ en el apartado 2.5.3, hay una u´nica persona desarrollando este
proyecto, por lo que sus principales responsabilidades sera´n la de jefe de proyecto (siempre
bajo la supervisio´n del director del proyecto final de carrera), la de analista y la de
arquitecto.
4.3.2. Contactos externos
El desarrollador estara´ en contacto con posibles usuarios de la aplicacio´n, con el di-
rector y con el ponente del proyecto para cualquier problema o duda que pueda surgir.
4.3.3. Roles y responsabilidades
Los roles y las responsabilidades asociadas recaen en una u´nica persona, cuyas dis-
ciplinas RUP y habilidades sera´n adquiridas de forma conjunta para el desarrollo de este
proyecto: Project Management, Analysis & Design, Requirements, Environment, Business
Modeling y Test.
Las principales responsabilidades de cada rol son las siguientes:
Jefe de proyecto: Bu´squeda de recursos, asignacio´n de prioridades, coordinacio´n
con los empleados y los clientes, a la vez que lidera el equipo de desarrollo hacia
sus objetivos. Sus responsabilidades son controlar la calidad y la coherencia de los
documentos producidos por el resto de roles del equipo de desarrollo.
Analista: Responsable del modelo de casos de uso y del modelo de ana´lisis.
Arquitecto: Responsable de la arquitectura del sistema y disen˜o de los casos de uso
ma´s significativos.
4.4. Proceso de direccio´n
4.4.1. Introduccio´n a la metodolog´ıa empleada: identificacio´n de
pautas cr´ıticas
Es frecuente que exista ralentizacio´n de la planificacio´n si el desarrollador se enfrenta
por primera vez a una metodolog´ıa nueva en la que tiene poca experiencia. A causa de
esto, se ha planificado cada iteracio´n de manera que existe un cierto margen para recibir
la formacio´n adecuada y poner en pra´ctica dicha metodolog´ıa (tal y como se expone en
el apartado 2.5.3).
Una situacio´n tambie´n muy frecuente es descubrir que la documentacio´n es exten-
sa y esta´ muy dividida en diversos pasos segu´n cada iteracio´n, lo que lleva a concluir,
erro´neamente, que RUP so´lo puede aplicarse a grandes proyectos. Estos hechos han llevado
a elaborar una lista de las diez cosas imprescindibles en RUP [5], sus puntos esenciales,
para as´ı no caer en el error de dedicar demasiado tiempo a una tarea que no lo requiere o
demasiado poco a aquella que s´ı lo necesita. Cada uno de estos diez puntos se detalla en
un subapartado dedicado.
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4.4.1.1. Desarrollar una buena visio´n general del proyecto
Es muy importante tener una idea clara de las necesidades reales del cliente, y esta
informacio´n se ha de desarrollar en este documento: esbozando los requisitos esenciales,
analizando el problema, definiendo el sistema y gestionando los cambios a medida que
se presentan. Pero por encima de todo, poder dar una visio´n global del proyecto y del
objetivo que se pretende conseguir con su desarrollo.
Es la base, pues, de los requisitos te´cnicos detallados. Ha de dar respuesta a las si-
guientes preguntas:
¿Que´ te´rminos clave existen? Ver anexo C
¿Que´ problema hay que resolver? Ver apartado 2.4
¿Quie´nes son los stakeholders? ¿Y los usuarios? ¿Que´ necesitan? Ver apartados 2.5
y 2.5.4
¿Que´ ofrece el producto a desarrollar? Ver apartado 2.3
¿Que´ requisitos funcionales hay? Ver apartado 5.3
¿Que´ requisitos no funcionales hay? Ver apartado 2.8.2
¿Que´ restricciones de disen˜o existen? Ver apartado 2.5.3
4.4.1.2. Elaborar una buena planificacio´n
Existe una ma´xima que afirma que “El producto sera´ tan bueno como lo sea su planifi-
cacio´n” [7]. En RUP, el documento Software Development Plan (principalmente redactado
en el apartado 4.2) concentra mucha informacio´n dispersa preparada durante la fase ini-
cial. E´sta debe mantenerse y actualizarse convenientemente durante todo el proyecto.
Este hecho esencial, en conjuncio´n con el tercero, cuarto, quinto y octavo, capturan la
esencia de la gestio´n de proyectos en RUP, que engloba tareas de concepcio´n del proyecto,
evaluacio´n de riesgos y alcance, control, planificacio´n y evaluacio´n en cada iteracio´n y
fase.
4.4.1.3. Identificar y atenuar los riesgos
Es muy importante identificar y combatir los riesgos ma´s importantes cuanto antes.
Cada riesgo identificado ha de contar con su correspondiente plan de mitigacio´n y de
contingencia. El apartado 2.9 debe servir como herramienta de planificacio´n y como base
para las iteraciones. Adema´s, debe ser necesaria su consulta a la hora de tomar decisiones
o de realizar cambios en la planificacio´n.
4.4.1.4. Controlar los errores e incongruencias
El ana´lisis continuo de los datos es muy importante. Si se ha encontrado un obsta´culo,
es necesario establecer una fecha l´ımite de actuacio´n y comunicarla convenientemente a la
persona responsable de su solucio´n. As´ı mismo, los progresos y actualizaciones del estado
del proyecto han de quedar documentados debidamente.
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4.4.1.5. Consultar el Business Use Case frecuentemente
Los documentos Business Use Case Model y Business Use Case Realization de RUP
proporcionan mucha informacio´n, desde un punto de vista empresarial, para determinar
la viabilidad de un proyecto. Tambie´n ayudan a justificar el proyecto y a establecer l´ımites
econo´micos (ver apartado 5.3).
4.4.1.6. Disen˜ar una arquitectura por componentes
RUP proporciona una manera meto´dica y sistema´tica de disen˜ar, desarrollar y vali-
dar esta arquitectura. Los pasos implicados en el flujo de trabajo de Analysis & Design
incluyen definir una arquitectura de candidato, refinar la arquitectura, analizar el com-
portamiento y disen˜ar componentes del sistema.
Esto se concentra en el cap´ıtulo 3, donde se presentan mu´ltiples visiones de la arqui-
tectura del sistema. Cada uno de estos puntos de vista del sistema se refiere a un conjunto
determinado de stakeholders en el proceso de desarrollo: los usuarios finales, los disen˜ado-
res, los gestores, etc. Por este motivo, este documento permite establecer unos puntos
concretos de referencia respecto a la arquitectura del sistema, de forma que los miembros
del equipo de desarrollo se puedan comunicar adecuadamente y tratar cualquier decisio´n
significativa en este aspecto.
4.4.1.7. Desarrollar y probar incrementalmente
La esencia de los flujos de trabajo relacionados con la implementacio´n y de las pruebas
en RUP es incremental: construir y probar componentes de sistema durante el ciclo de vida
de proyecto, produciendo entregas ejecutables al final de cada iteracio´n despue´s de la fase
inicial. Al final de la fase de construccio´n, un prototipo arquitecto´nico estara´ disponible
para su evaluacio´n. En este proyecto en concreto estara´ disponible la aplicacio´n web con
todos los requisitos definidos anteriormente (apartado 5.3 para ma´s detalles) en funciona-
miento. Au´n sera´ necesario una etapa ma´s de pruebas que permita detectar los cambios
necesarios sobre ese prototipo y gestionarlos. Esto se producira´ en la fase de transicio´n,
la cual permitira´ acabar de perfilar la versio´n definitiva del producto.
4.4.1.8. Verificar y evaluar los resultados
Tal y como sugiere el nombre, el documento Iteration Assessment de RUP concentra
los resultados de cada iteracio´n, y especifica si se han cumplido los objetivos o no, inclu-
yendo procesos a mejorar y fallos a evitar. Esto se corresponde con la metodolog´ıa basada
en iteraciones y con las etapas de pruebas, las cuales permiten detectar estos fallos y
corregirlos.
4.4.1.9. Gestionar y controlar los cambios correctamente
Tan pronto como los usuarios obtengan el primer prototipo del producto (o incluso
antes), e´stos pedira´n cambios. Es importante, pues, que los cambios propuestos se ges-
tionen mediante un proceso consistente y se tenga en cuenta propagar los cambios a los
documentos realizados.
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4.4.1.10. Proporcionar documentacio´n al usuario
Con RUP es muy importante el concepto de elaborar y entregar el producto iterativa-
mente. Ser´ıa necesario, por lo tanto, entregar al usuario como mı´nimo una gu´ıa de usuario.
En este caso, tal y como se apunta en el apartado 2.7, es necesario redactar documentacio´n
para usuarios, ayuda en l´ınea y documentacio´n te´cnica para administradores.
4.4.2. Planificacio´n del proyecto
4.4.2.1. Planificacio´n de las etapas
El desarrollo del proyecto estara´ determinado globalmente por fases, en las cuales se
divide el trabajo en iteraciones, tal y como se ha comentado en el apartado 4.2.3. La tabla





Fecha inicial Fecha l´ımite
Inicial 1 11 28/11/2011 10/02/2012
Elaboracio´n 2 14 13/02/2012 16/05/2012
Construccio´n 4 19 17/05/2012 17/09/2012
Transicio´n 1 10 18/09/2012 22/11/2012
Total 8 54 28/11/2011 22/11/2012
Cuadro 4.2: Calendario del proyecto resumido.
4.4.2.2. Planificacio´n temporal del proyecto
Se ha realizado una planificacio´n temporal del proyecto, y los detalles, se han plasmado
en un diagrama de Gantt por cada fase del proyecto (ver anexo B).
4.4.2.3. Presupuesto del proyecto
Se ha calculado el coste asociado a cada perfil del equipo de desarrollo y a su rendi-
miento. El coste total del proyecto asciende, por lo tanto, a 75.000,00 e, tal y como se
detalla en la tabla 4.3 (IVA incluido):
Este presupuesto se ha calculando en base a la consulta de los salarios actuales segu´n
la pa´gina web de InfoJobs1
1Ma´s informacio´n en: http://salarios.infojobs.net/ .
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Concepto Porcentaje Horas Tarifa
(e/hora)
Coste total
Definicio´n de requisitos y pro-
totipo
16,1 % 336 35,00 11.760,00
Ana´lisis y disen˜o 30 % 624 40,00 24.960,00
Programacio´n y pruebas unita-
rias
33,5 % 696 30,00 20.880,00
Pruebas de integracio´n 5,4 % 112 30,00 3.360,00
Direccio´n y seguimiento pro-
yecto
5 % 104 65,00 6.760,00
TOTAL Implementacio´n 90 % 1872 67.720,00
Documentacio´n de usuario y
formacio´n
7,3 % 152 30,00 4.560,00
Documentacio´n de sistema 2,7 % 56 30,00 1.680,00
Imprevistos 0,8 % 16 65 1.040,00
TOTAL Proyecto 100,8 % 2096 75.000,00
Cuadro 4.3: Desglose de horas de desarrollo por fase y coste econo´mico total.
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Cap´ıtulo 5
Disen˜o del sistema
5.1. Introduccio´n a la fase de elaboracio´n
Una vez detallada la fase inicial en terminolog´ıa RUP, que vendr´ıa a ser la fase de espe-
cificacio´n del sistema, la siguiente etapa en el proceso de creacio´n del producto software
es la fase de elaboracio´n. Tal y como se ha detallado en el apartado 2.7, esta fase consta
de dos iteraciones, por lo que el texto aqu´ı presentado es el resultado final despue´s de
pasar por todas ellas.
Es en esta etapa en la que se representa de manera abstracta el sistema que se imple-
mentara´ posteriormente, por lo que esta fase ha de asegurar que el producto final cumple
con los requisitos enumerados previamente. Su objetivo es la definicio´n del sistema con el
nivel de detalle suficiente como para permitir su implementacio´n, y permitira´ determinar
si la arquitectura es estable, si las pruebas efectuadas resuelven los riesgos y si el plan de
proyecto es realista.
La fase de elaboracio´n es la parte ma´s cr´ıtica del proceso, ya que es al final de esta
fase cuando se ha hecho la mayor parte de la ingenier´ıa “dura” y donde se decide si se
puede continuar con el proyecto de manera segura. Adema´s, hay menos riesgos y se puede
planificar el resto del proyecto con un menor grado de incertidumbre. Permitira´ entrar en
la siguiente fase, la de construccio´n, y centrarse en las pruebas y en la eficiencia, gracias
a una planificacio´n detallada y a una arquitectura madura y estable.
5.2. Arquitectura del sistema
Tal y como se describio´ en la fase anterior, la fase inicial, el sistema ha de cumplir una
serie de requisitos funcionales y no funcionales (ver apartado 2.8 para ma´s informacio´n
sobre los requisitos). La arquitectura del sistema se basa en los cap´ıtulos 2 y 3.
A continuacio´n se detalla el modelo de datos del sistema (imagen 5.1), indicando el
identificador u´nico de cada objeto, sus atributos propios y las referencias a otros objetos
si es necesario.
5.3. Especificacio´n detallada de los casos de uso
A continuacio´n se definen los casos de uso del sistema. Se agrupan segu´n los mo´dulos en
los cuales se implementara´n y con los que sera´n relacionados. E´stas son las caracter´ısticas
ba´sicas que sera´n descritas con detalle en cada uno:
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5.3.1. Gestio´n de interfaz (usuarios autenticados)
Para especificar los siguientes casos de uso se ha decidido tomar como caso base uno
determinado a partir del cual se procede a especificar todos los dema´s, pues el funciona-
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miento es exactamente el mismo: navegacio´n a trave´s de las diferentes partes de la pa´gina
web y la informacio´n que se muestra al usuario en cada una de ellas.
5.3.1.1. consultarPerfil
Actores: Sistema, Usuario.
Prioridad: Media - Alta.
Descripcio´n: El usuario consultara´ su perfil en la aplicacio´n y el sistema se lo mostrara´.
Pre-condicio´n: El usuario esta´ registrado y autenticado correctamente en el sistema.
Post-condicio´n: El perfil se muestra al usuario.
Flujo normal:
1. El usuario selecciona la opcio´n para consultar su perfil en la interfaz.
2. El sistema muestra el perfil al usuario.
3. Termina el caso de uso.
5.3.1.2. consultarCursoEnEstudio
Actores: Sistema, Usuario.
Prioridad: Media - Alta.
Descripcio´n: El usuario consultara´ los cursos que actualmente esta´ estudiando y el
sistema se las mostrara´.
Pre-condicio´n: El usuario esta´ registrado y autenticado correctamente en el sistema.
Post-condicio´n: Los cursos en fase de estudio se muestran al usuario.
Flujo normal:
1. Igual que el caso de uso 5.3.1.1
Flujo alternativo: No hay cursos en fase de estudio (2)
3. El sistema muestra la lista de cursos vac´ıa al usuario y se le explica el porque´. A
continuacio´n se le indica co´mo poder comenzar a estudiar algu´n curso.
4. Termina el caso de uso.
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Descripcio´n: El usuario consultara´ los cursos disponibles para el estudio y el sistema
se las mostrara´.
Pre-condicio´n: No hay.
Post-condicio´n: Los cursos disponibles se muestran al usuario.
Flujo normal:
1. El usuario selecciona la opcio´n para consultar los cursos en la interfaz gra´fica.
2. El sistema muestra la lista de cursos disponibles.
3. Termina el caso de uso.
Los siguientes tres casos de uso se han agrupado de forma que no se da una descripcio´n
detallada de los mismos puesto que el comportamiento descrito en el flujo normal del caso
de uso 5.3.2.1 es el mismo en todos. La u´nica diferencia es que el usuario se dirigira´ a
diferentes partes de la interfaz para consultar aquella informacio´n que desee en cada caso.
As´ı pues, se listan a continuacio´n los casos de uso para dar una idea de todo lo que el
usuario puede consultar en la interfaz y se describen brevemente:
5.3.2.2. consultaVisitaGuiada
Descripcio´n: El usuario se dirigira´ a realizar una visita guiada por la pa´gina web y se
le mostrara´n diversas capturas de las partes ma´s importantes de la misma.
5.3.2.3. consultaCaracter´ısticasULearn
Prioridad: Media - Baja.
Descripcio´n: El usuario consultara´ informacio´n general acerca de porque´ ULearn es
una aplicacio´n adecuada para aprender y memorizar conceptos de una manera diferente.
5.3.2.4. consultaVisualizarProgresoEjemplo
Prioridad: Media - Baja.
Descripcio´n: El usuario consultara´ de que´ manera podra´ visualizar el progreso una vez
que este´ autenticado en el sistema.
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5.3.2.5. consultaQuienesSomos
Descripcio´n: El usuario consultara´ datos generales sobre ULearn.
5.3.2.6. contacto
Actores: Sistema, Usuario.
Prioridad: Media - Alta.
Descripcio´n: El usuario contactara´ con los administradores del sistema.
Pre-condicio´n: No hay.
Post-condicio´n: El usuario habra´ enviado satisfactoriamente un formulario de contacto
al sistema.
Flujo normal:
1. El usuario selecciona la opcio´n para poder rellenar los datos de contacto.
2. El sistema muestra el formulario de contacto al usuario.
3. El usuario rellena el formulario y lo env´ıa.
4. Termina el caso de uso.
Flujo alternativo: No se ha enviado correctamente (3)
4. El usuario recibe un mensaje conforme no se ha podido enviar correctamente el
formulario.
5. Termina el caso de uso.
Flujo alternativo: No se ha rellenado correctamente (3)
4. El usuario recibe un mensaje conforme no ha rellenado adecuadamente el formulario.
5. Termina el caso de uso.




Descripcio´n: El te´cnico creara´ un nuevo problema.
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Pre-condicio´n: El te´cnico tiene los permisos necesarios para realizar los cambios per-
tinentes en el sistema.
Post-condicio´n: Se crea un problema.
Flujo normal:
1. El te´cnico crea un problema nuevo dando al sistema todos los datos necesarios para
ello.
2. Termina el caso de uso.
Flujo alternativo: No existe ningu´n curso (1)
2. El sistema indica que no hay ningu´n curso creado.
3. El te´cnico crea un curso (caso de uso 5.3.7.1)




Descripcio´n: El te´cnico creara´ una nueva serie de problemas para un curso.
Pre-condicio´n:
El te´cnico esta´ autenticado y tiene los permisos necesarios para realizar los cambios
pertinentes en el sistema.
Existe al menos un problema de un curso con el que poder crear una serie.
Post-condicio´n: Se crea una nueva serie de problemas.
Flujo normal:
1. El sistema muestra al te´cnico los cursos disponibles.
2. El te´cnico selecciona el curso a la cual an˜adir los problemas.
3. El te´cnico crea la serie.
4. El sistema muestra al te´cnico los problemas disponibles.
5. El te´cnico selecciona un problema de los ya creados para dicho curso.
6. Se asocia el problema y la serie con el curso.
7. Se vuelve al punto 3 hasta que el te´cnico ha finalizado la serie.
8. Termina el caso de uso.
5.3. ESPECIFICACIO´N DETALLADA DE LOS CASOS DE USO 53
Flujo alternativo: El te´cnico decide crear una serie vac´ıa (2)
3. El te´cnico crea una serie y no asocia ningu´n problema para la misma.
4. El sistema establece que la serie no sea visible para usuarios sin permisos.




Descripcio´n: El usuario escogera´ un curso sobre la cual realizara´ problemas.
Pre-condicio´n: El usuario esta´ registrado y autenticado correctamente en el sistema.
Post-condicio´n: Se informa al usuario que puede iniciar una serie de problemas a
continuacio´n.
Flujo normal:
1. El usuario escoge un curso de entre los disponibles.
2. El sistema le comunica el curso que ha escogido.




Descripcio´n: El usuario iniciara´ una serie de problemas pertenecientes a un curso de-
terminado.
Pre-condicio´n:
El usuario esta´ registrado y autenticado correctamente en el sistema.
El usuario ha escogido con anterioridad un curso a estudiar.
Post-condicio´n: La serie de problemas se inicia y el usuario puede comenzar a resolver
problemas de la misma.
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Flujo normal:
1. El usuario escoge una serie de problemas a practicar.
2. El sistema ejecuta el primer problema.
3. El usuario resuelve el problema.
4. El sistema guarda los datos estad´ısticos del problema resuelto.
5. Se vuelve al punto 2 hasta que finaliza la serie.
6. Termina el caso de uso.
Flujo alternativo: Se reanuda una serie no finalizada (1)
2. El sistema detecta que el usuario dejo´ una serie de problemas a medio hacer.
3. El sistema muestra el primer problema pendiente de la serie.
4. Se vuelve al punto 3.
Flujo alternativo: Se interrumpe la serie porque lo ha decidido el usuario (3)
4. El usuario no resuelve todos los problemas de la serie.
5. Se actualiza el progreso segu´n los problemas que s´ı haya resuelto.
6. Se penaliza al usuario en su progreso por la interrupcio´n de la serie.
7. Termina el caso de uso.
Flujo alternativo: Resolver problemas cuando el usuario no esta´ autenticado. (1)
2. El usuario se desconecta del sistema.
3. El usuario escoge una serie de problemas a practicar.
4. El sistema le indica que no esta´ autenticado o que no ha creado au´n una cuenta y
que debe hacerlo para empezar.
5. Termina el caso de uso.




Descripcio´n: El te´cnico desea consultar uno o varios problemas.
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Pre-condicio´n: El te´cnico esta´ autenticado y tiene los permisos necesarios para realizar
los cambios pertinentes en el sistema.
Post-condicio´n: El problema se muestra al te´cnico.
Flujo normal:
1. El te´cnico realiza la consulta del problema que desea.
2. El sistema muestra el problema consultado al te´cnico.
3. Termina el caso de uso.
Flujo alternativo: El problema no existe (2)
3. El problema consultado no existe y el sistema informa de ello al te´cnico.
4. Termina el caso de uso.
5.3.4.2. consultarSeries
Actores: Sistema, Te´cnico, Usuario.
Prioridad: Media.
Descripcio´n: El te´cnico o el usuario desea consultar una o varias listas.
Pre-condicio´n: El te´cnico o el usuario esta´ autenticado.
Post-condicio´n: La serie se muestra al te´cnico o al usuario.
Flujo normal:
1. El te´cnico o el usuario realiza la consulta de la serie que desea.
2. El sistema muestra la serie de problemas consultada al te´cnico o al usuario.




Descripcio´n: El te´cnico desea consultar uno o varios aspectos de un problema.
Pre-condicio´n: El te´cnico esta´ autenticado y tiene los permisos necesarios para realizar
los cambios pertinentes en el sistema.
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Post-condicio´n: El aspecto se muestra al te´cnico.
Flujo normal:
1. El te´cnico realiza la consulta del aspecto que desea.
2. El sistema muestra el aspecto del problema consultado al te´cnico.
3. Termina el caso de uso.
Flujo alternativo: El aspecto no existe (2)
3. El aspecto consultado no existe y el sistema informa de ello al te´cnico.
4. Termina el caso de uso.
5.3.4.4. consultarRol
Actores: Sistema, Te´cnico.
Prioridad: Media - Baja.
Descripcio´n: El te´cnico desea consultar uno o varios roles.
Pre-condicio´n: El te´cnico esta´ autenticado y tiene los permisos necesarios para realizar
los cambios pertinentes en el sistema.
Post-condicio´n: El rol se muestra al te´cnico.
Flujo normal:
1. El te´cnico realiza la consulta del rol que desea.
2. El sistema muestra el rol consultado al te´cnico.
3. Termina el caso de uso.
Flujo alternativo:
3. El rol consultado no existe y el sistema informa de ello al te´cnico.
4. Termina el caso de uso.
5.3.4.5. consultarUsuario
Actores: Sistema, Te´cnico.
Prioridad: Media - Baja.
Descripcio´n: El te´cnico desea consultar informacio´n acerca de uno o varios usuarios.
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Pre-condicio´n: El te´cnico esta´ autenticado y tiene los permisos necesarios para realizar
los cambios pertinentes en el sistema.
Post-condicio´n: Los datos del usuario se muestran al te´cnico.
Flujo normal:
1. El te´cnico realiza la consulta de los datos del usuario que desea.
2. El sistema muestra los datos del usuario consultado al te´cnico.
3. Termina el caso de uso.
Flujo alternativo: El usuario no existe (2)
3. El usuario consultado no existe y el sistema informa de ello al te´cnico.
4. Termina el caso de uso.




Descripcio´n: El usuario accede por primera vez al sistema y desea registrarse.
Pre-condicio´n: No hay.
Post-condicio´n: El sistema recibe una solicitud correcta de alta de usuario.
Flujo normal:
1. El usuario introduce los datos requeridos por el sistema y acepta las condiciones de
uso.
2. El sistema recibe la solicitud del usuario.
3. El sistema env´ıa al usuario informacio´n al respecto del estado la misma.
4. Termina el caso de uso.
Flujo alternativo: Datos incorrectos (2)
3. El sistema indica al usuario que hay datos que no son va´lidos o correctos.
4. Volver al paso 1 del flujo principal.
58 CAPI´TULO 5. DISEN˜O DEL SISTEMA
Flujo alternativo: Error de env´ıo del correo de confirmacio´n (3)
4. El sistema notifica al te´cnico que ha habido un error en el env´ıo de la confirmacio´n
de alta.
5. El te´cnico determina la accio´n a realizar para solucionar el problema.
6. Termina el caso de uso.
Flujo alternativo: Error de env´ıo por direccio´n de correo inexistente (3)
4. El sistema notifica al te´cnico que ha habido un error en el env´ıo de la confirmacio´n
de alta.
5. El sistema no confirma el alta de usuario.
6. Termina el caso de uso.
Flujo alternativo: El usuario ya existe (2)
3. El sistema indica al usuario que ya existe otro usuario con ese nombre y que debe
escoger otro para seguir con el proceso de alta.




Descripcio´n: El usuario ha de confirmar al sistema el alta iniciada en el caso de
uso 5.3.5.1.
Pre-condicio´n: El usuario ha iniciado el proceso de alta y ha enviado una solicitud, la
cual ha sido recibida correctamente por el sistema.
Post-condicio´n: El usuario se ha registrado correctamente en el sistema.
Flujo normal:
1. El sistema env´ıa una confirmacio´n de alta al correo electro´nico proporcionado por
el usuario.
2. El usuario confirma el alta siguiendo las instrucciones recibidas en el correo electro´ni-
co.
3. El sistema recibe la confirmacio´n
4. El sistema registra correctamente al usuario.
5. Termina el caso de uso.




Descripcio´n: El usuario desea darse de baja del sistema.
Pre-condicio´n: El usuario esta´ registrado y autenticado en el sistema.
Post-condicio´n: El usuario se ha dado de baja del sistema y se han eliminado todos
sus datos.
Flujo normal:
1. El usuario indica al sistema su intencio´n para darse de baja del servicio.
2. El sistema pide confirmacio´n al usuario.
3. El usuario confirma la baja.
4. El sistema realiza la baja del usuario.
5. El sistema informa al usuario de que se ha procedido a darle de baja del sistema.
6. Termina el caso de uso.
5.3.5.4. bajaUsuarioTe´cnico
Actores: Sistema, Te´cnico.
Prioridad: Media - Baja.
Descripcio´n: El te´cnico desea dar de baja a un usuario del sistema.
Pre-condicio´n:
El usuario esta´ registrado en el sistema.
El te´cnico tiene los permisos necesarios para realizar los cambios pertinentes en el
sistema.
Post-condicio´n: El usuario se ha dado de baja del sistema y se han eliminado todos
sus datos.
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Flujo normal:
1. El te´cnico indica al sistema su intencio´n para dar de baja a un usuario determinado
del servicio.
2. El sistema pide confirmacio´n al te´cnico.
3. El te´cnico confirma la baja.
4. El sistema realiza la baja del usuario.
5. El sistema informa al usuario de que se ha procedido a darle de baja del sistema.
6. El sistema informa al te´cnico que se ha dado de baja al usuario satisfactoriamente
del sistema.




Descripcio´n: El usuario desea acceder al sistema.
Pre-condicio´n: El usuario esta´ registrado, pero no esta´ autenticado en el sistema.
Post-condicio´n: El usuario se ha autenticado correctamente en el sistema.
Flujo normal:
1. El usuario introduce su nombre de usuario y contrasen˜a para poder acceder al sis-
tema.
2. El sistema comprueba que el usuario es un usuario registrado y que los datos pro-
porcionados son correctos.
3. El sistema da acceso al usuario al sistema.




Descripcio´n: El usuario modifica su perfil en la aplicacio´n y el sistema muestra los
cambios.
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Pre-condicio´n:
El usuario esta´ registrado y autenticado correctamente en el sistema.
El usuario se ha dirigido previamente a consultar su perfil.
Post-condicio´n: El perfil modificado se muestra al usuario.
Flujo normal:
1. El usuario selecciona la opcio´n para modificar su perfil en la interfaz de consulta del
perfil.
2. El usuario modifica sus datos.
3. El usuario confirma al sistema que desea guardar los cambios.
4. El sistema guarda los cambios realizados.
5. El perfil modificado se muestra al usuario.
6. Termina el caso de uso.
Flujo alternativo: El usuario no modifica su perfil (2)
3. El usuario decide no modificar su perfil y abandona el formulario.
4. Termina el caso de uso.
Flujo alternativo: Datos introducidos incorrectos (2)
3. El sistema indica al usuario que los datos introducidos son incorrectos.
4. El sistema permite al usuario modificar de nuevo los datos incorrectos.
5. Vuelve al punto 2 del flujo normal.
5.3.6. Gestio´n de progreso
5.3.6.1. consultarProgreso
Actores: Sistema, Usuario.
Prioridad: Media - Alta.
Descripcio´n: El usuario desea consultar el progreso de su aprendizaje.
Pre-condicio´n: El usuario esta´ registrado y autenticado correctamente en el sistema.
Post-condicio´n: Se muestra el progreso al usuario.
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Flujo normal:
1. El usuario selecciona la opcio´n para consultar el progreso en la interfaz del sistema.
2. El sistema muestra al usuario el progreso general del usuario en cada uno de los
cursos que estudia.
3. Termina el caso de uso.
Flujo alternativo: Ma´s detalle (2)
3. El usuario desea conocer en detalle el progreso en un curso.
4. El sistema muestra al usuario con ma´s detalle el progreso en el curso escogido.
5. Termina el caso de uso.
5.3.6.2. consultarResultadoSerie
Actores: Sistema, Usuario.
Prioridad: Media - Baja.
Descripcio´n: El usuario consulta el resultado de la serie de problemas una vez comple-
tada y el sistema se la muestra.
Pre-condicio´n: El usuario esta´ registrado y autenticado correctamente en el sistema.
Post-condicio´n: El resultado de la serie se muestra al usuario.
Flujo normal:
1. El usuario selecciona la opcio´n de consulta del resultado de la serie de problemas
completada.
2. El sistema muestra el resultado de la serie al usuario
3. El sistema proporciona la opcio´n de poder ver el progreso total del usuario (caso de
uso 5.3.6.1).




Descripcio´n: El sistema marca el problema para que sea repetido segu´n el ca´lculo del
algoritmo que los espacia en el tiempo.
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Pre-condicio´n: No hay.
Post-condicio´n: El problema queda marcado para su posterior repeticio´n, segu´n si se
ha acertado o fallado.
Flujo normal:
1. El problema no es resuelto en la primera oportunidad por un usuario.
2. El sistema marca el problema para que sea repetido en un futuro cercano.
3. Termina el caso de uso.
Flujo alternativo: El problema es resuelto en la primera oportunidad (1)
2. El sistema marca el problema para que sea repetido antes de que el usuario llegue
al umbral del olvido del mismo.




Descripcio´n: El sistema actualiza el progreso del usuario cada vez que e´ste realice una
serie de problemas.
Pre-condicio´n: Hay problemas resueltos de los cuales no se ha calculado el progreso
que representa para el usuario.
Post-condicio´n: El progreso se ha actualizado segu´n los resultados del usuario.
Flujo normal:
1. El sistema consulta los resultados recogidos en el caso de uso 5.3.3.4.
2. El sistema actualiza el progreso global y por cursos del usuario que ha realizado la
serie.
3. Termina el caso de uso.
Flujo alternativo: La serie no esta´ terminada (1)
2. El usuario interrumpe la serie y no la finaliza.
3. El ca´lculo del progreso se hace tan so´lo de aquellos problemas finalizados.
4. Se penaliza al usuario en su progreso por la interrupcio´n de la serie.
5. En el momento de retomar el estudio de la serie, e´sta seguira´ por el problema por
el cual se interrumpio´.
6. Termina el caso de uso.
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Flujo alternativo: La serie es interrumpida por motivos ajenos al usuario (1)
2. Se ha interrumpido la conexio´n con el sistema y por tanto se interrumpe la serie en
fase de estudio.
3. En el momento de retomar el estudio de la serie, e´sta seguira´ por el problema por
el cual se interrumpio´.




Descripcio´n: El sistema actualiza las habilidades del usuario cada vez que e´ste realice
una serie de problemas.
Pre-condicio´n: Hay problemas resueltos de los cuales no se ha calculado en que´ grado
cambian la habilidad que actualmente posee el usuario.
Post-condicio´n: La habilidad se ha actualizado segu´n los resultados del usuario.
Flujo normal:
1. El sistema consulta los resultados recogidos en el caso de uso 5.3.3.4.
2. El sistema calcula en que´ nivel de habilidad ha mejorado el usuario al finalizar la
serie.
3. La habilidad queda actualizada segu´n corresponda.
4. Termina el caso de uso.
Flujo alternativo: La serie no esta´ terminada (1)
2. El usuario interrumpe la serie y no la finaliza.
3. El ca´lculo de la habilidad se hace tan so´lo a partir de aquellos problemas finalizados.
4. Termina el caso de uso.
Flujo alternativo: La serie es interrumpida por motivos ajenos al usuario (1)
2. Se ha interrumpido la conexio´n con el sistema y se interrumpe la serie.
3. Se informa al usuario del problema.
4. Termina el caso de uso.




Descripcio´n: El sistema actualiza los logros del usuario cada vez que e´ste realice una
serie de problemas.
Pre-condicio´n: Hay problemas resueltos de los cuales no se ha calculado en que´ grado
cambian los logros del usuario.
Post-condicio´n: El logro se ha actualizado segu´n los resultados del usuario.
Flujo normal:
1. El sistema consulta los resultados recogidos en el caso de uso 5.3.3.4.
2. El sistema calcula si el usuario ha superado algu´n logro al finalizar la serie y actualiza
este dato.
3. Termina el caso de uso.
Flujo alternativo: La serie no esta´ terminada (1)
2. El usuario interrumpe la serie y no la finaliza.
3. El ca´lculo del logro se hace tan so´lo a partir de aquellos problemas finalizados.
4. Termina el caso de uso.
Flujo alternativo: La serie es interrumpida por motivos ajenos al usuario (1)
2. Se ha interrumpido la conexio´n con el sistema y se interrumpe la serie.
3. Se informa al usuario del problema.
4. Termina el caso de uso.




Descripcio´n: El te´cnico crea un nuevo curso.
Pre-condicio´n: El te´cnico tiene los permisos necesarios para realizar los cambios per-
tinentes en el sistema
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Post-condicio´n: Se crea un curso.
Flujo normal:
1. El te´cnico decide que´ nuevo curso crear.
2. El te´cnico realiza los cambios en el sistema necesarios.
3. Termina el caso de uso.
Flujo alternativo: El curso ya existe (2)
3. El sistema informa al te´cnico de que el curso que intenta crear ya existe.
4. Termina el caso de uso.
5.3.7.2. recepcio´nNuevoMaterial
Actores: Sistema, Te´cnico, Usuario.
Prioridad: Baja.
Descripcio´n: Un usuario env´ıa al sistema nuevo material que ha encontrado interesante
para el estudio.
Pre-condicio´n: El usuario esta´ registrado y autenticado de forma correcta en el sistema.
Post-condicio´n: Se acepta la peticio´n de nuevo material y se marca para moderar.
Flujo normal:
1. El usuario env´ıa al sistema material que considera adecuado para el estudio.
2. El sistema recibe la peticio´n de aceptacio´n de material y env´ıa un aviso al te´cnico.
3. El material se almacena y se marca a la espera de ser moderado.
4. Termina el caso de uso.
5.3.7.3. moderarNuevoMaterial
Actores: Sistema, Te´cnico, Usuario.
Prioridad: Baja.
Descripcio´n: El material enviado previamente por un usuario es moderado por el te´cni-
co para ver si se publica, se rechaza o se modifica.
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Pre-condicio´n:
El te´cnico dispone de los permisos necesarios para realizar cambios en el sistema.
Existe material marcado para moderar (caso de uso 5.3.7.2).
Post-condicio´n: Se vuelve a marcar el material conforme si es apto para publicarse, si
se modificara´ o si finalmente es rechazado.
Flujo normal:
1. El te´cnico inspecciona el material marcado como pendiente de moderacio´n.
2. El te´cnico efectu´a un juicio de valor respecto el material y toma un decisio´n.
3. Se vuelve a marcar el material con el nuevo estado que el te´cnico ha decidido darle.
4. Termina el caso de uso.
Flujo alternativo: El usuario ya no existe (1)
2. El te´cnico ha marcado el material como rechazado y no sera´ publicado.
3. Termina el caso de uso.
Flujo alternativo: Material aceptado (3)
4. El te´cnico ha marcado el material como aceptable de ser publicado en el estado en
el que lo envio´ el usuario.
5. El material se publica en el sistema para que otros usuarios puedan utilizarlo para
el estudio.
6. Se avisa al usuario conforme se ha aceptado y publicado el material.
7. Termina el caso de uso.
Flujo alternativo: Material rechazado (3)
4. El te´cnico ha marcado el material como rechazado y no sera´ publicado.
5. Se avisa al usuario conforme se ha rechazado el material.
6. Termina el caso de uso.
68 CAPI´TULO 5. DISEN˜O DEL SISTEMA
Flujo alternativo: Material modificado (3)
4. El te´cnico ha marcado el material como va´lido para ser publicado, pero con cambios
respecto al material original que envio´ el usuario en un primer momento
5. El material se modifica segu´n los criterios del te´cnico.
6. El material se publica en el sistema para que otros usuarios puedan utilizarlo para
el estudio.
7. Se avisa al usuario conforme se ha aceptado el material con alguna modificacio´n.
Tambie´n se le informa de que el material ha sido publicado.
8. Termina el caso de uso.
5.3.7.4. bajaMaterial
Actores: Sistema, Te´cnico, Usuario.
Prioridad: Baja.
Descripcio´n: El te´cnico da de baja material aceptado en el sistema.
Pre-condicio´n: El te´cnico dispone de los permisos necesarios para realizar cambios en
el sistema.
Post-condicio´n: Se acepta la peticio´n de baja de material y se actualiza el sistema de
forma pertinente.
Flujo normal:
1. El sistema muestra al te´cnico los materiales disponibles.
2. El te´cnico indica al sistema el material que desea eliminar.
3. El sistema recibe la peticio´n para eliminar el material y pide confirmacio´n al te´cnico.
4. El te´cnico confirma la baja del material.
5. El sistema elimina el material aportado.
6. El sistema actualiza las estad´ısticas y progresos de los usuarios que estuvieran es-
tudiando dicho material o lo hayan completado.
7. En caso de que el material fuera aportado por un usuario existente en el sistema, se
avisa a dicho usuario de que ese material ha sido eliminado.
8. Termina el caso de uso.
5.3.7.5. modificarCurso
Actores: Sistema, Te´cnico.
5.4. TIPOS DE USUARIOS EN EL SISTEMA 69
Prioridad: Baja.
Descripcio´n: El te´cnico modifica un curso ya existente en el sistema.
Pre-condicio´n: El te´cnico dispone de los permisos necesarios para realizar cambios en
el sistema.
Post-condicio´n: El curso se ha actualizado con los cambios realizados.
Flujo normal:
1. El sistema muestra al te´cnico los cursos disponibles en el sistema.
2. El te´cnico escoge un curso de los mostrados.
3. El te´cnico modifica los datos pertinentes.
4. El te´cnico confirma los cambios.
5. El sistema actualiza el curso con los cambios realizados por el te´cnico.
6. Termina el caso de uso.
5.4. Tipos de usuarios en el sistema
Existen diversos tipos de usuarios en el sistema para limitar los privilegios que puedan
tener. En concreto hay tres tipos:
Ba´sico: Usuario que so´lo tiene acceso a los cursos para poder estudiar su contenido.
Tambie´n puede consultar series de problemas e informacio´n parcial de problemas
(para evitar mostrar la respuesta al usuario).
Te´cnico: Usuario privilegiado que puede moderar nuevo material enviado por otros
usuarios. Se ha decidido que las tareas de crear nuevos problemas, series y cursos se
delegan en exclusiva al usuario “Gestor”.
Gestor: Usuario con acceso total y plenos privilegios.
5.5. Algoritmos ya existentes
Las aplicaciones de Supermemo y Anki1 han sido los dos mayores referentes que ha
tenido este proyecto a la hora de definir el algoritmo de repeticio´n. Principalmente, este
proyecto se ha basado en la versio´n 2 del algoritmo implementado por Supermemo o SM2.
Partiendo de la base de que el concepto a estudiar ha de ser una unidad lo ma´s pequen˜a
posible, el algoritmo se basa en los siguientes puntos a la hora de planificar un ejercicio:
El atributo ease factor se inicializa a 2.5
1Algoritmo utilizado: http://ankisrs.net/docs/dev/manual.html#_what_spaced_repetition_
algorithm_does_anki_use .
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Despue´s de una pregunta, el usuario determina la dificultad de la misma valora´ndola
del 0 al 5, donde el 0 representa un desconocimiento total de la pregunta y el 5 justo
lo contrario.
Despue´s de cada repeticio´n se modifica el atributo ease factor teniendo en cuenta
la valoracio´n aportada por el usuario.
Si la valoracio´n recibida es menor a 3, el ı´tem se situ´a al inicio de la cola de apren-
dizaje, como si fuera a ser estudiado por primera vez.
La funcio´n para calcular el nu´mero de d´ıas hasta la siguiente repeticio´n del ı´tem,
dada la repeticio´n actual n, es la siguiente:
I(1) := 1
I(2) := 6
I(n) := I(n− 1) ∗ ease factor,∀n > 2
El algoritmo implementado por Anki se diferencia de la aproximacio´n realizada por el
SM2 en los siguientes aspectos:
Una respuesta erro´nea hace que esa tarjeta se muestre indefinidamente en esa misma
sesio´n de estudio hasta que se acierte, no necesariamente al final.
El siguiente d´ıa se estudian 5 palabras nuevas ma´s las que se respondieron erro´nea-
mente el d´ıa anterior.
Las tarjetas que se esta´n estudiando por primera vez no penalizan en exceso com-
para´ndolas con otras tarjetas ya estudiadas previamente. Es decir, diferencia entre
el rendimiento del usuario en la fase de aprendizaje y la fase de retencio´n.
Tan so´lo existen 4 valores para una tarjeta: 0 significa fallo, los otros 3 indican
el diferente nivel de conocimiento que se tiene de la tarjeta en caso de acierto. El
usuario valora cada problema despue´s de haberlo resuelto.
Si se ha respondido en un tiempo excesivo pero correctamente, se vuelve a repetir
la palabra en la misma sesio´n.
Se aplican prioridades a la hora de establecer un orden al mostrar las tarjetas.
Teniendo en cuenta estas dos variantes, el algoritmo que se ha utilizado en este proyecto
combina caracter´ısticas de ambos y adapta el SM2 a variaciones ofrecidas por Anki. El
hecho diferencial y no incluido en estos dos algoritmos es la valoracio´n automa´tica
de la respuesta del usuario, por lo que se ha creado de cero. El algoritmo usado en
ULearn esta´ explicado convenientemente en el apartado 6.7.5.
Cap´ıtulo 6
Construccio´n del sistema
6.1. Introduccio´n a la fase de construccio´n
La fase de elaboracio´n ha permitido determinar que el sistema se puede construir y que
la arquitectura es estable. El siguiente paso es la implementacio´n del sistema disen˜ado.
En consecuencia, al final de esta fase el sistema debe estar listo para su uso, por lo que
la programacio´n de co´digo entra en escena y se convierte en la tarea principal a tener en
cuenta a la hora de planificar.
El sistema permite ampliar fa´cilmente el nu´mero de materias a estudiar, as´ı como de
los problemas que forman las series de estudio de dichas materias. Esto es debido al disen˜o
basado en la modularidad de las clases que representan el modelo de datos del sistema.
Se han definido cuatro iteraciones en esta fase, definiendo as´ı una prioridad y un
orden a las etapas y tareas a implementar. Al final de cada fase se obtendra´ un sistema
parcialmente acabado pero funcional.
6.2. Implementacio´n general del sistema
Las principales etapas de esta fase y las tareas que las definen permiten efectuar la
transicio´n del disen˜o teo´rico a la implementacio´n del producto. Se detallan a continuacio´n:
Describir co´mo encaja la ejecucio´n del sistema en el entorno de produccio´n.
Definir un modelo que permita implementar los casos de uso disen˜ados previamente.
Mantener la coherencia y la integridad de la arquitectura, de manera que se aseguren:
• La temprana reutilizacio´n de componentes y agrupacio´n de funcionalidades.
• La integracio´n entre los elementos del disen˜o y los nuevos elementos que puedan
ser requeridos.
6.2.1. Diferencias con la fase de elaboracio´n
Se han implementado todos los casos de uso con prioridad igual o superior a “media
- alta” excepto los siguientes:
“consultarAspecto” no se ha implementado porque el modelo de datos ha cambiado
como se detalla en el apartado 6.7.2.
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“confirmarAltaUsuario” no se ha implementado porque el servicio donde se aloja la
aplicacio´n ya ofrece la funcionalidad: los usuarios que se autentiquen han de disponer
previamente de una cuenta de Google.
“bajaUsuario” no se ha implementado porque no ha tenido cabida en la planificacio´n,
dando prioridad a otros casos de uso.
Se han implementado los siguientes 17 casos de uso definidos en la fase de elabora-
cio´n, a parte de los muchos nuevos que han ido surgiendo durante la implementacio´n (por
orden de aparicio´n en el apartado 5.3): “consultarPerfil”, “consultarCursoEnEstudio”,
“consultarCurso”, “consultaQuienesSomos”, “contacto”, “crearProblema”, “crearSerie”,
“escogerCursoAEstudiar”, “resolverSerie”, “consultarProblema”, “consultarSeries”, “al-
taUsuario”, “loginUsuario”, “consultarProgreso”, “marcarProblema”, “actualizarProgre-
so” y “crearCurso”.
Una de las funciones imprescindibles para el funcionamiento del sistema es esta:
solvingProblemsHandler Este gestor se encarga principalmente de llevar a cabo el caso
de uso “resolverSerie”. Esta funcio´n se encarga de gestionar la interfaz en el momento
en que el usuario esta´ resolviendo ejercicios y de almacenar convenientemente los
resultados.
Otras funciones estrechamente relacionadas con la anterior (sin caso de uso asociado
directamente) e igualmente importantes son:
determine the items being solved Esta funcio´n retorna la informacio´n relacionada
con los problemas que el usuario tiene pendiente de resolver en un momento de-
terminado, si los hubiera.
schedule Este me´todo es el encargado de planificar un problema ya resuelto para su
pro´ximo estudio.
determine next series Este me´todo se encarga de definir el orden de las series que
sera´n resueltas por el usuario. Tambie´n tiene en cuenta en este orden las series que
hayan podido ser interrumpidas antes de su finalizacio´n en la fase de estudio.
Los me´todos llamados gestores o handlers son la parte esencial del co´digo definido como
“Controlador” en el patro´n MVC. El co´digo que corresponde a esta parte del patro´n esta´ im-
plementado en el fichero ulearn.py. Estos handlers se encargan ba´sicamente de gestionar
las peticiones GET y POST que llegan desde el navegador y actualizan convenientemente
la vista o el modelo. Previamente se ha hablado del gestor solvingProblemsHandler y
a continuacio´n se describe uno ma´s; el funcionamiento del resto es fa´cilmente entendible
al observar su nombre:
AboutHandler : este gestor tan so´lo muestra la vista que incluye la informacio´n acerca
del proyecto ULearn a grandes rasgos. Esta informacio´n es pu´blica para cualquier
usuario que visite la URL http://ulearnpfc.appspot.com/about .
Por otro lado, existe informacio´n en la aplicacio´n que precisa de usuarios con privilegios
para poder consultarla o modificarla. As´ı, por ejemplo:
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admin items handler Este gestor muestra una vista con todos los problemas que hay
creados en el sistema, so´lo accesible a te´cnicos o a gestores. Permite navegar por las
diferentes pa´ginas de informacio´n, estableciendo claramente a trave´s de la URL en
que´ estado se encuentra el usuario, manteniendo as´ı uno de los principios definidos
por REST (ma´s informacio´n en el apartado 6.6.1).
admin items create handler Este gestor, relacionado con el anterior, permite a un
te´cnico o a un gestor la creacio´n de problemas nuevos en el sistema.
Ha sido necesaria la creacio´n de un caso de uso nuevo relacionado estrechamente con
el caso de uso “consultarProblema” en el que un usuario sin privilegios en el sistema
es capaz de consultar la informacio´n relacionada con un problema de forma parcial, de
manera que pueda tener una idea inicial de que lo estudiara´ sin conocer la respuesta por
adelantado.
Finalmente se presenta el modelo de datos implementado, representado en la figura
6.1.
Figura 6.1: Modelo de datos.
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6.3. El sistema en la nube
Google App Engine (tambie´n conocido por sus siglas GAE) es una plataforma que ofrece
servicios en la nube del tipo Platform as a Service1 (PaaS) y que permite desarrollar y
alojar aplicaciones web en los centros de datos de Google.
El sistema se ha implementado utilizando este servicio de Google porque ofrece diversas
ventajas:
Es fa´cil comenzar un proyecto: el sistema es un proyecto nuevo que debe estar listo
lo antes posible. Adema´s, no es un proyecto muy grande ni tiene requisitos muy
complicados de programar.
El servicio es gratuito, lo cual permite el desarrollo sin la necesidad de realizar
inversiones iniciales.
Los l´ımites son razonables: las limitaciones del servicio gratuito no son un problema
para un proyecto de las caracter´ısticas definidas en este documento.
Escalabilidad automa´tica: el servicio dispone de una funcio´n de escalabilidad au-
toma´tica independientemente del nu´mero de usuarios y de la cantidad de datos del
sistema.
Fiable y seguro: el sistema se ejecuta en entornos de ejecucio´n controlados y se
aplican las mismas pol´ıticas de seguridad, privacidad y proteccio´n de datos que a
las dema´s aplicaciones de Google.
Para comenzar a desarrollar este sistema utilizando Google App Engine se necesitan
estos requisitos:
Conocer Python (aunque tambie´n esta´n disponibles Java y Go2).
Descargar el entorno de desarrollo de Google App Engine para Python.
Instalar Eclipse y el plugin PyDev.
Crear una cuenta en el servicio.
6.3.1. L´ımites y restricciones
Los l´ımites del servicio para las cuentas gratuitas3 son muchos pero suficientes para
el desarrollo del sistema. Todos los l´ımites son reiniciados cada 24 horas (excepto el de
espacio consumido en disco) y se pueden consultar fa´cilmente a trave´s de la pa´gina web
de administracio´n del sistema.
Los principales l´ımites quedan resumidos en la tabla 6.1.
Existen otros l´ımites, en muchos de los cuales se utiliza un control por periodos de
tiempo de un minuto.
Adema´s de las limitaciones por un servicio gratuito, existen otras restricciones. Estas
restricciones existen por razones de disen˜o y no se pueden sortear pagando una mejora.
Las ma´s importantes son las siguientes:
1Ma´s informacio´n en: https://en.wikipedia.org/wiki/Platform_as_a_service .
2Ma´s informacio´n en: https://en.wikipedia.org/wiki/Go_%28programming_language%29 .
3Ma´s informacio´n en: https://developers.google.com/appengine/docs/quotas .
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Concepto L´ımite diario
Correos electro´nicos 100
Ancho de banda 1 GB
Base de datos 1 GB
Operaciones sobre la base de datos 50.000
Cuadro 6.1: Resumen de los l´ımites del servicio gratuito GAE.
No existe un sistema de ficheros en el que almacenar datos, so´lo se pueden almacenar
en la base de datos.
El servicio so´lo responde a peticiones HTTP, HTTPS, XMPP y correos entrantes, no a
otro tipo de peticiones.
Se pueden usar mo´dulos de fuentes externas al servicio, pero so´lo si esta´n escritos
ı´ntegramente en Python.
La base de datos no acepta ma´s de un modificador de bu´squeda de desigualdad por
clase de la base de datos en una consulta.
El l´ımite de tiempo de ejecucio´n para tareas que no corran en segundo plano es de
60 segundos.
6.3.2. Ciclo de desarrollo con Google App Engine
Una manera de simplificar el desarrollo sobre este servicio de Google es el uso de algu´n
entorno de desarrollo integrado de los soportados por el servicio. En esta ocasio´n se ha
utilizado webapp2 4 por ser sencillo y fa´cil de aprender, adema´s de uno de los que ma´s
ayuda tiene a trave´s de los ejemplos de la documentacio´n del servicio.
Una vez explicado esto, el primer paso es desarrollar la aplicacio´n utilizando una
herramienta de edicio´n como Eclipse y el entorno de desarrollo de Google App Engine
para Python.
Despue´s se recomienda probar la aplicacio´n localmente para comprobar que todo es
correcto, a trave´s del script ofrecido por el entorno de desarrollo de Google App Engine
para Python de nombre dev appserver.py.
Cuando todo sea correcto y se haya probado exhaustivamente, es el momento de subir
la aplicacio´n a los servidores de produccio´n de Google para que los cambios y mejoras
este´n pu´blicamente disponibles. De nuevo, existe un script ofrecido por el entorno de
desarrollo, de nombre appcfg.py, que es necesario utilizar para esta tarea.
Por u´ltimo, el ciclo vuelve a empezar mejorando o ampliando la aplicacio´n a trave´s de
la herramienta de edicio´n, probando los cambios y, de nuevo, publicando dichos cambios
en los servidores pu´blicos.
La figura 6.2 muestra de manera esquema´tica los pasos que se siguen en el proceso de
desarrollo detallados anteriormente.
4Ma´s informacio´n en https://developers.google.com/appengine/docs/python/tools/webapp2 .
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Figura 6.2: Esquema de los pasos de desarrollo.
6.3.3. La base de datos
La App Engine Datastore es la base de datos ofrecida por Google App Engine. El servi-
cio ofrece una base de datos por aplicacio´n y en la actualidad es del tipo High Replication
Datastore (HRD, abreviadamente).
Se trata de una base de datos distribuida y totalmente tolerante a fallos preparada
para gestionar grandes cantidades de datos, puesto que no sigue un esquema fijo para los
datos que almacena. Se trata de una base de datos no relacional, por lo que es necesario
un nuevo enfoque a la hora de disen˜ar aplicaciones que la usen de una manera o´ptima.
Adema´s, la base de datos HRD ha estado funcionando ininterrumpidamente durante
todo el an˜o 20115; y el porcentaje de horas asegurado funcionando es del 99’95 %6.
6.3.4. Patro´n MVC desde el punto de vista de Google App Engine
El uso del servicio de Google modifica este paradigma de programacio´n (como se puede
observar comparando con la figura 3.1), ya que el hecho de que todo el sistema este´ en la
nube implica que todo ha de pasar a trave´s del controlador.
Tal y como se observa en la imagen 6.3, la esencia es la misma que la del patro´n MVC
tradicional pero modificada ligeramente.
6.4. El contacto con los administradores de la aplica-
cio´n
Se ha implementado un formulario para que los usuarios que lo deseen, independien-
temente de si se han registrado en la aplicacio´n o no, puedan enviar un comentario a los
administradores del sistema (usuarios “te´cnico” o “gestor”).
5Ma´s informacio´n en: http://googleappengine.blogspot.com.es/2012/01/
happy-birthday-high-replication.html .
6Ma´s informacio´n en: https://developers.google.com/appengine/sla .
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Figura 6.3: Paradigma MVC aplicado en el contexto de GAE.
Tan so´lo es necesario introducir el nombre, una direccio´n de correo y el comentario
que se considere necesario. Despue´s sera´ necesario resolver un fa´cil y divertido proceso de
verificacio´n para, a continuacio´n, poder hacer clic en el boto´n que env´ıa el comentario.
El proceso de verificacio´n consiste en resolver un sencillo juego con el rato´n en vez
de tener que escribir palabras retorcidas y deformadas en una imagen, sin olvidar que a
veces son dif´ıciles o imposibles de escribir con el teclado. Este proceso es posible gracias
al mo´dulo explicado en el apartado 6.6.3.
6.5. Caracter´ısticas del co´digo del sistema
6.5.1. Documentacio´n en el co´digo con formato comu´n
Se ha documentado cada funcio´n en profundidad junto a su cabecera siguiendo un
u´nico patro´n, tal y como se detalla en el siguiente listado. De igual manera, se han do-
cumentado las instrucciones o grupos de instrucciones relevantes o importantes dentro de
las funciones, as´ı como todo aquello que sea necesario para una completa comprensio´n de
las funciones.
Descripcio´n breve del propo´sito de la funcio´n. Si es necesaria ma´s informacio´n, se
hace a partir del primer punto y seguido.
L´ınea en blanco.
Lista de para´metros, ordenados y numerados, junto a una breve explicacio´n separada
por tabuladores. Si no hay para´metros, se indica claramente.
Retorno de la funcio´n, explicacio´n y tipo. Si no devuelve nada, se explicita clara-
mente.
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6.5.2. Registro de eventos
El servicio permite guardar un registro de eventos durante la ejecucio´n del sistema, de
manera que permite saber que´ ha hecho en una determinada ejecucio´n. Esta informacio´n
es u´til para los desarrolladores y se almacena durante 90 d´ıas con un taman˜o ma´ximo de
1 GB en los servidores de Google.
6.5.3. Constantes de sistema
Durante la implementacio´n del sistema se ha considerado necesario definir un almace´n
u´nico para las constantes necesarias en el co´digo. Se implementa este almace´n en el fichero
constants.py, que incluye valores constantes para la ejecucio´n de la aplicacio´n, tales
como do´nde encontrar las plantillas del sistema o co´mo acceder a los datos.
El uso de las constantes en las diferentes clases del sistema se realiza invocando la
constante necesaria por su alcance completo, siempre que se haya cargado el almace´n
de constantes al inicio de la clase que lo necesite. En el siguiente ejemplo se declara la
constante que almacena la ruta base de la que cuelgan todas las plantillas:
templates_dir = ’templates’




6.5.4. Disen˜o de las URLs va´lidas del sistema
Durante la implementacio´n del sistema ha sido necesario decidir la estructura de la
web y de sus URLs. Se ha utilizado el principio de que las URLs ma´s sencillas son mejores7,
el cual, adema´s, respeta unos de los principios ba´sicos definidos en la arquitectura REST.
Otras ventajas que aporta esta aproximacio´n es que son ma´s fa´ciles de recordar y de
escribir, si fuera necesario, por los usuarios, ayudando a la usabilidad y accesibilidad de
la web. Tambie´n pueden ayudar a mejorar la posicio´n de la aplicacio´n en los diversos
buscadores web existentes8.
Las siguientes direcciones, por ejemplo, son va´lidas para la aplicacio´n y se han usado
en el sistema definitivo:
http://ulearnpfc.appspot.com/courses → Muestra todos los cursos disponibles.
http://ulearnpfc.appspot.com/admin/item/ → Muestra, a un usuario con privilegios,
todos los problemas disponibles en el sistema.
En el apartado 6.2 se explica co´mo se ha conseguido implementar esta funcionalidad.
Las siguientes direcciones tambie´n se emplean en el sistema, con la peculiaridad de
que muestran los recursos del modelo de datos en HTML (pa´ginas HTML):
7Ma´s informacio´n en: https://en.wikipedia.org/wiki/Clean_URL .
8Ma´s informacio´n en: https://en.wikipedia.org/wiki/Search_engine_optimization .
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Direcciones pu´blicas:
• /about: caso de uso “consultaQuienesSomos”.
• /contact: caso de uso “contact”.
• /help
• /login: caso de uso “loginUsuario”.
• /privacy: muestra la pol´ıtica de datos del sistema.
• /tos: muestra los te´rminos de uso del sistema.
• /tour: caso de uso “consultaVisitaGuiada”.
• /why ulearn: no implementado.
Direcciones para usuarios autenticados:
• /admin
• /desk
• /desk/progress: caso de uso “consultarProgreso”.
• /enroll/course id: subscripcio´n a un curso determinado.
• /withdraw/course id: desubscripcio´n a un curso determinado.
• /ulearn/course id: sesiones de estudio de ejercicios.
• /logout
Direcciones descartadas durante la implementacio´n del sistema:





• /my desk: ahora es /desk




• /profile: ahora es /user
• /progress view
• /settings: ahora es /user
• /sign up
• /subject: ahora es /courses
• /topic: ahora es /courses
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6.6. Implementacio´n del sistema
6.6.1. Definicio´n de la arquitectura REST utilizada
REST, siglas de REpresentational State Transfer, es una manera de definir la arquitec-
tura de un sistema, una gu´ıa para construir web services9. Uno de los motivos por el cual
se ha utilizado este estilo arquitecto´nico es que REST se centra en usar la infraestructura
ya existente en la web para el tra´fico de los datos. De esta manera, se facilita la escalabi-
lidad, se hace ma´s sencilla la implementacio´n y se construyen aplicaciones ma´s reusables
[8]. Otras fuentes que se han consultado para poder entender co´mo definir la arquitectura
segu´n el estilo definido por REST han sido: [6] y [3]. Para entender que´ es REST hace falta
responder a las siguientes preguntas:
¿Que´ son las URIs? La nomenclatura ma´s formal ser´ıa “¿Que´ son los recursos?”,
relacionando la idea de que todo aquello que es identificado por una URI es un
recurso. Con esto se ha llegado a la conclusio´n de que en el sistema implementado
en este proyecto era necesario que cada recurso tuviera su propia URI. Y aqu´ı es
donde llega el momento de dividir el problema que queremos resolver hasta llegar a
definir el tipo de recurso que queremos manipular, sabiendo que cada uno de esos
recursos debera´ tener su propia URI. Hay un ejemplo explicado en el apartado 6.5.4.
¿Cua´l es el formato? La nomenclatura ma´s formal ser´ıa “¿Cua´l es la representa-
cio´n?”. Detra´s de cada uno de estos recursos hay una manera de representarlos. En
el caso de este proyecto, se representan en JSON.
¿Que´ me´todos son soportados por cada URI? La nomenclatura ma´s formal
ser´ıa “¿Co´mo se referencia una URI?”. El acceso a un recurso identificado por una
URI se puede hacer a trave´s de las diferentes acciones que implementan los “verbos”
HTTP. Estas acciones reciben el nombre abreviado de CRUD, que en ingle´s quiere decir:
Create, Retrieve, Update, Delete. Hay que tener en cuenta que cualquier accio´n que
no requiera una modificacio´n del recurso se ha de hacer siempre con el me´todo GET,
es decir, para obtener un recurso siempre se ha de usar este verbo. Para la creacio´n,
POST; para la actualizacio´n o modificacio´n de un recurso existente, PUT y para la
eliminacio´n de un recurso, DELETE. La correspondencia entre los verbos HTTP y las
acciones CRUD esta´ detallada en la tabla 6.2. De la misma forma, en la tabla que
aparece en formato apaisado a continuacio´n, se relacionan las acciones que se han
definido con los verbos HTTP y con cada uno de los recursos que se han definido para
este sistema en concreto.
¿Que´ co´digos de estado pueden retornar? Una vez que se han decidido co´mo
sera´n las URIs, que´ representacio´n tendra´n y que´ acciones se podra´n ejercer sobre los
recursos, es necesario saber que´ co´digos de estado nos retornara´n dichas acciones.
De esta manera, a la hora de realizar pruebas sobre los recursos del sistema, se
tendra´ claro que´ hay que esperar de uno u otro recurso. Esto tambie´n queda detallado
en la tabla en la pa´gina siguiente.
Finalmente, un aspecto evidente que ha de tener todo recurso es que se pueda enlazar
fa´cilmente con el siguiente recurso o con recursos distintos. Cuando en una pa´gina web
9En la tesis doctoral de Roy Fielding se describe REST como un principio arquitecto´nico de la World
Wide Web: http://en.wikipedia.org/wiki/Roy_Fielding .
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no podemos navegar fa´cilmente y se ha de hacer uso de las flechas de navegacio´n del
explorador o bien se ha de estar volviendo siempre a la pa´gina principal, existe una
sensacio´n de que se esta´ perdiendo el tiempo, que la pa´gina puede que visualmente sea
muy atractiva pero no facilita su uso y la consulta entre recursos a veces es tediosa.
Formalmente hablando en te´rminos de REST, a este aspecto se le denomina Hypermedia
as the engine of application state (HATEOAS, abreviadamente) [13] [9]. En esencia, no se
refiere tan so´lo al hecho de enlazar recursos entre s´ı, si no el de permitir al cliente trasladar
la aplicacio´n de un estado a otro a trave´s del conjunto de enlaces que se le facilitan,
haciendo que el servidor no necesite almacenar ningu´n tipo de informacio´n sobre el estado
de la aplicacio´n (stateless communication).
Me´todo HTTP Accio´n CRUD Descripcio´n
POST CREATE Creacio´n de un nuevo recurso.
GET RETRIEVE Obtener la representacio´n de un recurso.
PUT UPDATE Actualizar un recurso.
DELETE DELETE Eliminar un recurso.
Cuadro 6.2: Correspondencia CRUD-HTTP.
En la siguiente lista se muestra el significado de la columna “Tipo” de la tabla en la
que se muestra la relacio´n entre los verbos HTTP y los recursos del sistema.
U: Usuario sin privilegios
A: Usuario con privilegios
E: Fase de elaboracio´n
C: Fase de construccio´n
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6.6.2. Dotando al sistema de dinamismo
Lejos quedan los primeros an˜os de la web en que todo el contenido era esta´tico, a
excepcio´n de algunas ima´genes o mu´sica. Los sitios web actuales son dina´micos y ricos
en contenido, efectos y transiciones, para que la experiencia de usuario sea muy buena y
vuelvan pronto o, en el peor de los casos, que no se vayan enseguida y se queden en e´l por
un tiempo.
La interfaz gra´fica del sistema implementado es una pa´gina web y, por lo tanto, ha
de seguir los principios indicados en el pa´rrafo anterior para atraer y mantener usuarios
activos.
La mayor parte del dinamismo necesario para este sistema recae en la resolucio´n de
ejercicios, ya que ha de ser un proceso ra´pido y eficiente para que el usuario mantenga el
intere´s en la aplicacio´n y estudiar no sea tedioso o dif´ıcil. Estos objetivos se han conseguido
a trave´s del uso del lenguaje Javascript.
Este lenguaje es el u´nico lenguaje comu´n a todos los navegadores y el que mejor imple-
mentado esta´, por lo que es la mejor opcio´n si se quiere acceder a la mayor cantidad posible
de navegadores web y, por tanto, de usuarios que no encuentren problemas navegando por
la aplicacio´n.
El uso t´ıpico de Javascript es el de escribir funciones en la cabecera de las pa´ginas
HTML para interactuar con su estructura a trave´s del Document Object Model10. En el
sistema se utiliza en situaciones como las siguientes:
Abrir una ventana emergente para las sesiones de estudio.
Mostrar la ayuda de un problema si el usuario lo pide; en caso contrario, esta´ oculta.
Calcular el tiempo que tarda un usuario en resolver un problema.
Validar los diversos formularios del sistema.
Acceder a diversas funcionalidades a trave´s de atajos de teclado: mostrar la ayuda
(tecla ? ), resolver un problema (tecla ←↩ ).
Mostrar al usuario si ha respondido bien o no un problema.
Mostrar una barra de progreso que indica el tiempo restante. Notificar al usuario
cuando el tiempo se ha acabado.
Javascript se ejecuta localmente en el navegador del usuario, no en el servidor del sis-
tema, por lo que el sistema responde de una manera ra´pida a los eventos, proporcionando
una buena experiencia de usuario.
La pa´gina web del sistema muestra un aviso si el navegador empleado para acceder a
ella no soporta JavaScript e indica do´nde encontrar ayuda para activarlo correctamente
(http://enable-javascript.com/), ya que es una parte imprescindible para las sesiones de
estudio de los usuarios:
ULearn makes use of JavaScript.
Please enable it in your browser’s preferences.
If you don’t know how to do this, go here.
10Ma´s informacio´n en: https://en.wikipedia.org/wiki/Document_Object_Model .
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6.6.3. Mo´dulos externos utilizados
El sistema se ha implementado de cero y ha sido totalmente escrito en Python (versio´n
2.7.2, ya que las versiones superiores a la 3.0 no son soportadas por Google). Tambie´n se
han usado algunos mo´dulos externos que han sido seleccionados para implementar algunas
funcionalidades concretas y complejas. En concreto, los siguientes:
Google App Engine SDK : El Software Development Kit de Google permite iniciar
de una forma sencilla una aplicacio´n y subirla a la nube en un tiempo muy corto.
El SDK incluye diversos frameworks inicialmente tales como Django o webapp2, los
cuales ofrecen las herramientas necesarias para combinar con las APIs de Google y
poder desarrollar fa´cilmente cualquier proyecto.
appengine-rest-server : Convierte la aplicacio´n en un servidor REST (http://code.
google.com/p/appengine-rest-server/).
gae-sessions : Proporciona un mecanismo sencillo y ra´pido para crear sesiones de
usuario (https://github.com/dound/gae-sessions).
python-pagination: Usado para crear y gestionar fa´cilmente la divisio´n de los re-
sultados a mostrar en diferentes pa´ginas cuando es necesario. Se dispone de una
barra de navegacio´n en la parte inferior de la pa´gina (https://code.google.com/p/
python-pagination/).
python-dateutil : Este pequen˜o mo´dulo extiende la funcionalidad de la biblioteca
que ya incorpora Python para las funciones de fecha y hora (http://labix.org/
python-dateutil).
PlayThru: Este mo´dulo, disponible en Python y en muchos otros lenguajes, permite
an˜adir un proceso de verificacio´n humano a trave´s de un sencillo juego, en vez de
los inco´modos captchas11(http://areyouahuman.com/).
La aplicacio´n tambie´n utiliza otros mo´dulos pero, en este caso, para el co´digo HTML y
CSS:
Bootstrap: Permite disen˜ar pa´ginas web de manera ra´pida, ya que proporciona un
estilo visual definido, mantenido y probado (http://twitter.github.com/bootstrap/).
Less CSS : Amplia la funcionalidad de CSS y es necesario para usar Bootstrap (http:
//lesscss.org/).
Jinja2 : Herramienta para la construccio´n de los templates para Python. Ha sido
necesario para realizar de “intermediario” entre el co´digo del controlador y el de la
vista. (http://jinja.pocoo.org/).
jQuery : Proporciona elementos visuales complejos y/o animados. La librer´ıa jQuery
(http://jquery.com/) es de las ma´s utilizadas de JavaScript. Existen varios proyec-
tos12 creados a partir de jQuery, uno de los cuales es jQuery UI, utilizado en el
proyecto. An˜ade efectos, interacciones y temas (entre otros) a la librer´ıa jQuery de
base (http://jqueryui.com/).
11Ma´s informacio´n en: https://en.wikipedia.org/wiki/Captcha .
12Ma´s informacio´n en http://jquery.org/ .
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javascript-form-validation: Comprueba que los datos introducidos en los formularios
del sistema sean correctos, as´ı como que todos los campos obligatorios hayan sido
rellenados (http://www.javascript-coder.com/html-form/javascript-form-validation.
phtml).
Google charts : Las gra´ficas que muestran al usuario el progreso de los cursos que
esta´ estudiando se han realizado a trave´s de la API de Google que permite de forma
fa´cil implementar estas gra´ficas. (https://google-developers.appspot.com/chart/).
6.6.4. Persistencia de datos de la aplicacio´n
Existen dos grandes tipos de datos que la aplicacio´n ha de almacenar para un correcto
funcionamiento:
Los datos almacenados en la base de datos, como los problemas a resolver y los
usuarios, han sido presentados brevemente en la figura 6.1 y discutidos en mayor
profundidad en el apartado 6.6.8.
La sesio´n de un usuario son todos aquellos datos que, desde que el usuario ha iniciado
sesio´n en la aplicacio´n hasta que la finaliza, garantizan la identificacio´n del usuario
en la aplicacio´n y el acceso a sus estudios, evitando la identificacio´n a cada paso que
de´ en la pa´gina web. Dentro de estos datos se encuentran el identificador u´nico de
cada usuario ligado a su cuenta de correo electro´nico de Gmail, la lista de cursos
suscritos o su nombre real.
A continuacio´n se explica en mayor profundidad estos datos.
6.6.4.1. La base de datos
Los datos que se almacenan en la base de datos del servicio son accesibles a trave´s de
peticiones HTTP usando el servidor REST que se ha integrado en el sistema (ver apartado
6.6.3 para ma´s informacio´n). La transferencia de informacio´n en ambos sentidos se realiza
a trave´s de un lenguaje que serializa estructuras complejas a trave´s de la red: JSON.
El servidor REST permit´ıa escoger entre dicho lenguaje y XML. La eleccio´n de JSON
ha venido condicionada porque es capaz de transmitir la misma informacio´n usando una
menor cantidad de caracteres.
El uso del mo´dulo externo para el servidor REST ha tenido algunos dan˜os colaterales
en el rendimiento del sistema:
Las lecturas y escrituras son ahora ma´s lentas al an˜adir una nueva capa entre la
aplicacio´n y la base de datos.
Tal y como esta´ implementado el servicio, ha sido necesario duplicar la clave u´nica
de cada instancia debido a un problema de dead-lock : al guardar por primera vez una
instancia, la clave u´nica no se conoce hasta que la escritura finaliza correctamente
y, a la vez, es necesario conocer la clave porque es la u´nica manera de tener acceso a
ella inmediatamente despue´s a trave´s del acceso por REST. Esto implica una segunda
escritura de la instancia para almacenar la clave en otro atributo.
Algunos campos han necesitado ser procesados antes de ser guardados para que el
servidor de REST lo acepte:
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• Los atributos de tipo “fecha y hora” han de incorporar un cara´cter “T” entre
la fecha y la hora en vez de un espacio en blanco.
• Los atributos de tipo lista han de contener un u´nico elemento de nombre “item”
del que debe colgar la lista a guardar.
Las comunicaciones con el servidor REST se realizan en JSON, por lo que hay que
convertir los datos al enviarlos y convertirlos de nuevo en objetos de Python al
recibirlos.
6.6.4.2. La sesio´n de usuario
Los datos de las sesiones, por el contrario, no se almacenan en la base de datos si no
en cookies, una pequen˜a coleccio´n de datos que env´ıan las pa´ginas web y que almacenan
y gestionan los navegadores. Esto proporciona, tal y como se ha explicado al principio de
este apartado, una manera fa´cil de intercambiar datos en una interaccio´n semipermanente,
mejorando la experiencia de usuario y hacie´ndole la navegacio´n ma´s fa´cil.
Esto implica que el usuario ha de tener activadas las cookies en su navegador o, como
mı´nimo, activarlas para el dominio de la aplicacio´n y el de google.com.
No obstante, el uso de cookies en la aplicacio´n impide cumplir plenamente el criterio
de “State Transfer” de REST y, por lo tanto, nunca se podr´ıa afirmar que la aplicacio´n
es RESTful[10] (es decir, no cumple uno o ma´s criterios REST explicados en → https:
//en.wikipedia.org/wiki/Restful#Constraints).
6.6.5. La problema´tica del disen˜o web
Los disen˜os previos de la interfaz gra´fica del sistema han cambiado bastante en esta
fase de construccio´n, ya que el uso de Bootstrap permite alcanzar un disen˜o ma´s funcional
y moderno de una manera sencilla.
Pese a las ventajas de su uso, es necesario utilizar exactamente los nombres de las
clases CSS que Bootstrap ha definido y se ha intentado evitar este acoplamiento sin e´xito
a trave´s de LESS (la extensio´n dina´mica de CSS).
De haberse conseguido se evitar´ıan posibles problemas futuros si Bootstrap cambiara
nombres concretos de sus ficheros: un cambio de versio´n o de algu´n selector en concreto
har´ıa necesario un repaso exhaustivo del sistema actualizando todos y cada uno de los
puntos en los que se inserto´ el co´digo que ha sido modificado; mientras que si se hubiera
creado un fichero propio que lo que hiciera fuera importar el co´digo necesario de Bootstrap
y adecuar los nombres de los selectores o clases a unos nombres propios, entonces u´nica-
mente se tendr´ıa que modificar dicho fichero realizando los cambios pertinentes segu´n las
novedades que se hayan producido en los ficheros de Bootstrap. De esta manera, el co´digo
HTML se desacoplar´ıa mejor del propio de Bootstrap; tan so´lo estar´ıa acoplado al co´digo
propio desarrollado en el proyecto.
La conclusio´n es, por tanto, que se sigue adelante con el uso de Bootstrap a pesar del
acoplamiento; cualquier cambio representara´ un ana´lisis del co´digo HTML del sistema en
busca de posibles errores.
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6.6.6. La implementacio´n del co´digo HTML
Todo el co´digo HTML de la aplicacio´n se ha construido usando la versio´n nu´mero 5,
codificando las pa´ginas en UTF-8 y validando satisfactoriamente su contenido por la W3C13.
Esto garantiza que es co´digo va´lido, bien estructurado y acorde a las especificaciones
vigentes.
El co´digo CSS que no pertenece a Bootstrap tambie´n ha sido validado satisfactoria-
mente.
6.6.7. La problema´tica de implementar sesiones de usuario
Google App Engine no ha implementado una gestio´n completa de sesiones en el entorno
de desarrollo que ofrece. Esto significa que es necesario implementar ciertas funcionalida-
des a mano o bien buscar algu´n mo´dulo externo que disponga de tales funcionalidades.
A continuacio´n se comentan las opciones estudiadas y que´ motivo´ que no fueran esco-
gidas.
gae-init : Es un framework completo y, por lo tanto, significa un cambio profundo en
el proyecto (ya que no se trata de un mo´dulo). Se ha intentado implantar en el pro-
yecto (sin dejar de utilizar webapp2 ) para poder utilizar parte de sus funcionalidades
sin e´xito (http://code.google.com/p/gae-init/).
gae-utilities : Se trata de un proyecto completamente descontinuado desde hace dos
an˜os. Tal y como indica su autor, la u´ltima versio´n no funciona para que nadie la
use hasta que le pueda dedicar tiempo de nuevo (http://gaeutilities.appspot.com/
session).
Django: Se trata de otro framework completo y diferente a webapp2. Es un cambio
profundo que implica una modificacio´n importante del co´digo imposible de asumir
en la actualidad (https://docs.djangoproject.com/en/1.4/topics/http/sessions/).
webapp2 : Es el framework en el cual se ha implementado el sistema. Tal y como se
ha indicado al principio de este punto, existe un mecanismo para la gestio´n de las
sesiones pero au´n es muy ba´sico (http://webapp-improved.appspot.com/api/webapp2_
extras/sessions.html).
La opcio´n finalmente escogida es “gae-sessions”, tal y como se ha indicado en el
apartado 6.6.3.
Se trata de un mo´dulo que implementa en un u´nico fichero la gestio´n de las sesiones.
El motivo para elegirlo es que, pese a que se trata de un proyecto descontinuado, funciona
correctamente y cubre las necesidades del sistema [12].
6.6.8. Las clases que implementan el modelo de datos
Se han creado siete clases para implementar el modelo de datos de la aplicacio´n, tal
y como se ha presentado en la figura 6.1. A continuacio´n se presenta el modelo de datos
(figura 6.4) esta vez traslada´ndolo a las necesidades de la tecnolog´ıa, normalizando el
diagrama UML que se realizo´ en un primer momento.
13Ma´s informacio´n en: http://www.w3.org/ .
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Figura 6.4: Modelo de datos normalizado.
Para conocer las funciones que se han implementado en cada clase del modelo, con-
sultar el anexo E.
Seguidamente se detallan las funciones y sus atributos implementados a partir de este
modelo de datos.
6.6.8.1. Clase “Item”
La clase Item representa un problema de la aplicacio´n, una pregunta que el usuario
debe responder durante el estudio. Es, por tanto, la unidad mı´nima de estudio para el
usuario que se agrupa en series.
Los atributos de esta clase son los siguientes:
item key: Clave u´nica que identifica cada instancia.
name: Nombre que identifica a la instancia, en un formato fa´cil de entender por las
personas.
easeFactor: Factor de dificultad del problema. Se ha implementado como un entero
entre 0 y 2 indicando dificultad baja, media y alta, respectivamente. El valor por
omisio´n es “1” que equivale a una dificultad “media” (no confundir con el atributo
ease factor de la clase ProblemSolved). Se ha considerado que las palabras de 4
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Figura 6.5: Clase Item.
letras o menos, son “fa´ciles” de responder; entre 5 y 8, tienen una dificultad “media”
y ma´s de 8 son “dif´ıciles”, en el caso de problemas de idiomas.
examples: Conjunto de frases de ejemplo para el ı´tem. No es un campo obligatorio
y pueden haber tantas como sean necesarias.
question: Texto que se mostrara´ para formar la pregunta del problema.
answer: Respuesta correcta para la pregunta.
hint: Texto que se mostrara´ si el usuario solicita ayuda para resolver el problema.
• En el caso de estudio de idiomas, se ha determinado que se mostrara´ la siguiente
ayuda:
◦ Respuesta de tres o menos letras: la primera letra de la palabra seguida de
tantos caracteres de subrayado como la longitud de la palabra.
◦ Respuesta compuesta por dos o ma´s palabras: la primera y la u´ltima letra
de cada palabra. Cada palabra contendra´ tantos caracteres de subrayado
como su longitud entre ambos extremos.
◦ Problemas de dificultad alta: La primera, la u´ltima y la letra del medio de
la palabra, rodeadas de tantos caracteres de subrayado como la longitud
de los intervalos creados.
◦ Resto de problemas: la primera y u´ltima letra de la palabra seguida de
tantos caracteres de subrayado como su longitud.
• En el caso de estudio de capitales del mundo, se ha determinado que se muestre
la ayuda en los mismos te´rminos que en el estudio de idiomas.
• En el caso de finalizar letras de canciones, se ha determinado que se muestre
entre una y tres de las primeras letras de la solucio´n, hasta que la suma de sus
caracteres sea inferior o igual a 9.
type: Tipo de pregunta. Se ha implementado como una cadena cuyos u´nicos posibles
valores son los seis que se han indicado en el apartado 6.7.1.
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6.6.8.2. Clase “Series”
La clase Series representa un conjunto de problemas (de la clase Item). Es, por
tanto, la unidad mı´nima para un usuario en una misma sesio´n de estudio en un momento
determinado. Las series se agrupan en cursos.
Figura 6.6: Clase Series.
Los atributos de esta clase son los siguientes:
series key: Clave u´nica que identifica cada instancia.
name: Nombre que identifica a la serie en un formato fa´cil de entender por las
personas, que sera´ mostrado al ver la informacio´n sobre el curso al que pertenece y
al finalizar la serie.
items: Conjunto de problemas (de la clase Item) que forman la serie.
order: Nu´mero entero positivo que indica el orden de la serie dentro del curso,
generalmente correlativos (se calcula automa´ticamente) comenzando en cero.
course reference: Clave u´nica que identifica al curso al que pertenece la serie.
6.6.8.3. Clase “Course”
La clase Course representa a un conjunto de series (de la clase Series) para el estudio
de los usuarios. Contiene, por tanto, series de problemas similares para que el usuario
alcance un mayor conocimiento sobre un determinado tema.
Los atributos de esta clase son los siguientes:
course key: Clave u´nica que identifica cada instancia.
name: Nombre que identifica al curso y que sera´ mostrado a los usuarios, en un
formato fa´cil de entender.
image: Imagen que ayuda a comprender ra´pidamente el contenido y los temas que
trata un curso. En la versio´n actual del sistema se ha implementado como un enlace
a una imagen externa a la aplicacio´n, pero esto puede cambiar en el futuro.
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Figura 6.7: Clase Course.
description: Descripcio´n del contenido del curso, que sera´ mostrado a los usuarios
que accedan a la informacio´n detallada del mismo.
6.6.8.4. Clase “UserUlearn”
La clase UserUlearn identifica de manera inequ´ıvoca a los usuarios del sistema. Alma-
cena informacio´n relacionada con el inicio de sesio´n, su rol dentro del sistema y que´ cursos
tiene suscritos en un momento determinado, entre otros datos. Parte de esta clase consiste
en datos proporcionados por el servicio que es necesario almacenar.
Figura 6.8: Clase UserUlearn.
Los atributos de esta clase son los siguientes:
user key: Clave u´nica que identifica cada instancia dentro de la base de datos.
user: Identificador u´nico para cada usuario del sistema. Este atributo es propor-
cionado por Google y es el u´nico que se garantiza que no cambia en una sesio´n de
usuario.
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email: Direccio´n completa del correo electro´nico del usuario, implementado como
una cadena de texto. Este campo es proporcionado por el servicio.
name: Nombre completo del usuario. En caso de que un usuario no lo haya definido
en su cuenta de Google, su valor es el de la cuenta de correo sin el dominio ni el
s´ımbolo “@”.
role: Rol del usuario en el sistema. Se ha implementado como uno de estos posi-
bles valores: “user”, “engineer” o “administrator”. Su funcio´n se ha definido en el
apartado 2.5.
number of logins: Nu´mero de veces que el usuario ha iniciado sesio´n de manera
correcta.
creation timestamp: Fecha y hora del momento en que el usuario inicio´ sesio´n
por primera vez (ya que, tal y como se ha comentado en el apartado 6.2.1, en esta
versio´n del sistema no se implementa el alta de usuario porque ya lo proporciona el
servicio de Google).
current login: Fecha y hora de la u´ltima vez que el usuario inicio´ sesio´n de manera
correcta.
last login: Fecha y hora de la penu´ltima vez que el usuario inicio´ sesio´n de manera
correcta.
courses: Conjunto de cursos a los que un usuario esta´ suscrito en un determinado
momento.
Esta clase esta´ relacionada con las sesiones de usuario, explicadas en el apartado
6.6.4.2.
6.6.8.5. Clase “ItemsBeingSolved”
La clase ItemsBeingSolved representa el progreso de un usuario estudiando en un
momento dado ya que, cuando un usuario inicia una nueva sesio´n de estudio, se almacenan
los problemas que ha de resolver (ya sean nuevos o problemas que ha de volver a estudiar
segu´n la planificacio´n del sistema).
Conforme el usuario resuelve correctamente problemas, e´stos van siendo eliminados de
la lista de problemas pendientes. Cuando ya no quedan problemas pendientes, los datos
de ese usuario para ese curso se borran de esta clase.
Los atributos de esta clase son los siguientes:
items being solved key: Clave u´nica que identifica cada instancia.
user reference: Clave u´nica que identifica al usuario al que pertenece la instancia.
course reference: Clave u´nica que identifica al curso al que pertenece la instancia
del curso.
item reference list: Conjunto de problemas decreciente en el tiempo a resolver
por el usuario en el curso seleccionado.
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Figura 6.9: Clase ItemsBeingSolved.
6.6.8.6. Clase “ProblemSolved”
La clase ProblemSolved almacena una instancia de cada problema resuelto por un
usuario de un determinado curso. En ella se almacenan datos sobre la calidad de su
respuesta, el tiempo empleado y otros datos estad´ısticos, as´ı como la fecha mı´nima en la
que debe volver a estudiar el problema (ver apartado 6.7.5 para ma´s informacio´n sobre la
planificacio´n).
Figura 6.10: Clase ProblemSolved.
Los atributos de esta clase son los siguientes:
problem solved key: Clave u´nica que identifica cada instancia dentro de la base
de datos.
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mark: Nota otorgada al usuario en el problema. Se ha implementado como un nu´mero
decimal entre 1 y 10 (mı´nima y ma´xima nota, respectivamente). Su valor por omisio´n
es 5,0.
timestamp last shown: Fecha y hora en la que el usuario realizo´ el problema por
u´ltima vez.
next time to show: Fecha y hora mı´nima en la que el usuario debe realizar el
ejercicio de nuevo. Pese a que so´lo es necesaria la fecha para este propo´sito, se
guarda tambie´n la hora porque el servicio implementa internamente los atributos
de fechas como un atributo de “fecha y hora” de todas formas.
time taken: Tiempo empleado por el usuario en la resolucio´n del problema, medido
en segundos. Se ha implementado como un entero positivo porque no es necesaria
una mayor precisio´n.
system marked it for revision: Indica si el sistema ha determinado que el usua-
rio debe volver a estudiar el problema o no. Su valor se establece a “falso” si el
usuario ha respondido correctamente y dentro del tiempo establecido; en cualquier
otro supuesto se establece a “cierto”. El valor por omisio´n es “falso”.
number of views: Nu´mero total de veces que el usuario ha estudiado el problema.
Se ha implementado como un nu´mero entero y se inicia a cero.
number of repetitions: Nu´mero de veces consecutivas que el usuario ha respondi-
do correctamente el problema desde la u´ltima vez que lo fallo´. Se ha implementado
como un nu´mero entero y se inicia a cero. Juega un papel clave en el proceso de
determinar la fecha en la que el usuario ha de volver a estudiar un problema (funcio´n
determine next time to show() de la clase ProblemSolved).
user asked for hint: Indica si el usuario ha solicitado la ayuda durante la reso-
lucio´n de un problema o no (valores “cierto” o “falso”). Su valor por omisio´n es
“falso”.
correctly answered: Indica si el usuario ha respondido correctamente al problema
la u´ltima vez que lo estudio´ o no. Se ha implementado como un valor booleano
establecido por omisio´n a “falso”.
ease factor: Dificultad que el problema tiene para el usuario. Es un valor que
cambia con cada nueva aparicio´n del problema. Se ha implementado como un nu´mero
decimal con un valor mı´nimo de 1,3 y su valor inicial es 2,5; en el apartado 6.7.5.1
se dan ma´s detalles sobre este atributo.
quality of the response: Para´metro que indica co´mo de buena ha sido la res-
puesta del usuario en el u´ltimo estudio del problema. Se trata de un valor decimal
entre 0 y 5 asignado segu´n el baremo que se indica en el apartado 6.7.5.1; su valor
por omisio´n es cero.
achievement: Indica si el usuario ha resuelto el problema en una serie de supuestos
de dificultad creciente. Actualmente sin un uso determinado en la versio´n actual del
sistema. Su valor inicial es “falso”.
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queue: Indica la cola de aprendizaje en la que se encuentra el problema para el
usuario actual. Se ha implementado como un entero entre 1 y 5, siendo 1 la cola
inicial y el valor por omisio´n. Hay ma´s informacio´n sobre este sistema en el apartado
6.7.5.1.
mastered: Para´metro que indica si el usuario conoce el ı´tem y lo recuerda perfec-
tamente. No tiene un uso determinado en la versio´n actual del sistema. Su valor
inicial es “falso”.
item reference: Clave u´nica que identifica al problema (de la clase Item) al que
pertenece la instancia.
user reference: Clave u´nica que identifica al usuario al que pertenece la instancia.
course reference: Clave u´nica que identifica al curso al que pertenece la instancia.
6.6.8.7. Clase “SeriesFinished”
El propo´sito de la clase SeriesFinished es almacenar que´ series ha acabado correcta-
mente un usuario de un curso determinado, para que el sistema sepa cua´les ha de mostrar
y cua´les no cuando el usuario empiece una nueva sesio´n de estudio.
Figura 6.11: Clase SeriesFinished.
Los atributos de esta clase son los siguientes:
series finished key: Clave u´nica que identifica cada instancia.
series: Conjunto de series que un usuario ha acabado del curso especificado por el
atributo course reference.
user reference: Clave u´nica que identifica al usuario al que pertenece la instancia.
course reference: Clave u´nica que identifica al curso al que pertenece la instancia
del curso.
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6.7. El estudio: implementacio´n y algoritmo
6.7.1. Tipos de pregunta posibles
Durante la fase de construccio´n se han creado siete tipos de preguntas diferentes, dos
ma´s que en la fase inicial 2.1:
Audio: La pregunta es un sonido que hay que escuchar y, a continuacio´n, escribir
lo que se ha escuchado como respuesta.
Image: Se muestra una imagen y es necesario escribir como respuesta la palabra
que la representa.
Capital: En este caso la pregunta es el nombre de una capital de un pa´ıs y es
necesario responder de que´ pa´ıs es la capital.
Finish the lyric: Se debe completar la frase inacabada de una letra de cancio´n.
Phonetics: Se presenta la pronunciacio´n de una palabra segu´n el Alfabeto Fone´tico
Internacional14 y es necesario responder de que´ palabra se trata.
Translation: La pregunta es una palabra en el idioma origen del usuario y hay que
traducirla al idioma que se esta´ estudiando.
Word: Se presenta una palabra en el idioma que se esta´ estudiando y es necesario
indicar su traduccio´n al idioma origen del usuario.
Cada tipo de pregunta se ha implementado en una plantilla para que los posibles
cambios visuales no afecten al co´digo y sean sencillos de identificar y modificar.
Debido a que esta primera versio´n del sistema ha sido creada principalmente para
estudiar idiomas, todos los tipos de pregunta excepto el tipo Capital se han creado para
este menester. La creacio´n del tipo Capital se ha creado para cursos de geograf´ıa enfocados
al aprendizaje de capitales de pa´ıses.
6.7.2. Implementacio´n inicial del algoritmo
Inicialmente se partio´ de un modelo de datos concreto para el desarrollo del proyecto
que consist´ıa en las siguientes clases: usuarios, ı´tems, listas y aspectos. En estas clases,
se definio´ un ı´tem como parte del contenido que se desea aprender, ya que esta primera
versio´n del sistema se creo´ principalmente para mejorar el estudio de otros idiomas. De
cada ı´tem se desprend´ıan unas cualidades denominadas aspectos, que eran la unidad
mı´nima de aprendizaje y la base sobre la cual se elaborar´ıan los problemas que ma´s
tarde resolver´ıa el usuario. Estas cualidades se refer´ıan a la traduccio´n del ı´tem en ambos
sentidos, su pronunciacio´n, su relacio´n con un s´ımbolo o su escucha. Adema´s, las listas
serv´ıan para organizar los ı´tems en diferentes categor´ıas e iban a ser un pilar fundamental
para calcular el progreso del usuario en la resolucio´n de problemas.
Seguidamente se definieron dichos problemas como una serie de preguntas relacionadas
con una misma palabra. Durante un breve espacio de tiempo, el sistema se creo´ sobre la
base de que era necesario realizar todas las preguntas sobre un mismo problema en la
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Figura 6.12: Modelo de datos Item-Aspect-Problem
misma sesio´n de estudio; ello derivo´ en el siguiente esquema del modelo de datos (vista
parcial, ver la imagen 5.1 para la vista completa):
Este modelo de datos divid´ıa un problema en dos de las clases comentadas previamente:
la clase Item, la cual almacenaba las caracter´ısticas comunes a todas las preguntas (en este
caso, el factor de dificultad de la palabra original), y la clase Aspect, que guardaba todas
las preguntas relativas a la palabra original. Para ello era necesario usar los campos text
y value: el primero almacenaba el tipo de pregunta y el segundo la respuesta correcta.
En la tercera clase de la imagen 6.12, de nombre Problem, se relacionaban las preguntas
de la clase Aspect con la palabra original de la clase Item.
Por ejemplo, el siguiente era un ejercicio va´lido para la palabra inglesa house (los







• value: (Ruta al fichero de audio)
identificador: Aspect2
• text: Image
14Ma´s informacio´n en: https://en.wikipedia.org/wiki/IPA .
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• item reference: house
• aspect reference: Aspect1
identificador: Problem2
• item reference: house
• aspect reference: Aspect2
identificador: Problem3
• item reference: house
• aspect reference: Aspect3
identificador: Problem4
• item reference: house
• aspect reference: Aspect4
identificador: Problem5
• item reference: house
• aspect reference: Aspect5
Esta aproximacio´n ten´ıa una serie de problemas que no ten´ıan una fa´cil solucio´n:
Se guardan muchos datos para almacenar diversas preguntas sobre una palabra (en
el ejemplo, se crean 11 instancias para tan so´lo cinco preguntas reales).
Acceder a la informacio´n completa sobre una palabra y todas sus preguntas es muy
costoso en tiempo y en llamadas al modelo de datos, ya que hay que acceder a tres
clases diferentes y relacionarlas.
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No permite guardar correctamente las preguntas de tipo Translation, ya que la
respuesta no correspond´ıa con el atributo “identificador” (utilizado para comprobar
si la respuesta era correcta) de la clase Item (en el ejemplo, la pregunta ser´ıa “house”
para que el usuario responda “casa”).
Se considera ma´s sencillo la agrupacio´n de ı´tems por series que no por conceptos
sema´nticos como representan las listas, y finalmente se observa que para poder
calcular el progreso de usuario tan so´lo es necesario llevar un control de los ı´tems
de forma individual.
6.7.3. Implementacio´n definitiva del algoritmo
Poco a poco, el modelo de datos ha ido cambiando hasta llegar al modelo que se ha
implementado. La principal diferencia, adema´s de algunos nuevos atributos, es que un
problema ahora representa una u´nica pregunta, y no un conjunto de preguntas.
Figura 6.13: Clase Item.
Hay dos implicaciones importantes a resaltar con esta nueva aproximacio´n: la primera
es que se trata de una representacio´n ma´s flexible porque incluye un atributo para la
pregunta y otro para la respuesta, y ambos pueden ser tan largos o cortos como sea
necesario; la segunda es que ya no es obligatorio que un a un mismo problema se le
relacionen mu´ltiples preguntas (de ma´s de un tipo). Este nuevo enfoque, adema´s, permite
acceder a todos los problemas de una misma sesio´n de estudio de una manera mucho ma´s
ra´pida y sencilla.
Comparando esta aproximacio´n con la inicial se puede observar co´mo soluciona los
tres principales inconvenientes explicados en el apartado 6.7.2: so´lo son necesarias cinco
instancias para almacenar cinco problemas, por lo que son necesarias menos consultas al
modelo de datos y, adema´s, son todas instancias de la misma clase. El problema del tipo
de pregunta Translation queda resuelto y ampliamente mejorado por haber an˜adido un
atributo que almacene la pregunta y otro que almacene la respuesta.
El siguiente ejemplo muestra un hipote´tico ejercicio va´lido para la palabra inglesa
house con los mismos cinco problemas del apartado 6.7.2 (los valores de los atributos
“identificador” son valores inventados para este ejemplo y so´lo se muestran los atributos
relevantes para la comparacio´n):
Clase Item:
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identificador: Item1



















6.7.4. Las sesiones de estudio
Una vez que el usuario se ha suscrito a algu´n curso puede empezar a estudiar su
contenido, que se ha estructurado en series, tal y como se ha explicado en el apartado
3.2.1.
Una vez que el usuario ha accedido a su pa´gina de inicio en el sistema, puede estudiar
uno de los cursos a los que se ha suscrito. A partir de aqu´ı, el sistema le mostrara´ los
problemas a resolver siguiendo este algoritmo:
1. En primer lugar se muestran los problemas realizados anteriormente que este´n pen-
dientes de mostrar segu´n la planificacio´n, siempre que pertenezcan al curso actual.
Esto implica, por tanto, que han de ser problemas de series ya finalizadas o bien
interrumpidas.
2. En segundo lugar se muestra la primera serie no realizada de ejercicios del curso
actual; es decir, el sistema determina en que´ punto del curso esta´ el usuario.
3. Al finalizar los problemas anteriores:
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Si hay ma´s series en el curso, se le ofrece al usuario estudiar la siguiente serie.
Si no hay ma´s series en el curso, se le indica al usuario que ha finalizado todas
las series del curso actual. En el futuro puede volver a revisar los problemas
segu´n la planificacio´n efectuada por el sistema. Esto significa, por tanto, que
el estudio queda en manos de la planificacio´n realizada por el sistema.
Cualquier problema que sea respondido de manera equivocada se repetira´ durante la
misma sesio´n de estudio hasta que se responda de manera correcta. El usuario puede
hacer servir la ayuda para el ejercicio siempre que lo necesite. Ver apartado 6.7.5 para
ma´s informacio´n sobre la planificacio´n de los ejercicios conforme se van resolviendo.
Durante la sesio´n de estudio, cada problema presentado muestra algunos datos del
progreso en dicho problema, si es que se hab´ıa estudiado alguna vez con anterioridad. En
caso contrario, se indica que es la primera vez que se presenta el problema al usuario y se
muestran los ejemplos de uso para un mejor aprendizaje, si los hubiera.
Cuando el usuario introduce una respuesta y le da al boto´n para pasar al siguiente
ejercicio, vera´ al lado del campo donde ha introducido la respuesta una de las siguientes
opciones:
Si la respuesta es correcta, sobre un fondo verde aparece un 4.
Si la respuesta no es correcta, sobre un fondo rojo aparece una 6.
Por otro lado, y de manera independiente, cada problema tiene asociado un tiempo en
segundos que indica el tiempo ma´ximo esperado para resolver el problema. La ventana de
estudio muestra una barra de progreso que mide el tiempo y decrece a medida que pasa
hasta que ya no queda ma´s tiempo. En ese instante aparece un aviso en la parte superior
que indica que, pese a que el tiempo ha pasado, au´n puede responder a la pregunta. La
u´nica penalizacio´n que este hecho implica es que la quality of the response del usuario
respecto al problema sera´ inferior segu´n el tiempo extra empleado (ma´s informacio´n sobre
esta variable en el apartado 6.7.5.1).
6.7.5. Algoritmo de repeticio´n espaciada en el tiempo
El algoritmo implementado en este proyecto y que utiliza la te´cnica de la repeticio´n
espaciada en el tiempo de ejercicios se detalla a continuacio´n:
El atributo ease factor se inicializa a 2.5
La funcio´n para calcular el nu´mero de d´ıas hasta la siguiente repeticio´n del ı´tem es
la misma que utiliza el SM2.
Igual que en Anki, si la respuesta es erro´nea se repite indefinidamente en esa sesio´n
de estudio.
En caso de que el problema se este´ estudiando por primera vez, se planifica su
repeticio´n al d´ıa siguiente pero sin actualizar el valor del atributo ease factor. De
la misma forma, existe una cola de aprendizaje y otra de retencio´n en la que se
almacenan los problemas segu´n la fase de estudio en la que se encuentren para el
usuario.
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Si una tarjeta se ha resuelto “fa´cilmente”, el ease factor puede aumentar ma´s
alla´ de 2.5.
La valoracio´n que se hace de la respuesta del usuario tiene en cuenta el tiempo de
resolucio´n. Dependiendo del valor obtenido se modifica convenientemente el atributo
quality of the response.
A partir del ca´lculo del valor de quality of the response se puede planificar el
problema adecuadamente y sin la intervencio´n del usuario.
La planificacio´n de un problema determinado se realiza en el momento en que el
usuario desea avanzar al siguiente problema (en caso que hubiera). Justo despue´s de ese
momento, el sistema comprueba si la respuesta dada es correcta o no y comienza el proceso
que determinara´ cua´ndo el usuario debe volver a estudiar el problema. De ello se encarga
la funcio´n update() de la clase ProblemSolved que, a su vez, llama a la funcio´n privada
schedule() para este menester.
La pro´xima vez que el usuario vuelva a utilizar el servicio e indique que quiere continuar
estudiando un curso, el sistema determinara´ si ten´ıa problemas pendientes de estudio
dependiendo de la fecha en la que estuvieran planificados respecto la fecha actual. En
caso de que el usuario tuviera problemas “atrasados”, e´stos sera´n mostrados al inicio de
la sesio´n de estudio, tal y como se indico´ en el apartado 6.7.4.
6.7.5.1. Atributos esenciales para la planificacio´n de ejercicios
Existen ciertos para´metros muy importantes a la hora de realizar la planificacio´n de
un ejercicio resuelto. Estos para´metros son representados por los siguientes atributos de
la clase problemSolved: ease factor, quality of the response y queue.
Cada uno de estos atributos juega un papel muy importante a la hora de determinar
la siguiente repeticio´n del problema al usuario. A continuacio´n se da una explicacio´n
detallada de la utilidad de cada uno de ellos.
ease factor Este atributo representa el nivel de dificultad de un problema. Inicialmen-
te, su valor por omisio´n se establece a 2.5 en el ca´lculo la primera vez que el usuario resuel-
ve un problema. Dicho valor se va actualizando de forma automa´tica segu´n cada usuario y
las respuestas que e´ste provee en sus sesiones de estudio. Este valor inicial de 2.5 indica la
cualidad de “fa´cil” para todos los problemas. A medida que el usuario va resolviendo pro-
blemas, se actualiza a partir de otro atributo esencial llamado quality of the response
de la siguiente manera:
EF ′ := EF + (0,1− (5− q) ∗ (0,08 + (5− q) ∗ 0,02))
“EF” es ease factor
“q” es quality of the response
En el momento en que la calidad de la respuesta no es adecuada (tal y como se explica
en el apartado 6.7.5.1), el ease factor puede llegar a descender hasta un valor mı´nimo
de 1.3, denotando as´ı que ese problema resulta muy dif´ıcil de resolver para el usuario. De
esa forma, cuanto ma´s dif´ıcil es recordar un concepto, mayor es el decremento en el valor
del ease factor.
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Sin embargo, es necesario mencionar que dicho valor nunca sera´ menor de 1.3 ya que
entonces el problema se considera de una dificultad muy elevada para el usuario y conlleva
unas repeticiones excesivamente cercanas en el tiempo15.
Finalmente, destacar que este atributo tambie´n se actualiza en funcio´n de la fase de
estudio en la que se encuentre el usuario. Esto es debido a que no se puede penalizar de
la misma forma a un usuario si es la primera vez que esta´ estudiando el problema, o si,
por el contrario, ya lo ha estudiado con anterioridad. Esto se explica con ma´s detalle en
el apartado del atributo queue.
quality of the response Este atributo se refiere a co´mo de bien ha respondido el
usuario una pregunta planteada en un problema. Los aspectos que se tienen en cuenta a
la hora de validar la calidad de una respuesta son los siguientes:
Tiempo ma´ximo para resolver un problema.
Tiempo en el que se considera que el ı´tem se domina calculado por la funcio´n
get time to master() de la clase Item.
Los valores que puede tener este atributo se situ´an en un rango de [1, 4]. Tras la
realizacio´n de diversos tests descritos en las fases de prueba en el apartado 7.1 (en total,
cuatro aproximaciones o iteraciones de resolucio´n), se ha determinado que con esos cuatro
valores se puede realizar una asignacio´n de valor a dicho atributo de una forma coherente
con la realidad; es decir, que afecta de forma lo´gica al ca´lculo del valor del ease factor.
Por ejemplo: a mayor tiempo de respuesta, la calidad de la respuesta sera´ peor (con un
valor bajo, de 1 o´ 2) y por lo tanto, el valor del ease factor decrecera´ proporcionalmente.
Estos valores se han tomado a partir de las dos aproximaciones que realizan los algo-
ritmos implementados en Supermemo y en Anki.
En contraposicio´n a lo que se ha comentado de las dos aplicaciones anteriores, este
atributo se calcula de manera automa´tica, sin requerir en ningu´n caso la valoracio´n de
la pregunta por parte del usuario haciendo, as´ı, del estudio una tarea ma´s centrada en
analizar el problema, resolverlo y pasar al siguiente. Una tarea, por tanto, mucho ma´s
dina´mica en este sentido.
queue Este atributo representa la fase de aprendizaje en la cual se encuentra un proble-
ma determinado para un usuario. Aunque Supermemo no implementa esta variante en su
versio´n SM2 del algoritmo, Anki s´ı lo hace y sin embargo no es un concepto novedoso (tal
y como se explica en el apartado 2.1).
Se ha decidido relacionar el concepto de las cajas Leitner (me´todo alternativo) expli-
cado en el apartado 2.1 a listas de elementos.
Como se puede ver comparando las figuras 2.1 y 2.2, en el sistema disen˜ado en este
proyecto se determina que un problema respondido erro´neamente pasa a una lista anterior
y no a la primera lista. Estas listas se agrupan en dos colas que representan el estado en el
que se encuentra el problema que ha resuelto el usuario. De esta manera se tratan de forma
diferente aquellos problemas que se esta´n resolviendo por primera vez (fase de aprendizaje)
respecto de aquellos problemas estudiados con anterioridad (fase de retencio´n)
As´ı, los problemas en fase de aprendizaje se planifican de manera diferente a los pro-
blemas en fase de retencio´n en caso de error: los primeros sera´n repetidos de forma ma´s
15El autor explica co´mo sus observaciones indicaban que no era aconsejable bajar de este valor: http:
//www.supermemo.com/english/ol/sm2.htm .
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cercana en el tiempo y los segundos al contrario. Adema´s, sera´n movidos a la caja inme-
diatamente anterior y, por lo tanto, tendra´n una planificacio´n adecuada al estado en que
se encuentren teniendo en cuenta que se han fallado recientemente, pero tambie´n que son
problemas que ya se han estudiado en anteriores ocasiones.
6.7.5.2. Guardar los datos de la respuesta
En la figura 6.14 se muestra un esquema del algoritmo utilizado para guardar los datos
de la respuesta que proporciona el usuario en el proceso de estudio.
Figura 6.14: Algoritmo utilizado para guardar los datos de la respuesta del usuario.
Cap´ıtulo 7
Transicio´n del sistema
El objetivo principal de la fase de transicio´n es asegurar que el producto llega a los
usuarios finales, y que e´stos lo pueden utilizar, es decir, el paso hacia la puesta en marcha.
Pese a que se trata de una fase que generalmente se divide en algunas iteraciones, para
un proyecto de esta envergadura no se ha cre´ıdo conveniente.
Esta fase abarca los siguientes puntos:
U´ltima etapa de pruebas: pruebas realizadas por terceras personas ajenas al desa-
rrollo de la aplicacio´n.
Deteccio´n y aplicacio´n de cambios: a ra´ız de las pruebas, se detecta y corrige que´ es
necesario cambiar en el proyecto.
Definicio´n de la versio´n final del producto.
Documentacio´n del proyecto: unificar los documentos creados gracias a RUP en una
memoria y realizacio´n de la documentacio´n de esta u´ltima fase, que incluye las
u´ltimas pruebas as´ı como el manual del desarrollador y del usuario.
Revisar de forma global la coherencia entre el proyecto desarrollado y la documen-
tacio´n generada antes de la entrega.
7.1. Etapa de pruebas final
La etapa de pruebas de esta fase se subdivide en dos: las pruebas realizadas por terceras
personas y las pruebas que confirman que los cambios se han aplicado correctamente. Esta
etapa de pruebas es esencial, pues es necesaria para poder definir una versio´n definitiva
del proyecto.
Se pidio´ a varias personas ajenas al proyecto que probaran exhaustivamente la aplica-
cio´n, reportaran los errores encontrados e hicieran llegar cualquier sugerencia que pudiera
repercutir en una mejor aplicacio´n final. Estas pruebas han sido muy importantes pues
han permitido detectar errores que por el hecho de estar desarrollando y probando fre-
cuentemente la aplicacio´n ya hab´ıan pasado a formar parte de “lo habitual” y no se hab´ıa
definido como algo erro´neo en un primer momento. Adema´s, ciertas sugerencias como por
ejemplo el poder disponer de ma´s tiempo para resolver ciertas preguntas ma´s dif´ıciles que
otras o el dar informacio´n del proceso de estudio por primera vez (a pesar de pensar que es
suficientemente autoexplicativo) ha permitido mejorar la aplicacio´n resultante de forma
sustancial.
105
106 CAPI´TULO 7. TRANSICIO´N DEL SISTEMA
El ciclo de las etapas de pruebas realizadas en todo el proyecto siempre han seguido
estos pasos en mayor o menor medida:
1. Definir un punto de inflexio´n en la programacio´n y decidir, de acuerdo a la planifi-
cacio´n, el momento adecuado para realizar pruebas.
2. Comenzar una bater´ıa de pruebas de aquello que se ha programado apuntando en
una lista todo lo que es necesario corregir.
3. Realizar cada cambio de forma ato´mica, es decir: escoger un cambio a realizar,
programarlo y volverlo a probar.
4. Una vez que todos los cambios han sido programados y probados, es necesario
revisar la web en su conjunto y comprobar que todo funciona correctamente. En
caso contrario, en necesario realizar otra iteracio´n de pruebas volviendo al punto
nu´mero 2.
7.2. Deteccio´n y aplicacio´n de cambios
A ra´ız de todas las etapas de pruebas realizadas a lo largo del desarrollo se han ido
generando cambios y mejoras y sobre todo corrigiendo errores importantes para el buen
funcionamiento de la aplicacio´n. Sin embargo, es en esta u´ltima fase donde los cambios
han de estar mejor acotados, puesto que el desarrollo ha concluido en la fase anterior y
en esta u´ltima fase de transicio´n estos cambios han de significar tan so´lo la correccio´n de
errores que han pasado desapercibidos previamente o alguna mejora que no suponga un
cambio mayor en el co´digo de la aplicacio´n.
Cualquier otro cambio que no cumpla con las caracter´ısticas mencionadas, debera´ per-
tenecer a una lista de cambios o mejoras para una segunda versio´n de la aplicacio´n pre-
sentada en este proyecto. La lista de cambios que formar´ıan parte de una segunda versio´n
del proyecto se puede consultar en el anexo A.5.
7.3. Documentacio´n desarrollada
Se entiende por “documentacio´n” cualquier material utilizado para explicar detalles
y atributos de un sistema o de sus partes. En te´rminos de ingenier´ıa, la documenta-
cio´n de una aplicacio´n suele ser material impreso o en formato electro´nico que describe
la estructura, los componentes y las operaciones de un sistema o producto. Pese a ser
menospreciada muchas veces por ser la parte “aburrida” de la ingenier´ıa, o incluso consi-
derada en ocasiones superflua o innecesaria, lo cierto es que es una parte muy importante
de todo desarrollo.
Los tipos de presentacio´n ma´s frecuentes son la ayuda en l´ınea, los manuales y las
gu´ıas de usuarios.
El propo´sito del manual para los usuarios finales de la aplicacio´n, es explicar co´mo
funciona el sistema y co´mo utilizarlo. La documentacio´n realizada para ellos esta´ definida
en el apartado 2.8.2.
Por otra parte, el propo´sito del manual del desarrollador es indicar co´mo instalar el
sistema, documentar su estructura interna, crear nuevo contenido para el estudio as´ı como
dar a conocer los problemas existentes en la versio´n actual. Se puede encontrar en el
anexo A.
Cap´ıtulo 8
Conclusiones y valoracio´n personal
Una vez finalizado el proyecto es momento de realizar un repaso global de todo el
proceso, desde la idea inicial hasta el producto que se ha desarrollado, para poder sacar
conclusiones y realizar una valoracio´n de aquello que se ha conseguido y aquello que no.
8.1. Conclusiones
Objetivamente hablando, se han conseguido los objetivos principales definidos
en el apartado 2.3. En resumen, se ha construido un sistema que cumple con lo especifica-
do en el alcance del proyecto: una aplicacio´n que permite a cualquier usuario realizar un
estudio espaciado en el tiempo de una determinada materia, que planifica correctamente
los ejercicios para cada usuario en funcio´n del progreso en cada uno de los problemas
resueltos, que tiene unas mı´nimas cualidades de usabilidad y disen˜o y que es amplia-
ble de forma fa´cil, tanto en contenido como en funcionalidades siguiendo el manual del
desarrollador (anexo A).
Salvo determinadas funcionalidades explicadas en el apartado 6.2.1, se ha implementa-
do el sistema pra´cticamente en su totalidad segu´n la planificacio´n establecida inicialmente,
dando lugar a un sistema plenamente funcional.
A pesar de esto, el sistema se puede mejorar (como se explica en el apartado A.5)
y ampliar en cuanto a funcionalidad, dando opcio´n a realizar una segunda versio´n que
incluya los casos de uso de prioridad “media-baja” o “baja” que no han tenido cabida
finalmente en este proyecto.
8.2. Valoracio´n personal
La valoracio´n personal despue´s de la realizacio´n del proyecto es positiva. El hecho de
tener que iniciar un proyecto desde cero, sin ma´s referencias que la existencia de otras
aplicaciones similares en el mercado, pero con la motivacio´n an˜adida de intentar mejorar
esa oferta existente, es sin duda un hecho del que me siento orgullosa. El camino no ha sido
fa´cil pues ha sido necesario aprender desde el principio el lenguaje de programacio´n (en
este caso Python, haciendo uso de bibliograf´ıa muy u´til [1]), aprender el funcionamiento de
Google App Engine [11], profundizar en el disen˜o de la arquitectura que propone REST [16]
o aprender otros lenguajes como HTML, CSS o JavaScript. Estos requisitos, y muchos otros,
han hecho que la carga de trabajo fuera considerable (algo ma´s de un an˜o de trabajo),
pero que, sin duda, haya merecido la pena al final.
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Utilizar la aplicacio´n final obtenida y observar que, haciendo los estudios de mercado
pertinentes, podr´ıa llegar a tener una salida comercial o sencillamente pedago´gica, es
signo de que se ha creado un producto con una calidad aceptable y que puede llegar a ser
utilizado.
Para concluir, me gustar´ıa an˜adir que he aprendido que en la realizacio´n de un proyecto
final de carrera es donde se pone de manifiesto que los conceptos aprendidos en la carrera
son una buena base para empezar a trabajar, pero que siempre sera´ necesario continuar
aprendiendo si se quiere cumplir con las metas que uno se marca al inicio.
Ape´ndice A
Manual del desarrollador
Con este manual se pretende realizar una introduccio´n guiada a la mejora del sistema
y a la creacio´n de nuevos cursos para el estudio. El sistema esta´ programado ı´ntegramente
en Python, haciendo uso de la orientacio´n a objetos donde las clases tienen una estructura
bien definida y clara.
A.1. El entorno de trabajo
El entorno de trabajo habitual para el desarrollo de este proyecto ha sido GNU/Linux
con un entorno de escritorio KDE 4 y la distribucio´n Ubuntu 11.10 (Oneiric Ocelot).
A.2. La primera vez que se crea una cuenta en GAE
Tras entrar en Google App Engine y registrar la cuenta, se recibe un sms con el co´digo
de activacio´n de la cuenta para empezar a desarrollar las aplicaciones que se deseen. Se
dispone de hasta 10 aplicaciones por cuenta. Una vez hecho esto se pide crear la primera
aplicacio´n. Cuando se ha creado la aplicacio´n, se puede acceder a ella mediante la URL que
aparece en los menu´s de configuracio´n de Google App Engine (https://appengine.google.
com/). En ese momento, es recomendable programar algo sencillo para realizar as´ı alguna
prueba y comprobar el funcionamiento.
A.3. Co´mo continuar con el desarrollo del proyecto
Para poder realizar una continuacio´n del proyecto es necesario seguir los pasos deta-
llados a continuacio´n. Se asume una instalacio´n de un sistema operativo GNU/Linux como
Ubuntu:
1. Instalar las siguientes aplicaciones:
a) Python versio´n 2.7.
b) Un entorno de desarrollo integrado como Eclipse.
c) El sistema de control de versiones Mercurial.
d) El entorno de desarrollo de Google App Engine.
2. Instalar PyDev desde Eclipse:
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a) Ir al menu´ “Help → Install New Software...” y an˜adir el repositorio siguiente:
http://www.PyDev.org/updates .
b) Instalar PyDev y continuar con los pasos del asistente de instalacio´n.
3. Reiniciar Eclipse. Configurar Google App Engine en Eclipse:
a) Ir al menu´ “Window → Preferences → PyDev → Interpreter - Phyton” y
apretar el boto´n “Auto Config”.
b) Una vez all´ı, es necesario asegurarse de que el inte´rprete de Python 2.7, como
mı´nimo, esta´ seleccionado (generalmente /usr/lib/python2.7) (ma´s infor-
macio´n en el paso 16).
c) Reiniciar Eclipse.
4. Crear bajo el directorio personal una carpeta de nombre workspace.
5. Descargar el co´digo del proyecto desde su repositorio:
a) cd ∼/workspace
b) hg clone http://bitbucket.org/ana hernandez/ulearn
6. Crear un nuevo proyecto:
a) Ir al menu´ “File → New → Project...” y seleccionar “PyDev → PyDev Google
App Engine Project”.
b) Una vez all´ı, es necesario rellenar un formulario con estos datos:
i Project name: ulearn
ii Application id registered: ulearnpfc
iii Template: Empty project






8. Descargar otro fichero CSS de Bootstrap2 y guardarlo en la carpeta css tal que:
a) ∼/workspace/ulearn/css/docs.css
9. Descargar la clase gen validatorv4.js3 y copiarla en ∼/workspace/ulearn/js.
10. Realizar las siguientes instrucciones:
a) cd ∼/workspace/ulearn/js
1Bootstrap principal: http://twitter.github.com/bootstrap/ .
2Bootstrap docs: http://twitter.github.com/bootstrap/assets/css/docs.css .
3JavaScript Form Validator: http://www.javascript-coder.com/html-form/
javascript-form-validation.phtml .
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b) ln -s gen validatorv4.js form validator.js
11. Descargar la u´ltima versio´n de jQuery-UI 4.






d) cp -r jquery-ui-1.9.0.custom/css/<TEMA ESCOGIDO>
∼/workspace/ulearn/css/
e) cd ∼/workspace/ulearn/js
f) ln -s jquery-1.8.2.js jquery.js
g) ln -s jquery-ui-1.9.0.custom.min.js jquery-ui.js
h) cd ∼/workspace/ulearn/css/<TEMA ESCOGIDO>
i) ln -s jquery-ui-1.9.0.custom.min.css jquery-ui.css
13. Descargar la u´ltima versio´n de Less5.
14. Realizar las siguientes instrucciones:
a) ln -s less-1.3.0.min.js less.js
15. Forzar a que el mo´dulo memcache sea un “forced builtin” de Python dentro del
proyecto:
a) Ir al menu´ “Window → Preferences → PyDev → Interpreter Python”.
b) Acceder a la pestan˜a “Forced Builtins” y luego a “New”.
c) Una vez all´ı, es necesario an˜adir “google.appengine.api.memcache”
d) Salir aplicando los cambios.
e) Reiniciar Eclipse.
16. Instalar algunos mo´dulos externos dentro de la carpeta workspace:
a) Descargar python-pagination6 y extraer su contenido. Copiar en∼/workspace/ulearn
cambiando el nombre de la carpeta que contiene el mo´dulo por python pagination.
b) Descargar appengine-rest-server 7 y extraer su contenido. Copiar en∼/workspace/ulearn
tan so´lo la carpeta rest con el archivo init .py.
c) Descargar gae-sessions8 y extraer su contenido. Copiar en ∼/workspace/ulearn




7appengine-rest-server : http://code.google.com/p/appengine-rest-server/ .
8gae-sessions: https://github.com/dound/gae-sessions .
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d) Descargar la versio´n ma´s reciente de la rama 1.x del mo´dulo python-dateutil9.
Copiar la carpeta dateutil entera en ∼/workspace/ulearn.
e) Reiniciar Eclipse y comprobar que las importaciones de los mo´dulos son co-
rrectas.
17. Para comenzar a programar y poder observar los cambios que se van realizando, es
necesario ejecutar el servidor de desarrollo:
a) ∼/google appengine/dev appserver.py
∼/workspace/ulearn --debug --default partition=“”
18. Para subir la aplicacio´n a produccio´n es necesario ejecutar la siguiente instruccio´n.
Es posible cambiar tanto la versio´n de la aplicacio´n10 modificando convenientemente
el fichero app.yaml teniendo en cuenta que esto incurrira´ en una nueva versio´n
disponible en la consola de administracio´n de Google App Engine.
a) ∼/google appengine/appcfg.py update ∼/workspace/ulearn
A.4. Ampliando el sistema
Es muy fa´cil an˜adir nuevo material al sistema: es necesario iniciar sesio´n como un
usuario con privilegios para acceder al menu´ de administracio´n de la web, que permite,
entre otras opciones, crear los problemas, luego las series y, por u´ltimo, asociar las series
a un curso (sea de nueva creacio´n o no).
Figura A.1: Pa´gina inicial de la administracio´n del sistema.
9python-dateutil : http://labix.org/python-dateutil/ .
10Ma´s informacio´n en: https://developers.google.com/appengine/docs/python/config/
appconfig .
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No obstante, tambie´n es posible crear nuevos tipos de preguntas modificando mı´nima-
mente el co´digo de la aplicacio´n, tal y como se vera´ en el apartado siguiente. De manera
similar se listan posibles mejoras que realizar de cara a la pro´xima versio´n del sistema.
A.4.1. Extendiendo los tipos de pregunta posibles
El sistema se ha disen˜ado de manera que es muy fa´cil an˜adir nuevos tipos de pregunta
como, por ejemplo, definiciones a las que hay que responder con la palabra definida (este
caso es parecido al tipo “Word”). El proceso que hay que seguir para que el sistema acepte
estos nuevos tipos son los siguientes:
1. An˜adir el nuevo tipo al resultado retornado por la funcio´n get item types() de la
clase Item.
2. An˜adir el nuevo tipo a la funcio´n to template() de la clase Item.
3. An˜adir el nuevo tipo al atributo type de la clase Item.
4. Crear la plantilla para mostrar al usuario la pregunta similarmente a las que ya hay
en la carpeta templates/item/.
5. Indicar a la plantilla que muestra cualquier tipo de problemas (fichero “template-
s/solving problems.html”) que´ plantilla usar si el tipo de ejercicio es el que se ha
an˜adido.
Despue´s de estos pasos, so´lo es necesario crear las preguntas pertinentes, crear un
nuevo curso si es necesario y crear las nuevas series con los ejercicios.
A.5. Mejoras para la pro´xima versio´n
Se han detectado algunas mejoras que podr´ıan implementarse en la siguiente versio´n
del sistema; a continuacio´n se detallan en orden de importancia.
Penalizar el uso de la ayuda en la resolucio´n de problemas, as´ı como si una serie no
es acabada en la misma sesio´n de estudio en que es empezada.
Mostrar el progreso del estudio del curso de un usuario al finalizar una serie. Ahora
tan so´lo se muestra el progreso obtenido de una serie justo al finalizarla, no del curso
al completo.
Implementar los casos de uso de la gestio´n de material aportado por los usuarios,
cuya baja prioridad los ha excluido de la versio´n actual del sistema.
Durante la resolucio´n de un ejercicio, se podr´ıa detener el tiempo en el intervalo de
escritura de la respuesta y volver a ponerlo en marcha cuando se detecte que no se
esta´n pulsando ma´s teclas.
De nuevo, durante la resolucio´n de ejercicios se podr´ıa an˜adir un boto´n de pausa
para que el sistema no muestre el siguiente problema hasta que lo indique el usuario.
De esta manera se evitan las posibles trampas si el usuario pausara un problema
todav´ıa no resuelto.
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Permitir hacer login con las otras dos v´ıas de autenticacio´n soportadas por el servicio
de Google11.
Tratamiento espec´ıfico de palabras homo´fonas permitiendo visualizar al usuario un
ejemplo de uso de la palabra sin que lo haya solicitado y sin que afecte al ca´lculo
de su progreso.
11Ma´s informacio´n en: https://developers.google.com/appengine/docs/python/users/ .
Ape´ndice B
Planificacio´n y diagramas de Gantt
En este anexo se muestra la planificacio´n de cada fase del proyecto que permite asignar
los recursos necesarios para un correcto desarrollo de las tareas que se realizan en cada
fase e iteracio´n.
Es u´til planificar una fase con un diagrama de Gantt, ya que ofrece una visio´n ra´pida
y global de las tareas a realizar, sus requisitos previos y la estimacio´n de su duracio´n,
que se mide en d´ıas y se refleja en una fecha de inicio y de final sobre un calendario. Es
necesario considerar que en el diagrama no aparecen las personas responsables de cada
tarea o accio´n, ya que el proyecto es desarrollado por un u´nico miembro, tal y como se
indica en el apartado 2.5.3.
B.1. Fase inicial
El objetivo principal de la fase inicial es describir el contexto del sistema, el modelo
de negocio y trazar las bases del modelo de casos de uso del sistema.
B.1.1. Planificacio´n temporal mediante un diagrama de Gantt
B.1.1.1. Planificacio´n previa
Se ha determinado que so´lo es necesaria una iteracio´n en esta fase, que comenzara´ el
lunes 28 de noviembre de 2011 y durara´ hasta el viernes 10 de febrero de 2012.
B.1.1.2. La realidad de la fase inicial
Pese a la planificacio´n del apartado anterior, la realidad es que la planificacio´n de esta
fase se vio ligeramente retrasada por la identificacio´n y documentacio´n de los riesgos del
proyecto y por la definicio´n de los casos de uso. El retraso total con el que se ha finalizado
esta fase es de siete d´ıas (once d´ıas naturales).
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Figura B.1: Fechas de la fase inicial.
Figura B.2: Distribucio´n temporal de la fase inicial.
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Figura B.3: Fechas reales de la fase inicial.
Figura B.4: Distribucio´n temporal real de la fase inicial.
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B.2. Fase de elaboracio´n
El objetivo principal de la fase de elaboracio´n es representar de manera abstracta el
sistema que se implementara´ posteriormente, definie´ndolo con un nivel de detalle tal que
permita su implementacio´n.
B.2.1. Planificacio´n temporal mediante un diagrama de Gantt
B.2.1.1. Planificacio´n previa
Se establecen dos iteraciones para esta fase. La primera iteracio´n se realizara´ entre
el lunes 13 de febrero de 2012 y el martes 13 de marzo de 2012; la segunda iteracio´n
se hara´ entre el mie´rcoles 14 de marzo y el mie´rcoles 16 de mayo de 2012, tal y como
muestran las ima´genes B.5 y B.6.
Figura B.5: Fechas de la fase de elaboracio´n.
Figura B.6: Distribucio´n temporal de la fase de elaboracio´n.
B.2.1.2. La realidad de la fase de elaboracio´n
La primera iteracio´n finalizo´ con dos d´ıas de retraso respecto a la planificacio´n original,
y la diferencia con la entrega de la segunda iteracio´n tambie´n fue de dos d´ıas. El retraso
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total de cuatro d´ıas se explica por los casos de uso: se han necesitado ma´s d´ıas de los
previstos inicialmente para su total redaccio´n y concrecio´n.
Figura B.7: Fechas reales de la fase de elaboracio´n.
Figura B.8: Distribucio´n temporal real de la fase de elaboracio´n.
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B.3. Fase de construccio´n
El objetivo principal de la fase de construccio´n es la implementacio´n del sistema di-
sen˜ado. En consecuencia, al final de las cuatro iteraciones planificadas el sistema debe
estar listo para su uso, con ma´s o menos caracter´ısticas implementadas segu´n se haya
desarrollado esta fase.
B.3.1. Planificacio´n temporal mediante un diagrama de Gantt
B.3.1.1. Planificacio´n previa
Se establecen cuatro iteraciones para esta fase, tal y como se ha indicado en el apar-
tado 2.7. La primera iteracio´n se realizara´ entre el jueves 17 de mayo y el martes 10 de
julio; la segunda entre el mie´rcoles 11 de julio y el martes 21 de agosto (con las vacaciones
por en medio); la tercera se hara´ entre el mie´rcoles 22 de agosto y el lunes 27 de agosto;
la cuarta y u´ltima tendra´ que realizarse entre el martes 28 de agosto y el lunes 17 de
septiembre de 2012. Estas fechas se muestran visualmente en las ima´genes B.9 y B.10.
B.3.1.2. La realidad de la fase de construccio´n
El retraso total de esta fase es de 21 d´ıas de trabajo debido a diversas causas: en la
primera iteracio´n el retraso debe atribuirse a una mayor duracio´n de las etapas relativas al
progreso del estudio y a la interfaz web; en la segunda iteracio´n se debe a la implementacio´n
y creacio´n de problemas y a la navegacio´n por el sistema; en la tercera iteracio´n no ha
habido ninguna diferencia respecto a lo planificado; finalmente, en la cuarta y u´ltima
iteracio´n debe atribuirse a la gestio´n del material de estudio.
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Figura B.9: Fechas de la fase de construccio´n.
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Figura B.10: Distribucio´n temporal de la fase de construccio´n.
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Figura B.11: Fechas reales de la fase de construccio´n.
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Figura B.12: Distribucio´n temporal real de la fase de construccio´n.
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B.4. Fase de transicio´n
El objetivo principal de la fase de transicio´n es la transicio´n del sistema implementado
a la instalacio´n del sistema en el entorno definitivo de produccio´n, as´ı como garantizar que
los usuarios del producto pueden usarlo sin problemas. Al final de esta fase, el producto
debe estar funcionando.
B.4.1. Planificacio´n temporal mediante un diagrama de Gantt
B.4.1.1. Planificacio´n previa
Debido a que la fase consta de una u´nica iteracio´n, se establece como fecha de inicio
el martes 18 de septiembre de 2012 y como fecha final el jueves 22 de noviembre de 2012,
tal y como muestran las ima´genes B.13 y B.14.
Figura B.13: Fechas de la fase de transicio´n.
Figura B.14: Distribucio´n temporal de la fase de transicio´n.
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B.4.1.2. La realidad de la fase de transicio´n
Esta fase se ha realizado en cinco d´ıas menos de lo previsto esencialmente porque las
pruebas han arrojado pocos cambios a arreglar en el sistema, haciendo que las etapas
de pruebas y las de aplicacio´n de estos cambios fueran ma´s cortas de lo inicialmente
planificado.
Figura B.15: Fechas reales de la fase de transicio´n.
Figura B.16: Distribucio´n temporal real de la fase de transicio´n.
B.5. AJUSTE A LA PLANIFICACIO´N 127
B.5. Ajuste a la planificacio´n
La valoracio´n final del ajuste a la planificacio´n es bueno, ya que el retraso acumulado
del proyecto ha estado de 26 d´ıas de trabajo (43 d´ıas naturales, contando los fines de
semana y festivos).
Existen dos motivos principales que justifican la fluctuacio´n en los plazos de entrega.
El retraso total del tiempo de entrega se ha contenido por haber eliminado (o cambiado)
ciertas funcionalidades del sistema, tal y como se detalla en el apartado 7.2. Pero no
hay que olvidar que la realizacio´n de la memoria del proyecto y la documentacio´n para
usuarios y para desarrolladores ha supuesto un mayor esfuerzo del previsto.
En resumen, se trata de un retraso aceptable con leves repercusiones en la planificacio´n
inicial, que en ningu´n caso se vera´n repercutidas en el coste econo´mico del proyecto (ver
apartado 4.4.2.3 para ma´s informacio´n).
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Ape´ndice C
Glosario
El propo´sito de este anexo es recopilar, analizar y definir el vocabulario necesario para
una correcta comprensio´n global del proyecto a desarrollar. Su redaccio´n ha sido pensada
tanto para los miembros encargados del desarrollo como para los usuarios finales.
Aspecto Elemento, faceta o matiz de algo. En este documento se refiere a los distintos
matices de cada ı´tem a estudiar (ver apartados 6.7.2 y 6.7.3).
Cata´logo de cursos El conjunto de cursos que se disponen en la aplicacio´n para ser
estudiados a trave´s de programas de estudio y de ejercicios. En este proyecto, prin-
cipalmente, vocabulario en ingle´s.
Cloud Computing Paradigma computacional que se basa en el consumo de recursos, ya
sean aplicaciones, computacio´n o hardware, ofrecido mediante una red, usualmente
Internet. Este consumo de recursos se realiza bajo demanda, como si de un servicio
se tratara (agua, gas...). Estos servicios pueden ser pu´blicos o privados, gratuitos o
de pago, e incorporan acuerdos de tipo SLA. Las distintas capas que componen este
paradigma son: software, plataforma e infraestructura como servicio.
Favicon En castellano, icono de pa´gina (del ingle´s favorites icon) es una pequen˜a imagen
asociada con una pa´gina web en particular.
Frequently Asked Questions (FAQ) Lista de preguntas y respuestas, las cuales son
comu´nmente preguntadas en un contexto determinado y pertenecientes a un tema
en particular.
Herramientas de trabajo En este proyecto se utilizan herramientas de comunicacio´n
y comparticio´n (el correo electro´nico, DropBox, Google Docs, Google App Engine,
LATEX, Mercurial, BitBucket...), principalmente. En el anexo D hay informacio´n ma´s
detallada de cada una de ellas.
Infraestructure as a Service (IaaS) En castellano, infraestructura como servicio. Me-
dio de entregar almacenamiento ba´sico y capacidades de co´mputo como servicios
estandarizados en la red. Servidores, sistemas de almacenamiento, conexiones, enru-
tadores, y otros sistemas se concentran para manejar tipos espec´ıficos de cargas de
trabajo de forma externa a la empresa que contrata esta infraestructura. Un ejemplo
de este servicio es Amazon S3.
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I´tem Cada uno de los elementos que forman parte de un dato. En este documento se
refiere a cada concepto que el usuario debera´ aprender, del cual debera´ conocer
todos y cada uno de los aspectos que lo definen. En la fase de construccio´n cambio´ el
concepto; ver definicio´n de Problema.
Material Todo el conjunto de informacio´n disponible en la aplicacio´n para ser estudiado.
Se distribuye entre cata´logo de cursos, series de estudio y problemas.
Platform as a Service (PaaS) En castellano, plataforma como servicio. Conjunto de
soluciones, o tambie´n grupo de sistemas y componentes necesarios para el desarrollo
de un producto funcional y robusto, ofrecidos como servicio dentro del paradigma
de cloud computing. Este servicio es realmente u´til para desarrolladores ya que
facilita el desarrollo de aplicaciones sin la necesidad de adquirir hardware dedicado
para ello y con capacidades de aprovisionamiento y de alojamiento. Adema´s se
ofrecen facilidades para la realizacio´n de pruebas, disen˜o, aplicaciones colaborativas,
integracio´n de bases de datos, seguridad, etc. Ejemplos de este tipo de servicio son
Google App Engine o Amazon EC2, entre otros.
Problema Cada uno de los conceptos que el usuario ha de aprender incluido en un curso.
Progreso Avance, adelante, perfeccionamiento. En este proyecto se refiere al perfeccio-
namiento que tiene cada usuario respecto los cursos que esta´ estudiando en cada
una de las sesiones de estudio.
Proveedor de servicios de Internet Empresa dedicada a proporcionar conexio´n a In-
ternet a los usuarios que contraten dicho servicio, garantizando el correcto funcio-
namiento del mismo.
Requisito Circunstancia o condicio´n necesaria para algo.
Requisito funcional Define el comportamiento interno del software: ca´lculos, detalles
te´cnicos, manipulacio´n de datos y otras funcionalidades espec´ıficas que muestran
co´mo los casos de uso sera´n llevados a la pra´ctica. La implementacio´n de los requi-
sitos funcionales se detalla en el apartado 2.8.1. En resumen, se podr´ıa decir que se
incluyen dentro del “que´ ha de hacer” un sistema.
Requisito no funcional Requisitos que se centran en el disen˜o o la implementacio´n del
sistema. La implementacio´n de los requisitos no funcionales se detalla en el apartado
2.8.2. En resumen, se podr´ıa decir que los requisitos no funcionales se incluyen dentro
del “co´mo ha de ser” un sistema.
Rol Papel. Funcio´n que algo o alguien cumple. En este proyecto, se refiere a las distintas
funciones que jugara´n los usuarios del sistema, tanto te´cnicos como usuarios.
Rational Unified Process (RUP) Proceso de desarrollo de programas. Constituye una
de las metodolog´ıas de desarrollo ma´s utilizadas, en colaboracio´n con UML.
Script Programa generalmente simple que, por lo general, se almacena en un archivo de
so´lo texto.
Sesio´n de estudio Conjunto de problemas que comparten caracter´ısticas comunes. Un
ejemplo de sesio´n de estudio ser´ıa, dentro de la materia de ingle´s, el conjunto de
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ejercicios que se centran en la fone´tica de las palabras para comprobar si el usuario
es capaz de distinguir las distintas pronunciaciones y ubicar cada palabra en su
contexto adecuado.
Service Level Agreement (SLA) En castellano, acuerdo de nivel de servicio. Contrato
escrito entre un proveedor de servicio y su cliente con objeto de fijar el nivel acor-
dado para la calidad de dicho servicio, entendiendo como tal: tiempo de respuesta,
disponibilidad horaria, documentacio´n disponible, personal asignado al servicio, etc.
Sistema de informacio´n Conjunto de elementos orientados al tratamiento y adminis-
tracio´n de datos e informacio´n, organizados y listos para su posterior uso, generados
para cubrir una necesidad (objetivo). Dichos elementos formara´n parte de alguna
de estas categor´ıas: personas, datos, actividades o te´cnicas de trabajo y recursos
materiales en general.
Software as a Service (SaaS) En castellano, software como servicio. Modelo de dis-
tribucio´n de software donde e´ste y los datos que necesita se alojan en servidores
ajenos al usuario final de la aplicacio´n, al cual se accede mediante un navegador web
o un thin client. A este software se puede acceder desde cualquier equipo, sin nece-
sidad de realizar ninguna instalacio´n adicional para su funcionamiento. Un ejemplo
de este tipo de servicio es Google Docs.
Stakeholders Persona o entidad que esta´n o pueden estar afectadas por las actividades
del proyecto. Adema´s, es el pu´blico interesado, y son esenciales en la planificacio´n
estrate´gica del negocio.
Unified Modeling Language (UML) En castellano, lenguaje de modelado de sistemas
de software. Es el lenguaje de modelado de sistemas software ma´s conocido y utili-
zado en la actualidad.
Uniform Resource Identifier (URI) En castellano, identificador uniforme de recur-
so. Es una cadena de caracteres corta que identifica inequ´ıvocamente un recurso
(servicio, pa´gina, documento, direccio´n de correo electro´nico, enciclopedia, etc.).
Normalmente estos recursos son accesibles en una red o sistema.
Uniform Resource Locator (URL) En castellano, localizador uniforme de recurso. En
esencia, no es ma´s que una secuencia de caracteres, de acuerdo a un formato mode´lico
y esta´ndar, que se usa para nombrar recursos en Internet para su localizacio´n como,
por ejemplo documentos de texto, ima´genes, v´ıdeos, presentaciones, etc. El URL
de un recurso de informacio´n es su direccio´n en Internet, la cual permite que el
navegador la encuentre y la muestre de forma adecuada.
Universidad Polite´cnica de Catalunya Institucio´n pu´blica de investigacio´n y educa-
cio´n superior, especializada en los a´mbitos de arquitectura, ciencias e ingenier´ıa.
Tambie´n se la conoce por sus siglas UPC y, ma´s recientemente, por la marca “Bar-
celona Tech”.
Usuario Principal beneficiario del sistema. Cualquier persona que haga uso de la aplica-
cio´n para el fin que ha sido disen˜ada.
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Ape´ndice D
Herramientas utilizadas
Durante el desarrollo de este proyecto se han utilizado las siguientes herramientas:
BitBucket Servicio de alojamiento basado en web para los proyectos que utilizan el
sistema de control de versiones Mercurial. Ofrece cuentas gratuitas con un nu´mero
ilimitado de repositorios privados. El servicio esta´ escrito en Python. El servicio
esta´ disponible en https://bitbucket.org/.
Dropbox Herramienta multiplataforma que facilita compartir y almacenar ficheros en
l´ınea. En este proyecto, su principal uso es el de almacenar la documentacio´n gene-
rada en cada iteracio´n. Se puede acceder a trave´s del enlace https://www.dropbox.com.
Google App Engine Plataforma como servicio de cloud computing para desarrollo y
alojamiento de aplicaciones web gestionadas en Google. Se puede visitar http://
appengine.google.com/ para usar el servicio.
Google Docs Programa gratuito basado en web para crear documentos en l´ınea con la
posibilidad de colaborar en grupo. Incluye un procesador de textos, una hoja de
ca´lculo, un programa de presentacio´n ba´sico y un editor de formularios destinados a
encuestas. En este proyecto se usa para la edicio´n y generacio´n de documentacio´n,
previo paso a su almacenamiento en DropBox. Su uso es posible, previo registro, a
trave´s de https://docs.google.com.
Kile Se ha utilizado este entorno de edicio´n de LATEX integrado en el gestor KDE. Este
programa y todos los paquetes utilizados son libres.
Mercurial Sistema de control de versiones multiplataforma para desarrolladores de soft-
ware. Esta´ implementado principalmente en Python. Todas las operaciones de Mer-
curial se invocan mediante l´ınea de comandos y como opciones dadas a su programa
motor, hg, que hace referencia al s´ımbolo qu´ımico del mercurio.
MockFlow El servicio accesible a trave´s de la direccio´n http://www.mockflow.com/ permite
disen˜ar bocetos de interfaces gra´ficas para programas y pa´ginas web.
Mozilla Firefox El navegador que permite acceder a casi todas las herramientas ante-
riormente descritas. Se puede descargar de http://www.firefox.com. En esta ocasio´n,
se ha utilizado la extensio´n Web Developer para poder desarrollar el sistema de una
manera correcta y multiplataforma.
133
134 APE´NDICE D. HERRAMIENTAS UTILIZADAS
Planner Un gestor de proyectos que se integra en el gestor GNOME. Se puede encontrar
el programa y su documentacio´n en la pa´gina http://live.gnome.org/Planner.
Phyton Lenguaje de programacio´n interpretado cuya filosof´ıa hace hincapie´ en una sinta-
xis muy limpia y que favorezca un co´digo legible. Es el lenguaje en el que se ha desa-
rrollado la aplicacio´n. Se puede acceder a trave´s del enlace http://www.python.org/.
yEd Editor de diagramas, basado en Java, que se puede ejecutar en cualquier sistema
operativo. Lo ha creado “yWorks GmbH” y ellos poseen sus derechos de autor,
aunque es totalmente gratuito. Se puede descargar desde la pa´gina de los autores,
que es http://www.yworks.com/en/products_yed_about.html.
Ape´ndice E
Modelo de datos con funciones
En este anexo se presenta el modelo de datos normalizado que an˜ade las funciones
implementadas en cada clase.
Figura E.1: Modelo de datos detallando las funciones de cada clase.
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Ape´ndice F
Logotipos oficiales
Aqu´ı se muestran los logotipos de la aplicacio´n ULearn cuando se accede a la pa´gina
principal o a una pa´gina no encontrada, respectivamente (tal y como se detalla en el
apartado 2.8.2.6). Tambie´n se muestra el favicon que se disen˜o´ para los navegadores.
Figura F.1: Logotipo de ULearn.
Figura F.2: Logotipo que aparece cuando se accede a una pa´gina no encontrada.
Figura F.3: Favicon de ULearn.
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