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【摘 要】： 当今，Eclipse 应用范围越来越广泛，不仅可以开发 Java 程序，而且还可以开发 C/C++程序。










本文通过解析 C/C++ 调试接口 （C/C++ Debugger
Interface，CDI）如何与 Eclipse 通信，以及 Eclipse CDT







构。 其设计思想是一切皆为插件。 Eclipse 的核心非常
小，其它所有功能都以插件的形式附加到这个 Eclipse
核心之上。 这样的功能插件包括它的图形 API 称为
SWT/JFace Java 开发环境插件 （简称 JDT）、 插件开发
环境（简称 PDE）等。 Eclipse 还对这些插件的协同工作
提供了良好的支持， Eclipse 对这些插件是动态载入动






用平台加插件体系结构， 如图 1 所示。 其最底层的
Platform Runtime 是整个 Eclipse 插件的核心， 它的作
用就是启动及搜索插件， 然后匹配这些功能插件上扩
展点所提供的服务，构造注册库，并能缓存下次将用到
的已注册的插件。 其它部分,如 Workspace SWT/JFace
都是以插件的形式提供的。 workspace 是我们主要存
项目的地方。 Workbench 插件完成界面的外观显示，它
负责工作区资源的管理。 SWT/JFace 是 Eclipse 的图形
API 包[2]。
图 1 Eclipse 体系结构图
2、CDT 介绍
Eclipse C++ Development Toolkit(CDT)是 Eclipse 平
台的一种插件形式的扩展。 Eclipse 作为一个通用软件
开发工具平台， 本身只提供了 Java 开发所需的插件。
CDT 的出现使 C/C++开发在 Eclipse 中得到支持[3]。
CDT 具有子组件或插件，它们是 CDT 社区中的独
立项目。 其中最重要的是 CDT 主插件， 它提供核心
CDT 功能。 CDT Debug UI 为调试工具编辑器和视图
提供 Ul 功能。 CDT UI 插件提供与 Ul 有关的特性、视
图、编辑器、向导等。 CDT Debug 提供核心调试功能。
CDT Feature 提 供 CDT Feature 组 件。 CDT 核 心 包 括
Core Model、CDOM 和其他核心组件。 CDT Launch 为启
动外部可执行文件和工具提供启动机制。 CDT Debug




功能，它与 Visual Studio 里的功能相似。 自定义的代码
模板可添加到代码协助所使用的插件中。
3、CDT 与 MI 通信
开发人员使用诸如 run、print 和 info 这样的简单指
令由命令行访问 gdb。 这是 gdb 与开发人员的接口。 访
问 gdb 的 第 二 个 方 法 旨 在 通 过 软 件 与 调 试 器 交 互 ：
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Machine Interface （MI）。 调试器执行的任务和以前相
同， 但命令和输出响应有很大的不同。 CDT 便是通过
MI 与 gdb 进行通信。
当用户配置完调试信息并单击 Debug 后，CDT 访
问 实 现 了 接 口 ICDebugger2 的 类 并 创 建 ICDISession，




gdb -q -nw -i mi -version -tty pty -slave exe-
cutable-name。
同 时 ， 该 类 为 正 运 行 的 gdb 可 执 行 文 件 创 建
MIProcess， 然后创建两个会话对象来管理剩余的调试
进程：MISession 和 Session。 MISession 对象管理与 gdb
的通信，Session 对象把 gdb 会话连接到 CDI，过程如图
2 所示。
图 2 CDT 与 gdb 通信过程
启动 gdb 后， 实现了 ICDebugger2 接口的类首先
要做的就是创建一个 MISession 对象。这个对象使用三
对对象处理所有对 gdb 调试器的访问：
·OutputStream （向 gdb 进程发送数据） 和 Input-
Stream（接收响应）
·输入和输出 CommandQueue（持有 MI 命令）
·TxThread（把输出 CommandQueue 的命令发送到
OutputStream）和 RxThread（发送 InputStream 的接收命
令并将其放到输入 CommandQueue）
在远程执行调试会话时，CDT 通过向 gdb 发送 re-
motebaud 命令（后跟波特率）发起通信。 为了完成该过
程，它调用 MISession 的 postCommand 方法，该方法把
remotebaud 命 令 添 加 到 会 话 的 输 出 CommandQueue
中。这会唤醒 TxThread，它将命令写入与 gdb 进程连接
的 OutputStream 中。 它 还 将 命 令 添 加 到 会 话 的 输 入
CommandQueue 中。 CDT 向 GDB 发送命令的过程如图
3 所示：
图 3 CDT 向 GDB 发送命令过程
同 时，RxThread 不 断 读 取 来 自 gdb 进 程 的 Input-
Stream。 当新输出可用时，RxThread 通过 MIParser 发送
新输出，来获得结果记录和 OOB 记录。 然后搜寻输入
CommandQueue 以 查 找 触 发 输 出 的 gdb 命 令 。 如 果
RxThread 包含 gdb 的输出和相应的命令， 它将创建一
个 MIEvent 来传播调试器状态的改变。
当 数 据 在 gdb 中 来 回 传 输 时 ，TxThread 和 Rx-
Thread 创建并触发 MIEvent。例如，如果 TxThread 发送
一 个 将 断 点 切 换 到 gdb 的 命 令， 它 将 创 建 一 个 MI-
BreakpointChangedEvent。 如 果 RxThread 接 收 到 来 自
gdb 的 结 果 记 录 为 ^running 的 响 应， 则 将 创 建 一 个
MIRunningEvent。
创 建 MISession 后，EmbeddedGDBCDIDebugger 创
建一个 Session 对象来管理 CDI 的操作。当其构造器被
调用时，Session 创建许多对象来协助进行管理。 有两
个对象尤其重要：Target（管理 CDI 模型并向调试器发
送 命 令 ） 和 EventManager （侦 听 由 调 试 器 创 建 的
MIEvent）。
Target 接收来自 CDT 的调试命令并为调试器打包
命令。例如，当您单击 Step Over 按钮时，CDT 查找当前
的 Target 并调用 stepOver 方法。 Target 的响应方式是
创建 MIExecNext 命令和调用 MISession.postCommand()
执 行 步 骤 。 MISession 将 命 令 添 加 到 其 输 出 Com-
mandQueue 中， 在这里使用上面描述的方式把命令传
输给调试器。
会话的 EventManager 接收 gdb 输出 （被打包到一
个 MIEvent 中）。 当创建这个对象时，将其作为运行中
的 MISession 的一个 Observer 添加。 当 MISession 触发
MIEvent 时 ，EventManager 进 行 解 释 并 创 建 相 应 的
ICDIEvents。 例 如 ， 当 MISession 触 发 MIRegister-
ChangedEvent 时 ，EventManager 创 建 一 个 称 为
ChangedEvent 的 CDI 事件。 创建 CDI 事件后，Event-
Manager 告诉所有相关的侦听器状态发生了改变。
至此，Eclipse CDT 通过 MI 完成了与 gdb 的通信，
建立了一个双向的通信信道。
4、CDT 通过 MI 与 gdb 进行通信实例
图 4 monitor Info Sys 命令的结果
在 Eclipse 可视化可扩展平台上， 我们通过对 E-
clipse CDT 与 GDB 的调试接口通信原理分析后，设计
定制了满足我们调试功能所需的可视化插件调试器。
该调试器主要实现与 Eclipse 中 C/C++（下转第 66 页）
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进行数据通信。 在 linux 系统下， 以 leon3 为目标板，
Eclipse CDT 为平台建立起一个可视化调试环境。 可以
向 LEON3 开发板发送命令，命令得到执行后，将得到
的信息反馈到 Eclipse 界面。 以"monitor info sys"命令
为例，展示命令传送和信息回送的过程。
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