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ABSTRACT 
High-Resolution, Non-Contact Angular 
Measurement System for PSA/RSA 
Ronald Sloat 
 
A non-contact angular measurement system for Pitch Static Attitude (PSA) and Roll 
Static Attitude (RSA) of hard disk drive sliders is designed and built. Real-time sampling at over 
15 KHz is achieved with accuracy of +/- 0.05 degrees over a range of approximately 2-3 degrees. 
Measuring the PSA and RSA is critical for hard drive manufacturers to control and improve the 
quality and reliability of hard drives. Although the hard drive industry is able to measure the PSA 
and RSA at the subassembly level at this time, there is no system available that is able to measure 
PSA/RSA at the final assembly level. This project has successfully demonstrated a methodology 
that the PSA/RSA can be reliably measured in-situ using a laser and position sensitive detector 
(PSD) technology. A prototype of the measurement system has been built using simple and 
inexpensive equipment. This device will allow a continuous measurement between the parked 
position on the ramp and the loading position just off of the disk surface. The measured data can 
be used to verify manufacturing processes and reliability data. 
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INTRODUCTION 
Hard drives are a very complicated piece of equipment present in almost all computers. They 
provide a solution to store data that is non-volatile and quite compact. As the demand for 
performance increases in computers, so too is the demand for storage to hold the increasing 
number and size of programs and media. The demand for storage has increased exponentially 
with the capabilities of computers being able to handle 3D graphics, complicated Finite Element 
Analysis and video editing. With the physical size of the disks fixed by industry standards, the 
only way of getting more data to fit is by putting more data in the same space. This requires 
extremely small tracks of data to be recorded and read off of the disk.  
The mechanism used to read and write on the disk media is called the head. The head is attached 
to a small block called the slider. The slider’s purpose is to provide a bearing that will float the 
slider above the surface of the disk. If the slider were to ride on the disk, tiny scratches would 
develop that could degrade the magnetic performance of the disk. The further the head flies from 
the platter, the larger the magnetic field must be for reliable storage, and the less data can be 
stored per square inch. The closer the head flies from the platter, the smaller the magnetic field 
can be, and the more data can be stored.  
For the proper function of a hard drive, the read and write heads must fly at a very small distance 
above the magnetic platters. This distance can be as small as several nanometers. To ensure a 
smooth fly height, the slider creates an air bearing to buffer itself from the platters. This air 
bearing is critical to the performance of the drive and to prevent the slider from scratching the 
platter surface. To create this bearing, the head must have a certain attitude, or angle. The two 
angles of concern are called the pitch and roll [1].  By providing a small attitude in the proper 
direction, the head can catch air as it is flown over the platters to support itself. Too much angle 
can cause the trailing edge of the head to drag on the surface, causing scratches and ruining the 
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disk [2], or cause it to fly too far from the surface, thereby decreasing the effectiveness of the 
magnetic field used to record on the medium. 
The measurement of the angles of the heads is a non-trivial task. The air-bearing surface is a mere 
1.1 x 0.8 mm.  At the pre-assembly level, various optical and laser techniques can be used to 
measure the angles because they can be mounted and moved to any position to facilitate the 
measurement. Once the drive is assembled, there is little area to make the measurement since it is 
enclosed in an aluminum chassis. Using expensive glass disks, the pitch and roll can be measured 
over the disk surface using laser interferometry. Even then, the drive is not fully assembled, nor is 
it assembled with the correct components. It is currently unknown how drastically the angle 
changes after assembly, and this increases the uncertainty of the failure analysis. In a typical 
drive, there can be about eight heads, two per disk platter. The measurement system would ideally 
be able to measure each head despite the different orientations. Figure 1 shows a typical hard 
drive. 
 
Figure 1 - A hard drive with the top cover removed. 
The motivation for this project revolves around the need for failure analysis of the hard drives. 
Almost every parameter is recorded to get a reliability and performance estimate of the drives. 
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Consumers demand high reliability to keep data safe. However, once assembled, little 
information is received about the internals of the drive and only after the drive fails or is 
disassembled can information be obtained. This project would partly bridge the gap and allow an 
additional variable to be measured to see how it affects hard drive performance and reliability. 
Information on the optimal orientation has already been gathered, but that information cannot be 
fully utilized in manufacturing due to the variation and the inability to measure the parameters. 
The objective of this project is to measure the angles of the slider at two positions. The first 
position is called the static position. This is when the sliders are parked on the ramp, off of the 
disk surface. The second position is when the sliders are in the loading position. This occurs when 
the sliders are moving towards the disk and are about to develop the air bearing. This project will 
help to characterize the drive better with more knowledge to how the sliders behave off of the 
disk.  
The project can be broken down into three main stages. The first stage is researching the various 
measurement methods to determine a method that has a resolution of +/- 0.05 degrees that can be 
performed in situ. Once the measurement methods have been identified, they will be evaluated to 
determine which one is the most feasible method for in-situ measurement. The proposed 
measurement system will then be experimentally verified.  
The second stage will be designing the fixturing, tooling, electronics and methods to perform the 
test. The goal would be to mount a finished drive onto the apparatus and perform a non-
destructive test of the drive. Slight modification of the drive may be necessary to access the 
sliders, but this test would not be performed on every drive. Automation and measurement speed 
are not an issue at this point, and a manual testing design will be adequate. 
The third stage will be to build, assemble and test the apparatus. Due to the sensitivity of this 
measurement, the fixturing will need to be rigid, and the entire assembly will probably need to be 
mounted onto a granite slab to reduce environmental vibrations interfering with the testing.  
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LITERATURE REVIEW 
Measurement of tilt and inclination of a plane to high-resolution is not a simple task. Big, solid 
surfaces may allow a large, bulky instrument to sit on top for the measurement, but small, flexible 
parts cannot have large contact forces. Therefore it is a requirement to have a non-contact way of 
measuring the inclination. A variety of methods exist that include optical, laser and magnetic 
sensors. All have their pros and cons and not all are suited to the small area of the hard drive 
slider. 
One of the most common methods of measuring small distances without contact is by 
interferometry [3]. Two fundamental methods exist: heterodyne detection and homodyne 
detection. Homodyne detection uses a beam of light that is split and reflected off of two different 
parts. One is reflected off of a reference mirror and hits a photo detector. The other beam of light 
is reflected off of the part of interest. These two beams, once combined at the photo detector, 
allow a determination of a fringe order. This fringe order determines the fractional amount of the 
wavelength of the light that differs from the reference beam. This directly relates to the position 
of the part. If the device is set up and calibrated properly, any change in the phase of the laser as 
it hits the photo detector can be detected, producing resolutions on the nanometer scale. 
Heterodyne detection used in interferometry produces a similar effect as homodyne detection 
with the added benefit of better signal-to-noise ratio. This method employs the same setup as 
homodyne detection, but one beam is modulated before being detected. Typically, the frequency 
is modulated. This produces a beat frequency relative to the difference between the frequencies of 
the beams. Since the modulated frequency is a known value, any change in the beat frequency is 
accurately known. Most commercial interferometers utilize the heterodyne detection scheme. 
Accurate methods of measuring distance can be used to measure inclination of a flat surface. 
With two distance measurements along a surface, the surface slope can be calculated. This does 
not provide information about the whole surface, but rather just in the direction of the vector 
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created by the two points. Unless the surface can be characterized before measurement, three 
points are needed to define the plane of the surface [4]. This can allow accurate determination of 
the slope in any direction along the plane. Utilizing the mathematics of a plane, it is simple to 
determine three points and calculate an angle in any direction. 
A similar device used for measuring displacement is a laser displacement sensor [5]. Rather than 
needing an optical reference and calculating the interference between incident light waves, a laser 
displacement sensor shines a laser onto a surface and a calibrated focusing system focuses onto 
the laser spot. From the focal distance measured by the system, the actual displacement from the 
sensor can be measured to sub-micron accuracies. This system is much simpler than an 
interferometry setup in the sense that the laser light does not need to be combined to detect phase. 
This means that the laser can be incident to the surface as angles smaller than 90 degrees. Though 
not as accurate as an interferometry system, the flexibility is superior. 
Measuring displacements to obtain angular information requires taking two or more 
measurements with the measurement sensor as stable and fixed as possible so that any difference 
in measurements correlates to the orientation of the object. With an interferometer or laser 
displacement sensor, two or three points are needed to calculate a line or plane. The orientation of 
the line or plane can be used to determine the slope in the directions desired. Another device, 
called a confocal laser scanning displacement meter [6] can scan and measure displacement over 
a small range without moving the sensor. By using an oscillator and a tuning fork, small 
vibrations change the focal path of the instrument, allowing measurements of displacement along 
a line of several millimeters. Angularity can be directly measured from these data points, and by 
changing the orientation of the device and measuring again, enough data points can be obtained to 
define the entire surface. 
Lasers can be used in a variety of metrological equipment. One such method is known as laser 
reflectometry. This method employs a laser that is shone onto a surface, and the reflection of the 
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laser is measured. This reflection typically equates to an orientation of the object, but can also be 
setup to measure distances. Measuring the displacement caused by the reflection of the laser can 
be done is several ways. 
A CCD sensor [7] is essentially an array of tiny photo detectors mounted onto a small package or 
IC. Sensitivities vary, but when photons of light fall onto a photo-detector, the individual detector 
can give a signal proportional to the light intensity and the position of the individual detector can 
be calculated. This gives two simultaneous readings, but is limited due to the discrete nature of 
the photo detectors. Light impinging between detectors cannot be measured. With a good design, 
CCD sensors can give very good data with very good accuracy. 
Another sensor that can be used to measure displacement of a laser beam is a position sensitive 
detector, or PSD [8]. This is essentially a large photodiode with a constant resistivity over its 
surface, built with a P-doped region resting on top of an intrinsic semiconductor region, resting 
on an N-doped region. A spot of light incident on the diode surface causes current to flow to the 
electrodes inversely proportional to the location of the light on the surface. Due to the analog 
nature of the device, any change in displacement can be picked up because there are no discrete 
cells. However, due to the small currents generated and noise in the system, typical resolutions 
are around 1 micron. These sensors come in one-dimensional and two-dimensional arrays, 
allowing for flexibility is measurements. An important part of a PSD sensor is incorporating the 
electronics required to amplify the signals, and high-quality, low-noise instrumentation amplifiers 
are normally used to ensure good accuracy. 
As digital optical technology advances, high-resolution photographs can give accurate data about 
an object. This can be used as a non-contact way of measuring the extremely small surface angles 
of the hard disk sliders. Typical cameras can achieve accuracies close to +/- 0.1° [9]. Many test 
setups have used optical cameras in addition to other measurement methods. Due to the confined 
space, cameras are not well-suited for the measurement. 
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A method in use in the hard drive industry to measure the orientation of the sliders is called 
shadow-cast optoelectronic gauging [10]. This principle uses collimated light to cast a shadow of 
the part on a photo-detector array. Typically this light is infrared. Utilizing highly sensitive 
control systems for the positioning of the sensors, rotating the sensing array creates a distribution 
of the shadow profile on the sensor. The peak point on the shadow distribution relates to the 
actual position or orientation of the part under test. 
Hard drive technology has changed in recent years, but the write head still utilizes induction to 
create the magnetic field. Magnetoresistive materials have been discovered that change their 
resistance based on the strength and direction of the magnetic field that passes through it [11]. 
Originally discovered in 1856 by Lord Kelvin, these materials have been incorporated into 
integrated circuits that are commercially available today and can measure a full 360° rotation of a 
magnet positioned above the sensor. These devices can achieve accuracies limited only by the 
linearity of the device and the precision of the other electronic devices used. Many use 13-bit 
analog-to-digital convertors and have a resolution of 0.022° accordingly. This is a non-contact 
measurement method that relies on a magnet with a north- and south-pole parallel to the sensor to 
produce the change in direction of the magnetic field. In non-rotating applications, the change in 
resistance can be related to the change in linear displacement, but are limited in range.  
Two electrically conductive surfaces separated by a non-conductive dielectric material exhibit a 
phenomenon known as capacitance. It is well known that the capacitance is inversely proportional 
to the distance between the conductive surfaces. By utilizing this principle, measurements of 
displacement can be made [12]. Unlike laser measurement systems which can be focused to a 
small point, capacitive sensors measure over an area the size of the sensing head, averaging 
throughout. Multiple measurements on a small surface are not possible with a capacitive sensor. 
Measurement accuracies on the nanometer scale can be expected with high-quality capacitive 
sensors. 
 8 
 
METHODOLOGY 
Determining the optimal measurement solution is difficult. Based on the current methods 
available, many fail to be able to measure such a small surface or to be inserted into such a small 
space. Of the remaining solutions, four criteria will need to be met as provided by Western 
Digital. These are: 
 Minimum resolution of +/- 0.05° 
 Repeatable 
 Accurate to +/- 0.05° 
 Perform in-situ 
Additional requirements such as measurement simplicity, ease of manufacturing and cost also 
play a significant role. 
The measurement system will take three separate readings, one while the head stack assembly is 
parked on the ramp, one when the sliders are in the loading position and one measurement of the 
disk surface itself to provide a reference surface for the two measurements. This will be repeated 
for each slider in the drive. 
Of the many methods examined, most require a sensing unit to be mounted fairly close to the 
sliders. This presents a problem in the constrained area of the drive. For this reason, we focused 
on the two laser-based measurement methods: the PSD and the laser displacement sensor. 
The PSD can determine the exact location of a laser spot on its surface by producing currents 
inversely proportional to the distance from the centroid of the laser spot to the electrodes on its 
surface. This current can be converted into a voltage and measured. The ratio of these currents 
(now voltages) determines the spatial location of the laser on the PSD sensor. Utilizing a two-
dimensional sensor, both the pitch and roll can be determined from the one measurement. This 
provides a very robust design, without the need for multiple measurements to obtain the data. 
The laser displacement sensor uses a laser and a camera to determine the distance between the 
measurement unit and a surface. By focusing the camera lens on the spot, a very accurate distance 
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is produced. To adapt this to our project, three data points would be needed. By obtaining three 
points on the surface of the slider, a plane can be created, giving the necessary pitch and roll 
angles. One advantage of this system is that a company, Keyence, provides off-the-shelf solutions 
of this type. 
Design Change 
On December 11
th
, 2009, a design review was held at Western Digital in San Jose, California. 
The PSD method was chosen by the design team, and work began on the design and on validating 
the measurement method. Furthermore, the scope and workings of the project were revised. 
The measurement method would no longer provide two measurements for the purpose of 
comparison between the static and the dynamic condition. The new method would be a 
continuous measurement from the static to dynamic condition. This would provide more insight 
into the orientation of the slider as it exits the ramp and loads onto the disk. 
The measurement method would no longer be required to measure every slider in the drive. 
Primarily the top-most slider in the head stack will be measured, with the possibility of also 
measuring the bottom-most slider.  
With this new change, the laser displacement sensor would require the use of three units, each 
taking measurements in tandem to produce a continuous measurement. Due to the cost of the 
displacement sensors, the PSD method was chosen for further investigation. 
Overview 
The basis of the project is to measure the orientation of a surface relative to another by means of a 
reflected beam of laser light. The laser beam on the reference surface will cause a certain 
displacement on the position sensor. This position will correspond to a virtual flat surface, with 
no angle of rotation. By taking a second measurement on the surface of interest, any deviation 
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from the first measurement’s displacement will predict the orientation of the second surface with 
respect to the first. Figure 2 shows the simplified measurement setup. 
This simplifies the demand on the accuracy of the device by performing a relative measurement. 
An absolute measurement would require an accuracy of design and calibration that would be 
impractical for this project.   
The slider pitch and roll is typically measured with respect to the spinning disks. It is therefore 
natural to use the spinning disks as the reference surface for this project. All subsequent 
measurements will be relative to the disks. 
The Position Sensitive Detector (PSD) will be used to measure the displacement of the laser 
beam. It produces variable currents on its output pins that can be used to determine the location of 
the centroid of the laser spot. This provides easy integration for automated readings. The 
equations to determine the laser spot position are given below. 
   
                   
               
  
  
 
  
   
                   
               
  
  
 
  
 
The variables x and y are the coordinates of the location of the centroid of the laser spot on the 
surface of the PSD. The currents, denoted iXn and iYn, are the currents flowing through each 
electrode. The sensing area size, denoted as Lx and Ly, converts the ratio of the currents into the 
location, usually in microns. 
To be able to collect real-time data, a microcontroller will be used to sample, calculate, and 
transfer data to a computer. A microcontroller proved very useful in the initial round of testing, 
and it was deemed a better method than buying a dedicated analog to digital converter card from 
a manufacturer such as National Instruments. 
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Figure 2 - Measurement methodology schematic. 
 
The most important step is to determine the resolution of the measurement apparatus. The 
primary purpose is to measure very small angles accurately. This will be done using actual hard 
drive sliders mounted onto a fixture. The fixture will support the sliders and allow the measuring 
device to be mounted in any position or orientation needed for the measurement. For all 
measurements, we will need a baseline reference. This will be accomplished by utilizing the disk 
surface in the hard drive. The disk surface is already extremely flat, with a roughness of only 1Å, 
and highly reflective. It is a perfect reference for the orientation of the slider. The angle 
measurement taken on the disk surface will determine the zero-degree reference that will define 
the relative attitude of the slider. 
The final requirement will be to determine the ability of the method to perform in-situ. Due to 
space limitations, a setup that requires no modification to the original parts is highly unlikely. 
Therefore, the least amount of modification will be desired. Certain methods could require large 
holes cut into the top plate of the drive to allow access while other methods may only need a 
small hole to allow a laser to be shot into the drive. The feasibility of each method will need to be 
evaluated quantitatively based on the number of requirements and modifications and also for 
possible automation in the future. 
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INITIAL TESTING 
Preliminary tests were conducted during the project to ensure that the measurement method 
would perform adequately for the actual measurement. Testing milestones included: 
 Surface Reflectivity 
 Lens Positioning 
 Laser Positioning 
Using a Thor Labs optical power meter, the reflectivity of several parts of the head stack 
assembly were measured. The results are presented in Table 1 below. A typical reflection is 
shown in Figure 3. 
Table 1 - Reflectivity Measurement Data. 
Surface Reflected Power Reflectivity 
Slider 90µW 9% 
Slider (Side) 80µW 8% 
Gimbal 320µW 32% 
 Laser Power 1mW 
 
With this data, it is clear that the initial laser power must be fairly large to produce a reasonable 
amount of power at the PSD. With a 50/50 beam splitter, half of the optical power is lost each 
time the laser passes through it. A maximum of 25% of the optical power will hit the PSD. Using 
the slider surface, only 2-3% of the optical power can be used for the measurement.  
 
 
Figure 3 - Reflection of the laser diode. 
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The PSD, using 635nm red light, has a quantum efficiency of roughly 0.4 Amperes per Watt of 
incident light. With a saturation current of 0.2mA, this yields a maximum optical power of 
500µW. Designing for the disk surface, a near-perfect mirror, a 2mW laser diode will be required 
for maximum current, due to at least 75% loss through the beam splitter. 
To reduce complicated fixture design and setup time for the finished measurement unit, it would 
be ideal for the laser beam to take the same path for incidence and reflection. To achieve this, a 
beam splitter is placed between the laser and the measurement surface. When the laser returns to 
the beam splitter, it diverges at 90°. The PSD is then placed on axis with the new diverged beam 
path. Figure 4 below shows the operating schematic. 
 
Figure 4 - PSD measurement method operating schematic. 
For the optics, it was originally thought that the roughly collimated laser beam would remain 
collimated until it reached the PSD. During experimental testing, it was seen that the reflected 
laser was dispersed and diverged at a much greater angle. Additional lenses would be required to 
recapture and refocus the light onto the PSD surface. Two lenses were added to the design for this 
purpose. Using two lenses helps avoid using a single, short focal length lens that would introduce 
greater spherical aberration.   
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DESIGN 
Hardware 
Optical Housing 
The optical housing was designed to mount and align every piece of the measurement system to 
provide an easy to mount unit for the final measurement fixture. The measurement system 
consists of several components: 
 Laser Diode assembly 
 Beam splitter 
 Refocusing lenses 
 PSD 
 Amplifier electronics 
The housing was designed to be as small and robust as possible. A big emphasis was placed on 
the ease of machinability. The final design is seen below in Figure 5.  
 
Figure 5 - Exploded view of the optical housing. 
Besides keeping the components aligned, the housing controls the beam path length between the 
measurement surface and the PSD. This length controls the overall measurement range and 
resolution. In theory, a longer path length produces greater resolution. For a fixed PSD sensor 
 15 
 
size, this results in less measurement range. The lenses on the optical path help focus the laser, 
but also reduce the effective path length, reducing the measurement resolution.  
 
Figure 6 - Geometrical measurement error in reflected laser. 
Another consideration is the geometrical error with the sensor. Figure 6 shows the geometry. The 
path length of the laser can be thought of as a radius to a circle. We want to measure the arc 
length of the circle as the angle changes from the initial position. For the PSD sensor, we are not 
measuring the arc length, but rather the projection of the arc length onto the sensor. The optical 
path determines the resolution of the measurement primarily by increasing the displacement on 
the PSD. The displacement for some angle from the origin of a perpendicular beam can be 
expressed, for small angles, as: 
        
 
 
This displacement follows a constant path length, R. Any angle, Ɵ, will extend the path length 
beyond R, increasing the displacement. For small angles, this change can be neglected. At larger 
angles, this produces an overshoot from the actual displacement. While this is strictly a 
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geometrical error, the actual geometry will be difficult to calculate and cannot be completely 
removed. I have calculated the error based on a laser path normally perpendicular to the sensing 
area: 
              
 
This shows that an increase in the path length, R, increases the error, as does an increase in the 
measured angle, Ɵ. The path length, with no corrections made, should be minimized as long as 
the desired resolution is fulfilled. 
Any spherical lens of appreciable thickness will produce a distortion known as spherical 
aberration, shown graphically in Figure 7. This distortion provides additional focusing power at 
the edges of the lens, moving the focal point closer to the rear surface of the lens. While typically 
unfavorable, this system can use this aberration advantageously. At larger angles, the geometrical 
error will increase. Also at larger angles the spherical aberrations worsen, causing the beam to 
wander towards the optical axis. At some value, the errors could help cancel each other out for at 
least some angles. Spherical aberration is difficult to model and this analysis was not performed 
for the system. 
 
 
Figure 7 - Spherical aberration occurring in a spherical lens. 
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Electronics 
The electronics consist of two components, the signal amplifier and the microcontroller. This was 
done to keep the size of the optical housing small while keeping the system modular.  
The signal amplifier is required to produce an output signal that is compatible with the analog to 
digital converter (ADC) on the microcontroller. The output from the PSD is a small current, 
which needs to be amplified and converted to a voltage for the ADC. A transimpedance 
operational amplifier design was incorporated for this purpose. Figure 8 shows the board layout. 
The schematic is shown in Appendix B, Figure B2.  
 
Figure 8 - Amplifier board layout, top layer. 
 
To achieve a high accuracy and low noise, high-quality components were used in the construction 
of the amplifier. Texas Instruments OPA2132 op-amps were used, and 0.1% resistors were used 
for the gain control. The assembled board is shown in Figure 9 below. 
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Figure 9 - Assembled circuit boards. 
 
The microcontroller was chosen based on the following factors: 
 Fast clock speed (16-32MHz) 
 High-resolution, high-speed ADC (12-bit or higher, 20kHz or higher) 
 Easy to program 
Due to previous experience, the Atmel AVR family of microcontrollers was chosen. From there, 
the only microcontroller to meet the requirements was the ATxmega. 
To communicate with the computer, the parallel port was chosen due to its ease of programming 
and interfacing. In case it was needed, additional avenues of data transfer were designed in. USB 
support was added using a parallel-to-USB chip provided by FTDI.  A Secure Digital (SD) card 
slot was added to provide a method of data storage and prevent the need for a computer during 
measurements. Neither method has been tested or configured. 
The ability to use an LCD was designed onto the board primarily for debugging and initial testing 
before computer software was written. Writing to the LCD screen takes far too long to be used 
when collecting data, but can be used at a slower speed to test functionality.  
The ability to control the laser brightness was added to the board by utilizing the digital-to-analog 
converter (DAC) on the microcontroller and a field-effect transistor (FET). By controlling the 
voltage to the FET, more or less current is allowed to pass to the laser diode, controlling its 
brightness. The microcontroller board is shown in Figure 10. The schematic is shown in 
Appendix B, Figure B2. 
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Figure 10 - Microcontroller board layout, top layer. 
 
Software 
Two pieces of software were necessary for this project. The microcontroller required control 
software for the processing of the collected data, and the PC required software to collect the data.  
The microcontroller performs one main task. It is to sample the voltage at each input, calculate 
the position of the laser, and send that position to the PC via the parallel port. It does this as fast 
as it can to achieve the highest sampling rate possible. The built in event system of the 
microcontroller was used to provide consistent and automatic sampling of the ADC. Additional 
functionality was added to allow the PC software to control several features of the 
microcontroller. 
The microcontroller, upon calculating the 32-bit position of the laser, sends four groups of 8 bits 
over the parallel port. Two bits on the parallel port’s status register uniquely identify each byte of 
data. There is no flow control built in, and any data lost is not buffered and is not resent. This was 
done to ensure maximum data transmission and to prevent complication. Figure 11 below shows 
the general flow of the software. 
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Figure 11 - Microcontroller software flow chart. 
 
The PC software was written to allow data to be recorded by the computer in a way that could 
easily be imported into Microsoft Excel for manipulation and post-processing. It does this by 
saving a comma-separated data file (CSD) for importing. Additional functionality was added 
including a graphical display of the laser position, and provisions for controlling the 
microcontroller in several key areas. These areas include operating frequency and laser 
brightness. A screenshot of the software is shown below in Figure 12. 
 
Figure 12 - Data acquisition software screenshot from the PC. 
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The computer software polls the parallel port for data by constantly checking the status bits in the 
status register. Once a change has been detected, data is stored into a temporary buffer. This is 
done to prevent recording the same data more than once. After both bytes have been received for 
either the X or Y coordinate, the full 16-bit value is stored in the position sample buffer to be 
written to a file. Figure 13 shows the flow of the computer software. 
 
Figure 13 - Simplified software flow chart for PC code. 
For usability, the computer software, when not recording data, collects and averages the samples 
to be displayed in the graphical interface. At this time, it is also possible to press function keys on 
the keyboard to control settings on the microcontroller. Table 2 shows the function keys. Pressing 
a function key sends data out the parallel port to be read by the microcontroller. A third bit in the 
status register controls whether the microcontroller is sending or receiving data. Pressing the 
sample button runs separate code that prevents any interference to the software by keystrokes and 
disables the graphical interface. This helps prevent excess code from tying up processor resources 
and losing valuable data from missed status changes. 
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Table 2 - Software function keys. 
Offsets O,P The offset keys control the ADC value offsets, which affect laser position 
calculations. Enabling offsets takes the last ADC readings and stores them 
in an offsets buffer. These offsets are then subtracted from every 
subsequent ADC reading. This allows for any ambient laser light to be 
subtracted from the measurement so that only reflected light influences the 
readings. Pressing “P” sets all offsets to 0. Setting the offsets while the 
laser is reflected onto the PSD will cause integers to overflow once the 
laser light is removed or changes position. Remove offsets if this occurs. 
Ideally offsets should be set at the laser brightness used for measurement 
with no laser light reflecting onto the PSD. 
Clock 
Divider 
1-6 The clock divider keys set the operating frequency of the microcontroller, 
affecting its sampling rate. Increasing numbers further divide the clock by 
2. For 32 MHz operation, press “1”. For 8 MHz operation, press “3”. 
Default is 32 MHz. 
Record 
Data 
R Pressing the “R” key will prompt the system to sample and store data to a 
file called DATA.PSD. After R is pressed, 15,000 data points are collected. 
At the default speed, the sampling rate is approximately 15 KHz. This 
corresponds to just over 1 second. Higher clock dividers increase the total 
sampling time, during which no user input will be processed. 
Persistence Z In Persistence mode, the laser spot is never erased from the screen. In 
normal mode, the last 25 data points are displayed. This allows the user to 
see the current location. If the beam path is important, Persistence mode 
should be turned on. 
Laser Color C,V An extra feature to the software is the ability to change the color of the 
laser displayed on the computer’s monitor. While limited in usefulness, it 
does provide a way to distinguish previous laser positions by cycling 
through the colors. In the normal mode, this is purely cosmetic, but in 
Persistent mode (“Z”), all previous points are left on the screen and the 
colors help to differentiate previous runs.  Pressing V will reset the laser 
color. 
Redraw 
Screen 
X The display occasionally will develop a problem or become saturated with 
data points. To solve this, you must redraw the screen by pressing the “X” 
key. This will restore the display to the original state. This will not affect 
any other settings. 
Interrupt I After initial testing of the software using polling of the parallel port, it was 
thought that using interrupts may help increase the speed and reduce errors. 
At low speeds the interrupt method worked well, but at higher speeds it did 
not. Ideally the software should allow the user to choose which method to 
use to ensure quality data. This was never implemented due to the 
complexity of merging the two methods. Pressing the “I” key will toggle a 
variable in the code, but the variable is unused. 
 
Display 
Sample 
D Pressing “D” will draw the laser position for all points in the sample last 
taken. It applies a color gradient to the points based on the sample position. 
This will not affect any other options. It is recommended that the laser be 
turned off before using, or current position data will overwrite sample data. 
To remove the sample, clear the screen using the “X” key. 
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RESULTS 
Large amounts of data were gathered for this project before any final hardware was built through 
various testing setups to provide proof of concept milestones. The figures to follow are the most 
important data sets, showing that the method works and can be adapted for this particular use.  
Figure 14 below shows the results of the initial PSD test data. The results show a repeatable, 
linear relationship between the change in position of the PSD and the orientation of the 
measurement surface. The test was performed twice using the disk surface for maximum 
reflection. The equation of the line determines the sensitivity of the setup. With the equation 
shown, it is approximately 1000 µm/°, producing a resolution (without noise) of 0.001°. 
 
Figure 14 - One-Dimensional PSD Linearity Test. 
With the testing method validated, the same test setup was used on the actual two-dimensional 
PSD. Figure 15 below shows the results of the test. A separate run for X and Y was performed. 
This time the disk surface was used along with a 25.4 mm focal length lens. As shown, a large 
amount of spherical aberration can be seen in both X and Y. The discrepancy between X and Y is 
most likely caused by a misalignment of the lens, causing a greater amount of aberration. Figure 
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16 shows the same plot with data gathered using a 50mm focal length lens. The spherical 
aberration is greatly reduced.  
 
Figure 15 - Two-Dimensional PSD output showing spherical abberation of the focusing lens. 
 
 
Figure 16 - Validation of the measurement method using the disk surface on the 2D PSD. 
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With promising results on the disk surface, the next step was to test the method using the slider 
surface, as this is the surface of interest. This test was performed in the same manner as the 
previous test, except using the slider surface and a 35mm focal length lens to reduce the spherical 
aberration. The data is presented in Figure 17. A clear correlation between position and angle can 
be produced. Low reflectivity caused a much reduced measurement resolution, and the small 
surface made it extremely difficult to test. 
 
 
Figure 17 - Validation of the measurement method on the slider surface on the 2D PSD. 
 
The measurement method using reflected light responds to both changes in orientation, which is 
what is desired, and proximity. In addition, the sensitivity to changes in orientation is affected by 
the proximity of the sensor to the surface. In order to provide accurate results, the sensitivity must 
be determined at a variety of distances so that a function could be developed to determine the 
measured angle. Figure 18 shows the results of the data. Although an offset is present from either 
misalignment or some other cause, the slopes of the lines are very close, affirming a linear 
relationship between sensitivity and proximity. 
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Figure 18 - Measurement system sensitivity as a function of proximity to the measurement surface. 
 
 
 
Once the system was characterized, the last step was to get the data acquisition working. In this 
mode, the microcontroller is sampling and processing as many samples as it can every second. 
The computer constantly checks whether data is available to collect. Using a pin on the 
microcontroller that toggles after every sample, the sampling rate was measured to be 
approximately 15 KHz. Figure 19 and Figure 20 below show data collected from the disk surface 
and the slider surface, respectively. Both graphs have a running average filter applied to reduce 
noise. Figure 21 shows data measured from a still surface. The output remains flat, and some 
noise and spurious points are visible. This shows that the measurement method is stable, and that 
there are relatively few data transmission errors in the data acquisition system. 
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Figure 19 - Measurement system output from the disk surface, with averaging. 
 
Figure 20 - Measurement system output from the slider surface, with averaging. 
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Figure 21 – Still disk surface measurement, showing a constant reading with few errors. 
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CONCLUSION 
This project has successfully demonstrated that the PSD measurement method can reliably 
measure the change in orientation of a slider surface with respect to a reference surface. It has 
also been shown to work reliably for measuring the orientation of the slider continuously. 
Many aspects of the measurement unit can be modified for improved performance. The 5mW 
laser diode appeared faulty and never produced more than 1mW of output power when measured. 
The system was designed for 5mW of optical power. Optionally, the signal amplifier could be 
modified to provide more gain. The laser diode’s case is positive and connected to the chassis, 
while the board was designed to ground to the chassis. Plastic spacers were used to prevent a 
short circuit. 
Due to its simplicity, the parallel port was chosen to transfer the data between the microcontroller 
and the PC. This presents a concern for newer computers, which typically do not have the legacy 
ports. The ability to use USB connectivity was designed in but never used. Additionally, an SD 
card port was designed and built in but never used as well. These could provide additional ways 
to transfer the data. Additionally, these methods could provide faster data transfer speeds or 
increase the reliability of the data transfer.  
The PC software was written for DOS for its simplicity and ability to read and write directly to 
hardware. Porting the software to a more modern operating system could improve its usefulness 
as well as its performance. MATLAB would be an ideal candidate, if the computer’s performance 
was great enough, to serve as the programming platform. Data analysis could be combined using 
the same software package. However, at the time the software was written, MATLAB does not 
provide a way to enable bi-directional support for the parallel port, preventing the microcontroller 
from communicating with the PC. Other data transfer methods could enable MATLAB 
compatibility.  
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In its current state, the software and data are usable. To improve performance and reliability, 
several aspects could be improved. Each position is truly a 12-bit number, unless the laser runs 
off the sensing area. The data therefore could be sent over the parallel port in three bytes instead 
of four. This could improve performance marginally at the cost of more complicated code to split 
and reassemble the data. Some type of flow control could be implemented in lieu of speeding up 
the data transfer. 
The required calculations by the microcontroller represent my best ability to optimizing 
performance by performing the fewest calculations possible. The main performance penalty is the 
use of long integers, which takes the 8-bit microcontroller much longer to process. Code 
performance also varies based on the values of the data being processed. To prevent this variable 
delay, which is easily measured using a frequency counter on Port B pin 1 of the microcontroller, 
the code should be rewritten in assembly language. This will produce repeatable code regardless 
of the data being processed, and will most likely result in an overall improvement in processing 
performance. The A/D is triggered automatically using the event system, only the code 
performance needs improvement for data acquisition. 
For a future design revision, the outputs from the amplifiers should have a small filter capacitor 
right before the microcontroller’s ADC. The current system samples at 15 KHz, while the 
amplifiers should be capable of amplifying well into the hundreds of kilohertz. This can cause an 
effect known as aliasing, causing a low-frequency noise caused by a high-frequency source. This 
will help prevent high-frequency noise from affecting results, as well as reducing noise picked up 
in the cabling after the amplifier stage. 
In general, the resolution of the system exceeds expectations. During testing, the system was 
calibrated only with a tilt table that could not exceed an accuracy of +/- 0.01°. With better 
calibration, the measurement can be improved. 
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APPENDIX A – Code 
Microcontroller Code: WDPSD.c 
The microcontroller code was written using Atmel’s AVR Studio software. It is written in 
standard C and is compatible with the avr-gcc compiler. 
/**************************************************************************************** 
|| 
|| File: WDPSD.c 
|| Date:  09-22-10 
|| 
|| Description: 
||  This file contains the code necessary to control the microcontroller for the 
||  WD PSD project, an ATXMEGA192A3. Many parameters can be changed through the  
||  PC interface, little modification should be required from this for future  
||  revisions. Parallel port communication may need revision for other computers. 
||  This was optimized for a Pentium 1 266MHz laptop. 
|| 
||  LCD support is provided by LCD.c, LCD.h.  
|| 
|| Written by: Ronald Sloat 
|| Thesis:   PSA/RSA Real-time Measurement Method 
|| Advisor:  Dr. Jianbiao Pan 
|| 
|| WD Support: Minh-Nhat Le 
||     Matthew Brown 
||     David Renuart 
||     Keith Berding 
||     Mark Hathaway 
||     David Bagaoisan 
|| 
*//////////////////////////////////////////////////////////////////////////////////////// 
 
#include <avr/io.h>    // AVR IO definitions 
#include "LCD.h"     // LCD header 
 
void AVR_Init(void);    // AVR clock initialization 
void AVR_ADC_Init(void);   // AVR ADC initialization 
void AVR_DAC_Init(void);   // AVR DAC initialization 
void AVR_Timer_Init(void);  // AVR Timer initialzation (unused) 
void AVR_DMA_Init(void);   // AVR DMA initialization (unused) 
 
 
// Position data structure for easily accessing 8/12 bits 
typedef struct 
{ 
 unsigned int word[1]; 
 unsigned char  byte[2]; 
} PSD; 
 
 
int main() 
{ 
 // Initialization routines 
 AVR_Init(); 
 AVR_ADC_Init(); 
 AVR_DAC_Init(); 
 LCD_Init(); 
 
 // DAC initialization 
 DACB.CH1DATAL  = 0x00; 
 DACB.CH1DATAH  = 0x03; 
  
 // Port initialization 
 PORTD.DIRSET  =  0xFF; 
 PORTE.DIRSET  |= 0xFE; 
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 PORTB.DIRSET  =  0x01; 
 
 // LCD initialization 
 LCD_command(CMD_8BIT); 
 LCD_command(DISPLAY_ON); 
 LCD_command(MOVE_RIGHT); 
 
 // Position data variables 
 PSD   Xpos, Ypos;      // Final position data structs 
 signed int X1temp, X2temp, Y1temp, Y2temp; // ADC input temp variables 
 long   Xtemp, Ytemp, Total;    // Position temp variables 
 unsigned int X1_offset = 0;     // ADC offset variables 
 unsigned int X2_offset = 0;     // ... 
 unsigned int Y1_offset = 0; 
 unsigned int Y2_offset = 0; 
 
 // Control variables 
 unsigned char  comctrl = 1; 
 unsigned char  laser_state = 1; 
 unsigned char  ppcontrol = 0; 
 
 while(1) 
 { 
  // Test for PC communication 
  if ((PORTE.IN & 0x01) && (comctrl == 1)) 
  { 
   // PC wants to talk, set PP data port to input 
   PORTD.DIR = 0x00; 
 
   // Test for communication "codes" 
   if (PORTD.IN & 0x10) 
   { 
    // PC wants to change clock speed 
    if (PORTD.IN == 0x11) 
    { 
     CCP = 0xD8; 
     CLK.PSCTRL = CLK_PSADIV_1_gc; 
    } 
    else if (PORTD.IN == 0x12) 
    { 
     CCP = 0xD8; 
     CLK.PSCTRL = CLK_PSADIV_2_gc; 
    } 
    else if (PORTD.IN == 0x13) 
    { 
     CCP = 0xD8; 
     CLK.PSCTRL = CLK_PSADIV_4_gc; 
    } 
    else if (PORTD.IN == 0x14) 
    { 
     CCP = 0xD8; 
     CLK.PSCTRL = CLK_PSADIV_8_gc; 
    } 
    else if (PORTD.IN == 0x15) 
    { 
     CCP = 0xD8; 
     CLK.PSCTRL = CLK_PSADIV_16_gc; 
    } 
    else if (PORTD.IN == 0x16) 
    { 
     CCP = 0xD8; 
     CLK.PSCTRL = CLK_PSADIV_32_gc; 
 
     // Reset LCD, just in case 
     LCD_command(CMD_8BIT);   
    } 
   } 
   else if (PORTD.IN & 0x20) 
   { 
    // PC wants to enable/disable offsets 
    // This may be useful for debugging, or when changing 
 34 
 
    // measurement surfaces, or even when changing laser 
    // brightness 
    if ((PORTD.IN & 0x0F) == 0) 
    { 
     X1_offset = ADCA.CH0RES; 
     X2_offset = ADCA.CH1RES; 
     Y1_offset = ADCB.CH0RES; 
     Y2_offset = ADCB.CH1RES; 
    } 
    if ((PORTD.IN & 0x0F) == 0x0F) 
    { 
     X1_offset = 0; 
     X2_offset = 0; 
     Y1_offset = 0; 
     Y2_offset = 0; 
    } 
   } 
   else if (PORTD.IN & 0x40) 
   { 
    // PC wants to control laser brightness 
    if ((PORTD.IN & 0x0C) == 0x0C) 
    { 
     if (DACB.CH1DATA != 0x0000) // If not 0, decrease 
      DACB.CH1DATA--;   // *Increases brightness!*  
     else 
      DACB.CH1DATA = 0x0000;  // Don't overflow 
    } 
    else if ((PORTD.IN & 0x03) == 0x03)    
    { 
     if (DACB.CH1DATA != 0x0FFF) // If not at max, increment 
      DACB.CH1DATA++; 
     else 
      DACB.CH1DATA = 0x0FFF;  // Set maximum - 12-bit DAC 
    } 
    else if ((PORTD.IN & 0x06) == 0x06) 
    { 
     // PC wants to turn the laser on or off 
     if (laser_state == 1) 
     { 
      DACB.CH1DATA = 0x0FFF;  // Off you go 
      laser_state = 0;   // Laser state = off/0 
     }  
     else 
     { 
      DACB.CH1DATA = 0x0000;  // On, maximum power 
      laser_state = 1;   // Laser state = on/1 
     } 
    } 
   }  
 
   // Clear variable, and lets delay so that nothing bad happens 
   comctrl = 0; 
   for(unsigned int x = 0; x<100; x++); 
  } 
  // Reset control, return port to output 
  else 
  { 
   comctrl = 1; 
   PORTD.DIR = 0xFF; 
  }  
 
  // Position ADC values 
  X1temp = (long)((ADCA.CH0.RES - X1_offset)); 
  Y1temp = (long)((ADCB.CH0.RES - Y1_offset)); 
  X2temp = (long)((ADCA.CH1.RES - X2_offset)); 
  Y2temp = (long)((ADCB.CH1.RES - Y2_offset)); 
 
  // Temporary variables, saves 2 operations in position calc 
  Xtemp = (long)(X2temp - X1temp); 
  Ytemp = (long)(Y1temp - Y2temp); 
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  // The total value, used for position calcs, saves 4 operations in position calc 
  Total = (long)(X1temp + X2temp + Y1temp + Y2temp); 
   
  // If the clock is slow enough (1MHz), display ADC values on LCD for debugging 
  if (CLK.PSCTRL >= CLK_PSADIV_32_gc) 
  { 
   LCD_command(CMD_ADDRESS | 0x04); 
   LCD_num_int((unsigned int)X1temp); 
   LCD_command(CMD_ADDRESS | 0x44); 
   LCD_num_int((unsigned int)X2temp); 
   LCD_command(CMD_ADDRESS | 0x0F); 
   LCD_num_int((unsigned int)Y1temp); 
   LCD_command(CMD_ADDRESS | 0x4F); 
   LCD_num_int((unsigned int)Y2temp); 
  } 
   
  // Calculate X position (using longs to keep precision) 
  Xpos.word[1] = (unsigned int)((Xtemp + Ytemp)*2350/(Total)); 
 
  // Calculate Y position (using longs to keep precision) 
  Ypos.word[1] = (unsigned int)((Xtemp - Ytemp)*2350/(Total)); 
   
  while(ppcontrol< 4) 
  { 
   if (ppcontrol == 0)     // Reads 0x7F in PC Status Register (PC side) 
   { 
    PORTD.OUT = (Xpos.byte[0]); // Set 8-bit output port 
    PORTE.OUT |= 0xFF;    // Toggle control bits 
    for (int x = 0; x<3;x++);  // Small delay, experimentally 
             determined for best results on  
             P1 266Mhz laptop 
   } 
   else if (ppcontrol == 1)    // Reads 0x3F in PC Status Register (PC side) 
   { 
    PORTD.OUT = (Xpos.byte[1]); // Set 8-bit output port 
    PORTE.OUT &= 0b11111101;  // Toggle control bits 
    for (int x = 0; x<3;x++);  // Small delay 
   } 
   else if (ppcontrol == 2)    // Reads 0xFF in PC Status Register (PC side) 
   { 
    PORTD.OUT = (Ypos.byte[0]); // Set 8-bit output port 
    PORTE.OUT &= 0b11111001;  // Toggle control bits 
    for (int x = 0; x<2;x++);  // Small delay 
   } 
   else         // Reads 0xBF in PC Status Register (PC side) 
   { 
    PORTD.OUT = (Ypos.byte[1]); // Set 8-bit output port 
    PORTE.OUT |= 0b00000010;  // Toggle control bits 
   } 
   ppcontrol++; 
  } 
  ppcontrol = 0;       // Reset parallel port control variable 
  PORTB.OUTTGL = 0x01;     // Speed measurement pin (1/2 f_operating) 
 }; 
 
 return(0); 
} 
 
void AVR_Init(void) 
{ 
 // Turn on internal 32MHz oscillator 
 OSC.CTRL |= OSC_RC32MEN_bm; 
  
 // Prescalar B/C set 
 CLK.PSCTRL |= CLK_PSBCDIV_2_2_gc; 
  
 // Disable JTAG Interface 
 CCP = 0xD8;        // Enable protected writes 
 MCU.MCUCR = MCU_JTAGD_bm; 
 
 // Select Prescalar 
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 CCP = 0xD8; 
 CLK.PSCTRL = CLK_PSADIV_1_gc; 
  
 // Enable 32MHz Internal Oscillator 
 CCP = 0xD8; 
 CLK.CTRL = 0x01; 
} 
 
// Fuct 
void AVR_ADC_Init(void) 
{ 
 // Setup A/D Channels 
 ADCA.CH0.MUXCTRL  |= ADC_CH_MUXPOS_PIN3_gc; 
 ADCA.CH0.CTRL   |= ADC_CH_INPUTMODE_SINGLEENDED_gc; 
 ADCA.CH1.MUXCTRL  |= ADC_CH_MUXPOS_PIN4_gc; 
 ADCA.CH1.CTRL   |= ADC_CH_INPUTMODE_SINGLEENDED_gc; 
 ADCB.CH0.MUXCTRL  |= ADC_CH_MUXPOS_PIN1_gc; 
 ADCB.CH0.CTRL   |= ADC_CH_INPUTMODE_SINGLEENDED_gc; 
 ADCB.CH1.MUXCTRL  |= ADC_CH_MUXPOS_PIN2_gc; 
 ADCB.CH1.CTRL   |= ADC_CH_INPUTMODE_SINGLEENDED_gc; 
  
 // Load ADC Calibration 
 CCP = 0xD8; 
 ADCA.CALL   = 0x44; 
 CCP = 0xD8;  
 ADCA.CALH  = 0x04; 
 CCP = 0xD8; 
 ADCB.CALL   = 0x44;  
 CCP = 0xD8; 
 ADCB.CALH  = 0x04; 
 
 // Setup ADCA 
 ADCA.CTRLA   |= ADC_ENABLE_bm; 
 ADCA.REFCTRL  |= ADC_REFSEL_VCC_gc; 
 ADCA.EVCTRL   |= ADC_SWEEP_01_gc; 
 CCP = 0xD8; 
 ADCA.PRESCALER  |= ADC_PRESCALER_DIV128_gc; 
 ADCA.CTRLB   |= ADC_FREERUN_bm; 
 
 // Setup ADCB 
 ADCB.CTRLA   |= ADC_ENABLE_bm; 
 ADCB.REFCTRL  |= ADC_REFSEL_VCC_gc; 
 ADCB.EVCTRL   |= ADC_SWEEP_01_gc; 
 CCP    =  0xD8; 
 ADCB.PRESCALER  |= ADC_PRESCALER_DIV128_gc; 
 ADCB.CTRLB   |= ADC_FREERUN_bm; 
} 
 
// Function to initialize the DAC 
// - Used for Laser Output control. 
void AVR_DAC_Init(void) 
{ 
 DACB.CTRLA   |= DAC_ENABLE_bm;  
 DACB.CTRLA   |= DAC_CH1EN_bm; 
 DACB.CTRLB   |= DAC_CHSEL_DUAL_gc; 
 DACB.CTRLC   |= DAC_REFSEL_AVCC_gc; 
 DACB.TIMCTRL  |= DAC_CONINTVAL_128CLK_gc; 
 
 // DAC Offset and Gain calibration (from uC firmware). Mfg. suggests doing so. 
 CCP = 0xD8;        // Enable protected writes 
 DACB.OFFSETCAL  = 0x01; 
 CCP = 0xD8; 
 DACB.GAINCAL  = 0x2A; 
} 
 
// Timing functions were never implemented. This is a skeleton initialization function. 
void AVR_Timer_Init(void) 
{ 
 TCC0.CTRLA   |= TC_CLKSEL_DIV1024_gc; 
 TCC0.CTRLD   |= TC_EVSEL_CH0_gc; 
 TCC0.INTCTRLB  |= TC_CCAINTLVL_HI_gc; 
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 TCC0.CCA   =  0; 
} 
 
// DMA control was never implemented. This is a skeleton initialization function. 
void AVR_DMA_Init(void) 
{ 
 DMA.CTRL    |= DMA_ENABLE_bm; 
 DMA.CH0.CTRLA  |= 0b10000000; 
 DMA.CH0.CTRLA  |= DMA_CH_BURSTLEN_2BYTE_gc; 
 DMA.CH0.ADDRCTRL |= DMA_CH_SRCRELOAD_BLOCK_gc; 
 DMA.CH0.ADDRCTRL |= DMA_CH_SRCDIR_INC_gc; 
 DMA.CH0.ADDRCTRL |= DMA_CH_DESTRELOAD_BURST_gc; 
 DMA.CH0.ADDRCTRL |= DMA_CH_DESTDIR_INC_gc; 
 DMA.CH0.TRIGSRC |= DMA_CH_TRIGSRC_ADCA_CH0_gc; 
 DMA.CH0.SRCADDR0 = 0x10; 
 DMA.CH0.SRCADDR1 = 0x02; 
 DMA.CH0.SRCADDR2 = 0x00; 
 DMA.CH0.DESTADDR0 = 0x38; 
 DMA.CH0.DESTADDR1 = 0x03; 
 DMA.CH0.DESTADDR2 = 0x00; 
} 
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Computer Code: PSDDAQ.CPP 
The computer software was written in Borland C++ 3.1 for DOS. Although it should be mostly 
compatible with other compilers, it uses inline assembly code that is specific to the Borland 
compiler. Changes to the inline assembly code will need to be changed if compiling on other 
software. Additionally, a function library could be used in place of the inline assembly as it is 
only performing a simple I/O read or write. This will most likely slow the software down 
considerably. 
/*********************************************************************************** 
|| 
|| File: PSDDAQ.CPP 
|| Date:  09-22-10 
|| 
|| Description: 
||  This file contains the code for the DOS program used to control the 
||  microcontroller and collect data sent from the microcontroller. 
||  Many parameters can be changed through the PC to microcontroller interface, 
||  Parallel port communication may need revision for other computers. 
||  This was optimized for a Pentium 1 266MHz laptop. This side of the software 
||  polls for changes. Interrupts seemed to cause more problems than it fixed. 
||  Pure DOS is recommended for running so that nothing interferes with the data  
||  transfer. Porting to a Windows or Linux environment would be beneficial, so 
||  that better timing control and buffers can be implemented. At this moment, 
||  if the computer misses the data, it is lost, and the total sample size is 
||  15,000 samples. Longer sample times would be nice. 
|| 
|| Coded using Borland C++ Builder 3.1 
|| 
|| 
|| Written by: Ronald Sloat 
|| Thesis:   PSA/RSA Real-time Measurement Method 
|| Advisor:  Dr. Jianbiao Pan 
|| 
|| WD Support: Minh-Nhat Le 
||     Matthew Brown 
||     David Renuart 
||     Keith Berding 
||     Mark Hathaway 
||     David Bagaoisan 
|| 
*/////////////////////////////////////////////////////////////////////////////////// 
 
 
//-----------------Includes---------------------// 
#include <stdio.h> 
#include <dos.h> 
#include <conio.h> 
#include <cnfg.cpp> 
#include <gfx.cpp> 
#include <kbd.cpp> 
 
#define INTR 0X1C    /* The clock tick interrupt */ 
 
// Must tell compiler we are using C++ 
#ifdef __cplusplus 
 #define __CPPARGS ... 
#else 
 #define __CPPARGS 
#endif 
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void interrupt ( *oldhandler)(__CPPARGS); 
 
// Control variables 
int count=0; 
intintenable = 1; 
 
void interrupt handler(__CPPARGS) 
{ 
 /* increase the global counter */ 
 count++; 
 
 /* call the old routine */ 
 oldhandler(); 
} 
 
 
//-------------Function Prototypes--------------// 
void Data_Acq(unsigned int*, unsigned int*); 
void uc_Comm(unsigned char); 
void Serial_Enable(void); 
void Screen_Setup(void); 
 
//-----------------Structures-------------------// 
 
// Graphical laser buffer 
typedefstruct 
{ 
 unsigned int X[25],Y[25]; 
 unsigned int XOLD[25],YOLD[25]; 
} LASER; 
 
// Position data struct 
typedefstruct 
{ 
 int word[1]; 
 char byte[2]; 
} Position; 
 
//--------------------Main----------------------// 
int main() 
{ 
 unsigned char status, data, ppstatus;   // Control variables 
 unsigned int PX[15200], PY[15200];   // Data buffer 
 unsigned int index = 0;      // Data buffer index 
 unsigned char beam_count = 0;     // Beam index 
 unsigned char key = 0;       // Color key 
 unsigned char laser_display = 1;    // Laser display control 
 int x;           // Looping variable 
 intAvgX, AvgY;         // Average variable 
 LASER BEAM;         // Laser buffer 
 Position PSDX, PSDY;       // Current position variables  
 
 SET_MODE(0x13);        // Set GFX mode 
 Screen_Setup();        // Setup screen 
 
 /* save the old interrupt vector */ 
 oldhandler = getvect(INTR); 
 
 // Enable the parallel port, assembly is much faster than inportb 
 asm{ 
   MOV DX, 0x037A       // Load control port 
   IN  AL, DX        // Load data 
   OR  AL, 0x21       // Set bi-directional bit 
   OUT DX, AL        // Set data 
  } 
 
 /* install the new interrupt handler */ 
 setvect(INTR, handler); 
 DRIVER_KEYBOARD(); 
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 while(index < 100) 
 {        
  asm{ 
   CLI          // Disable interrupts 
   MOV DX, 0x0378       // Load data port 
   IN  AX, DX        // Load status and data 
   MOV status, AH       // Save status 
   MOV data, AL       // Save data 
   STI          // Enable interrupts 
  } 
  if (ppstatus != status)     // If status port has changed 
  { 
   ppstatus = status;      // Save new state 
    
   // Many status bits hardware inverted, differ from uC code 
   if (status & 0x80)      // What data is being sent? 
   { 
    if (status & 0x40) 
    { 
     PSDY.byte[1] = data;   // Y low 
    } 
    else if ((status & 0x40) == 0) 
    { 
     PSDY.byte[0] = data;   // Y high 
    } 
   } 
   else if ((status & 0x80) == 0) 
   { 
    if (status & 0x40) 
    { 
     PSDX.byte[0] = data;   // X low 
    } 
    else if ((status & 0x40) == 0) 
    { 
     PSDX.byte[1] = data;   // X high 
     index++; 
    } 
   } 
  } 
 
  // If ESQ pressed, exit 
  if (keyboard_state[0x01] == KEY_DOWN) 
    break; 
 
  // Every other piece of data, process 
  if (index == 2) 
  { 
   // Averaging was removed, just store 1 point 
   AvgX = PSDX.word[1]; 
   AvgY = -PSDY.word[1]; 
 
   // Calculate laser position on screen 
   BEAM.X[beam_count] = AvgX/27 + 160; 
   BEAM.Y[beam_count] = AvgY/27 + 100; 
 
   // If laser enabled, draw it 
   if (laser_display == 1) 
   { 
    for (x = 0; x<25;x++) 
    { 
     if ((BEAM.XOLD[x] == 160) || (BEAM.YOLD[x] == 100)) 
     { 
      PIXEL(BEAM.XOLD[x],BEAM.YOLD[x],25); 
     } 
     else 
     { 
      PIXEL(BEAM.XOLD[x],BEAM.YOLD[x],key); 
     } 
     PIXEL(BEAM.X[x],BEAM.Y[x],40); 
     BEAM.XOLD[x] = BEAM.X[x]; 
     BEAM.YOLD[x] = BEAM.Y[x]; 
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    } 
   } 
 
   // Keep track of last 25 points 
   beam_count++; 
   if (beam_count == 25) 
    beam_count = 0; 
   index = 0; 
 
   // Update position text 
   if (count == 2) 
   { 
    gotoxy(2,1); 
    printf("  X: %i   \t   Y: %i     \r", PSDX.word[1], PSDY.word[1]); 
    count = 0; 
   } 
 
   // Process ESC inside loop just in case 
   if (keyboard_state[0x01] == KEY_DOWN) 
    break; 
    
   // Process keyboard presses and do required task 
   // "C" Key 
   else if (keyboard_state[0x2E] == KEY_DOWN) 
   { 
    delay(250); 
    key++; 
    count = 0; 
   } 
   // "V" key 
   else if (keyboard_state[0x2F] == KEY_DOWN) 
   { 
    key = 0; 
   } 
   // "1" key 
   else if (keyboard_state[0x02] == KEY_DOWN) 
   { 
    uc_Comm(0x11); 
   } 
   // "2" key 
   else if (keyboard_state[0x03] == KEY_DOWN) 
   { 
    uc_Comm(0x12); 
   } 
   // "3" key 
   else if (keyboard_state[0x04] == KEY_DOWN) 
   { 
    uc_Comm(0x13); 
   } 
   // "4" key 
   else if (keyboard_state[0x05] == KEY_DOWN) 
   { 
    uc_Comm(0x14); 
   } 
   // "5" key 
   else if (keyboard_state[0x06] == KEY_DOWN) 
   { 
    uc_Comm(0x15); 
   } 
   // "6" key 
   else if (keyboard_state[0x07] == KEY_DOWN) 
   { 
    uc_Comm(0x16); 
   } 
   // "I" key 
   else if (keyboard_state[0x17] == KEY_DOWN) 
   { 
    delay(250); 
    if (intenable == 0) 
    { 
     intenable = 1; 
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     gotoxy(1,5); 
     printf("Int On\r"); 
    } 
    else 
    { 
     intenable = 0; 
     gotoxy(1,5); 
     printf("Int Off\r"); 
    } 
   } 
   // "O" key 
   else if (keyboard_state[0x18] == KEY_DOWN) 
   { 
    // Offsets disabled 
    uc_Comm(0x20); 
   } 
   // "P" key 
   else if (keyboard_state[0x19] == KEY_DOWN) 
   { 
    // Offsets enabled (current value is offset) 
    uc_Comm(0x2F); 
   } 
   // "+" key 
   else if (keyboard_state[0x0D] == KEY_DOWN) 
   { 
    delay(10); 
    // Increase laser brightness 
    uc_Comm(0x4C); 
   } 
   // "-" key 
   else if (keyboard_state[0x0C] == KEY_DOWN) 
   { 
    delay(10); 
    // Decrease laser brightness 
    uc_Comm(0x43); 
   } 
   // "R" key 
   else if (keyboard_state[0x13] == KEY_DOWN) 
   { 
    gotoxy(1,5); 
    printf("Sampling\r"); 
    // Acquire Data 
    Data_Acq(&PX[0],&PY[0]); 
    printf("        "); 
    count = 0; 
   } 
   // "L" key 
   else if (keyboard_state[0x26] == KEY_DOWN) 
   { 
    delay(350); 
    uc_Comm(0x46);      // Laser On/Off 
    count = 0; 
   } 
   // "D" key 
   else if (keyboard_state[0x20] == KEY_DOWN) 
   { 
    delay(250); 
    // Display all data points on screen (different colors) 
    for (int d = 0; d<15000; d++) 
    { 
     AvgX = PX[d]; 
     AvgY = -PY[d]; 
     BEAM.X[1] = AvgX/27 + 160; 
     BEAM.Y[1] = AvgY/27 + 100; 
     PIXEL(BEAM.X[1],BEAM.Y[1],d/500+40); 
    } 
    count = 0; 
   } 
   // "X" key 
   else if (keyboard_state[0x2D] == KEY_DOWN) 
   { 
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    delay(350); 
    // Redraw Screen 
    Screen_Setup(); 
    count = 0; 
   } 
   // "Z" key 
   else if (keyboard_state[0x2C] == KEY_DOWN) 
   { 
    delay(250); 
    // Turn Laser Display On/Off 
    if (laser_display == 0) 
     laser_display = 1; 
    else 
     laser_display = 0; 
 
    // Clear or set buffer 
    for (x = 0; x<25;x++) 
    { 
     if ((BEAM.XOLD[x] == 160) || (BEAM.YOLD[x] == 100)) 
     { 
      PIXEL(BEAM.XOLD[x],BEAM.YOLD[x],25); 
     } 
     else 
     { 
      PIXEL(BEAM.XOLD[x],BEAM.YOLD[x],key); 
     } 
     BEAM.XOLD[x] = BEAM.X[x]; 
     BEAM.YOLD[x] = BEAM.Y[x]; 
    } 
    count = 0; 
   } 
   // Otherwise continue taking data 
   else 
   { 
    asm { 
     MOV DX, 0x037A     // Load control port 
     IN  AL, DX      // Load data from port 
     OR  AL, 0x21     // Enable bi-directional support 
     OUT DX, AL      // Output value 
    } 
   } 
  } 
 } 
 DRIVER_KEYBOARD_UNINSTALL(); 
 // Reset the old interrupt handler 
 setvect(INTR, oldhandler); 
 SET_MODE(0x01);        // Return to text mode 
 return(0); 
} 
 
void Data_Acq(unsigned int* DataX, unsigned int* DataY) 
{ 
 unsigned int index = 0;      //Indexing variable for number of samples 
 signed char data = 0;       //Raw data on parallel port data register 
 unsigned char status = 0;      //Parallel port status register variable 
 unsigned char ppstatus = 0;     //Last parallel port status 
 Position PSDX, PSDY;       //PSD positions for X and Y 
 
 FILE *psddata; 
 
 if ((psddata = fopen("DATA.PSD", "w")) == NULL)   // open file DATA.PSD  
 { 
  fprintf(stderr, "Cannot open output file.\n"); // Error occured 
 } 
 
 if (intenable == 0)       // Interupts disabled 
  disable(); 
 
 //Begin Sampling Loop 
 while (index < 15000) 
 { 
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  asm{ 
   CLI          // Disable interupts 
   MOV DX, 0x0378       // Load data port 
   IN  AX, DX        // Get data and status 
   MOV status, AH       // Save status 
   MOV data, AL       // Save data 
   STI          // Enable interrupts 
  } 
 
  if (ppstatus != status)     // If status has changed 
  { 
   ppstatus = status;      // Save new status 
    
   // Many status bits hardware inverted, differ from uC code 
   if (status & 0x80)      // Decode data 
   { 
    if (status & 0x40) 
    { 
     PSDY.byte[1] = data; 
    } 
    else if ((status & 0x40) == 0) 
    { 
     PSDY.byte[0] = data; 
     //Store assembled X and Y variables in buffer 
     DataX[index] = PSDX.word[1]; 
     DataY[index] = PSDY.word[1]; 
     index++; 
    } 
   } 
   else if ((status & 0x80) == 0) 
   { 
    if (status & 0x40) 
    { 
     PSDX.byte[0] = data; 
    } 
    else if ((status & 0x40) == 0) 
    { 
     PSDX.byte[1] = data; 
    } 
   } 
  } 
 } 
 
 enable();          // Enable interrupts 
 
 // Save buffer to file, much to slow to do while sampling 
 for (unsigned int x = 1; x<15000; x++) 
 { 
  fprintf(psddata, "%i\t%i\n", DataX[x], DataY[x]); 
 } 
 // Close file 
 fclose(psddata); 
} 
 
void uc_Comm(unsigned char Command) 
{ 
 // Send command to uC 
 // See previous ASM code to see how it works 
 asm { 
  MOV DX, 0x037A 
  IN  AL, DX 
  AND AL, 0xDE 
  OUT DX, AL 
  MOV AL, Command 
  MOV DX, 0x0378 
  OUT DX, AL 
  } 
} 
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// A function prototype to enable the Serial Port 
// This would be great to have working to enable to motor to run while the DAQ 
// is sampling data. Should be relatively simple with a build in port command. 
void Serial_Enable(void) 
{ 
 asm { 
  MOV DX, 0x03F9       // Turn Off Interrupts 
  MOV AL, 0x00 
  OUT DX, AL 
 
  MOV DX, 0x03FB       // Set DLAB ON 
  MOV AL, 0x80 
  OUT DX, AL 
 
  MOV DX, 0x03F8                // Set Baud Rate - Divisor Latch Low Byte 
  MOV AL, 0x0C 
  OUT DX, AL 
 
  MOV DX, 0x03F9       // Set Baud - Divisor Latch High Byte 
  MOV AL, 0x00 
  OUT DX, AL 
 
  MOV DX, 0x03FB       // 8 Bits, No Parity, 1 Stop Bit 
  MOV AL, 0x03 
  OUT DX, AL 
 
  MOV DX, 0x03FA       // FIFO Control Registor 
  MOV AL, 0xC7 
  OUT DX, AL 
 
  MOV DX, 0x03FC       // Turn on DTR, RTS, OUT2 
  MOV AL, 0x0B 
  OUT DX, AL 
 } 
} 
 
// Function to draw the nice graph on the screen 
void Screen_Setup(void) 
{ 
    CLEAR_SCREEN(); 
 int x = 0; 
 for (x = 10; x< 190; x++) 
  PIXEL(160,x,25); 
 for (x = 10; x< 310; x++) 
  PIXEL(x,100,25); 
 for (x = 0; x< 180; x++) 
 { 
  PIXEL(70,x+10,20); 
  PIXEL(250,x+10,20); 
 } 
 for (x = 0; x< 310; x++) 
 { 
  PIXEL(x+10,10,20); 
  PIXEL(x+10,190,20); 
 } 
 gotoxy(3,25); 
 printf("PSD Data Acquisition Software"); 
} 
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APPENDIX B – Additional Figures 
 
Figure B 1 - Exploded rear view of the optical housing. 
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Figure B 2 - Electronics schematic of microcontroller and amplifier. 
 
 
  
 
 
 
 
 
 
 
 
