In this paper we study the problem of complete path coverage planning for a set of Unmanned Aerial Vehicles (UAVs) in urban environments. The geographical area we aim to cover is represented as a grid of cells with no holes and the center of every cell in this grid represents a node. Thus, the problem we solve is: Given a geographical area to be explored by a set of UAVs, how to plan a path that ensures that all nodes in the given area are covered while minimizing the distance traveled by the UAVs. We propose an algorithm that determines the complete coverage path, this creates a path for exploration that every node in the path will be visited exactly once while minimizing the total distance traveled by the UAV. We illustrate that our approach can also be applied in the case of multiple UAVs that can fly simultaneously over that area thus minimizing the exploration time.
INTRODUCTION
In recent years, Unmanned Aerial Vehicles (UAVs) have the potential to significantly improve the quality of life and enhance human performance in a variety of urban settings, including agriculture monitoring, rescue operations, transportation systems, border surveillance, etc. as they introduce a new way of accomplishing tasks that are difficult or complex to execute, without human involvement and with minimum cost. For example, in the agriculture domain, Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from permissions@acm.org. aerial imagery is a major benefit of UAVs to monitor farms quickly and efficiently. With UAVs, farmers are able to inspect their fields and determine the actions to be taken in shorter periods of time, compared to using traditional (often, manual) ways. Unmanned aerial vehicles are equipped with sensors that can gather a variety of information from the plants and inform the farmers on the condition of their corp.
Another critical usage of UAVs is in rescue missions where saving human lives may depend on timely response. In these cases, response teams should be able to collect and analyze data in a fast and dependent way, to obtain a rapid view of the situation, estimate damage, identify people in need and coordinate the rescue mission. This type of view is often only possible from the sky. UAVs are shown to be efficient solutions to this problem as they are fast, agile and can reach unfriendly environments [10] . In cases where survivors are spotted, then UAVs can help by reporting to a station either via a direct communication link or by creating an aerial network in which UAVs can communicate with each other and report back to the station. Several other examples can be found in indoor urban environments. For example, in the surveillance of plants for finding damages over time, or in supermarkets for preventing shoplifting. The minimization of time is essential for various tasks and it can be accomplished through the use of UAVs.
The main purpose of using UAVs is to cover a certain area and report back to the user or officer that controls it. Thus, one important problem in these setting is how to find a path that covers well all the points in the area while reducing the exploration time, a problem referred to as the complete path coverage planning problem. This problem is of paramount importance especially in rescue missions where scanning the exploration area needs to be done in real-time. This can be accomplished by using more than one UAV for exploration. Then, the user can take appropriate actions based on the report that was received and the domain that the UAVs are used for. The main disadvantage that may occur is the need of human intervention to control the UAVs, which may lead to errors in the procedure, whereas an autonomous flight eliminates those errors.
Existing works that address the problem of complete coverage path planning have been proposed in the literature with the objective of minimizing the total distance traveled and minimizing the time of exploration. In [7] and [11] the authors propose a solution to the complete coverage path planning. Although the techniques proposed in both approaches guarantee a full coverage of the region, in many cases revisits occur which may lead to longer distances traveled. There has also been work on path finding but without aiming to achieve full coverage. Also there has been a comparison of known algorithms like Dijkstra, Bellman-Ford, A* etc. for use with UAVs [8] . All those algorithms can guarantee a shortest path finding but they cannot find a path that fully explores an area.
In this paper we propose an algorithm for complete coverage path planning which has the objective to cover all the points in a designated geographical area while minimizing the total distance traveled. We study this problem from two perspectives: First, we assume that there is only one UAV that covers the area. Then, we extend the algorithm for the case that multiple UAVs can be used, so that we can reduce the exploration time in the same geographical area that was explored by one UAV. We present experimental results to illustrate the working and benefits of our approach.
RELATED WORK
The problem of coverage has been studied in the literature. Two known problems that were described is the Traveling Salesman Problem (TSP) and the Chinese Postman Problem (CPP). Both problems are referring to the complete coverage of an area. The Traveling Salesman Problem has been shown to be NP-complete and few approximation algorithms have been introduced to solve the problem such as [4] . In the Chinese Postman Problem (CPP), Ioannis Rekleitis et al. [11] proposed an algorithm for the complete coverage of a given area that uses the boustrophedon cellular decomposition to partition the area into non-overlapping cells and they solve the CPP problem to compute a path that traverses through these cells. Their algorithm guarantees that there will be a full coverage of an area but has the disadvantage that in many cases there will be revisits to some of the cells, producing a longer path that a UAV must travel. Another approach to the same problem was the work by Eduard Santamaria et al. [7] . Their algorithm is based on strides and was designed to find a path that covers a given area. The authors define a stride as a "sequence of consecutive adjacent cells". Given a starting point, their algorithm finds the longest stride in one direction and the last cell of that stride is the first cell of a new stride to be formed. Although the authors guarantee that there will be a full coverage, the same problem exists. There are cases where some of the cells may be visited more than once which results into longer distance traveled. Another approach was proposed using cellular decomposition. In [2, 5, 6, 1, 11] the key concept of their algorithm was to decompose an area in multiple sub-areas whose union gives the target area to be covered. After that, with simple moves like back and forward they are covering the desired area. In our approach, as we show in our experimental evaluation, we achieve a full coverage while in most cases we do not experience any revisits.
PATH PLANNING ALGORITHM
In this paper we consider the usage of a UAV such as the AR.Drone 2.0 that we use in our experiments, which has two embedded cameras. One frontal camera and one ground camera. It has a maximum speed of 11.11m/s. The altitude depends on the clearness of the ground camera and on the scale that we aim to cover. In Fig. 1 we illustrate the UAV that is used in our experiments. Before any flight we find the best trade-off between the width of the photograph and the clearness. Once we choose a fixed altitude the width w of every photograph will be the same. Although in our work we consider a certain type of UAV, the proposed algorithm can be applied using different types of UAV that can hover. The total flying time is dependent on the size of the area that must be explored. For this paper we make the assumption that one UAV is capable of exploring the selected area.
In this paper we assume that the given area for exploration has already been transformed into a grid of cells. The transformation of an area into a grid of cells can be handled using for example a tool called AMFIS [9] . We assume that this grid of cells does not contain any holes. A hole may be an obstacle or a restricted area in the grid that must not be covered. Assuming an area with holes may cause the drone to take unpredictable long jumps, thus the total distance traveled may be longer.
Our goal in this work is to ensure that all cells are fully explored while at the same time minimize the total distance traveled by the drone. The size of the area can be arbitrary large in size, the size of the area does not affect the working of our algorithm although in the experiments we choose to work with areas that could be fully explored by one UAV. Note, that, each cell is represented by a node that is located in the center of the cell; connecting all nodes constitute the grid graph that we wish to cover.
The inspiration for implementing this algorithm came from a problem known as Hamilton Path. The Hamilton path is the problem of finding a path in the graph, visiting all nodes of the graph exactly once. In our experiments the graphs that we used were grid graphs and we applied our algorithm on those graphs [3] . The drawback of finding a Hamilton path in a graph is that this is an NP-complete problem, thus an approximate or heuristic solutions are used.
In the following we present our greedy algorithm that aims to calculate the path to be explored by one UAV. Assume a node denoted as Ni,j located in a grid cell ci,j, where its neighbors are Ni−1,j, Ni,j−1, Ni+1,j and Ni,j+1. We denote a node as available for visit, if throughout the exploration process that node has not been visited by our algorithm. At the beginning of the exploration we assume that every node is available for visit. Starting at node Ni,j, we identify the following candidate nodes to visit as follows:
1. We choose the unvisited node Ni−1,j located in a previous row. 2. If the previous row does not have an available node, we choose the unvisited node in the same row in the direction we are headed, that is, if we are moving from left to right we choose the node Ni,j+1 else we choose Ni,j−1. If a neighbor in that direction does not exist then we change the direction we are headed horizontally (If we are headed from left to right we change it and we go from right to left and vise versa). 3. Finally, if we cannot find an unvisited node in the previous or in the same row, we choose the node Ni+1,j from the next row.
After a decision has been made in terms of which candidate node to visit, the next function that takes place checks which neighbors of the node that is candidate to be visited are available. Those steps are shown below.
1. If it has at least one available neighbor node then it will visit the candidate node. 2. If the candidate node has 2 opposite neighbor nodes that is Ni,j−1, Ni,j+1 or Ni−1,j, Ni+1,j it means that a visit in that node is going to create a vertical or horizontal split. In that case, if the split is horizontal we choose to visit the most upper node on the split and continue from there. Else, if the split is vertical we check the nodes in the left and right of the split one by one and we choose to visit the first node that does not create a split. 3. If it has 2 non-opposite or more than 2 neighbor nodes then it is safe to visit that node without creating a split.
In our algorithm we denote a vertical or horizontal split of the graph, the node that if it will be visited it will have two opposite neighbors that both of them must be visited. By visiting one of those we must revisit that node to go to the other and this is what we are trying to avoid. Finally, the third process is used only if the first one fails to find a candidate node for visit. This is possible if the node that we are currently on has no neighbor nodes and the graph exploration is not finished yet. In such a case the following steps take place.
1. Check the diagonal neighbor nodes, that is Ni−1,j−1, Ni−1,j+1, Ni+1,j−1, Ni+1,j+1 and go to the single available neighbor. 2. If the current node does not have a diagonal neighbor node available then backtrack must be performed until the last node with at least one available neighbor node is found. If such node is found then we give new priorities to its neighbors. First we prefer to visit the neighbor node of the next row if it is available. If it is not available we choose to visit the neighbor of the previous row else we choose the remaining neighbors. We choose neighbor nodes from different rows because we do not want to experience a revisit of an old node in the same row.
Our algorithm guarantees that there will be a full coverage of the graph. The proof is by contradiction. Assume that we have a connected grid graph G = (V, E) where |V | is the number of vertices and |E| is the number of edges. All the vertices are connected (that is, a drone can travel from one node to any other node in the graph). If the total amount of vertices covered is |V | − 1 it means that the exploration has not finished yet. Based on the third process of our algorithm the last vertex that is not covered must be found throughout a backtracking search. If such vertex is not found then the exploration has not achieved a full coverage which is contradictory with the third step because it searches all the vertices in the connected grid graph. In Fig. 2 we illustrate showing the revisits and jumps. the resulting path that was generated from our algorithm for the given grid area (the description of the experiment is provided in the experimental evaluation section).
In the case that the starting point is elsewhere than a node on the top row of the graph, the algorithm gives different priorities to the nodes until it reaches the top.
MULTIPLE UAVS
Let us now consider the path planning problem in the case of multiple UAVs. Our goal is to minimize the total exploration time using more than one UAVs. Let us denote as T explore the total exploration time of the graph using multiple UAVs, Ti the exploration time of UAV i, Ai the amount of nodes that are assigned to UAV i, and k the total number of nodes in the graph and n the total number of UAVs. From that it turns out that T explore = maxi Ti.
Assume we have n UAVs (n > 1), the best solution would be if we assigned to every UAV the same amount of nodes to explore under the assumption that there wont be any jumps. In case we experience jumps, the same technique is used because our experiments showed that even with jumps, the exploration time was reduced. This way the time it takes to cover the entire path will be reduced depending on the number of UAVs that are available. We calculate the amount of nodes that we need to assign to each node Ai as: Ai = k n . Thus, the nodes that must be assigned to the last UAV are calculated as:
Ai. The final step is to find the starting point for every UAV. This is done in parallel with the execution of the algorithm. The algorithm identifies the starting point of each UAV as follows. For the first UAV it calculates the number of nodes that must be assigned to the UAV, and then creates a new starting point for the next UAV and continues from there as before. This way, it guarantees that every UAV will not overlap in exploration with any other UAV. UAVs fly in parallel so the entry point to the graph will be the same for all. We calculate the time needed for every UAV to travel from the entry point to the starting point that was assigned to it and then we add it to the time needed for the exploration. In Fig. 3 we illustrate the starting points of every UAV and the path that our algorithm has identified that they must cover. The green line shows the path from the entry point to every starting point. The maximum time that will be needed for the full exploration of the graph is the time of the last UAV completing the exploration of the nodes that were assigned to it.
We calculate the time needed for the UAVs to explore the graph as follows. For a single UAV, we denote this time as T drone and the time for UAV i to explore the part of the graph that was assigned to it as Ti. The optimal exploration time is denoted as Topt. For multiple UAVs we calculate this coverage time based on the following formula:
This formula aims to approximate the exploration time of each UAV i. In the above formula, width is the width of every cell in the graph in meters (m), Xi is the total distance of jumps that UAV i makes, Pi is the distance from the entry point to the starting point and Si is the total number of jumps that UAV i makes. Finally the maximum speed of every UAV is speed = 11 m s
. From the formula we compute the exploration time of every UAV and then we calculate the maxi Ti. With this method we were able to find the UAV with the maximum exploration time which is shown to be smaller than the exploration time needed by one UAV. Our results show that for the exploration time with multiple UAVs: Topt ≤ maxi Ti < T drone .
EXPERIMENTAL EVALUATION
We have experimentally evaluated our approach and also compared it with the state of the art algorithm proposed by F. Segor, E. Santamaria et al [7] . We chose to run the experiments using the same setting and parameters as well as the same areas with those described in their work. The size of each cell was set to 40m width and the height was set to 40m for both algorithms. Figure 2 and 4 illustrate the geographical area that we aim to cover. For both algorithms we used only one UAV. The metric that was used for the comparison was the total distance traveled by the UAVs. In the experiments we measured the additional cost of every algorithm to the produced path. Tables 1 and 2 summarize the results of our approach and the results of the stride based algorithm. As the tables show, our algorithm has lower additional cost than the stride based algorithm. Our results demonstrate that our algorithm is more efficient as our algorithm makes humps rather than revisit some of the nodes. Figure 2 illustrate the working of our approach. It can be seen that in Fig. 4 there are nodes that are visited more than once in contrast to our algorithm where every node is visited exactly once. The basic difference of those algorithms is that our algorithm has as purpose to eliminate revisits on same nodes and also is tested for use with multiple UAVs.
CONCLUSION AND FUTURE WORK
In this paper we proposed an algorithm for complete path coverage of a certain area with the use of the AR.Drone. The number of jumps is a critical metric in this algorithm because we want to reduce revisits to the same nodes thus the total distance traveled. We are currently working toward optimizing our algorithm to work with obstacles using a method such as Boustrophedon cellular decomposition (BSD) [1] . Furthermore, we exploiting methods for our algorithm to take into consideration weather condition, battery constrains and different positions for every UAV in case multiple UAV's are used.
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