Psimetik by Otto, Erling
Klienten
import java.util.*;
/**
 * Aktiviteter er et model element, som indeholder blandt 
andet psimetiks beskrivleser.
 * @author rling
 */
public class Aktivitet extends Beholder implements HarEOgA, 
HarTilknytning, HarB
{
public static int antal = 0;
public int id;
/* B¯r ikke eksistere!
public Aktivitet(String navn)
{
super(navn);
id = antal ++;
aktiviteter = new ArrayList();
egenskaber = new ArrayList();
}//*/
public Aktivitet(String navn, Beholder beholder)
{
super(navn, beholder);
id = antal ++;
aktiviteter = new ArrayList();
egenskaber = new ArrayList();
//try{beholder.tilknyt(this, -1);}
catch(InternFejl i){System.out.println("FEJL HG FEJL");}
}
/** Psi-metikken. */
private Beskrivelse beskrivelse;
/** Set metode for startaktiviteten. Start aktiviteten 
er den aktivitet, som starter simuleringen af modellen.*/
public void start()
{
funk.model.stataktivitet = this;
}
/**
 * Get metode for beskrivelserne.
 * 
 * @return Aktivitetens beksrivelserne.
 */
public Beskrivelse beskrivelse()
{
return beskrivelse;
}
/**
 * Set metode for beskrivelserne.
 * @param beskrivelse Det beskrivelse der skal 
indsaettes.
 * @return Den indsatte beskrivlese.
 */
public Beskrivelse beskrivelse(Beskrivelse 
beskrivelse) throws InternFejl
{
if(beskrivelse == null) throw new 
InternFejl("Programmet pr¯ver at indsÊtte en ikke 
eksisternede beskrivelse i aktiviteten " + this, 10);
beskrivelse.mor = this;
return this.beskrivelse = beskrivelse;
}
/**
 * Liste over egenskaberne!
 */
private ArrayList egenskaber;
/**
 * Get-metode for egenskabslisten
 */
public ArrayList egenskaber()
{
return egenskaber;
}
/**
 * Set-metode for egenskabslisten
 */
public ArrayList egenskaber(ArrayList egenskaber)
{
return this.egenskaber = egenskaber;
}
/**
 * Liste over aktiviteterne
 */
private ArrayList aktiviteter;
/**
 * Get-metode for aktivitetslisten
 */
public ArrayList aktiviteter()
{
return aktiviteter;
}
/**
 * Set-metode for aktivitetslisten
 */
public ArrayList aktiviteter(ArrayList aktiviteter)
{
return this.aktiviteter = aktiviteter;
}
/**
 * Da Aktivitets klassen tilh¯re HarTilknytning 
interfacet, sÂ skal aktiviteten have en tilknytning (til en 
beholder). 
 */
private Beholder tilknytning;
/**
 * Get metode for tilknytningen.
 */
public Beholder tilknytning()
{
return tilknytning;
}
/**
 * Set metode for tilknytningen.
 */
public Beholder tilknytning(Beholder beholder)
{
return tilknytning = beholder;
}
public Objekt find_o()
{
return ((HarTilknytning)tilknytning).find_o();
}
public Aktivitet find_ak()
{
return this;
}
public void ukomplet()
{
return;
}
/**
 * Afpr¯vning af aktivitets klassen. 
 * @return Den testede aktivitet.
 */
public boolean test()
{
// Test beholder
// Test egenskaber
// Test aktiviteter
// Test beskrivlese
// Test tilknytning
return true;
}
}
import java.util.*;
/*
 * Created on 21-06-2006
 */
/**
 * Beholder er en hjÊlpe klasse, der beskriver de 
egenskaber, som modelelementer der indeholder andre 
modelelementer har.
 * @author rling
 */
public class Beholder extends Element
{
public Beholder()
{
super();
}
public Beholder(String navn)
{
super(navn);
}
public Beholder(String navn, Beholder beholder)
{
super(navn, beholder);
}
/**
 * Denne metode bruges til at tilknytte nye elementer 
til modellen med. Elementet bliver indsat i denne beholder!
 * @param element Det element der skal indsÊttes.
 * @return Gik det godt?
 * @throws InternFejl Problemer med null objekter.
 */
public boolean tilknyt(HarTilknytning element, int 
pos) throws InternFejl
{
if(element == null) throw new 
InternFejl("Systemet pr¯ver at tilknytte et ikke 
eksisterende element til beholderen " + this, 0);
if(funk.getList(element, this) == null) throw new 
InternFejl("Systemet pr¯ver at tilknytte " + element + " 
til " + this + ", men " + this + " indeholder ikke en liste 
til elementer af type " + element.getClass().getName() + 
" (som er den type " + element + " er af).", 1);
if(!funk.getList(element, this).add(element)) 
throw new InternFejl(element + " kunne ikke indsÊttes i " + 
this, 2);
element.tilknytning(this);
// TODO (nÂr GUIen er fÊrdig) opdater og gentegn 
gui-trÊ.
if(pos == -1) pos = knude.getChildCount();
funk.tModel.insertNodeInto(((Element)element).knude, 
knude, pos);
//knude.add(((Element)element).knude);
return true;
}/**
 * Denne metode bruges til af fjerne modelelementer 
fra modellen med. Elementet bliver fjernet fra denne 
beholder!
 * @param element Det element der skal fjernes.
 * @return Gik det godt?
 */
public boolean fjern(HarTilknytning element) throws 
InternFejl
{
if(element == null) throw new InternFejl("Der 
manglede det element, der skulle fjernes fra beholderen " + 
navn(), 3);
if(funk.getList(element, this) == null)  throw 
new InternFejl("Kunne ikke fjerne " + element + " fra " + 
this, 15);
if(!funk.getList(element, this).remove(element)) 
throw new InternFejl("Kunne ikke fjerne " + element + " fra 
" + this, 4);
element.tilknytning(null);
// TODO (GUI TING)
funk.tModel.removeNodeFromParent(((Element)element).knude);
return true;
}
/**
 * Denne metode bruges til at flytte et element fra 
den beholder som den var tilknyttet over til denne beholder.
 * @param element Det element der skal flyttes.
 * @return Gik det godt?
 */
public boolean flyt(HarTilknytning element) throws 
InternFejl
{
if(element == null) throw new InternFejl("Der 
manglede det element, der skulle flyttes til beholderen " + 
navn(), 5);
boolean slet = true;
if(element.tilknytning() == null)
{
funk.fare(1, element + " er ikke tilknyttet 
nogen beholder", "Systemet tilknytter " + element + " til " 
+ this, element + "som skulle flyttes til " + this + " er 
ikke tilknyttet en anden beholder i forvejen", "", 3, new 
Exception(), null, null);
slet = false;
} 
if(slet) if(!fjern(element)) funk.fare(2, "Kunne 
ikke fjerne " + element, "Systemet tilknytter " + element + 
" til " +this, "", "", 3, new Exception(), null, null);
return tilknyt(element, -1);
}
// TODO TEST ER FJERNET(Snarest) Jeg skal undersoege 
hvem der bruger denne metode og til hvad??? Maaske kan jeg 
ikke bare fjerne switchen!?
// Metoden bruges kun af funktions oversÊt metod.
public void indset(ArrayList liste) throws InternFejl
{
for(Iterator i = liste.iterator(); i.hasNext();)
{
tilknyt((HarTilknytning)i.next(), -1);
}
}//*/
/**
 * Denne metode bliver brugt til at test, om der er 
andre modelelementer, der har det samme navn 
 * @param navn Det navn der skal checkes!
 * @return Det objekt der har dette navn, null hvis 
navnet ikke findes i forvejen. 
 */
public Element indeholder(String navn)
{
Element temp = null;
if(navn().equals(navn)) return this;  // TODO 
(Senere, nÂr der er tid) Denne linje er mÂske ikke n¯vÊndig!
for(Iterator i = 
funk.getAllLists(this).iterator(); i.hasNext();)
{
if((temp = 
funk.indeholder(((ArrayList)i.next()), navn)) != null) 
return temp;
}
return temp;
}
public ArrayList find_e(ArrayList liste)
{
if(this instanceof HarO)
{
for(Iterator i = 
((HarO)this).objekter().iterator(); i.hasNext();)
{
liste = 
((Objekt)i.next()).find_e(liste);
}
}
if(this instanceof HarEOgA)
{
for(Iterator i = 
((HarEOgA)this).aktiviteter().iterator(); i.hasNext();)
{
liste = 
((Aktivitet)i.next()).find_e(liste);
}
liste.addAll(((HarEOgA)this).egenskaber());
}
return liste;
}
public ArrayList find_a(ArrayList liste)
{
if(this instanceof HarO)
{
for(Iterator i = 
((HarO)this).objekter().iterator(); i.hasNext();)
{
liste = 
((Objekt)i.next()).find_a(liste);
}
}
if(this instanceof HarEOgA)
{
for(Iterator i = 
((HarEOgA)this).aktiviteter().iterator(); i.hasNext();)
{
liste = 
((Aktivitet)i.next()).find_a(liste);
}
}
if(this instanceof Aktivitet) liste.add(this);
return liste;
}
public ArrayList find_g(ArrayList liste)
{
if(this instanceof HarO)
{
for(Iterator i = 
((HarO)this).objekter().iterator(); i.hasNext();)
{
liste = 
((Objekt)i.next()).find_g(liste);
}
}
if(this instanceof Objekt)
{
if(((Objekt)this).objekter().size() > 0) 
liste.add(this);
}
return liste;
}
/** Tester intet. */
public boolean test()
{
// Test element
// Test tilknyt
// Test fjern
// Test flyt
return true;
}
}
import java.util.*;
/*
 * Created on 21-06-2006
 */
// TODO (NÂr der er tid) Kommentare!!!
/**
 * Denne klasse indeholder en beskrivlese af en aktivitet
 * @author rling
 */
public class Beskrivelse implements Global, HarB
{
public String navn;
public HarB mor;
/**
 * Bruges af GUIen til at formater beskrivelsen med.
 */
public String struktur;
/**
 * Indeholder beskrivelserne af de andre underdele af 
aktiviteten
 */
private ArrayList parameter;
/**
 * Indeholder den tekst som GUIen skal vise
 */
public ArrayList tekst;
// TODO (nÂr oversÊttelsen er fÊrdig) IndsÊt metoder, 
der checker og sÊtter komplet vÊrdien!
/**
 * FortÊller om beskrivelsen er gjort fÊrdi
 */
private boolean komplet = false;
/**
 * Beskriver hvilken type element denne del af 
beskrivelsen beskriver
 */
public char type;
/**
 * En specifikation af hvilket element, af den 
beskrevende typen, denne beskrivelse beskriver
 */
public String verdi;
/**
 * Peger pÂ det element som beskrivelsen indeholder. 
Er tit null!!
 */
private Element element;
/**
 * Peger pÂ det objekt, som indeholder det element som 
beskrivlesen indeholder/beskriver. 
 */
private Objekt objekt;
/**
 * Den tomme konstrukt¯r
 */
public Beskrivelse()
{
type = '#';
ukomplet();
}
/**
 * Konstrukt¯r der kun sÊtter typen og aktiviteten. 
Intet andet! Konstrukt¯ren kan ikke andet, fordi elementet 
kun er specifiseret ved typen (ikke dens vÊrdi).
 * @param type
 * @param aktivitet
 */
public Beskrivelse(char type, HarB harB)
{
this.type = type;
mor = harB;
ukomplet();
navn = funk.beskrivelse(type);
}
/**
 * Konstrukt¯r der indsÊtter (via indset) beskrivelsen 
beskrevet med type og verdi (vÊrdi), og underbeskrivelserne 
i den konkrete aktivitet.
 * @param type
 * @param verdi
 * @param aktivitet
 */
public Beskrivelse(char type, String verdi, HarB harB) 
throws InternFejl
{
this.type = type;
mor = harB;
indset(verdi);
}
// TODO (Snarest) mangler kommentar
public void parameter(ArrayList parameter)
{
this.parameter = new ArrayList();
for(Iterator i = parameter.iterator(); 
i.hasNext();)
{
Beskrivelse beskrivelse = 
(Beskrivelse)i.next();
beskrivelse.mor = this;
this.parameter.add(beskrivelse);
}
}
// TODO (Snarest) mangler kommentar
public ArrayList parameter()
{
return parameter;
}
// TODO (Snarest) mangler kommentar
/*public void aktivitet(Aktivitet aktivitet)
{
this.aktivitet = aktivitet;
if(parameter == null) return; 
for(Iterator i = parameter.iterator(); 
i.hasNext();)
((Beskrivelse)i.next()).aktivitet(aktivitet);
}
// TODO (Snarest) mangler kommentar
public Aktivitet aktivitet()
{
return aktivitet;
}*/
/**
 * IndsÊtter en vÊrdi (verdi) i beskrivelsen og 
opretter (via f.eks. indset_k til ind) de underbeskrivelser 
som denne beskrivelse skal bruge. 
 * Mangler typecheck!!!
 * @param verdi
 */
public void indset(String verdi) throws InternFejl
{
parameter = new ArrayList();
tekst = new ArrayList();
this.verdi = verdi;
navn = funk.beskrivelse(type);
switch (type)
{
case 'A' : // Aktivitet
indset_k(verdi.charAt(0));
break;
case 'B' : // Betingelse
indset_b(verdi.charAt(0));
break;
case 'E' : // Egenskab
//indset_e(verdi); TODO 
(#Snart) skal indsÊtte ny egenskab med et unikt navn 
break;
case 'F' : // Tal
break;
case 'G' : // Gruppe
// indset_g(verdi); TODO 
(#Snart) skal indsÊtte nyt objekt med et unikt navn 
break;
case 'V' : // Variable
indset_v(verdi);
break;
case 'W' : // Egenskabs variable
indset_v(verdi);
case 'X' : // Flere aktiviteter // TODO 
(#Snart) implementer en fler-aktivitets-indsÊtter 
indset_x(verdi);
break;
case 'Z' : // Bruger konstrueret 
aktivitet
//indset_e(verdi); TODO 
(#Snart) skal insÊtte ny aktivitet med et unikt navn
break;
case '#' : // Tom betingelse
break;
default  : // ukendt type!
throw new 
InternFejl("Forsoeger at indsaette en beskrivelse af typen 
" + type + ". " + type + " er ikke en beskrivelses type", 
11);
}
}
// TODO (?) Der skal maaske ogsaa laves en fjern 
metode har?!
/*public boolean fjern()
{}//*/
public void indset_x(String verdi)
{
switch(verdi.charAt(0))
{
case 'X' : navn = "A, samt A";
ind("RTR", "AX");
ind(", samt ");
break;
case 'A' : navn = "A";
ind("RT", "A");
ind(".");
}
}
/**
 * Opretter (via ind) de underbeskrivelser, der 
n¯dvÊndigvis ogsÂ skal laves. Dog uden vÊrdi. Alle 
kommandoerne indeholder andre underbeskrivelser. Metoden 
indsÊtter ogsÂ vÊrdier i struktur og tekst (til GUIen). 
 */
private boolean indset_k(char kommando) throws 
InternFejl
{
switch (kommando)
{
case 'F' : // Find alle medlemmer af G, 
hvor B
navn = "Find alle i G, hvor 
B";
ind("TRTR", "GB");
ind("Find alle medlemmer af 
");
ind(", hvor ");
break;
case 'X' : // Udf¯r A for alle medlemmer 
af G, hvor B
navn ="Udf¯r A for alle i G, 
hvor B";
ind("TRTRTR", "AGB");
ind("Udf¯r ");
ind(" for alle medlemmer af 
");
ind(", hvor ");
break;
case 'H' : // Hvis B sÂ A
navn = "Hvis B sÂ A";
ind("TRTR", "BA");
ind("Hvis ");
ind(", sÂ ");
break;
case 'G' : // Gentag A indtil B
navn = "Gentag A indtil B";
ind("TRTR", "AB");
ind("Gentag ");
ind(" indtil ");
break;
case 'B' : // E bliver til V
navn = "E bliver til V";
ind("RTR", "EV");
ind(" bliver til ");
break;
case 'V' : // E vokser med V
navn = "E vokser med V";
ind("RTR", "EV");
ind(" voker med ");
break;
case 'A' : // E aftager med V
navn ="E aftager med V";
ind("RTR", "EV");
ind(" aftager med ");
break;
case 'S' : // E bliver T gange st¯rre
navn ="E bliver V gange 
st¯rre";
ind("RTRT", "EV");
ind(" bliver ");
ind(" gange st¯rre");
break;
case 'M' : // E bliver T gange mindre
navn = "E bliver V gange 
mindre";
ind("RTRT", "EV");
ind(" bliver ");
ind(" gange mindre");
break;
case 'U' : // Udf¯r X
navn = "Udf¯r ";
ind("TR", "X");
ind("Udf¯r ");
//ind(", samt ");
break;
case 'R' : // Returner E
navn = "Returner V";
ind("TR", "V");
ind("Returner");
break;
case 'D' : // Udskriv E
navn = "Udskriv V";
ind("TR", "V");
ind("Udskriv ");
break;
default  : // Fejl kommando findes ikke!
throw new InternFejl("Pr¯ver 
at indsÊtte kommandoen " + kommando + " i betingelsen " + 
verdi + ". Kommandoen findes ikke!", 12);
}
if(parameter == null) throw new 
InternFejl("indsaet_k ikke Kunne lave kommandoen " + 
kommando, 13);
return true;
}
/**
 * Opretter (via ind) de underbeskrivelser, der 
n¯dvÊndigvis skal vÊre i denne beskrivelse, dog uden at 
give dem nogen vÊrdi (verdi). Alle betingelserne indeholder 
underbeskrivelser. Metoden indsÊtter ogsÂ vÊrdier i 
struktur og tekst (til GUIen).  
 * @param betingelse
 * @return
 */
private boolean indset_b(char betingelse)
{
switch(betingelse)
{
case 'L' : // Lig med
navn = "E lig med V";
ind("RTR", "EV");
ind(" er lig med ");
break;
case 'S' : // st¯rre end
navn = "E st¯rre end V";
ind("RTR", "EV");
ind(" er st¯rre end ");
break;
case 'M' : // Mindre end
navn = "E mindre end V";
ind("RTR", "EV");
ind(" er mindre end ");
break;
case 'O' : // Og
navn = "B og B";
ind("RTR", "BB");
ind(" og ");
break;
case 'E' : // Eller
navn = "B eller B";
ind("RTR", "BB");
ind(" eller ");
break;
case 'I' : // Ikke
navn = "Ikke B";
ind("TR", "B");
ind(" ikke ");
break;
}
return true;
}
/**
 * Chekker om egenskaben findes i forvejen.
 * @param verdi Navnet paa egenskaben
 */
public void indset_e(HarTilknytning e)//String verdi)
{
//checker om egenskaben findes i det objekt, som 
beskrivelsens aktivitet er i!
// TODO (naar jeg laver gemme og hent 
funktionerne) Skal ikke checkes naar jeg loader en ny model 
ind eller naar jeg tester modellen!
// TODO (Snarest) Skal kun checkes, naar det er 
brugeren der opretter en ny beskrivelse.  
//if(funk.test) return;
//Element e = 
((Objekt)find_ak().tilknytning()).indeholder(verdi); 
//if (!(e instanceof Egenskab)) funk.fEjl(2, 
"Proever at indsaette en egenskab (" + verdi + ") der ikke 
eksistere ind i en beskrivelse af aktiviteten " + 
find_ak(), "Kommandoen vil blive ingoreret", "System hasr 
ikke kunne finde en egenskab med navnet " + verdi, "Dette 
er en intern fejl!!", 1, new Exception(), null, null);
parameter = new ArrayList();
tekst = new ArrayList();
verdi = ((Element)e).navn();
navn = ((Element)e).navn();
struktur = "T";
tekst.add(verdi);
//---------------------------------------------------------
-----------------
//-------------- Brugeren skal selv indsÊtte 
egenskaben --------------------
//---------------------------------------------------------
-----------------
element = (Element)e;
objekt = e.find_o();
//navn = element.navn(); // Kan undvÊres!!
}
public Objekt objekt()
{
return objekt;
}
public void indset_v(String verdi)
{
struktur = "T";
parameter = new ArrayList();
tekst = new ArrayList();
tekst.add(verdi);
}
/**
 * IndsÊtter beskrivelsens struktur (til GUIen) og 
opretter og indsÊtter underbeskrivelserne (paramenterne).
 * @param struktur
 * @param parameter
 */
private void ind(String struktur, String parameter)
{
this.struktur = struktur;
int stop = parameter.length();
for(int tal = 0; tal < stop; tal++)
{
//fejl("tal = " + tal);
this.parameter.add(new 
Beskrivelse(parameter.charAt(tal), this));
}
}
/**
 * IndsÊtter beskrivelsens tekster (til GUIen)
 * @param tekst
 */
private void ind(String tekst)
{
// TODO (Fors¯g) de to f¯rste linier er fjernet!
//ArrayList temp = new ArrayList();
//temp.add(tekst);
this.tekst.add(tekst);
}
public void ukomplet()
{
komplet = false;
mor.ukomplet();
// if(mor instanceof Beskrivelse) 
((Beskrivelse)mor).ukomplet();
}
public boolean komplet()
{
if(komplet) return true;
for(Iterator i = parameter.iterator(); 
i.hasNext();)
{
if(!((Beskrivelse)i.next()).komplet()) 
return false;
}
return komplet = (type != '#' && verdi != null);
}
public Aktivitet find_ak()
{
//if(mor instanceof Aktivitet) return 
(Aktivitet)mor;
return mor.find_ak();
}
public boolean test()
{
// Test struktur
// Test parameter
// Test tekst
// Test komplet
// Test type
// Test verdi
// Test aktivitet
// Test indset (med k, b og e)
return true;
}
}
public class Dukke extends Element implements HarTilknytning
{
private Beholder tilknytning;
public Dukke() {
super();
// TODO Auto-generated constructor stub
}
public Dukke(String navn) {
super(navn);
// TODO Auto-generated constructor stub
}
public Dukke(String navn, Beholder tilknytning)
{
super(navn, tilknytning);
this.tilknytning = tilknytning;
}public Beholder tilknytning()
{return tilknytning;}
public Beholder tilknytning(Beholder beholder)
{return tilknytning = beholder;}
public Objekt find_o()
{if(tilknytning != null) return 
((HarTilknytning)tilknytning).find_o();
else return null;}
}
/**
 * Dette er en af de tre modelelementer. Dette modelelement 
beskriver en egenenskab, ved et objekt eller en aktivitet.
 * @author rling
 */
public class Egenskab extends Element implements 
HarTilknytning
{
public static int antal = 0;
/** "type" beskriver hvilken type vÊrdien "vaerdi" er 
af. n = ingen (null), i = tal (integer) og s = tekst 
(String). Grund til at "type" er privat er, at man mÂske 
kommer til at glemme at Êndre typen, naar man Êndre 
vaerdien, eller omvendt.*/
private char type = 'n';
/** "vaerdi" indeholder vÊrdien af egenskaben. Grund 
til at "type" er privat er, at man mÂske kommer til at 
glemme at aendre typen, nÂr man aendre vÊrdien, eller 
omvendt.*/
private String vaerdi = "tom";
// TODO (Til sidst): Husk at fjerne alle de 
konstruktoerer, som ikke bliver brugt! 
public Egenskab()
{
id = antal ++;
}
public Egenskab(String vaerdi)
{
super();
this.vaerdi = vaerdi;
id = antal ++;
}
public Egenskab(String vaerdi, String navn)
{
super(navn);
this.vaerdi = vaerdi;
id = antal ++;
}
public Egenskab(String navn, char type, String vaerdi)
{
super(navn);
this.type = type;
this.vaerdi = vaerdi;
id = antal ++;
}
public Egenskab(String navn, char type, String vaerdi, 
Beholder beholder)
{
super(navn, beholder);
//try{beholder.tilknyt(this, -1);}
catch(InternFejl i){} // TODO (NÂr der er tid) Fejlbesked!
this.type = type;
this.vaerdi = vaerdi;
id = antal ++;
}
/**
 * Get metode for type.
 * @return Egenskabens type.
 */
public char type()
{
return type;
}
/**
 * Get metode for vaerdi.
 * @return Egenskabens vÊrdi.
 */
public String vaerdi()
{
return vaerdi;
}
/**
 * Set metode for vaerdi. Bruges til at give 
egenskaben en ny vÊrdi. Det er den eneste mulighed, man har 
ude fra, da "type" og "vaerdi" er private. 
 * @param type er typen paa den nye vÊrdi (n = null, i 
= integer, s = string).
 * @param vaerdi er den vÊrdi, som egenskaben fÂr.
 * @return Den vÊrdi, som egenskaben fÂr. 
 */
public String verdi(char type, String vaerdi)
{
this.type = type;
this.vaerdi = vaerdi;
return vaerdi;
}
/** Da egenskabs klassen tilh¯re HarTilknytning 
interfacet, saa skal egenskaben have en tilknytning (til en 
beholder). */
private Beholder tilknytning;
/** Get metode for tilknytningen.*/
public Beholder tilknytning()
{
return tilknytning;
}
/** Set metode for tilknytningen.*/
public Beholder tilknytning(Beholder beholder)
{
return tilknytning = beholder;
}
public Objekt find_o()
{
return ((HarTilknytning)tilknytning).find_o();
}
/** Tester intet!*/
public boolean test()
{
// Test element
// Test type
// Test vaerdi
// Test tilknytning
return true;
}
}
import javax.swing.tree.*;
/*
 * Created on 21-06-2006
 */
/**
 * Dette er den klasse som de fleste andre (alle undtagen 
beskrivelse) modelelementer nedarver fra.
 * Nogle af klassens metoder (kun test og indeholder), 
bliver overskrevet af modelelementerne!
 * @author rling
 */
public class Element implements Global
{
public int id;
/** Navnet paa elementet.*/
private String navn;
/** Den knude der viser dette modelelement i GUIen.*/
public DefaultMutableTreeNode knude = new 
DefaultMutableTreeNode (this);
// TODO (Til sidst): Husk at fjern de konstruktor, der 
ikke bliver brugt!
// Der skal vaere en grundkonstruktoer! Ogsaa selvom 
den kun bliver brugt af objekt klassen :-(  
/** Den tomme konstrukt¯r. Opretter et nyt element, 
med et unikt navn.*/
public Element()
{
// Giver elementet et unikt navn. Man kunne ogsÂ 
bruge pÊne nummer "private static int antal = 0; private 
final int nummer;".
navn = "Element_" + hashCode();
}/**
 * Opretter et element med navnet navn, med et unikt 
navn.
 * @param navn Navnet pÂ elementet.
 */
public Element(String navn)
{
if(funk.model == null && this instanceof Model)
{
this.navn = navn;
return;
}
Element temp;
// Skal egentlig rettes til instanceof Model og 
Objekt
if(this instanceof HarO) temp = 
funk.model.indeholder(navn);
// Vil aldrig kunne blive checket! Den vil aldrig 
kunne lave find_o!!!
//else temp = 
((HarTilknytning)this).find_o().indeholder(navn);
//Checker om navnet bliver brugt i forvejen.
// DERFOR 
else
{
funk.fejl(new Exception("Oprettelse af 
aktivitet/egenskab uden tilknytning!!!"), "FEJL!");
return;
}
if(temp != null && !funk.hent) this.navn = 
(String)funk.fare(3, "Navnet " + navn + " bliver brugt i 
forvejen.", "Systemet vil ikke kunne kende forskel pÂ de to 
elementer med samme navn.", "Et element af typen " + 
temp.getClass().getName() + " har navnet " + navn + " i 
forvejen.", "Husk at give elementerne unikke navne.", 3, 
new Exception(), new FejlRetter(2, navn + "_"+ hashCode()), 
navn);
else this.navn = funk.check(navn);
}
public Element(String navn, Beholder beholder)
{
if(funk.model == null && this instanceof Model)
{
this.navn = funk.check(navn);
return;
}
Element temp;
if(this instanceof HarO || this instanceof Dukke) 
temp = funk.model.indeholder(navn);
else temp = 
((HarTilknytning)beholder).find_o().indeholder(navn);
//Checker om navnet bliver brugt i forvejen.
if(temp != null && !funk.hent) this.navn = 
(String)funk.fare(3, "Navnet " + navn + " bliver brugt i 
forvejen.", "Systemet vil ikke kunne kende forskel pÂ de to 
elementer med samme navn.", "Et element af typen " + 
temp.getClass().getName() + " har navnet " + navn + " i 
forvejen.", "Husk at give elementerne unikke navne.", 3, 
new Exception(), new FejlRetter(2, navn + "_"+ hashCode()), 
navn);
else this.navn = funk.check(navn);
try{if(!(this instanceof Dukke)) 
beholder.tilknyt((HarTilknytning)this, -1);}
catch(InternFejl i){System.out.println("FEJL HG FEJL");}
}
/**
 * Get metode for elementets navn.
 * @return Elementets navn.
 */
public String navn()
{
return navn;
}
/**
 * Set metode for elements navn.
 * @param navn Det nye navn til elementet.
 * @return Det nye navn.
 */
public String navn(String navn)
{
Element temp;
if(this instanceof HarO) temp = 
funk.model.indeholder(navn);
else temp = 
((HarTilknytning)this).find_o().indeholder(navn);
//Checker om navnet bliver brugt i forvejen.
if(temp != null && !funk.hent) this.navn = 
(String)funk.fare(3, "Navnet " + navn + " bliver brugt i 
forvejen.", "Systemet vil ikke kunne kende forskel pÂ de to 
elementer med samme navn.", "Et element af typen " + 
temp.getClass().getName() + " har navnet " + navn + " i 
forvejen.", "Husk at give elementerne unikke navne.", 3, 
new Exception(), new FejlRetter(2, navn + "-" + id), navn);
else this.navn = funk.check(navn);
return navn;
}
/**
 * Tester om elementet indeholder navnet navn.
 * @param navn Det navn der testes.
 * @return Det objekt der har navnet navn, ellers null
 */
public Element indeholder(String navn)
{
if(this.navn.equals(navn)) return this;
return null;
}
public String toString()
{
return navn;
}
/**
 * Tester navn og indeholder funktionerne. 
 * @return Altid true.
 */
public boolean test()
{
return true;
}
}
import javax.swing.tree.*;
/*
 * Created on 21-06-2006
 */
/**
 * Dette er den klasse som de fleste andre (alle undtagen 
beskrivelse) modelelementer nedarver fra.
 * Nogle af klassens metoder (kun test og indeholder), 
bliver overskrevet af modelelementerne!
 * @author rling
 */
public class Element implements Global
{
public int id;
/** Navnet paa elementet.*/
private String navn;
/** Den knude der viser dette modelelement i GUIen.*/
public DefaultMutableTreeNode knude = new 
DefaultMutableTreeNode (this);
// TODO (Til sidst): Husk at fjern de konstruktor, der 
ikke bliver brugt!
// Der skal vaere en grundkonstruktoer! Ogsaa selvom 
den kun bliver brugt af objekt klassen :-(  
/** Den tomme konstrukt¯r. Opretter et nyt element, 
med et unikt navn.*/
public Element()
{
// Giver elementet et unikt navn. Man kunne ogsÂ 
bruge pÊne nummer "private static int antal = 0; private 
final int nummer;".
navn = "Element_" + hashCode();
}
/**
 * Opretter et element med navnet navn, med et unikt 
navn.
 * @param navn Navnet pÂ elementet.
 */
public Element(String navn)
{
if(funk.model == null && this instanceof Model)
{
this.navn = navn;
return;
}
Element temp;
// Skal egentlig rettes til instanceof Model og 
Objekt
if(this instanceof HarO) temp = 
funk.model.indeholder(navn);
// Vil aldrig kunne blive checket! Den vil aldrig 
kunne lave find_o!!!
//else temp = 
((HarTilknytning)this).find_o().indeholder(navn);
//Checker om navnet bliver brugt i forvejen.
// DERFOR 
else
{
funk.fejl(new Exception("Oprettelse af 
aktivitet/egenskab uden tilknytning!!!"), "FEJL!");
return;
}
if(temp != null && !funk.hent) this.navn = 
(String)funk.fare(3, "Navnet " + navn + " bliver brugt i 
forvejen.", "Systemet vil ikke kunne kende forskel pÂ de to 
elementer med samme navn.", "Et element af typen " + 
temp.getClass().getName() + " har navnet " + navn + " i 
forvejen.", "Husk at give elementerne unikke navne.", 3, 
new Exception(), new FejlRetter(2, navn + "_"+ hashCode()), 
navn);
else this.navn = funk.check(navn);
}
public Element(String navn, Beholder beholder)
{
if(funk.model == null && this instanceof Model)
{
this.navn = funk.check(navn);
return;
}
Element temp;
if(this instanceof HarO || this instanceof Dukke) 
temp = funk.model.indeholder(navn);
else temp = 
((HarTilknytning)beholder).find_o().indeholder(navn);
//Checker om navnet bliver brugt i forvejen.
if(temp != null && !funk.hent) this.navn = 
(String)funk.fare(3, "Navnet " + navn + " bliver brugt i 
forvejen.", "Systemet vil ikke kunne kende forskel pÂ de to 
elementer med samme navn.", "Et element af typen " + 
temp.getClass().getName() + " har navnet " + navn + " i 
forvejen.", "Husk at give elementerne unikke navne.", 3, 
new Exception(), new FejlRetter(2, navn + "_"+ hashCode()), 
navn);
else this.navn = funk.check(navn);
try{if(!(this instanceof Dukke)) 
beholder.tilknyt((HarTilknytning)this, -1);}
catch(InternFejl i){System.out.println("FEJL HG FEJL");}
}
/**
 * Get metode for elementets navn.
 * @return Elementets navn.
 */
public String navn()
{
return navn;
}
/**
 * Set metode for elements navn.
 * @param navn Det nye navn til elementet.
 * @return Det nye navn.
 */
public String navn(String navn)
{
Element temp;
if(this instanceof HarO) temp = 
funk.model.indeholder(navn);
else temp = 
((HarTilknytning)this).find_o().indeholder(navn);
//Checker om navnet bliver brugt i forvejen.
if(temp != null && !funk.hent) this.navn = 
(String)funk.fare(3, "Navnet " + navn + " bliver brugt i 
forvejen.", "Systemet vil ikke kunne kende forskel pÂ de to 
elementer med samme navn.", "Et element af typen " + 
temp.getClass().getName() + " har navnet " + navn + " i 
forvejen.", "Husk at give elementerne unikke navne.", 3, 
new Exception(), new FejlRetter(2, navn + "-" + id), navn);
else this.navn = funk.check(navn);
return navn;
}
/**
 * Tester om elementet indeholder navnet navn.
 * @param navn Det navn der testes.
 * @return Det objekt der har navnet navn, ellers null
 */
public Element indeholder(String navn)
{
if(this.navn.equals(navn)) return this;
return null;
}
public String toString()
{
return navn;
}
/**
 * Tester navn og indeholder funktionerne. 
 * @return Altid true.
 */
public boolean test()
{
return true;
}
}
import java.util.*;
import javax.swing.tree.*;
/**
 * @author rling
 */
public class FejlRetter implements Global
{
int id = 0;
Object ting;
public FejlRetter(int nummer)
{
id = nummer;
}
public FejlRetter(int nummer, Object ting)
{
id = nummer;
this.ting = ting;
}
public Object ret()
{
if(id == 1) // Hele modellen fors¯ges fjernet
{
for(int tal = 
funk.model.knude.getChildCount(); tal > 0; tal --)
{
DefaultMutableTreeNode t = 
(DefaultMutableTreeNode)funk.model.knude.getChildAt(tal - 
1);
try
{
import java.util.*;
import java.net.*;
import javax.swing.*;
import javax.swing.tree.DefaultTreeModel;
import java.io.*;
import java.io.Writer.*;;
// TODO (Snarest) Skal kommenteres! (med /**)
// TODO (Fejl nummer (f¯rste ledige nummer)) 17
public class Funktion
{
int log10_max = 4;
int Xmax = 500;
int Ymax = 300;
int temp_int = 0;
int Yoffset = 35;
int port = 4444;
String ip = "127.0.0.1";
Start start;
GBK grafikken;
JTree tree;
Model model;
DefaultTreeModel tModel;
Socket forbindelse = null;
PrintWriter skriver = null;
Lytter lytter = null;
// Knapperne
boolean test = false; // T
boolean fejL = false; // L
boolean gogo = false; // F
boolean fare = false; // A
boolean info = false; // I
boolean byt = false;
boolean graf = false;
boolean hent = false;
String testen = "Fejl!";
public Funktion()
{}
/* 
-----------------------------------------------------------
--------
 * ----- OversÊtter til string 
---------------------------------------
 * 
-----------------------------------------------------------
--------
 */
/*
 * Format:
 * size
 * navn size
 * data
 * (Egenskab) vÊrdi size
 * data
 * (Model og Objekt) underObjekterne
size
 * 
1. underObjekt
 * 
...
 * 
sidste underObjekt
 * (Aktivitet) undeAktiviteter
size
 * 
1. underAktivitet
 * 
...
 * 
sidste underAktivitet
 * underEgenskaber
size
 * 
1. underEgenskaber
 * 
...
 * 
sidste underEgenskaber
 * Beskrivelse
navn size
 * 
data
 * 
Objekt (navn) size
 * 
data
 * 
under Beskrivelseer size
 * 
1. under beskrivelse
 * 
...
 * 
sidste under 
beskrivelse
 */
public String element(Element element)
{
String retur = struktur(element.navn());
if(element instanceof Egenskab) retur += 
struktur(((Egenskab)element).vaerdi());
if(element instanceof HarO) retur += 
liste(((HarO)element).objekter());
if(element instanceof HarEOgA)
{
retur += 
liste(((HarEOgA)element).aktiviteter());
retur += 
liste(((HarEOgA)element).egenskaber());
}
if(element instanceof Aktivitet) retur += 
overset(((Aktivitet)element).beskrivelse());
return struktur(retur);
}
/* Format:
 * log10_max
 * Start aktivitet (navn) size
 * data 
(hvis size > 0)
 * size
 * navn size
 * data
 * underObjekterne size
 * 1. 
underObjekt
 * ...
 * sidste 
underObjekt
 */
public String overset(Model model)
{
String retur = "";
if(model.stataktivitet == null) retur += 
struktur(""); 
else retur += 
struktur(model.stataktivitet.navn());
retur += element(model);
retur = formater(log10_max + "", 2) + retur;
return retur;
}
/* Format:
 * navn size
 * data
 * Objekt (navn) size
 * data
 * under Beskrivelseer size
 * 1. under 
beskrivelse
 * ...
 * sidste under 
beskrivelse
 */
public String overset(Beskrivelse beskrivelse)
{
String retur = struktur(beskrivelse.navn);
if(beskrivelse.objekt() == null) retur += 
struktur("");
else retur += 
struktur(beskrivelse.objekt().navn());
retur += liste(beskrivelse.parameter());
return struktur(retur);
}
public String overset(Object object)
{
if(object instanceof Element)
{
if(object instanceof Model) return 
overset((Model)object);
else return element((Element)object);
}
else return overset((Beskrivelse)object);
}
/*
 * 
-----------------------------------------------------------
--------
 * ------- OversÊtter fra string 
-------------------------------------
 * 
-----------------------------------------------------------
--------
 */
/* Format:
 * log10_max
 * Start aktivitet (navn) size
 * data 
(hvis size > 0)
 * size
 * navn size
 * data
 * 
 * ----------- LISTE_O 
----------------------------------------
 * 
 * underObjekterne size
 * 1. 
underObjekt
 * ...
 * sidste 
underObjekt
 */
public Model overset_M(String tekst)
{
Model retur = new Model();
Object[] buff = tal(tekst, 2);
// Log10_max
log10_max = tal(buff[0]);
tekst = tex(buff[1]);
// Startaktivitet
String startAktivitet = tex((buff = 
overset(tekst))[0]);
tekst = tex(buff[1]);
// Check!
if((tal(((buff = tal(tekst))[0])) != (tekst = 
tex(buff[1])).length())) fejl(new Exception("St¯rrelsene 
passer ikke"), "FEJL!!!");
// Navn
retur = new Model(tex(buff = overset(tekst))[0]);
tekst = tex(buff[1]);
// ObjektListe
retur.objekter(liste_o(tekst, retur));
retur.stataktivitet = 
(Aktivitet)retur.indeholder(startAktivitet);
return retur;
}
/*
 * Format:
 * size
 * navn size
 * data
 * (Model og Objekt) underObjekterne
size
 * 
1. underObjekt
 * 
...
 * 
sidste underObjekt
 */
public Objekt overset_O(String tekst, Beholder far)
{
Objekt retur;
Object[] buff = tal(tekst);
//int size = tal(buff[0]); // Bliver ikke 
brugt!!!
//tekst = tex(buff[1]);
// Navn
try{retur = new Objekt(tex(buff = 
overset(tekst))[0], far);}catch(InternFejl i){retur = null;}
tekst = tex(buff[1]);
retur.objekter(liste_o(tekst, retur));
retur.aktiviteter(liste_a(tekst, retur));
retur.egenskaber(liste_e(tekst, retur));
return retur;
}
public Aktivitet overset_A(String tekst, Beholder far)
{
Aktivitet retur;
Object[] buff = tal(tekst);
//int size = tal(buff[0]); // Bliver ikke 
brugt!!!
//tekst = tex(buff[1]);
// Navn
retur = new Aktivitet(tex(buff = 
overset(tekst))[0], far);
tekst = tex(buff[1]);
retur.aktiviteter(liste_a(tekst, retur));
retur.egenskaber(liste_e(tekst, retur));
return retur;
}
public Egenskab overset_E(String tekst, Beholder far)
{
Egenskab retur;
Object[] buff = tal(tekst);
//int size = tal(buff[0]); // Bliver ikke 
brugt!!!
//tekst = tex(buff[1]);
// Navn
String navn = tex(buff = overset(tekst))[0];
tekst = tex(buff[1]);
// vÊrdi
retur = new Egenskab(navn, 's', tex((buff = 
overset(tekst))[0]), far);
return retur;
}
/*
 * 
-----------------------------------------------------------
---------
 * ---------- HjÊlpe funktioner 
---------------------------------------
 * 
-----------------------------------------------------------
---------
 */
// Formater en tekst.
public String struktur(String tekst)
{
return formater(tekst.length() + "") + tekst;
}
// Formater et tal, med log10_max
public String formater(String string)
{
int stop = string.length();
//  TODO (Snarest) skal laves om til en internfejl
if(stop > log10_max) return fejl(new 
Exception("Oversaettelses fejl"), "Tallet " + string + " 
fylder mere end " + log10_max + " cifre. SÊt log10-Max (som 
styre antallet af cifre) i menuen til " + stop + " eller 
mere!")+"";
stop = log10_max - stop;
for(int tal = 0; tal < stop; tal ++)
{
string = "0" + string;
}
return string;
}
// Formater et tal.
public String formater(String string, int size)
{
int stop = string.length();
//  TODO (Snarest) skal laves om til en internfejl
if(stop > size) return fejl(new 
Exception("Oversaettelses fejl"), "Tallet " + string + " 
fylder mere end " + size + " cifre.") + "";
stop = size - stop;
for(int tal = 0; tal < stop; tal ++)
{
string = "0" + string;
}
return string;
}
// OversÊtter en liste til en tekst
public String liste(ArrayList liste)
{
String string = "";
if(liste == null) return "000";
string += formater(liste.size() + "");
for(Iterator i = liste.iterator(); i.hasNext();)
string += overset(i.next());
return string;
}
// OversÊtter en tekst til en liste
public ArrayList liste(String tekst)
{
ArrayList retur = new ArrayList();
Object[] buff = tal(tekst);
tekst = tex(buff[1]);
for(int tal = 0; tal < tal(buff[0]); tal ++)
{
retur.add(tex(buff = overset(tekst))[0]);
tekst = tex(buff[1]);
}
return retur;
}
// OversÊtter tekst til tal
public Object[] tal(String string)
{
Object[] retur = {tal(0), string};
if(string.equals("")) return retur;
try
{
retur[0] = 
Integer.decode(nullfri(string.substring(0, log10_max)));
}
catch(NumberFormatException e)
{
//  TODO (Snarest) skal laves om til en 
internfejl
fejl(e, "Pr¯ver at oversÊtte teksten " + 
string.substring(0, log10_max) + " til et tal");
retur[0] = tal(-1);
}
retur[1] = string.substring(log10_max);
return retur;
}
// OversÊtter tekst til tal
public Object[] tal(String string, int log)
{
Object[] retur = {tal(0), string};
if(string.equals("")) return retur;
try
{
retur[0] = 
Integer.decode(nullfri(string.substring(0, log)));
}
catch(NumberFormatException e)
{
// TODO (Snarest) skal laves om til en 
internfejl
fejl(e, "Pr¯ver at oversÊtte teksten " + 
string.substring(0, log) + " til et tal");
retur[0] = tal(-1);
}
retur[1] = string.substring(log);
return retur;
}
// OversÊtter formateret tekst til "normal" tekst.
public String[] overset(String string)
{
if(string.equals("")) return (String[])hjelp("", 
"");
int pos = log10_max + tal(tal(string)[0]);
// TODO (Snarest) skal laves om til en internfejl
if(pos > string.length()) fejl(new 
Exception("Teskt manipulering"), "Programmet proever at 
fjerne " + pos + " tegn fra teksten '" + string + "', som 
kun indeholder " + string.length() + " tegn.");
return tex(hjelp(string.substring(log10_max, 
pos), cut(string, pos)));
}
//*
// Fjerner "lang" tegn fra teksten "string"
public String cut(String string, int lang)
{
if(string.equals("")) return string;
if(lang > string.length())
{
//TODO (NÂr der skal laves fejlhÂndtering) 
kast en fejl
}
return string.substring(lang);
}//*/
/*
public String cut(String string, String lang)
{
// TODO (TEST)!!!
if(string.equals("")) return string;
return cut(string, lang.length() + log10_max);
}//*/
//* Fjerner nuller fra tal i teksten "tal"
public String nullfri(String tal)
{
while (tal.startsWith("0") && tal.length() > 1)
{
tal = cut(tal, 1);
}
return tal;
}//*/
private int tal(Object tal)
{
return ((Integer)tal).intValue();
}
private Object tal(int tal)
{
return new Integer(tal);
}
private String tex(Object tekst)
{
return (String)tekst;
}
private String[] tex(Object[] o)
{
int stop = o.length;
String[] retur = new String[stop];
for(int tal = 0; tal < stop; tal ++)
{
retur[tal] = (String)o[tal];
}
return retur;
}
private Object[] hjelp(Object o1, Object o2)
{
Object[] retur = {o1, o2}; 
return retur;
}
/*
 * underObjekterne size
 * 1. 
underObjekt
 * ...
 * sidste 
underObjekt
 */
private ArrayList liste_o(String tekst, Beholder far)
{
ArrayList retur = new ArrayList();
Object[] buff = tal(tekst);
int stop = tal(buff[0]);
tekst = tex(buff[1]);
if(stop > 0)
{
for(int tal = 0; tal < stop; tal ++)
{
//System.out.println("Objekt = " + 
tekst);
retur.add(overset_O((tex(buff = 
overset(tekst))[0]) ,far));
tekst = tex(buff[1]);
}
}
return retur;
}
private ArrayList liste_a(String tekst, Beholder far)
{
ArrayList retur = new ArrayList();
Object[] buff = tal(tekst);
int stop = tal(buff[0]);
tekst = tex(buff[1]);
if(stop > 0)
{
for(int tal = 0; tal < stop; tal ++)
{
retur.add(overset_A((tex(buff = 
overset(tekst))[0]) ,far));
tekst = tex(buff[1]);
}
}
return retur;
}
private ArrayList liste_e(String tekst, Beholder far)
{
ArrayList retur = new ArrayList();
Object[] buff = tal(tekst);
int stop = tal(buff[0]);
tekst = tex(buff[1]);
if(stop > 0)
{
for(int tal = 0; tal < stop; tal ++)
{
retur.add(overset_E((tex(buff = 
overset(tekst))[0]) ,far));
tekst = tex(buff[1]);
}
}
return retur;
}
/*
private String fyld(int stop)
{
String retur = "";
for(int tal = 0; tal < stop; tal ++)
{
retur += "X";
}
return retur;
}//*/
 
/**
 * Tester om listen af elementer indeholder et element 
med navnet "navn".
 */
public Element indeholder(ArrayList liste, String navn)
{
if(liste == null) return null;
for(Iterator i = liste.iterator(); i.hasNext();)
{
Element temp = (Element) i.next();
if(temp.navn() != null)
{
if(temp.navn().equals(navn)) return 
temp;
if(temp instanceof Beholder && 
((Beholder)temp).indeholder(navn) != null) return temp;
}
}
return null;
}
/**
 * Tester og retter navnene!
 */
public String check(String navn)
{
return navn;
}
/**
 * 
 * @param element
 * @param beholder
 * @return
 * @throws InternFejl
 */
public ArrayList getList(Object element, Beholder 
beholder) throws InternFejl
{
switch(skift(element))
{
case 'O' : if(beholder instanceof HarO)
{
if(((HarO)beholder).objekter() == null) 
System.out.println("FEJL FEJL");
//System.out.println("Objekt listen" + " fra " + 
beholder);
return 
((HarO)beholder).objekter();
}
else throw new 
InternFejl("Beholder " + beholder + " pr¯vede at arbejde 
med objektet " + element + ", men beholderne mÂ ikke 
arbejde med objekter", 6);
case 'A' : if(beholder instanceof 
HarEOgA)
{
//System.out.println("Aktivitet listen" + " fra " + 
beholder);
return 
((HarEOgA)beholder).aktiviteter();
}
else throw new 
InternFejl("Beholder " + beholder + " pr¯vede at arbejde 
med aktiviteten " + element + ", men beholderne mÂ ikke 
arbejde med aktiviteter", 7);
case 'E' : if(beholder instanceof 
HarEOgA)
{
//System.out.println("Egenskabs listen" + " fra " + 
beholder);
return 
((HarEOgA)beholder).egenskaber();
}
else throw new 
InternFejl("Beholder " + beholder + " pr¯vede at arbejde 
med egenskaben " + element + ", men beholderne mÂ ikke 
arbejde med egenskaber", 8);
default  : throw new 
InternFejl("Beholder " + beholder + " pr¯vede at arbejde 
med " + element, 9);
}
}
public ArrayList getAllLists(Beholder beholder)
{
ArrayList retur = new ArrayList();
if(beholder instanceof HarEOgA)
{
retur.add(((HarEOgA)beholder).egenskaber());
retur.add(((HarEOgA)beholder).aktiviteter());
}
if(beholder instanceof HarO)
{
retur.add(((HarO)beholder).objekter());
}
return retur;
}
/**
 * En lille oversaettelses metode, saa jeg kan bruge 
switch!
 * @param element
 * @return Forbogstavet paa klassenavnet.
 */
public char skift(Object element)
{
if(element instanceof Model) return 'M';
if(element instanceof Objekt) return 'O';
if(element instanceof Aktivitet) return 'A';
if(element instanceof Egenskab) return 'E';
if(element instanceof Beskrivelse) return 'B';
return 'F';
}
public void i(String tekst)
{
if(info) System.out.println(tekst);
}
// TODO den dovne udskrives-metode.
public void u(String tekst)
{
System.out.println(tekst);
}
// IndsÊtter linjeskift, sÂ teksten "tekst", ikke 
indeholder linjer der lÊngere end "lang"
public String rettil(String tekst, int lang)
{
int mod = 0;
int offset = 0;
ArrayList her = new ArrayList();
for(StringTokenizer token = new 
StringTokenizer(tekst, "\n"); token.hasMoreTokens();)
{
String temp = token.nextToken();
for(int tal = 1; tal <= (temp.length() / 
lang); tal ++)
{
her.add(new Integer((tal * lang) + mod 
+ offset));
mod ++;
}
offset += temp.length();
mod ++;
}
int pos;
for(Iterator i = her.iterator(); i.hasNext();)
{
pos = ((Integer)i.next()).intValue();
pos = tekst.substring(0, pos).lastIndexOf(" 
") + 1; 
if(pos < tekst.length()) tekst = 
tekst.substring(0, pos) + "\n" + tekst.substring(pos);
}
return tekst; 
}
// "oversÊtter" beskrivelses typen "type" til en tekst
public String beskrivelse(char type)
{
switch (type)
{
case 'A' : return "Aktivitet";
case 'B' : return "Betingelse";
case 'E' : return "Egenskab";
case 'F' : return "Tal";
case 'G' : return "Gruppe";
case 'V' : return "Variabel";
case 'X' : return "Flere aktiviteter";
case '#' : return "Tom betingelse";
default  : return "Ukendt type";
}
}
/*
 * 
-----------------------------------------------------------
---------
 * ---------- NetvÊrks funktioner 
----------------------------
 * 
-----------------------------------------------------------
---------
 */
/**
 * Opretter en forbindelse
 */
public boolean kontakt()
{
try
{
forbindelse = new Socket(ip, port);
skriver = new 
PrintWriter(forbindelse.getOutputStream(), true); // Auto-
flush! Vigtig!
lytter = new Lytter(new 
InputStreamReader(forbindelse.getInputStream()));
}
catch(ConnectException e){return (forbindelse = 
(Socket)fEjl(3, "Kunne ikke oprette forbindelse til 
serveren", "Fors¯get pÂ at oprette en forbindelse vil blive 
ignoreret", "Der er ingen server der lytter til port " + 
port, "Pr¯ve at Êndre port-nummeret i System-menuen", 1, e, 
null, null)) != null;}
catch(PortUnreachableException e){return 
(forbindelse = (Socket)fEjl(3, "Kunne ikke oprette 
forbindelse til serveren", "Fors¯get pÂ at oprette en 
forbindelse vil blive ignoreret", "Port " + port + " kan 
ikke anvendes", "Pr¯ve at Êndre port-nummeret i System-
menuen", 1, e, null, null)) != null;}
catch(NoRouteToHostException e){return 
(forbindelse = (Socket)fEjl(3, "Kunne ikke oprette 
forbindelse til serveren", "Fors¯get pÂ at oprette en 
forbindelse vil blive ignoreret", "Kunne ikke fÂ kontakt 
til serveren", "Pr¯ve igen senere", 1, e, null, null)) != 
null;}
catch(SecurityException e){return (forbindelse = 
(Socket)fEjl(3, "Kunne ikke oprette forbindelse til 
serveren", "Fors¯get pÂ at oprette en forbindelse vil blive 
ignoreret", "Adgangen til serveren nÊgtet!", "", 1, e, 
null, null)) != null;}
catch(IOException e){return (forbindelse = 
(Socket)fEjl(3, "Kunne ikke oprette forbindelse til 
serveren", "Fors¯get pÂ at oprette en forbindelse vil blive 
ignoreret", "", "Pr¯ve at Êndre port-nummeret i System-
menuen", 1, e, null, null)) != null;}
catch(Exception e){return (forbindelse = 
(Socket)fEjl(3, "Kunne ikke oprette forbindelse til 
serveren", "Fors¯get pÂ at oprette en forbindelse vil blive 
ignoreret", "", "Pr¯ve at Êndre port-nummeret i System-
menuen", 1, e, null, null)) != null;}
return true;
}
public void afbryd()
{
try
{
skriver.close();
lytter.close();
forbindelse.close();
forbindelse = null;
}
catch(Exception e){this.fare(18, "Kunne ikke 
lukke forbindelsen til serveren", "Fejlen vil blive 
ignoreret", "", "", 3, e, null, null);}
}
public void send(String tekst)
{
skriver.println(tekst);
}
/*
 * 
-----------------------------------------------------------
---------
 * ---------- Fejl og advarsels funktioner 
----------------------------
 * 
-----------------------------------------------------------
---------
 */
/**
 * Til haandtering af eksterne fejl
 * @param error
 * @param sket
 * @param sker
 * @param fejlRetning
 * @param undgaa
 * @param alvor
 * @return Object
 */
public Object fEjl(int id, String sket, String sker, 
String hvorfor, String undgaa, int alvor, Exception error, 
Object fejlRetning, Object fortset)
{
i("Der er opstÂet en fejl!");
if(gogo)
{
if(fejlRetning instanceof FejlRetter) return 
((FejlRetter)fejlRetning).ret();
else return fejlRetning;
}
if(graf)
{
i("Pr¯ver at vise fejlbeskeden med den 
grafiske brugerkommunikation");
return grafikken.fejl(id, sket, sker, 
hvorfor, undgaa, alvor, error, fejlRetning, fortset);
}
i("Pr¯ver at udskrive fejlbeskeden");
if(fejL) System.err.println(sket + "\n" + sker + 
"\n" + hvorfor + undgaa);
else error.printStackTrace();
if(alvor < 2) System.exit(0);
i("Proever af rette fejlen");
if(fejlRetning instanceof FejlRetter) return 
((FejlRetter)fejlRetning).ret();
else return fejlRetning;
}
/**
 * Til haandtering af interne fejl
 * @param e
 * @param tekst
 * @throws InternFejl
 */
public Object fejl(Exception e, String tekst)
{
e.printStackTrace();
StackTraceElement tree[] = e.getStackTrace();
int tal = 0;
while(tree[tal].getClassName().startsWith("java") 
|| tree[tal].getClassName().startsWith("sun"))
{tal++;}
System.out.println("------------------");
System.out.print("Fejlen er her ---> ");
System.err.print(tree[tal] + " ");
System.out.println((e.getMessage()!=null)?e.getMessage():(e
.toString().substring(e.toString().lastIndexOf(".") + 1)));
return null;
}
public Object fare(int id, String sket, String sker, 
String hvorfor, String undgaa, int alvor, Exception error, 
Object fejlRetning, Object fortset)
{
i("Advarsel " + sket);
if(!fare)
{
if(fejlRetning instanceof FejlRetter) return 
((FejlRetter)fejlRetning).ret();
else return fejlRetning;
}
if(graf)
{
i("Pr¯ver at vise advarselen med den 
grafiske brugerkommunikation");
return grafikken.fare(id, sket, sker, 
hvorfor, undgaa, alvor, error, fejlRetning, fortset);
}
i("Pr¯ver at udskrive fejlbeskeden");
if(fejL) System.err.println(sket + "\n" + sker + 
"\n" + hvorfor + "\n" + undgaa);
else error.printStackTrace();
if(alvor < 2) return null;
i("Pr¯ver af rette fejlen");
if(fejlRetning instanceof FejlRetter) return 
((FejlRetter)fejlRetning).ret();
else return fejlRetning;
}
/*---------------------------------------------------------
----------
 *------ Funktioner til at hÂndter start argumenterne 
---------------
 *---------------------------------------------------------
---------- 
 */
public boolean knapper(String[] knap)
{
boolean end = false;
int stop = knap.length;
for(int tal = 0; tal < stop; tal ++)
{
if(knap[tal].charAt(0) == '-')
switch(knap[tal].charAt(1))
{
case 'h' : // HjÊlp
case 'H' : udskriv();
end = true;
break;
case 't' : // Test
case 'T' : test = true;
break;
case 'a' : // Udskriver 
advarseler
case 'A' : fare = true;
break;
case 'l' : // Lang fejl 
beskrivelse!
case 'L' : fejL = true;
break;
case 'f' : // Fortsaet 
udfoerselen, selv om der er fejl
case 'F' : gogo = true;
break;
case 'i' : // Inforamtioner om 
problemomraader!
case 'I' : info = true;
break;
default :
System.out.println("Funktionen " + knap[tal] + " er 
ukendt");
}
else System.out.println("Funktionen " + 
knap[tal] + " er ukendt");
if(end) return end;
}
return end;
}
private void udskriv()
{
System.out.println("HjÊlpe funktioner");
System.out.println("---------------------------------------
--------------------------------------------------");
System.out.println(" h / H HjÊlp (denne 
side)");
System.out.println(" t / T Test systemets 
funktioner");
System.out.println(" f / F Fortsaet 
udfoerselen");
System.out.println(" l / L Udf¯rlige 
beskrivelser af fejlen");
System.out.println(" a / A  Advare brugeren om 
farlige situationer");
System.out.println(" i / I  Informer om status 
for afviklingen i kritiske omraader");
System.out.println("");
}
public boolean test()
{
// Test overset til string
// Test liste til string
// Test overset fra string
// Test list
// Test navn
// Test type_vaerdi
// Test standard
// Test liste fra string
// Test hjaelpefunktionerne
// Test struktur
// Test format
// Test lang
// Test under
// Test cut med int
// Test cut med string
// Test nullfri
// Test indeholder
// Test getList
// Test getAllLists
ArrayList temp_liste = getAllLists(new 
Model());
//  TODO (Snarest) skal laves om til en 
internfejl
if(temp_liste == null) fejl(new 
Exception(""), "getAllLists metoden");
// Test skift
//  TODO (Snarest) skal laves om til en 
internfejl
if(skift(new Model()) != 'M') fejl(new 
Exception("Genkendelse af klasser"), "Metoden skift kunne 
ikke genkende beskriveler");
char temp_type = skift(new Object());
//  TODO (Snarest) skal laves om til en 
internfejl
if(temp_type != 'F') fejl(new 
Exception("Genkendele af klasser"), "Metoden skift kunne 
genkende et object, som vaerende af type " + temp_type);
// Test Fejlfunktionerne
// Test fare
// Test fejl
// Test fejl_oversetning
return true;
// if(!=) fejl(new Exception(""), this, "");
}
}
funk.model.fjern((HarTilknytning)t.getUserObject());
}
catch(InternFejl i){/*TODO (NÂr der er 
tid) lav en fejl ting*/}
}
}
if(id == 2) // Navnet findes i forvejen!
{
String svar = funk.grafikken.sporg("Skriv 
nyt navn", (String)ting);
if(svar == null) return ting;
return svar;
}
return null;
}
}
import javax.swing.*;
import java.awt.*;
import javax.swing.tree.*; // TODO (til sidst) Skal 
muligvis fjernes
import java.awt.event.*;
import java.util.*;
import javax.swing.event.*;
//import java.awt.event.ActionListener;
/*
 * Created on 13-07-2006
 */
/**
 * @author rling
 */
// TODO (naar GUIen er faerdig) Skal dokumenteres! med /**
public class GBK implements Runnable, Global, ItemListener, 
ActionListener
{
Container grund;
TraeScene venstre;
PsiScene hoejre;
JSplitPane split;
JMenuBar menu = new JMenuBar();
ArrayList ikkeNogenFare = new ArrayList();
public void run()
{
int i = 190; // Java vil ikke have Xmax!!!
Dimension d_0 = new Dimension(0, 0);
Dimension d_1 = new Dimension(i, funk.Ymax - 
funk.Yoffset);
funk.grafikken = this;
grund = funk.start.getContentPane();
opSet();
funk.start.setJMenuBar(menu);
venstre = new TraeScene();
venstre.setMinimumSize(d_0);
venstre.tree.setPreferredSize(d_1);
funk.tree.setSize(d_1);
hoejre = new PsiScene();
hoejre.setMinimumSize(d_0);
hoejre.hoved.setMinimumSize(d_0);
hoejre.split1.setMinimumSize(d_0);
hoejre.s_psi.setMinimumSize(d_0);
hoejre.s_indhold.setMinimumSize(d_0);
hoejre.split2.setPreferredSize(new Dimension(100, 
funk.Ymax - funk.Yoffset));
split = new 
JSplitPane(JSplitPane.HORIZONTAL_SPLIT, venstre, hoejre);
split.setDividerLocation(1 * funk.Xmax/3);
venstre.addComponentListener(venstre);
grund.add(split);
funk.start.addComponentListener(venstre);
}
/*---------------------------------------------------------
------------------
 * -------------------- Grafiske hjÊlpe funktioner 
--------------------------
 * 
-----------------------------------------------------------
---------------
 */
JMenuItem[] nList = new JMenuItem[4];
JMenuItem[] sList = new JMenuItem[4];
private void opSet()
{
JMenu net = new JMenu("NetvÊrk");
net.add(nList[0] = new JMenuItem("Opret 
forbindelse"));
net.add(nList[1] = new JMenuItem("Afbryd 
forbindelse"));
net.add(nList[2] = new JMenuItem("Gem"));
//net.add(itemList[3] = new JMenuItem("Hent"));
net.add(nList[3] = new JMenuItem("Simuler"));
nList[0].addActionListener(this);
nList[1].addActionListener(this);
nList[2].addActionListener(this);
nList[3].addActionListener(this);
//nList[4].addActionListener(this);
setN(false);
menu.add(net);
JMenu sys = new JMenu("System");
sys.add(sList[0] = new JMenuItem("SÊt log10_max 
vÊrdien"));
sys.add(sList[1] = new JMenuItem("Noget med de 
der advarseler!!"));
menu.add(sys);
}
private void setN(boolean onLine)
{
nList[0].setEnabled(!onLine);
nList[1].setEnabled(onLine);
nList[2].setEnabled(onLine);
nList[3].setEnabled(onLine);
//nList[4].setEnabled(onLine);
}
public void send(String tekst)
{
JOptionPane.showMessageDialog(funk.start, tekst, 
"Besked!", JOptionPane.OK_OPTION);
}
public String sporg(String tekst, String gamel)
{
return JOptionPane.showInputDialog(funk.start, 
tekst, gamel);
}
public JPanel  opretH()
{
JPanel temp = new JPanel();
temp.setPreferredSize(new Dimension(funk.Xmax/2, 
funk.Ymax));
return temp;
}
public JPanel plusLabel(String tekst)
{
JPanel retur = new JPanel();
retur.setLayout(new BoxLayout(retur, 
BoxLayout.Y_AXIS));
StringTokenizer temp = new StringTokenizer(tekst, 
"\n");
while(temp.hasMoreTokens())
{
retur.add(new JLabel(temp.nextToken()));
}
return retur;
}
/*---------------------------------------------------------
------------------
 * -------------------- Grafiske fejl funktioner 
----------------------------
 * 
-----------------------------------------------------------
---------------*/
JCheckBox onOff;
int fareId;
//                           0                1 
2             3                   4
public Object[] k = {"Flere detaljer", "Afbryd 
programet", "FortsÊt", "Pr¯v at ret fejlen", "FÊrre 
detaljer"};
public Object fare(int id, String sket, String sker, 
String hvorfor, String undgaa, int alvor, Exception error, 
Object fejlRetning, Object fortset)
{
funk.tree.setCursor(Cursor.getPredefinedCursor(Cursor.DEFAU
LT_CURSOR));
if(ikkeNogenFare.contains((Object)new 
Integer(id))) return fortset;
fareId = id;
int lang = 45;
Object[] muligheder;
// TODO (NÂr der er tid) Ret alle object[] til 
med k!
Object[] retning = {k[0], k[2], k[3]};//{"Flere 
detaljer", "FortsÊt", "Pr¯v at ret fejlen"};
Object[] ikke = {"Flere detaljer", "FortsÊt"};
Object[] detaljer = {"FÊrre detaljer", "FortsÊt", 
"Pr¯v at ret fejlen"};
Object[] ikke_detaljer = {"FÊrre detaljer", 
"FortsÊt"}; 
if(alvor < 1) {retning = detaljer; ikke = 
ikke_detaljer; alvor = -alvor;}
muligheder = retning; 
if(alvor < 2) muligheder = ikke;
String tekst = sket;
switch(alvor)
{
case 1 : tekst += " (Dette kan ikke 
rettes)";
break;
case 2 : tekst += " (Dette kan, men 
b¯r ikke rettes)";
break;
case 3 : tekst += " (Dette kan 
rettes)";
break;
}
tekst += "\n \n" + sker + "\n \n";
Object valg = muligheder[muligheder.length - 1];
String hjelp = funk.rettil("Vis ikke denne type 
advarsler i fremtiden (kan slÂs til igen fra menuen).", 
lang - 3);
onOff = new JCheckBox(hjelp.substring(0, 
hjelp.indexOf("\n")));
onOff.setSelected(false);
onOff.addItemListener(this);
JPanel ekstra = 
plusLabel(funk.rettil(hjelp.substring(hjelp.indexOf("\n")), 
lang));
JPanel temp = plusLabel(funk.rettil(tekst, lang));
temp.add(onOff);
temp.add(ekstra);
 
switch(JOptionPane.showOptionDialog(funk.start, 
temp, "Advarsel", JOptionPane.YES_NO_CANCEL_OPTION, 
JOptionPane.WARNING_MESSAGE, null, muligheder, valg))
{
case 0 : // Flere/faerre detaljer
if(retning == detaljer) 
return fare(id, sket, sker.substring(0, 
sker.indexOf(hvorfor) - 2), hvorfor, undgaa, alvor, error, 
fejlRetning, fortset);
StackTraceElement tree[] = 
error.getStackTrace();
int tal = 0;
while(tree[tal].getClassName().startsWith("java")){tal++;}
return fare(id, sket, sker + 
"\n \n" + hvorfor + "\n \n" + undgaa + "\n \n" + "Fejlen 
opstod i objektet " + tree[tal].getClassName() + "s " + 
tree[tal].getMethodName() + " metode (i linje " + 
tree[tal].getLineNumber() + "), som ligger pÂ filen " + 
tree[tal].getFileName() + ".", hvorfor, undgaa, -alvor, 
error, fejlRetning, fortset);
case 1 : // Fortsaet
return fortset;
case 2 : // Ret fejlen
funk.i("Pr¯ver af rette 
fejlen");
if(fejlRetning instanceof 
FejlRetter) return ((FejlRetter)fejlRetning).ret();
else return fejlRetning;
}
return fortset;
}
public Object fejl(int id, String sket, String sker, 
String hvorfor, String undgaa, int alvor, Exception error, 
Object fejlRetning, Object fortset)
{
funk.tree.setCursor(Cursor.getPredefinedCursor(Cursor.DEFAU
LT_CURSOR));
int lang = 70;
Object[] muligheder;
Object[] retning = {"Flere detaljer", "Afbryd 
programet", "FortsÊt", "Pr¯v at ret fejlen"};
Object[] ikke = {"Flere detaljer", "Afbryd 
programet", "FortsÊt"};
Object[] detaljer = {"FÊrre detaljer", "Afbryd 
programet", "FortsÊt", "Pr¯v at ret fejlen"};
Object[] ikke_detaljer = {"FÊrre detaljer", 
"Afbryd programet", "FortsÊt"}; 
if(alvor < 1) {retning = detaljer; ikke = 
ikke_detaljer; alvor = -alvor;}
muligheder = retning; 
if(alvor < 2)
{
lang = 50;
muligheder = ikke;
}
String tekst = sket;
switch(alvor)
{
case 1 : tekst += " (Dette er 
katastrofalt)";
break;
case 2 : tekst += " (Dette er meget 
slemt)";
break;
case 3 : tekst += " (Dette er ikke 
godt)";
break;
}
tekst += "\n \n" + sker + "\n \n";
Object valg = muligheder[1];
if(muligheder == retning) valg = muligheder[3];
switch(JOptionPane.showOptionDialog(funk.start, 
funk.rettil(tekst, lang), "Fejl", 
JOptionPane.YES_NO_CANCEL_OPTION, 
JOptionPane.ERROR_MESSAGE, null, muligheder, valg))
{
case 0 : // Flere/faerre detaljer
if(retning == detaljer) 
return fejl(id, sket, sker.substring(0, 
sker.indexOf(hvorfor) - 2), hvorfor, undgaa, alvor, error, 
fejlRetning, fortset);
StackTraceElement tree[] = 
error.getStackTrace();
int tal = 0;
while(tree[tal].getClassName().startsWith("java")){tal++;}
return fejl(id, sket, sker + 
"\n \n" + hvorfor + "\n \n" + undgaa + "\n \n" + "Fejlen (" 
+ error + ") opstod i objektet " + tree[tal].getClassName() 
+ "s " + tree[tal].getMethodName() + " metode (i linje " + 
tree[tal].getLineNumber() + "), som ligger pÂ filen " + 
tree[tal].getFileName() + ".", hvorfor, undgaa, -alvor, 
error, fejlRetning, fortset);
case 1 : // Afbryd programet
System.exit(0);
case 2 : // Fortsaet
return fortset;
case 3 : // Ret fejlen
funk.i("Pr¯ver af rette 
fejlen");
if(fejlRetning instanceof 
FejlRetter) return ((FejlRetter)fejlRetning).ret();
else return fejlRetning;
}
return fortset;
}
public void actionPerformed(ActionEvent e)
{
if(e.getActionCommand().equals(nList[0].getText()))
{
if(funk.forbindelse == null)
if(funk.kontakt())
{
System.out.println("Opret 
forblindelsen");
setN(true);
}
}
if(e.getActionCommand().equals(nList[1].getText()))
{
System.out.println("Forblindelsen er 
afbrudt");
setN(!true);
}
}
public void itemStateChanged(ItemEvent e)
{
if(e.getItemSelectable() == onOff)
{
if(e.getStateChange() == ItemEvent.SELECTED) 
ikkeNogenFare.add(new Integer(fareId));
if(e.getStateChange() == 
ItemEvent.DESELECTED) ikkeNogenFare.remove(new 
Integer(fareId));
}
}
}
public interface Global
{
/**
 * Klasse som indeholder alle de variabler og metoder 
som skal bruges flere steder i programmet.
 */
Funktion funk = new Funktion();
}
public interface HarB
{
public Aktivitet find_ak();
public void ukomplet(); // TODO (NÂr der er tid) Skal 
mÂske bare bruge en if-sÊtning isted for!
}
import java.util.*;
/**
 * @author rling
 */
public interface HarEOgA
{
public ArrayList egenskaber();
public ArrayList egenskaber(ArrayList egenskaber);
public ArrayList aktiviteter();
public ArrayList aktiviteter(ArrayList aktiviteter);
}
import java.util.*;
/**
 * @author rling
 */
public class InternFejl extends Exception
{
int id;
/**
 * 
 */
public InternFejl()
{
super();
// TODO Auto-generated constructor stub
}
/**
 * @param arg0
 */
public InternFejl(String arg0)
{
super(arg0);
// TODO Auto-generated constructor stub
}
/**
 * @param arg0
 * @param arg1
 */
public InternFejl(String arg0, Throwable arg1)
{
super(arg0, arg1);
// TODO Auto-generated constructor stub
}
/**
 * @param arg0
 */
public InternFejl(Throwable arg0)
{
super(arg0);
// TODO Auto-generated constructor stub
}
public InternFejl(String tekst, int nummer)
{
super(tekst);
id = nummer;
}
}
/**
 * @author rling
 */
public interface HarO
{
public ArrayList objekter();
public ArrayList objekter(ArrayList liste);
}
/**
 * @author rling
 */
public interface HarTilknytning
{
public Beholder tilknytning();
public Beholder tilknytning(Beholder beholder);
public Objekt find_o();
}
import javax.swing.Action;
import javax.swing.Icon;
import javax.swing.JButton;
import java.awt.event.*;
import javax.swing.*;
import java.awt.*;
import java.util.*;
/**
 * 
 */
/**
 * @author gud
 *
 */
public class Knap extends JButton implements MouseListener, 
Global
{
public Beskrivelse beskrivelse;
String[] aktiviteter =
{
"Find alle i G, hvor B", "Udf¯r A for alle i G, 
hvor B",
"Hvis B sÂ A", "Gentag A indtil B", "E bliver til 
V",
"E vokser med V", "E aftager med V", "E bliver V 
gange st¯rre",
"E bliver V gange mindre", "Udf¯r A", "Returner 
V",
"Udskriv V"
};
String[] betingelser =
{
"E lig med V", "E st¯rre end V", "E mindre end 
V", "B og B", "B eller B", "Ikke B"
};
String[] variabler = {"Heltal", "Kommatal", "Tekst"};
/**
 * 
 */
public Knap(Beskrivelse beskrivelse) {
super();
this.beskrivelse = beskrivelse;
addMouseListener(this);
// TODO Auto-generated constructor stub
}
/**
 * @param arg0
 */
public Knap(String arg0, Beskrivelse beskrivelse) {
super(arg0);
this.beskrivelse = beskrivelse;
addMouseListener(this);
// TODO Auto-generated constructor stub
}
/**
 * @param arg0
 */
public Knap(Action arg0, Beskrivelse beskrivelse) {
super(arg0);
this.beskrivelse = beskrivelse;
addMouseListener(this);
// TODO Auto-generated constructor stub
}
/**
 * @param arg0
 */
public Knap(Icon arg0, Beskrivelse beskrivelse) {
super(arg0);
this.beskrivelse = beskrivelse;
addMouseListener(this);
// TODO Auto-generated constructor stub
}
/**
 * @param arg0
 * @param arg1
 */
public Knap(String arg0, Icon arg1, Beskrivelse 
beskrivelse) {
super(arg0, arg1);
this.beskrivelse = beskrivelse;
addMouseListener(this);
// TODO Auto-generated constructor stub
}
public void mousePressed(MouseEvent mus)
{
//if(mus.getSource().equals(this))
{
JPopupMenu menu = new JPopupMenu();
JMenuItem i = new 
JMenuItem(beskrivelse.navn);
i.setBackground(farve(beskrivelse.type));
i.setForeground(Color.WHITE);
i.setToolTipText("Den i forvejen 
eksisterende " + 
funk.beskrivelse(beskrivelse.type).toLowerCase());
menu.add(i);
menu.addSeparator();
// IndsÊt de lokale + de indbyggende 
aktiviteter
if(beskrivelse.type == 'A')
{
// Lokalt
ArrayList lokal = 
beskrivelse.find_ak().find_o().find_a(new ArrayList()); 
liste(lokal, menu, beskrivelse.type, 
false, "En lokal aktivitet");
menu.addSeparator();
// Indbygget
JMenu under = new JMenu("Indbygget");
under.setBackground(Color.YELLOW);
liste(Arrays.asList(aktiviteter),
under, beskrivelse.type,
false, "En indbygget 
aktivitet"
);
menu.add(under);
// Globale
under = new JMenu("Globale");
under.setBackground(new Color(0, 128, 
0));
ArrayList global = 
funk.model.find_a(new ArrayList());
global.removeAll(lokal);
if(global.size() > 0)
{
HashMap kort = sorter(global);
for(Iterator l = 
kort.keySet().iterator(); l.hasNext();)
{
Objekt o = (Objekt)l.next();
//ArrayList liste = 
(ArrayList)kort.get(o);
JMenu sub = new 
JMenu(o.navn());
sub.setBackground(new 
Color(0, 128, 0));
liste((ArrayList)kort.get(o), 
sub, beskrivelse.type, true, "Globale aktiviteter");
under.add(sub);
}
menu.add(under);
}
}
// IndsÊt de lokale egenskaber
if(beskrivelse.type == 'E')
{
// Lokalt
ArrayList lokal = 
beskrivelse.find_ak().find_o().find_e(new ArrayList());
liste(lokal, menu, beskrivelse.type, 
false, "En lokal egenskab");
// Globale
JMenu under = new JMenu("Globale");
under.setBackground(new Color(0, 128, 
0));
ArrayList global = 
funk.model.find_e(new ArrayList());
global.removeAll(lokal);
if(global.size() > 0)
{
HashMap kort = sorter(global);
for(Iterator l = 
kort.keySet().iterator();l.hasNext();)
{
Objekt o = (Objekt)l.next();
JMenu sub = new 
JMenu(o.navn());
sub.setBackground(new 
Color(0, 128, 0));
liste((ArrayList)kort.get(o), 
sub, beskrivelse.type, true, "Globale egenskaber");
under.add(sub);
}
menu.add(under);
}
}
// IndsÊt de indbyggede betingelser
if(beskrivelse.type == 'B')
{
liste(Arrays.asList(betingelser),
menu, beskrivelse.type,
false, "En indbygget 
betingelse"
);
}
// IndsÊt grupper
if(beskrivelse.type == 'G')
{
liste(funk.model.find_g(new 
ArrayList()),
menu, beskrivelse.type, true, 
"En gruppe"
);
}
// IndsÊt variable
if(beskrivelse.type == 'V' || 
beskrivelse.type == 'W')
{
// tal og tekst
liste(Arrays.asList(variabler), menu, 
'V', false, "");
// egenskaber
JMenu egenskaber = new 
JMenu("Egenskab");
egenskaber.setBackground(Color.BLUE);
// Lokalt
ArrayList lokal = 
beskrivelse.find_ak().find_o().find_e(new ArrayList());
liste(lokal, egenskaber, 'W', false, 
"En lokal egenskab");
// Globale
JMenu under = new JMenu("Globale");
under.setBackground(new Color(0, 128, 
0));
ArrayList global = 
funk.model.find_e(new ArrayList());
global.removeAll(lokal);
if(global.size() > 0)
{
HashMap kort = sorter(global);
for(Iterator l = 
kort.keySet().iterator();l.hasNext();)
{
Objekt o = (Objekt)l.next();
JMenu sub = new 
JMenu(o.navn());
sub.setBackground(new 
Color(0, 128, 0));
liste((ArrayList)kort.get(o), 
sub, 'W', true, "Globale egenskaber");
under.add(sub);
}
egenskaber.add(under);
}
if(egenskaber.getItemCount() > 0) 
menu.add(egenskaber);
}
//  For flere aktivitet (udf¯r A)
if(beskrivelse.type == 'X')
{
String[] s = {"A", "A, samt X"};
liste(Arrays.asList(s), menu, 'X', 
false, "");
}
menu.show(mus.getComponent(), mus.getX(), 
mus.getY());
// TODO LAVE popopmenu lytter!
}
}
public void mouseExited(MouseEvent mus)
{}
public void mouseReleased(MouseEvent mus)
{}
public void mouseEntered(MouseEvent mus)
{}
public void mouseClicked(MouseEvent mus)
{}
public Color farve(char type)
{
switch (type)
{
case 'A': return Color.RED;
case 'B': return Color.MAGENTA;
case 'E': return Color.BLUE;
case 'G': return new Color(0, 128, 0);
case 'V': return Color.CYAN;
default : return Color.DARK_GRAY;
}
}
public void liste(Collection l, JComponent menu, char 
type, boolean global, String toolTip)
{
Element element = null;
Aktivitet a = beskrivelse.find_ak();
for(Iterator i = l.iterator(); i.hasNext();)
{
String tekst;
Object o = i.next();
if(o instanceof Element)
{
element = (Element)o;
if(((HarTilknytning)o).find_o() == 
a.find_o() || global) tekst = element.navn();
else tekst = 
((HarTilknytning)o).find_o().navn() + "s " + element.navn();
}
else tekst = (String)o;
if(type == 'A' && o == a);
else
{
JMenuItem m = new JMenuItem(tekst);
m.setToolTipText(toolTip);
m.setBackground(Color.ORANGE);
m.addActionListener(new 
KnapLytter(beskrivelse, type, element));
menu.add(m);
}
}
}
public HashMap sorter(ArrayList liste)
{
HashMap retur = new HashMap();
for(Iterator i = liste.iterator(); i.hasNext();)
{
HarTilknytning e = (HarTilknytning)i.next();
if(retur.containsKey(e.find_o())) 
((ArrayList)retur.get(e.find_o())).add(e);
else
{
ArrayList val = new ArrayList();
val.add(e);
retur.put(e.find_o(), val);
}
}
return retur;
}
// TODO (NÂr der er tid) ToolTip til alt pÂ skrÊmen!
}
import java.awt.event.ActionEvent;
import java.awt.event.ActionListener;
import javax.swing.*;
/**
 * 
 */
/**
 * @author gud
 *
 */
public class KnapLytter implements Global, ActionListener {
Beskrivelse beskrivelse;
Element element;
char type;
/**
 * 
 */
public KnapLytter(Beskrivelse beskrivelse, char type, 
Element element) {
super();
this.beskrivelse = beskrivelse;
this.element = element;
this.type = type;
}
/* (non-Javadoc)
 * @see 
java.awt.event.ActionListener#actionPerformed(java.awt.even
t.ActionEvent)
 */
public void actionPerformed(ActionEvent e)
{
if(!(e.getSource() instanceof JMenuItem)) return;
String sting = e.getActionCommand();
// Undtagelserne for aktiviteterne!!
if(sting == "Udf¯r A for alle i G, hvor B") sting 
= "X" + sting;
if(sting == "E bliver til V") sting = "B" + sting;
if(sting == "E vokser med V") sting = "V" + sting;
if(sting == "E aftager med V") sting = "A" + 
sting;
if(sting == "E bliver V gange st¯rre") sting = 
"S" + sting;
if(sting == "E bliver V gange mindre") sting = 
"M" + sting;
if(sting == "Udskriv V") sting = "D" + sting;
// Undtagelserne for betingelserne
if(sting == "E lig med V") sting = "L" + sting;
if(sting == "E st¯rre end V") sting = "S" + sting;
if(sting == "E mindre end V") sting = "M" + sting;
if(sting == "B og B") sting = "O" + sting;
if(sting == "B eller B") sting = "E" + sting;
// Undtagelserne for Varbiabler
if(sting == "Heltal") sting = "123";
if(sting == "Kommatal") sting = "0.5";
// Undtagerne for X
if(sting == "A, samt X") sting = "X" + sting;
beskrivelse.type = type;
if(element == null)
{
try{beskrivelse.indset(sting);}catch(InternFejl f){} 
// TODO (NÂr der er tid) lav en fejlbesked!
}
else
{
beskrivelse.indset_e((HarTilknytning)element);
element = null; // TODO (NÂr der er tid) 
Skal testes, kan mÂske undvÊres!
}
funk.grafikken.hoejre.opdater(beskrivelse.find_ak());
}
}
import java.io.BufferedReader;
import java.io.Reader;
import java.util.*;
/**
 * 
 */
/**
 * @author gud
 *
 */
public class Lytter extends BufferedReader implements 
Global, Runnable
{
ArrayList liste = null; // sidst modtaget liste 
/**
 * @param arg0
 */
public Lytter(Reader arg0)
{
super(arg0);
// TODO Auto-generated constructor stub
}
/**
 * @param arg0
 * @param arg1
 */
public Lytter(Reader arg0, int arg1)
{
super(arg0, arg1);
// TODO Auto-generated constructor stub
}
/* (non-Javadoc)
 * @see java.lang.Runnable#run()
 */
public void run()
{
// TODO Auto-generated method stub
try
{
String modtaget = readLine();
char pro = modtaget.charAt(0);
modtaget = modtaget.substring(1);
switch (pro)
{
case 'M': // Modtaget model
// funk.model = 
overset_m(modtaget);
break;
case 'L': // Modtaget liste
liste = 
funk.liste(modtaget);
break;
case 'F': // Luk forbindelse (serveren 
lukkes!!)
funk.afbryd();
break;
case 'C': // Modtaget chat besked
System.out.println("Chat 
: " + modtaget);
break;
case 'S': // Modtaget system besked
System.out.println("System : " + modtaget);
break;
default : // TODO (NÂr der er tid) 
Modtaget noget vr¯vl!!
}
}
catch(Exception e){funk.fejl(e, "Kunne ikke lÊse 
fra serverforbindelsen");} // TODO (NÂr der er tid) ret til 
fejl!!
}
}
import java.util.*;
public class Model extends Beholder implements Global, HarO
{ 
/**
 * Peger pÂ den aktivitet som starter simuleringen
 */
public Aktivitet stataktivitet; // TODO (nÂr 
gemme/hente funktionen skal laves) skal ogsÂ gemmes, nÂr 
resten af modellen skal gemmes!
public Model()
{}
public Model(String navn)
{
super(navn);
objekter = new ArrayList();
// TODO (NÂr GUIen koerer) noget GUI
}
/**
 * Liste over objekterne.
 */
private ArrayList objekter;
/**
 * Get-metode for objektlisten.
 */
public ArrayList objekter()
{
return objekter;
}
/**
 * Set-metode for objektlisten.
 */
public ArrayList objekter(ArrayList liste)
{
return (objekter = liste);
}
/**
 * Metode til at teste modellen med
 * @return Et nyt objekt eller null. Null hvis testen 
ikke lykkes
 */
public boolean test()
{
/*try
{
// Tester beholder egenskaberne
if(!super.test()) funk.fejl(new 
Exception("Test resultat"), this, "Modellens 
beholderegneksaber har problemmer");
// Tester obejktlisten
Object temp = new Object();
if(!objekter.add(temp)) funk.fejl(new 
Exception("Tilknytnings fejl"), this, "Modellen har 
problemmer med at tilknytte nye objekter til objektlisten");
if(objekter.size() != 1) funk.fejl(new 
Exception("Tilknytnings fejl"), this, "Modellen har 
problemmer med at tilknytte nye objekter til objektlisten");
if(!objekter.remove(temp)) funk.fejl(new 
Exception("Slette fejl"), this, "Modellen har problemmer 
med at fjerne objekter fra objektlisten");
}
catch(Exception e)
{
funk.fejl(e, this, "Der opstod en fejl under 
testningen af modellen");
}*/
return true;
}
}
import java.util.*;
/*
 * Created on 21-06-2006
 */
/**
 * Denne klasse indeholder instanser at 
hovedmodelelementerne objekt.
 * @author rling
 */
public class Objekt extends Beholder implements Global, 
HarEOgA, HarO, HarTilknytning
{
public static int antal = 0;
public Objekt(String navn) throws InternFejl 
{
this.navn(navn);
try{funk.model.tilknyt(this, -1);}
catch(InternFejl i){funk.i(i + " <-----");} // TODO(NÂr der 
er tid) lav en fejl ting.
egenskaber = new ArrayList();
aktiviteter = new ArrayList();
objekter = new ArrayList();
id = antal ++;
}
public Objekt(String navn, Beholder beholder) throws 
InternFejl 
{
this.navn(navn);
try{beholder.tilknyt(this, -1);}catch(InternFejl 
i){funk.i(i + " <-----");} // TODO (NÂr der er tid) lav en 
fejl ting.
egenskaber = new ArrayList();
aktiviteter = new ArrayList();
objekter = new ArrayList();
id = ++ antal;
}
/**
 * Liste over egenskaberne!
 */
private ArrayList egenskaber;
/**
 * Get-metode for egenskabslisten
 */
public ArrayList egenskaber()
{
return egenskaber;
}
/**
 * Set-metode for egenskabslisten
 */
public ArrayList egenskaber(ArrayList egenskaber)
{
return this.egenskaber = egenskaber;
}
/**
 * Liste over aktiviteterne
 */
private ArrayList aktiviteter;
/**
 * Get-metode for aktivitetslisten
 */
public ArrayList aktiviteter()
{
return aktiviteter;
}
/**
 * Set-metode for aktivitetslisten
 */
public ArrayList aktiviteter(ArrayList aktiviteter)
{
return this.aktiviteter = aktiviteter;
}
/**
 * Liste over objekterne.
 */
private ArrayList objekter;
/**
 * Get-metode for objektlisten.
 */
public ArrayList objekter()
{
return objekter;
}
/**
 * Set-metode for objektlisten.
 */
public ArrayList objekter(ArrayList liste)
{
return (objekter = liste);
}
/**
 * Da Aktivitets klassen tilh¯re HarTilknytning 
interfacet, saa skal aktiviteten have en tilknytning (til 
en beholder). 
 */
private Beholder tilknytning;
/**
 * Get metode for tilknytningen.
 */
public Beholder tilknytning()
{
return tilknytning;
}
/**
 * Set metode for tilknytningen.
 */
public Beholder tilknytning(Beholder beholder)
{
return tilknytning = beholder;
}
public Objekt find_o()
{
return this;
}
/**
 * Metode til at teste objektet med
 * @return Et nyt objekt eller null. Null hvis testen 
ikke lykkes
 */
public boolean test()
{
// Test beholder
// Test egenskaber
// Test aktiviteter
// Test objejker
// Test tilknytning
return true;
}
}
import javax.swing.tree.DefaultTreeCellRenderer;
import javax.swing.*;
import javax.swing.tree.*;
import java.awt.*;
public class PsiIconer extends DefaultTreeCellRenderer {
Icon aaben;
Icon lukket;
Icon blad;
Icon e_blad;
Icon o_aaben;
Icon o_lukket;
Icon o_blad;
Icon d_aaben;
public PsiIconer() {
super();
// TODO Auto-generated constructor stub
}
public PsiIconer(Icon aaben, Icon lukket, Icon blad, 
Icon e_blad, Icon o_aaben, Icon o_lukket, Icon o_blad, Icon 
d_aaben)
{
this.aaben = aaben;
this.lukket = lukket;
this.blad = blad;
this.e_blad = e_blad;
this.o_aaben = o_aaben;
this.o_lukket = o_lukket;
this.o_blad = o_blad;
this.d_aaben = d_aaben;
}
public Component getTreeCellRendererComponent(JTree 
tree, Object value, boolean sel, boolean expanded, boolean 
leaf, int row, boolean hasFocus)
{
super.getTreeCellRendererComponent(tree, value, 
sel, expanded, leaf, row, hasFocus);
Element element = 
((Element)((DefaultMutableTreeNode) value).getUserObject());
if(expanded) setIcon(d_aaben);
if(element instanceof Objekt)
{
if(expanded) setIcon(o_aaben);
else setIcon(o_lukket);
if(leaf) setIcon(o_blad);
}
if(element instanceof Aktivitet)
{
if(expanded) setIcon(aaben);
else setIcon(lukket);
if(leaf) setIcon(blad);
}
if(element instanceof Egenskab)
{
setIcon(e_blad);
}
return this;
}
}
import javax.swing.*;
import javax.swing.event.*;
import javax.swing.text.*;
import java.util.*;
import java.awt.*;
import java.awt.event.*;
import java.awt.BorderLayout;
/**
 * @author gud
 *
 */
public class PsiScene extends JPanel implements Global, 
DocumentListener, ActionListener
{
JLabel navn = new JLabel("Intet element valgt");
JPanel hoved = new JPanel();
JPanel psi = new JPanel();
JPanel indhold = new JPanel();
JSplitPane split1;
JSplitPane split2;
JScrollPane s_psi;
JScrollPane s_indhold;
/**
 * 
 */
public PsiScene()
{
super();
//regnbue();
JPanel temp = new JPanel();
temp.add(new JLabel("Navn : "));
temp.add(navn);
hoved.add(temp);
indhold.setLayout(new BoxLayout(indhold, 
BoxLayout.Y_AXIS));
//psi.setLayout(new BoxLayout(psi, 
BoxLayout.Y_AXIS));
s_psi = new JScrollPane(psi);
s_indhold = new JScrollPane(indhold);
split1 = new 
JSplitPane(JSplitPane.VERTICAL_SPLIT, s_psi, s_indhold);
split2 = new 
JSplitPane(JSplitPane.VERTICAL_SPLIT, hoved, split1);
split2.setDividerLocation(50);
split1.setDividerLocation(95);
add(split2);
}
/*
private void regnbue()
{
int r = 0; int g = 1; int b = 2;
JPanel emp = new JPanel(); int tal = 0; 
emp.add(new JLabel(tal + ""));
hoved.add(emp); emp.setBackground(new 
Color(color(tal, r), color(tal, g), color(tal++, b)));
emp = new JPanel(); emp.add(new JLabel(tal + ""));
hoved.add(emp); emp.setBackground(new 
Color(color(tal, r), color(tal, g), color(tal++, b)));
emp = new JPanel(); emp.add(new JLabel(tal + ""));
hoved.add(emp); emp.setBackground(new 
Color(color(tal, r), color(tal, g), color(tal++, b)));
emp = new JPanel(); emp.add(new JLabel(tal + ""));
hoved.add(emp); emp.setBackground(new 
Color(color(tal, r), color(tal, g), color(tal++, b)));
emp = new JPanel(); emp.add(new JLabel(tal + ""));
hoved.add(emp); emp.setBackground(new 
Color(color(tal, r), color(tal, g), color(tal++, b)));
emp = new JPanel(); emp.add(new JLabel(tal + ""));
hoved.add(emp); emp.setBackground(new 
Color(color(tal, r), color(tal, g), color(tal++, b)));
emp = new JPanel(); emp.add(new JLabel(tal + ""));
hoved.add(emp); emp.setBackground(new 
Color(color(tal, r), color(tal, g), color(tal++, b)));
emp = new JPanel(); emp.add(new JLabel(tal + ""));
hoved.add(emp); emp.setBackground(new 
Color(color(tal, r), color(tal, g), color(tal++, b)));
emp = new JPanel(); emp.add(new JLabel(tal + ""));
hoved.add(emp); emp.setBackground(new 
Color(color(tal, r), color(tal, g), color(tal++, b)));
emp = new JPanel(); emp.add(new JLabel(tal + ""));
hoved.add(emp); emp.setBackground(new 
Color(color(tal, r), color(tal, g), color(tal++, b)));
}//*/
JTextField nyT;
public void opdater(Element element)
{
navn.setText(element.navn() + " - " + 
element.getClass().getName());
psi.removeAll();
indhold.removeAll();
if(element instanceof HarO) 
liste(((HarO)element).objekter(), element, "Objekter");
if(element instanceof HarEOgA) 
liste(((HarEOgA)element).aktiviteter(), element, 
"Aktiviteter");
if(element instanceof HarEOgA) 
liste(((HarEOgA)element).egenskaber(), element, 
"Egenskaber");
if(element instanceof Egenskab)
{
Egenskab e = (Egenskab)element;
navn.setText(navn.getText() + " : " + 
e.vaerdi());
if(e.type() != 'n')
{
nyT = new JTextField(e.vaerdi());
nyT.setColumns(e.vaerdi().length());
JPanel p = new JPanel();
JLabel l_1 = new 
JLabel("Egenskaben ");
l_1.setForeground(Color.WHITE);
JLabel l_2 = new JLabel(e.navn());
l_2.setForeground(Color.ORANGE);
JLabel l_3 = new JLabel(" har 
vÊrdien :");
l_3.setForeground(Color.WHITE);
p.add(l_1);
p.add(l_2);
p.add(l_3);
p.setBackground(Color.BLUE);
psi.setBackground(Color.WHITE);
psi.add(p);
nyT.addActionListener(this);
nyT.getDocument().addDocumentListener(this);
psi.add(nyT);
}
}
if(element instanceof Aktivitet)
{
{
Aktivitet a = (Aktivitet)element;
psi.setBackground(Color.WHITE);
try{if(a.beskrivelse() == null) 
a.beskrivelse(new Beskrivelse('A', a));}catch(InternFejl 
i){}
psi.add(visBeskrivelse(a.beskrivelse(), 
0)); // TEST Forskellige farver
}
}
psi.repaint();
indhold.repaint();
validate();
}
private void liste(ArrayList list, Element element, 
String ting)
{
JPanel temp_1 = new JPanel();
JPanel temp_2 = new JPanel();
temp_1.setLayout(new FlowLayout(FlowLayout.LEFT));
if(list.size() > 0)
{
for(Iterator i = list.iterator(); 
i.hasNext();)
{
JPanel p = new JPanel();
JLabel l_1 = new 
JLabel(((Element)i.next()).navn());
l_1.setBorder(null);
p.add(l_1);
p.setBackground(Color.ORANGE);
temp_2.setBackground(Color.WHITE);
temp_2.add(p);
}
JLabel l = new JLabel(ting + " :");
JPanel temp_3 = new JPanel();
temp_3.add(l);
temp_3.setBorder(null);
temp_1.add(temp_3);
l.setForeground(Color.WHITE);
l.setPreferredSize(new Dimension(75, 16));
if(ting.equals("Objekter")) 
temp_3.setBackground(new Color(0, 128, 0));
if(ting.equals("Aktiviteter")) 
temp_3.setBackground(Color.RED);
if(ting.equals("Egenskaber")) 
temp_3.setBackground(Color.BLUE);
temp_1.add(temp_2);
indhold.add(temp_1);
temp_1.setBackground(Color.WHITE);
}
}
Object[] nyV = new Object[2];
public Knap visBeskrivelse(Beskrivelse b, int niveau)
{
Knap retur = new Knap(b);
retur.setBackground(color(niveau));
if(b == null || b.type == '#') return retur;
if(b.verdi == null)
{
b.ukomplet();
retur = new Knap(funk.beskrivelse(b.type), 
b);
retur.setBackground(Color.LIGHT_GRAY);
return retur;
}
if(b.type == 'V' || b.type == 'W')
{
JComponent t;
if(b.type == 'V')
{
JTextField r = new JTextField(b.verdi);
r.setColumns(b.verdi.length());
r.addActionListener(this);
r.getDocument().addDocumentListener(this);
t = r;
}
else
{
t = new JLabel(b.verdi);
}
retur.add(t);
nyV[0] = t;
nyV[1] = b;
return retur;
}
/*if(b.type == 'X')
{
System.out.println(b.type + " " + b.verdi);
return retur;
}//*/
retur.setLayout(new FlowLayout(FlowLayout.LEFT));
Iterator tekst = b.tekst.iterator();
Iterator parameter = b.parameter().iterator();
for(int tal = 0; tal < b.struktur.length(); tal++)
{
if(b.struktur.charAt(tal) == 'T')
{
JLabel l = new 
JLabel((String)tekst.next());
if(niveau < 2 || niveau > 4) 
l.setForeground(Color.WHITE);
retur.add(l);
}
if(b.struktur.charAt(tal) == 'R')
{
Beskrivelse beskrivelse = 
(Beskrivelse)parameter.next();
{
retur.add(visBeskrivelse(beskrivelse, niveau + 1));
}
}
}
return retur;
}
private String[] comboListe(char type)
{
String[] retur = {""};
/*String[] alt = 
{
"type", "Aktivitet", "Betingelse", 
"Egenskab", "Tal", "Gruppe",
"Variabel", "Flere aktiviteter", "Tom 
betingelse", "Ukendt type"
};//*/
String[] aktiviteter =
{
"type", "Find alle i G, hvor B", "Udf¯r A 
for alle i G, hvor B",
"Hvis B sÂ A", "Gentag A indtil B", "E 
bliver til V",
"E vokser med V", "E aftager med V", "E 
bliver T gange st¯rre",
"E bliver T gange mindre", "Udf¯r A, samt A, 
samt A", "Returner V",
"Udskriv V"
};
String[] betingelser =
{
"type", "E Lig med V", "E st¯rre end V", "E 
Mindre end V", "B Og B", "B Eller B", "Ikke B"
};
if(type == 'A') retur = aktiviteter;
if(type == 'B') retur = betingelser;
if(type == 'E') retur = find_e();
if(type == 'G') retur = find_g();
retur[0] = funk.beskrivelse(type);
return retur;
}
// TODO SKAL SLETTES P  ET TIDSPUNKT≈
private String[] find_e()
{
ArrayList liste = funk.model.find_e(new 
ArrayList());
String[] retur = new String[liste.size() + 1]; 
int tal = 0;
retur[tal++] = "type";
for(Iterator i = liste.iterator(); i.hasNext();)
{
retur[tal++] = ((Egenskab)i.next()).navn();
}
return retur;
}
private String[] find_g()
{
ArrayList liste = funk.model.find_g(new 
ArrayList());
String[] retur = new String[liste.size() + 1]; 
int tal = 0;
retur[tal++] = "type";
for(Iterator i = liste.iterator(); i.hasNext();)
{
retur[tal++] = ((Objekt)i.next()).navn();
}
return retur;
}
private Color color(int niveau)
{
int tal = niveau%7;
Color retur;
switch(tal)
{
case 0 : retur = Color.RED;
break;
case 1 : retur = Color.ORANGE;
break;
case 2 : retur = Color.YELLOW;
break;
case 3 : retur = Color.GREEN;
break;
case 4 : retur = Color.CYAN;
break;
case 5 : retur = Color.BLUE;
break;
case 6 : retur = Color.MAGENTA;
break;
default : retur = Color.WHITE;
}
//int retur = 0;
/* De gr¯nne farver er ikke sÂ gode!
if(pos == tal%3) retur = 128;
if(pos == tal/3) retur = 255; // Ja der er et 
overlap, men det er fint nok :-)
//*/
/* Kan ikke bruges pÂ MAC :-(
if(pos == 0)
switch (tal)
{
case 0 : retur = 255;
break;
case 1 : retur = 255;
break;
case 2 : retur = 255; //
break;
case 3 : retur = 0;//
break;
case 4 : retur = 0;//
break;
case 5 : retur = 0;//
break;
case 6 : retur = 0;//
break;
case 7 : retur = 128;
break;
case 8 : retur = 255;
break;
}
if(pos == 1)
switch (tal)
{
case 0 : retur = 0;
break;
case 1 : retur = 128;
break;
case 2 : retur = 255; //
break;
case 3 : retur = 255;//
break;
case 4 : retur = 255;//
break;
case 5 : retur = 128;//
break;
case 6 : retur = 0;//
break;
case 7 : retur = 0;
break;
case 8 : retur = 0;
break;
}
if(pos == 2)
switch (tal)
{
case 0 : retur = 0;
break;
case 1 : retur = 0;
break;
case 2 : retur = 0; //
break;
case 3 : retur = 0;//
break;
case 4 : retur = 255; //
break;
case 5 : retur = 255;//
break;
case 6 : retur = 255;//
break;
case 7 : retur = 255;
break;
case 8 : retur = 255;
break;
}//*/
return retur;
}public void changedUpdate(DocumentEvent d)
{
//System.out.println(d.getDocument());
}
public void insertUpdate(DocumentEvent d)
{
Document o = d.getDocument();
if(nyT != null && o == nyT.getDocument())
{
Egenskab e = 
((Egenskab)funk.grafikken.venstre.aktuel.getUserObject());
try{e.verdi(e.type(), o.getText(0, 
o.getLength()));}catch(Exception f){}
opdater(e);
nyT.grabFocus();
nyT.setCaretPosition(d.getOffset() + 1);
}
JTextField t = (JTextField)nyV[0];
if(t != null && o == t.getDocument())
{
try
{
Beskrivelse b = (Beskrivelse)nyV[1]; 
((Beskrivelse)nyV[1]).verdi = 
o.getText(0, o.getLength());
((Beskrivelse)nyV[1]).navn = 
o.getText(0, o.getLength());
((JTextField)nyV[0]).setColumns(o.getLength());
System.out.println(b.find_ak().navn());
}
catch(Exception f){}
}
}
public void removeUpdate(DocumentEvent d)
{
Document o = d.getDocument();
if(nyT != null && o == nyT.getDocument())
{
Egenskab e = 
((Egenskab)funk.grafikken.venstre.aktuel.getUserObject());
try{e.verdi(e.type(), o.getText(0, 
o.getLength()));}catch(Exception f){}
opdater(e);
nyT.grabFocus();
nyT.setCaretPosition(d.getOffset());
}
JTextField t = (JTextField)nyV[0];
if(t != null && o == t.getDocument())
{
try
{
((Beskrivelse)nyV[1]).verdi = 
o.getText(0, o.getLength());
((Beskrivelse)nyV[1]).navn = 
o.getText(0, o.getLength());
}
catch(Exception f){}
}
}
public void actionPerformed(ActionEvent e)
{
if(e.getSource() == nyT) 
((JComponent)nyT.getParent()).grabFocus();
if(e.getSource() == ((JTextField)nyV[0])) 
((JComponent)((JTextField)nyV[0]).getParent()).grabFocus();
}
}
import javax.swing.*;
import javax.swing.tree.*;
import java.lang.reflect.*;
import java.util.*; // TODO (til sidst) skal fjernes
// TODO (Snarest) Skal kommenteres!
public class Start extends JApplet implements Global
{
public Start()
{}
/**
 * @param args
 */
//*
public static void main(String[] args) {
funk.testen = args[0];
funk.knapper(args);
funk.start = new Start();
funk.model = new Model();
funk.start.test();
}//*/
public void init()
{
// Saetter args!!!
funk.test = true; //TODO (til sidst) 
skal saettes rigtigt!
funk.fare = true;
funk.fejL = true;
//funk.gogo = true;
funk.info = true;
//sidespring(); System.exit(0); // TODO (til 
sidst) skal slettes!
funk.Xmax = getWidth();
funk.Ymax = getHeight();
funk.start = this;
funk.model = new Model("Model");
//f();
try
{
javax.swing.SwingUtilities.invokeAndWait(new 
GBK());
funk.graf = true;
if(funk.test) test();
}
catch(Exception e){e.printStackTrace();}
//catch(InterruptedException e){funk.fejl(e, 
this, "Programmet gik i staa (faldt i soevn), under 
oprettelsen af den grafiske brugerkommunikation");}
//catch(InvocationTargetException e){funk.fejl(e, 
this, "Der er fejl i den grafiske brugerkommunikation");}
}
public void destroy()
{
System.out.println("kill!");
// luk nettet!
funk.model = null;
}
// TODO (Snarest) check alle try-chatch igennem, for ALLE 
fejlmuligheder!
public void test()
{
if(!funk.test) return;
funk.testen = "Hep hey!";
new Element().test();
// TODO (Snarest) Model klasserne skal testes
//if(new Beskrivelse().test() == null) 
funk.grafikken.fejl("Fejl i Beskrivelse klassen");
//if(new Aktivitet("Test_start aktivitet").test() 
== null) funk.grafikken.fejl("Fejl i Aktivitets klassen");
//if(new Objekt("Test objekt").test() == null) 
funk.grafikken.fejl("Fejl i Objekt klassen");
//if(new Model("Test model").test() == null) 
funk.grafikken.fejl("Fejl i Model klassen");
}//*/
// TODO (til sidst) skal slettes!!
public void sidespring()
{
try
{
ArrayList temp = new ArrayList();
temp.add("A");
temp.add("B");
temp.add("C");
temp.add("D");
temp.add("E");
//if(temp.contains("D")) 
System.out.println("Ja :-)");
//*
String s = "?";
for(Iterator i = temp.iterator(); 
i.hasNext(); s = (String)i.next())
{
s = (String)i.next();
System.out.println(s);
}
Integer i = (Integer)temp.get(1);//*/
}
catch(/*NoSuchElement*/Exception 
e){funk.i(funk.grafikken.fejl(1, "System kan ikke finde et 
bestemt element.", "System vil fejle og programet vil blive 
afbrudt.", "Fejlen er opstÂet 'med vilje'. Den er en del af 
en test til at unders¯g fejlhÂndteringen med.", "Dette kan 
undgÂs ved kun at tage et element ad gangen. Brugeren har 
dog ingen mulighed for at undgÂ denne fejl!", 2, e, 
"4",null).toString());}
//catch(ClassCastException e){//funk.fejl(e, 
"Fordi jeg prover at oversaette en teskt til et tal!");}
}
private void f()
{
String ni = "12345 ";
String ti = ni + "(10)" + ni + "(20)" + ni + 
"(30)" + ni + "(40)" + ni + "(50)" + ni + "(60)" + ni + 
"(70)" + ni + "(80)" + ni + "(90)" + ni + "(00)" + ni + 
"(10)" + ni + "(20)";
System.out.println(funk.rettil(ti, 7));
System.exit(0);
}
}
import java.awt.*;
import java.awt.Dimension;
import java.awt.event.*;
import java.awt.event.ActionEvent;
import java.awt.event.ActionListener;
import java.awt.event.MouseAdapter;
import java.awt.event.MouseEvent;
import javax.swing.JMenuItem;
import javax.swing.tree.*;
import javax.swing.JPopupMenu;
import javax.swing.JTree;
import javax.swing.event.TreeSelectionEvent;
import javax.swing.event.TreeSelectionListener;
import javax.swing.event.*;
import javax.swing.tree.DefaultMutableTreeNode;
import javax.swing.ImageIcon;
import java.util.*;
// over-kill
import javax.swing.JMenu;
import javax.swing.JPanel;
import javax.swing.JScrollPane;
/**
 * @author gud
 *
 */
public class TraeScene extends JPanel implements Global, 
TreeSelectionListener, TreeModelListener, ComponentListener
{
DefaultMutableTreeNode aktuel = funk.model.knude;
JTree trae;
PopopMenu pop = new PopopMenu();
JScrollPane tree;
/**
 * 
 */
public TraeScene() {
super();
funk.tModel = new 
DefaultTreeModel(funk.model.knude);
funk.tModel.addTreeModelListener(this);
trae = new JTree(funk.tModel);
trae.getSelectionModel().setSelectionMode 
(TreeSelectionModel.SINGLE_TREE_SELECTION);
tree = new JScrollPane(trae);
add(tree);
funk.tree = trae;
trae.addMouseListener(new PopopLytter(pop));
trae.addTreeSelectionListener(this);
ImageIcon aaben = new ImageIcon("aaben.gif");
ImageIcon lukket = new ImageIcon("lukket.gif");
ImageIcon blad = new ImageIcon("blad.gif");
ImageIcon e_blad = new ImageIcon("e_blad.gif");
ImageIcon o_aaben = new ImageIcon("o_aaben.gif");
ImageIcon o_lukket = new 
ImageIcon("o_lukket.gif");
ImageIcon o_blad = new ImageIcon("o_blad.gif");
ImageIcon d_aaben = new ImageIcon("d_aaben.gif");
        trae.setCellRenderer(new PsiIconer(aaben, lukket, 
blad, e_blad, o_aaben, o_lukket, o_blad, d_aaben));
}
public class PopopLytter extends MouseAdapter
{
private JPopupMenu menu;
public PopopLytter(JPopupMenu menu)
{
this.menu = menu;
}
public void mousePressed(MouseEvent b)
{
if(b.isPopupTrigger() || b.getModifiers() == 
4)
// Snyd
{
String[] o = {"Objekt"};
String[] eA = {"Aktivitet", "Egenskab"};
String[] t = {"Tilf¯j nyt element"};
String[] y = {"Byt om pÂ"};
if(aktuel.getUserObject() instanceof 
Model)
{
set(o, true);
set(eA, false);
set(y, false);
set(t, true);
}
if(aktuel.getUserObject() instanceof 
Objekt)
{
set(o, true);
set(eA, true);
set(y, true);
set(t, true);
}
if(aktuel.getUserObject() instanceof 
Aktivitet)
{
set(o, false);
set(eA, true);
set(y, true);
set(t, true);
}
if(aktuel.getUserObject() instanceof 
Egenskab)
{
set(o, false);
set(eA, false);
set(y, true);
set(t, false);
}
menu.show(b.getComponent(), b.getX(), 
b.getY());
}
}
}
private void set(String[] punkter, boolean vaerdi)
{
for(int tal = 0; tal < punkter.length; tal ++)
{
((JMenuItem)pop.list.get(punkter[tal])).setEnabled(vaerdi);
}
}
public void valueChanged (TreeSelectionEvent e)
{
if(funk.byt && 
funk.tree.getLastSelectedPathComponent() != null)
{
pop.byt((DefaultMutableTreeNode)funk.tree.getLastSelectedPa
thComponent());
}
if(funk.tree.getLastSelectedPathComponent() != 
null)
{
aktuel = 
(DefaultMutableTreeNode)funk.tree.getLastSelectedPathCompon
ent();
((PsiScene)funk.grafikken.hoejre).opdater((Element)aktuel.g
etUserObject());
}
}
public void treeNodesChanged(TreeModelEvent e)
{}
    public void treeNodesInserted(TreeModelEvent e)
    {}
    public void treeNodesRemoved(TreeModelEvent e)
    {}
    public void treeStructureChanged(TreeModelEvent e)
    {}
public void componentResized(ComponentEvent event)
{
if(event.getSource().equals(this))
{
String svar = event.paramString();
int temp = 
(Integer.decode(svar.substring(svar.lastIndexOf(" ") + 1, 
svar.indexOf("x")))).intValue();
Dimension d = new Dimension(temp - 10, 
funk.Ymax - funk.Yoffset);
tree.setPreferredSize(d);
tree.setSize(d);
validate(); // venstre
d = new Dimension(funk.Xmax - temp - 20, 
funk.Ymax - funk.Yoffset);
funk.grafikken.hoejre.split2.setPreferredSize(d);
funk.grafikken.hoejre.split2.setSize(d);
funk.grafikken.hoejre.opdater((Element)aktuel.getUserObject
());
funk.grafikken.hoejre.validate();
}
if(event.getSource().equals(funk.start))
{
String svar = event.paramString();
int temp_X = 
(Integer.decode(svar.substring(svar.lastIndexOf(" ") + 1, 
svar.indexOf("x")))).intValue();
int temp_Y = 
(Integer.decode(svar.substring(svar.lastIndexOf("x") + 1, 
svar.length() - 1))).intValue();
funk.Xmax = temp_X;
funk.Ymax = temp_Y;
//System.out.println("x = " + temp_X + ", y 
= " + temp_Y);
int temp = 
funk.grafikken.split.getDividerLocation();
Dimension d = new Dimension(temp, funk.Ymax 
- funk.Yoffset);
tree.setPreferredSize(d);
tree.setSize(d);
validate(); // venstre
d = new Dimension(funk.Xmax - temp - 20, 
funk.Ymax - funk.Yoffset);
funk.grafikken.hoejre.split2.setPreferredSize(d);
funk.grafikken.hoejre.split2.setSize(d);
funk.grafikken.hoejre.opdater((Element)aktuel.getUserObject
());
funk.grafikken.hoejre.validate();
}
}
public void componentMoved(ComponentEvent e)
{}
public void componentHidden(ComponentEvent e)
{}
public void componentShown(ComponentEvent e)
{}
private class PopopMenu extends JPopupMenu implements 
ActionListener
{
String[] liste = { "*3Tilf¯j nyt element",
// 3
"Objekt",
// 0
"Aktivitet",
// 1
"Egenskab",
// 2
"Fjern element",
// 4
"Udskriv element",
// 5
"Omd¯b element",
// 6
"Byt om pÂ"
// 7
};
Map list = new LinkedHashMap();
public PopopMenu()
{
for(int tal = 0; tal < liste.length; tal ++)
{
if(liste[tal].charAt(0) == '*')
{
int t = liste[tal].charAt(1) - 48;
add(ind(sub(liste, tal, t), 
liste[tal].substring(2)));
tal += t;
}
else
{
add(ind(new JMenuItem(), 
liste[tal]));
}
}
// TODO (NÂr den nye 1.6 er kommet!)der er 
her !!!
//ImageIcon icon = new ImageIcon("hej.gif");
//JMenuItem m = new JMenuItem("Her");
//m.setIcon(icon);
//add(m);
}
private JMenuItem sub(String[] liste, int tal, 
int antal)
{
JMenu retur = new JMenu();
for(int sub = 1; sub <= antal; sub ++)
{
if(liste[tal + sub].charAt(0) == '*')
{
int t = liste[tal + sub].charAt(1) 
- 48;
retur.add(ind(sub(liste, tal + 
sub, t), liste[tal + sub].substring(2)));
sub += t;
}
else
{
retur.add(ind(new JMenuItem(), 
liste[tal + sub]));
}
}
return retur;
}
private JMenuItem ind(JMenuItem item, String navn)
{
item.setLabel(navn);
list.put(navn, item);
item.addActionListener(this);
return item;
}
public void actionPerformed(ActionEvent e)
{
//funk.u(e.getSource().getClass().getName());
//funk.u(e.getActionCommand());
if(list.containsKey(e.getActionCommand()))
{
switch(find(list.keySet().iterator(), 
e.getActionCommand()))
{
case 0 : tilset("Objekt");
break;
case 1 : tilset("Aktivitet");
break;
case 2 : tilset("Egenskab");
break;
case 4 : fjern();
break;
case 5 : ud();
break;
case 6 : omdob();
 break;
case 7 : funk.byt = true;
//Image pic = 
Toolkit.getDefaultToolkit().createImage("cursor.GIF");
//pic = 
pic.getScaledInstance(32, 32, Image.SCALE_SMOOTH);
// TODO (NÂr den 
nye 1.6 er kommet!!!) Det er her!!!
trae.setCursor(Toolkit.getDefaultToolkit().createCustomCurs
or(new ImageIcon("flyt.gif").getImage(), new Point(4, 4), 
"navn"));
//trae.setCursor(Cursor.getPredefinedCursor(Cursor.MOVE_CUR
SOR));
break;
    default :
System.out.println("Tager ikke hojde for " + e);
}
}
else System.out.println("Var ikke i 
listen!!!???");
((PsiScene)funk.grafikken.hoejre).opdater((Element)aktuel.g
etUserObject());
}
private int find(Iterator t, String navn)
{
int tal = 0;
for(Iterator i = t; i.hasNext(); tal ++)
{
//String temp = (String)i.next();
if(i.next().equals(navn)) return tal;
}
return -1;
}
// TODO (!!!) Tilf¯j andet end objekter!
// TODO (NÂr der er tid) Skal vÊre private.
public void tilset(String type)
{
Element element = new Dukke();
Object o = aktuel.getUserObject();
if(o instanceof Beholder)
{
try
{
if(type.equals("Objekt"))
{
element = new Objekt(type + " 
" + (Objekt.antal + 1), (Beholder)o);
}
if(type.equals("Aktivitet"))
{
element = new Aktivitet(type 
+ " " + (Aktivitet.antal + 1), (Beholder)o);
//TODO KUN TIL AT TESTE MED, 
SKAL FJERNES IGEN
//*
{
Aktivitet a = 
((Aktivitet)element);
a.beskrivelse(new 
Beskrivelse('A', "X", a));
Beskrivelse b = 
a.beskrivelse();
Beskrivelse b_1 = 
(Beskrivelse)b.parameter().get(0);
Beskrivelse b_2 = 
(Beskrivelse)b.parameter().get(1);
Beskrivelse b_3 = 
(Beskrivelse)b.parameter().get(2);
b_1 = new 
Beskrivelse(b_1.type, "De", a);
b_2 = new 
Beskrivelse(b_2.type, a);
b_3 = new 
Beskrivelse(b_3.type, "St¯rre end", a);
ArrayList t = new 
ArrayList();
t.add(b_1);
t.add(b_2);
t.add(b_3);
b.parameter(t);
}//*/
}
if(type.equals("Egenskab"))
{
element = new Egenskab(type + 
" " + (Egenskab.antal + 1), 's', "Hop!", (Beholder)o);
}
if(element instanceof Dukke) 
System.out.println("Kunne ikke oprette elementet");
}
catch(InternFejl i)
{
switch(i.id)
{
default : 
System.out.println(i);
}
}
}
else funk.fare(7, "Systemet pr¯ver pÂ at 
tilknytte " + type.toLowerCase() + " til " + o.toString(), 
"Kommandoen vil blive ignoreret", o + " kan ikke indeholde 
andre elementer", "Det er kun elementer af typen Model, 
Objekt og Aktivitet, som kan indeholde andre elementer", 1, 
new Exception(), null, null);
}
public void fjern()
{
DefaultMutableTreeNode p = 
(DefaultMutableTreeNode)aktuel.getParent();
if(!aktuel.isRoot())
{
try{
((Beholder)p.getUserObject()).fjern((HarTilknytning)aktuel.
getUserObject());
}
catch(InternFejl i)
{
if(i.id == 3){System.out.println(i 
+ " : 3");}
if(i.id == 4){System.out.println(i 
+ " : 4");}
}
aktuel = p;
}
else funk.fare(4, "Hele modellen fors¯ges 
fjernet", "'" + funk.grafikken.k[2] + "'          : Ignorer 
fejlen\n'" + funk.grafikken.k[3] + "' : Fjerner alle 
modellens elementer", "", "", 3, new Exception(), new 
FejlRetter(1), null);
}
public void ud()
{
String ud = funk.overset(funk.model);
funk.u(ud);
//funk.grafikken.venstre.removeAll();
funk.grafikken.split.remove(funk.grafikken.venstre);
//String ting = 
"04000002830005Model000102660008Objekt 
10000000102120011Aktivitet 10000000001850028Udf¯r A for 
alle i G, hvor B0000000300440009Udskriv 
V0000000100190008Variabel000000000170006Gruppe0000000007200
14E st¯rre end 
V0000000200190008Egenskab000000000190008Variabel00000000001
00220010Egenskab 10004Hop!";
String ting = ud;
funk.hent = true; funk.model = 
funk.overset_M(ting); funk.hent = false;
TraeScene t = new TraeScene();
funk.grafikken.split.setLeftComponent(t);
funk.grafikken.hoejre.opdater(funk.model);
//String ting = 
"04000002830005Model000102660008Objekt 
10000000102120011Aktivitet 10000000001850028Udf¯r A for 
alle i G, hvor B0000000300440009Udskriv 
V0000000100190008Variabel000000000170006Gruppe0000000007200
14E st¯rre end 
V0000000200190008Egenskab000000000190008Variabel00000000001
00220010Egenskab 10004Hop!";
//funk.model = funk.overset_M(ting);
}
public void omdob()
{
String navn = funk.grafikken.sporg("Skriv 
det nye navn",  aktuel.getUserObject() + "");
if(navn == null) navn = 
(String)funk.fare(10, "Skriv et navn!", "Systemet skal 
bruge et navn.", "Der er et element der ikke har noget 
navn.", "Husk at give elementerne unikke navne.", 3, new 
Exception(), new FejlRetter(2, "Temp navn"), navn);
((Element)aktuel.getUserObject()).navn(navn);
}
public void byt(DefaultMutableTreeNode knude)
{
funk.byt = false;
if(knude.equals(aktuel)) return;
if(knude.isRoot() || aktuel.isRoot())
{
funk.fare(6, "Systemet pr¯ver at bytte 
rundt pÂ modellen", "Denne kommando vil blive ignoreret", 
"Systemet tillader ikke flere modeller samtidigt", "Byt 
aldrig om pÂ modellen", 1, new Exception(), null, null);
return;
}
MutableTreeNode far = 
(MutableTreeNode)knude.getParent();
MutableTreeNode mor = 
(MutableTreeNode)aktuel.getParent();
if(check_ned(aktuel, knude) || 
check_ned(knude, aktuel))
{
funk.fare(5, "System fors¯ger at bytte 
rundt pÂ to elementer under hinanden", "Denne kommando vil 
blive ignoreret", "Dette kan ikke lade sig g¯re i dette 
system", "Opret et nyt midertidigt objekt og flyt de to 
elementer til dette nye objekt og bagefter tilbage, til der 
hvor de ¯nskes flyttet hen", 1, new Exception(), null, 
null);
return;
}
if(check_ind(aktuel, far) || 
check_ind(knude, mor))
{
return;
}
Beholder bFar = 
(Beholder)((DefaultMutableTreeNode)far).getUserObject();
Beholder bMor = 
(Beholder)((DefaultMutableTreeNode)mor).getUserObject();
DefaultMutableTreeNode posFar = new 
DefaultMutableTreeNode(new Dukke("Far", bFar));
DefaultMutableTreeNode posMor = new 
DefaultMutableTreeNode(new Dukke("Mor", bMor));
funk.tModel.insertNodeInto(posFar, far, 
far.getIndex(knude));
funk.tModel.insertNodeInto(posMor, mor, 
mor.getIndex(aktuel));
//Beholder bFar = 
(Beholder)((DefaultMutableTreeNode)far).getUserObject();
//Beholder bMor = 
(Beholder)((DefaultMutableTreeNode)mor).getUserObject();
HarTilknytning b_knude = 
(HarTilknytning)knude.getUserObject();
HarTilknytning b_aktuel = 
(HarTilknytning)aktuel.getUserObject();
try
{
bFar.fjern(b_knude);
bMor.fjern(b_aktuel);
bFar.tilknyt(b_aktuel, 
far.getIndex(posFar));
bMor.tilknyt(b_knude, 
mor.getIndex(posMor));
funk.tModel.removeNodeFromParent(posFar);
funk.tModel.removeNodeFromParent(posMor);
}
catch(InternFejl i){System.err.println("FEJL 
FEJL!!!");} // TODO (NÂr der er tid) lav fejl ting!
trae.setCursor(Cursor.getPredefinedCursor(Cursor.DEFAULT_CU
RSOR));
}
public boolean check_ned(DefaultMutableTreeNode 
a, DefaultMutableTreeNode b)
{
TreeNode[] liste = a.getPath();
for(int tal = 0; tal < liste.length; tal ++)
{
if(liste[tal].equals(b))
{
System.out.println("liste = " + 
liste[tal] + " b = " + b);
return true;
}
}
return false;
}
public boolean check_ind(DefaultMutableTreeNode 
barn, MutableTreeNode foraeldre)
{
boolean retur = false;
Element a = (Element)barn.getUserObject();
Element b = 
(Element)((DefaultMutableTreeNode)foraeldre).getUserObject(
);
if(a instanceof Objekt) if(!(b instanceof 
HarO)) retur = true;
if(a instanceof Aktivitet) if(!(b instanceof 
HarEOgA)) retur = true;
if(a instanceof Egenskab) if(!(b instanceof 
HarEOgA)) retur = true;
if(retur) return (funk.fare(9, "Systemet 
pr¯ver at tilf¯le " + a + " til " + b, "Denne kommando vil 
blive ignoreret", "Det er ikke lovligt at indsÊtte " + 
a.getClass().getName() + " i " + b.getClass().getName(), 
"IndsÊt aldrig " + a.getClass().getName() + " i " + 
b.getClass().getName(), 1, new Exception(), "4", "4") == 
"4");
return retur;
}
}
}
