An Algebra of Reversible Quantum Computing by Wang, Yong
ar
X
iv
:1
50
1.
05
26
0v
3 
 [c
s.L
O]
  2
8 N
ov
 20
18
An English Draft of Dr. Yong Wang
An Algebra of Reversible Quantum
Computing
Yong Wang
School of Computer Science and Technology,
Beijing University of Technology, Beijing, China
Abstract. We extend the algebra of reversible computation to support quantum computing. Since the
algebra is based on true concurrency, it is reversible for quantum computing and it has a sound and complete
theory.
Keywords: Reversible Computation; Process Algebra; Axiomatization; Quantum Computing
1. Introduction
After we did some work on algebra of reversible computation [3] [4] and some work on algebra of quantum
computing [2], it is natural for us to try to do some work on algebra of reversible quantum computing by
combining the above two ones. We ever tried to do this work in the framework of interleaving concurrency, we
modified the semantics of alternative composition and parallel composition, but it was wrong just because the
interleaving algebra could not be reversed. But the algebra for true concurrency [1] can be revered partially
[4] or fully [3]. So, we remedy the wrong previous version by this new version.
The fully reversed algebra [3] is sound but not complete because it modifies alternative composition to
multi-choice composition to support full reverse computation. While the partially reversed algebra [4] has a
sound and complete theory because it remains alternative composition, but it only supports partial reverse
computation. For the soundness and completeness, and also simplicity, we choose the partially reversed
algebra as the foundation of this work.
To avoid the suspicion of self-plagiarism, we do not introduce any preliminaries on the algebra of quantum
computing and reversible algebra, please refer to [2] and [3] [4]. We introduce the algebra of reversible
quantum computing in section 2.
Correspondence and offprint requests to: Yong Wang, Pingleyuan 100, Chaoyang District, Beijing, China. e-mail:
wangy@bjut.edu.cn
2 Yong Wang
⟨x, ̺⟩ e1Ð→ ⟨√, ̺′⟩ ⟨y, ̺⟩
e2
Ð/→ (%(e1, e2))
⟨x ∥ y, ̺⟩ e1Ð→ ⟨y, ̺′⟩
⟨x, ̺⟩ e1Ð→ ⟨x′, ̺′⟩ ⟨y, ̺⟩
e2
Ð/→ (%(e1, e2))
⟨x ∥ y, ̺⟩ e1Ð→ ⟨x′ ≬ y, ̺′⟩
⟨x, ̺⟩
e1
Ð/→ (%(e1, e2)) ⟨y, ̺⟩ e2Ð→ ⟨√, ̺′⟩
⟨x ∥ y, ̺⟩ e2Ð→ ⟨x, ̺′⟩
⟨x, ̺⟩
e1
Ð/→ (%(e1, e2)) ⟨y, ̺⟩ e2Ð→ ⟨y′, ̺′⟩
⟨x ∥ y, ̺⟩ e2Ð→ ⟨x ≬ y′, ̺′⟩
⟨x, ̺⟩ e1Ð→ ⟨√, ̺′⟩ ⟨y, ̺′⟩ e2Ð→ ⟨√, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1,e2}ÐÐÐÐ→ ⟨√, ̺′′⟩
⟨y, ̺⟩ e2Ð→ ⟨√, ̺′⟩ ⟨x, ̺′⟩ e1Ð→ ⟨√, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1,e2}ÐÐÐÐ→ ⟨√, ̺′′⟩
⟨x, ̺⟩ e1Ð→ ⟨x′, ̺′⟩ ⟨y, ̺′⟩ e2Ð→ ⟨√, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1,e2}ÐÐÐÐ→ ⟨x′, ̺′′⟩
⟨y, ̺⟩ e2Ð→ ⟨√, ̺′⟩ ⟨x, ̺′⟩ e1Ð→ ⟨x′, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1,e2}ÐÐÐÐ→ ⟨x′, ̺′′⟩
⟨x, ̺⟩ e1Ð→ ⟨√, ̺′⟩ ⟨y, ̺′⟩ e2Ð→ ⟨y′, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1,e2}ÐÐÐÐ→ ⟨y′, ̺′′⟩
⟨y, ̺⟩ e2Ð→ ⟨y′, ̺′⟩ ⟨x, ̺′⟩ e1Ð→ ⟨√, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1,e2}ÐÐÐÐ→ ⟨y′, ̺′′⟩
⟨x, ̺⟩ e1Ð→ ⟨x′, ̺′⟩ ⟨y, ̺′⟩ e2Ð→ ⟨y′, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1,e2}ÐÐÐÐ→ ⟨x′ ≬ y′, ̺′′⟩
⟨y, ̺⟩ e2Ð→ ⟨y′, ̺′⟩ ⟨x, ̺′⟩ e1Ð→ ⟨x′, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1,e2}ÐÐÐÐ→ ⟨x′ ≬ y′, ̺′′⟩
Table 1. Forward transition rules of parallel operator ∥
⟨x, ̺⟩ e1[m]ÐÐÐÐ↠ ⟨√, ̺′⟩ ⟨y, ̺⟩
e2[m]
ÐÐ/ÐÐ↠ (%(e1[m], e2[m]))
⟨x ∥ y, ̺⟩ e1[m]ÐÐÐÐ↠ ⟨y, ̺′⟩
⟨x, ̺⟩ e1[m]ÐÐÐÐ↠ ⟨x′, ̺′⟩ ⟨y, ̺⟩
e2[m]
ÐÐ/ÐÐ↠ (%(e1[m], e2[m]))
⟨x ∥ y, ̺⟩ e1[m]ÐÐÐÐ↠ ⟨x′ ≬ y, ̺′⟩
⟨x, ̺⟩
e1[m]
ÐÐ/ÐÐ↠ (%(e1[m], e2[m])) ⟨y, ̺⟩
e2[m]ÐÐÐÐ↠ ⟨√, ̺′⟩
⟨x ∥ y, ̺⟩ e2[m]ÐÐÐÐ↠ ⟨x, ̺′⟩
⟨x, ̺⟩
e1[m]
ÐÐ/ÐÐ↠ (%(e1[m], e2[m])) ⟨y, ̺⟩
e2[m]ÐÐÐÐ↠ ⟨y′, ̺′⟩
⟨x ∥ y, ̺⟩ e2[m]ÐÐÐÐ↠ ⟨x≬ y′, ̺′⟩
⟨x, ̺⟩ e1[m]ÐÐÐÐ↠ ⟨√, ̺′⟩ ⟨y, ̺′⟩ e2[m]ÐÐÐÐ↠ ⟨√, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1[m],e2[m]}ÐÐÐÐÐÐÐÐ↠ ⟨√, ̺′′⟩
⟨y, ̺⟩ e2[m]ÐÐÐÐ↠ ⟨√, ̺′⟩ ⟨x, ̺′⟩ e1[m]ÐÐÐÐ↠ ⟨√, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1[m],e2[m]}ÐÐÐÐÐÐÐÐ↠ ⟨√, ̺′′⟩
⟨x, ̺⟩ e1[m]ÐÐÐÐ↠ ⟨x′, ̺′⟩ ⟨y, ̺′⟩ e2[m]ÐÐÐÐ↠ ⟨√, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1[m],e2[m]}ÐÐÐÐÐÐÐÐ↠ ⟨x′, ̺′′⟩
⟨y, ̺⟩ e2[m]ÐÐÐÐ↠ ⟨√, ̺′⟩ ⟨x, ̺′⟩ e1[m]ÐÐÐÐ↠ ⟨x′, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1[m],e2[m]}ÐÐÐÐÐÐÐÐ↠ ⟨x′, ̺′′⟩
⟨x, ̺⟩ e1[m]ÐÐÐÐ↠ ⟨√, ̺′⟩ ⟨y, ̺′⟩ e2[m]ÐÐÐÐ↠ ⟨y′, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1[m],e2[m]}ÐÐÐÐÐÐÐÐ↠ ⟨y′, ̺′′⟩
⟨y, ̺⟩ e2[m]ÐÐÐÐ↠ ⟨y′, ̺′⟩ ⟨x, ̺′⟩ e1[m]ÐÐÐÐ↠ ⟨√, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1[m],e2[m]}ÐÐÐÐÐÐÐÐ↠ ⟨y′, ̺′′⟩
⟨x, ̺⟩ e1[m]ÐÐÐÐ↠ ⟨x′, ̺′⟩ ⟨y, ̺′⟩ e2[m]ÐÐÐÐ↠ ⟨y′, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1[m],e2[m]}ÐÐÐÐÐÐÐÐ↠ ⟨x′ ≬ y′, ̺′′⟩
⟨y, ̺⟩ e2[m]ÐÐÐÐ↠ ⟨y′, ̺′⟩ ⟨x, ̺′⟩ e1[m]ÐÐÐÐ↠ ⟨x′, ̺′′⟩
⟨x ∥ y, ̺⟩ {e1[m],e2[m]}ÐÐÐÐÐÐÐÐ↠ ⟨x′ ≬ y′, ̺′′⟩
Table 2. Reverse transition rules of parallel operator ∥
2. The Algebra
It is quite trivial prove that the reversibly truly concurrent process algebra [4] still hold for quantum com-
puting just replacing the process p by quantum process configuration ⟨p, ̺⟩ in the structured operational
transition rules, except for parallelism. We give the transition rules for parallelism as follows, where %(e1, e2)
denotes that e1, e2 are in race condition.
The forward transition rules for parallelism and communication are as Table 1 shows.
And the reverse transition rules for parallelism and communication are as Table 2 shows.
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No. Axiom
P11 e ∥ y = e ⋅ y (%(e, y))
P12 (e ⋅ x) ∥ y = e ⋅ (x≬ y) (%(e, y))
RP11 e[m] ∥ y = y ⋅ e[m] (%(e[m], y))
RP12 (x ⋅ e[m]) ∥ y = (x ≬ y) ⋅ e[m] (%(e[m], y))
Table 3. Axioms of race condition
The axioms should be added into parallelism and communication of reversibly truly concurrent process
algebra [4] as Table 3 shows.
3. Conclusions
We extend the partially reversible algebra [4] to quantum computing, it can be proven that the whole theory
is sound and complete.
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