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Resum
El projecte Tecnologías de Apoyo para la Monitorización del Estado de Salud e Intercambio
Seguro de registros médicos (TAMESIS) sorgeix arran de l'Estratègia Europea 2020 on es pretén
aplicar millores en l'àmbit de la salut, actuant de forma sostenible, i basant-se en les TIC per
tal de millorar la qualitat de vida dels usuaris del sistema sanitari.
Aquest projecte ﬁnal de carrera està emmarcat dins del projecte TAMESIS, ﬁnançat pel Mi-
nisterio de Ciencia e Innovación (TEC2011-22746), i és responsable de realitzar un estudi sobre
els sistemes de seguretat existents en dispositius Android, així com d'analitzar l'impacte de
la implementació de tècniques de seguretat durant el desenvolupament i l'ús d'una aplicació
d'eHealth.
Al llarg del document es detallen els principals mecanismes i tècniques de seguretat imple-
mentades en els dispositius, així com la implementació d'aquestes en un entorn d'eHealth per tal
de garantir la privacitat i conﬁdencialitat de les dades tractades per un Personal Health System
(PHS).
Abstract
The TAMESIS project (Spanish acronym for Enabling Technologies for the health status
monitoring and secure exchange of clinical records) ﬁts into the 2020 European Strategy, which
relies on ICTs to improve Health and quality of live of EU citizens, in a sustainable way.
This master thesis is part of the above mentioned project (funded by the Spanish Ministry
under grant TEC2011-22746). Its main goals are i) performing a study on existing security
systems in Android devices; ii) propose new mechanisms and features to enhance security in
such systems, and iii) analyse the impact of using security techniques in a eHealth application.
Throughout this work, we detail the mechanisms and tecniques implemented in Android de-
vices to ensure privacy and conﬁdentiality of the data processed by a Personal Health System
(PHS).
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1 Introducció
En els darrers anys, les noves tecnologies s'han establert com un dels principals motors en el
desenvolupament de la societat. Particularment, la constant evolució dels dispositius mòbils
ha permès obrir un nou horitzó en l'aplicació d'aquesta tecnologia en diferents sectors de la
societat. La facilitat d'ús dels nous dispositius, que ha propiciat una bona acceptació per part
dels usuaris, així com el continu desenvolupament de les diferents plataformes, es consideren
factors claus en el creixement i el progrés del sector.
Un dels àmbits intrínsecament relacionats amb la tecnologia és la medicina. Les aplicacions
han estat i són molt diverses, des de sistemes d'anàlisi i detecció de malalties ﬁns a sistemes de
monitorització remota. És en aquest darrer cas, on la mobilitat i facilitat d'ús que poden oferir els
smartphones obre la porta a una millora substancial de la qualitat de vida dels pacients. Aquests
podrien reduir les visites o estades en entorns clínics gràcies a la implantació de sistemes de
monitorització instal·lats a la pròpia llar i que alhora comptarien amb l'atenció de professionals
mèdics per tal de fer un seguiment de l'estat de salut dels pacients. Aquest és l'escenari de
TAMESIS, projecte que posteriorment explicarem i que ha servit com a punt d'inici del nostre
treball.
Tot i que actualment les prestacions dels telèfons intel·ligents i les tauletes no són equiparables
a les d'un equip portàtil convencional, aquest fet no ha limitat l'estudi i l'ús de la tecnologia
mòbil en aplicacions que facilitin el dia a dia als usuaris. Tot i així, la capacitat de processament
d'informació, la memòria dels dispositius, i sobretot, l'escassa duració de les bateries són elements
a millorar per tal de considerar aquesta tecnologia una eina de futur.
Un altre dels aspectes bàsics a tenir en compte en el desenvolupament de sistemes mòbils és
la seguretat. La privacitat i integritat de les comunicacions, el tractament de les dades per part
del dispositiu, així com altres mecanismes de seguretat adoptats, són elements claus a l'hora de
deﬁnir les aplicacions en les quals podem utilitzar aquesta tecnologia. Les conseqüències davant
errades o manca de seguretat són imprevisibles i poden variar molt segons el cas presentat. Tot
i així cal suposar que no tindrà les mateixes implicacions en un dispositiu on només hi tenim
un registre de contactes que no pas en un altre on hi ha emmagatzemades dades identiﬁcatives,
fotograﬁes personals, o bé dades bancàries o clíniques del propietari. Precisament, l'escenari
mèdic és on s'emmarca la nostra tasca amb l'objectiu d'incrementar-ne la seguretat informàtica.
En un escenari mèdic, on hi ha una estricta regulació, així com diversos compromisos ètics
i morals associats a l'àmbit de la medicina, es fa necessari augmentar encara més el nivell de
seguretat de la informació i les dades tractades per tal de poder desenvolupar l'aplicació amb
total garantia, tant per a l'usuari com per a la institució que se'n responsabilitza.
L'abastiment d'energia i la disponibilitat de connexió Wi-Fi o bé cobertura 3G són dos ele-
ments bàsics per tal de garantir un bon funcionament del sistema de monitorització i la trans-
missió de dades cap a un servidor remot. D'altra banda, els mecanismes de control d'accés, la
implementació de seguretat en els protocols de connectivitat (Bluetooth, Wi-Fi, USB, etc.) o bé
l'ús del xifrat de les dades són alguns exemples per tal de garantir la disponibilitat, la privacitat
i la integritat d'aquestes. Així doncs, l'entorn de desenvolupament dissenyat per a TAMESIS
haurà de ser segur en tots i cada un d'aquests aspectes.
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1.1 Objectius principals
Aquest projecte realitza un estudi de seguretat en dispositius mòbils. L'anàlisi fa especial èm-
fasi en la privadesa i la conﬁdencialitat de la informació durant la utilització d'un sistema de
monitorització de pacients.
Concretament, es fa un estudi sobre l'State of the Art en matèria de seguretat de la platafor-
ma Android, s'examinen les vulnerabilitats d'un Personal Health System (PHS) i es proposen
solucions que millorin la seguretat dels dispositius.
L'anàlisi es centra en les capes superiors del sistema Android on, tenint en compte l'estudi rea-
litzat, es proposen solucions especíﬁques per tal de reduir i/o eliminar les vulnerabilitats conside-
rades. Les solucions inclouen modiﬁcacions en la conducta dels usuaris, canvis en la conﬁguració
de l'entorn Android o bé canvis substancials del sistema, tot i que aquests últims només estan
a l'abast dels fabricants. A nivell d'aplicació, les solucions proposades s'implementen durant el
desenvolupament d'una aplicació Android tot seguint les directrius de seguretat apropiades per
tal de superar les vulnerabilitats presents.
1.2 Objectius secundaris
Durant la realització del projecte també es fa un anàlisi de la usabilitat dels dispositius tenint
en compte les mesures adoptades per tal d'incrementar-ne la seguretat dels dispositius. D'acord
amb els resultats de l'anàlisi, es proposen solucions que permetin millorar aquest aspecte.
1.3 Estructura del document
Capítol 2: Seguretat en dispositius mòbils: El primer capítol fa un anàlisi del nivell de segure-
tat ofert en els dispositius mòbils. Per fer-ho, es presenten els principals mecanismes de
seguretat implementats en la plataforma Android, així com una revisió de les modiﬁca-
cions que ha sofert aquesta al llarg de les diferents versions comercialitzades. El resultat
d'aquest anàlisi determinarà els requisits previs que han de complir els dispositius per tal
de ser utilitzats en el projecte TAMESIS.
Capítol 3: El projecte TAMESIS i el PHS: En aquest apartat es descriu el projecte TAME-
SIS, s'explica quina és la motivació i els beneﬁcis aportats per un Personal Health System
i es detalla quina és l'arquitectura i el desenvolupament del sistema.
Capítol 4: Anàlisi de vulnerabilitats de l'escenari: Una vegada deﬁnits els elements de segure-
tat dels dispositius, s'estudien les vulnerabilitats principals tenint en compte l'escenari
proposat.
Capítol 5: Proposta d'inclusió de mecanismes de protecció: En aquest capítol es detallen les
diferents propostes per tal de protegir el dispositiu vers les vulnerabilitats que afectin la
implantació del PHS.
Conclusions i línies futures: En el darrer capítol del document s'extreuen les principals conclu-
sions del treball i es descriuen els diferents objectius aconseguits. Per últim, s'exposen les
línies futures de treball per tal d'aprofundir en la tasca realitzada i obtenir més millores
en matèria de seguretat.
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Annexos: En aquest apartat es documenten pas a pas les pràctiques que han permès estudiar
amb més deteniment el comportament del dispositiu Android així com l'ús de les seves
aplicacions.
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2 Seguretat en dispositius mòbils
Durant aquest capítol es farà un anàlisi del nivell de seguretat ofert en els dispositius mòbils que
utilitzin la plataforma Android.
El sistema, present a telèfons intel·ligents i tauletes, ha experimentat un gran creixement
pel que fa al nombre d'usuaris i la comunitat de desenvolupadors. De la mateixa manera, les
possibilitats d'utilitzar la plataforma amb ﬁns tècnico-comercials també han crescut, així doncs
es fa necessari realitzar un estudi per part de la comunitat sobre quin és el nivell de seguretat
que es pot garantir en els dispositius.
Les prestacions del primer terminal intel·ligent, l'HTC Dream, comercialitzat sota el nom de
T-Mobile G1, no tenen res a veure amb les prestacions dels dispositius actuals. Així doncs, és
raonable pensar que tant les funcionalitats disponibles pels usuaris com les eines del sistema han
millorat considerablement, permetent així una multitud d'aplicacions que a la vegada comporten
implicacions a nivell de privacitat i seguretat.
Android s'ha construït sobre el kernel de Linux. La base de la plataforma, Android Open
Source Project (AOSP) [1], és de codi obert. Aquest fet ha permès identiﬁcar vulnerabilitats del
sistema que posteriorment han estat corregides, ja sigui a partir de les accions dels usuaris o bé
per la determinació de Google per millorar la seva plataforma. La falta de documentació tècnica
actualitzada sobre els dispositius Android relacionada amb la seguretat i l'anàlisi d'aquesta és
el motiu pel qual s'ha decidit elaborar aquest estudi.
El nostre estudi es realitza a partir d'un anàlisi previ publicat l'any 2009 [2] en el qual es
destaquen els principals mecanismes de seguretat de la plataforma Android, així com es descriuen
alguns canvis i propostes concretes que permetrien millorar aquest aspecte. Tot i que l'anàlisi
realitzat fa referència al mòbil HTC Dream, amb prestacions molt allunyades vers els dispositius
actuals, l'article ens ha permès obtenir una visió acurada sobre la construcció del sistema.
Per tal de comprendre l'ús dels smartphones per part dels usuaris, sobretot a l'hora d'utilitzar
el dispositiu per a dur a terme accions amb informació sensible i personal, s'ha analitzat una
enquesta [3] realitzada a 60 usuaris on s'estudia comparativament les accions que l'usuari realitza
a un ordinador personal vers les que porta a terme en un smartphone. A l'article es comprova que
els usuaris prefereixen utilitzar l'ordinador per tal de realitzar operacions amb dades sensibles
com per exemple introduir el número de la seguretat social, el número del compte bancari,
efectuar processos de compra on-line o bé intercanviar informació personal relativa a la salut.
L'article mostra que un 60% dels usuaris reticents a utilitzar l'smartphone per fer aquest tipus
d'operacions argumenten motius relacionats amb la seguretat del dispositiu.
A partir de l'enquesta, també s'observen els criteris seguits per part dels usuaris a l'hora
d'instal·lar aplicacions a l'entorn Android. Els criteris més valorats són el preu, la popularitat
i les crítiques rebudes per part d'altres usuaris. D'altra banda, els permisos, la política de
privadesa i les condicions d'ús per part de l'aplicació són els criteris menys valorats.
Tenint en compte la informació recollida prèviament i l'obtinguda a través d'altres fonts, s'ha
volgut realitzar un anàlisi sobre l'State of the Art de la plataforma Android per tal de conèixer
les potencialitats i mancances d'aquesta a nivell de seguretat. Alhora es presenten alguns casos
pràctics on es posa de manifest vulnerabilitats greus que podrien haver afectat a una quantitat
considerable d'usuaris en termes de seguretat i privacitat.
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Els resultats d'aquest estudi han estat publicats a la XIII Reunión Española sobre Criptología
y Seguridad de la Información (RECSI) [4].
2.1 Descripció de la plataforma Android
2.1.1 Arquitectura
L'entorn d'Android s'organitza en diferents capes funcionals tal i com es pot veure a la ﬁgura
2.1.
Figura 2.1: Arquitectura de la plataforma
El dispositius contenen maquinari com per exemple el processador, la memòria, o bé perifèrics
com ara la càmera o l'adaptador Wi-Fi, entre d'altres. Durant l'arrencada del dispositiu s'exe-
cuta un codi especialitzat anomenat ﬁrmware que s'encarrega d'inicialitzar el maquinari i alhora
carrega el sistema operatiu instal·lat al dispositiu. La imatge del sistema operatiu Android s'ini-
cialitza en un estat conegut cada vegada que arrenca el dispositiu, és tan sols de lectura (ROM)
com també ho són els ﬁtxers de conﬁguració. Aquest fet diﬁculta les modiﬁcacions i atacs a
ﬁtxers crítics del sistema.
La interacció entre el maquinari i el programari la realitza el kernel. Aquest està basat en
el mateix nucli de Linux (versió 2.6), té com a funcions gestionar i establir un control sobre la
utilització del maquinari per part de sistema operatiu.
Les llibreries natives d'Android, situades a un nivell superior, estan escrites en llenguatge
C/C++. Les funcionalitats implementades s'utilitzen a les capes d'aplicació i també a l'entorn
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d'execució del sistema.
L'Android Runtime és l'entorn d'execució que conté la màquina virtual Dalvik. Aquesta
màquina, dissenyada expressament per a dispositius amb escassa memòria i poca capacitat de
processament, compila i executa les classes Java de les aplicacions d'una manera més compacta i
eﬁcient, l'extensió ﬁnal dels ﬁtxers de compilació és .dex. A partir de la versió 4.4, s'ha introduït
un nou entorn d'execució anomenat ART [5]. L'entorn introdueix una millora en la velocitat de
les operacions i en la resposta de la interfície d'usuari. També hi trobem les llibreries essencials
d'Android.
El marc de treball de les aplicacions (Application Framework) està basat en el llenguatge Java
i inclou un conjunt d'eines de desenvolupament (API) que s'utilitzen en el desenvolupament de
les aplicacions que s'executen al dispositiu.
A la capa superior de l'arquitectura hi trobem les aplicacions, l'usuari interacciona amb el
dispositiu a través d'aquestes. El sistema operatiu inclou unes aplicacions per defecte, mentre
que d'altres depenen del proveïdor del terminal. La resta d'aplicacions s'han d'adquirir a la
botiga oﬁcial.
2.1.2 Elements relatius a la seguretat
Control d'accés
El control de processos utilitza l'estàndard POSIX de manera que cada paquet APK té assignat
un User-ID (UID) i el codi de l'aplicació s'executa en un procés de forma aïllada a la de qualsevol
altra.
L'accés al sistema de ﬁtxers segueix les mateixes directius establertes a Linux (rwx). L'usuari
root és l'únic que disposa de permisos d'accés als ﬁtxers del sistema i a les dades privades de les
aplicacions mentre que els permisos per accedir a directoris compartits, com per exemple la SD
Card, els té qualsevol usuari. Android també realitza un control de la ubicació i la gestió de la
memòria per part dels processos de tal manera que aquests allotgin les dades en espais diferents
d'adreces. A més, es garanteix que un procés no pot accedir al bloc de memòria d'un altre.
Així doncs, una aplicació executa el seu codi en un procés dedicat i no accessible per altres apli-
cacions, té el seu propi directori on les dades estan protegides vers a tercers (exceptuant l'usuari
root) i també allotja les dades en memòria de manera aïllada a altres processos. D'aquesta
manera s'evita que aplicacions malignes puguin fer ús de recursos d'altres aplicacions.
El mecanisme de control d'accés es realitza a través d'una interfície de login. A la versió
2.2 la protecció es realitzava a partir d'un patró, un PIN o bé una contrasenya deﬁnida per
l'usuari. Actualment les opcions s'han incrementat afegint la possibilitat de protegir el dispositiu
mitjançant reconeixement facial i de veu o bé lliscant el dit per la pantalla, tot i que aquestes
últimes opcions contemplen un nivell molt baix de seguretat tal i com es descriu a l'apartat
2.2.3. En alguns casos, els mecanismes de protecció es poden superar mitjançant atacs de força
bruta, per tant, és convenient utilitzar PIN o contrasenyes robustes per tal de diﬁcultar aquest
tipus d'atacs.
A partir de la versió 4.2 la plataforma té suport multiusuari. Amb aquesta modalitat, les
dades d'usuari segueixen els mecanismes de control descrits anteriorment i alhora es millora la
usabilitat del dispositiu garantint més privacitat a cada persona que utilitza el dispositiu.
Xifrat de dades
Android des de la versió 2.3.4 suporta el xifrat del sistema de ﬁtxers tot i que aquesta opció
no es va oferir als usuaris ﬁns la versió 3.0. Pel xifrat s'utilitza dm-crypt, una eina present al
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kernel. El xifrat, segons es descriu a [6] es realitza amb un algorisme AES de 128 bits amb el
mode CBC.
La clau mestra (master-key) utilitzada per a xifrar el sistema de ﬁtxers es protegeix amb una
altra clau AES de 128 bits utilitzant una derivació del PIN o la contrasenya de l'usuari. La
derivació de claus es realitza amb el mètode PBKDF2, implementat a OpenSSL. La sal utilitzada
durant la derivació de claus es genera aleatòriament quan s'activa el procés de xifrat. A la versió
4.4, el mètode de derivació de claus ha estat substituït i s'utilitza SCRYPT, aquest canvi ofereix
una protecció més elevada vers a atacs de força bruta [7].
El procés és irreversible i es xifra per complet el sistema de ﬁtxers, de fet, només es pot revertir
en cas de realitzar una reinicialització de fàbrica, perdent així les dades emmagatzemades. A
nivell lògic s'utilitza el sistema de ﬁtxers de manera transparent per l'usuari. No obstant, a
nivell físic les dades es troben xifrades i no podrien ser extretes per un altre dispositiu sense la
clau de xifrat corresponent. Quan és necessari accedir a un ﬁtxer determinat, aquest es desxifra
i es torna a xifrar una vegada ha ﬁnalitzat la seva modiﬁcació. El procés es realitza a nivell de
bloc del sistema de ﬁtxers.
Actualment, la plataforma també permet xifrar dispositius d'emmagatzemament extern (SD
Card). Una vegada realitzat el procés, els ﬁtxers xifrats només seran accessibles des del mateix
dispositiu en el qual s'han protegit.
Un dels inconvenients principals d'aquest mecanisme és el fet de no poder recuperar les dades
del dispositiu en cas d'oblidar i/o perdre la contrasenya de xifrat.
Sistema de permisos
Actualment Android té deﬁnits més de 140 permisos per a sol·licitar accions al sistema [5].
Durant el procés de programació d'aplicacions els desenvolupadors han d'establir les diferents
funcionalitats, accions i requeriments al ﬁtxer de conﬁguració Manifest.xml. Aquest ﬁtxer serà
llegit pel Package Manager de manera que durant la instal·lació de l'aplicació s'informarà a
l'usuari dels permisos que aquesta requereix pel seu correcte funcionament.
L'usuari té l'opció d'acceptar els permisos requerits i continuar la instal·lació, o bé rebutjar-los
(cancel·lar la instal·lació) si creu que alguns dels permisos poden ser perjudicials pel dispositiu o
les dades que aquest conté. La desavantatge principal d'aquest mecanisme és que l'usuari no pot
acceptar o rebutjar un subgrup determinat de permisos durant el procés d'instal·lació ni durant
la utilització de l'aplicació una vegada aquesta es troba instal·lada.
Al gener de 2014 es va descobrir una vulnerabilitat en el sistema de permisos i actualitzacions
de les aplicacions. L'errada s'introduïa a la plataforma degut a la classiﬁcació i assignació de
permisos segons categories [8].
Així doncs, durant la instal·lació es sol·liciten i es presenten, agrupats en categories, els per-
misos requerits per part de l'aplicació. Durant el procés, s'informa a l'usuari de quins permisos
són necessaris, tot i així, quan s'accepta un permís concret, inconscientment s'accepten la resta
de permisos associats a la categoria a la qual aquest pertany. Cal tenir en compte que la majoria
de les categories contenen un permís inofensiu àmpliament utilitzat per les aplicacions, per tant,
aquesta errada s'estén a un nombre molt elevat d'usuaris i aplicacions de la Play Store.
En cas d'aplicar actualitzacions a les aplicacions instal·lades, si aquestes requereixen permisos
que formen part d'una categoria acceptada, el diàleg informatiu no anunciarà a l'usuari cap
canvi en els permisos sol·licitats per part de l'aplicació, tot i que aquests hagin pogut canviar.
D'aquesta manera, en cas d'incloure nous permisos associats a una categoria, l'aplicació podria
realitzar accions que l'usuari no contemplava inicialment. Davant aquesta vulnerabilitat, és
important desactivar les actualitzacions automàtiques d'aplicacions.
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En el llançament de la versió 4.3, la plataforma va incorporar una funcionalitat que permetia
establir un control més selectiu dels permisos i accions que realitzaven les aplicacions, anomenada
Apps Ops. Aquesta funcionalitat es trobava amagada i no s'havia fet publica per part de Google,
probablement perquè estava en període de proves o bé per altres interessos particulars de la
companyia, tot i així, la comunitat Android la va fer pública.
Posteriorment, a la versió 4.4.2 la companyia va suprimir deﬁnitivament Apps Ops al·legant
que va ser inclosa en versions anteriors degut a un error, manifestant alhora que el seu desen-
volupament es trobava en una fase molt inicial.
Repositori d'aplicacions (Play Store)
La botiga oﬁcial d'aplicacions d'Android, antigament coneguda com Google Play, encara té
errades de seguretat importants degut a la falta de revisió de les aplicacions disponibles. El
juny de 2013 Google va publicar una patent que podria ser utilitzada per evitar que aplicacions
malware, còpies d'altres ja existents, siguin introduïdes a la botiga oﬁcial [9].
D'aquesta manera, quan un desenvolupador publiqui una aplicació, el sistema compararà els
recursos utilitzats amb els recursos que utilitzen altres aplicacions disponibles a la Play Store. En
cas que un nombre raonable de recursos coincideixin (ﬁtxers multimèdia, de dades o executables),
l'aplicació passarà a ser revisada manualment per tal de comprovar si és còpia d'alguna altra.
Aquesta novetat permetrà oferir més seguretat tant als desenvolupadors de les aplicacions que
poden ser víctimes de còpia o suplantació, com als usuaris, que podran obtenir més conﬁança
en la botiga oﬁcial d'Android.
D'altra banda, els usuaris poden instal·lar aplicacions a través de l'Android Debug Brigde
(ADB), una eina que permet establir connexió (mitjançant línia de comandes) amb el dispositiu
a través de la connexió USB de l'ordinador. Paral·lelament l'usuari també pot instal·lar pa-
quets APK des de l'emmagatzematge extern (SD Card). En el primer cas cal tenir activada la
depuració USB, a més, en ambdós casos és necessari activar la opció fonts desconegudes per tal
d'instal·lar aplicacions que no provenen del repositori oﬁcial.
Signatura d'aplicacions
La plataforma Android requereix que totes les aplicacions estiguin digitalment signades a través
d'un certiﬁcat. La signatura de l'aplicació és un dels elements principals per garantir la integritat
d'aquesta. La signatura d'aquesta es realitza just abans de fer-la pública o comercialitzar-la,
així com quan es produeixin actualitzacions de qualsevol tipus.
Quan es signa una aplicació, es garanteix que tant el codi font com qualsevol dels recursos
que aquesta utilitza no poden ser manipulats sense consentiment, com a mínim, sense que el
sistema ho detecti i n'impedeixi l'ús. A més, la signatura estableix una relació de conﬁança entre
els desenvolupadors d'aplicacions i els usuaris que les utilitzen. Per tal de signar l'aplicació no
és necessari que el certiﬁcat sigui veriﬁcat per una autoritat de certiﬁcació, de fet, la majoria
d'ells són auto signats. Respecte la utilització d'autoritats de certiﬁcació, es limita a l'ús de la
navegació segura i a l'ús de les xarxes Wi-Fi i VPN conﬁgurades al dispositiu.
Durant el procés d'instal·lació d'una aplicació, el Package Manager veriﬁca la signatura del
paquet APK, conﬁrma la validesa i la legitimitat de les peticions de permisos shared-UserID
(apartat 2.1.2) i veriﬁca els ﬁtxers .dex inclosos al paquet. Tota modiﬁcació i/o actualització
de l'aplicació s'haurà de signar amb el mateix certiﬁcat que s'ha utilitzat per a la instal·lació
inicial. En cas contrari, el sistema denegarà el procés d'instal·lació ja que ambdues signatures no
coincidiran. Aquest mecanisme evita la suplantació d'una aplicació per una altra de maliciosa.
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Una aplicació pot seguir executant-se tot i que el certiﬁcat hagi caducat i/o hagi estat revocat.
Això és degut a què la comprovació del certiﬁcat només es realitza durant el procés d'instal·lació
o actualització del paquet APK.
No obstant, l'agost del 2013 es va trobar una vulnerabilitat que afectava al procés de veriﬁcació
de signatura de les aplicacions [10] de manera que es podia modiﬁcar el codi d'una aplicació
preservant la seva signatura, així doncs, un atacant podria modiﬁcar l'aplicació en la qual l'usuari
conﬁa per tal de dur a terme accions malignes establertes per l'atacant. Aquesta casuística es
pot produir en cas d'instal·lar aplicacions a través de fonts no oﬁcials, enlloc d'utilitzar la Play
Store.
Aquesta vulnerabilitat afectava a la gran majoria de dispositius , és per això que Google va
realitzar una actualització, mitjançant un pedaç, per tal que totes les companyies distribuïdores
del programari presentessin les respectives actualitzacions de seguretat als seus usuaris.
Gestió de credencials:Key Chain i Key Store
La Key Chain facilita la gestió de certiﬁcats i claus criptogràﬁques amb la creació, l'emmagatze-
mament i l'eliminació d'aquests de forma segura. Aquesta funcionalitat es va implementar a la
versió 1.6 i el seu ús és limitava a la gestió de credencials de xarxes Wi-Fi i VPN. A partir de
la versió 4.0 els desenvolupadors poden utilitzar aquesta API en l'ús de les seves aplicacions.
L'emmagatzemament de certiﬁcats i de claus es basa en la utilització de dos tipus de magatzems
respectivament, Trust Store i Key Store.
El Trust Store s'empra cada vegada que es realitzen connexions segures a Internet de manera
que es comprova la validesa dels certiﬁcats dels servidors als quals es connecta el dispositiu. El
sistema obté els certiﬁcats de les autoritats de certiﬁcació a partir de la ruta /system/etc/security,
aquests certiﬁcats es troben preinstal·lats al sistema operatiu.
D'altra banda, amb els canvis introduïts a la versió 4.0 també es poden afegir altres cer-
tiﬁcats que no constin inicialment en el dispositiu, aquests últims s'emmagatzemen a la ruta
/data/misc/keychain on també s'hi troben dos ﬁtxers que contenen un llistat d'autoritats de
certiﬁcació i certiﬁcats compromesos. Per instal·lar certiﬁcats addicionals cal descarregar-los o
bé dipositar-los a la SD Card. La inclusió de certiﬁcats addicionals requereix l'establiment d'un
control d'accés al dispositiu com a mesura de seguretat en cas de pèrdua o robatori del terminal
mòbil.
El KeyStore s'utilitza per emmagatzemar claus de xifrat, claus o tokens d'autenticació i altres
certiﬁcats. En les versions inicials d'Android la utilització d'aquest magatzem quedava restringit
a l'ús de claus utilitzades per la mateixa plataforma, actualment aquesta funcionalitat també
s'estén per a l'ús d'aplicacions de tercers. El magatzem disposa d'un daemon que s'inicialitza
durant l'arrencada del dispositiu. Aquest, a través d'un socket local permet la intercomunicació
del daemon amb les aplicacions i els serveis que s'executen al sistema.
Cadascuna de les claus generades s'emmagatzemen en un ﬁtxer que es diposita a la ruta
/data/misc/keystore. Les claus són xifrades amb la clau mestra utilitzant l'algorisme AES-
CBC de 128 bits. Quan el magatzem es troba desbloquejat, la clau mestra s'emmagatzema
temporalment (en text clar) a la memòria del dispositiu. Les claus dipositades al magatzem estan
protegides addicionalment a través de l'identiﬁcador UID, així doncs, una aplicació concreta
només podrà manipular les claus que fan referència al seu identiﬁcador.
A la versió 4.3 s'han aplicat millores de seguretat al Key Store degut a la capacitat de gestió
multiusuari de les claus i a la millora en el tractament de claus basades en mètodes hardware [5].
A més, també s'hi han realitzat millores generals de gestió ja que en aquesta nova versió, quan
una aplicació és desinstal·lada, les claus desades al Key Store associades a l'aplicació també són
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Figura 2.2: El dispositiu demana conﬁrmació durant l'establiment de la connexió USB
esborrades, aquest fet no succeïa en anteriors versions de la plataforma.
En dispositius multiusuari, l'aplicació pot emmagatzemar i gestionar diferents claus depenent
de l'usuari que la utilitza, així doncs, la ruta on es desa la clau variarà segons l'usuari emprat
(/data/misc/keystore/user_N). La clau mestra de xifrat també serà diferent ja que cada usuari
tindrà el seu propi mètode i clau d'accés al dispositiu.
D'altra banda, el suport de claus basades en sistemes hardware augmenta la seguretat ja que
les claus són generades pel propi hardware i no poden ser manipulades per cap altre element, és
a dir, el sistema operatiu queda al marge o bé realitza una funció complementària.
Connectivitat USB
Els mòbils i les tauletes poden connectar-se a l'ordinador mitjançant l'estàndard USB, ja sigui
per a copiar dades d'usuari (no protegides) o bé per a realitzar operacions a través de l'ADB.
Tal com s'ha explicat anteriorment, els ﬁtxers protegits només seran accessibles per l'usuari root
o bé per la pròpia aplicació a la qual pertanyen els ﬁtxers. La resta de l'emmagatzematge intern
o extern és visible des de l'explorador o el terminal utilitzat per a fer la inspecció del dispositiu.
En relació a la seguretat d'aquest tipus de connexió, l'opció per a habilitar la connexió USB
s'activa a través de la conﬁguració del sistema. A partir de la versió 4.2, aquesta opció només
és visible en cas d'haver activat el mode de desenvolupador. Google va prendre aquesta decisió
considerant que era més segur que els usuaris novells o amb pocs coneixements tècnics, no
poguessin activar aquesta funcionalitat de manera involuntària o inconscient.
A partir de la versió 4.2.2 la connexió USB és més segura ja que a més d'habilitar-la, s'ha de
conﬁrmar la connexió amb el dispositiu extern acceptant la signatura RSA d'aquest (ﬁgura 2.2).
Actualització del programari
La plataforma Android, tal i com succeeix a la resta de sistemes operatius, permet actualitzar
el programari a mesura que es llença una nova versió d'aquest. Durant el procés d'actualització
es modiﬁca el contingut de la partició del sistema per tal d'incloure-hi els canvis corresponents,
les actualitzacions es poden classiﬁcar segons el grau de modiﬁcació:
L'actualització parcial és la més comuna ja que no elimina cap contingut del sistema i només
afegeix les modiﬁcacions desenvolupades en l'actualització. D'altra banda, l'actualització com-
pleta és menys freqüent ja que elimina tot el contingut del sistema i l'instal·la novament, tenint
en compte els canvis introduïts.
La disponibilitat de les actualitzacions depèn del fabricant, que és el responsable d'alliberar
les actualitzacions del programari dels seus dispositius. Malgrat que es llencin actualitzacions
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de la plataforma, no tots els terminals disposaran d'aquestes al mateix moment, ﬁns i tot es
podria donar el cas que alguns dispositius no puguin realitzar aquests canvis de manera oﬁcial
si el fabricant així ho disposa.
La majoria de terminals inclouen el procés d'actualització Over the Air (OTA) mitjançant
el qual el dispositiu detecta que hi ha una actualització disponible i informa a l'usuari per tal
que aquest decideixi instal·lar-la o no. D'altra banda, els dispositius que no realitzin actualitza-
cions OTA tenen l'opció de descarregar-se-les (i instal·lar-les posteriorment) a través d'eines del
fabricant o mitjançant el mateix lloc web d'aquest.
Cal tenir en compte que els dispositius rootejats generalment utilitzen versions del sistema
operatiu (ROM ) no oﬁcials, quan un dispositiu disposa d'una ROM no oﬁcial les vulnerabilitats
del sistema poden ser moltes i molt diverses, per tant no és recomanable instal·lar-les exceptuant
els casos en que l'usuari tingui un alt grau de coneixement sobre els riscs que implica.
Gestor de dispositius
L'agost de 2013 Google va activar l'Android Device Manager (ADM), un gestor de dispositius
remot que permet localitzar el dispositiu en un mapa, modiﬁcar el codi PIN o la contrasenya
establerta i ﬁns i tot esborrar les dades desades. Per tal de realitzar aquestes accions, cal registrar
el dispositiu a la pàgina web i activar el servei "Administradors de dispositius"al terminal (ﬁgura
2.3).
L'eina, disponible per a dispositius amb versió d'Android 2.3 o superior, es va crear amb
la voluntat de resoldre casos de pèrdua o robatori dels terminals, tot i que és necessari que
el dispositiu tingui connexió a Internet en el moment en el que es fa ús de l'ADM per tal de
realitzar les accions descrites.
Connexions segures
Com ja s'ha esmentat anteriorment, Android té suport per a connexions que utilitzen protocols
de seguretat. Principalment es recolza en dos mecanismes, l'ús de connexions HTTPS i de
xarxes VPN amb diversos tipus de xifrat.
En el primer cas, tal i com mostra la ﬁgura 2.4 el dispositiu és capaç d'establir connexions
segures quan s'utilitza un navegador estàndard, o bé quan es programen connexions HTTPS en
una aplicació mitjançant els recursos disponibles a l'API. Per fer-ho es recolza en les autoritats
de certiﬁcació preinstal·lades al sistema, les quals es poden consultar o revocar a través de la
interfície de conﬁguració de la plataforma. En cas que algun certiﬁcat no tingui la validació per
part d'aquestes autoritats, el navegador informa a l'usuari d'aquesta situació, tal i com succeeix
en els navegadors utilitzats en altres sistemes operatius.
En el cas de les VPN, és possible conﬁgurar la connexió utilitzant la interfície gràﬁca del
sistema. Per fer-ho només cal introduir l'adreça i les credencials d'accés al servidor al qual
es realitzarà la connexió. Els protocols que suporta la plataforma són PPTP, LT2TP/IPsec
PSK, LT2TP/IPSec RSA, IPSec Xauth PSK, IPSec Xauth RSA i IPSec Xauth Hybrid (ﬁgura
2.5). Actualment, amb la implementació bàsica del sistema només es pot realitzar una connexió
simultània a una xarxa privada. Aquest fet implica que tot el trànsit de dades circularà a través
de la xarxa conﬁgurada, sense fer distinció de l'origen, el destí o la tipologia d'aquest.
Pel que fa a la utilització d'aquesta eina en la programació d'aplicacions, a dia d'avui l'API
disposa de la classe VpnService per tal d'establir els paràmetres de connexió a una xarxa privada,
tot i que no permet conﬁgurar cap tipus de xifrat de la connexió. D'aquesta manera si l'aplicació
requereix l'ús d'una VPN que utilitzi un xifrat de dades, cal que l'usuari hagi realitzat la
conﬁguració prèvia a través de la interfície del sistema.
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(b)
Figura 2.3: Diàleg informatiu del gestor de dispositius (a) i pàgina web que permet la gestió
remota (b)
D'altra banda, a la Play Store existeixen nombrosos clients que ofereixen altres tipus de
característiques que no ofereix l'eina del sistema. Entre d'altres, la possibilitat d'utilitzar el
protocol OpenVPN o fer ús simultani de vàries connexions VPN.
13
Figura 2.4: El dispositiu mostra les dades del certiﬁcat que s'utilitza durant la connexió HTTPS
amb el servidor central (Annex C)
Shared-UserID
Aquesta és una característica particular que poden incloure les aplicacions de manera que aques-
tes comparteixin el mateix identiﬁcador UID. Amb aquesta característica, les aplicacions poden
compartir recursos entre elles, executar el codi en el mateix procés de la màquina virtual Dalvik,
així com accedir al directori de ﬁtxers d'altres aplicacions amb qui comparteixen identiﬁcador.
Per tal que el mecanisme funcioni correctament cal que totes les aplicacions que comparteixen
UID tinguin la mateixa signatura i declarin aquesta funcionalitat en el seu codi.
En cas d'utilitzar-se indegudament, aquesta funcionalitat podria propiciar problemàtiques
greus respecte a la privacitat i la seguretat de les dades de les aplicacions, tal i com s'exempliﬁca
en la hipòtesi següent.
L'aplicació A només té permisos per accedir a Internet i/o altres mitjans de distribució d'in-
formació mentre que l'aplicació B només té permisos per accedir als contactes personals de
l'usuari. En cas de compartir UID a través de la funcionalitat descrita, les dues aplicacions
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Figura 2.5: Diàleg de conﬁguració de la connexió VPN
podrien utilitzar els respectius permisos assignats per tal d'enviar les dades personals a altres
dispositius.
L'usuari no en tindria consciència real ja que aquest no ha acceptat els permisos d'Internet
i d'accés a dades personals (conjuntament) en cap de les dues aplicacions. D'altra banda,
el sistema no interpretaria cap comportament estrany o maliciós ja que ambdues aplicacions
comparteixen UID i poden actuar tal com s'ha descrit, atesos els permisos que els hi han estat
assignats.
2.2 Anàlisi de seguretat mitjançant casos pràctics
2.2.1 Vulnerabilitat de la privacitat de WhatsApp
Al març de 2014 es va donar a conèixer una important vulnerabilitat que va afectar a la privacitat
dels usuaris del servei WhatsApp [11]. La bretxa de seguretat va ser detectada a l'observar
que l'històric de converses era desat en una part de la memòria interna (/sdcard) o a la SD
Card externa, on qualsevol aplicació amb permisos per accedir a l'emmagatzemament extern i
a Internet podia carregar l'històric a un servidor remot. Tot i que la còpia de seguretat estava
xifrada, el mètode de xifrat era molt simple ja que utilitzava la mateixa clau de 192 bits en
tots els dispositius que utilitzaven l'aplicació. Aquesta clau va ser descoberta i distribuïda l'any
2011.
Posteriorment a la publicació d'aquesta vulnerabilitat, WhatsApp va canviar el mètode de
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xifrat i va establir una clau única per dispositiu generada a partir del compte de WhatsApp
associat a aquest. Tot i que es va produir una millora de seguretat considerable, accedint als
comptes del dispositiu (permís GETACCOUNTS ) i utilitzant un nou mètode de desxifrat, es va
poder obtenir novament la clau [12].
Aquesta vulnerabilitat va ser aproﬁtada l'any 2013 per una aplicació anomenada Balloon Pop
2 que es va distribuir a través de la Play Store, una vegada detectada va ser retirada per part
de Google. L'aplicació, a grans trets perseguia els mateixos objectius, les còpies de les converses
eren emmagatzemades en un lloc web en el qual pagant una quantitat determinada i introduint
el mòbil de la víctima, qualsevol usuari podia espiar l'històric de converses.
Aquest cas mostra una mala praxis atès que:
• Control d'accés: El fet d'emmagatzemar el ﬁtxer de backup a un directori compartit trenca
la protecció oferta per l'estàndar POSIX.
• Xifrat de dades: Poc segur ja que utilitza una clau única, i pel que sembla, un xifrat poc
robust ja que la clau ha estat compromesa en dues ocasions.
• Sistema de permisos: L'aplicació Ballon Pop 2 es beneﬁcia dels permisos per accedir a
l'emmagatzemament extern per tal de distribuir l'històric de converses de WhatsApp de
l'usuari.
• Repositori d'aplicacions Play Store: La botiga oﬁcial d'Android demostra tenir errades de
seguretat ja que l'aplicació Ballon Pop 2 tenia ﬁnalitats fraudulentes.
2.2.2 Riscs de la connectivitat USB
A l'octubre de 2013 va ser reportada una errada de seguretat relativa al mecanisme de control
d'accés al dispositiu. Segons un informe [13] la vulnerabilitat afectava les versions 4.0, 4.1, 4.2 i
4.3, posteriorment a la versió 4.4 es va depurar. A l'informe es demostra que qualsevol dispositiu
que tingui activada la depuració USB està exposat a la amenaça. L'errada de seguretat es troba
en la implementació de la classe ChooseLockGeneric, aquesta s'ocupa de seleccionar el mètode
d'accés al dispositiu per part de l'usuari; en cas d'existir un i voler canviar-lo, s'ha d'introduir
correctament l'anterior. Aquest error ha estat veriﬁcat en un dispositiu Android 4.1.2 a través
de la comanda ADB i la aplicació de prova que proporciona el creador de l'informe i que permet
inhabilitar el sistema de login. També s'ha comprovat que la vulnerabilitat no afecta a un
dispositiu Android 2.3.7, així doncs suposem que en alguna de les actualitzacions posteriors es
deuria introduir l'error.
Una altra amenaça a la qual podríem estar exposats els usuaris són els carregadors de bateria
d'ús públic. El fet de disposar d'un carregador públic, ja sigui amb un cost per a l'usuari o bé amb
ús gratuït, és cada vegada més freqüent degut a la poca duració de la bateria dels dispositius. A
Campus Nord UPC, es disposa d'un carregador que subministra energia mitjançant una connexió
USB (ﬁgura 2.6), l'energia s'obté a través de la radiació solar. L'equipament està format per
una bateria connectada a la cel·la solar i un conjunt de connectors depenent del dispositiu que
es vulgui connectar. El temps de connexió recomanat és de 30 minuts.
Aquesta solució pot convertir-se alhora en una amenaça en cas que hi hagi algun tipus de
mecanisme, per exemple una Raspberry o qualsevol element de dimensions similars, que accedeixi
a les dades del dispositiu o ﬁns i tot pugui copiar-los. En aquest cas, l'extracció de la informació
es podria dur a terme a través d'un script que executi comandes a l'ADB i realitzar així una
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Figura 2.6: Carregador solar de dispositius mòbils situat al Campus Nord
còpia de les dades. Utilitzant aquesta infraestructura, l'usuari ha de conﬁar en el bon ús que
que se'n fa per part de l'empresa o institució responsable, tot i que cal recordar que si l'element
es troba a l'espai públic, podria ser manipulat.
Relacionat amb aquest darrer cas, la utilització de l'estàndard USB On the Go (OTG) podria
sotmetre el nostre dispositiu a una amenaça semblant. L'estàndard USB segueix una relació
mestre-esclau on el concentrador USB actua com a mestre gestionant i controlant la transferència
d'informació, mentre que l'altre dispositiu actua com a esclau. Amb la norma USB OTG els
dispositius compatibles amb la norma són capaços de gestionar i controlar la connexió per si
mateixos.
Així doncs, mitjançant un dispositiu compatible amb l'estàndard USB OTG, un atacant po-
dria interconnectar els dos terminals mòbils de manera que es puguin extreure part de les dades
en pocs segons. Cal tenir en compte que no és necessari que ambdós dispositius siguin compati-
bles amb la norma USB OTG per comunicar-se entre ells, per tant, qualsevol tipus de dispositiu
es trobaria en risc davant d'aquest tipus de situació.
Els casos anteriors mostren una mala praxis atès que:
• Control d'accés i connectivitat USB : Connectant el dispositiu mitjançant l'USB i amb
l'eina ADB es pot trencar el control d'accés personal de l'usuari en determinades versions
de la plataforma.
• Actualització del programari: Aquesta eina hauria d'incloure millores de seguretat, en
canvi, es demostra que la modiﬁcació del control d'accés de la plataforma ha introduït
vulnerabilitats que abans no existien.
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2.2.3 Escassa seguretat en el reconeixement facial
Per tal de comprovar el nivell de seguretat ofert pel control d'accés mitjançant reconeixement
facial s'ha habilitat el mecanisme en una Samsung Galaxy Tab 3. Posteriorment s'ha realitzat una
fotograﬁa amb una tauleta Sony Xperia Z a la mateixa persona que ha activat el reconeixement
facial a la tauleta Samsung.
S'ha pogut comprovar que ofereix un nivell de seguretat baix ja que el dispositiu protegit per
reconeixement facial ha estat desbloquejat utilitzant la fotograﬁa realitzada amb la tauleta Sony
Xperia Z.
D'aquesta manera, qualsevol persona que tingui accés al dispositiu i a una fotograﬁa nostra,
ja sigui impresa en paper o mostrada per pantalla, podria aconseguir introduir-se dins el nostre
sistema. Per incrementar la seguretat en aquest tipus de mecanisme, a la versió 4.1 es va afegir
la necessitat de parpellejar durant el desbloqueig del dispositiu per tal d'evitar l'ús de fotograﬁes
de la víctima durant el reconeixement facial. A més, el juny de 2012 Google va presentar una
patent [14] que ﬁnalment es va acceptar al juny de 2013.
La patent proposa una millora en el control d'accés ja que afegeix la possibilitat d'utilitzar
gesticulacions en la detecció facial. L'usuari haurà d'establir un gest determinat per tal de
desbloquejar el dispositiu, d'aquesta manera l'atacant a més de disposar d'una fotograﬁa de la
víctima hauria de simular el gest escollit per l'usuari. Alguns exemples són treure la llengua,
somriure o bé moure les celles. Amb aquesta mesura és més difícil dur a terme la suplantació
d'identitat ja que s'haurien d'utilitzar tècniques d'edició d'imatge per tal de simular la gesticu-
lació de l'usuari que és propietari del dispositiu.
Aquest cas mostra una mala praxis atès que:
• Control d'accés: El sistema deﬁneix mecanismes de control d'accés molt dèbils. Aquest fet
proporciona una falsa seguretat a l'usuari del dispositiu.
• Actualització del programari: La plataforma realitza modiﬁcacions que empitjoren la se-
guretat de la plataforma ja que es dóna l'opció a l'usuari d'escollir un mecanisme de control
poc robust, i per tant, s'incrementa la vulnerabilitat del dispositiu.
2.3 Recomanacions generals per a la millora de la seguretat
Arran dels casos descrits a l'apartat 2.2 es deriven algunes qüestions relatives a la seguretat i la
usabilitat dels terminal mòbils en les quals es vol incidir particularment. En aquesta secció es
proposen algunes accions que permetin millorar la seguretat dels dispositius Android.
Emmagatzemament extern: Si no hi ha un canvi substancial en el sistema d'accés a les dades
de la memòria externa, creiem que la informació sensible no hauria de ser emmagatzemada en
mitjans compartits. Això implica necessàriament una revisió en la gestió del sistema de ﬁtxers
per part de la plataforma que alhora, hauria d'incidir en el disseny de les aplicacions que utilit-
zin dispositius d'emmagatzemament extern. Tenint en compte que els canvis a Android no són
decisió de l'usuari ﬁnal, tot i que la comunitat de desenvolupadors pot incentivar-los, proposem
una altra solució que sí que està a l'abast de l'usuari, el xifrat del dispositiu i la SD Card.
Xifrat del dispositiu i la SD Card: El xifrat del dispositiu ofereix protecció addicional, sobretot
en cas de pèrdua o robatori. Quan s'habilita, la informació del dispositiu es troba xifrada.
D'aquesta manera, en cas que un atacant tingui accés físic al dispositiu, les dades no seran
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compromeses. Implementant aquest mecanisme, el terminal requereix un codi d'accés cada
vegada que s'inicia i/o es desbloqueja.
En cas de xifrar l'emmagatzemament extern, hi ha dues opcions, xifrat parcial o total. En el
primer cas només es xifren els ﬁtxers que l'usuari escull mentre que en el segon es xifra tot el
sistema de ﬁtxers de la SD Card. El contingut de la targeta SD no serà accessible des d'altres
dispositius ja que la clau de xifrat només és coneguda pel terminal mòbil.
D'altra banda, el xifrat també ofereix protecció a aquells usuaris que decideixen cedir o vendre
el seu dispositiu a altres persones. D'aquesta manera, en cas que el receptor del terminal utilitzi
eines per recuperar la informació prèvia del dispositiu (esborrada per l'usuari anterior), aquesta
es trobaria xifrada, i per tant, no es posaria en risc la privadesa dels anteriors usuaris.
Antivirus: La tercera solució que es proposa és protegir el dispositiu utilitzant un antivirus.
Actualment a la plataforma Android hi ha una gran varietat de solucions que realitzen cerques
de malware, protecció en la navegació web, així com una cerca d'aplicacions i continguts a la
SD Card, entre d'altres. Tot i així, l'estudi realitzat per V. Rastogi et al [15] demostra que
aquest tipus de software ha de millorar ja que es susceptible a atacs de transformació per part
del malware i virus residents al dispositiu.
D'altra banda, l'eﬁcàcia de l'aplicació antivirus es veurà reduïda en cas que aquesta no tingui
assignats privilegis d'usuari administrador. En aquestes circumstàncies, l'aplicació no podrà
monitorar les activitats d'altres aplicacions ni activitats considerades com a perilloses. Així
doncs, en cas d'utilitzar aquesta opció es recomana rootejar el dispositiu prèviament, tot i que
com s'ha alertat anteriorment, aquest fet pot comportar alhora mesures contraproduents.
Sistema de permisos: Per últim, la solució més simple i plausible seria adoptar canvis en la
gestió del sistema de permisos, començant per una millor conscienciació per part de l'usuari
sobre quins tipus de permisos requereix una aplicació i com aquesta pot manipular les dades
personals. Seguit d'una modiﬁcació de la plataforma que permeti acceptar o rebutjar un subgrup
de permisos de manera que l'usuari no hagi d'acceptar tot el conjunt per tal d'utilitzar l'aplicació
desitjada.
Aquest és un problema molt comú i una de les principals fonts d'amenaces deguda a la inexpe-
riència o poc coneixement tècnic de les persones que utilitzen dispositius mòbils amb plataforma
Android.
Control d'accés Tots els usuaris haurien de tenir-lo activat. Tot i que les contrasenyes o les
combinacions de dígits podrien ser exposades a atacs de força bruta o atacs de diccionari, de
moment es consideren les opcions més robustes en aquest mecanisme ja que els mètodes que
utilitzen paràmetres biomèdics no són suﬁcientment eﬁcaços. De fet, el mateix dispositiu ja ho
adverteix al moment d'escollir el mecanisme, i tal com s'indica a l'apartat 2.2.3 s'ha aconseguit
trencar el control d'accés.
Depuració USB: Aquesta opció hauria d'estar deshabilitada en els moments que no se'n fa
ús. Amb l'ADB es poden realitzar moltes accions que comprometen la seguretat i privacitat de
les dades del dispositiu. Fer una còpia de seguretat completa, eliminar dades o bé instal·lar-hi
aplicacions són alguns dels exemples més comuns. En les versions anteriors a la 4.2.2 l'amenaça
només podria ser contrarestada en cas de tenir la depuració USB desactivada. En versions
posteriors, la connexió al terminal està subjecte a l'acceptació del diàleg RSA entre dispositius.
En cas que l'usuari tingui desactivat el control d'accés i fós possible conﬁrmar la connexió sense
un control addicional, el risc seria equivalent a les versions prèvies a la 4.2.2.
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Referent al diàleg RSA, s'ha de destacar que no és convenient utilitzar l'opció "Permetre sem-
pre en aquest ordinador", ja que això inhabilitaria la protecció addicional que ens proporcionen
les versions més recents del sistema.
Connexió a altres dispositius: Els dispositius tenen la capacitat d'interconnectar-se entre
ells utilitzant diverses tecnologies com Bluetooth, USB, Wi-Fi, NFC... Així doncs, la nostra
recomanació es tenir activades aquestes tecnologies únicament quan sigui necessari, amb això
aconseguirem tenir el nostre dispositiu més protegit vers les amenaces de l'entorn.
En cas contrari es podria donar el cas on terceres persones accedissin a les nostres dades
o bé podríem sofrir infeccions de virus, malware, rootkits, etc. A més, també hauríem de ser
conscients de la importància de connectar els nostres dispositius a altres dispositius de conﬁança.
Actualització del software: Es recomanable tenir instal·lada la darrera versió del sistema opera-
tiu per tal d'assegurar-nos que el dispositiu no té vulnerabilitats greus. Sovint les actualitzacions
del software contenen millores davant errades de seguretat descobertes recentment per la comu-
nitat o bé pels mateixos gestors de la plataforma. De la mateixa manera, cal actualitzar les
aplicacions instal·lades ja que sovint aquestes també presenten correccions davant defectes de
seguretat o usabilitat.
Android Device Manager: Abans de la creació d'aquesta eina ja existien aplicacions que
realitzaven funcionalitats semblants davant la demanda dels usuaris de la comunitat Android.
Actualment es disposa d'una interfície web molt fàcil d'utilitzar i molt útil en casos de pèrdua
o robatori. En aquest darrer cas Google recomana posar-se en contacte amb la policia enlloc
d'intentar recuperar el dispositiu per mètodes propis, de fet, els Mossos d'Esquadra també en
recomanen l'ús mitjançant publicacions a les xarxes socials.
Malgrat que no sempre es podrà recuperar el dispositiu, es tindrà la certesa que les dades no
seran accessibles per altres persones, possiblement la funcionalitat més important de l'eina.
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3 El projecte TAMESIS i el PHS
La Comissió Europea va iniciar al març de 2010 l'Estratègia Europa 2020 (EU2020) amb la in-
tenció d'uniﬁcar els reptes per a la propera dècada. Un element important inclòs en el document
és la necessitat de recolzar iniciatives en l'àmbit de la salut que actuïn de manera sostenible i
basant-se en les TIC per tal de millorar la qualitat de vida dels usuaris del sistema sanitari.
Entre els beneﬁcis de les tecnologies d'eHealth es destaquen la millora de la qualitat assis-
tencial, l'increment de l'autonomia dels pacients, així com la recollida de dades clíniques en un
sistema segur i accessible en tot moment [16]. Aquest sistema de recollida d'informació no només
ha de garantir la integritat i mecanismes de protecció vers l'accés no autoritzat, també ha de
reconèixer el dret a la privacitat i a la intimitat dels pacients.
Els Sistemes Personals de Salut (Personal Health System - PHS) han estat desenvolupats per
tal d'aconseguir els objectius descrits anteriorment. El concepte va ser introduït als anys 90 [17]
i proposa un model innovador d'assistència sanitària on el pacient és l'element clau.
Amb un PHS com el que es mostra a la ﬁgura 3.1 es vol oferir serveis sanitaris personalitzats
d'acord amb les necessitats de cada pacient, independentment de la seva ubicació. El sistemes
inclouen una gran varietat de mòduls portables i dispositius de diagnòstic des del punt d'atenció
del pacient, és a dir, la llar de l'usuari. Així doncs, permeten entre d'altres coses, apropar el
punt assistencial i gestionar molta més informació per tal d'oferir diagnòstics més adequats i
personalitzats per a cada individu.
Figura 3.1: Escenari TAMESIS
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3.1 Elements d'un PHS a l'entorn pròxim del pacient
3.1.1 Mòdul d'adquisició de dades
El mòdul d'adquisició de dades monitoritza la informació relacionada amb l'estat de salut del
pacient, està format per una xarxa de sensors i dispositius mèdics, com per exemple una xarxa
de sensors biomètrics. En anglès s'anomena Personal Monitoring System (PMS).
Més enllà de les funcions bàsiques, és necessari superar algunes amenaces vers la seguretat.
No només s'ha de protegir la informació susceptible a ser interceptada, afectant la privacitat
del pacient, també cal evitar que algun dispositiu interaccioni de forma maliciosa amb el PMS
produint una denegació de servei i empitjorant el seu funcionament.
Els sensors acostumen a ser nodes amb recursos molt limitats i en els quals és complicat incor-
porar mecanismes de seguretat. Tampoc es pot assegurar la disponibilitat total de l'enrutador
que permet la tramesa d'informació, així doncs, cal dissenyar el PMS de forma que sigui ca-
paç de funcionar de forma autònoma i independent en cas de produir-se una caiguda del node
d'enrutament.
Per últim, els sensors generalment utilitzen el medi inalàmbric per a la comunicació de dades.
Aquest medi és molt propens a patir atacs de jamming i injecció o modiﬁcació de paquets
que poden comprometre i suplantar l'activitat d'un sensor amb relativa facilitat. En aquest
cas, és necessari discriminar la incoherència de la informació i identiﬁcar els sensors amb un
funcionament erroni, ja sigui per un mal funcionament del dispositiu o degut a una atac extern.
Alhora, cal trobar una solució a la problemàtica minimitzant l'impacte en la resta del sistema.
3.1.2 Mòdul de recopilació d'informació, processat i anàlisi de la informació
Aquest mòdul determina quins aspectes són clínicament rellevants i útils en el diagnòstic, la
gestió i el tractament d'una malaltia. Això inclou la recopilació de dades clíniques del mateix
pacient i d'altres amb casos semblants, l'intercanvi de bases de dades mèdiques per obtenir
casos clínics similars, així com el processat d'aquestes dades per tal d'interpretar-les i millorar el
diagnòstic o el tractament dels pacients. Un exemple d'aquesta funcionalitat pot ser un sistema
de suport a la decisió, en anglès, Decision Support System (DSS).
Un aspecte clau per a aconseguir un bon funcionament del DSS és aconseguir suﬁcient in-
formació per tal de processar-la i analitzar-la. D'altra banda, cal tenir en compte que un gran
volum de dades diferents, en naturalesa i format, complica la tasca d'extreure'n informació útil
quan s'han de realitzar decisions clíniques. A més, cal afegir que alguns centres mèdics són molt
estrictes en els aspectes ètics i legals per tal de compartir i/o accedir a registres mèdics dels seus
pacients.
El projecte TAMESIS proposa un protocol d'intercanvi de dades clíniques amb la ﬁnalitat de
permetre l'accés distribuït entre els diferents centres mèdics. Cal tenir en compte que a mesura
que s'incrementin el nombre de centres i bases de dades clíniques, aquesta tasca s'ha de realitzar
de manera autònoma. A més de la tècnica per a compartir dades, també s'han de tenir en
compte aspectes com la seguretat i la privacitat.
Tant la legislació espanyola com l'europea deﬁneixen les dades clíniques com una informació
altament sensible que es necessària protegir. Actualment, això s'aconsegueix mitjançant un
acord de conﬁdencialitat entre metge i pacient de manera que el primer no pot divulgar cap
informació sobre l'estat de salut del pacient sense el consentiment del mateix.
Aquest acord de conﬁdencialitat fa difícil l'aplicació de l'escenari proposat a TAMESIS. És
per això que és necessari introduir nous mecanismes de privacitat que protegeixin al pacient
alhora que l'intercanvi d'informació entre professionals de la salut tingui sentit.
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Segons la literatura cientíﬁca, la privacitat pot aconseguir-se de vàries formes. Per exemple,
és possible eliminar qualsevol dada que permeti identiﬁcar l'informe amb el nom del pacient,
de manera que els receptors de la informació no puguin identiﬁcar a qui pertanyen les dades
clíniques. Aquesta és una solució parcial ja que les dades físiques del pacient o bé una descripció
dels símptomes que pateix poden permetre identiﬁcar-lo unívocament tot i que el seu nom no
consti a l'informe.
Una segona solució a aquesta problemàtica consisteix en distorsionar l'informe clínic de manera
que es pugui aplicar a un grup de persones i alhora no es pugui distingir quin és el pacient real,
és a dir, a qui pertany la informació. En aquest cas és necessari comprovar si la distorsió de
l'informe pot afectar a la utilitat d'aquest en el diagnòstic i el tractament de la malaltia. El
projecte TAMESIS estudiarà els sistemes que permetin fer anònima la informació mèdica per
tal de no poder identiﬁcar a quin pacient correspon cada registre.
3.1.3 Mòdul de comunicacions i re-alimentació
Aquest mòdul serveix per a transferir al centre mèdic les dades obtingudes a través de la xarxa
de sensors, així com per a rebre la resposta per part del centre mèdic. Una vegada rebudes les
dades del pacient, el sistema realitza l'anàlisi de la informació i es pren una decisió. La decisió
és presa pel doctor/a, tot i que el mòdul de suport a la decisió podria enviar una resposta de
forma autònoma un cop es realitzi l'estudi acurat de l'historial i d'altres factors que guardin
relació amb l'estat de salut del pacient.
Així doncs, el mòdul és utilitzat com a element de comunicació bi-direccional, en primera ins-
tància s'envien les dades del pacient cap al centre mèdic i posteriorment el mòdul rep informació
relativa a la decisió que s'ha pres per part dels facultatius o del DSS.
3.1.4 Interfície d'usuari
La interfície d'usuari ha de permetre la consulta a les dades que monitoritza el PHS. Si bé
l'entorn ha de treballar de manera autònoma, no cal oblidar que el centre d'atenció és el pacient,
i com a tal, és necessari garantir que aquest és capaç d'utilitzar degudament les eines que té al
seu abast. Aquest mòdul també ha de permetre una comunicació àgil entre el pacient i el metge
sempre que sigui necessari.
Pel desenvolupament de la interfície d'usuari s'ha de tenir en compte que generalment els
usuaris no són experts en aquest tipus de tecnologia. A diferència d'altres àmbits, les aplicacions
de l'àmbit de la salut aniran destinades a un públic general, i no només a un sector juvenil de la
població el qual ja està familiaritzat amb les noves tecnologies. Així doncs, s'ha de tenir especial
cura en la implementació del mòdul de manera que la usabilitat no sigui una barrera durant la
utilització del PHS.
La majoria d'entorns actuals requereixen de dispositius especíﬁcs en el desenvolupament de
la interfície d'usuari. TAMESIS vol aproﬁtar l'increment dels telèfons intel·ligents i les tauletes,
d'ús quotidià i general, per tal de desenvolupar aquesta tasca. D'altra banda, degut a la varietat
dels entorns de desenvolupament (symbian, iOS, Android...) i a la importància de la seguretat
en aquest tipus d'aplicacions, cal proveir al sistema d'una interfície d'usuari relativament senzilla
de conﬁgurar i utilitzar, en cada un dels entorns sense que això vagi en detriment de la seguretat.
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3.2 Arquitectura de l'aplicació
L'estudi es basa en un cas particular, sota el títol de Design and development of a mobile system
for clinical data exchange in the MADep project [18], Jaume Ollés va desenvolupar un cas pràctic
on s'implementa un sistema de monitorització d'un PHS per al seguiment de pacients depressius.
MADep monitoritza l'evolució dels pacients a través de dos sensors instal·lats a la llar del pacient,
un d'ells controla regularment el pes del pacient mentre que l'altre compta regularment les hores
de descans. Les dades que recullen els sensors són enviades al dispositiu Android utilitzant la
xarxa Wi-Fi domèstica.
El terminal mòbil utilitza una aplicació que emmagatzema la informació a una base de dades
local i l'envia al servidor central cada vegada que el pacient omple un formulari relatiu al seu
estat anímic, aquest formulari es tramet conjuntament amb la resta d'informació. De la mateixa
manera, l'aplicació permet la consulta de les dades que gestiona el PHS i disposa d'una interfície
d'usuari per tal de facilitar aquesta tasca.
El servidor central es troba sota control del centre mèdic, qui ha de vetllar pel seu correcte
funcionament i manteniment. La comunicació entre el terminal Android i el servidor es realitza
a través del protocol TCP/IP. El dispositiu mòbil estableix connexió amb el servidor i envia les
dades a través del protocol HTTPS. El personal del centre sanitari pot consultar la informació
utilitzant una interfície web que classiﬁca i mostra les dades de tots els pacients que utilitzen
l'aplicació TAMESIS.
3.3 Objectius del projecte TAMESIS
Cadascun d'aquests mòduls integra diferents tecnologies TIC que encara no es troben desenvolu-
pades de manera eﬁcient. El projecte TAMESIS té com objectiu contribuir a l'avenç de l'estat
de la tècnica d'aquestes tecnologies, necessàries pel desenvolupament dels PHS.
Concretament, dins el mòdul PMS es proposen tècniques de prevenció de denegació de servei,
mal funcionament dels nodes sensors i injecció de tràﬁc. La incorporació de mecanismes de
seguretat a la xarxa de sensors no només permetrà protegir les dades intercanviades sinó que a
més evitarà la generació de falses alarmes, mal funcionament o l'aturada del servei.
El mòdul DSS proposa un sistema de protocol d'intercanvi d'historials clínics entre bases de
dades controlades per diferents centres que permetin obtenir el màxim nombre de casos desitjats
a ﬁ de poder realitzar un anàlisi més precís. Com aspecte novedós, el protocol permetrà, a
més d'acords bilaterals ja existents a la literatura, acords multiparts. La proposta es basarà
en agents mòbils i incorporarà tècniques d'intel·ligència artiﬁcial que millorin la cerca d'acords
d'intercanvi de dades.
Pel que fa a les dades clíniques, les lleis nacionals i internacionals i la deontologia mèdica
obliga a protegir la intimitat dels pacients. La proposta d'una mètrica de privacitat adequada
pel PHS, així com la incorporació de mecanismes de privacitat i intimitat són també objectius
claus en aquest projecte.
Finalment, i degut a que els usuaris dels PHS (metges i pacients) no són tècnics experts, en el
mòdul de comunicacions i en la interfície d'usuari es proposen millores que permetin una bona
usabilitat tant en smartphones com en tauletes. TAMESIS ha d'abordar propostes en les quals
les polítiques de seguretat adoptades no generin situacions complexes durant l'ús de la interfície
del PHS.
Tots aquests objectius es sintetitzen en els següents punts:
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Figura 3.2: Arquitectura de l'aplicació [18]
Dotar de seguretat la xarxa de sensors biomèdics
1. Deﬁnició dels requeriments de seguretat per a garantir continuïtat en espai i temps
2. Proposta d'algorisme de gestió i seguretat autònom i desatès
3. Proposta d'algorisme de protecció davant denegació de servei
4. Proposta d'algorisme de localització de mal funcionament dels nodes
5. Implementació d'una xarxa de sensors biomèdica real (proof-of-concept)
Privacitat de les dades clíniques
1. Deﬁnició de sistemes de distorsió d'informes que evitin la identiﬁcació d'un pacient deter-
minat
2. Deﬁnició de funcions d'utilitat que permetin la distorsió dels informes tot garantint la seva
utilitat
3. Proposta de protecció de drets del pacient, rectiﬁcació i accés
25
4. Proposta d'algorisme de localització de mal funcionament dels nodes
5. Proposta de sistemes anònims d'introducció de registre a la base de dades
Intercanvi de dades clíniques
1. Disseny d'un protocol d'intercanvi de dades clíniques per a maximitzar la obtenció de
dades
2. Arquitectura de seguretat del protocol (security layer)
3. Integració segons FIPA interaction protocols (messaging layer)
4. Implementació del protocol
Interfície d'usuari
1. Deﬁnició de criteris d'usabilitat per a usuaris clínics i serveis de seguretat
2. Integració de serveis de seguretat en la interfície de monitorització
3. Integració de serveis de seguretat en la interfície de diagnòstic
Proof of concept
1. Demostrador de les propostes del projecte
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4 Vulnerabilitats en la implementació d'un
PHS
En el segon capítol d'aquest document s'han descrit els principals mecanismes de seguretat de
l'entorn Android i també s'han enumerat algunes de les vulnerabilitats a les quals s'exposen els
dispositius d'aquesta plataforma.
De la mateixa manera, en el tercer capítol s'ha explicat què és i com s'estructura un PHS,
quina és la seva ﬁnalitat i quines són les mancances o deﬁciències que cal tenir en compte durant
la utilització dels sistemes actuals. També s'han presentat un conjunt de pràctiques i objectius
que el projecte TAMESIS vol abordar per tal de millorar-ne la seva implementació en termes
relatius a la seguretat.
En aquest apartat utilitzarem l'anàlisi realitzat en capítols anteriors per tal de plantejar quines
són les principals vulnerabilitats durant la utilització d'un PHS on operin dispositius Android.
4.1 Vulnerabilitats associades a la xarxa del PHS
Considerant la xarxa Wi-Fi com la principal eina de comunicació que utilitza un PHS a la
llar del pacient, és necessari analitzar les possibles vulnerabilitats que poden afectar el correcte
desenvolupament de l'entorn, així com garantir la seguretat i la privacitat de les dades que hi
circulen.
L'aspecte clau respecte la seguretat de la xarxa és l'autenticació. Anteriorment les xarxes
domèstiques utilitzaven l'algorisme WEP, tot i que més tard es va demostrar que aquest tenia
debilitats que permetien obtenir la clau de la xarxa degut a la reutilització del vector d'inicialit-
zació (IV). Actualment la majoria de xarxes domèstiques utilitzen WPAv2, l'algorisme realitza
l'autenticació mitjançant una clau compartida (WPA-PSK), tal com succeïa amb WEP, tot i
que s'ha millorat la seva implementació. D'altra banda, també es possible realitzar la gestió
a través d'un servidor RADIUS utilitzant l'algorisme WPA-Enterprise. Les principals millores
introduïdes a WPA respecte l'algorisme WEP són la utilització de claus dinàmiques i el xifrat
de dades amb l'algorisme AES.
Tot i així, WPA-PSK també presenta algunes vulnerabilitats, com per exemple el fet que
un atacant capturi el paquet de handshake. El handshake només es transmet durant el procés
d'autenticació, que es realitza a l'inici de la connexió d'un dispositiu a la xarxa. Així doncs, per
tal d'esbrinar la clau és necessari capturar el paquet en un instant molt precís. En cas que ja
hi hagin usuaris connectats a la xarxa, l'atacant haurà de realitzar un atac de de-autenticació
per tal que els usuaris connectats tornin a establir connexió i es pugui capturar el paquet de
handshake. Una vegada capturat aquest paquet, es podria realitzar un atac de diccionari per tal
d'aconseguir la clau de la xarxa.
En cas d'èxit, l'atacant accediria a la xarxa Wi-Fi on podria dur a terme diversos atacs com
per exemple Access point spooﬁng o ARP poisoning. Amb aquestes tècniques l'atacant podria
enganyar als diferents dispositius de la xarxa local per tal d'obtenir el trànsit de dades que hi
circula. ﬁns i tot, si la connexió HTTPS al servidor remot es realitzés a través d'un certiﬁcat
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auto-signat, un atacant podria imitar el certiﬁcat original per tal que el dispositiu Android enviï
les dades a un servidor diferent sense sospites.
En cas que la xarxa establís un ﬁltreMAC previ, diﬁcultant l'accés de dispositius no coneguts,
l'atacant podria realitzar un atac de MAC spooﬁng per tal de superar aquest ﬁltre i realitzar les
accions descrites anteriorment.
D'altra banda, WPA-Enterprise no és vulnerable a la captura del paquet handshake per acon-
seguir la clau de xarxa ja que la gestió de claus la realitza el servidor RADIUS sota mecanismes
d'autenticació més complexos. Aquest fet augmenta el nivell de seguretat, tot i que la seva
implementació és complicada i reduiria l'usabilitat i l'accessibilitat a la xarxa per part dels
usuaris sense coneixements tècnics. En conseqüència, no és recomanable la seva utilització en
entorns de PHS atès que els usuaris han de gaudir de les màximes facilitats per tal d'utilitzar-lo
correctament.
Concluint, la clau de la xarxa Wi-Fi és un aspecte fonamental per a la seguretat d'un PHS.
La robustesa de la clau serà la principal defensa davant possibles atacs externs que es puguin
produir.
4.2 Vulnerabilitats associades al dispositiu
4.2.1 Control d'accés
El control d'accés al dispositiu compta amb diversos mecanismes, tot i així cadascun d'ells ofereix
nivells de seguretat diferents i no tots són acceptables. Cal tenir en compte que per a xifrar les
dades del dispostiu, utilitzar connexions VPN o habilitar l'ús del Key Store, només el codi PIN,
el patró o la contrasenya, són mecanismes vàlids per al sistema.
Durant l'elecció del codi només s'estableix la necessitat que aquest tingui una longitud su-
perior a quatre caràcters. Es podria donar el cas que l'usuari deﬁneixi un codi feble si no es
té consciència de la importància d'establir-ne un de robust. Aquest fet té implicacions a l'ho-
ra d'implementar mecanismes de seguretat addicionals ja que la robustesa de tot el sistema
dependrà, en part, de l'elecció que faci l'usuari.
Un clar exemple es troba en l'ús de claus criptogràﬁques del Key Store. Aquestes es xifren
amb la clau master key, que alhora està protegida amb una altra clau derivada del codi d'accés
del dispositiu, tal com s'explica a la secció 2.1.2. La relació entre el control d'accés establert al
dispositiu i la protecció de claus pot comportar deﬁciències de seguretat.
Hi ha nombrosos atacs als quals es podria sotmetre el dispositiu per tal de superar el control
d'accés. Per dur-los a terme, en la majoria de casos cal obtenir privilegis d'administrador en el
dispositiu, aquesta acció es pot realitzar en quasi tots els terminals tot i que serà una complicació
afegida al procés. A l'Annex B es detalla el procés seguit per a obtenir privilegis d'administrador
en una tauleta Sony Xperia Z SGP312.
Per a demostrar la vulnerabilitat del sistema s'ha reproduït un atac on es comprova que el
mecanisme de control d'accés al dispositiu es pot superar eliminant dos ﬁtxers, password.key i
gesture.key, aquests es troben a la ruta /data/system. L'atac també seria possible modiﬁcant in-
situ dos camps de la base de dades (aquests varien segons el mecanisme de protecció establert).
Donada la circumstància que l'atacant no vulgui modiﬁcar les bases de dades del dispositiu ni
eliminar els ﬁtxers .key, es podria obtenir el hash del codi d'accés i posteriorment realitzar un
atac de força bruta. Aquest últim cas pot ser més difícil de dur a terme i el temps requerit depèn
del tipus i la longitud de codi establert.
Concluint, ens trobem davant una vulnerabilitat del sistema que no pot ser contrarestada
actualment. Davant aquesta manca de seguretat, s'observa la importància d'eliminar tota relació
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entre la clau mestra i el codi de control d'accés ja que aquest darrer mecanisme no és prou segur.
4.2.2 Control d'accés a l'aplicació
L'aplicació mòbil de MADep no inclou cap tipus de mecanisme que permeti controlar l'accés a
les dades que gestiona el PHS, aquest fet vulnera els objectius del PHS en termes de privacitat i
seguretat. En cas que l'usuari no hagi introduït un mecanisme de protecció d'accés al dispositiu,
qualsevol persona podria accedir a les dades que gestiona el PHS.
Els dispositius mòbils actualment són concebuts per a diferents ﬁnalitats, com per exemple
telèfon mòbil personal o d'empresa, entreteniment, suport visual, etc. Cal tenir en compte que
l'usuari pot utilitzar-lo en altres entorns, i per tant podria produir-se la pèrdua o robatori del
terminal. A més a més, el dispositiu podria ser utilitzat per més d'una persona a la llar del
pacient, de manera que qualsevol dels usuaris podria accedir lliurement a la informació.
D'altra banda, els objectes tecnològics són molt valorats pels lladres ja que són els que tenen
millor acollida en el mercat il·legal. Així doncs, en cas de robatori les dades clíniques serien
accessibles per part de terceres persones. Portant aquest cas a l'extrem, ﬁns i tot es podria
donar el cas que el mòbil del robatori fós l'accés a aquest tipus d'informació.
En tots aquests casos, i altres que s'hi assimilin, és necessari garantir que el contingut de
l'aplicació només serà accessible pels usuaris d'aquesta.
4.2.3 Xifrat de la base de dades local
L'aplicació inicial no inclou mecanismes de xifrat de la informació. Aquest cas és encara més
crític que l'anterior ja que té afectació independentment de que s'executi o no l'aplicació. Tal i
com s'ha explicat en el capítol 2, la connexió USB és un dels principals mecanismes per a dur a
terme accions amb el dispositiu, ja sigui per a inspeccionar-lo o bé per a manipular la informació
que aquest conté.
El fet de no disposar d'un mecanisme que xifri les dades tractades per l'aplicació genera
noves amenaces vers la privacitat i la seguretat. Si bé en el cas anterior es podia visualitzar la
informació a través de la interfície d'usuari, en aquest cas ﬁns i tot es podria extreure el registre
que es troba en una base de dades SQLite. Per fer-ho, només caldria utilitzar l'ADB a través de
la connexió USB i copiar el ﬁtxer .SQL emmagatzemat al directori de l'aplicació. Posteriorment,
amb el programari adequat es podria consultar la informació.
Cal tenir en compte que l'accés a aquestes dades requereix haver superat les mesures de
seguretat relatives al control d'accés del dispositiu i a la connexió ADB-USB. L'accés al directori
de l'aplicació requerirà també l'ús d'un usuari root.
4.2.4 Utilització de comunicacions insegures
Atès que poden existir vulnerabilitats a la xarxa en la qual opera el PHS, és important dotar
de seguretat addicional al sistema, com per exemple la utilització d'una VPN o protocols de
comunicació segura. L'ús d'una connexió insegura permetria que els atacants capturessin la
informació en text-clar en cas de realitzar un atac Man in the Middle o escoltes a la xarxa.
El projecte inicial té en compte el xifrat de la informació durant l'enviament d'aquesta al
servidor central. En aquest cas, la tramesa d'informació per part de l'aplicació Android es
realitza a través d'una connexió HTTPS.
Durant les comunicacions HTTPS s'estableix un acord entre ambdues parts de manera que
es xifra la connexió utilitzant una clau que només es coneguda per les entitats que estableixen la
connexió, d'aquesta manera, en cas que l'atacant capturés els paquets que circulin per la xarxa,
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aquests es trobarien xifrats i no seria possible obtenir les dades. En el desenvolupament del
projecte MADep s'inclou la creació d'un certiﬁcat auto-signat del servidor per tal de realitzar
connexions segures al lloc web a través del dispositiu mòbil.
(a)
(b)
Figura 4.1: Captura d'un paquet mitjançant Wireshark. Enviament amb el protocol HTTP (a)
i HTTPS (b)
Tot i proporcionar una connexió segura entre el dispositiu Android i el servidor, l'actual imple-
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mentació de MADep no ofereix cap mecanisme de protecció durant l'enviament d'informació per
part dels sensors al terminal mòbil. Aquesta vulnerabilitat deix sense efectes pràctics l'actuació
de seguretat descrita anteriorment ja que l'atacant podria obtenir les dades del PHS realitzant
atacs o escoltes a la xarxa que comunica els sensors i el dispositiu mòbil, des d'on s'efectuen
connexions no segures. Amb aquesta vulnerabilitat es demostra la importància d'assegurar totes
les connexions que intervenen en el desenvolupament d'un PHS.
4.2.5 Inspecció del codi font
Quan es realitza la compilació d'un programa informàtic, el codi d'aquest es tradueix d'un
llenguatge de programació a un altre, de manera que la màquina que l'executa sigui capaç
d'interpretar-lo. Amb el procés de decompilació, en cas que de tenir a l'abast un paquet APK,
es pot d'obtenir el codi font de l'aplicació en un llenguatge d'alt nivell i entenedor per a les
persones. Així doncs, la inspecció del codi font és un risc que cal tenir en compte durant el
desenvolupament atès que es podria estudiar la implementació del codi de l'aplicació per tal de
realitzar atacs que superin les mesures de seguretat establertes.
Existeix programari que permet diﬁcultar aquesta tasca ofuscant el codi de manera que aquest
sigui pràcticament incomprensible en cas de realitzar un procés de decompilació. L'ofuscació
permet renombrar els recursos d'un codi per tal de fer més difícil la seva comprensió. A més
a més, també permet reduir la mida del paquet APK ja que s'eliminen elements i objectes
innecessaris durant l'execució.
S'ha comprovat que MADep no està protegit vers el procés de decompilació ja que la con-
ﬁguració del ﬁtxer Manifest té activada per defecte l'opció android:allowBackup. Inspeccionant
el codi, s'observa que no és convenient enregistrar informació sensible en text-clar, com per ex-
emple contrasenyes o claus privades, ja que d'aquesta manera es posa en perill la seguretat de
l'aplicació. Per tal de solucionar aquesta problemàtica es considerarà l'ús de ProGuard. L'eina
està disponible a la seva pàgina web i està inclosa a l'entorn de programació d'Eclipse.
4.2.6 Mal funcionament de l'aplicació Android
L'API de la plataforma Android [5] està en constant desenvolupament per tal d'oferir millores
en la utilització i el rendiment de les aplicacions. Aquests canvis es produeixen a mesura que es
van descobrint errades o es produeixen millores en la implementació de les classes publicades a
la documentació oﬁcial. És important desenvolupar l'aplicació utilitzant la versió de l'API més
recent, sempre que això no afecti a la compatibilitat amb els dispositius.
Una implementació del codi poc optimitzada comporta un baix rendiment de l'aplicació,
fet que disminueix la seva usabilitat i en conseqüència, la seva acceptació entre els usuaris.
Addicionalment, si l'aplicació funciona incorrectament i/o malgasta recursos del sistema, aquest
en pot aturar la seva execució. Davant una aturada inesperada, la conseqüència més greu és
que es produeixi una denegació de servei, d'aquesta manera el PHS no compliria les funcions
per les quals ha estat programat, interferint de manera notòria durant el procés de comunicació
amb els sensors, el centre mèdic o ambdós alhora. La documentació oﬁcial recull un conjunt de
best-practices [5] per tal d'aconsellar sobre el procés de programació idoni de les aplicacions, tot
i que també es poden trobar recursos semblants en organitzacions especialitzades en matèria de
seguretat [19].
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5 Proposta d'inclusió de mecanismes de
protecció
En aquest capítol es descriuen les tècniques i els mecanismes de protecció desenvolupats per tal
de combatre les vulnerabilitats i amenaces implícites en un PHS.
Primerament, cal tenir en compte la versió mínima que requerirà la plataforma Android.
Tècnicament, l'aplicació es pot executar en dispositius amb versió 4.0 o superior, d'altra banda,
les errades de seguretat que contenen les versions 4.0 - 4.3 fan inviable la utilització d'aquests
dispositius en l'entorn d'un PHS.
Així doncs, es proposa la utilització de terminals amb la versió 4.4, és a dir, la més recent del
mercat. Aquest factor pot ser un handicap en la implementació del PHS atès que actualment
només un 17.9% dels telèfons i les tauletes utilitzen aquesta versió (ﬁgura 5.1). Tot i això,
cal tenir en compte que hi ha dispositius que podrien actualitzar el seu programari per tal
d'adaptar-se a aquest requeriment, per tant, aquest percentatge augmentaria.
Figura 5.1: Informació sobre l'ús de les diferents versions d'Android (12-08-2014) [5]
5.1 Control d'accés a l'aplicació
A banda del control d'accés ofert pel dispositiu, s'ha introduït un control d'accés addicional a
l'aplicació TAMESIS. D'aquesta manera es reforça la seguretat durant la consulta de les dades
del PHS a través de la interfície d'usuari.
Durant el procés de registre, el pacient ha d'introduir l'identiﬁcador numèric i la contrasenya
del seu compte. Les credencials s'emmagatzemen en una base de dades SQLite que conté l'ID,
el hash de la contrasenya (SHA-256), i la sal utilitzada per a calcular la funció resum. La base
de dades que conté les credencials no està xifrada i es desa dins el directori de l'aplicació, per
tant, no serà accessible per part d'altres usuaris i/o aplicacions, exceptuant el cas de l'usuari
root.
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La funció de hash genera una cadena alfanumèrica de longitud ﬁxa a partir d'una informació
d'entrada. L'algorisme és unidireccional, així doncs, no es pot obtenir la informació inicial a
partir del resultat, i per tant, s'estableix un control d'accés segur on es protegeixen les credencials
ja que en cap moment s'emmagatzema la contrasenya introduïda per l'usuari, sinó la seva funció
de hash. D'aquesta manera, en cas que un atacant accedeixi a la base de dades, no es descobriran
les contrasenyes dels pacients.
Figura 5.2: Diagrama de blocs de la funció de hash utilitzada en el control d'accés de l'aplicació
Per tal de garantir la no-repetició d'un hash davant l'ús d'un mateix missatge d'entrada es
fa ús de la sal [20], un conjunt de bits aleatoris (ﬁgura 5.3). En el cas de TAMESIS, cada
usuari tindrà un identiﬁcador i una sal única. La sal també proporciona una millor defensa vers
possibles atacs de força bruta, atacs de diccionari i utilització de taules de hash pre-computades.
Durant la realització d'aquests atacs, es compara el hash emmagatzemat a la base de dades amb
el hash obtingut a partir de l'atac, si ambdós coincideixen, la contrasenya és descoberta, en cas
contrari caldrà persistir amb l'atac.
Figura 5.3: La sal permet obtenir diferents resultats de hash davant una mateixa entrada
En els atacs de força bruta es realitza un càlcul computacional de manera que es proven
totes les possibles contrasenyes ﬁns trobar-ne la solució, en cas que sigui possible. Si la sal es
manté secreta i fora de l'abast de l'atacant, s'introdueixen més possibles combinacions durant la
realització de l'atac, d'aquesta manera el temps i l'esforç necessari per a obtenir la clau és molt
més elevat.
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En els atacs de diccionari es realitza un càlcul computacional de manera que es proven les
contrasenyes amb més probabilitat de ser utilitzades, aquestes són emmagatzemades en un dic-
cionari que s'utilitza per al càlcul iteratiu durant la realització de l'atac.
No hi ha cap manera de prevenir els dos atacs descrits anteriorment, tot i que l'ús de la sal
pot diﬁcultar-ne el seu èxit sempre que l'atacant no la tingui al seu abast. La implementació
realitzada a TAMESIS no emmagatzema de forma secreta la sal, per tant, en cas que l'atacant
obtingui el ﬁtxer SQLite que conté les credencials i decideixi realitzar un atac de força bruta
o de diccionari, el temps necessari per a obtenir la clau dependrà només de la robustesa de la
clau. Aquesta implementació hauria de ser millorada en futures versions de l'aplicació tenint en
compte les característiques de seguretat que ofereix la plataforma.
D'altra banda, la sal oferirà una millor defensa davant l'ús de taules de hash pre-computades
(ﬁgura 5.4). Amb la realització d'aquest atac, es consulta el hash que es vol trencar dins un
conjunt de resultats emmagatzemats. Si el hash existeix a la taula, l'atacant obtindrà el missatge
que l'ha produït, en cas contrari, caldrà persistir amb l'atac. L'ús d'aquestes taules requereix
un esforç computacional inicial per a la seva creació, tot i que el temps necessari per a obtenir
un nombre indeterminat de claus és menor, sempre que aquestes estiguin incloses a la taula.
La utilització de la sal és una mesura molt efectiva per tal de contrarestar l'ús de les taules
pre-computades ja que l'atacant haurà de construir una taula per a cada una de les sals existents
a la base de dades, tenint en compte el temps i la despesa computacional que això comporta. A
més a més, en cas que l'atac sigui exitós, el trencament d'un hash no afectarà la seguretat de la
resta de hash emmagatzemats a la base de dades. Així doncs, davant la hipòtesi que un atacant
descobreixi la contrasenya d'un usuari concret, tot i tenir accés a la base de dades no serà capaç
d'esbrinar la resta de claus immediatament i haurà de construir una nova taula tenint en compte
la sal utilitzada.
Figura 5.4: Il·lustració de l'ús d'una taula de hash pre-computada
Tot i que la utilització d'aquests mecanismes protegeixen degudament les claus dels usuaris,
cal tenir en compte que el primer pas per garantir la seguretat és construir una contrasenya
robusta. La clau hauria de complir les següents característiques:
• Ha de tenir una longitud mínima de 8 caràcters
• Ha de contenir lletres en majúscula, lletres en minúscula, dígits i caràcters especials (!, #,
*, -, ¾ ...)
• No ha de contenir noms reals ni ﬁcticis. Tampoc part d'aquests.
• No ha d'incloure informació personal
• No ha d'estar formada per paraules que estiguin incloses en un diccionari, de qualsevol
idioma
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• No ha d'estar establerta a partir de nombres i/o lletres adjacents al teclat
A més a més, cal recordar que la clau d'accés al dispositiu hauria de ser diferent de la clau
utilitzada per a accedir a l'aplicació; en cas contrari, si l'atacant és capaç d'esbrinar la primera,
serà capaç d'accedir a les dades que gestiona el PHS.
Tot seguit es mostra el codi desenvolupat per dur a terme el registre d'un pacient a l'aplicació.
Durant el procés de registre del pacient es comproven les dues primeres característiques descrites
anteriorment, en cas que no es compleixin es demanarà a l'usuari que modiﬁqui la contrasenya
proposada per a protegir el seu compte.
1 /∗∗
2 ∗ AsyncTask used to i n s e r t pa t i en t data in to databases (2 ) and Keystore .
3 ∗ AsyncTask<Str ing , Void , Str ing>
4 ∗/
5 pub l i c c l a s s InsertPacientToDB extends AsyncTask<Str ing , Void , Str ing> {
6 St r ing message ;
7 S t r ing s a l t = nu l l ;
8 S t r ing hash = nu l l ;
9
10 /∗∗
11 ∗ Tasks done when the AsyncTask i s executed . I f a l l the s t ep s are
12 ∗ r e a l i s e d proper ly , we send data to the s e r v e r through the s e r v i c e
13 ∗/
14 protec ted St r ing doInBackground ( St r ing . . . params ) {
15
16 /∗ I f the user_id doesn ' t e x i s t in Key Store , i n s e r t the new
17 pat i en t data in to the PatientDB_userid ∗/
18
19 i f ( ! myDbUsers . u s e rEx i s t s ( params [ 0 ] )
20 && ! sm . i sA l i a s I nKey s t o r e ( params [ 0 ] ) ) {
21 try {
22 //Generate a random s a l t f o r THIS user
23 s a l t = sm . gene ra t eSa l t ( ) ;
24 Log . d(TAG, " Sa l t : " + s a l t ) ;
25 // Ca l cu la te user hash−password us ing the s a l t and the suggested
password
26 hash = sm . ca l cu la teHash ( params [ 1 ] , s a l t ) ;
27 Log . d(TAG, "Hash : " + hash ) ;
28 //Generate a random AESKey f o r THIS user and s t o r e the key in Keystore
29 sm . generateAESKey ( params [ 0 ] ) ;
30 // I n s e r t UserID , password−hash and s a l t i n to database ( f o r c r e d e n t i a l s )
31 myDbUsers . insertNewUser ( params [ 0 ] , hash , s a l t ) ;
32 } catch ( Exception e ) {
33 Log . e (TAG, "Error InsertToPatientDb ( ) " ) ;
34 e . pr intStackTrace ( ) ;
35 message = "Error i n s e r t i n g pac i ent in to database " ;
36 }
37 try {
38 //Open or c r e a t e the database that conta in s pac i ent ' s i n f o
39 myDbHelper . open ( params [ 1 ] ) ;
40 // I n s e r t the pac i ent ' s i n f o in to database
41 myDbHelper . insertNewPat ient ( pat i ent Id , patientName ,
42 patientSurname1 , patientSurname2 , pa t i en tA l i a s ,
43 pat ientBirthday , patientMainCause ,
44 patientHasCouple , patientHasEmployment ) ;
45
46 message = "User r e g i s t e r e d " ;
47 } catch ( Exception e ) {
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48 message = "Error i n s e r t i n g pac i ent in to database " ;
49 Log . e (TAG, "Error InsertToPatientDb ( ) " ) ;
50 e . pr intStackTrace ( ) ;
51 }
52
53 // Cal l the s e r v i c e f o r sending i n f o to the Server
54 sendDataAndGoBack ( ) ;
55 } e l s e {
56 message = "User a l r eady e x i s t s " ;
57 }
58
59 return message ;
60
61 }
62
63 /∗∗
64 ∗ Tasks done onPostExecute . Show the message in the main GUI thread
65 ∗/
66
67 protec ted void onPostExecute ( S t r ing r e s u l t ) {
68 // Close the database that conta in s pac i ent ' s i n f o
69 Toast . makeText ( NewPatient . th i s , r e su l t , Toast .LENGTH_SHORT)
70 . show ( ) ;
71 }
Per comprovar que la contrasenya proposada compleix les característiques requerides, es fa ús
de la funció isValidPassword().
1 /∗∗
2 ∗ Check whether the password meets the c r i t e r i a or not At l e a s t e i gh t
3 ∗ cha ra c t e r s : one LowerCase , one UpperCase , one Dig it , one s p e c i a l
4 ∗ cha rac t e r
5 ∗
6 ∗ @param Str ing
7 ∗ Password input
8 ∗ @param Str ing
9 ∗ Sa l t input
10 ∗ @return St r ing Return true i f the password meets the c r i t e r i a
11 ∗/
12 pub l i c boolean isVal idPassword ( St r ing password ) {
13
14 boolean upper = f a l s e ;
15 boolean lower = f a l s e ;
16 boolean d i g i t = f a l s e ;
17 boolean s p e c i a l = f a l s e ;
18
19 i f ( password . l ength ( ) < 8) {
20 return f a l s e ;
21 } e l s e {
22 char c ;
23 f o r ( i n t i = 0 ; i < password . l ength ( ) ; i++) {
24 c = password . charAt ( i ) ;
25 i f ( Character . isLowerCase ( c ) ) {
26 lower = true ;
27 }
28 i f ( Character . isUpperCase ( c ) ) {
29 upper = true ;
30 }
31 i f ( Character . i sD i g i t ( c ) ) {
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32 d i g i t = true ;
33 }
34 i f ( ! Character . i sL e t t e rOrD ig i t ( c ) ) {
35 s p e c i a l = true ;
36 }
37 }
38
39 i f ( ! upper | | ! lower | | ! d i g i t | | ! s p e c i a l ) {
40 re turn f a l s e ;
41 }
42 }
43 return true ;
44 }
Durant el procés d'autenticació es demana l'ID i la contrasenya del pacient. Un cop intro-
duïdes aquestes dades, es comprova que l'ID existeix i es calcula el hash de la contrasenya
utilitzant la sal assignada a l'usuari. En cas que el càlcul de la funció coincideixi amb el resultat
del hash emmagatzemat a la base de dades, l'usuari tindrà accés a l'aplicació, en cas contrari se
li denegarà l'accés (ﬁgura 5.5). Tot seguit es mostra el codi desenvolupat per a comprovar les
credencials d'accés.
Figura 5.5: Procés d'autenticació utilitzant la funció de hash
1 /∗∗
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2 ∗ AsyncTask used to execute l o g i n f u n c t i o n a l i t y AsyncTask<Str ing , Void ,
3 ∗ Str ing>
4 ∗/
5 pub l i c c l a s s doLogin extends AsyncTask<Str ing , Void , Str ing> {
6
7 St r ing message ;
8 S t r ing test_hash ;
9 St r ing hash ;
10 St r ing s a l t = nu l l ;
11 boolean r e s u l t = f a l s e ;
12
13 /∗∗
14 ∗ Tasks done when the AsyncTask i s executed . I f checkLogin ( ) r e tu rn s
15 ∗ true , we i n i t i a t e Pa t i e n t I n t e r f a c e
16 ∗/
17 protec ted St r ing doInBackground ( St r ing . . . params ) {
18
19 i f ( ! myDbUsers . u s e rEx i s t s ( params [ 0 ] ) ) {
20 message = "User or password i n c o r r e c t " ;
21 } e l s e {
22 // Retr i eve the UserSa l t
23 t ry {
24 s a l t = myDbUsers . r e t r i e v eU s e r S a l t ( params [ 0 ] ) ;
25 Log . d(TAG, " Sa l t user_id : " + s a l t ) ;
26 } catch ( Exception e ) {
27 message = "Login f u n c t i o n a l i t y e r r o r " ;
28 Log . e (TAG, "Error r e t r i e v eU s e r S a l t ( ) " ) ;
29 e . pr intStackTrace ( ) ;
30 }
31 /∗
32 ∗ Calcu la te the hash us ing the entered password . Ret r i eve the
33 ∗ hash s to r ed in the UsersDatabase . I f hashes are equal , l o g i n
34 ∗ i s v a l i d . I f hashes are not equal , l o g i n i s not va l i d .
35 ∗/
36 try {
37 test_hash = sm . ca l cu la teHash ( params [ 1 ] , s a l t ) ;
38 Log . d(TAG, "Test hash : " + test_hash ) ;
39 hash = myDbUsers . retrieveUserPwdHash ( params [ 0 ] ) ;
40 Log . d(TAG, "Hash : " + hash ) ;
41 i f ( hash . equa l s ( test_hash ) ) {
42 message = "Login s u c c e s s f u l " ;
43 startTAM () ;
44 } e l s e {
45 message = "User or password i n c o r r e c t " ;
46 }
47 } catch ( Exception e ) {
48 message = "Login f u n c t i o n a l i t y e r r o r " ;
49 Log .w(TAG, "Error ca l cu la teHash ( ) or retrieveUserPwdHash ( ) " ) ;
50 e . pr intStackTrace ( ) ;
51 }
52 }
53
54 return message ;
55
56 }
57
58 /∗∗
59 ∗ Tasks done when doInBackground i s f i n i s h e d Show the message r e s u l t i n g
60 ∗ o f the l o g i n p roce s s
39
61 ∗/
62 protec ted void onPostExecute ( S t r ing r e s u l t ) {
63 Toast . makeText (myCtx , r e su l t , Toast .LENGTH_SHORT) . show ( ) ;
64
65 }
El càlcul del hash i la sal es realitza amb les funcions calculateHash() i generateSalt().
1 /∗∗
2 ∗ Generate a random s a l t
3 ∗ @return St r ing Return the s a l t us ing Base64 . encodeToString method
4 ∗/
5 pub l i c S t r ing gene ra t eSa l t ( ) {
6 SecureRandom random = new SecureRandom ( ) ;
7 byte [ ] s a l t = new byte [SALT_LENGTH] ;
8 random . nextBytes ( s a l t ) ;
9
10 re turn Base64 . encodeToString ( s a l t , Base64 .NO_WRAP) ;
11
12 }
13 /∗∗
14 ∗ Hash func t i on us ing input parameters
15 ∗
16 ∗ @param Str ing
17 ∗ Password input
18 ∗ @param Str ing
19 ∗ Sa l t input
20 ∗ @return St r ing Return the hash us ing Base64 . encodeToString method
21 ∗/
22 pub l i c S t r ing ca l cu la teHash ( St r ing password , S t r ing s a l t ) {
23 MessageDigest d i g e s t e r ;
24 t ry {
25 d i g e s t e r = MessageDigest . g e t In s tance ( "SHA−256" ) ;
26 St r ing message = password . concat ( s a l t ) ;
27 d i g e s t e r . update ( message . getBytes ( ) ) ;
28 byte messageDigest [ ] = d i g e s t e r . d i g e s t ( ) ;
29
30 return Base64 . encodeToString ( messageDigest , Base64 .NO_WRAP) ;
31 } catch ( NoSuchAlgorithmException e ) {
32 // TODO Auto−generated catch block
33 e . pr intStackTrace ( ) ;
34 }
35 return nu l l ;
36 }
Malgrat que hi ha nombroses solucions per tal d'implementar un control d'accés centralitzat,
s'ha preferit realitzar aquest control localment, sense necessitat d'establir connexió a un servidor
remot que autentiqui els usuaris. Aquesta solució permet consultar la interfície del PHS amb
independència de tenir connexió a la xarxa, garantint així l'autonomia del sistema.
S'ha preferit emmagatzemar la contrasenya utilitzant la funció de hash enlloc d'utilitzar un
mecanisme de xifrat ja que en el darrer cas es podria desxifrar la contrasenya en cas d'obtenir la
clau de xifrat. En canvi, amb la funció de hash aquest fet no és possible ja que no s'emmagatzema
en cap moment la contrasenya, només es realitza una comparació entre diferents resultats de la
funció resum.
Cal considerar que en ambdós casos estem exposats a atacs de diccionari i/o força bruta
en cas que l'atacant obtingui el ﬁtxer SQLite que conté les credencials. En qualsevol cas, el
funcionament de l'aplicació no es veuria afectat durant el seu ús ja que l'atac s'hauria de dur a
40
terme en dispositius externs, com per exemple un ordinador. Tot i no implementar-se en la versió
actual, l'aplicació podria requerir modiﬁcar la contrasenya temporalment, d'aquesta manera en
cas que un atacant descobreixi les credencials, aquestes no seran vàlides. La periodicitat amb
la qual s'hauria de canviar la contrasenya dependrà del temps necessari per realitzar amb èxit
l'atac a la base de dades que conté les credencials.
Mecanismes addicionals
S'ha establert un time-out de sessió. D'aquesta manera, si l'aplicació està inactiva durant cinc
minuts es tancarà la sessió associada a l'ultim usuari autenticat.
El control d'accés augmenta la seguretat de l'aplicació Android però en disminueix la facilitat
d'ús per part dels usuaris. La complexitat de la contrasenya requerida per l'aplicació diﬁculta
la seva memorització, i resulta una molèstia per a aquells usuaris que no estiguin familiaritzats
amb les noves tecnologies.
Tenint en compte aquesta situació, s'ha habilitat un mecanisme alternatiu, a mode de prova,
que llegeix un codi QR que conté la contrasenya de l'usuari. D'aquesta manera el pacient només
haurà d'acostar la targeta que l'identiﬁca, l'aplicació en farà la lectura i li permetrà l'accés en cas
que les credencials siguin correctes. L'ús d'aquest mètode garanteix l'aleatorietat i la robustesa
de les credencials ja que aquestes serien generades per un ordinador en lloc de ser escollides
per l'usuari. D'altra banda, l'autenticació és més senzilla per a l'usuari, per tant, es millora la
usabilitat de l'aplicació, complint així un dels objectius del projecte TAMESIS [21].
Aquesta funcionalitat és una primera aproximació als sistemes d'autenticació alternatius,
anàlogament es podrien utilitzar altres tècniques semblants com per exemple l'NFC o bé l'ús de
paràmetres biomèdics. L'ús del lector QR s'ha introduït com a millora puntual de la usabilitat.
La integració dins el projecte s'ha dut a terme a partir de dues classes Java disponibles al codi
GitHub ZXing, IntentIntegrator.java i IntentResult.java [22]. Aquestes dues classes gestionen la
crida a una aplicació anomenada Barcode Scanner que llegeix el codi a través de la càmera del
dispositiu i en retorna el resultat a l'aplicació original.
Cal destacar que no s'ha fet un estudi sobre la seguretat en mecanismes d'autenticació alter-
natius. A més a més, la funcionalitat implementada fa ús d'una aplicació dissenyada per tercers.
En cas de voler utilitzar un sistema semblant a aquest, caldria desenvolupar un disseny propi
que garantís la gestió segura de les credencials.
5.2 Xifrat de dades
Android disposa d'una API que permet xifrar dades de manera segura sempre i quan s'utilitzin
les classes de suport adequades i es garanteixi una correcta implementació del codi de l'aplicació.
A continuació es mostren les actuacions que s'han dut a terme en aquest camp tenint en compte
que s'han utilitzat projectes de codi obert existent a la xarxa.
5.2.1 Base de dades local
Per tal de mostrar la informació que gestiona el PHS sense necessitat de tenir connexió a
Internet, l'aplicació emmagatzema localment en un ﬁtxer SQLite la informació del pacient i les
dades rebudes pels diferents sensors, posteriorment la informació s'envia al servidor central. El
ﬁtxer es troba dins el directori de l'aplicació.
Davant la necessitat de garantir la privacitat i la conﬁdencialitat de la informació, es destaquen
dues possibles solucions. Xifrar les dades camp a camp o bé xifrar el ﬁtxer que conté la base de
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dades. Tot i que ambdues solucions són vàlides pel propòsit que es vol aconseguir, s'ha optat per
la segona opció ja que realitzant lleugeres modiﬁcacions al codi de l'aplicació original es podrà
aconseguir l'objectiu sense complicar excessivament la implementació del codi font existent.
L'API d'SQLite deﬁnida a Android no contempla el xifrat de la base de dades .sql, així
doncs, s'ha hagut de recórrer al projecte SQLCipher [23]. Aquest projecte, de codi obert, és una
extensió de seguretat d'SQLite [24].
El projecte de SQLCipher pretén resoldre les mancances de l'API oﬁcial proveint el xifrat de
la base de dades SQLite de manera transparent. El xifrat i desxifrat del ﬁtxer .sql es realitza a
mesura que es necessita accedir a la base de dades per part d'algun element de l'aplicació.
Figura 5.6: Imatge demostrativa del projecte SQLCipher [23]
Les principals característiques de seguretat que presenta el projecte SQLCipher són:
• Utilitza l'algorisme AES-CBC de 256 bits. Suporta el canvi de la clau de xifrat.
• Cada database page es xifrada individualment
• Cada database page té el seu propi vector d'inicialització (IV). El IV és generat a través
de l'OpenSSL i és emmagatzemat al ﬁnal de cada pàgina. Els IV són regenerats en cada
escriptura, així doncs no es re-utilitzen els vectors d'inicialització.
• Cada pàgina inclou un codi d'autenticació de la clau de xifrat (HMAC_SHA1) i el IV al
ﬁnal d'aquesta. Aquest codi és revisat en cada procés de lectura per tal de controlar si
s'ha produït alguna manipulació d'aquests elements. En cas aﬁrmatiu, es retornarà un
error de lectura per tal d'evitar atacs al mecanisme de xifrat.
• Quan s'inicialitza una base de dades a partir d'una contrasenya s'utilitza una derivació de
tipus PBKDF2 amb 64000 iteracions. Cada base de dades s'inicialitza amb una única sal,
per tant, es garanteix que en cas d'existir dues bases de dades amb la mateixa contrasenya,
aquestes no tindran la mateixa clau de xifrat.
• La clau utilitzada per a calcular el codi HMAC de cada pàgina és diferent de la clau de
xifrat. La primera es deriva de la clau de xifrat utilitzant el mecanisme PDKDF2 amb 2
iteracions i una variació de la sal assignada a la base de dades.
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• La base de dades conté dades aleatòries quan es troba xifrada.
• SQLCipher no implementa el seu propi xifrat, utilitza l'eina OpenSSL per dur a terme
totes les accions referents a la criptograﬁa.
La integració dins la nostra aplicació s'ha realitzat amb el projecte SQLCipher for Android
seguint els passos que es descriuen a la pàgina web. Abans de realitzar qualsevol acció amb la
base de dades cal carregar les llibreries natives d'Android i crear la base de dades utilitzant els
mètodes següents:
SQLiteDatabase.loadLibs(this);
DataDbAdapter myDbHelper = new DataDbAdapter(this, user_id);
myDbHelper.getWritableDatabase(password);
A la implementació de MADep es va crear una classe anomenada DataDbAdapter que realitza
la interacció amb la base de dades SQLite a través de les classes DatabaseHelper i SQLiteOpen-
Helper. A TAMESIS s'ha redeﬁnit el constructor de la classe DatabaseHelper per tal d'especiﬁcar
quin és l'usuari de la base de dades, per fer-ho s'utilitza el paràmetre user_id, d'aquesta manera
l'aplicació crea o obre el ﬁtxer PatientDB_X que es troba xifrat amb la contrasenya correspo-
nent. L'accés a la base de dades es realitza amb el mateix mètode que es descriu a l'API oﬁcial
(getWritableDatabase()), tot i així s'ha substituït la classe SQLiteOpenHelper de l'API oﬁcial
per la de l'API de SQLCipher. D'aquesta manera s'aconsegueix implementar el xifrat de la base
de dades utilitzant el paràmetre password.
Una vegada ﬁnalitzada la implementació, s'han dut a terme algunes veriﬁcacions per tal de
comprovar que la solució escollida ofereix les garanties de seguretat desitjades. Així doncs, s'ha
extret el ﬁtxer PatientDB_1 del directori de l'aplicació atès que es disposa d'un usuari root al
dispositiu i s'ha examinat la base de dades a través del terminal de Linux.
Primerament s'ha constatat que el ﬁtxer no pot ser obert amb cap eina comuna, com per
exemple SQLite3, ja que el ﬁtxer es troba xifrat.
%>sqlite3 PatientDB_1
%SQLite version 3.7.9 2011-11-01 00:52:41
%Enter ".help" for instructions
%Enter SQL statements terminated with a ";"
%sqlite> pragma key = 'password';
%sqlite> select * from patient;
%Error: file is encrypted or is not a database
Posteriorment, una vegada instal·lat el programari de SQL Cipher que permet tractar els
ﬁtxers xifrats, s'ha comprovat que aquest tampoc és accessible en cas d'introduir una contrasenya
incorrecta.
%>sqlcipher PatientDB_1
%SQLCipher version 3.8.4.3 2014-04-03 16:53:12
%Enter ".help" for instructions
%Enter SQL statements terminated with a ";"
%sqlite> pragma key = 'wrong_password';
%sqlite> select * from patient;
%Error: file is encrypted or is not a database
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Finalment, es veriﬁca que en cas d'utilitzar la contrasenya adequada, la base de dades és
accessible i els seus continguts es poden consultar mitjançant les comandes del llenguatge SQLite.
%sqlcipher PatientDB_1
%SQLCipher version 3.8.4.3 2014-04-03 16:53:12
%Enter ".help" for instructions
%Enter SQL statements terminated with a ";"
%sqlite> pragma key = 'password';
%sqlite> select * from patient;
%1|1|Enric|Jodar|Ciurana|enjoci|5 -20 -1992|Recovering|Yes|Yes|not_sent
L'ús de la base de dades xifrada no afecta a l'ús regular de l'aplicació per part de l'usuari.
D'altra banda, en cas de perdre o oblidar la clau de xifrat de la base de dades aquesta seria
irrecuperable.
En aquest cas, per a recuperar les dades s'hauria de descarregar la base de dades emmagatze-
mades al servidor central i reconstruir-ne una de nova amb una altra contrasenya. Actualment
aquesta funcionalitat no es troba implementada a l'aplicació, prèviament s'hauria de dur a terme
un estudi sobre la seguretat del procés de manera que només l'usuari afectat pugui recuperar les
dades.
5.2.2 Intents
Tal com s'ha comentat a la secció 5.1, la contrasenya de l'usuari no s'emmagatzema al dispositiu.
Atès que l'aplicació necessita accedir a la base de dades des de diferents components, i tenint en
compte que el ﬁtxer .sql només és accessible en cas de conèixer la contrasenya, ha estat necessari
desenvolupar un sistema que permeti intercanviar la contrasenya, de forma segura, entre els
diferents components que conformen l'aplicació.
L'API d'Android contempla que hi hagi un intercanvi d'informació entre les activitats i els
serveis que formen part d'una aplicació. Aquesta tasca es realitza mitjançant l'Intent, qui a
través de missatges interns, permet la comunicació intrínseca de l'aplicació. Hi ha dos tipus
d'Intents, els implícits i els explícits [5].
Els primers no deﬁneixen el seu receptor especíﬁcament mentre que els segons sí ho fan. Amb
l'ús d'Intents explícits s'evita que activitats, serveis i/o aplicacions no desitjades rebin la in-
formació que es transmet. Aquesta és una diferència substancial tenint en compte que a través
dels Intents s'enviarà informació sensible com ara l'identiﬁcador de l'usuari o la seva contrasenya.
La declaració d'ambdós tipus d'Intents és diferent, tal i com s'observa a continuació.
Intent iStart = new Intent(); /* Intent implícit */
Intent iStart = new Intent(this, PatientInterface.class); /* Intent explícit */
A més d'utilitzar Intents explícits per evitar la captura d'informació sensible transmesa entre
components, s'ha deﬁnit la característica exported="false" per a cadascuna de les activitats i
serveis declarades al ﬁtxer Manifest. D'aquesta manera es té la certesa que altres aplicacions no
podran accedir als components de l'aplicació TAMESIS.
Tot i que segons la documentació oﬁcial aquestes són dues mesures de precaució suﬁcients, s'ha
preferit xifrar les dades dipositades a l'Intent. Així doncs, en cas que una aplicació maligna sigui
capaç de capturar-lo, s'hauria de desxifrar el seu contingut mitjançant una clau (que l'atacant
desconeix), per tant, l'atac serà inútil. El xifrat dels Intents no afectarà l'ús de l'aplicació per
part dels usuaris.
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A la secció 5.3 s'explicarà més detalladament la gestió de la clau de xifrat. Tot seguit es
mostra la implementació del mecanisme descrit.
Figura 5.7: Figura demostrativa del procés d'intercanvi d'informació mitjançant l'Intent
1 /∗∗
2 ∗ Create the Intent po in t ing to the Pat ient I n t e r f a c e (main menu) c l a s s and
3 ∗ s t a r t i t
4 ∗/
5 p r i va t e void startTAM () {
6 Bundle b = new Bundle ( ) ;
7 byte [ ] keyBytes ;
8 S t r ing password = nu l l ;
9 In tent i S t a r t = new Intent ( th i s , Pa t i e n t I n t e r f a c e . c l a s s ) ;
10 Intent iServ i ceRx = new Intent ( th i s , ServiceRx . c l a s s ) ;
11
12 /∗
13 ∗ Retr i eve the key o f the User ( in Keystore ) . Encrypt the password o f
14 ∗ the User us ing h i s key
15 ∗/
16 try {
17 keyBytes = sm . ret r i eveUserKeyInKeystore ( pa t i en t Id ) ;
18 password = sm . encryptAES ( patientPassword , keyBytes ) ;
19 } catch ( Exception e ) {
20 Log . e (TAG, "Error password treatment " ) ;
21 e . pr intStackTrace ( ) ;
22 }
23 Log . d(TAG, "PasswordE : " + password ) ;
24
25 /∗
26 ∗ Put ex t ra s to the Intent : UserID & ciphered password
27 ∗/
28 b . putStr ing ( "user_id " , pa t i en t Id ) ;
29 b . putStr ing ( "password" , password ) ;
30 i S t a r t . putExtras (b) ;
31 iServ i ceRx . putExtras (b) ;
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32
33 s t a r t S e r v i c e ( iServ i ceRx ) ;
34 s t a r tA c t i v i t y ( i S t a r t ) ;
35
36 }
El desxifrat de l'Intent es realitzarà en qualsevol activitat o servei de l'aplicació que requereixi
l'accés a la base de dades xifrada.
1 /∗∗ onCreate method , s t a r t i n g TAMESIS main menu ∗/
2 pub l i c void onCreate ( Bundle savedIns tanceState ) {
3 super . onCreate ( savedIns tanceState ) ;
4
5 myCtx = th i s ;
6
7 // Open MySecurityManager Object
8 sm = new MySecurityManager ( ) ;
9
10 // Pick up the ex t ra s o f the i n t en t
11 myIntent = th i s . g e t In t en t ( ) ;
12 St r ing user_id = myIntent . getExtras ( ) . g e tS t r i ng ( "user_id " ) ;
13 Log . d(TAG, "UserId : " + user_id ) ;
14 St r ing password = myIntent . getExtras ( ) . g e tS t r i ng ( "password" ) ;
15 Log . d(TAG, "PasswordE : " + password ) ;
16
17 /∗
18 ∗ Retr i eve the key o f the User ( in Keystore ) . Decrypt the password o f
19 ∗ the User us ing h i s key . Open the database with the password r e l a t e d
20 ∗ to the user .
21 ∗/
22 try {
23 myDbHelper = new DataDbAdapter ( th i s , user_id ) ;
24 Log . d(TAG, "Password : " + password ) ;
25 password = sm . decryptAES ( password , sm . ret r i eveUserKeyInKeystore ( user_id ) ) ;
26 myDbHelper . open ( password ) ;
27 } catch ( Exception e ) {
28 Log . e (TAG, "Error opening database " ) ;
29 Toast . makeText (myCtx , "Error opening database " , Toast .LENGTH_LONG) . show ( ) ;
30 e . pr intStackTrace ( ) ;
31 }
5.2.3 Dades gestionades pels sensors
D'acord amb les vulnerabilitats esmentades en el capítol anterior, les comunicacions no són
segures durant tot el procés d'intercanvi de dades del PHS. Aquest problema es podria solucionar
utilitzant una VPN que garantís una connexió segura entre els dispositius sensors, el mòbil o
tauleta, i el servidor que controla el centre hospitalari.
Durant aquest estudi s'ha intentat implementar una VPN que es conﬁgurés i actués de forma
transparent per a l'usuari, proveint seguretat i alhora un bon nivell d'usabilitat a l'aplicació.
La utilització d'aquest mecanisme no ha estat possible ja que actualment l'API d'Android no
permet implementar el xifrat de la connexió VPN. A través de la classe VpnService es permet
conﬁgurar els diferents paràmetres de la connexió, en canvi, no hi ha cap mètode amb el qual
es puguin establir els paràmetres de xifrat. Tot i existir API privades que duen a terme la
tasca descrita, aquestes presenten una complicada integració dins el nostre projecte ja que la
informació que hi ha al respecte és escassa.
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Tenint en compte la problemàtica descrita es plantegen diferents opcions: la utilització de la
VPN seguint la conﬁguració habitual a través de la interfície del sistema, establir connexions
amb els sensors segons el protocol SSL, o bé xifrar les dades abans de realitzar l'enviament.
A la primera proposta s'haurien de preconﬁgurar les connexions de la xarxa manualment, a més
a més, en dispositius Android només és possible la utilització d'una única VPN simultàniament.
Així doncs, tot el trànsit del dispositiu circularia per la xarxa privada, independentment de tenir
o no relació amb les dades del PHS. Per tant, l'usuari hauria d'habilitar i inhabilitar la xarxa
privada cada vegada que s'utilitzi el PHS, aquest fet redueix considerablement la facilitat d'ús
del sistema, i per tant, s'ha descartat la seva utilització.
La segona proposta es basa en la utilització de sockets SSL que estableixin seguretat a la
connexió entre dispositius, tal i com es realitza durant l'enviament de dades del dispositiu An-
droid al servidor, on s'utilitza el protocol SSL per a garantir una connexió segura (HTTPS).
Aquesta solució té diﬁcultats en la implantació atès que cada dispositiu Android hauria de tenir
un certiﬁcat vàlid signat per una autoritat de certiﬁcació. De no ser així, no es podria veriﬁcar
la autenticitat del certiﬁcat i per tant, no es podria proporcionar total seguretat a la connexió
entre els sensors i el dispositiu. A més a més, poden existir múltiples dispositius amb l'aplicació
TAMESIS instal·lada, així doncs cada un d'ells hauria de disposar d'un certiﬁcat propi. La
gestió d'aquesta proposta és inviable tenint en compte el nombre de terminals existents al mer-
cat. Degut a les diﬁcultats en la implementació de la primera i la segona proposta, s'ha decidit
implementar la tercera solució a través d'un mecanisme de xifrat de la informació.
Es parteix de la hipòtesi que cada sensor tindrà assignada una clau de xifrat simètrica del tipus
AES-256, el sensor xifrarà la informació amb la clau abans d'enviar-la al dispositiu Android.
L'usuari de l'aplicació TAMESIS haurà d'introduir aquesta clau per tal que es pugui desxifrar la
informació i emmagatzemar-la a la base de dades. En cas que els sensors hagin de ser substituïts
o bé s'afegeixin altres sensors a l'entorn del PHS, l'usuari haurà d'introduir novament la clau de
xifrat per a cada un dels elements. Si la clau introduïda no es correspon amb la clau utilitzada
pel sensor, la informació no es podrà desxifrar i no serà emmagatzemada a la base de dades de
l'aplicació.
Figura 5.8: Procés d'enviament de dades xifrades amb els sensors
Durant la implementació d'aquesta solució s'ha realitzat la hipòtesi que un pacient utilitza
dos tipus de sensors; un mesura el pes mentre que l'altre mesura les hores dormides diària-
ment. La informació desxifrada ha d'utilitzar una determinada codiﬁcació, en el nostre cas tipus
sensor:valor. La tècnica utilitzada permet discriminar la informació que no segueixi aquesta
codiﬁcació, així doncs si un atacant introdueix dades errònies en el sistema del PHS, aquestes no
es desaran a la base de dades i per tant no interferirà en el correcte desenvolupament del sistema.
En la implementació real d'un PHS, la codiﬁcació de la informació dependrà dels fabricants dels
sensors tot i que s'haurà d'establir un estàndard per tal que l'aplicació sigui capaç de tractar les
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dades correctament. Tot seguit es pot observar la implementació descrita anteriorment.
1 /∗∗
2 ∗ Read the encrypted message and decrypt i t . The keys used f o r decrypt ing
3 ∗ the messages are s to r ed in the database
4 ∗
5 ∗ @param Str ing
6 ∗ Encrypted message
7 ∗ @return boolean Return true i f the message i s decrypted proper ly and
8 ∗ meets the c r i t e r i a
9 ∗/
10 pub l i c boolean catchMessage ( S t r ing message ) {
11
12 St r ing decrypted_msg ;
13 St r ing scaleKey="" ;
14 St r ing s leptKey="" ;
15
16 // Get the keys o f every senso r
17 try {
18 scaleKey = myDbHelper . retr ieveWeightKey ( ) ;
19 s leptKey = myDbHelper . r e t r i ev eS l ep tKey ( ) ;
20 } catch ( Exception e ) {
21 Log . d(TAG + " : " + "CatchMessage : " , "Error r e t r i e v i n g senso r keys " ) ;
22 e . pr intStackTrace ( ) ;
23 re turn f a l s e ;
24 }
25
26 Log . d( "CatchMessage : " , message ) ;
27 t ry {
28 decrypted_msg = sm . decryptAES (message , scaleKey . getBytes ( ) ) ;
29 } catch ( Exception e ) {
30 try {
31 Log . d(TAG + " : " + "CatchMessage : " , "Wrong senso r or scaleKey : " + scaleKey
) ;
32 decrypted_msg = sm . decryptAES (message , s leptKey . getBytes ( ) ) ;
33 e . pr intStackTrace ( ) ;
34 } catch ( Exception e2 ) {
35 Log . d(TAG + " : " + "CatchMessage : " , "Wrong senso r or sensor−Key : " +
sleptKey ) ;
36 e2 . pr intStackTrace ( ) ;
37 re turn f a l s e ;
38 }
39 }
40 Log . d(TAG + " : " + "CatchMessage : " , "Decrypted_msg : " + decrypted_msg ) ;
41
42 // Sp l i t the message f o l l ow i ng [w/ s :DIGIT ]
43 St r ing [ ] address_s = decrypted_msg . s p l i t ( " : " ) ;
44
45 // C l a s s i f i e s the message depending on the senso r that i s sending i t
46 t ry {
47 i f ( address_s [ 0 ] . s tartsWith ( "w" ) ) {
48 myDbHelper . insertWeight ( In t eg e r . pa r s e In t ( address_s [ 1 ] ) ) ;
49 re turn true ;
50 } e l s e i f ( address_s [ 0 ] . s tartsWith ( " s " ) ) {
51 myDbHelper . i n s e r tS l ep tHour s ( In t eg e r . pa r s e In t ( address_s [ 1 ] ) ) ;
52 re turn true ;
53 }
54 } catch ( Exception e ) {
55 Log . d(TAG + " : " + "CatchMessage : " , "Error i n s e r t i n g value : [w/ s :DIGIT ] " ) ;
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56 e . pr intStackTrace ( ) ;
57 re turn f a l s e ;
58 }
59
60 return f a l s e ;
61 }
Com s'ha pogut comprovar en les línies de codi anterior, la funció bàsica de xifrat es realitza
amb els mètodes encryptAES i decryptAES. Aquestes funcions fan una crida a les funcions
implementades en el projecte de Nikolay Elenkov (secció 5.3), encryptAesCbc i decryptAesCbc.
1 /∗∗
2 ∗ Encrypt a p l a i n t ext us ing a key
3 ∗
4 ∗ @param Str ing
5 ∗ Pla in t ex t
6 ∗ @param byte [ ]
7 ∗ Key used f o r encrypt
8 ∗ @return St r ing Return the c i ph e r t e x t
9 ∗/
10 pub l i c S t r ing encryptAES ( St r ing p la in t ex t , byte [ ] keyBytes ) {
11 SecretKeySpec key = new SecretKeySpec ( keyBytes , "AES" ) ;
12 St r ing c i ph e r t e x t = Crypto . encryptAesCbc ( p l a in t ex t , key ) ;
13
14 return c i ph e r t e x t ;
15
16 }
17 −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
18 pub l i c s t a t i c S t r ing encryptAesCbc ( St r ing p l a in t ex t , SecretKey key ) {
19 try {
20 Cipher c iphe r = Cipher . g e t In s tance (CIPHER_ALGORITHM) ;
21
22 byte [ ] i v = genera t e Iv ( c iphe r . ge tB lockS i ze ( ) ) ;
23 Log . d(TAG, "IV : " + toHex ( iv ) ) ;
24 IvParameterSpec ivParams = new IvParameterSpec ( i v ) ;
25 c iphe r . i n i t ( Cipher .ENCRYPT_MODE, key , ivParams ) ;
26 Log . d(TAG, "Cipher IV : "
27 + ( c iphe r . getIV ( ) == nu l l ? nu l l : toHex ( c iphe r . getIV ( ) ) ) ) ;
28 byte [ ] c ipherText = c iphe r . doFinal ( p l a i n t e x t . getBytes ( "UTF−8" ) ) ;
29
30 return St r ing . format ( "%s%s%s" , toBase64 ( iv ) , DELIMITER,
31 toBase64 ( c ipherText ) ) ;
32 } catch ( Genera lSecur i tyExcept ion e ) {
33 throw new RuntimeException ( e ) ;
34 } catch ( UnsupportedEncodingException e ) {
35 throw new RuntimeException ( e ) ;
36 }
37 }
1 /∗∗
2 ∗ Decrypt a c i ph e r t ex t us ing a key
3 ∗
4 ∗ @param Str ing
5 ∗ Ciphertext
6 ∗ @param byte [ ]
7 ∗ Key used f o r decrypt
8 ∗ @return St r ing Return the p l a i n t e x t
9 ∗/
10 pub l i c S t r ing decryptAES ( St r ing c iphe r t ex t , byte [ ] keyBytes ) {
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11
12 SecretKeySpec key = new SecretKeySpec ( keyBytes , "AES" ) ;
13 St r ing p l a i n t e x t = Crypto . decryptAesCbc ( c iphe r t ex t , key ) ;
14
15 return p l a i n t e x t ;
16
17 }
18 −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
19 pub l i c s t a t i c S t r ing decryptAesCbc ( St r ing c iphe r t ex t , SecretKey key ) {
20 try {
21 St r ing [ ] f i e l d s = c i phe r t e x t . s p l i t (DELIMITER) ;
22 i f ( f i e l d s . l ength != 2) {
23 throw new I l l ega lArgumentExcept ion (
24 " Inva l i d encypted text format " ) ;
25 }
26
27 byte [ ] i v = fromBase64 ( f i e l d s [ 0 ] ) ;
28 byte [ ] c ipherBytes = fromBase64 ( f i e l d s [ 1 ] ) ;
29 Cipher c iphe r = Cipher . g e t In s tance (CIPHER_ALGORITHM) ;
30 IvParameterSpec ivParams = new IvParameterSpec ( i v ) ;
31 c iphe r . i n i t ( Cipher .DECRYPT_MODE, key , ivParams ) ;
32 Log . d(TAG, "Cipher IV : " + toHex ( c iphe r . getIV ( ) ) ) ;
33 byte [ ] p l a i n t e x t = c iphe r . doFinal ( c ipherBytes ) ;
34 St r ing p l a i n r S t r = new St r ing ( p l a in t ex t , "UTF−8" ) ;
35
36 return p l a i n r S t r ;
37 } catch ( Genera lSecur i tyExcept ion e ) {
38 throw new RuntimeException ( e ) ;
39 } catch ( UnsupportedEncodingException e ) {
40 throw new RuntimeException ( e ) ;
41 }
42 }
5.3 Ús del KeyStore
Tal i com s'ha explicat en el segon capítol d'aquest document, les versions prèvies a Android 4.0
no permetien la utilització d'aquest element per a dur a terme tasques diferents a les del propi
sistema. A més a més, tot i que els desenvolupadors ja podien utilitzar aquesta eina a la versió
4.0, ﬁns la versió 4.3 no es va publicar l'API oﬁcial.
La implementació d'aquesta eina a la nostra aplicació no ha utilitzat l'API oﬁcial atès que no
permet l'ús del magatzem proveït pel sistema. L'API només permet la creació d'un magatzem
propi de tipus BKS, i alhora, el ﬁtxer que conté les claus ha de ser desat al mateix directori de
l'aplicació. Aquest fet produeix una limitació en el nivell de seguretat ofert, ja que és necessari
protegir el propi magatzem mitjançant una contrasenya que només hauria de conèixer el disposi-
tiu o l'aplicació, sense garantir que aquesta no fos descoberta pels atacants. En cas contrari, les
claus de xifrat serien accessibles i es posaria en risc la seguretat de l'aplicació.
Així doncs, degut a les incompatibilitats trobades, s'ha cregut convenient l'ús d'una API
privada. Actualment el projecte desenvolupat per Nikolai Elenkov [25], on s'ha elaborat una
API per tal d'accedir al Key Store del sistema, té suport per a la versió més recent de mercat
(Android 4.4). Per tant, la funcionalitat descrita podrà ser utilitzada en tots els dispositius amb
versió 4.0 o superior. La utilització d'aquesta API permet emmagatzemar les claus al Key Store
que gestiona el sistema, oferint una millor protecció a les claus vers la utilització d'un magatzem
propi.
50
Per a realitzar la integració dins el nostre projecte ha estat necessari incloure les diferents
classes Java que implementen aquesta funcionalitat. Tot i que el projecte conté un gran nombre
de recursos, durant el desenvolupament de TAMESIS se'n destaca l'ús de tres concrets.
• Accés al Keystore del sistema
Es comprova quina versió de la plataforma té el dispositiu i en funció del resultat s'accedeix
al Key Store utilitzant implementacions diferents.
1 /∗∗
2 ∗ MySecurityManager c l a s s and cons t ruc to r Get the in s t anc e and open the
3 ∗ KeyStore
4 ∗/
5 pub l i c MySecurityManager ( ) {
6
7 i f (IS_KK) {
8 t h i s . ks = KeyStoreKk . ge t In s tance ( ) ;
9 } e l s e i f ( IS_JB43 ) {
10 t h i s . ks = KeyStoreJb43 . g e t In s tance ( ) ;
11 } e l s e {
12 t h i s . ks = KeyStore . g e t In s tance ( ) ;
13 }
14
15 }
• Creació d'una clau d'usuari
Es genera una clau AES-256 associada a un àlies. Aquesta clau és única per a cada usuari
i es pot trobar a la ruta /data/misc/keystore sota el nom 10207_TAMESIS_X, on 10207
fa referència a l'UID de l'aplicació i X a l'ID del pacient.
1 /∗∗
2 ∗ Create the AES−key and s t o r e i t i n to Keystore
3 ∗
4 ∗ @param Str ing
5 ∗ UserID ( Al i a s f o r the key in Keystore )
6 ∗/
7 pub l i c void generateAESKey ( St r ing user_id ) {
8 SecretKey key = Crypto . generateAesKey ( ) ;
9 S t r ing a l i a s = PREFIX_KS + user_id ;
10 boolean suc c e s s = ks . put ( a l i a s , key . getEncoded ( ) ) ;
11 i f ( s u c c e s s )
12 Log . d(TAG, "ks . put ( ) su c c e s s " ) ;
13
14 }
• Recuperació d'una clau d'usuari
Es recupera la clau d'un usuari tenint en compte l'àlies associat, en cas que aquest existeixi
es retorna el valor de la clau, en cas contrari, es retorna una cadena de bytes nul·la. Cal
destacar que només l'aplicació que ha creat la clau és capaç de recuperar-la, aquest control
s'estableix a partir de l'UID de l'aplicació.
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1 /∗∗
2 ∗ Retr i eve the key o f the a l i a s s to r ed in the Keystore
3 ∗
4 ∗ @param Str ing
5 ∗ UserID ( Al i a s f o r the key in Keystore )
6 ∗ @return byte [ ] Return the keyBytes o f the key
7 ∗/
8 pub l i c byte [ ] r e t r i eveUserKeyInKeystore ( S t r ing user_id ) {
9 byte [ ] keyBytes = ks . get (PREFIX_KS + user_id ) ;
10
11 return keyBytes ;
12 }
Tal i com s'ha descrit a la secció 5.2, ha estat necessari xifrar els Intents amb la clau d'usuari
per tal d'assegurar que un atacant no pugui accedir a la informació que aquests contenen. La
clau es genera i s'emmagatzema durant el procés de registre del pacient.
Les característiques de l'eina proveeixen mecanismes de seguretat robusts vers els possibles
atacs que pugui sofrir l'aplicació o el dispositiu. En cas que una aplicació maligna pretengui
accedir a les claus d'usuari utilitzant una implementació semblant a la descrita, l'aplicació intrusa
hauria de tenir assignat el mateix identiﬁcador. Això no és possible ja que el sistema estableix
un únic UID per a cada aplicació, a més a més, a l'aplicació TAMESIS s'ha deshabilitat l'opció
Shared-UserID, així doncs, es descarta aquesta l'èxit d'aquest atac.
D'altra banda, si l'atacant tingués accés físic al dispositiu, podria intentar accedir a la ruta del
Keystore i obtenir les claus d'usuari, cal recordar però que la ruta on s'emmagatzemen les claus
forma part d'una ruta protegida pel sistema, així doncs, per accedir-hi s'hauria de disposar d'un
usuari root o bé l'atacant hauria de rootejar el dispositiu (sense eliminar les dades que aquest
conté). Una vegada superats aquests obstacles, l'atacant podria copiar la clau d'usuari a un
dispositiu extern i desxifrar-la.
El xifrat de la clau d'usuari ha estat realitzat amb la clau mestra (masterkey). Així doncs,
primerament caldria desxifrar la masterkey que alhora està protegida utilitzant una derivació
de claus a partir de la contrasenya del dispositiu. No es pot descartar l'èxit d'aquest atac, tot i
així el procés resultaria complex.
L'ús del Key Store és transparent per a l'usuari, l'única condició que s'imposa és l'establiment
d'un codi d'accés al dispositiu. En cas que l'usuari no hagi realitzat aquesta acció, durant l'inici
de l'aplicació s'obrirà un diàleg per tal de deﬁnir el codi d'accés al dispositiu.
Finalment, si l'usuari elimina l'aplicació o les dades que aquesta conté, les claus emmagatze-
mades al Key Store no s'eliminaran. Aquesta manca de sincronització pot comportar problemes
d'usabilitat per als usuaris ja que en cas d'instal·lar novament l'aplicació i registrar el pacient
utilitzant el mateix ID, el sistema detectarà que aquest ja existeix atès que hi ha una clau diposi-
tada al magatzem de claus. Llavors, el registre no s'efectuarà correctament i caldria comunicar
la incidència al centre mèdic.
Caldria introduir millores en futurs desenvolupaments per evitar aquesta problemàtica tot i
que si s'hagués utilitzat l'API oﬁcial, aquesta incidència no es produiria, tal i s'ha descrit a la
secció 2.1.2
5.4 Permisos i signatura de l'aplicació
TAMESIS només té deﬁnit un permís al seu ﬁtxer AndroidManifest.xml, l'accés a Internet. Així
doncs, durant la instal·lació de l'aplicació, l'usuari només haurà d'acceptar un únic permís.
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<uses-permission android:name="android.permission.INTERNET"/>
En cas d'utilitzar l'autenticació mitjançant lectura de codi QR s'haurà d'instal·lar l'aplicació
Barcode Scanner, l'ús d'aquest mètode és opcional, per tant l'usuari no està obligat a realitzar-
ne la instal·lació. Aquesta aplicació sol·licita altres tipus de permisos, entre els quals trobem la
consulta de contactes o ﬁtxers multimèdia, l'accés a la càmera o al micròfon, així com la consulta
de les connexions Wi-Fi existents al dispositiu.
Tal i com s'ha comentat a la secció 5.1, caldria utilitzar un desenvolupament propi en l'auten-
ticació dels usuaris mitjançant aquesta tècnica. D'aquesta manera, el nombre i tipus de permisos
el deﬁnirien els mateixos desenvolupadors de TAMESIS evitant que aplicacions desenvolupades
per tercers tinguin accés a les dades del dispositiu.
En referència a la signatura de l'aplicació, aquesta es duu a terme a partir d'una clau privada
que només ha de conèixer i posseir el desenvolupador. Cal tenir cura de la seva gestió, en cas
de pèrdua, l'aplicació no podria ser actualitzada a la Play Store ja que no es podria generar la
mateixa signatura amb la qual s'ha creat l'aplicació inicial [8]. D'altra banda, en cas de robatori
de la clau els riscs augmenten ja que llavors es podria modiﬁcar l'aplicació o bé substituir-la
per una de maligna que actuï sota el seu nom de manera que es realitzin accions que l'aplicació
original no contemplava.
Entre moltes altres accions, un atacant podria modiﬁcar el codi de tal manera que el dispositiu
realitzés la connexió a un servidor diferent al del centre hospitalari; l'atacant només hauria de
modiﬁcar la URL on s'estableix la connexió i substituir el certiﬁcat del servidor del centre mèdic
(inclòs al paquet APK ) per un altre que hagi generat el propi atacant. L'atacant també podria
canviar el codi per tal que l'aplicació emmagatzemi les dades (sense xifrar) a la SD Card i enviar
el ﬁtxer a un servidor remot diferent.
Signant l'aplicació es protegeix als desenvolupadors de TAMESIS i alhora es protegeix als
pacients que en facin ús. A continuació es presenta el procés que s'ha seguit per a signar
l'aplicació TAMESIS.
El primer pas és crear un magatzem de claus on es desarà la clau privada juntament amb el
seu àlies, l'algorisme, el nombre de bits utilitzats i el període de validesa (en dies) de la clau.
Google no accepta aplicacions signades utilitzant una clau amb un període vàlid inferior a la
data del 22 d'octubre del 2033. De fet, es recomana signar les aplicacions amb una clau que
tingui com a mínim, un període de validesa de 25 anys.
keytool -genkey -v -keystore tamesis_server.keystore -alias TamesisServer
-keyalg RSA -keysize 2048 -validity 365
Posteriorment cal exportar l'aplicació, per fer-ho s'ha d'accedir a Tools>Export Unsigned
Application Package dins l'entorn d'Eclipse. Una vegada s'ha generat el ﬁtxer .apk es signa
l'aplicació amb l'eina jarsigner on s'escull el mètode de signatura, l'algorisme i el magatzem de
claus on es troba la clau privada.
jarsigner -verbose -sigalg SHA1withRSA -digestalg SHA1
-keystore tamesis_server.keystore TamesisApp.apk TamesisServer
Es veriﬁca que el paquet ha estat signat correctament.
jarsigner -verify -verbose TamesisApp.apk
Finalment, és recomanable optimitzar l'APK mitjançant l'eina zipalign per tal que l'aplicació
tingui un millor rendiment durant l'execució de l'aplicació. El beneﬁci principal que aporta
aquesta comanda és la reducció del consum de la memòria RAM.
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zipalign -v 4 TamesisApp.apk TamesisApp_final.apk
Tot i realitzar aquest procés manualment, l'aplicació es pot signar utilitzant l'entorn d'Eclipse
amb el mateix resultat. Per realitzar l'acció s'ha d'accedir a File>Export>Export Android Ap-
plication i seguir les recomanacions de l'assistent.
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Conclusions i línies futures
A partir de l'anàlisi realitzat i exposat en aquest document, es constata que la plataforma An-
droid té nombroses errades de seguretat en les diferents versions existents al mercat que afecten
als mecanismes de protecció inclosos al sistema. D'altra banda, la mala praxis en el desenvolu-
pament d'algunes aplicacions, així com el desconeixement d'alguns usuaris a l'hora d'utilitzar
el seu dispositiu de forma segura, són altres factors que agreugen aquesta problemàtica. És per
això que es constata la necessitat d'introduir millores a les tècniques de seguretat existents.
Si es té en compte l'entorn de desenvolupament d'un PHS, les vulnerabilitats es converteixen
en amenaces concretes que poden afectar el correcte desenvolupament del sistema i alhora posen
en risc la privacitat i conﬁdencialitat de les dades dels pacients.
L'ús d'una xarxa domèstica i comunicacions segures és imprescindible atès que totes les dades
es transmetran a través d'Internet. En referència al dispositiu mòbil, l'establiment d'un control
d'accés, i també un d'especíﬁc per a l'aplicació, són dues pràctiques necessàries per garantir la
seguretat vers l'accés indiscriminat davant casos de pèrdua o robatori del terminal.
Pel que fa al tractament de la informació emmagatzemada en el dispositiu, la ubicació i el
xifrat de la base de dades local són dos aspectes a tenir molt en compte. En primer lloc, la
ubicació en mitjans no compartits garanteix l'accés únic a la informació per part de l'aplicació
TAMESIS. En segon lloc, el xifrat ofereix un nivell addicional de seguretat vers a atacs més
complexos que superin els controls de seguretat establerts, garantint així la seguretat de les
dades emmagatzemades.
S'observa la necessitat d'establir bones pràctiques durant la programació d'una aplicació An-
droid ja que hi ha nombroses tècniques que permeten extreure informació dels paquets APK.
Així doncs, es fa necessari l'ús de tècniques d'ofuscació de codi i aïllament de la informació ma-
nipulada. A més a més, cal evitar introduir dades sensibles dins el codi de l'aplicació, atès que
aquestes podrien ser extretes i utilitzades de forma maliciosa. En aquesta direcció, cal garantir
l'aïllament de la informació i els recursos d'una aplicació vers d'altres amb ﬁns maliciosos.
La implementació de mesures de seguretat addicionals pot provocar una disminució en la
qualitat d'ús de l'aplicació. Tenint en compte que l'ús de TAMESIS va orientat a tot tipus
de persones, sense necessitat de disposar de coneixements tècnics, ha estat necessari analitzar
l'impacte de les diferents eines de seguretat durant l'ús real de l'aplicació Android.
La utilització d'un control d'accés a l'aplicació afegit al ja existent als dispositius pot ser una
pràctica molesta per als usuaris. I més tenint en compte que els codis d'accés utilitzats en amb-
dós controls haurien de ser diferents i suﬁcientment robusts. Així doncs, l'usuari tindrà encara
més diﬁcultats a l'hora de fer ús de l'aplicació. D'altra banda, l'ús d'un codi per desxifrar la
informació enviada pels sensors és un altre element de seguretat que requereix la interacció del
usuari. Cal tenir en compte que qualsevol interacció humana pot introduir errors. Per exemple,
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l'establiment d'una clau de desxifrat errònia podria provocar que les dades dels sensors no fossin
rebudes correctament pel dispositiu. Així doncs, cal evitar que l'usuari interactuï amb l'aplicació
més enllà del seu ús per a la consulta de dades relatives al PHS.
A partir de l'anàlisi realitzat s'observa la necessitat d'introduir algunes millores de seguretat
a la plataforma Android, com per exemple un canvi estructural del sistema de permisos on hi
hagi una millor granularitat a l'hora d'acceptar els permisos requerits per una aplicació. També
és necessari realitzar millores en els mecanismes de control d'accés i en la relació entre les claus
d'accés al dispositiu i les claus de xifrat. L'augment de la seguretat de la connectivitat és un fet
que també cal tenir en compte.
En relació al desenvolupament d'aplicacions Android, la millora de l'API que fa referència
als elements de seguretat podria incentivar la utilització d'aquesta per part dels programadors.
Precisament aquest projecte ha fet ús de dos API no oﬁcials davant la manca de solucions de
l'API oﬁcial d'Android.
S'hauria d'aprofundir l'estudi d'alguns elements, com per exemple el control d'accés al dis-
positiu, l'ús del Key Store i la seva gestió de claus, o bé quina és l'afectació a la privacitat de
les dades degut a una mala gestió dels permisos de les aplicacions. D'altra banda, també seria
necessari aprofundir en l'ús de tècniques de seguretat que no requerissin la interacció de l'usuari.
Caldria veriﬁcar, amb dades i exemples concrets, quina és la diﬁcultat per tal de superar el
control d'accés, com es pot esbrinar la clau utilitzada i com afecta a la relació d'aquest mecanisme
amb la protecció establerta al Key Store. S'hauria d'estudiar amb més deteniment i profunditat
la utilització d'aquesta eina per part de sistema, així com els atacs que es poden dur a terme
per tal d'obtenir les claus criptogràﬁques emmagatzemades.
També seria convenient analitzar el procés de xifrat del dispositiu, com afecta al rendiment
d'aquest i quin és el tractament dels ﬁtxers per part del sistema i les diferents aplicacions.
Caldria posar emfàsi en la utilització de l'usuari root i la connectivitat USB, a més d'utilitzar
eines que permetin la recuperació de dades prèviament esborrades.
Finalment, els resultats de l'estudi realitzat han estat exposats a través de dos recursos cien-
tíﬁcs. D'una banda, l'article publicat a la XIII Reunión Española sobre Criptología y Seguridad
de la Información (RECSI) [4] detalla els principals mecanismes de seguretat de la plataforma
Android i mostra algunes de les vulnerabilitats més recents, juntament amb diverses recomana-
cions generals per als usuaris. D'altra banda, a la International Conference on Applied Humans
Factors and Ergonomics (AHFE) [21] es detallen diverses tècniques de seguretat per tal de
millorar l'accés controlat i la privacitat de les dades en dispositius mòbils.
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Annex A. Conﬁguració del Media Transfer
Protocol (MTP) a Ubuntu
El Media Transfer Protocol permet la transferència de ﬁtxers multimèdia en dispositius mòbils.
L'MTP és una extensió del Picture Transfer Protocol (PTP) utilitzat a les càmeres fotogràﬁques
digitals per transferir les fotograﬁes.
Quan Android utilitza aquest protocol, el dispositiu es mostra a l'ordinador com si fós un
dispositiu multimèdia i exposa el llistat de ﬁtxers i carpetes que Android creu convenient, sense
necessitat de mostrar tot el sistema de ﬁtxers del dispositiu i garantint la integritat d'aquest.
Amb la utilització del MTP es pot inspeccionar el dispositiu a través del navegador de ﬁtxers
dels diferents sistemes operatius:Windows, MAC, Linux...
1 Instal·lació de les eines MTP
Per tal de poder inspeccionar l'emmagatzematge del dispositiu a través del sistema operatiu
Ubuntu ha estat necessari realitzar una conﬁguració addicional. D'aquesta manera es podrà
accedir al contingut no protegit de la tauleta a través de la mateixa connexió USB utilitzant el
navegador de ﬁtxers del sistema.
El primer pas és habilitar la depuració USB a la tauleta. Posteriorment cal instal·lar a
l'ordinador les eines del MTP.
sudo apt-get install mtp-tools mtpfs
2 Identiﬁcadors del dispositiu
Una vegada realitzada la instal·lació, es connecta el dispositiu a través de l'USB i s'obtenen
algunes de les dades necessàries per a la seva posterior conﬁguració a través del protocol MTP.
sudo mtp-detect | grep idVendor
sudo mtp-detect | grep idProduct
Aquestes dades també es podrien obtenir executant la comanda dmesg al terminal d'Ubuntu.
D'altra banda, el idVendor de tots els dispositius Android es pot trobar a la pàgina oﬁcial de la
plataforma [5].
A continuació s'inclouen les dades al gestor de dispositius udev amb la comanda sudo gksu gedit
/etc/udev/rules.d/51-android.rules. S'hi afegeix el codi següent i posteriorment es desconnecta
i es reinicia el gestor de dispositius udev mitjançant sudo service udev restart.
SUBSYSTEM=="usb", ATTR{idVendor}=="0fce", ATTR{idProduct}=="XXXX", MODE="0666"
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3 Creació d'un sistema de ﬁtxers
Una vegada realitzats aquests passos es crea un directori i se li atorguen els permisos correspo-
nents.
sudo mkdir /media/tablet
sudo chmod a+rwx /media/tablet
S'assigna un nou usuari a FUSE (sudo adduser enric fuse) i es modiﬁca el ﬁtxer de conﬁguració
(sudo gksu gedit etc/fuse.conf) eliminant el # que fa referència a #user_allow_other. Després
es reinicia el sistema.
FUSE permet crear un sistema de ﬁtxers propi, majoritàriament virtual, a usuaris que no
tenen privilegis d'administrador.
S'afegeixen les línies següents al .bashrc.
alias connexio-tablet='mtpfs -o allow_other /media/tablet'
alias desconnexio-tablet='fusermount -u /media/tablet'
Per fer-ho cal accedir a sudo gedit /.bashrc i desar els canvis mitjançant sudo -s source
/etc/bash.bashrc. Finalment, es reinicia el sistema de nou. Una vegada realitzats tots aquests
canvis, només caldrà accedir al terminal i teclejar connexio-tablet o desconnexio-tablet per tal
d'inspeccionar la tauleta com si fos un dispositiu extern qualsevol.
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Annex B. Procés de rooting Sony Xperia Z
SGP312
El procés de rooting permet manipular el dispositiu sense cap tipus de limitació, l'usuari root
prové de l'herència de Linux atès que el kernel d'aquest sistema operatiu s'utilitza també a
Android.
Modiﬁcar ﬁtxers protegits, realitzar còpies de seguretat del sistema de ﬁtxers, o bé utilitzar
programes que requereixin privilegis addicionals com per exemple anti-virus o tallafocs, són
algunes de les accions que es poden realitzar amb l'activació de l'usuari root.
En aquest estudi, s'ha decidit realitzar aquest procés per tal d'operar lliurement amb el dis-
positiu, analitzar els mecanismes de seguretat associats i observar les seves vulnerabilitats.
La forma d'obtenir l'usuari root pot variar segons el tipus de fabricant i dispositiu, ha estat
necessari realitzar una recerca prèvia per tal de conèixer les condicions necessàries pel Sony
Xperia Z SGP312. De la mateixa manera, s'han seguit els consells i les accions d'altres usuaris
més experimentats per dur a terme el procés amb èxit.
1 Entorn previ del dispositiu
El dispositiu es troba en un estat de restauració de fàbrica amb les següents condicions:
• Versió d'Android : 4.3 Jelly Bean
• Versió del kernel : 3.4.0-g1b44cd5
• Número de muntatge: 10.4.B.0577
2 Passos previs
2.1 Programari necessari
A partir de la recerca feta en fòrums de desenvolupadors, es troba un programari que pot ajudar a
realitzar el procés de rooting del dispositiu. Es descarrega DooMLoRD Easy-Rooting-Toolkit-v18
que s'executarà al sistema operatiu Windows 7.
El programa inclou l'eina Android Debugger Bridge (ADB), necessària per tal de realitzar el
procés. Tot i així, és recomanable instalar l'ADB que va inclòs al paquet Software Development
Kit (SDK) ja que aquest conté la versió més recent. En aquest cas s'ha descarregat l'Android
Developer Tools (ADT) [5], un paquet que inclou l'entorn de programació Eclipse així com
l'SDK.
Per connectar el dispositiu a l'ordinador cal haver instal·lat prèviament els controladors [26].
La companyia Sony posa a l'abast dels usuaris un programari anomenat PC Companion, aquest
inclou els controladors i alhora s'utilitza per a l'intercanvi de ﬁtxers entre el dispositiu i l'ordi-
nador, majoritàriament ﬁtxers multimèdia.
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Figura 1: Captura del programa DooMLoRD
En el moment en que es vol realitzar el procés de rooting (febrer de 2014), la versió del DooM-
LoRD Easy-Rooting-Toolkit no suporta el procés amb els dispositius que tenen el número de
muntatge 10.4.B.0577. S'observa que altres usuaris han aconseguit realitzar el procés amb el
número de muntatge 10.1.C.0.370. Així doncs es descarrega aquesta versió a través d'un enllaç
privat.
El llistat de programari utilitzat durant el procés és el següent:
• Sony PC Companion
• ADB 1.0.31
• Flashtool 0.9.14
• Imatge de la ROM 10.1.C.0.370 (.tft)
• DooMLoRD Easy-Rooting-Toolkit v18
2.2 Conﬁguració del dispositiu
S'accedeix a les opcions del dispositiu Paràmetres>Quant a la tauleta per tal d'activar el mode
desenvolupador, cal clicar vàries vegades l'opció Número de muntatge. Una vegada realitzada
aquesta acció, la tauleta habilita el mode desenvolupador i cal activar manualment els següents
camps:
• Opcions del desenvolupador: Depuració de l'USB
• Seguretat: Orígens desconeguts
2.3 Instal·lació de la ROM 10.1.C.0.370
Per a instal·lar la ROM utilitzarem el Flashtool, és necessari seguir els següents passos:
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1. Cal disposar d'un mínim de 60% de bateria al dispositiu
2. Copiar l'arxiu .tft de la ROM dins la carpeta Flashtool>ﬁrmwares
3. Connectar el dispositiu a l'ordinador
Si el programa detecta el dispositiu s'observarà una pantalla semblant a la ﬁgura 10, llavors
es clica damunt de la icona del llampec i es selecciona Flashmode. En cas que no es detecti
el dispositiu, caldrà instal·lar alguns controladors addicionals. Aquests es troben a la
mateixa carpeta del Flashtool.
Figura 2: Es detecta correctament el dispositiu
4. Es selecciona la ROM SGP312 amb les opcions WIPE: Apps Log, Caché, Data.
5. Tot seguit el programa carregarà la ROM
6. Una vegada hagi ﬁnalitzat la càrrega, el programa sol·licita que es desconnecti i s'apagui
el dispositiu. Posteriorment cal tornar a iniciar el dispositiu, mantenint polsat el botó
Volume Down, i connectar el terminal a través de l'USB.
7. Quan el programa comenci el ﬂashing de la ROM cal deixar de polsar el botó Volume
Down
8. Al ﬁnalitzar el procés s'observa el resultat de la ﬁgura 11
Finalment, es desconnecta i reinicia el dispositiu. Aquesta vegada el terminal tarda més
estona de l'habitual en iniciar-se, al voltant de dos minuts, això és degut a què s'ha de
carregar un nou sistema per complet.
3 Procés de rooting
Una vegada realitzats els passos anteriors, cal connectar novament el dispositiu a l'USB i executar
el DooMLoRD Easy-Rooting-Toolkit. El programa demana polsar una tecla, llavors s'inicia el
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Figura 3: El procés de ﬂashing ha ﬁnalitzat amb èxit
procés per obtenir l'usuari root. A l'acabar, es pot obtenir informació addicional i comprovar
que el procés s'ha efectuat correctament descarregant l'aplicació RootChecker.
Figura 4: El programa RootChecker mostra informació sobre l'usuari root
4 Entorn deﬁnitiu del dispositiu
Al ﬁnalitzar el procés, l'estat del dispositiu és el següent:
• Versió d'Android : 4.1.2 Jelly Bean
• Versió del kernel : 3.4.0-g298631f
• Número de muntatge: 10.1.C.0.370
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Annex C. Instal·lació i conﬁguració inicial
del servidor web
Per tal d'habilitar la interfície web que permet la consulta de les dades del PHS ha estat necessari
instal·lar i conﬁgurar diferents eines. El lloc web mostra la informació emmagatzemada a la base
de dades del centre mèdic d'una manera ordenada i diferenciada segons l'identiﬁcador del pacient.
El desenvolupament d'aquesta infraestructura no forma part d'aquest projecte ﬁnal de carrera
sinó del projecte MADep. Tot i així, ha estat necessari realitzar els passos que es descriuen a
continuació per tal de reproduir l'escenari descrit al capítol 3, i comprovar així el correcte
funcionament de l'aplicació Android durant l'enviament de dades al servidor central.
D'altra banda, ha estat necessari realitzar una lleugera modiﬁcació del servlet ja que el seu fun-
cionament no era correcte durant l'emmagatzemament de les dades inicials del pacient. També
s'ha regenerat un certiﬁcat digital autosignat per tal de realitzar connexions HTTPS al servidor
web.
1 Passos previs
1.1 Instal·lació d'Apache Tomcat i MySQL
Per executar el servlet és necessari instal·lar Apache Tomcat i MySQL Server.
sudo apt-get install tomcat7 tomcat7-docs tomcat7-examples tomcat7-admin
sudo apt-get install mysql-server
Per tal de tractar amb més facilitat la base de dades es descarrega MySQL Workbench, un
entorn gràﬁc. S'escull la distribució del programari a la pàgina web de MySQL [27].
dpkg -i mysql-workbench-community-6.1.4-1ubu1204-amd64.deb
Una vegada instal·lats els dos entorns, caldrà conﬁgurar-los.
1.2 Conﬁguració bàsica d'Apache Tomcat
Primerament es realitza una consulta a http://localhost:8080 per tal de comprovar que l'en-
torn funciona correctament. Després s'edita /var/lib/tomcat7/conf/tomcat-users.xml. Es desco-
menten algunes línies i s'hi afegeixen els rols manager-gui, admin-gui per tal d'assignar-los a
l'usuari d'exemple. El resultat és el següent:
<role rolename="tomcat"/>
<role rolename="manager-gui"/>
<role rolename="admin-gui"/>
<role rolename="role1"/>
<user username="tomcat" password="tomcat" roles="tomcat,manager-gui,admin-gui"/>
<user username="both" password="tomcat" roles="tomcat,role1"/>
<user username="role1" password="tomcat" roles="role1"/>
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Aquesta conﬁguració permetrà fer la instal·lació del servlet a través de la interfície web.
S'accedeix a http://localhost:8080/manager per tal de comprovar que les modiﬁcacions s'han
efectuat correctament i es té accés al menú des d'on s'instal·larà el ﬁtxer .war que conté el
servlet. En aquest cas no ha estat necessari conﬁgurar els logs d'Apache Tomcat, aquests es
poden consultar accedint a la ruta /var/lib/tomcat7/logs.
Figura 1: Entorn gràﬁc d'Apache Tomcat
1.3 Conﬁguració MySQL
Per tal de conﬁgurar els logs es modiﬁca el ﬁtxer /etc/mysql/my.cnf i es descomenten les següents
línies:
log_error = /var/log/mysql/error.log
log_slow_queries = /var/log/mysql/mysql-slow.log
long_query_time = 2
log-queries-not-using-indexes
Durant la utilització del MySQL es poden consultar els logs accedint a la ruta /var/log/mysql
.
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1.4 Instal·lació del certiﬁcat digital i utilització de la connexió HTTPS
Primerament cal crear la clau RSA associada al certiﬁcat digital. Per fer-ho es fa ús de l'eina
keytool.
keytool -genkey -keyalg RSA -keysize 2048 -validity 360
-alias TamesisServer -keystore tamesis_server
Enter keystore password:
Re-enter new password:
What is your first and last name?
[Unknown]: Enric Jodar
What is the name of your organizational unit?
[Unknown]: Dept. Telematica
What is the name of your organization?
[Unknown]: UPC
What is the name of your City or Locality?
[Unknown]: Barcelona
What is the name of your State or Province?
[Unknown]: Barcelona
What is the two-letter country code for this unit?
[Unknown]: ES
Is CN=Enric Jodar, OU=Dept. Telematica, O=UPC, L=Barcelona, ST=Barcelona, C=ES correct?
[no]: yes
Enter key password for <TamesisServer>
(RETURN if same as keystore password):
Re-enter new password:
Posteriorment s'afegeix el certiﬁcat a un Key Store de tipus BKS, un tipus de magatzem que
suporta l'API d'Android. Aquest magatzem es desarà a un dels directoris de l'aplicació mòbil
per tal d'establir la connexió HTTPS automàticament des de la pròpia aplicació, sense necessitat
de realitzar conﬁguracions addicionals.
keytool -import -v -trustcacerts -alias TamesisCertificate
-file <(openssl x509 -in tamesis_certificate.pem)
-keystore tamesis_store.bks -storetype BKS
-provider org.bouncycastle.jce.provider.BouncyCastleProvider
-providerpath ./bcprov-jdk16-145.jar
Enter keystore password:
Re-enter new password:
Owner: CN=Enric Jodar, OU=Dept. Telematica, O=UPC, L=Barcelona, ST=Barcelona, C=ES
Issuer: CN=Enric Jodar, OU=Dept. Telematica, O=UPC, L=Barcelona, ST=Barcelona, C=ES
Serial number: 53bbc85c
Valid from: Tue Jul 08 12:30:52 CEST 2014 until: Fri Jul 03 12:30:52 CEST 2015
Certificate fingerprints:
MD5: 62:1F:BC:52:CB:FA:A3:CE:E8:7F:9B:0E:97:F0:B2:56
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SHA1: F8:82:BF:BE:54:9A:97:E0:9A:77:57:CE:6F:7A:42:FC:3F:D3:13:C9
Signature algorithm name: SHA1withRSA
Version: 3
Trust this certificate? [no]: yes
Certificate was added to keystore
[Storing tamesis_store.bks]
Aquest mateix certiﬁcat també es diposita al directori de Tomcat seguint l'estàndar X.509.
D'altra banda, cal modiﬁcar el ﬁtxer de conﬁguració de l'entorn (server.xml) per tal d'habilitar
connexions de tipus HTTPS. Concretament, cal afegir les següents línies:
<Connector port="8443" protocol="HTTP/1.1" SSLEnabled="true"
scheme="https" secure="true" sslProtocol="TLS"
keystoreFile="/var/local/tomcat7/tamesis_certificate"
keystorePass="tamesis" />
Finalment cal reiniciar el servidor utilitzant la comanda service tomcat7 restart.
1.5 Modiﬁcació del paquet APK
En cas de necessitar que l'accés a la base de dades es realitzi a un servidor diferent del pre-
establert, Seneca en aquest cas, és necessari modiﬁcar el codi de l'aplicació Android.
Concretament cal modiﬁcar la variable postURL dins el codi de l'aplicació:
postURL = "http://147.83.39.242:8080/MADepServer/MADepServlet"
2 Instal·lació del servlet a l'entorn d'Apache Tomcat
S'accedeix a http://localhost:8080/manager amb l'usuari i la contrasenya corresponents i es fa
clic al botó Browse dins la secció "WAR ﬁle to deploy". Posteriorment es selecciona el ﬁtxer
MADepServer.war i s'executa l'acció (ﬁgura 2).
Per tal que el servlet operi correctament, es copien a la ruta /var/lib/tomcat7/webapps/MADepServer/
WEB-INF/lib dues llibreries necessàries anomenades commons-collections-3.2.1.jar i commons-
lang-2.6.jar.Finalment es comprova que s'ha realitzat correctament la instal·lació accedint a
http://localhost:8080/MADepServer/MADepServlet.
3 Creació de la base de dades MySQL
Es creen la base de dades i les taules on s'emmagatzemarà la informació. S'utilitzen les següents
comandes a l'entorn SQL.
1 CREATE TABLE PATIENT_DATA(
2 pat ient_id i n t NOT NULL PRIMARY KEY AUTO_INCREMENT,
3 patient_madep_id int ,
4 pat ient_date date ,
5 patient_name varchar (45) ,
6 patient_surname_1 varchar (45) ,
7 patient_surname_2 varchar (45) ,
8 pa t i en t_a l i a s varchar (45) ,
9 pat ient_birthday varchar (45) ,
10 patient_main_cause varchar (45) ,
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Figura 2: El ﬁtxer MADepServer.war forma part de la llista d'aplicacions
11 patient_has_couple varchar (45) ,
12 patient_has_employment varchar (45)
13 ) ;
1 CREATE TABLE PHQ9_QUESTIONNAIRE_DATA(
2 phq9_id i n t NOT NULL PRIMARY KEY AUTO_INCREMENT,
3 patient_madep_id int ,
4 phq9_answer_0 int ,
5 phq9_answer_1 int ,
6 phq9_answer_2 int ,
7 phq9_answer_3 int ,
8 phq9_answer_4 int ,
9 phq9_answer_5 int ,
10 phq9_answer_6 int ,
11 phq9_answer_7 int ,
12 phq9_answer_8 int ,
13 phq9_answer_9 int ,
14 phq9_answer_total int ,
15 phq9_date date
16 ) ;
1 CREATE TABLE SLEPT_HOURS_DATA(
2 slept_hours_id i n t NOT NULL PRIMARY KEY AUTO_INCREMENT,
3 patient_madep_id int ,
4 s lept_hours_value int ,
5 slept_hours_date varchar (45)
6 ) ;
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1 CREATE TABLE WEIGHT_DATA(
2 weight_id i n t NOT NULL PRIMARY KEY AUTO_INCREMENT,
3 patient_madep_id int ,
4 weight_value int ,
5 weight_date varchar (45)
6 ) ;
Nota: El nom escollit per la base de dades ha de ser exactament al que fa referència la
conﬁguració d'Hibernate establerta en el codi del ﬁtxer WAR.
4 Conﬁguració i execució d'Apache Tomcat des d'Eclipse
Degut a un error en el desenvolupament, ha estat necessari realitzar una petita modiﬁcació del
servlet afegint una línia de codi al mètode doPost() del ﬁtxer MADepServlet.java.
session.save(patient);
Sense l'ús d'aquesta línia, l'emmagatzemament de les dades personals del pacient a l'entorn
de MySQL es realitzava de manera incorrecta.
Per fer-ho s'ha descarregat l'Eclipse Web Tools Platform, la instal·lació de l'eina es realitza a
través del menú Help>Install New Software>Work with on cal afegir la font de JBoss Tools [28].
Una vegada s'ha instal·lat aquesta eina, es conﬁgura l'execució d'Apache Tomcat des de l'entorn
d'Eclipse a través de la interfície New>Server>Apache Tomcat i s'executa el codi del servidor
amb l'acció Run As>Run on Server, el resultat es mostra a la ﬁgura 3. Finalment, s'exporta el
paquet .war i es repeteixen els passos descrits a l'apartat 2.
Figura 3: Pàgina inicial de l'aplicatiu
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Annex D. Procés de decompilació i inspecció
del codi font d'un paquet APK
S'ha cregut convenient realitzar aquest anàlisi davant la hipòtesi que l'aplicació TAMESIS fos
comercialitzada. D'aquesta manera es pot observar quina és la capacitat de comprensió del codi
font una vegada s'ha realitzat el procés de decompilació del paquet APK corresponent.
1 Programari necessari
Per realitzar el procés de decompilació és necessari disposar del programari següent.
• Eclipse: Entorn de desenvolupament [5]
• Dex2Jar: Conversor de ﬁtxers tipus .dex a ﬁtxers de codi font Java [29]
• JD-GUI: Entorn gràﬁc per a veure el codi decompilat [30]
2 Còpia del paquet APK
S'ha comprovat que el paquet es pot obtenir de diferents maneres sempre que l'opció an-
droid:allowBackup estigui activada al ﬁtxer Manifest.
• Opció 1: A través de la interfície gràﬁca del dispositiu, accedint al menú del sistema
Còpies de seguretat
• Opció 2: A través de l'ADB, utilitzant la comanda "adb backup -all"
• Opció 3: En cas d'utilitzar l'ADB amb l'usuari root, accedint al directori on s'emma-
gatzemen tots els paquets APK i realitzar-ne una còpia.
En cas d'utilitzar les dues primeres opcions, Android permet protegir mitjançant con-
trasenya el ﬁtxer de backup. Aquest ﬁtxer, protegit o no, té extensió .ab. Ha estat necessari
realitzar una conversió de format per tal de poder manipular-lo, per fer-ho s'ha utilitzat
la comanda DD de Unix :
dd if=backup.ab bs=1 skip=24 | openssl zlib -d | tar -xvf
El ﬁtxer .tar resultant es pot descomprimir fàcilment per obtenir el paquet APK desitjat,
en aquest cas TamesisApp.apk.
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3 Conﬁguració del projecte Java
• En primer lloc, cal crear un projecte a l'entorn d'Eclipse.
• En segon lloc, s'han d'incloure a la ruta /libs les llibreries incloses a Dex2Jar i indicar-ho
al Java Build Path (ﬁgura 1).
• Un cop realitzats aquests passos, és necessari copiar el paquet APK dins el directori
del projecte Java i accedir a Run As>Conﬁgurations per establir la classe principal
com.googlecode.dex2jar.v3.Main i l'argument TamesisApp.apk.
• Finalment, només caldrà executar el projecte Java, el ﬁtxer .jar resultant s'inspeccionarà
amb l'eina JD-GUI.
Figura 1: Llibreries de l'eina Dex2Jar incloses al projecte
4 Inspecció del codi font
A la ﬁgura 2 s'observa el codi font una vegada realitzat el procés de decompilació. Es comprova
que no s'ha realitzat cap mena d'ofuscació de codi i per tant, la implementació de l'aplicació es
pot comprendre fàcilment.
D'altra banda, en cas d'haver realitzat ofuscació de codi, les variables de tipus String no
estarien protegides, per tant, qualsevol cadena de caràcters que utilitzi l'aplicació serà fàcilment
detectable. Aquesta excepcionalitat pot representar una amenaça per la seguretat de l'aplicació
en cas que s'emmagatzemi informació sensible dins el codi.
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Figura 2: Inspecció del codi font de TAMESIS mitjançant l'eina JD-GUI
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