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Resumen 
 
En los últimos años la rehabilitación ha sufrido grandes cambios, mejorando su 
efectividad y cobertura de pacientes, gracias a la integración que se ha hecho 
de las nuevas tecnologías.  
 
Una de ellas es la telerehabilitación que ha ido en aumento, gracias a que 
permite que el paciente disponga de herramientas en el hogar para 
complementar y potenciar su rehabilitación. Además de proporcionar un 
servicio para aquellos pacientes que por razones territoriales no pueden 
disponer de un centro de rehabilitación cercano. 
 
Otra es el auge de las consolas de videojuegos que permiten un control y 
reconocimiento de los movimientos del jugador y se empieza a incorporar 
estas consolas en la rehabilitación de pacientes. 
 
El objetivo de este trabajo es disponer de herramientas para la creación o 
práctica de ejercicios de rehabilitación aprovechando las cualidades de las 
consolas de videojuegos y reconocer los gestos realizados por el paciente y el 
seguimiento a distancia de su progresión en la rehabilitación. 
 
El resultado es una aplicación para el seguimiento a distancia de los 
resultados obtenidos de la rehabilitación del paciente, que permite crear y 
reconocer sus gestos o facilitar la accesibilidad como función de ratón, para 
aquellas personas que no están familiarizadas, facilitando su uso. 
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Overview 
 
The rehabilitation has suffered big changes in the last years, improving their 
effectiveness and patient‟s coverage thanks to de integration of new 
technologies.  
 
One of it is the telerehabilitation, which has gone increase, allowing the patient 
to have tools at home to complement and enhance his rehabilitation. In 
addition provide the services of rehabilitation to patients who can‟t enjoy it for 
territorial reasons. 
 
Another is the rise of the game consoles that allows the control and recognition 
of the player‟s movements and begins to incorporate theses consoles in the 
patient‟s rehabilitation. 
 
The objective of this work is to use both methods, have tools to creating or 
rehabilitation‟s exercises practice taking the advantage of the Wii remote 
qualities and recognize the gestures made by the patient and do a remote 
monitoring of his progression. 
 
The result is an integrated application in for remote monitoring of results 
obtained from the patient‟s rehabilitation, which allow creating and recognizing 
gestures or facilitate accessibility as mouse function, for people who are not 
familiar with his use, making easier to use. 
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INTRODUCCIÓN 
 
El desarrollo de proyectos e integración de tecnologías en la  “eHealth” o 
telesalud, está en auge debido a los beneficios que obtienen de ello tanto los 
pacientes como los centros de salud. La telerehabilitación aumenta y mejora 
las capacidades de los centros dando nuevas posibilidades, permitiendo al 
centro ofrecer herramientas para completar y aumentar la eficiencia de la 
rehabilitación, tanto si el paciente, con o sin discapacidad, viva cerca o lejos del 
centro más cercano, o en zonas rurales donde el desplazamiento pueda 
resultar costoso por su situación o por problemas ambientales no pueda 
desplazarse, pudiendo seguir con su plan de rehabilitación, beneficiándose de 
las herramientas que se le ofrecen en su propia casa. Esto aumenta también la 
capacidad de los centros de rehabilitación  de atender a más pacientes y de 
manera personalizada, dando un tratamiento más específico. 
 
Además se está probando el uso de consolas para la rehabilitación de algunas 
dolencias físicas o mentales, gracias al mando capaz de reconocer gestos o 
mediante juegos, reforzando la terapia y haciéndola más amena para el 
paciente. 
 
El objetivo del trabajo se trata de hacer una aplicación que sea accesible por el 
paciente desde su casa vía Web que permita complementar su rehabilitación, 
utilizando la capacidad de reconocimiento de gestos de un accesorio fácil de 
conseguir en el mercado utilizándolo, como controlador.  Esta aplicación tendrá 
capacidad para reconocer gestos previamente entrenados y reconocer así la 
correcta realización del ejercicio. A parte se ofrece al paciente el poder utilizar 
este accesorio  como ratón si desea. 
 
Esta aplicación estará integrada en un portal Web dirigido al seguimiento de 
personas que necesiten una vigilancia debido a su enfermedad. Esto permitirá 
hacer uso de sus capacidades e incorporar a la aplicación el seguimiento a 
distancia de la telerehabilitación. 
 
El trabajo se organiza de la siguiente manera, primero se expondrán los 
conceptos y un pequeño estado del arte en los que se basa el trabajo, a 
continuación se propondrán los objetivos iniciales. Seguidamente se explicara 
la arquitectura general y los bloques que lo componen en los que 
posteriormente se explicaran en más  detalle, primero exponiendo las 
tecnologías usadas para más tarde entrar en su implementación dentro del 
trabajo. Para acabar se explicaran las otras tecnologías usadas durante la 
realización del trabajo y las conclusiones. 
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CAPÍTULO 1 CONCEPTOS Y OBJETIVOS 
 
En este capítulo, se hace un estado del arte de las herramientas disponibles 
que pueden potenciar la rehabilitación y una pequeña situación de la 
telerehabilitación en España seguida de una descripción de los objetivos del 
trabajo. 
 
1.1 Conceptos y estado del arte 
 
Actualmente, se tiende a la creación de proyectos dentro del entorno del 
eHealth. Este concepto engloba las herramientas de comunicación dirigidas a 
la gestión de la salud que permiten el compartir información de pacientes entre 
centros a través de la red sanitaria, interacción entre pacientes y profesionales 
de la salud, historiales electrónicos, servicios de telemedicina. Todas estas 
herramientas permiten mejorar la eficiencia, la calidad y rango territorial del 
servicio. 
 
La telerehabilitación busca aumentar la eficiencia y acercar todas las 
herramientas de las que disponen en un centro de rehabilitación al hogar del 
paciente, en España hay algunos proyectos que investigan la viabilidad y 
eficacia en rehabilitar diversas enfermedades a distancia, en las Baleares la 
Fundació IBIT [18] pretende trasladar los buenos resultados de proyectos 
Europeos de HCAD [17] y HelloDoc enfocados a la esclerosis múltiple, en un 
proyecto llamado Play for Health [19] (Fig. 1.1). 
 
 
Fig.  1.1 Paciente probando Play for health 
 
En Tenerife están utilizando la realidad virtual trabajan sobre la Agorafobia o 
colaborando en el proyecto Artemis. En Cataluña el Institut Guttmann [21] 
fueron los primeros en instaurar un servicio de telerehabilitación para personas 
con daño cerebral. 
 
En cuanto a la rehabilitación física, la trabajan más empresas de fitness o 
fisioterapeutas, o por ejemplo en Aragón se lleva acabo un proyecto, “Mas allá 
de Zaragoza” [22], por neurólogos que tratan el parkinson ofreciendo terapias 
individualizadas como hacen en su centro pero a través de la Web. 
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Entre las diversas plataformas posibles para complementar la rehabilitación a 
distancia, se ha escogido las proporcionadas por la consola Wii, las cuales se 
comentaran en el siguiente apartado, para realizar una prueba de concepto. 
 
1.2 Wii y telerehabilitación 
 
En este trabajo pretende incorporar las características de seguimiento y 
rehabilitación a distancia de la telerehabilitación. Para ayudar en la terapia 
desde casa utilizamos un mando de una de las consolas más  conocidas del 
mercado gracias a su capacidad de interactuar con el movimiento que realiza 
una persona.  
 
Ya se han llevado a cabo proyectos que utilizan la Wii como herramienta en la 
rehabilitación, desde 2008 se introdujo la idea del Wiihab [23], que consiste 
básicamente en utilizar los juegos y complementos de la Wii como ayuda a la 
rehabilitación. 
 
Uno de los componentes utilizado para este propositito seria Wii Fit (Fig 1.2). 
 
 
Fig.  1.2 Wii Fit 
 
Con él es posible controlar el control motriz inferior del cuerpo de pacientes por 
ejemplo, con daño cerebral. Desarrollar ejercicios de rehabilitación con un 
componente de entretenimiento haciendo más llevadero la situación, haciendo 
que el paciente se siente más predispuesto a trabajar en su rehabilitación. Por 
ejemplo el uso de una plataforma que requiera que el paciente mantenga en 
equilibrio sin que se caigan las bolas que hay en ella, mantener un aro en 
movimiento en la cintura o incluso el juego comercial basado en el sky. 
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Otro periférico de la consola seria su mando, el Wiimote (Fig.1.3). 
 
 
Fig.  1.3 Wiimote 
 
Junto con Wii Fit puede ayudar también al control motriz, en este caso por 
ejemplo, el seguimiento del movimiento de un monitor que es representado por 
un puntero en la pantalla del paciente a kilómetros de distancia y que este debe 
de seguir. O como soporte para mejorar el rendimiento de la educación 
especial haciéndola más divertida para los niños aumentando su atención y 
participación tal como se muestra en la Fig. 1.4. 
 
 
Fig.  1.4 Educación especial con Wii (Columbus, Ohio) 
 
Además dispone de complementos destinados directamente para la salud para 
apoyar a las aplicaciones que están usando sus herramientas para la 
rehabilitación (Fig. 1.5). 
 
 
Fig.  1.5 Wii Vitality Sensor 
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Con este complemento es posible medir el pulso la concentración del oxigeno 
en tu sangre desde Wii pudiendo utilizar esta información para las aplicaciones 
destinadas a la salud. 
 
1.3 Otras plataformas 
 
Durante la realización de este trabajo ha surgido un nuevo elemento con una 
capacidad similar o superior a los comentados en el apartado anterior (Fig. 1.6) 
Curiosamente surge como competencia a los desarrollados por Wii y apenas 
puesto en el mercado ya se han declarado intenciones de utilizarlo de cara a la 
rehabilitación. 
 
 
Fig.  1.6 Kinect 
 
También es capaz de controlar los movimientos que realiza el usuario, pero va 
más lejos, reconoce la silueta humana con lo que sus posibilidades son aún 
mayores que con las comentadas anteriormente con Wii, además de disponer 
de cámara integrada que podría ser usada para una comunicación a distancia 
entre paciente e instructor de rehabilitación por ejemplo. 
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1.4 Objetivos del trabajo 
 
El objetivo principal de este trabajo es el de ofrecer servicios que ayuden a 
complementar la rehabilitación, ya sea mediante ejercicios o juegos, que sean 
accesibles por el usuario desde su casa fácilmente. 
 
Para conseguir esto se han propuesto los siguientes objetivos: 
 
 Desarrollar una aplicación Web dinámica que interactué con el usuario 
 Acceder al control de uno varios Wiimotes a través de la Web. 
 Utilizar el Wiimote para reconocer movimientos. 
 Ofrecer la posibilidad de crear nuevos ejercicios para adaptarlos al 
paciente 
 Informar al paciente si realiza el ejercicio correctamente o no y ayudarle 
dando indicaciones para realizar el ejercicio correctamente. 
 Guardar los resultados de los ejercicios para el seguimiento posterior, 
por ejemplo mediante gráficas. 
 Dar la posibilidad de poder usar el Wiimote como puntero del ratón. 
 
Este proyecto comprueba la posibilidad de que a través de un entorno Web se 
pueden utilizar las características de reconocimiento de gestos del mando, sin 
necesidad de tener la consola, como herramienta complementaria en la 
telerehabilitación. 
 
Además de poder personalizar los ejercicios a la persona, pudiendo crear 
nuevos que resulten útiles para el paciente por parte del profesional. Otra 
funcionalidad del proyecto es generar graficas con sus resultados para que el 
propio paciente vea su progresión. 
 
A parte pretende comprobar las posibilidades del uso del Wiimote, de cara a 
aplicaciones en el que se necesite tener un control de las acciones que se 
realizan en el mando, como ejercicios o juegos, que requieran más de una 
persona, por ejemplo el paciente desde su casa por un lado y un profesional en 
el centro desde otro, o simplemente, entre dos pacientes interactuando o 
compitiendo en sus respectivas casas. 
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1.5 Historia de situación 
 
A continuación, se plantea una posible historia en la que resultase útil para el 
paciente una herramienta de telerehabilitación. En la siguiente figura se 
muestra la situación (Fig. 1.7). 
 
 
Fig.  1.7 Ejemplo de situación 
 
Xavi andaba trabajando por el campo cuando se lesionó el hombro cargando 
peso. Xavi se dirige a su médico habitual y le dicen que para recuperarse 
necesitará realizar una rehabilitación en un centro dedicado, Xavi le comenta 
su poca disponibilidad para desplazarse debido a su escaso tiempo y le seria 
complicado conducir con el hombro lesionado. Le habla de un proyecto de 
salud sobre la telerehabilitación que le permitirá minimizar los transportes al 
centro y realizarlo desde casa. Xavi acepta participar en el proyecto. Entonces 
desde su casa puede realizar ejercicios para rehabilitarse de su lesión de 
hombro en el horario que mas le convenga. El sistema incluso limita el 
sobreexceso de ejercicio y en ocasiones participaría en sesiones dirigidas por 
personal sanitario. 
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Esta historia muestra como un posible ejemplo en la utilización de un juego 
usando como herramienta el Wiimote como soporte para una rehabilitación a 
distancia. La situación generada es la siguiente (Fig.  1.8)  
 
 
Fig.  1.8 Esquema de situación 
 
Por un lado tenemos al paciente dando uso de los servicios aportados por el 
centro para continuar su rehabilitación en casa y en el horario que le convenga 
conectado a la red de Internet. Por otro tenemos a un personal sanitario 
controlando y recogiendo los progresos que realiza el paciente desde casa y 
realizando sesiones con el paciente 
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CAPÍTULO 2 ARQUITECTURA 
 
En este capítulo se presenta la arquitectura del proyecto utilizando un diagrama 
de bloques del cual se realizará una descripción de sus partes. 
 
2.1 Arquitectura general 
 
La arquitectura general la podemos representar con la siguiente figura (Fig 2.1): 
 
 
Fig.  2.1 Arquitectura General 
 
En el esquema se pueden observar los siguientes bloques: 
 
1. Web/Application Server: Portal Web de Aaaida el cual permite alojar el 
trabajo, dispone de un manager  para realizar peticiones al servicio Web, 
el trabajo, realizado con Adobe Flex [12], se basa en el lenguaje MXML y 
JavaScript para crear aplicaciones Flash de manera rápida. 
2. Web Service: Este bloque se ocupa de gestionar las peticiones de 
sistemas externos y proporcionar los datos necesarios, puede dar 
servicio tanto en REST como en SOAP y contiene repositorios de datos 
clínicos para almacenar y obtener información. 
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3. El Model contiene toda la información que puede ser necesaria para las 
diferentes aplicaciones del proyecto, esta dividido según el contenido 
que ofrezcan. 
 
4. XMPP Server: Es el encargado de gestionar la mensajería instantánea 
que genera la aplicación. Se ha decido utilizar el servidor Openfire [6] 
para esta función. En este proyecto la mensajería instantánea tiene 
como objetivo la comunicación entre las aplicaciones Java y Flex. 
 
5. El dispositivo Bluetooth, permite la comunicación del Wiimote con los 
demás componentes que forman la aplicación. 
 
6. User Computer: Es el navegador Web del usuario donde interactúa con 
la aplicación con la ayuda del Wiimote a través del dispositivo Bluetooth 
que se comunica con la aplicación Java usando las librerías de WiiGee 
[9]. 
 
Ahora entraremos más en detalle en las tecnologías de cada uno de los 
bloques. 
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2.1.1 Servidor Web 
 
A continuación se muestra la disposición que ocupa el servidor Web en la 
arquitectura (Fig 2.4). 
 
 
Fig.  2.2 Arquitectura del servidor Web 
 
En el servidor Web se encuentra el portal Aaaida, una plataforma en desarrollo 
para monitorizar pacientes de forma remota, realizado con Apache Wicket. 
Dentro se encuentra la aplicación desarrollada en Flex, la cual interactuará con 
el mando. A continuación se describen estas tecnologías para ambas 
plataformas. 
2.1.1.1 Wicket 
 
Wicket [54], es un framework de apache que te permite realizar aplicaciones 
Web en java que huye del uso de XML y se basa únicamente en Java y HTML 
con el objetivo de separar la vista y la lógica. 
 
Básicamente está orientado a componentes, identificándolos con un tag en el 
HTML y creando su comportamiento en Java, el manejo de eventos dentro de 
una aplicación Web es muy transparente y posee herramientas que facilitan el 
trabajo al programador. El único problema es que hacer algo que salga un poco 
de las herramientas que te provee Wicket requiere un aprendizaje más 
profundo.  
 
Un beneficio de Wicket, es su capacidad para la reutilización de código. Wicket 
permite herencias entre páginas para compartir Markups o contenedores que 
contienen los elementos HTML con o sin tags de Wicket. 
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2.1.1.2 Adobe Flex 
 
Flex es una herramienta de Adobe basada en un lenguaje XML llamado MXML 
para etiquetar sus componentes. Tiene como objetivo la construcción de forma 
fácil y rápida aplicaciones RIA (Rich Internet Applications), ofreciendo 
dinamismo a la Web y mejorando el flujo de datos en comparación con HTML 
en la que cada acción necesita de una petición al servidor, ya que, el cliente se 
descargá la aplicación una vez, realizando peticiones al servidor únicamente 
para obtener o introducir datos a una base de datos externa. 
 
También, como Wicket, pretende diferenciar entre vista y lógica, ofreciendo un 
modo diseño para la construcción rápida de la vista de la aplicación.  
 
2.1.2 API de sistemas externos 
 
En el trabajo se hace uso de un servicio Web externo que aporta la 
funcionalidad de poder introducir y obtener información desde Google Health. A 
continuación se muestra la disposición que ocuparía el servicio Web en la 
arquitectura (Fig 2.3). 
 
 
Fig.  2.3 Arquitectura Servicio Web 
 
El servicio Web se encarga de intercambiar datos entre diferentes aplicaciones, 
independientemente del lenguaje de programación en las que estas hayan sido 
construidas o sobre que plataformas se encuentren. Este apartado forma parte 
de la integración con el proyecto Aaaida, por lo que hace uso de su servicio 
Web. 
 
En este caso nos encontramos con un servicio Web pensado para proporcionar 
su funcionalidad utilizando los protocolos estándares SOAP y REST, aunque 
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este último no es exactamente un protocolo, sino una arquitectura que puede 
ser usada por otros protocolos que usen un vocabulario establecido, como 
HTTP, que hace uso de métodos estandarizados. Una arquitectura define las 
características o propiedades que debe tener un protocolo basado en él. Un 
servicio Web REST, es un servicio Web implementado en HTTP siguiendo los 
principios REST. 
 
Los principios para un servicio Web REST son: 
 
 Dar un ID a todos los recursos. El método de identificación de cada 
recurso vendría determinado por su URI. 
 Comunicación sin estados. Una petición sin estado contiene todos los 
datos e información necesaria para procesarla, por lo que libera al 
servidor de tener que recuperar ninguna información al procesar la 
petición. 
 Uso de métodos estándares. (GET, POST, PUT, DELETE). 
 Transmisión de los datos de manera que puedan ser fácilmente 
analizados. Por ejemplo con una estructura ordenada por tags como 
XML o JSON. 
 
2.1.3 Almacenamiento de datos y modelo 
 
A continuación se muestra el lugar que ocupa el modelo y el almacenamiento 
de datos (Fig 2.4). 
 
Fig.  2.4 Arquitectura de datos y modelo 
 
Como se ha dicho antes este trabajo hace uso del servicio Web del proyecto 
Aaaida. El cual actualmente almacena la información en una aplicación de 
Google, Google Health, en ella se puede organizar, monitorizar y comprobar el 
progreso en ámbitos de la salud, aunque el objetivo de usar esta herramienta 
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es por la facilidad de obtener un lugar donde almacenar datos de manera más  
o menos sencilla. 
 
Para poder sacar o introducir información de los usuarios, el servicio Web 
convierte esa información en un documento etiquetado como XML. Para ello se 
hace uso de la librería JAXB. 
 
Esta librería permite pasar un objeto Java previamente etiquetado a un 
documento XML y viceversa. Este proceso ocurre tanto en el servidor al enviar 
los datos en XML como en la aplicación al recibir la información por HTTP 
transformando el contenido de la respuesta en el objeto Java para poder 
utilizarla a posteriori.  
2.1.4 Comunicación XMPP 
 
En la siguiente imagen se resalta el lugar donde actúa la comunicación vía 
XMPP [5] (Fig 2.5). 
 
 
Fig.  2.5 Arquitectura de la comunicación XMPP 
 
El trabajo contiene diferentes tecnologías, que de por si no contienen 
posibilidad de comunicación entre si. Es necesaria la inclusión de un tercero 
para que la aplicación Java y la aplicación Flex puedan comunicarse. 
 
Durante el trabajo se han barajado dos posibilidades. Una de ellas es la 
utilización de una aplicación que permite la ejecución de métodos Java desde 
Flex, capturando si fuera necesario el valor de retorno. Esta aplicación de 
mensajería entre Flex y desarrollos java se llama BlazeDS y facilita el 
despliegue de aplicaciones Flex en Tomcat. La ventaja de este método es que 
permite la comunicación y ejecución del entorno Java desde Flex, pero si en un 
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momento dado decides cambiar el entorno visual de Flex por otra tecnología, 
por ejemplo, HTML5, la mensajería de BlazeDS entre Java y Flex ya no será 
útil, por lo que se debería que definir de nuevo mensajes de comunicación 
entre los dos nuevos entornos.  
 
Otra alternativa estudiada ha sido, el protocolo XMPP. Es un protocolo de 
mensajería abierto basado en XML, pensado en un principio para mensajería 
instantánea, de hecho es el protocolo usado para Google Talk por ejemplo.  
 
Para poder usarlo es necesario un servidor XMPP, la ventaja es que cualquiera 
puede poner en marcha su propio servidor. Es un estándar abierto y posee 
opciones de seguridad por si es necesario. Con XMPP sólo es necesario que 
cada parte de la aplicación, por un lado Flex y por el otro Java, tengan sus 
propios usuarios en el servidor XMPP y se comuniquen según indiquen  los 
distintos eventos que se generan en el Wiimote.  
 
Por otro lado este método no permite ejecutar entornos Java directamente, esto 
en un principio no es un problema si la aplicación que se desea ejecutar está 
en el mismo entorno en el que se encuentra el cliente XMPP, cosa que no 
ocurre con Flex y la librería de control del Wiimote. 
 
Para la realización de estos clientes XMPP, se ha optado por la librería XIFF 
para Flex y la librería Smack para java. Ambas librerías están clasificadas 
como OpenSource y ambas permiten la creación de un cliente simple XMPP e 
integrarle funcionalidades que completen las necesidades del proyecto. 
 
Como se ha comentado antes, un requisito del uso del protocolo XMPP es 
poseer un cliente y un servidor. Para la creación  de este servidor se ha optado 
por uno con licencia OpenSource, llamado Openfire. Es un servidor XMPP muy 
completo y dispone de un panel de administración Web amigable, a parte tiene 
la capacidad de poder añadir plugins si se necesita. 
 
Las características que implementa el servidor Openfire son las siguientes: 
 
 Panel de administración Web 
 Interfaz para agregar plugins 
 SSL/TLS 
 Amigable 
 Adaptable según las necesidades 
 Conferencias 
 Interacción con MSN, Google Talk, Yahoo messenger, AIM, ICQ 
 Estadísticas del Servidor, mensajes, paquetes, etc. 
 Cluster con múltiples servidores 
 Transferencia de Archivos 
 Compresión de datos 
 Mensajes offline 
 Favoritos 
 Autenticación vía Certificados, Kerbeos, LDAP, PAM y Radius 
 Almacenamiento en Active Directory, LDAP, MS SQL, MySQL, Oracle y 
PostgreSQL 
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 SASL: ANONYMOUS, DIGEST-MD5 y Plain 
 
La utilización del protocolo XMPP para comunicar los eventos del mando, 
pueden ser usados también para aplicaciones o juegos en los que participen 
varias personas, de igual modo que es posible hacer una conferencia entre 
varios usuarios para que se comuniquen en grupo. Solo que en este caso los 
mensajes de los usuarios serian las acciones realizadas con el mando. Esto 
por supuesto es una idea puesto que no se ha llegado a implementar en este 
trabajo. 
 
Al final en el trabajo se ha optado por la solución de XMPP para la 
comunicación de ambas aplicaciones, Flex y java. Concretar una serie de 
mensajes sencillos que se identifiquen con las acciones del mando. 
2.1.5 Bluecove 
 
La imagen siguiente muestra el lugar que ocupa Bluecove [14] en la 
arquitectura (Fig 2.6). 
 
 
Fig.  2.6 Arquitectura de Bluecove. 
 
Para poder interactuar con el mando se necesita de una librería para obtener la 
información enviada por el Wiimote al bluetooth para este propósito se ha 
utilizado Bluecove que permite la detección y uso de las pilas bluetooth más 
comunes: Mac OS X, Widcomm, BlueSoleil y las pilas de Microsoft encontradas 
en Windows XP SP2 y Vista así como las pilas de Widcomm y Microsoft para 
Windows Mobile. Entre estas opciones se eligió la pila proporcionada por 
Widcomm, ya que soporta el protocolo L2CAP necesario para la comunicación 
entre Wiimote y el dispositivo Bluetooth. 
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El Wiimote no necesita de ningún protocolo de autenticación o encriptación de 
un bluetooth normal. Para interactuar con él tan solo es necesario poner en 
modo de detección al mando, ya sea pulsando los botones 1+2 a la vez o con 
el botón rojo en la tapa de la batería. Este modo dura 20 segundos, si no es 
nuevamente pulsado, y si el dispositivo bluetooth no se ha puesto en contacto 
con él, este se desactiva. 
 
Una vez detectado, pasa a sincronizarse enviando peticiones de 
emparejamiento, en este caso la clave de emparejamiento resulta ser la 
dirección del servidor del bluetooth al revés y en binario.  
 
Esta es uno de las razones de porqué no todos los dispositivos bluetooth sirven 
para conectarse a un Wiimote, debido a que algunos toman esta clave de 
emparejamiento como un texto plano en ASCII. Una vez establecida la 
conexión utilizará el protocolo L2CAP.  
 
Los datos enviados se pueden visualizar en forma hexadecimal, donde cada 
acción representa una mascara acompañada por información, por ejemplo 
(Tabla 2.1 y Tabla 2.2): 
 
Tabla 2.1 Ejemplo de máscara 1 
0x30 0x00             0x08 
Máscara para 
Botones 
Botón A pulsado 
 
Tabla 2.2 Ejemplo de máscara 2 
0x30 0x00             0x00 
Máscara para 
Botones 
Cualquier botón ya 
no está siendo 
pulsado 
 
La implementación de Bluecove forma parte también de la librería de WiiGee 
aunque pueden ser separadas para trabajar de forma distribuida si las 
necesidades del proyecto lo requieren. En este caso no es necesario por lo que 
la implementación de BlueCove recae sobre la librería WiiGee. 
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2.1.6 Control del Wiimote 
 
A continuación se muestra la arquitectura de control del Wiimote (Fig 2.7). 
 
Fig.  2.7 Arquitectura de control de Wiimote 
Puesto que el Wiimote forma parte de una consola del mercado, su uso 
principal no está pensado para un ordenador, así que, se necesita de un 
“traductor” entre el Wiimote y el PC.  
 
Para este propósito se elegido una librería clasificada como open-source 
llamada Wiigee, desarrollada por un estudiante alemán, Benjamin Poppinga, 
pensada para el reconocimiento de gestos basado en probabilidades desde los 
datos que se pueden recoger del acelerómetro incorporado en el Wiimote. Está 
implementado en Java y con ayuda de una librería bluetooth, en este caso 
como se ha comentado antes con Bluecove, es capaz de poder definir y 
reconocer gestos. 
 
La librería Wiigee permite: 
 
 Definir tus propios gestos mediante un entrenamiento basado en la 
repetición del gesto. 
 Reconocer esos gestos. 
 Una arquitectura basada en eventos facilitando el uso y control de 
Wiigee y el mando. 
 
Estos gestos están compuestos a partir de los datos que envía constantemente 
el acelerómetro del mando. Como se ha comentado antes el acelerómetro 
detecta la variación en los tres ejes y la fuerza ejercida. Con estos datos y 
especificando el principio y fin del gesto, Wiigee clasifica el movimiento y lo va 
definiendo a medida que se va repitiendo el mismo gesto, cuanto más se repita 
el gesto con mayor exactitud será capaz de reconocerlo más tarde, por ello se 
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recomienda que al menos se repita el gesto 15 o 20 veces antes de terminar el 
proceso de entrenamiento.  
 
Como se ha dicho la fase de reconocimiento de esta librería está basada en 
probabilidades por lo que en esta fase, también es necesario especificar el 
inicio y final del gesto, Wiigee intenta identificar el gesto a partir de todos los 
que tenga almacenados, dando como correcto aquel con el que haya tenido 
más probabilidad. Por está razón es recomendable repetir tantas veces como 
se pueda el gesto durante la fase de entrenamiento y otorgar mayor exactitud 
al reconocimiento por probabilidad. 
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CAPÍTULO 3 DISEÑO E IMPLEMENTACIÓN 
 
En este capítulo se presenta el diseño e implementación de tecnologías como 
Wicket, XMPP, Google Health, Wiigee y Flex dentro los componentes 
identificados en el capítulo anterior y su integración entre ellos. 
 
3.1 Servidor Web 
 
Como se comentó en el apartado anterior (vease pag. 13) la aplicación se 
encuentra en un portal que ha sido realizado utilizando Wicket.  
 
Aprovechando las características de esta tecnología, se diseña una página 
base, llamada normalmente BasePage, el cual se divide en tres partes en este 
caso, la cabecera, el cuerpo y el pie de página, las cuales se rellenarán con las 
páginas que heredan de ella o con los paneles correspondientes.  
 
A continuación se presenta el Mapa de la Web, una manera aproximada de 
poder ver la estructura de las diversas vistas que forman parte del portal (Fig. 
3.1) 
 
 
Fig.  3.1 Mapa de la Web 
 
A parte de esta BasePage, se debe definir la página principal de la Web, 
llamada normalmente HomePage, esta en teoría es la primera página que se 
muestra al acceder al portal y desde la cual accederemos a las demás.  
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Estas decisiones iniciales se definen en la clase que utiliza Wicket como 
constructor, comúnmente denominada WicketApplication. A parte en esta clase 
también se definen las sesiones de Wicket. En este caso como es necesario 
autenticarse para acceder a la página, se ha de implementar. Por lo que antes 
de redireccionarte al HomePage, comprueba si la sesión está registrada, si no 
es así, te redirige a la página de registro (Fig 3.2). 
 
Fig.  3.2 Página de registro 
En esta vista, se puede diferenciar entre la página de registro que hereda de 
BasePage, por lo que el código de esta página es colocado directamente entre 
los tags <wicket:child></wicket:child> de BasePage, y básicamente es la parte 
central de la página. 
 
La cabecera es un panel dinámico que cambia según estés o no registrado, y el 
pie de página es un panel estático. Los paneles han de ser añadidos como si 
fueran un único componente en la propia página en la que serán utilizados, en 
este caso BasePage, actuando como contenedores. 
 
Al identificarse correctamente se creará una sesión de Wicket, donde se 
almacena información del usuario que pueda ser útil, este es un objeto Patient, 
es un modelo con diferentes atributos que son necesarios para futuras 
acciones en la Web. Una vez desconectados, esta sesión de Wicket se 
perderá, borrando así la información del usuario. 
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Una vez identificados correctamente se nos redireccionará a la HomePage 
correcta. En este caso se nos muestra el Muro (Fig. 3.3). 
 
Fig.  3.3 Muro de Aaaida 
 
La composición de esta vista es similar a la anterior, por un lado el panel de la 
cabecera ha sido sustituido, ya que ahora ya estás registrado. El panel de la 
cabecera que aunque no se aprecia en la imagen sigue presente y por último la 
HomePage entre la cabecera y el pie de página. 
 
Esta HomePage contiene el menú de la derecha y la información de la 
izquierda, en el centro se colocan páginas que heredan de la propia HomePage 
y se muestra una u otra según la vista que desee el usuario. 
 
Si hacemos clic en “Aplicaciones” accedemos a la Web Flex del trabajo, puesto 
que para acceder a esta vista ya estás registrado, la aplicación hace uso de la 
sesión Wicket creada anteriormente para obtener la información necesaria del 
usuario. Lo primero que observamos es la carga inicial de toda la aplicación al 
explorador Web del usuario, pudiendo navegar por sus opciones sin tener que 
recargar partes de la Web, pero manteniendo el dinamismo de todos sus 
componentes 
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La aplicación consta en un primer momento de tres únicos componentes dos 
de ellos unidos ente si, por un lado está el Menú, en la parte superior, y debajo 
de este la vista. Aunque en si mismos sean componentes distintos, el menú 
necesita unirse a otro componente para ser útil, de modo que automáticamente 
al añadir opciones al menú este crea una nueva vista única para esa opción en 
la que colocar los componentes que se requieran en ella, separándolos de las 
demás. La imagen muestra la vista principal (Fig. 3.4) 
 
Fig.  3.4 Vista principal aplicación 
 
Por último se muestran mensajes internos de la aplicación referente al servicio 
XMPP para comprobar su buen funcionamiento, en este componente 
aprovecho una opción de Flex, el data provider, se trata de unir un objeto, en 
este caso una lista, a un componente de la vista, de modo que si añado un 
mensaje al objeto, el componente de la vista se actualizara automáticamente 
mostrando el nuevo mensaje. 
 
En la aplicación encontramos las siguientes opciones: 
 
 Home: En ella se da la bienvenida al usuario, a parte, es posible 
comprobar si el Wiimote y/o la opción del ratón por Infrarrojos están 
activados. 
 Conectar/Desconectar: Aquí se inicia la conexión del mando de la Wii, 
al pulsar el botón de conectar se mostrará una imagen con los botones 
que se deben mantener apretados para ello. Por otro lado si el mando ya 
está conectado se dará la opción de desconectar el Wiimote, aunque 
también es posible apagar el Wiimote desde el botón de apagado propio 
del mando. 
 Configuración: Se da la opción de ocultar el visor de mensajes XMPP y 
la de activar y desactivar la opción del ratón por IR. 
 Ejercicios: Una vez conectado el mando será posible cargar los 
ejercicios que el usuario tenga como entrenamiento en Google Health y 
entrenarlos individualmente. 
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 Crear nuevo gesto: Al igual que antes, una vez conectado el mando, se 
da la opción y las instrucciones para crear gestos. A parte de la 
posibilidad de utilizar un teclado virtual para añadir el nombre del gesto. 
Como se muestra en la imagen siguiente utilizando el mando (Fig. 3.5). 
 
Fig.  3.5 Vista teclado virtual 
 
3.2 API de sistemas externos 
 
Se usará una API estándar de Java para la creación de servicios REST. Para la 
creación de los métodos que serán usados en el servicio Web, se han de 
especificar los diferentes aspectos de este, para ello se hace uso de las 
anotaciones de Java para acceder a las diferentes opciones para la 
identificación de recursos que proporciona la API de Java para REST, 
empezando por: 
 
 Incorporar al inicio de la clase, el path que identifica la lista de servicios 
que atenderá el servicio Web. 
 Indicar en la petición el método estándar que seguirá, es decir, GET, 
POST, PUT o DELETE. 
 Para cada método indicar el path de llamada que identifica a ese método 
que seguirá al path indicado anteriormente en la clase, seguido entre „{}‟ 
de cada recurso que consuma, en el caso que exista más de un recurso 
estos irán separados entre si mediante „/‟ 
 A continuación se especifica en qué formato irán los recursos que 
acompañen a la petición. 
 En el caso de que genere una respuesta para el cliente, del mismo modo 
que anteriormente, se ha de aclarar en que formato se generara. 
 En la declaración del método se ha de vincular el nombre de los 
recursos al objeto java en el que se almacenara. 
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En el trabajo al iniciar la aplicación, se hace uso del servicio Web en tres 
ocasiones. Una para obtener la lista de gestos que el usuario necesita 
practicar, una segunda para la creación de un nuevo gesto y una última vez 
para enviar el resultado obtenido después de practicar un movimiento. 
 
En el primer caso ocurre al entrar en la opción “Ejercicios” de la aplicación y 
pulsar el botón “Cargar ejercicios”. 
 
La aplicación realizara la petición por HTTP a la siguiente URI (Fig.3.6): 
 
http://[IP_SERVIDOR]/MedmonManager/rest-services/medmonRest/... 
.../getLabTestGoogleHealth/[USUARIO]/[ID]/[PASSWORD]/... 
.../Rehabilitation%20exercise  
 
Fig.  3.6 Trancisión de mensajes cargando gestos 
 
En ella podemos ver los identificadores de la lista de servicios, medmonRest, el 
método de la petición, getLabTestGoogleHealth, y a continuación todos los 
datos necesarios para llevarla acabo.  
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Lo que obtenemos es un XML con la lista de ejercicios que está practicando. 
Por ejemplo aquí tenemos el contenido de la respuesta a través de HTTP/XML 
(Tabla 3.1): 
 
Tabla 3.1 Lista de ejercicios a traves de HTTP/XML. 
<?xmlversion="1.0"encoding="UTF-8" standalone="yes"?>   
  
<patient> 
<labtest> 
<date> 
2010-11-11T14:54:52.209Z 
</date> 
<name> 
Rehabilitation exercise 
</name> 
<unit> 
20 
</unit> 
<value> 
Circle 
</value> 
</labtest> 
</patient> 
 
De aquí obtenemos que ese usuario está entrenando el gesto Circle y la 
cantidad  de veces que debería realizarlo, en este ejemplo 20. 
 
La siguiente ocasión será una vez practicado un ejercicio al pulsar el botón A 
del Wimote, indicará el fin del entrenamiento de ese gesto, comprobará la 
cantidad de veces que se ha llevado a cabo ese gesto y realizará una petición, 
para almacenar la información con la siguiente URI, siguiendo el ejemplo del 
gesto Circle: 
 
http://[IP_SERVIDOR]/MedmonManager/rest-services/medmonRest/... 
.../addLabTestGoogleHealth/[USUARIO]/[ID]/[PASSWORD]/... 
.../Circle(app)/20%20repeticiones/Cirle/[FECHA]/repeticiones/20 
 
Se especifica el nombre del gesto entrenado, Circle, las veces que se entrenó, 
20 y la fecha en ese momento y la unidad, en este caso serían repeticiones. 
Los demás recursos, Circle(app) y 20%20repeticiones, es para su uso en el 
portal Aaaida. El %20 es el equivalente al „espacio‟ puesto que en las URIs no 
se puede poner directamente un espacio, al igual que ocurre con otros 
caracteres especiales. 
 
El último caso sucede cuando accedemos a la opción de “Crear nuevo gesto”, 
una vez seguidas las instrucciones para ello, se llamará al servicio Web 
utilizando el mismo método que el caso anterior. 
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http://[IP_SERVIDOR]/MedmonManager/rest-services/medmonRest/... 
.../addLabTestGoogleHealth/[USUARIO]/[ID]/[PASSWORD]/... 
.../Rehabilitation%20exercise(app)/Square%2030/Rehabilitation%20exercise/... 
.../[FECHA]/30/Square 
 
Se añadirá a la lista de Rehabilitation exercise el ejercicio Square, que se 
debería realizar 30 repeticiones. 
 
En las dos ocasiones anteriores no se obtiene respuesta del servicio Web 
puesto que son métodos POST, al contrario del primero que es un método GET 
 
3.3 Comunicación XMPP 
 
La implementación de la comunicación XMPP de las aplicaciones pasa por 
varias etapas, la primera es la configuración del servidor Openfire, que permita 
el registro y comunicación entre usuarios, la siguiente es la creación de estas 
cuentas y porú diseñar los mensajes que circularan marcando los eventos 
ocurridos. 
 
3.3.1 Servidor Openfire 
 
Una vez realizada la instalación, en este caso sobre Windows XP, la 
configuración se realiza a través del panel Web de administración que se aloja 
automáticamente en la dirección IP del servidor, ya sea por el puerto 9090 por 
HTTP o por el 9091 si es por HTTPS. 
 
Durante la configuración inicial se escogen las principales características que 
tendrá el servidor: 
 
 Nombre del servidor: daniel-pc. 
 Puerto de acceso al panel de administración: 9090 (Por defecto). 
 Puerto de acceso de forma segura: 9091 (Por defecto). 
 Sistema de Usuarios y Base de datos de Openfire, esta opción es la de 
defecto, se utiliza cuando quieres hacer un servidor simple o si no 
quieres relacionar los datos de usuarios de Openfire con otro servicio. 
Decir que Openfire permite relacionar datos entre cualquier servidor 
basado en LDAP o ClearSpace. 
 A parte puedes configurar que el acceso a los datos sea a través de 
MySQL si así se desea, en este caso, sólo se necesita un servidor 
sencillo por lo que no se utilizara este método. 
 
Una vez configurado las primeras opciones puedes personalizar otras del 
servidor dentro del panel de administración, entre ellas se ha deshabilitado el 
envío de mensajes fuera de línea, puesto que no interesa que llegue un 
mensaje de un evento al entrar a la aplicación de una sesión anterior. 
 
 
Diseño e implementación   31 
3.3.2 Acceso de usuario 
 
Para poder hacer uso del servidor XMPP, cada parte necesita de una cuenta 
de usuario creada en el propio servidor Openfire.  
 
La creación de estos usuarios se hace a través del panel de administración 
Web de Openfire. Este método no es el habitual, puesto que las librerías Open-
Source disponen de métodos para crear usuarios desde la aplicación que se 
desee de manera transparente. Pero en este caso tan solo necesitamos de dos 
cuentas, puesto que no se ha tenido en cuenta el tema multiusuario, a parte de 
que XMPP permite que un mismo usuario pueda estar identificado en el 
servidor desde distintos lugares a la vez. Por lo que un usuario para el lado 
Java y otro por el lado de Flex, es suficiente para este trabajo. 
 
En cuanto al entorno de Java se ha utilizado la API Smack, como se ha 
comentado antes es una librería de código abierto y te la libertad de poder 
hacer un cliente simple, es decir, añadir solamente aquellas características de 
un cliente XMPP que sean útiles obviando las demás. 
 
Las características implementadas consisten en: 
 Identificación en servidor Openfire. Para ello es necesario realizar la 
petición al servidor por el puerto dedicado para ello, el 5222. 
 Enviar mensajes privados a un usuario en concreto. 
 Recepción de mensajes. 
 
Respecto a Flex, se ha elegido la API XIFF, que de manera similar a la de 
Java, es una librería de código abierto y permite la creación de un cliente a 
medida, añadiendo solo aquellas funcionalidades que interesen. Las 
características implementadas en la aplicación Flex son las mismas realizadas 
para Java. 
 
3.3.3 Mensaje de eventos. 
 
Puesto que el control del mando se realiza desde el entorno de Java es 
necesario avisar de alguna forma de las acciones que se captan desde el 
mando. De este modo al iniciar la aplicación, los dos clientes XMPP se 
conectan al servidor Openfire a la espera de enviar y recibir información. 
 
El primer tipo de mensajes se hace uso para la administración de la aplicación. 
Empiezan con la etiqueta de Info, al inicio del mensaje. Hacen referencia a 
distintos aspectos, no sólo respecto al Wiimote sino con el resto de los 
elementos que componen la aplicación 
 
Mensajes tipo Info: 
 
 Connect: Este mensaje tiene como origen la aplicación Flex, su objetivo 
es el de poner en marcha la API que controlara el mando. 
 Ready: Una vez que la conexión con el Wiimote se ha realizado se 
informa de ello. 
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 Desconnect: Tiene como origen ambos clientes, dependiendo desde 
donde se inicie la desconexión del Wiimote. Desde la página Web se 
dispone de una opción de desconectar el cual iniciara el proceso para 
apagar el mando. Por el contrario si se pulsa el botón rojo del Wimote el 
cliente Java avisara de la desconexión de este. 
 Device: Este mensaje se enviará en el caso de que se haya intentado 
conectar un Wiimote y no a sido posible dicha conexión. Por ejemplo en 
el caso de que se encuentre ningún dispositivo en las cercanías del 
bluetooth o este no se encuentre habilitado. 
 IR: Es enviado al activar la opción de infrarrojos, el cual pasara el control 
del ratón al Wiimote a través de la barra sensora. 
 Load: Inicia el proceso para recuperar los gestos que se están 
entrenando actualmente. Este mensaje se recibirá como respuesta el 
nombre de este gesto. 
 Train, nom_gesto: Informará del gesto que el usuario desea entrenar. 
 Train, STOP: Indica la finalización del entrenamiento. 
 Recog, nom_gesto: Se envía cuando se reconoce un gesto durante la 
fase de entrenamiento. 
 New, nom_gesto: Se inicia la creación de un nuevo gesto indicando su 
nombre. 
 New, STOP: Indica el final de las repeticiones para la creación de un 
nuevo gesto. 
 
El resto de mensajes tienen que ver íntegramente con el uso del mando. Estos 
se encuentran divididos según su función, por un lado tenemos el movimiento 
del Wiimando capturado por el acelerómetro que lleva incorporado y por otro 
las pulsaciones de los botones. A continuación se muestra una imagen con el 
esquema de los botones (Fig. 3.7). 
 
Fig.  3.7 Descripción de botones en Wiimote 
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Mensajes tipo Axis: 
 
 eje_x, eje_y, strengh: Cuando se genera un movimiento con el mando 
el acelerómetro capta la dirección de este capturando la variación en los 
ejes x e y, además de la fuerza ejercida en el movimiento. El eje z no es 
enviado al cliente Flex, ya que la Web es un plano 2D por lo que no tiene 
utilidad para esta parte de la aplicación. 
 STOP: Para indicar el fin de movimiento en el mando. 
 
Mensajes tipo Cross: 
 
 Up: Al pulsar el botón arriba de la cruceta. 
 Down: Al pulsar el botón abajo de la cruceta. 
 Left: Al pulsar el botón izquierda de la cruceta. 
 Right: Al pulsar el botón derecha de la cruceta. 
 
Mensajes tipo Button: 
 
 A: Al pulsar el botón A. 
 B: Al pulsar el gatillo. 
 Min: Al pulsar el botón menos. 
 Max: Al pulsar el botón mas. 
 Home: Al pulsar el botón home. 
 One: Al pulsar el botón 1. 
 Two: Al pulsar el botón 2. 
 Release: Al soltar cualquier botón. 
 
3.4 Control del Wiimote 
 
Para iniciar la conexión con el Wiimote se ha de colocar en modo de 
descubrimiento pulsando los botone 1+2. Primero se comprueba las 
capacidades del bluetooth y que pila usa para su funcionamiento. Durante la 
conexión podemos seguir el proceso que se realiza, aquí hay un ejemplo: 
 
Tabla 3.2 Trazas Wiimote 
This is wiigee version 1.5.6 (20090817) 
This is wiigee-plugin-Wiimote version 1.5.6 (20090817) 
BlueCove log redirected to log4j 
BlueCove version 2.1.0 on widcomm 
You are using the widcomm Bluetooth stack (Version BWT 5.5.0.3200, DK 
6.1.0.1502) 
L2CAP supported: true 
wiigee: found a supported stack! 
Your Computers Bluetooth MAC: 00190E05FCF9 
Starting device inquiry... 
Device discovered: 18145630FFA4 -  
Is NOT a Wiimote OR you're using an incompatible Bluetooth Stack. 
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Device discovered: 0023F191A87F -  
Is NOT a Wiimote OR you're using an incompatible Bluetooth Stack. 
Device discovered: 002608C7ED6B -  
Is NOT a Wiimote OR you're using an incompatible Bluetooth Stack. 
Device discovered: 0022AA882F4A -  
Is a Wiimote! 
Device discovered: 7C6D62A03393 -  
Is NOT a Wiimote OR you're using an incompatible Bluetooth Stack. 
Inquiry completed. 
Device discovery completed! 
WiimoteStreamer initialized... 
WiimoteStreamer running... 
 
 
En este caso veremos que la pila es Widcomm y que se soporta el protocolo 
L2CAP. Después comprueba todos los dispositivos bluetooth que hay al 
alcance a través del protocolo SDP, buscando un Wiimote, el cual devolverá 
entre otros el nombre del dispositivo, Nintendo RVL-CNT-01, al cual se 
conectará automáticamente. En el ejemplo vemos las MACs de los dispositivos 
al alcance. La librería tiene capacidad para poder controlar varios mandos a la 
vez o conectarse a un mando en concreto especificando su MAC, aunque en 
este trabajo se hace uso de un solo mando conectándose al primero que 
encuentre durante la fase de descubrimiento. 
 
Una vez conectado el mando vibrará para indicarlo. Como se ha comentado 
antes, Wiigee tiene una arquitectura basada en eventos, por lo que se ha de 
especificar desde donde se recogerán esos eventos, para ello se han de definir 
lo que se llamaría un Listener, los cuales solo actuarán cuando reciben un 
evento asociado a él. 
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La siguiente tabla (Tabla 3.3) está la lista completa con su descripción. Se 
clasifican en: 
 
Tabla 3.3 Listeners y eventos 
Listener Eventos Comentario 
Button ButtonPress Surge al apretar un Botón 
cualquiera, cada uno tiene un 
valor especifico de manera que 
se puedan diferenciar 
ButtonReleased Al soltar cualquier Botón. 
Aceleration MotionStart Cada vez que el Wiimote se 
mueve el acelerómetro genera 
este evento. Informando del valor 
de los ejes y su fuerza. 
MotionRealesed Se genera al parar el 
movimiento. 
Gesture GestureRecieved Al pulsar el Botón que indica el 
inicio de un gesto para 
reconocerlo se dispara este 
evento. 
Trainer GesturetrainerRecieved Al pulsar el Botón que indica el 
inicio de un nuevo gesto se 
dispara este evento. 
CloseGestureButton Al pulsar el Botón que indica el 
fin de las repeticiones de la 
creación de un nuevo gesto, para 
su guardado. 
InfraRed InfraRedRecieved Al activar el modo de Infrarrojos, 
el Wiimote enviara información 
de su posición respecto la barra 
sensora. 
 
Los botones que disparan eventos como el reconocimiento o la creación de un 
nuevo gesto pueden ser configurados en cualquier momento, de hecho pueden 
ser el mismo botón puesto que nunca vas a estar reconociendo un gesto y 
entrenándolo a al vez. 
 
Antes se ha comentado que en la creación de un nuevo gesto se ha de repetir 
un número de veces. La razón reside en que si tu aplicación necesita por 
ejemplo reconocer un círculo, cada persona realizará este movimiento de una 
manera distinta, por lo que crear el gesto con sólo una repetición no es 
suficiente para poder hacer el reconocimiento del circulo lo suficientemente 
efectivo para que cualquiera que haga el gesto se reconozca con éxito. 
 
La fase de creación de un gesto es disparado cuando el Botón configurado 
para ello es pulsado, desde ese momento se indica el inicio del gesto y no es 
hasta soltarlo en el que se indica el final. Las especificaciones de la librería 
recomiendan hacer como mínimo 10 o 15 repeticiones del gesto para que el 
resultado sea satisfactorio durante la fase de reconocimiento.  
36  Telerehabilitación y Videojuegos 
Es posible guardar los gestos creados en archivos, para poder recuperarlos al 
volver a utilizar la aplicación más tarde. 
 
Durante la fase de reconocimiento Wiigee recoge los parámetros que necesita 
para el reconocimiento del gesto. De igual modo el botón que dispara el evento 
indica el inicio del gesto y al solarlo el final, el evento generado contiene 
información del gesto que se ha reconocido y su probabilidad de que sea ese 
realmente.  
 
También existe la posibilidad de crear un botón virtual que se dispare al mover 
el mando de modo que se pueda reconocer gestos sin necesidad de pulsar un 
botón, sino indicando la sensibilidad del acelerómetro con que se quiere 
empezar un gesto y la duración del reconocimiento, pero este método todavía 
se encuentra en desarrollo y no funciona perfectamente. 
 
Respecto a la otra funcionalidad que ofrece utilizando la barra sensora, es la 
del control de ratón utilizando como puntero el Wiimote. El evento contiene 
coordenadas con las que calcular la posición del puntero respecto al tamaño 
del monitor. Junto con el Robot de java, el cual permite simular acciones del 
usuario como pulsaciones del teclado o del ratón, se puede controlar este 
último, de modo que cada vez que se genera un evento de tipo Infrared, 
recalculas y actualizas la posición del ratón. 
 
3.5 Aplicación 
 
Una vez vistos los distintos componentes, recordamos la arquitectura general 
del proyecto (Fig. 3.8) y a continuación es posible realizar un repaso por los 
estados que pasa la aplicación y ver la situación global de estos así como la 
funcionalidad de la aplicación. 
 
Fig.  3.8 Arquitectura general 
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Al ingresar a la aplicación accedemos al menú para conectar el mando, al 
pulsar en conectar se nos hará saber que debemos mantener los botones 1+2 
pulsado durante el proceso. 
 
Una vez conectado, el mando vibrará para indicarlo, a parte aparecerá el botón 
para desconectarlo en la página Web. Anteriormente se a hablado de que los 
botones hacen disparar algunos eventos, en esta ocasión ningún botón tiene 
asignado un evento especial como el de reconocer un gesto o el de crearlo, en 
el estado inicial tan solo activan los eventos relacionados con la pulsación de 
los botones, aunque ningún botón actuará con la vista de la Web en este 
momento. 
 
A partir de ahora podemos decidir (Fig 3.9) entre entrenar un gesto, crear un 
nuevo o activar el infrarrojo para controlar el ratón con el mando. 
 
Fig.  3.9 Menú de la aplicación 
 
Para activar el infrarrojo marcaremos la casilla correspondiente en la pestaña 
de configuración. Hasta este momento el intercambio de mensaje seria el 
siguiente (Fig. 3.10): 
 
Fig.  3.10 Transición de mensajes al activar IR. 
 
Al enviar la petición de utilizar los infrarrojos, se creara un Robot para controlar 
el movimiento del ratón a partir de las coordenadas obtenidas del mando 
respecto la barra sensora. Además creara otros dos más  que simularán el clic 
derecho al pulsar el botón A y el clic izquierdo al pulsar el gatillo o botón B. 
 
Se puede navegar y utilizar las demás opciones de la aplicación con los 
infrarrojos habilitados sin problemas de hecho el uso del ratón controlado por el 
mando no está limitado simplemente a la página Web. 
 
En cuanto al reconocimiento de gestos, accederemos a la pestaña 
correspondiente. En ella se muestra una lista, en blanco inicialmente, de los 
gestos que estamos practicando. 
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Al cargar la lista se produce el siguiente intercambio de mensajes (Fig. 3.11): 
 
Fig.  3.11 Transición de mensajes en la carga y entrenamiento de gestos 
 
Se inicia el proceso con la petición para cargar la lista de gestos. Es posible 
que la información deseada se encuentre dentro de la sesión, si es así, no se 
producirá la petición al servicio Web, por el contrario realizará una petición 
similar a la explicada en el apartado de servicio Web (apartado 3.2). Una vez 
obtenida la lista de gestos es comunicada a la página Flex, rellenando la lista 
de en pantalla (Fig 3.12): 
 
Fig.  3.12 Vista de la lista de ejercicios 
 
Ahora el usuario selecciona un gesto de la lista e inicia el proceso de 
reconocimiento. El gesto será enviado a la aplicación Java que implementa la 
librería Wiigee, el cual cargara el gesto para iniciar el reconocimiento de este. 
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En este momento se configura el botón B o gatillo para que dispare el evento 
dedicado a identificar el movimiento realizado. 
 
Al pulsar el gatillo el usuario realizará el movimiento, una vez acabado lo 
soltara, enviando a la página Web cada vez que se realiza el movimiento el 
resultado de este, en caso de éxito se transmitirá el propio nombre del gesto en 
el caso contrario, no reconocido. 
 
En el momento en que el usuario decide finalizar el entrenamiento pulsará el 
botón A, que generará un mensaje indicando el fin y se volverá al estado inicial 
respecto a los botones, es decir, el botón B no disparará el evento de 
reconocimiento de gesto. 
 
Por último, nos encontramos con la opción de crear un nuevo gesto, en esta 
pantalla se encuentran las instrucciones para ello. Lo primero es introducir el 
nombre que identificara ese movimiento, puede ser introducido mediante el 
teclado o haciendo abriendo el teclado virtual (Fig. 3.13). 
 
Fig.  3.13 Vista creación de gesto 
 
En este momento, la aplicación Flex, toma en cuenta los mensajes enviados al 
pulsar los botones de Wiimote. Hasta ahora simplemente hacia caso omiso. De 
modo que la configuración en el lado de la aplicación Java sigue siendo el 
mismo, lo único que cambia es la manera en que la aplicación Flex trata los 
mensajes de pulsación de botón. 
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En este momento se puede interactuar con el teclado de la manera siguiente 
(Fig. 3.14). 
 
Fig.  3.14 Posición de Wiimote para teclado virtual 
 
Se ha optado en voltear el mando para la utilización del teclado simplemente 
por que agiliza su utilización en las manos. 
 
Una vez introducido el gesto se inicia la fase de aprendizaje (Fig.3.15): 
 
Fig.  3.15 Transición de mensajes en la creación de gestos 
 
Se envía el mensaje que iniciará el proceso junto con el nombre del gesto. En 
este momento se configura para que el botón que indicará el inicio del gesto y 
el final de este al soltarlo sea el botón A, de igual manera se especifica que el 
botón del símbolo menos, indique el final de las repeticiones. 
 
Este botón de escape informará a la aplicación Flex del final de esta fase, a 
parte se creará un archivo para guardar el gesto para así cargarlo en el futuro y 
se volverá al estado inicial en las funciones del mando, a su vez que realizará 
la petición al servicio Web, comentado anteriormente (apartado 3.2), para 
incluir el nuevo gesto a su lista de entrenamiento. 
 
Durante ambas fases, reconocimiento y creación de gesto, se deshabilita los 
robots que simulan los clicks del ratón, puesto que se utilizan esos botones 
para marcar las etapas importantes.  
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A continuación se muestra un diagrama de las funciones de los botones con 
acciones extra según la situación. El diagrama de estado del botón A es el 
siguiente (Fig. 3.16): 
 
Fig.  3.16 Diagrama de estado del botón A 
 
Al pulsar el botón a primero se comprueba si está tanto en la fase de creación 
de un gesto como en la de reconocimiento. En cada una de estos procesos 
tiene una función, en el caso del reconocimiento indica la finalización de la 
etapa, en cambio en la de creación indica el principio y fin del gesto. 
 
En último lugar si no se encuentra en ninguna de las fases comentadas 
anteriormente se comprueba si se está usando los infrarrojos, en caso 
afirmativo se simulara el clic derecho, en caso negativo, no realizara ninguna 
acción. Sólo hay una excepción, el botón siempre envía un mensaje al cliente 
Flex cada vez que se pulsa el botón se encuentre en la fase que se encuentre, 
en el caso que el teclado esté presente, la aplicación Flex utiliza este mensaje 
para activar las mayúsculas o minúsculas. 
 
Fig.  3.17 Diagrama de estado del botón B 
 
De manera similar al anterior caso, el botón B (Fig. 3.17) comprueba antes de 
realizar la simulación del clic izquierdo del ratón en el caso de que este 
activada la opción del infrarrojo, que no esté en la fase de reconocimiento, en 
ese caso al soltar el botón B se envía la conclusión a la que ha llegado la API 
Wiigee en el reconocimiento. 
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El botón menos (Fig. 3.18), tan sólo tiene la función de indicar el fin de las 
repeticiones en la creación de un gesto. Si no se encuentra en esta fase no 
realiza ninguna función. A continuación se muestra su diagrama de estados. 
 
Fig.  3.18 Diagrama de estados del botón menos 
 
El resto de botones no interactúa en ninguna situación, excepto en el caso 
comentado en el botón A, cuando el teclado virtual está presente, que de igual 
manera en el resto de los botones los mensajes que indican la pulsación de 
uno de ellos se envían siempre, aunque la aplicación Flex sólo los utiliza en 
este caso.  
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CAPÍTULO 4 ENTORNO DE DESARROLLO 
 
A continuación se explican las tecnologías usadas como soporte durante el 
desarrollo del trabajo. Estas tecnologías son: Maven, una herramienta de 
gestión y construcción de proyectos en Java; BlazeDS, sistema de mensajería 
asíncrona entre aplicaciones Adobe Flex y AIR con entornos Java; Subversión, 
un sistema de control de versiones y repositorio de código fuente. 
 
4.1 Maven 
 
Maven es una herramienta que forma parte de Apache. Se suele utilizar en 
proyectos relativamente grandes, donde se requiere de una gran cantidad de 
librerías externas. Maven busca facilitar este trabajo al programador, utilizando 
el concepto del Project Object Model, un modelo más simple que el Ant y 
basado en el formato XML. 
 
Permite crear una estructura de directorios para un proyecto específico 
mediante arquetipos e incluir aquellas dependencias necesarias añadiéndolas 
directamente al build path del proyecto. Todo ello buscándolas a través de 
varios repositorios dedicados a contener estos elementos.  
 
4.1.1 Uso de Maven 
 
El uso de Maven en el proyecto ha sido completamente dirigido a la obtención 
de librerías externas de manera rápida. Aquí entra en juego el archivo llamado 
pom.xml, que contiene toda la información del proyecto. 
 
Como se ha comentado antes Maven es capaz de descargar una dependencia 
y añadirla al proyecto automáticamente, a través de los diversos repositorios 
repartidos por la red. Una vez descargada una dependencia es posible verla en 
el pom.xml. 
 
El problema quizá es cuando necesitas añadir una librería que no se encuentra 
en ningún repositorio. En este caso es necesario añadirlo a mano, añadiendo 
las librerías y completando el pom.xml con la información necesaria para que 
Maven sea capaz de tratar con ellas, este es el caso por ejemplo de las 
librerías del control del Wiimote, que no se encuentran en ninguna de los 
repositorios de Maven. 
 
El archivo pom.xml, a pesar de estar en formato XML, posee de una interfaz 
grafica que puede ser usada también en el caso de añadir dependencias que 
no se encuentran en los repositorios. 
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En cualquier caso, se han de rellenar los mismos datos, el resultado de las 
nuevas dependencias queda de la siguiente manera en el archivo pom.xml 
(Tabla 4.1): 
 
Tabla 4.1 Ejemplo pom-xml 
<dependency> 
  <groupId>wiigee.lib</groupId> 
  <artifactId>wiigee</artifactId> 
  <version>1.5.6</version> 
  <scope>system</scope> 
  <systemPath>${basedir}/src/main/webapp/WEB-INF/lib/wiigee-
lib-1.5.6.jar</systemPath> 
</dependency> 
<dependency> 
  <groupId>wiigee.plugin.Wiimote</groupId> 
  <artifactId>Wiimote</artifactId> 
  <version>1.5.6</version> 
  <scope>system</scope> 
  <systemPath>${basedir}/src/main/webapp/WEB-INF/lib/wiigee-
plugin-Wiimote.jar</systemPath> 
</dependency> 
 
4.2 BlazeDS 
 
Ha sido desarrollado por Adobe y en un principio es una tecnología de 
mensajería asíncrona para comunicar componentes Adobe Flex y AIR con 
servidores desarrollados en tecnologías Java EE. 
 
Como se comentó antes se tuvo en cuenta a la hora de pensar la manera de 
comunicar la parte java y Flex del proyecto y que se termino descartando por 
un sistema de mensajes XMPP. 
 
Aun así, se ha mantenido su uso, no por el objetivo de la herramienta, 
comunicar componentes, sino porque facilita el despliegue de aplicaciones Flex 
en Tomcat, un servidor http. 
 
4.2.1 Uso de BlazeDS 
 
Una vez desplegado el .war de la herramienta en la estructura de Tomcat, se 
crean varias carpetas. Una de ellas es WEB-INF, dentro de ella nos 
encontramos la carpeta donde incorporaremos aquellas librerías que podría 
usar la aplicación Flex y otra para las clases java si es necesario, que no es el 
caso. 
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A parte hay otra carpeta llamada Flex, que contiene archivos de configuración, 
en concreto hay uno llamado remoting-config.xml, donde se configura el 
conector entre Flex y java junto con su id, por ejemplo (Tabla 4.2): 
 
Tabla 4.2 Ejemplo remotin-config.xml 
<destination id="conector"> 
  <properties> 
  <source>edu.upc.medmon.Wiigee.main.Conector</source> 
  </properties> 
</destination> 
 
El siguiente paso es configurar el proyecto Flex para que utilice esta 
herramienta. Al acceder a las propiedades del proyecto podemos configurar en 
la parte de Flex Server, el uso de un servicio de acceso remoto, en el cual 
escogeremos a BlazeDS. 
 
Al final nos da la opción de elegir un lugar donde se desplegara el proyecto listo 
para usarse en Tomcat, escribiendo los servlets necesarios en el web.xml. 
 
En el caso de querer utilizar el objetivo de esta herramienta, comunicar 
entornos java con componentes Adobe Flex, dentro del proyecto Flex se crea 
un remote-object que hará la llamada al método deseado desde Flex, por 
ejemplo (Tabla 4.3) 
 
Tabla 4.3 Ejemplo RemoteObject 
<s:RemoteObject id="ro" destination="conector"  
     
 source="edu.upc.medmon.Wiigee.main.Conector" 
 result="ro_resultHandler(event)" 
 fault="ro_faultHandler(event)"> 
</s:RemoteObject> 
 
 
 La id será como se reconozca a este componente dentro del proyecto 
Flex. 
 El destination es la id del conector creado en el remoting-config.xml. 
 El source, el path hasta la clase java que recibirá la llamada. 
 El result y fault, son métodos que se crearán en el proyecto Flex para 
capturar la respuesta. 
 
Pero esta función no se usa en la versión final del proyecto, tan solo se 
aprovecha del despliegue automático al servidor HTTP Tomcat. 
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4.3 Subversion 
 
Se encuentra también bajo licencia de Apache. Es un software que proporciona 
un control de versiones, manteniendo copias de diferentes versiones dentro de 
un repositorio listos para su recuperación en caso de necesidad. 
 
Es posible también acceder a estas versiones a través de la red de modo que 
puede ser recuperado desde distintos equipos o personas en el caso de un 
proyecto compartido facilitando el trabajo en equipo. Para su uso existen 
muchos plugins que ayudan a su utilización, en este caso se ha aprovechado el 
proporcionado por el entorno Eclipse. 
 
 
Plan de trabajo   47 
CAPÍTULO 5 PLAN DE TRABAJO 
 
Las tareas se pueden diferenciar en 4 tipos: 
 
 Estudio Previo: Reúne las tareas de búsqueda de información, estudio 
de las posibles tecnologías que podrían utilizarse en el trabajo. 
 Diseño: Engloba el diseño de la aplicación Web y arquitectura del 
trabajo. 
 Implementación: Aquellas tareas de programación, configuración y 
desarrollo practico del Diseño 
 Documentación: Recopilación de información y redacción de la 
memoria. 
 
La siguiente tabla muestra las tareas, descripción y el tiempo total estimado 
para realizarla (Tabla 5.1): 
 
Tabla 5.1 Tabla de dedicación 
Tipo de tarea Descripción Tiempo total 
Estudio Previo Búsqueda de información para el 
control del Wiimote. 
24 Horas. 
Estudio Previo Estudio sobre especificaciones en 
el Bluetooth 
8 Horas 
Estudio Previo Búsqueda de información sobre 
Flex  y aprendizaje en la creación 
de proyectos basados en Flex. 
55 Horas 
Estudio Previo Instalación y configuración del 
entorno de Desarrollo: Eclipse, 
Maven, Subversion, Openfire, 
Blazers, Tomcat y Flex Builder 
20 Horas 
Estudio Previo Búsqueda de información sobre el 
protocolo XMPP y pruebas en 
Java. 
24 Horas 
Estudio Previo Estudio sobre servicios Web 
basados en REST y forma de 
introducir datos desde el servicio 
Web a Google Health 
20 Horas 
Diseño Creación del Diseño básico de una 
Web para realizar Tests 
8 Horas 
Diseño Creación del Diseño Final de la 
Web. 
16 Horas 
Diseño Especificar que tipos de mensajes 
son necesarios para el trabajo 
20 Horas 
Diseño Estructura con la que guardar la 
lista de gestos y sus datos 
individuales en Google Health 
4 Horas 
Diseño Diseño de las funciones de los 
botones en la aplicación 
 
20 Horas 
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Tipo de tarea Descripción Tiempo total 
Implementación Pruebas de conectividad entre el 
Wiimote y el dispositivo Bluetooth  
e implementación de conectividad 
de WiiGee y primeras pruebas de 
las posibilidades que ofrece la 
librería 
44 Horas 
Implementación Implementación de los clientes y 
mensajes XMPP en Java y Flex 
20 Horas 
Implementación Implementación de las 
funcionalidades de la Web Flex de 
la versión de test y final con los 
mensajes XMPP 
40 Horas 
Implementación Integración del control del 
Wiimando, con las funcionalidades 
deseadas y con los mensajes 
XMPP y Flex. 
90 Horas 
Implementación Integración de la aplicación con el 
servicio Web y Google Health 
18 Horas 
Documentación Recopilación de información sobre 
las tecnologías usadas. 
16 Horas 
Documentación Redacción de la memoria 56 Horas 
 
TOTAL 503 Horas 
 
Como se puede observar la fase de implementación es la que tiene una carga 
mayor de horas dedicadas 212 horas, ya que es la parte más  importante del 
proyecto seguida del estudio previo con 151. Decir que tanto las fases de 
implementación, diseño y estudio previo, se han solapado, debido a que se ha 
estructurado el trabajo según las tecnologías, realizando el estudio previo, 
diseño e implementación necesarias para después unirlas entre si. Para acabar 
la documentación ha sumado 72 horas de las cuales la parte de recopilación de 
información se a realizado mayoritariamente durante la realización del trabajo. 
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CAPÍTULO 6 CONCLUSIONES 
 
Aquí se expondrán las conclusiones alcanzadas al finalizar el proyecto, por un 
lado se analizarán los objetivos alcanzados, para seguir con el impacto medio 
ambiental del proyecto y las conclusiones personales. Para acabar se hará una 
reflexión de las posibles mejoras futuras. 
 
6.1 Objetivos Alcanzados 
 
Al inicio se comentaron los objetivos iniciales con los que comenzó el proyecto, 
los cuales han sido alcanzados mayoritariamente: 
 
 Se ha desarrollado un Web utilizando las herramientas proporcionadas 
por Flex, que dan soporte para el desarrollo de páginas Web 
enriquecidas. 
 Es posible mediante comunicación XMPP iniciar el proceso de conexión 
con un Wiimote. 
 Es posible reconocer un movimiento realizado a través del mando. 
 Existe la posibilidad de que el usuario cree sus propios movimientos, 
como complemento a su entrenamiento haciéndolo más personalizado y 
poder utilizarlo en sesiones posteriores. 
 Se informa de la correcta realización del gesto o no, aunque no se llega 
a realizar indicaciones al paciente para mejorar su movimiento.  
 Mediante herramientas externas se ha conseguido guardar los 
resultados de los entrenamientos, aunque no se ha llegado a realizar 
gráficas de seguimiento en la propia aplicación del trabajo. 
 Existe la posibilidad de usar el Wiimote como un periférico, tomando el 
lugar del ratón, e incluso de poder usar un teclado virtual para sustituir al 
físico. 
 
Como se puede observar se han llegado a alcanzar prácticamente la totalidad 
de los objetivos propuestos a excepción de dos de ellos en las que se ha 
conseguido una parte parcial del objetivo pero no su totalidad.  
 
6.2 Impacto medioambiental 
 
El proyecto permite el complementar una rehabilitación a distancia, desde el 
hogar del paciente. Es un hecho que no hay centros de rehabilitación en tal 
cantidad para que todos tengamos la posibilidad de que exista uno cerca o 
relativamente cerca de casa y que los centros dispongan de recursos 
ilimitados. 
 
El hecho de poder utilizar herramientas que puedan ser usadas por múltiples 
pacientes a la vez y que complemente la rehabilitación con una serie de 
ejercicios desde el propio hogar implica, por un lado una reducción de costes y 
aumento en la eficiencia del uso de los recursos de la sanidad pública y por el 
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otro un aumento de la efectividad del entrenamiento del paciente ya que no 
solo se trabaja en el momento que el paciente se puede permitir el transporte al 
centro, si no cada vez que disponga de tiempo en su hogar para realizar estos 
ejercicios. 
 
Esto sin duda ofrece una mejora en la calidad de vida. A parte es posible que 
no necesite realizar la misma cantidad de viajes al centro, de modo que se 
reduce el desplazamiento, si este se realiza en automóvil, implica también una 
reducción de CO2 a la atmosfera. 
 
6.3 Conclusiones personales 
 
Durante la carrera los trabajos realizados se suele utilizar herramientas que 
están totalmente implantadas de las cuales puedes obtener una gran 
información para su realización, si a esto le sumamos que suelen estar 
bastante guiadas, ha sido un cambio en el modo de trabajo. 
 
De hecho la realización del trabajo me ha aportado conocimientos de los cuales 
carecía, es más no tenia ninguna experiencia en la realización de páginas Web 
y el echo de utilizar Adobe Flex para ello, un lenguaje distinto a los que sueles 
ver durante toda la carrera como Java, ha sido un reto en el inicio del proyecto, 
además de la utilización de herramientas como BlazeDS o Maven, de las que 
antes desconocía, o que si conocía como los servicios Web o el protocolo 
XMPP, pero que no tenia ninguna experiencia sobre ellos. 
 
Por otro lado la utilización de un periférico como un el Wiimote, a supuesto una 
motivación extra al ser algo completamente diferente de lo realizado hasta 
ahora, también ha ayudado a que la librería utilizada, está desarrollado en Java 
y que dispone de una arquitectura que ayuda a su comprensión y utilización de 
forma sencilla. 
 
En resumen ha sido muy interesante y los conocimientos adquiridos me serán 
realmente de utilidad en el futuro, además al ser un proyecto individual ayuda a 
ver los puntos en los que flaqueas e intentar superarlos. 
 
6.4 Futuras mejoras 
 
Algunas ideas para mejorar la aplicación serian las siguientes: 
 
 Ofrecer la posibilidad de observar el seguimiento en gráficas desde la 
aplicación. 
 Ofrecer indicaciones durante la realización del movimiento para ayudar 
al paciente. 
 El conectar varios Wiimotes con todas las funcionalidades actuales. 
 Separar la capa de control de bluetooth del resto de la librería Wiigee de 
modo que el cliente solo necesite del mando, un dispositivo bluetooth y 
acceso a Internet. 
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 Ofrecer juegos multijugador donde varios pacientes o monitor y paciente 
puedan interactuar, cada uno desde su PC. 
 
Además en los últimos días ha surgido otro periférico que podría usarse de 
manera similar, Kinect. En cuando a capacidad, es claramente superior al 
mando, puesto que captura cualquier movimiento del cuerpo, además dispone 
de una cámara integrada, entre otras funciones. Claramente en un futuro se 
tienda a la utilización de este aparato en contra del Wiimote.  
 
La pega es que es una tecnología novedosa, diseñada para una consola, por lo 
que los plugins actuales que puedan ser capaces para su utilización en un PC 
todavía son algo primitivas, a pesar del gran interés que hay en poder utilizarlo 
cuanto antes, por lo que pasará algún tiempo hasta que se convierta en una 
alternativa más que viable en este tipo de proyectos. 
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ACRÓNIMOS 
 
API (Application Programming Interface) – Conjunto de funciones y 
procedimientos para ser utilizados por otra aplicación como capa de 
abstracción. 
 
JavaScript – Lenguaje de programación orientado a objeto que permite 
mejoras en la interna de usuario y páginas Web dinámicas. 
 
HTML (HyperText Markup Language) – Lenguaje basado en etiquetas 
predominante para la elaboración de páginas Web. Es usado para describir la 
estructura y el contenido en forma de texto, así como para complementar el 
texto con objetos tales como imágenes.  
 
HTTP (Hypertext Transfer Protocol) – Protocolo sin estado de la capa de 
Aplicación utilizado en cada transacción de la World Wide Web. 
 
L2CAP (Logical Link Control and Adaptation Protocol) – Es utilizado dentro de 
la pila de protocolos de Bluetooth. L2CAP se utiliza para pasar paquetes con y 
sin orientación a la conexión a sus capas superiores. 
 
LDAP (Lightweight Directory Access Protocol) – Protocolo que permite el 
acceso a un servicio ordenado y distribuido para buscar diversa información en 
un entorno de red. Tambien es considerado una base de datos a la que se 
puede realizar consultas. 
 
MySQL – Es un sistema de gestión de base de datos relacional, concurrente y 
multiusuario. 
 
MXML (Macromedia eXtensible Markup Language) Lenguaje basado en XML 
que describe interfaces de usuario, crea modelos de datos y tiene acceso a los 
recursos del servidor, del tipo RIA (Rich Internet Application) e inclusive permite 
extender etiquetas y crear sus propios componentes. 
 
REST (Representational State Transfer) – Técnica de arquitectura software 
para sistemas hipermedia distribuidos como la red Internet. 
 
SASL (Simple Authentication and Security Layer) – Es un Framework que 
separa los mecanismos  autenticación y autorización permitiendo que otro 
protocolo de aplicación lo use.  
 
SOAP (Simple Object Access Protocol) – Protocolo estándar que define cómo 
dos objetos en diferentes procesos pueden comunicarse por medio del 
intercambio de datos XML. 
 
SSL (Secure Sockets Layer) – Protocolo criptográfico que proporciona una 
comunicacion segura a través de una red. 
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Servlet – Objetos que funcionan dentro del contexto de un contenedor de 
servlets o aplicaciones. Especialmente diseñado para ofrecer contenido 
dinámico en la desde un servidor Web.  
 
TLS (Transport Layer Security) – Sucesor de SSL como protocolo criptográfico. 
 
URL (Uniform Resource Locator) – Secuencia de caracteres, de acuerdo a un 
formato modélico y estándar, que se usa para nombrar recursos en Internet 
para su localización o identificación, como por ejemplo documentos textuales, 
imágenes, videos, presentaciones digitales, etc. 
 
XML (eXtensible Markup Language) – Metalenguaje de uso general que sirve 
para definir otros lenguajes de programación o formatos de intercambio de 
información según diversas necesidades. 
 
XMPP (Extensible Messaging and Presence Protoco) – Es un protocolo abierto 
y extensible basado en XML, originalmente ideado para mensajería 
instantánea. 
