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Resumen
El objetivo del desarrollo del presente proyecto es facilitar el aprendizaje de la programación
haciendo uso de un medio muy útil para diseñar algoritmos: el pseudocódigo. El pseudocódigo
tiene una sintaxis muy cercana al lenguaje natural, por ello, es la vía mas adecuada para el con-
tacto inicial con la programación. Pero, tiene una carencia, la cual es que no se puede ejecutar
directamente en un ordenador, y por tanto, no se puede visualizar el comportamiento real del
algoritmo (algo que es de vital importancia en el aprendizaje). Para solventar esta carencia, se
ha desarrollado un DSL (Lenguaje Específico de Dominio) con el que se conseguirá que desde
el entorno de desarrollo Eclipse sea posible escribir algoritmos utilizando la sintaxis del pseudo-
código descrito en [Hurtado et al., 2002] y posteriormente, ejecutar los programas en C o C++
resultantes de la conversión de dichos algoritmos. El DSL contiene validaciones sintácticas y se-
mánticas, de tal forma, que se conseguirá que el programa generado no contenga errores y sea
directamente compilable, además de ser multidioma (español o inglés), permitiendo seleccionar
el idioma de la sintáxis del pseudocódigo. Finalmente, se han implementado comprobaciones de
calidad (utilizando la plataforma de gestión de calidad de código, SonarQube), con las que se
podrán medir la calidad de los algoritmos diseñados en pseudocódigo.
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A continuación, se describe la motivación del presente proyecto y su alcance. También se incluye
un glosario de términos y la organización del resto de la documentación.
1.1. Motivación
El apoyo al método de aprendizaje de la programación ha sido la razón principal que ha impul-
sado el desarrollo de este proyecto.
Actualmente, existe un medio muy útil para el primer contacto con la programación, el cual
es el pseudocódigo, ya que éste nos permite escribir algoritmos con una sintaxis muy parecida al
lenguaje natural. Pero, dicho método, tiene una restricción importante al sólo poder ser utilizado
sobre papel. Ya que esto obliga a las personas que lo utilicen a suponer o imaginar cual será el
comportamiento del algoritmo, siendo una tediosa tarea para algoritmos que, en primer contacto,
resultan complejos. Pero, por otro lado, quizás tampoco sería buena idea que el primer contacto
con la programación se realizara con un lenguaje de programación convencional (C, C++ o Java,
por ejemplo), ya que, aunque el problema de no visualizar el comportamiento del programa des-
aparecería, se perdería el poder de “globalización” de ideas del pseudocódigo, que hace construir
soluciones que no están encadenadas a la sintaxis de ningún lenguaje de programación concreto.
Por ello, se ha intentado eliminar la restricción del pseudocódigo, permitiendo el diseño de al-
goritmos desde un entorno de desarrollo y su ejecución, facilitando la depuración de éstos. Y
además, existiendo la posibilidad de observar los programas resultantes de la conversión de los
algoritmos en pseudocódigo a C o C++, y así, poder empezar a iniciarse en éstos lenguajes sin
necesidad de programar utilizándolos directamente.
1.2. Pseudocódigo
En nuestra lengua se hace uso de diversos elementos compositivos para formar nuevas pala-
bras. Uno de los más habituales es pseudo, que permite referirse a algo que no es original,
sino que es falso o una imitación [RAE, 2012]. Por lo tanto, el término pseudocódigo se refiere
a un falso lenguaje, ya que respeta las normas de estructura de un lenguaje de programación,
pero esta desarrollado para que sea interpretado por un humano en lugar de por una máquina
[Rodríguez Almeida, 1991]. Esto hace que sea independiente a cualquier lenguaje de programa-
ción y que sea ideal para su uso en la educación y como boceto en las etapas previas de desarrollo
3
de un software.
En el presente proyecto el desarrollo se centrará en la sintaxis de los algoritmos que se reco-
gen en [Hurtado et al., 2002].
A continuación, se muestra como ejemplo de la sintaxis utilizada un fragmento de [Hurtado et al., 2002],





vec to r [MAX] de entero : Vec
var
ente ro : i , e lemento
Vec : V
l o g i c o : encontrado
inicio
escribir ( ’ ’ in t roduzca e l elemento a buscar ’ ’ )
leer ( elemento )
i← 1
encontrado <− f a l s o
mientras ( no encontrado ) y ( i ≤MAX ) hacer






si ( encontrado ) entonces
escribir ( ’ ’ Elemento encontrado en l a po s i c i on ’ ’ , i )
si_no




Este proyecto va dirigido a cualquier persona que desee aprender los fundamentos de la programa-
ción y el diseño de algoritmos, aunque se evalúa en el contexto de las asignaturas de Introducción
a la Programación y Metodología de la Programación de primer curso del Grado en Ingeniería
Informática.
1.4. Organización del documento
A lo largo de este documento el lector se encontrará con diferentes secciones que detallan las
fases del desarrollo del presente proyecto. A continuación, se comenta brevemente el contenido
de cada una de ellas:
1. Introducción: Contiene un pequeño resumen del proyecto relatando la motivación que ha
producido el desarrollo y el alcance del mismo.
2. Planificación: Esta sección comprende una pequeña explicación de la metodología elegida
para el desarrollo, la planificación temporal llevada a cabo acompañada del correspondiente
diagrama Gantt, la organización de tareas y asignación de recursos, la estimación de costes
y una explicación de como se gestionarán los posibles riesgos del proyecto.
3. Desarrollo: Descripción del contenido del documento de requisitos del sistema (DRS) y del
documento de análisis del sistema (DAS). Además del diseño del sistema, especificando el
diseño de la arquitectura, interfaz de usuario, el diseño de datos y el diseño de componentes.
4. Implementación: Descripción de la estructuración del código fuente de la aplicación, una
breve descripción del entorno tecnológico necesario y la explicación correspondiente a las
herramientas utilizadas para el aseguramiento de la calidad.
5. Pruebas del sistema: En esta sección se detallarán las pruebas realizadas para la compro-
bación del código fuente.
6. Manual de usuario: Contiene un pequeño resumen de las características del manual de
usuario y su utilidad, a parte del manual en sí.
7. Manual de instalación y explotación: Manual de instalación de la aplicación para poder ser
utilizada por cualquier persona, además de las pruebas de implantación.
8. Conclusiones: Esta sección contiene los objetivos alcanzados, las lecciones aprendidas y las




En esta sección se describen todos los aspectos relativos a la gestión del proyecto: metodología,
organización, costes, planificación, riesgos y aseguramiento de la calidad.
2.1. Metodología de desarrollo
El desarrollo del proyecto se ha llevado a cabo siguiendo un modelo del ciclo de vida iterativo
e incremental. En este caso, no se ha utilizado ninguna metodología de desarrollo existente, si
no que se usa una metodología de desarrollo basada en los principios ágiles para la que se han




Implementación (esta fase se ha dividido en un conjunto de tareas, cada una se correspon-
derá con una versión funcional de la aplicación).
Pruebas (esta fase, al igual que la anterior, se ha dividido en un conjunto de tareas y cada
una se corresponderá a las pruebas realizadas a cada versión funcional de la aplicación).
Implantación
Para las fases “Recolección de requisitos” y “Análisis del sistema” se ha seguido en cierto modo
la metodología de [Durán and Bernárdez, 2002] utilizando las plantillas para la definición de
requisitos que aparecen en la herramienta REM.
2.2. Planificación del proyecto
Para el presente proyecto se ha estimado el siguiente calendario de tareas:
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Figura 2.1: Diagrama Gantt que muestra la planificación temporal del proyecto.
Como se puede observar en el diagrama Gantt anterior, se ha dividido el tiempo en ocho fases
principales:
Recolección de requisitos, análisis y diseño: Estas fases durarán la mayor parte del tiempo
planificado para el desarrollo del proyecto, ya que los requisitos, el análisis y el diseño,
estarán sujetos a cambios durante el desarrollo de la implementación.
Implementación: En esta fase se realizará la implementación completa de la aplicación. El
tiempo se ha dividido en tareas las cuales corresponden a una versión concreta del producto,
siguiendo un enfoque ágil.
• V0.1: Corrección de la gramática.
• V0.2: Añadir conversión a C.
• V0.3: Añadir validaciones semánticas.
• V0.4: Conversión a un proyecto con naturaleza C++.
• V0.5: Adaptación del wizard.
• V0.6: Añadir templates de ayuda.
• V0.7: Unión de los proyectos C y C++ en uno.
• V0.8: Corrección de las validaciones.
• V0.9: Añadir gramática en Inglés.
• V0.10: Añadir gramática para SonarQube.
• V0.11: Añadir módulos en la gramática.
• V0.12: Añadir validaciones globales.
• V0.13: Añadir quick fix y ayudas en la edición.
• V0.14: Añadir métricas para SonarQube.
• V0.15: Correcciones y mejoras globales.
• V1.0: Versión final para liberar.
Pruebas: En esta fase se realizarán las pruebas de la aplicación. Las pruebas durarán el
mismo tiempo que la implementación, ya que se realizan pruebas en cualquier momento.

















Implantación: En esta fase se implantará el sistema en el entorno cliente y se facilitaran
los productos resultantes al cliente para que puedan ser utilizados.
Documentación: En esta fase se realizarán los documentos necesarios para la finalización
del proyecto, es decir: la redacción del presente documento y de la presentación. En esta
etapa existe una tarea llamada “Recoger datos” y ésta tarea se refiere a todas los procesos de
recolección de datos a incluir en la documentación que todavía no hayan sido documentados
oficialmente.
Revisión final: En esta etapa se realizará la revisión de todos los productos del proyecto
para asegurar su corrección para la entrega final.
2.3. Organización
Los recursos utilizados en el proyecto serán los siguientes:
Recursos humanos:
Participante: Tatiana Person Montero
Organización: Universidad de Cádiz




La persona anterior trabajará en todas las etapas del desarrollo del proyecto, por este
motivo no existirán roles diferentes en el desarrollo.
Participante: Iván Ruíz Rube
Organización: Universidad de Cádiz




Participante: Esther Lidia Silva Ramírez





Participante: Nuria Hurtado Rodríguez






1. Macbook Air (Intel Core I5 1,3 GHz, 4GB RAM, 128 GB almacenamiento flash) con
OS X Yosemite (10.10.3).
Recursos software:
1. Eclipse (para la realización de la implementación).
2. TeXnicle (para la realización de la documentación en Latex).
3. VioletUML (para la realización de los diagramas UML)
4. Cacoo (para la realización de los diagramas UML)
5. GanttProject (para la realización del diagrama de Gantt).
6. Máquina virtual con S.O Windows (para la realización de las pruebas.).
7. Máquina virtual con S.O Ubuntu (para la realización de las pruebas).
8. Photoshop (para la realización del logo de la aplicación).
2.4. Costes
2.4.1. Coste planificado
Se estima que el proyecto tiene una duración de un año, en el que se trabajará durante 20 horas
semanales. Esta estimación se ajusta a la duración temporal de dos becas de la Universidad de
Cádiz (”Desarrollo y evaluación de un entorno para la mejora del aprendizaje de programación
(Referencia AAA_14_012)” y ”Evolución, despliegue y evaluación de un software para el apren-
dizaje de la programación (Código de la solicitud sol-201400047875-tra)”). Por lo tanto, las horas
totales de dedicación estimadas son: (20 ∗ 4) ∗ 12 = 80 ∗ 12 = 960 horas.
Según las becas de formación de prácticas en empresa [UCA, 2015] el salario mensual recibi-
do sería de 350e.
Por lo tanto, el coste de la contratación del personal ascendería a: 12 ∗ 350 = 4200e.
A este gasto se le debe sumar los gastos derivados de la compra del equipo utilizado para desa-
rrollar la aplicación. En este caso, el coste total se muestra a continuación:
1. Macbook Air (Intel Core I5 1,3 GHz, 4GB RAM, 128 GB almacenamiento flash) con OS
X Yosemite (10.10.3): 990e
Para calcular los gastos derivados, se debe calcular el gasto de amortización del equipo, el cual
se muestra a continuación:
Gasto de amortización = Coste Total - Valor Residual / Vida Útil
Gasto de amortización = (990− 100)/5 = 178e/año.
Para calcular el gasto de amortización anteriormente se ha tenido en cuenta que el valor re-
sidual del producto es de 100e, este valor se corresponde al valor estimado del producto una vez
que su vida útil haya terminado. Por otro lado, la vida útil media que se estima para el equipo
es de 5 años.
Finalmente, se obtiene que el coste estimado del proyecto ascendería a: 4200 + 178 = 4378e, ya
que la duración es de un año.
2.4.2. Coste real
El proyecto ha tenido una duración real de un año, en el que se ha trabajado durante 24 horas
semanales. Por lo tanto, las horas totales de dedicación al proyecto han sido: (24 ∗ 4) ∗ 12 = 1152
horas.
Según los cálculos realizados en el apartado anterior y siguiendo [UCA, 2015], el salario mensual
recibido sería de: (1152 ∗ 4200)/960 = 5031, 25e.
Finalmente, al añadir el coste de amortización del equipo el coste real del proyecto ascende-
ría a: 5031, 25 + 178 = 5209, 25e.
2.5. Riesgos
Los riesgos del proyecto que han sido recogidos y clasificados siguiendo, en cierta medida, la
metodología descrita en [Pressman, 1997] son los siguientes:
Riesgos del proyecto:
1. Fecha de entrega inalcanzable:
Impacto: La aplicación no se podría utilizar en las asignaturas de Introducción a la
Programación y Metodología de la Programación en el curso próximo.
Probabilidad de ocurrencia: Media.
Prioridad: Crítica.
Solución en caso de materialización: Redefinir la planificación y estimar de forma
segura una nueva fecha de entrega lo más temprana posible.
2. Realización de actividades de desarrollo fuera de los plazos temporales establecidos
Impacto: Podría provocar la materialización en caso grave del riesgo anterior. Requeri-
ría tener que acortar el tiempo establecido para otras tareas o bien aumentar la carga
de trabajo.
Probabilidad de ocurrencia: Media.
Prioridad: Alta.
Solución en caso de materialización: Redefinición de la planificación para equilibrar
nuevamente las cargas de trabajo.
3. Complejidad de la aplicación demasiado elevada
Impacto: Podría provocar la imposibilidad de su realización dentro de los plazos esta-
blecidos (se requeriría más tiempo de estudio y desarrollo).
Probabilidad de ocurrencia: Media.
Prioridad: Crítica.
Solución en caso de materialización: Disminución de la complejidad mediante reduc-
ciones de objetivos y/o funcionalidades o adaptaciones de funcionalidades complejas
a funcionalidades más simples.
Riesgos técnicos:
1. Dificultad para diseñar o implementar funcionalidades que cumplan con los objetivos y
requisitos establecidos.
Impacto: Retraso dentro de los plazos establecidos por la planificación. Consideración
de aplicación demasiado compleja.
Probabilidad de ocurrencia: Media.
Prioridad: Crítica.
Solución en caso de materialización: Estudio más detallado de las posibles soluciones
o volver a los procesos de análisis de requisitos del sistema y redefinirlos.
Riesgos del negocio:
1. Uso de la aplicación poco amigable.
Impacto: Rechazo de la aplicación por parte del usuario.
Probabilidad de ocurrencia: Media.
Prioridad: Crítica.
Solución en caso de materialización: Mejoras en las funcionalidades de soporte al
usuario en el uso de la aplicación.
2. Aplicación no soportada en todos los S.O.
Impacto: Rechazo de la aplicación por parte de los usuarios que utilicen esos S.O.
Probabilidad de ocurrencia: Media.
Prioridad: Crítica.
Solución en caso de materialización: Corrección de la aplicación para que sea soportada
por esos S.O.
3. Dificultad de la aplicación demasiado elevada.
Impacto: Rechazo de la aplicación por parte del usuario.
Probabilidad de ocurrencia: Media.
Prioridad: Crítica.
Solución en caso de materialización: Rediseño de las funcionalidades que aportan una
dificultad elevada.
2.6. Aseguramiento de la calidad
Respecto a la fase de obtención y análisis de requisitos se ha seguido en cierto modo la metodolo-
gía de Durán [Durán and Bernárdez, 2002] utilizando las plantillas de descripción bien definidas
sobre los elementos (objetivos, requisitos, escenarios, diagramas, etc.) que proporciona la herra-
mienta REM. Esta metodología cumple con el estándar IEEE 830-1998 [IEE, 2008].
Por otro lado, respecto a la fase de implementación, al utilizar el enfoque MDD (Model Dri-
ven Development) se generará un porcentaje alto del código de la aplicación en función de las
características del modelo. Por lo tanto, esto asegurará calidad en todo el código generado.
Por otra parte, para el control de versiones o revisiones del código, se ha utilizado un repo-
sitorio SVN alojado en Assembla.
Finalmente, como mecanismo para asegurar la calidad se realizarán revisiones de las versio-
nes del programa (tareas definidas en la fase de implementación) para asegurar el cumplimiento







En esta sección se detallan los objetivos del sistema desarrollado, así como el catálogo de requisitos
que lo definen. Finalmente se describen las diferentes alternativas tecnológicas y el análisis de la
brecha entre los requisitos planteados y la solución base seleccionada.
3.1. Objetivos del sistema
OBJ-001: Programar utilizando pseudocódigo
Versión: 2.0 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez













Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez









Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez







OBJ-004: Medir calidad pseudocódigo
Versión: 2.0 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez











Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube




[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción:
El sistema debe permitir crear un proyecto donde el usuario podrá
crear algoritmos descritos en pseudocódigo siguiendo la sintaxis utili-






FR-002: Seleccionar opciones del proyecto
Versión: 1.1 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube




[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción:
En la creación del proyecto el sistema debe proporcionar una serie de
opciones que determinarán su comportamiento, tales como: seleccio-
nar el idioma (inglés o español) y seleccionar el lenguaje de progra-






FR-003: Gestión recursos del proyecto
Versión: 1.0 (05/06/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Dependencias:
[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción:
El sistema debe permitir crear, eliminar y modificar los distintos re-







FR-004: Validar recurso del proyecto
Versión: 1.1 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube




[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción:
Cuando el usuario haya realizado modificaciones en algún recurso, el







FR-005: Transformar recurso del proyecto
Versión: 1.1 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube




[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática








Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Dependencias:








Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Dependencias:






FR-008: Medir calidad de recurso del proyecto
Versión: 1.1 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube




[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción:
El sistema mostrará el resultado de aplicar las métricas al algoritmo
o módulo descrito en el recurso. En este caso, las métricas que se
implementarán son las siguientes:
Métrica que determina si el nombre de una variable es demasiado
extenso.
Métrica que determina si se hace un uso excesivo de las variables
globales.
Métrica que determina si el programa principal contiene dema-
siada funcionalidad.
Métrica que determina si se hace uso de la especificación (comen-








Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Dependencias:
[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción:
El sistema deberá apoyar la edición de un recurso del proyecto, pro-
porcionando el autocompletado de nombres o ejemplos del uso de






3.2.2. Requisitos no funcionales
NFR-001: Entorno amigable
Versión: 1.0 (05/06/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Dependencias: [FR-009]Proporcionar ayuda








Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Dependencias: Ninguna.








Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Dependencias: Ninguna.








Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube




El sistema deberá permitir ampliaciones futuras de funcionalidades.
Como nuevos lenguajes de programación para la transformación (a
parte de C y C++) y nuevos lenguajes para la sintaxis (a parte del








Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Dependencias: [FR-008]Medir calidad de recurso del proyecto






3.2.3. Requisitos de información
IRQ-001: Información sobre el algoritmo
Versión: 1.1 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube




[IRQ-003]Información sobre los elementos de la gramática
Descripción:
El sistema deberá almacenar la información relativa al algorit-
mo principal que sea definido, respetando la sintaxis recogida en
[Hurtado et al., 2002].
Datos específicos:
Nombre
Sintaxis: sintaxis con la que se describe
Módulos importados: lista de módulos de los que se importa
datos u funcionalidad
Datos: definición de las variables constantes, variables globales
y tipos (Vector, Matriz, Registro, Enumerado, Subrango o Ar-
chivo)
Funcionalidad: definición del conjunto de elementos que confor-
man la lista de subprocesos (Procedimiento o Función)



















IRQ-002: Información sobre los módulos
Versión: 1.1 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube




[IRQ-003]Información sobre los elementos de la gramática
Descripción:
El sistema deberá almacenar la información relativa a la lista de
módulos que sean definidos, respetando la sintaxis recogida en
[Hurtado et al., 2002].
Datos específicos:
Nombre
Sintaxis: sintaxis con la que se describe
Módulos importados: lista de módulos de los que se importa
datos u operaciones
Datos exportables: lista de los tipos, variables globales y cons-
tantes que han sido definidos y serán públicos
Funcionalidad exportable: lista de las cabeceras de los subpro-
cesos que serán públicos
Implementación: conjunto de elementos que conforman la lista
de subprocesos (Procedimiento o Función), variables globales,
constantes y tipos definidos (Vector, Matriz, Registro, Enume-


















IRQ-003: Información sobre los elementos de la gramática
Versión: 1.1 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Dependencias: [OBJ-001]Programar utilizando pseudocódigo
Descripción:
El sistema deberá almacenar la información relativa a los distintos
elementos que componen la gramática respetando la sintaxis recogida
en [Hurtado et al., 2002].
Datos específicos:
Tipo
• Sentencia: Bloque (Si, Mientras, Repetir, Desde, Según),
Escribir, Leer, Abrir, Cerrar, Funciones Internas(cos, cua-
drado, exp, ln, log, sen, sqrt, longitud o concatena), Lla-
mada a función o procedimiento, Operación (Suma, Resta,
Multiplicación, División, OR, AND, Comparación o Igual-
dad), Operadores (Variable, Entero, Real, Cadena, Carác-
ter, Lógico, Llamada a Función o procedimiento) o Asig-
nación
• Declaraciones de variables locales de tipo nativo (Entero,
Real, Cadena, Carácter o Lógico) o de tipos definidos
• Definición de los parámetros de los subprocesos y su tipo
de paso (Entrada, Entrada-Salida o Salida)



















3.3. Alternativas de solución
Teniendo en cuenta los requisitos de la aplicación, se tiene que implementar un DSL que defina
la gramática del pseudocódigo en el que se va a trabajar. Por lo tanto, se han estudiado las
siguientes posibles alternativas:
Visual Studio DSL solution [Microsoft, 2013]. Solución que ofrece Microsoft para el desa-
rrollo de DSL desde el entorno de desarrollo Visual Studio. Haciendo uso de “Visual Studio
SDK” y “Visual Studio Visualization and Modeling SDK”.
MPS (DSL Development Environment) [Jetbrains, 2015]. Solución que ofrece JetBrains
para el desarrollo de DSL. Permite crear tanto el editor como los generadores del DSL a
cualquiera de los lenguajes de programación “base”, como Java, C, XML y otros.
Xtext [Eclipse, 2013]. Es un framework para el desarrollo de DSL. Cubre todos los aspectos
de la infraestructura de un lenguaje completo e integra el DSL como un plugin para Eclipse.
Por otro lado, siguiendo el requisito funcional FR-008 se han estudiado las siguientes posibles
plataformas de análisis de calidad:
Kiuwan [Optimyth, 2012]. Herramienta de análisis estático de código basada en la nube
(SaaS, Software as a Service), y con especial enfoque en la seguridad. Soporta los len-
guajes más significativos y se integra con el software de seguimiento de incidencias JIRA
[Atlassian, 2004].
BugScout [Buguroo, 2010]. Herramienta de análisis estático y dinámico de código. Soporta
múltiples lenguajes, ofrece una versión SaaS de la herramienta y otra versión de escritorio
para instalar en el propio equipo.
SonarQube [SonarSource, 2008]. Plataforma de código abierto para gestionar la calidad
del código fuente. Inicialmente pensado para Java, pero acepta otros lenguajes mediante
extensiones. Se integra con Eclipse, además de otras plataformas.
3.4. Solución propuesta
Para el desarrollo de este proyecto, se ha optado por el uso del framework Xtext. El motivo de
su elección es que al utilizarlo se cubre directamente el requisito no funcional de que la aplica-
ción sea multiplataforma, ya que Eclipse lo es. Además de esto, la utilización de este framework
facilita el desarrollo del resto de requisitos funcionales y no funcionales.
Por otro lado, para la implementación de las métricas de calidad se ha optado por la utilización
de la plataforma SonarQube, ya que permite su integración con Eclipse y se lograría centralizar




Esta sección cubre el análisis del sistema de información a desarrollar, haciendo uso del lenguaje
de modelado UML.
4.1. Modelo conceptual
En este caso, el diagrama conceptual contendrá la definición de entidades que definen la sintaxis
del pseudocódigo descrita en [Hurtado et al., 2002]. Para mejorar la lectura del diagrama éste se
ha dividido en tres partes. Véanse las figuras 4.1, 4.2 y 4.3.
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Figura 4.1: Diagrama conceptual principal.
Figura 4.2: Diagrama que define el paquete Sentencia del diagrama principal 4.1
Figura 4.3: Diagrama que define el paquete Operador del diagrama principal 4.2
4.2. Modelo de casos de uso
En este caso, el diagrama de casos de uso contendrá los requisitos funcionales recogidos para el
sistema en la sección anterior. Véase la figura 4.4.
Figura 4.4: Diagrama de casos de uso del sistema.
CU-001: Crear proyecto
Versión: 1.1 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube




[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción:
El sistema deberá comportarse tal y como se describe en el siguien-
te caso de uso cuando el usuario seleccione la opción referente a la
creación del proyecto.
Precondición: El usuario ha ingresado en Eclipse.
Secuencia normal:
Paso: Acción
1 El sistema muestra los tipos de proyectos disponibles parasu creación.
2 El usuario selecciona el tipo referente al proyecto de pseu-docódigo.
3 El sistema solicita el nombre del proyecto.
4 El usuario introduce el nombre del proyecto.
5 El sistema solicita opciones específicas del proyecto (Include“Seleccionar opciones del proyecto”).
Postcondición: El sistema crea el proyecto respetando el tipo, el nombre y las opcionesseleccionadas por el usuario.
Excepciones:
Paso: Acción
3a Ya existe un proyecto con el nombre especificado, el sistemanotifica del error. (Vuelta al paso 1).






CU-002: Seleccionar opciones del proyecto
Versión: 1.1 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube




[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción:
El sistema deberá comportarse tal y como se describe en el siguiente
caso de uso cuando se muestre la pantalla de opciones específicas en
la creación de un proyecto.
Precondición: El usuario ha ingresado en Eclipse.
Secuencia normal:
Paso: Acción
1 El sistema propone una lista de posibles lenguajes en los quetransformar los algoritmos.
2 El usuario selecciona uno de los lenguajes propuestos.
4 El sistema propone una lista de posibles idiomas para lasintaxis de los algoritmos.
5 El usuario selecciona uno de los idiomas propuestos.
Postcondición: El sistema almacena las opciones seleccionadas por el usuario.
Excepciones:
Paso: Acción






CU-003: Gestión recurso del proyecto
Versión: 1.0 (08/06/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Dependencias:
[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción:
El sistema deberá comportarse tal y como se describe en el siguiente
caso de uso cuando el usuario añada, elimine o modifique un recurso
del proyecto.
Precondición: Existe un proyecto creado.
Secuencia normal:
Paso: Acción
1 Si el usuario ha creado o modificado un recurso, el sistemavalida el recurso (Include “Validar recurso del proyecto”)
2 Si el usuario modifica un recurso el sistema le proporcionaayuda en la edición (Include “Proporcionar ayuda”).
Postcondición: El sistema almacena los cambios en el proyecto.
Excepciones:
Paso: Acción






CU-004: Validar recurso del proyecto
Versión: 1.1 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube




[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción:
El sistema deberá comportarse tal y como se describe en el siguien-
te caso de uso cuando el usuario añada o modifique un recurso del
proyecto.
Precondición: Existe un proyecto creado.
Secuencia normal:
Paso: Acción
1 El sistema valida el recurso.
2 El sistema transforma el recurso (Extend “Transformar re-curso del proyecto”).
Postcondición: El sistema valida el recurso.
Excepciones:
Paso: Acción
1a El recurso contiene errores, el sistema notifica los errores.






CU-005: Transformar recurso del proyecto
Versión: 1.1 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube




[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción: El sistema deberá comportarse tal y como se describe en el siguientecaso de uso cuando se valide el contenido de un recurso del proyecto.




El sistema genera un nuevo recurso con el resultado de la
transformación de los algoritmos o módulos descritos en el
recurso a C/C++.
Postcondición: El sistema genera el nuevo recurso.
Excepciones:
Paso: Acción








Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Dependencias:
[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción: El sistema deberá comportarse tal y como se describe en el siguientecaso de uso cuando el usuario seleccione la opción “Compilar proyecto”.
Precondición: Existe un proyecto creado.
Secuencia normal:
Paso: Acción
1 El usuario selecciona la opción “Compilar proyecto”.
2
El sistema genera los ficheros correspondientes de la compi-
lación del código en C o C++ para hacer posible la ejecución
del proyecto.
Postcondición: El sistema genera los ficheros.
Excepciones:
Paso: Acción








Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Dependencias:
[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción: El sistema deberá comportarse tal y como se describe en el siguientecaso de uso cuando el usuario seleccione la opción “Ejecutar proyecto”.
Precondición: Existe un proyecto creado y se han generado con anterioridad losficheros referentes a la compilación.
Secuencia normal:
Paso: Acción
1 El usuario selecciona la opción “Ejecutar proyecto”.
2 El sistema muestra la salida correspondiente para la funcio-nalidad implementada en el proyecto.
Postcondición: El sistema muestra la salida.
Excepciones:
Paso: Acción






CU-008: Medir calidad de recurso del proyecto
Versión: 1.1 (14/07/2015)
Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube




[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción: El sistema deberá comportarse tal y como se describe en el siguientecaso de uso cuando el usuario ejecute un análisis.
Precondición: Existe un proyecto creado.
Secuencia normal:
Paso: Acción
1 El usuario ejecuta el análisis.
2 El sistema muestra el resultado de aplicar las métricas alalgoritmo o módulo descrito en el recurso.
Postcondición: El sistema mostrará el resultado de aplicar las métricas.
Excepciones:
Paso: Acción








Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Dependencias:
[IRQ-001]Información sobre el algoritmo
[IRQ-002]Información sobre los módulos
[IRQ-003]Información sobre los elementos de la gramática
Descripción: El sistema deberá comportarse tal y como se describe en el siguientecaso de uso cuando el usuario este editando un recurso.
Precondición: Existe un proyecto creado.
Secuencia normal:
Paso: Acción
1 El usuario edita un recurso.
2
El sistema apoya la edición del recurso del proyecto, propor-
cionando el autocompletado de nombres o ejemplos de uso
de determinadas partes de la sintaxis.
Postcondición: El sistema apoya la edición del recurso del proyecto.
Excepciones:
Paso: Acción









Autores: Tatiana Person Montero
Fuentes:
Iván Ruíz Rube
Esther Lidia Silva Ramírez
Nuria Hurtado Rodríguez
Descripción: Se trata de la persona que desea iniciarse en la programación y quehace uso de la aplicación.
Comentario: Ninguno
4.3. Modelo de Comportamiento
4.3.1. Operación Crear proyecto




Descripción: El usuario selecciona la opción referente a la creación de un nuevo pro-yecto.
Parámetros:
Expresiones
precondición: El usuario ha ingresado en Eclipse.
Expresiones
postcondición Se crea el proyecto.
Comentario: Ninguno
Diagrama de secuencia
4.3.2. Operación Seleccionar opciones del proyecto
Contrato de la operación
SOP-002: Seleccionar opciones del proyecto
Versión: 1.0
Dependencias: [CU-002]Seleccionar opciones del proyecto
Descripción: El usuario selecciona el lenguaje de programación en el que se transfor-marán los algoritmos y el idioma para la sintaxis.
Parámetros: Proyecto – Proyecto
Expresiones
precondición: El usuario ha ingresado en Eclipse.
Expresiones
postcondición Se recogen las opciones seleccionadas por el usuario.
Comentario: Ninguno
Diagrama de secuencia
4.3.3. Operación Gestión recurso del proyecto
Contrato de la operación
SOP-003: Gestión recurso del proyecto
Versión: 1.0
Dependencias: [CU-003]Gestión recurso del proyecto
Descripción: El usuario crea, modifica o elimina un recurso del proyecto.
Parámetros: Proyecto – Proyecto
Expresiones
precondición: Existe un proyecto creado.
Expresiones
postcondición Se actualiza el proyecto.
Comentario: Ninguno
Diagrama de secuencia
4.3.4. Operación Validar recurso del proyecto
Contrato de la operación
SOP-004: Validar recurso del proyecto
Versión: 1.0
Dependencias: [CU-004]Validar recurso del proyecto
Descripción: El sistema valida el recurso modificado o añadido por el usuario.
Parámetros: Proyecto – Proyecto
Expresiones
precondición: Existe un proyecto creado.
Expresiones
postcondición El sistema valida el recurso modificado o añadido por el usuario.
Comentario: Ninguno
Diagrama de secuencia
4.3.5. Operación Transformar recurso del proyecto
Contrato de la operación
SOP-005: Transformar recurso del proyecto
Versión: 1.0
Dependencias: [CU-005]Transformar recurso del proyecto
Descripción: El sistema genera un nuevo recurso con el resultado de la transformaciónde los algoritmos o módulos descritos en el recurso a C o C++.
Parámetros: Proyecto – Proyecto
Expresiones
precondición: Existe un proyecto creado.
Expresiones
postcondición El sistema actualiza el proyecto.
Comentario: Ninguno
Diagrama de secuencia
4.3.6. Operación Compilar proyecto




Descripción: El sistema genera los ficheros correspondientes de la compilación del có-digo en C o C++.
Parámetros: Proyecto – Proyecto
Expresiones
precondición: Existe un proyecto creado.
Expresiones
postcondición El sistema actualiza el proyecto.
Comentario: Ninguno
Diagrama de secuencia
4.3.7. Operación Ejecutar proyecto




Descripción: El sistema muestra la salida correspondientes para la funcionalidad im-plementada en el proyecto.
Parámetros: Proyecto – Proyecto
Expresiones





4.3.8. Operación Medir calidad de recurso del proyecto
Contrato de la operación
SOP-008: Medir calidad de recurso del proyecto
Versión: 1.0
Dependencias: [CU-008]Medir calidad de recurso del proyecto
Descripción: El sistema muestra el resultado de aplicar las métricas al algoritmo omódulo descrito en el recurso.
Parámetros: Proyecto – Proyecto
Expresiones





4.3.9. Operación Proporcionar ayuda





El sistema apoya la edición del recurso del proyecto, proporcionando el
autocompletado de nombres o ejemplos de uso de determinadas partes de
la sintaxis, por ejemplo.
Parámetros: Proyecto – Proyecto
Expresiones





4.4. Modelo de Interfaz de Usuario
Al haber seleccionado como alternativa de desarrollo el framework Xtext se obtendrá como pro-
ducto del desarrollo un plugin para Eclipse. Por lo tanto, la interfaz de usuario será la interfaz
del entorno de desarrollo Eclipse y el proyecto se visualizará de la forma convencional (véase la
figura 4.5).
Por otro lado, al utilizar la plataforma de análisis estático de código SonarQube, las mediciones
de la calidad de los algoritmos se visualizarán a través de su interfaz convencional (véase la figura
4.6).
Figura 4.5: Interfaz del entorno de desarrollo Eclipse.




En este capítulo se presentarán los detalles de diseño del proyecto y las decisiones de diseño en
relación al aspecto visual del logo de la aplicación.
5.1. Diagrama de diseño
En el presente proyecto la funcionalidad será dividida en tres secciones: en la primera, se definirá
las entidades que conforman la gramática (respetando el diagrama que se mostró en el modelo
conceptual del sistema), en la siguiente, se mostrará las clases que participan en las funcionali-
dades más relevantes del plugin para Eclipse (Vary) y en la última, se mostrará las clases que
participan en la funcionalidad más relevante del plugin para SonarQube.
5.1.1. Diagrama de diseño de la gramática
Para facilitar su lectura, el diagrama se dividirá en múltiples diagramas, describiendo cada uno
de ellos una sección del diagrama principal. Dicho diagrama definirá las entidades que conforman
la gramática, siendo ésta la que define la sintaxis del pseudocódigo utilizado por la aplicación,
siempre respetando el diagrama conceptual definido anteriormente (véanse los diagramas 5.1,
5.2, 5.3 y 5.4).
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Figura 5.1: Diagrama que define la gramática definida para la sintaxis del pseudocódigo que
utiliza la aplicación.
Figura 5.2: Diagrama que define el paquete Variables definido en el diagrama 5.1.
Figura 5.3: Diagrama que define el paquete Sentencia definido en el diagrama 5.1.
Figura 5.4: Diagrama que define el paquete Operador definido en el diagrama 5.1.
5.1.2. Diagrama de diseño del plugin para Eclipse
En este caso, en cada uno de los siguientes apartados se describirá un módulo que recoge cierta
funcionalidad de la aplicación. Como observación, las clases o interfaces que aparecen vacías en
los diagramas serán pertenecientes al framework Xtext.
Módulo para la creación del proyecto
En el diagrama que se muestra a continuación en la figura 5.5 se encuentra el conjunto de clases
que intervienen en la creación de un proyecto Vary desde el asistente de creación de proyectos
de Eclipse (wizard).
Figura 5.5: Clases que constituyen la funcionalidad de creación de un proyecto Vary desde
Eclipse.
Módulo para los generadores
En el diagrama que se muestra a continuación en la figura 5.6 se encuentra el conjunto de clases
que participan en la traducción de los algoritmos en pseudocódigo a código escrito en C o C++.
Figura 5.6: Clases que contribuyen en la funcionalidad de transformar el pseudocódigo a otros
lenguajes.
Módulo para las validaciones
En el diagrama que se muestra a continuación en la figura 5.7 se encuentra el conjunto de clases
que participa en la validación de los algoritmos escritos en pseudocódigo. En él se encuentran las
clases encargadas de lanzar las validaciones y las clases encargadas de proporcionar los posibles
mensajes de error a mostrar en el idioma apropiado. Como observación, habría que indicar que
se han suprimido algunas de las operaciones para facilitar la lectura del diagrama debido a que
su número es elevado.
Figura 5.7: Clases que contribuyen en la funcionalidad de validar los algoritmos escritos en
pseudocódigo.
Módulo para el coloreado de la sintaxis
En el diagrama que se muestra a continuación en la figura 5.8 se encuentra el conjunto de clases
que participa en el coloreado de las palabras clave de la sintaxis (keywords). En él se encuentran
las clases que se encargan de aplicar el color y por otro lado, las clases que seleccionan las palabras
clave (keywords) en el idioma adecuado.
Figura 5.8: Clases que contribuyen en la funcionalidad encargada de aplicar colores a las palabras
más relevantes de la sintaxis (keywords).
Módulo para los arreglos rápidos (quick fix)
En el diagrama que se muestra a continuación en la figura 5.9 se encuentra el conjunto de clases
que participan en la corrección rápida de errores (quick fix ) proporcionada por la aplicación.
Además, se incluyen las clases encargadas de seleccionar el idioma apropiado para las palabras
claves (keywords).
Figura 5.9: Clases que contribuyen en la funcionalidad encargada de proporcionar ayuda para
la solución de errores (quick fix ).
Módulo para las plantillas
A continuación, se muestra en la figura 5.10 la descripción de la clase que contiene los atributos
que definen la información necesaria para crear las plantillas. En este caso, sólo aparece una
única clase porque en la implementación se corresponderá con un fichero xml que contendrá
dicha información.
Figura 5.10: Clase que define los atributos necesarios para cargar las plantillas.
Módulo para las propuestas de autocompletado
En el diagrama que se muestra a continuación en la figura 5.11 se encuentra el conjunto de clases
que hace posible que la aplicación proporcione una lista de propuestas para asistir la creación de
algoritmos del usuario. Además, aparecen las clases encargadas de seleccionar el idioma adecuado
de dichas propuestas.
Figura 5.11: Clases que contribuyen en la funcionalidad encargada de proporcionar opciones
posibles de autocompletado al usuario.
Módulo para el árbol de la síntaxis (outline)
En el diagrama que se muestra a continuación en la figura 5.12 se encuentra el conjunto de clases
que participa en la creación del árbol informativo que muestra Eclipse (outline) en la creación
de un algoritmo. Dichas clases se encargan de seleccionar los nodos de interés para mostrar y de
aplicar estilo a dichos nodos. Además, aparecen las clases encargadas de seleccionar las palabras
claves (keywords) en el idioma adecuado.
Figura 5.12: Clases que contribuyen en la funcionalidad encargada de generar el árbol informativo
que se muestra en Eclipse (outline) del algoritmo creado.
5.1.3. Diagrama de diseño del plugin para SonarQube
Al igual que en la sección anterior, en cada uno de los siguientes apartados se describirá un
módulo que recoge cierta funcionalidad de la aplicación.
Módulo para la adición de métricas
En el diagrama que se muestra a continuación en la figura 5.13 se encuentra el conjunto de clases
que participa en la funcionalidad que permite la creación de reglas externas (métricas) desde el
servidor de SonarQube.
Figura 5.13: Clases que contribuyen en la funcionalidad que permite crear mediciones manual-
mente desde el servidor de SonarQube.
Módulo para la aplicación de métricas
En el diagrama que se muestra a continuación en la figura 5.14 se encuentra el conjunto de
clases que participa en la funcionalidad referente a la aplicación de métricas sobre los algoritmos
implementados en pseudocódigo.
Figura 5.14: Clases que contribuyen en la funcionalidad que permite realizar mediciones sobre
los algoritmos implementados.
5.2. Diseño gráfico
5.2.1. Objetivo de diseño
En este caso, se ha realizado el diseño de un logo para la aplicación, para conseguir una imagen
que la defina. Dicho logo esta compuesto por un isotipo (imagen) y una tipografía. Para la ti-
pografía se ha seleccionado el nombre de la aplicación, el cual será Vary. La explicación para la
elección de este nombre reside en el significado en inglés del verbo vary, el cual significa: variar o
cambiar. Recogiendo así la principal funcionalidad del programa, ya que realiza transformaciones
desde pseudocódigo a código en C o C++.
En referencia con el isotipo, parte de una V y su respectiva sombra, creando una mariposa.
Esta representa la funcionalidad de la aplicación, tal y como lo hace su nombre. A través de esta
metáfora se representa la transformación realizada desde pseudocódigo a código C/C++, tal y
como se transforma la mariposa desde su etapa inicial como larva hasta su forma final, en el
proceso de la metamorfosis. Por otro lado, se han elegido dos tonos de azul como color principal,
ya que éste transmite calma, éxito, seguridad y confianza (véase la figura 5.15).
Figura 5.15: Logo que se ha diseñado para la aplicación.
5.2.2. Herramientas utilizadas
Para el desarrollo del logo de la aplicación se ha utilizado la herramienta Adobe Illustrator CS6




Este capítulo trata sobre todos los aspectos relacionados con la implementación del sistema en
código, haciendo uso de un determinado entorno tecnológico.
6.1. Entorno de construcción
Entorno de desarrollo utilizado: Eclipse [Eclipse, 2004].
Lenguajes de programación utilizado: Java [Oracle, 1995] y Xtend [Eclipse, 2011].
Control de versiones: repositorio SVN en Assembla [Assembla, 2005].
Framework para el desarrollo de DSL integrable con Eclipse: Xtext [Eclipse, 2013].
Herramienta de gestión de proyectos software: Maven [Apache, 2002].
6.1.1. Framework Xtext
Xtext es un framework para el desarrollo de lenguajes de programación y lenguajes específicos
de dominio (DSL).
El framework Xtext ofrece las siguientes ventajas y componentes para el desarrollo:
1. Colores para la sintaxis (Sintax Coloring): El editor soporta el coloreado de la sintaxis
basada en la estructura léxica y semántica de la gramática. El usuario puede seleccionar el
color y estilo que más se adapten a sus necesidades. Xtext ofrece unos por defecto.
2. Asistente de contenido (Content Assist): El editor propone sintaxis válida para ayudar a
completar en cualquier parte del documento. Con ésto, se consigue ayudar a los usuarios
en el uso de la sintaxis del lenguaje.
3. Validación y correcciones rápidas (Validation and Quick Fixes): Xtext soporta el análisis
estático y las validaciones de los modelos. Además, con las correcciones rápidas que se
hayan programado se puede corregir cualquier error resultante de una validación con tan
solo un clic del ratón.
4. Más características del editor: La integración avanzada de Xtext con Eclipse hará que la
utilización del nuevo lenguaje sea transparente, de tal forma que no haya diferencia alguna
con la utilización de Java.
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6.2. Código fuente
En el presente proyecto se han desarrollado dos aplicaciones diferentes, de tal forma que el
código fuente de ambas es independiente. Por lo tanto, a continuación se mostrarán dos secciones
diferenciadas para cada una de ellas.
6.2.1. Implementación del DSL
En este caso, el código fuente se ha estructurado en paquetes siguiendo una jerarquía en for-
ma de árbol. Al utilizar el framework Xtext obtendremos código generado automáticamente,
por lo tanto, los ficheros nombrados a continuación, serán los más relevantes o los que se han
implementado:
PseudocodigoEMF: paquete principal del proyecto
• PseudocodigoEMF.model: contiene el diagrama Ecore [Eclipse, 2005] donde se




• PseudocodigoEMF.diagramapseudocodigo: contiene código generado automáti-
camente referente a las interfaces que definen las entidades del diagrama Ecore.
• PseudocodigoEMF.diagramapseudocodigo.impl: contiene código generado au-
tomáticamente referente a la implementación de las interfaces del paquete anterior.
• PseudocodigoEMF.diagramapseudocodigo.util: contiene código generado auto-
máticamente referente a la factoria de creación de objetos del tipo de las entidades
del diagrama Ecore.
PseudocodigoEMF.edit: paquete principal del proyecto
• PseudocodigoEMF.edit.diagramapseudocodigo.provider: contiene código ge-
nerado automáticamente referente a los proveedores de los elementos que representan
las entidades del diagrama Ecore.
PseudocodigoEMF.editor: paquete principal del proyecto
• PseudocodigoEMF.editor.diagramapseudocodigo.presentation: contiene có-
digo generado automáticamente referente a la creación y modificación de una nueva
instancia del modelo Ecore creado o de sí mismo.
PseudocodigoEMF.tests: paquete principal del proyecto
• PseudocodigoEMF.tests.diagramapseudocodigo.tests: contiene código genera-
do automáticamente referente a las pruebas definidas para los elementos que repre-
sentan las entidades del diagrama Ecore.
vary.pseudocodigo.ds.cl: paquete principal del proyecto que contiene la definición de la
gramática y el generador de la infraestructura del proyecto a partir de unas reglas definidas
y el contenido de la gramática. Además de los ficheros que se encargan de configurar la





• vary.pseudocodigo.dsl.c.formatting: contiene el código referente al formateado de
la sintaxis.
◦ VaryGrammarFormatter.xtend
• vary.pseudocodigo.dsl.c.generator: contiene el código referente a la especificación





◦ vary.pseudocodigo.dsl.c.generator.c: contiene el código referente a la trans-
formación de la gramática a código C.
 VaryGrammarGeneratorC.xtend
◦ vary.pseudocodigo.dsl.c.generator.cpp: contiene el código referente a la trans-
formación de la gramática a código C++.
 VaryGrammarGeneratorCPP.xtend
◦ vary.pseudocodigo.dsl.c.generator.util: contiene el código referente a la con-




• vary.pseudocodigo.dsl.c.keywords: contiene el código referente a la internaciona-




• vary.pseudocodigo.dsl.c.scoping: contiene el código referente a la descripción de
los elementos de la gramática que están relacionados con otros elementos. En este
caso, proporciona la lista de módulos existentes en la sección de exportación.
◦ VaryGrammarResourceDescriptionStrategy.xtend
• vary.pseudocodigo.dsl.c.validation: contiene el código referente al conjunto de
validaciones que aseguran la corrección del algoritmo diseñado.
◦ VaryGrammarValidator.java
◦ VaryGrammarValidatorAux.java
◦ vary.pseudocodigo.dsl.validation.messages: contiene el código referente a la




vary.pseudocodigo.dsl.c.sdk: paquete principal del proyecto que contiene el código re-
ferente a la definición de la construcción del plugin.
• build.properties
• feature.xml
vary.pseudocodigo.dsl.c.tests: paquete principal del proyecto que contiene el código
referente a las pruebas.
vary.pseudocodigo.dsl.ui: paquete principal del proyecto que contiene el código referente
a la configuración de la colección de inyectores que serán utilizados.
• VaryGrammarUiModule.java
• vary.pseudocodigo.dsl.c.ui.contentassist: contiene el código referente a las pro-
puestas mostradas durante el autocompletado.
◦ VaryGrammarProposalProvider.java
• vary.pseudocodigo.dsl.c.ui.labeling: contiene el código referente al estilo, texto e
imagen que se muestran como descripción para cada nodo del árbol (outline). Dicho
árbol muestra la estructura de la gramática que constituye el algoritmo implementado.
◦ VaryGrammarDescriptionLabelProvider.xtend
◦ VaryGrammarLabelProvider.xtend
• vary.pseudocodigo.dsl.c.ui.outline: contiene el código referente a la estructura del
árbol (outline) nombrado en el paquete anterior.
◦ VaryGrammarOutlineTreeProvider.xtend
• vary.pseudocodigo.dsl.c.ui.quickfix: contiene el código referente a las correcciones
rápidas (quickfix ).
◦ VaryGrammarQuickfixProvider.xtend
◦ vary.pseudocodigo.dsl.c.ui.quickfix.util: contiene el código referente a la fun-
cionalidad de apoyo para la implementación de las correcciones rápidas.
 VaryGrammarQuickfixProviderUtil.java
• vary.pseudocodigo.dsl.c.ui.sintaxcoloring: contiene el código referente a la cus-




• vary.pseudocodigo.dsl.c.ui.wizard: contiene el código referente al asistente de




◦ vary.pseudocodigo.dsl.c.ui.wizard.components: contiene el código referente










◦ vary.pseudocodigo.dsl.c.ui.wizard.properties: contiene el código referente a
las propiedades seleccionables en el asistente de creación del proyecto (wizard)
según el lenguaje. Se utiliza para conseguir que sea posible su extensibilidad.
 VaryPropertiesForC.java
 VaryPropertiesForLanguage.java
◦ vary.pseudocodigo.dsl.c.ui.wizard.util: contiene el código referente a la con-




• vary.pseudocodigo.dsl.c.ui.wizards: contiene el código referente a los diferentes
asistentes de creación (wizards) para la creación de ficheros dentro del proyecto.
◦ vary.pseudocodigo.dsl.c.ui.wizards.empty: contiene el código referente para





◦ vary.pseudocodigo.dsl.c.ui.wizards.examples: contiene el código referente







◦ vary.pseudocodigo.dsl.c.ui.wizards.imports: contiene el código referente pa-
ra la importación de un fichero al proyecto.
 ImportWizard.java
 ImportWizardPage.java
vary.pseudocodigo.dsl.english: paquete principal del proyecto en inglés que contiene la
versión inglesa de la gramática y de los mensajes mostrados. La funcionalidad restante es
heredada del proyecto en español para evitar la repetición de código, a favor del principio
de diseño DRY (Don’t repeat yourself ) y para facilitar la adición de otros idiomas.
vary.pseudocodigo.dsl.c.english.sdk: paquete principal del proyecto que contiene el
código referente a la definición de la construcción del plugin.
• build.properties
• feature.xml
vary.pseudocodigo.dsl.c.english.tests: paquete principal del proyecto que contiene el
código referente a las pruebas.
vary.pseudocodigo.dsl.c.english.ui: paquete principal del proyecto en inglés que con-
tiene la funcionalidad heredada del proyecto en español para evitar la repetición de código,
tal y como en el proyecto “vary.pseudocodigo.dsl.english”.
6.2.2. Implementación del plugin para SonarQube
En este caso, el código fuente también se ha estructurado siguiendo una jerarquía en forma de
árbol. A diferencia de los proyectos descritos anteriormente, el actual proyecto es un proyecto
Maven [Apache, 2002] multimódulo. Por lo tanto, el proyecto Maven principal esta compuesto
por una serie de proyectos Maven, en los cuales se define realmente la funcionalidad.
sonar-vary: proyecto principal Maven.
sonar-vary-plugin: módulo del proyecto principal Maven.















◦ org.sonar.vary.plugin.externalrules: contiene el código referente al reposito-
rio que permite añadir métricas externas desde la interfaz de SonarQube.
 VaryExternalRuleRepository.java
 VaryExternalRulesSensor.java
◦ org.sonar.vary.plugin.highlighter: contiene el código referente al resaltador
de las palabras claves de la gramática.
 SourceFileOffsets.java
 VaryHighlighter.java
◦ org.sonar.vary.plugin.squid: contiene el código referente a la configuración
para que SonarQube reconozca la gramática implementada.
 VaryLenguageFootprint.java
 VarySquidSensor.java
◦ org.sonar.vary.plugin.utils: contiene el código referente para la construcción





sslr-vary-toolkit: módulo del proyecto principal Maven.
• org.sslr.vary.toolkit: contiene el código referente a la configuración que hace posible
que SonarQube reconozca la gramática.
◦ VaryConfigurationModel.java
◦ VaryToolkit.java
vary-checks: módulo del proyecto principal Maven.





vary-squid: módulo del proyecto principal Maven.












◦ org.sonar.vary.channels: contiene el código referente a la configuración de la
sintaxis para las cadenas de caracteres y los caracteres. Con esto se consigue que
SonarQube reconozca su sintaxis.
 CharacterLiteralsChannel.java
 StringLiteralsChannel.java
◦ org.sonar.vary.lexer: contiene el código referente a la configuración de la sin-
taxis para determinadas expresiones, tal y como los números reales, enteros o los
comentarios. Haciendo que su formato sea reconocible por SonarQube.
 VaryLexer.java
◦ org.sonar.vary.parser: contiene el código referente a la especificación de la sin-
taxis de la gramática. Haciendo que su formato sea reconocible por SonarQube.
 VaryGrammarImpl.java
 VaryParser.java
◦ org.sonar.vary.visitors: contiene el código referente a la inspección de los fiche-







6.2.3. Definición de la gramática
Para la implementación del DSL y del plugin para SonarQube se ha definido una gramática que
respeta la sintaxis descrita en [Hurtado et al., 2002]. Ambas gramáticas son la misma pero con
diferente sintaxis, en esta sección se incluirá un fragmento de ambas gramáticas donde se podrá
observar lo anteriormente mencionado.
La gramática utilizada como referencia esta formada por un conjunto de elementos. Dichos
elementos se recogen en dos elementos principales: Algoritmo y Módulo.
Composición de un algoritmo
Como se ha mencionado anteriormente, un algoritmo esta compuesto por un conjunto de otros
elementos. En primer lugar, el algoritmo tendrá un nombre que lo defina. Por otro lado, contendrá
una serie de secciones donde se especificaran otros tipos de datos:
Sección de importación: En esta sección se realizará la importación de los módulos de los
cuales se desee utilizar alguna determinada funcionalidad o tipo de dato.
Sección para la declaración de constantes: En esta sección se realizará la declaración de
constantes. Las constantes declaradas en esta sección podrán ser utilizadas en cualquier
parte del algoritmo.
Sección para la declaración de tipos: En esta sección se realizará la definición de tipos
(vector, matriz, subrango, enumerado, registro o archivo). Los tipos declarados en esta
sección podrán ser utilizados en cualquier parte del algoritmo.
Sección para la declaración de variables globales: En esta sección se realizará la declaración
de variables cuyo ámbito será global. Es decir, podrán ser utilizadas en cualquier parte del
algoritmo.
Sección para la declaración de subprocesos: En esta sección se realizará la definición de
subprocesos (función o procedimiento). Estos subprocesos podrán ser llamados desde ellos
mismos o desde el programa principal.
Sección para la definición del programa principal: En esta sección se declarará la funciona-
lidad referente al programa principal. Haciendo uso de operaciones, asignaciones, llamadas
a funciones definidas, estructuras selectivas (si o según), estructuras repetitivas (desde,
mientras o repetir) y demás tipos de elementos.
Algoritmo ejemplo
var
entero : a , b











proc1 ( a )
fin_algoritmo
Composición de un módulo
La composición de un módulo repite la mayor parte de la composición de un algoritmo. Por ello,
se nombrarán únicamente las diferencias:
Sección de exportación: En esta sección se realizará la declaración de las variables, cons-
tantes , cabecera de subprocesos o tipos que sean públicos. Es decir, cualquier módulo o
algoritmo que importe la funcionalidad de este módulo podrá hacer uso de estos datos.
Sección de implementación: En esta sección se realizará la declaración de las variables,
constantes, subprocesos completos o tipos que sean privados. Es decir, sólo podrán utilizarse




vector [ 1 0 ] de entero : Vec
var
entero : a
entero fun1 (E entero : a , E entero : b )
fin_exporta
implementacion









Gramática definida en Xtext
El fragmento descrito a continuación se ha implementado siguiendo [Bettini, 2013]. En dicho
fragmento se especifica la sintaxis de los elementos principales nombrados anteriormente, es de-
cir; Algoritmo y Módulo.
Codigo returns Codigo :
Algoritmo | Modulo ;
Algoritmo returns Algoritmo :
’ Algoritmo ’ nombre=EString
( comentar ios+=Comentario ( comentar ios+=Comentario ) ∗ ) ?
’ importa ’
( importac iones+=[Modulo ] ( importac iones+=[Modulo ] ) ∗ ) ?
’ f in_importa ’
( ’ const ’
( cons tante s+=Constantes ( cons tante s+=Constantes ) ∗ ) ? ) ?
( ’ t i po ’
( t ipocomple jo+=TipoComplejo ( t ipocomple jo+=TipoComplejo ) ∗ ) ? ) ?
( ’ var ’
( g l oba l+=Dec larac ion ( g l oba l+=Dec larac ion ) ∗ ) ? ) ?
( func ion+=Subproceso ( func ion+=Subproceso ) ∗ ) ?
t i e n e=I n i c i o
’ f in_algor i tmo ’ ;
Modulo returns Modulo :
’Modulo ’ nombre=ID
’ importa ’
( importac iones+=[Modulo ] ( importac iones+=[Modulo ] ) ∗ ) ?
’ f in_importa ’
’ exporta ’
( ’ const ’
( exporta_constantes+=EString ( exporta_constantes+=EString ) ∗ ) ? ) ?
( ’ t i po ’
( exporta_tipos+=EString ( exporta_tipos+=EString ) ∗ ) ? ) ?
( ’ var ’
( exporta_globa les+=Dec larac ion ( exporta_globa les+=Dec larac ion ) ∗
) ? ) ?
( exporta_funciones+=CabeceraSubproceso ( exporta_funciones+=
CabeceraSubproceso ) ∗ ) ?
’ f in_exporta ’
implementacion=Implementacion
’ fin_modulo ’ ;
Gramática definida para SonarQube
El fragmento descrito a continuación es el mismo que el descrito en el punto anterior. Pero, en
este caso, se ha seguido la documentación oficial para el desarrollo de plugins para SonarQube
[SonarSource, 2014].
b . r u l e (CODIGO) . i s (
b . f i r s t O f (ALGORITMO, MODULO) ) . sk ipI fOneChi ld ( ) ;
b . r u l e (ALGORITMO) . i s (b . sequence (
b . isOneOfThem(VaryKeyword .ALGORITMO, VaryKeyword .ALGORITHM) ,
IDENTIFIER ,
b . isOneOfThem(VaryKeyword .IMPORTA, VaryKeyword .IMPORT) ,
b . zeroOrMore (MODULO_REF) ,
b . isOneOfThem(VaryKeyword .FIN_IMPORTA, VaryKeyword .END_IMPORT) ,
b . isOneOfThem(VaryKeyword .CONST, VaryKeyword .CONST) ,
b . zeroOrMore (CONSTANTES) ,
b . isOneOfThem(VaryKeyword .TIPO, VaryKeyword .TYPE) ,
b . zeroOrMore (TIPO_COMPLEJO) ,
b . isOneOfThem(VaryKeyword .VAR, VaryKeyword .VAR) ,
b . zeroOrMore (DECLARACION_GLOBAL) ,
b . zeroOrMore (SUBPROCESO) ,
INICIO ,
b . isOneOfThem(VaryKeyword .FIN_ALGORITMO, VaryKeyword .END_ALGORITHM) ) ) ;
b . r u l e (MODULO_REF) . i s (IDENTIFIER) ;
b . r u l e (CONSTANTE_REF) . i s (IDENTIFIER) ;
b . r u l e (TIPO_REF) . i s (IDENTIFIER) ;
b . r u l e (MODULO) . i s (b . sequence (
b . isOneOfThem(VaryKeyword .MODULO, VaryKeyword .MODULE) ,
IDENTIFIER ,
b . isOneOfThem(VaryKeyword .IMPORTA, VaryKeyword .IMPORT) ,
b . zeroOrMore (MODULO_REF) ,
b . isOneOfThem(VaryKeyword .FIN_IMPORTA, VaryKeyword .END_IMPORT) ,
b . isOneOfThem(VaryKeyword .EXPORTA, VaryKeyword .EXPORT) ,
b . op t i ona l (b . isOneOfThem(VaryKeyword .CONST, VaryKeyword .CONST) ) ,
b . zeroOrMore (CONSTANTE_REF) ,
b . op t i ona l (b . isOneOfThem(VaryKeyword .TIPO, VaryKeyword .TYPE) ) ,
b . zeroOrMore (TIPO_REF) ,
b . op t i ona l (b . isOneOfThem(VaryKeyword .VAR, VaryKeyword .VAR) ) ,
b . zeroOrMore (DECLARACION) ,
b . zeroOrMore (CABECERA_SUBPROCESO) ,
b . isOneOfThem(VaryKeyword .FIN_EXPORTA, VaryKeyword .END_EXPORT) ,
IMPLEMENTACION,
b . isOneOfThem(VaryKeyword .FIN_MODULO, VaryKeyword .END_MODULE) ) ) ;
6.2.4. Cumplimiento de los requisitos no funcionales
Respetando los requisitos NFR-004 y NFR-003 referentes que el sistema sea extensible y multi-
dioma, se detalla en las secciones siguientes la implementación referente a la configuración del
idioma del proyecto y del lenguaje al que se realiza la transformación.
También se incluye una sección referente al requisito NFR-005 referente a la integración del
sistema con una plataforma de análisis estático. En esta sección se detallará el mecanismo para
añadir nuevas métricas a la plataforma, en este caso, SonarQube.
Configuración del idioma del proyecto
Para conseguir respetar los requisitos NFR-004 y NFR-003, referentes a que la aplicación sea
extensible y multidioma, al inicio se encontró un problema referente al uso del framework Xtext
[Eclipse, 2013]. Dicho problema trataba en que la gramática implementada en Xtext debía gene-
rar artefactos que debían estar presentes en tiempo de ejecución de la aplicación, y por lo tanto,
el uso de dos gramáticas (una con la sintaxis en español y otra en inglés) no era la solución más
aceptable.
Por lo tanto, en el presente proyecto la solución elegida para cubrir este problema fue la creación
de un plugin en español y otro en inglés. La repetición de toda la funcionalidad implementada
en ambos plugins no era aceptable, por esto, se ha seleccionado el proyecto que define el plugin
en español como principal y el proyecto que define el plugin en inglés hereda la funcionalidad del
anterior. De esta forma, el proyecto en inglés, contendrá la gramática en versión inglesa y gene-
rará sus propios artefactos, además especificará ficheros de propiedades con la lista de mensajes
mostrada por la aplicación traducida al inglés. De esta forma, si en un futuro se contemplara la
necesidad de añadir nuevos idiomas, el esfuerzo de implementación sería mucho menor que el de
implementar un nuevo plugin desde cero.
Configuración del lenguaje para la transformación
Para conseguir respetar el requisito NFR-004 referente a que la aplicación sea extensible, se ha
definido la interfaz “VaryGeneratorInterface.java” que deberá ser implementada por todas las
clases que definan los generadores del proyecto. De tal forma, si se deseara añadir un nuevo len-
guaje para la generación, se debería crear un nuevo generador “VaryGrammarGeneratorX.java”
que implementara la interfaz anterior y se debería sobrecargar la clase “VaryGrammarGenera-
tor.java”. En esta clase se debe añadir el nuevo generador que será seleccionado en función del
valor de la variable “lenguajeGeneracion” encontrada en el fichero oculto “.varyproject” que se
genera dentro de cada proyecto.
El valor de dicha variable se añade en función del lenguaje seleccionado en el asistente de crea-
ción del proyecto (wizard). Así que debe ser añadido en la lista de lenguajes mostrados en la
página del asistente de creación definida en “VarySelectionLanguagePage.java” sobrecargando su
funcionalidad.
Configuración de métricas para SonarQube
Para conseguir respetar el requisito NFR-005 referente a que la aplicación permita su integración
con una plataforma de análisis estático de código (en este caso SonarQube). Se ha implementado
una extensión para SonarQube y existirá la posibilidad de añadir nuevas métricas a la extensión
programáticamente y a través de la interfaz web del servidor de SonarQube.
En primer lugar, si se desea añadir métricas programáticamente se debe añadir una nueva clase
que contenga la definición de la nueva métrica al paquete org.sonar.vary.checks situado en el
proyecto vary-checks. Finalmente, se deberá registrar dicha clase en el método getChecks() de la
clase CheckList situada en el mismo paquete.
Por otro lado, si se desea añadir métricas desde la propia interfaz web de SonarQube se de-
be seleccionar la opción Reglas y el lenguaje Vary. Finalmente, se selecciona la opción Crear
Regla Manual y se completa el formulario para añadir la nueva métrica (véase la figura 6.1).




En este capítulo se presenta el plan de pruebas, incluyendo los diferentes tipos de pruebas que
se han llevado a cabo, que en este caso se han realizado de forma manual.
7.1. Estrategia
Debido a que en el presente proyecto se han desarrollado dos extensiones, una para Eclipse (Vary)
y otra para SonarQube, las pruebas se han desarrollado manualmente añadiendo las determina-
das extensiones a las plataformas de destino.
En este caso, el proceso seguido ha sido sencillo, la aplicación se divide en un conjunto de funcio-
nalidades, las cuales han sido probadas independientemente conformando las pruebas unitarias.
Por otro lado, las pruebas de integración quedarán divididas en dos niveles, el primero hará
referencia a la integración de las funcionalidades comprobadas en las pruebas unitarias, además
de otras funciones propias de cada extensión por separado. El segundo nivel será referente a la
integración de ambas extensiones entre ellas o con otras aplicaciones.
7.2. Entorno de pruebas
Para la realización de las pruebas se ha utilizado un ordenador con sistema operativo Macintosh
(OS X Yosemite 10.10.3) y dos máquinas virtuales con sistema operativo Windows (Windows
7 Ultimate) y Linux (Ubuntu Desktop 14.04.2). Además, se ha utilizado la versión de Eclipse
configurada para el desarrollo utilizando C/C++ (Eclipse IDE for C/C++ Developers) para
la instalación de la extensión (Vary). Por otro lado, se han instalado los compiladores para
C/C++ según el sistema operativo utilizado, es decir, Xcode 6.4 en Macintosh, GNU C/C++
compiler 5.2 en Ubuntu y Cygwin 2.1.0 en Windows. Finalmente, se ha instalado un servidor
de SonarQube 5.1.1, se ha configurado una base de datos con MySQL 5.6 y se ha instalado la
aplicación SonarQube Runner 2.4 para la ejecución de los análisis y su posterior muestra en el
servidor de SonarQube.
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7.3. Niveles de pruebas
7.3.1. Pruebas unitarias
Las pruebas unitarias serán descritas de forma ordenada organizándolas mediante el módulo de
la aplicación al que pertenecen.
Módulo para la creación del proyecto
Inicio correcto del asistente de creación (wizard):
Descripción: En la opción que propone Eclipse para crear el proyecto al hacer click se lanza
el asistente de creación (wizard) del proyecto (Vary).
Modo de prueba: Observación directa.
Selección nombre de proyecto:
Descripción: El nombre del proyecto creado coincide con el nombre seleccionado en el
asistente de creación (wizard).
Modo de prueba: Observación directa.
Selección del lenguaje para la transformación:
Descripción: El lenguaje aplicado en la transformación de los algoritmos y módulos coincide
con el lenguaje seleccionado en el asistente de creación (wizard).
Modo de prueba: Observación directa.
Muestra de opciones a seleccionar en el asistente de creación (wizard):
Descripción: El asistente muestra la lista de opciones pertenecientes al lenguaje de trans-
formación seleccionado.
Modo de prueba: Observación directa.
Módulo para los generadores
En este módulo se comprueba que todos los elementos de la sintaxis del pseudocódigo se trans-
formen en el elemento correcto de la sintaxis del lenguaje de programación destino. Por ello, se
englobarán todos en el mismo caso de prueba para facilitar la lectura del documento, aunque
realmente exista una prueba para cada elemento de la sintaxis.
Transformación de un elemento de la sintaxis:
Descripción: El generador transforma correctamente el elemento de la gramática del pseu-
docódigo en el elemento correcto del lenguaje de programación destino.
Modo de prueba: Observación directa y visualización de logs.
Módulo para las validaciones
Mostrar error de validación
Descripción: La aplicación muestra el error o aviso correspondiente a una validación en el
momento que debe hacerlo.
Modo de prueba: Observación directa y visualización de logs.
Módulo para el coloreado de la sintaxis
Tal y como en el módulo para los generadores, se agruparán todas las pruebas pertinentes al
coloreado de las respectivas palabras clave (keywords) en un mismo caso de prueba.
Aplicar color a palabra clave:
Descripción: La aplicación atribuye el color correspondiente a la palabra clave utilizada.
Modo de prueba: Observación directa.
Módulo para los arreglos rápidos (quick fix)
Solución proporcionada a error:
Descripción: La aplicación propone el arreglo rápido (quick fix ) correspondiente al error de
validación mostrado.
Modo de prueba: Observación directa y visualización de logs.
Aplicación de la solución propuesta:
Descripción: Una vez seleccionado el arreglo rápido (quick fix ) proporcionado, la aplicación
corrige el error inicial.
Modo de prueba: Observación directa y visualización de logs.
Módulo para las plantillas
Proposición de plantilla en el lugar adecuado:
Descripción: La aplicación muestra las plantillas oportunas para cada lugar determinado
del algoritmo o módulo al teclear SPACE + CTRL.
Modo de prueba: Observación directa.
Utilización de una plantilla:
Descripción: La aplicación genera el fragmento de la gramática correspondiente a la plantilla
seleccionada.
Modo de prueba: Observación directa.
Módulo para las propuestas de autocompletado
Realiza proposición de autocompletado en el lugar adecuado:
Descripción: La aplicación muestra las posibles proposiciones de autocompletado de la
sintaxis en el lugar determinado del algoritmo o módulo al teclear SPACE + CTRL.
Modo de prueba: Observación directa y visualización de logs.
Utilización del autocompletado:
Descripción: La aplicación autocompleta el fragmento de la gramática correspondiente a la
seleccionada por el usuario.
Modo de prueba: Observación directa y visualización de logs.
Módulo para el árbol de la sintaxis (outline)
Muestra del árbol de la sintaxis:
Descripción: La aplicación muestra el árbol correspondiente al algoritmo o módulo imple-
mentados. Dicho árbol contiene la colección de elementos más relevantes.
Modo de prueba: Observación directa y visualización de logs.
Muestra de un elemento de la sintaxis:
Descripción: La aplicación añade al árbol de la sintaxis el elemento concreto haciendo uso
de su imagen y nombre correspondientes.
Modo de prueba: Observación directa y visualización de logs.
Módulo para la adición de métricas
Repositorio de métricas disponible:
Descripción: La aplicación permite la creación de métricas por parte del usuario desde la
interfaz web de SonarQube.
Modo de prueba: Observación directa.
Creación de métrica:
Descripción: Una vez creada una nueva métrica, ésta se añade a las existentes en el repo-
sitorio.
Modo de prueba: Observación directa.
Módulo para la aplicación de métricas
Aplicación de métrica:
Descripción: La aplicación muestra el resultado correcto para la métrica aplicada.
Modo de prueba: Observación directa y visualización de logs.
7.3.2. Primer nivel de pruebas de integración
Interacción entre los módulos de validaciones y generadores
Generación de código que se ha validado:
Descripción: La aplicación realiza la transformación desde pseudocódigo al lenguaje destino
una vez que no existe ningún error de validación.
Modo de prueba: Observación directa y visualización de logs.
Interacción entre los módulos de validaciones y arreglos rápidos (quickfix)
Arreglo rápido (quickfix ) mostrado en error de validación:
Descripción: La aplicación muestra el arreglo rápido (quickfix ) en el error de validación
correspondiente.
Modo de prueba: Observación directa.
Interacción entre los módulos de plantillas y propuestas de autocompletado
Propuesta de plantillas y de autocompletado en el mismo lugar:
Descripción: La aplicación propone plantillas y autocompletado referentes al mismo lugar
de la gramática en una lista.
Modo de prueba: Observación directa.
7.3.3. Segundo nivel de pruebas de integración
Interacción entre la aplicación principal (Vary) y los compiladores de C/C++
Compilado de los archivos transformados a C/C++:
Descripción: Los compiladores generan los archivos binarios para posibilitar la ejecución
de los archivos transformados a C/C++ dentro del proyecto.
Modo de prueba: Observación directa.
Interacción entre la aplicación principal (Vary) y la extensión programada para
SonarQube
Reconocimiento de la sintaxis desde SonarQube:
Descripción: Al analizar un proyecto del tipo de la aplicación principal (Vary), SonarQube
reconoce la sintaxis del lenguaje y lo interpreta en su interfaz web.
Modo de prueba: Implementación de pruebas y visualización de logs.
Aplicación de métricas:
Descripción: Al analizar un proyecto del tipo de la aplicación principal (Vary), SonarQube
aplica las métricas programadas para dicho lenguaje y muestra los resultados.
Modo de prueba: Observación directa y visualización de logs.
7.3.4. Pruebas de sistema
Para la realización de las pruebas de sistema, se ha comprobado que la aplicación desarrollada
cumple con el objetivo de su desarrollo. Para ello, se debe asegurar que tanto los requisitos
funcionales como los no funcionales se han respetado.
Pruebas funcionales
La aplicación permite crear un proyecto donde se podrá programar utilizando la sintaxis del
pseudocódigo descrita en [Hurtado et al., 2002] (FR-001):
Descripción: Al seleccionar en el asistente de creación un proyecto Vary se genera un
proyecto con la determinada naturaleza. Además, al implementar un algoritmo o módulo
dentro del proyecto, el sistema se comporta correctamente.
Modo de prueba: Observación directa.
En la creación del proyecto el sistema proporciona una serie de opciones que determinarán su
comportamiento (FR-002):
Descripción: Al seleccionar en el asistente de creación un proyecto Vary con un determinado
idioma, la sintaxis del pseudocódigo proporcionado en el proyecto esta en el mismo idioma.
Además, al seleccionar un lenguaje de programación para la transformación, la aplicación
utiliza dicho lenguaje.
Modo de prueba: Observación directa.
El sistema permite crear, eliminar y modificar los distintos recursos que contienen la descripción
de los algoritmos y módulos en pseudocódigo (FR-003):
Descripción: Al crear, eliminar o modificar un archivo en un proyecto Vary, la aplicación
se comporta correctamente.
Modo de prueba: Observación directa y visualización de logs.
El sistema realiza validaciones a los recursos modificados por el usuario para asegurar que la
conversión a C/C++ sea directamente compilable (FR-004):
Descripción: Al modificar un archivo en un proyecto Vary, se valida la sintaxis del algoritmo
o módulo contenido en él, mostrando los errores o avisos oportunos si los hubiese.
Modo de prueba: Observación directa y visualización de logs.
El sistema realiza la transformación del algoritmo o módulo contenido en el recurso a código
C/C++ (FR-005):
Descripción: Se realiza la transformación del algoritmo o módulo a código C/C++ y el
resultado se almacena en un nuevo archivo en el directorio src-gen.
Modo de prueba: Observación directa.
El sistema genera los ficheros correspondientes de la compilación del código C/C++ para hacer
posible la ejecución del proyecto (FR-006):
Descripción: Al seleccionar la opción Build Project se generan los archivos binarios corres-
pondientes a la compilación del código C/C++ del directorio src-gen.
Modo de prueba: Observación directa.
El sistema muestra las salidas correspondientes para la funcionalidad implementada en el proyecto
(FR-007):
Descripción: Al seleccionar la opción Run as >Local C/C++ Application se ejecuta el
proyecto y se muestra la salida correspondiente.
Modo de prueba: Observación directa.
El sistema muestra el resultado de aplicar las métricas al algoritmo o módulo descrito en un
recurso (FR-008):
Descripción: Al analizar un proyecto Vary con SonarQube Runner se visualiza el resultado
de las métricas realizadas desde la interfaz de SonarQube.
Modo de prueba: Observación directa.
El sistema apoya la edición de un recurso del proyecto, proporcionado el autocompletado de
nombres o ejemplos de uso de determinadas partes de la sintaxis (FR-009):
Descripción: Al teclear CTRL + SPACE la aplicación muestra una lista de propuestas para
el autocompletado (proposals) y plantillas (templates) que pueden ser utilizadas.
Modo de prueba: Observación directa y visualización de logs.
Pruebas no funcionales
El sistema es compatible con sistemas Windows, Linux y Macintosh (NFR-002):
Descripción: Al utilizar la aplicación en una máquina virtual con Windows 7, una máquina
virtual con Ubuntu 14.04 y un ordenador con OS X Yosemite 10.10.3 se comporta con
normalidad.
Modo de prueba: Observación directa.
El sistema proporciona la sintaxis de los algoritmos en español e inglés (NFR-003):
Descripción: En el asistente de creación del proyecto (wizard) se puede elegir entre un pro-
yecto Vary en inglés o en español. Según el idioma seleccionado la aplicación proporcionará
la sintaxis del pseudocódigo en ese idioma.
Modo de prueba: Observación directa y visualización de logs.
El sistema permite su integración con una plataforma de análisis estático de código (NFR-005):
Descripción: Mediante la linea de comandos se analiza el proyecto Vary utilizando la apli-
cación SonarQube Runner y se muestran los resultados del análisis en la interfaz web del
servidor de SonarQube.
Modo de prueba: Observación directa.
7.3.5. Pruebas de aceptación
Para asegurar una correcta aceptación por parte del usuario de la aplicación, se debe verificar que
el requisito no funcional NFR-001, referente a que la aplicación proporcione un entorno amigable
sea ejecutado correctamente. Comprobando que bajo el criterio del usuario final la aplicación
proporcione un entorno amigable y, por tanto, sea lo suficientemente fácil de usar permitiendo
que éste se adapte rápidamente. Este requisito se puede medir recogiendo las opiniones de los
usuarios a través de encuestas.
Además, se realizarán pruebas funcionales de la aplicación por parte de los usuarios finales
mediante su uso, ya que los usuarios finales siempre realizan acciones imprevisibles de cara al
desarrollador. Estas pruebas serán muy importantes para el mantenimiento de la aplicación, de
cara a corregir fallos ocultos o realizar futuras ampliaciones.
Posteriormente, se detallará una lista de pruebas donde se podrá visualizar el recorrido completo
del funcionamiento de la aplicación.
Método de la burbuja o el intercambio
Objetivo: El algoritmo de ordenación que utiliza el método de la burbuja o el intercambio,
es un algoritmo que realiza la ordenación de los elementos de un vector en orden creciente.
Descripción:
Algoritmo ordenacion_burbuja
// Seccion para importar modulos
importa
f in_importa
// Seccion de d e f i n i c i o n de v a r i a b l e s cons tan t e s
const
N = 8
// Seccion de d e f i n i c i o n de t i p o s
t i po
vec to r [N] de entero : Vec
// Seccion de dec l a rac i on de v a r i a b l e s g l o b a l e s
var
// Seccion de d e f i n i c i o n de suba l go r i tmos : func iones y proced imientos
procedimiento completarVector (S Vec : v )
var
ente ro : i
i n i c i o
desde i<− 0 hasta N−1 hacer
v [ i ] <− N − i
f in_desde
f in_proced imiento
//Precondic ion : v es una v a r i a b l e de t i p o Vec .
//Vec es un vec to r de e lementos de t i p o entero .
// Postcondic ion : e s c r i b e por l a s a l i d a es tandar l o s e lementos conten idos en
e l v e c t o r .
procedimiento e s c r i b i rV e c t o r (E Vec : v )
var
ente ro : i
i n i c i o
desde i<− 0 hasta N−1 hacer
e s c r i b i r ( v [ i ] )
f in_desde
f in_proced imiento
//Comienzo de l a l gor i tmo ( Ob l i g a t o r i o )
p r i n c i p a l
var
ente ro : i , j , aux
Vec : v
i n i c i o
completarVector ( v )
//Escrib imos l o s v a l o r e s almacenados :
e s c r i b i r ( " Valores almacenados : " )
e s c r i b i rV e c t o r ( v )
//Ordenacion burbuja :
desde i <− 1 hasta N−1 hacer
desde j <− 0 hasta N−2 hacer
s i v [ j ] > v [ j +1] entonces
aux <− v [ j ]
v [ j ] <− v [ j +1]
v [ j +1] <− aux
f i n_s i
f in_desde
f in_desde
//Escrib imos e l r e s u l t a do :
e s c r i b i r ( " Valores ordenados : " )
e s c r i b i rV e c t o r ( v )
f i n_ i n i c i o
f in_algor i tmo




typedef int Vec [N ] ;
void completarVector (Vec ) ;
void e s c r i b i rV e c t o r ( const Vec ) ;
#endif /∗ ORDENACION_BURBUJA_H ∗/
#include <s td i o . h>
#include <s t d l i b . h>
#include <s t r i n g . h>
#include "ordenacion_burbuja . h"
void completarVector (Vec v ) {
int i ;
for ( i = 0 ; i <= N − 1 ; i++){
v [ i ] = N − i ;
}
}
void e s c r i b i rV e c t o r ( const Vec v ) {
int i ;
for ( i = 0 ; i <= N − 1 ; i++){
p r i n t f ( " %i " , v [ i ] ) ;
}
}
int main ( ) {
int i , j , aux ;
Vec v ;
completarVector ( v ) ;
p r i n t f ( " Valores almacenados : " ) ;
e s c r i b i rV e c t o r ( v ) ;
for ( i = 1 ; i <= N − 1 ; i++){
for ( j = 0 ; j <= N − 2 ; j++){
i f ( v [ j ] > v [ j + 1 ] ) {
aux = v [ j ] ;
v [ j ] = v [ j + 1 ] ;




p r i n t f ( " Valores ordenados : " ) ;
e s c r i b i rV e c t o r ( v ) ;
}




typedef int Vec [N ] ;
void completarVector (Vec ) ;
void e s c r i b i rV e c t o r ( const Vec ) ;
#endif /∗ CABECERAS_H ∗/
#include <iostream>
#include <st r i ng >
#include <cmath>
#include "ordenacion_burbuja . h"
us ing namespace std ;
void completarVector (Vec v ) {
int i ;
for ( i = 0 ; i <= N − 1 ; i++){
v [ i ] = N − i ;
}
}
void e s c r i b i rV e c t o r ( const Vec v ) {
int i ;
for ( i = 0 ; i <= N − 1 ; i++){
cout << v [ i ] << endl ;
}
}
int main ( ) {
int i , j , aux ;
Vec v ;
completarVector ( v ) ;
cout << " Valores almacenados : " << endl ;
e s c r i b i rV e c t o r ( v ) ;
for ( i = 1 ; i <= N − 1 ; i++){
for ( j = 0 ; j <= N − 2 ; j++){
i f ( v [ j ] > v [ j + 1 ] ) {
aux = v [ j ] ;
v [ j ] = v [ j + 1 ] ;




cout << " Valores ordenados : " << endl ;
e s c r i b i rV e c t o r ( v ) ;
}
Salida esperada del programa: Como se puede observar en el algoritmo descrito anterior-
mente, en un inicio los valores del vector serían los números comprendidos entre el 1 y 8
ordenados decrecientemente, justo al contrario a como los ordenaría el algoritmo de orde-
nación. Por lo tanto, la salida esperada sería un vector con dichos números ordenados en
orden creciente.
Salida real mostrada en Eclipse: Como se puede observar en la figura 7.1 la salida que se
puede visualizar desde Eclipse coincide con la salida esperada.
Figura 7.1: Salida mostrada en Eclipse del algoritmo de ordenación que utiliza el método de la
burbuja o intercambio.
Métricas de SonarQube:
• Nombre de variable demasiado extenso: En este caso, la longitud máxima esta esta-
blecida en doce carácteres. Como se puede visualizar en el algoritmo, no hay ninguna
variable cuyo nombre supere dicha longitud.
• Uso excesivo de variables globales: En este caso, el número máximo de variables glo-
bales utilizadas esta establecido en cuatro ocurrencias. En el algoritmo no se utiliza
ninguna variable global, como puede observarse.
• Demasiada funcionalidad descrita en el programa principal: En este caso, el número
máximo de sentencias establecido para el programa principal es de diez sentencias,
ya que el algoritmo principal no debe contener funcionalidad, sólo llamadas a otros
subprocesos que realicen las operaciones. En este caso, el algoritmo principal contiene
la funcionalidad que define el algoritmo de ordenación, por lo tanto, esta métrica debe
mostrar el aviso oportuno.
• Carencia de comentarios que expliquen la funcionalidad realizada por un subproceso:
En este caso, la longitud esperada de los comentarios previos a cada subproceso esta
establecida en tres líneas, con motivo de especificar la postcondición, precondición
y la descripción de los parámetros. En el algoritmo de ordenación sólo uno de los
subprocesos cumple esta condición, por lo tanto, la métrica debe mostrar el aviso.
Salida real mostrada para las métricas de SonarQube:
Como se puede observar en la figura 7.2 el número de avisos mostrados coincide con el
esperado. Donde, como se puede observar en la figura 7.3, se encuentra el aviso asociado
con la carencia de comentarios descriptivos previos al subproceso. Y por otro lado, como
se puede observar en la figura 7.4, además se encuentra el aviso referente al exceso de
funcionalidad descrita en el programa principal.
Figura 7.2: Interfaz general del análisis del proyecto realizado desde SonarQube.
Figura 7.3: Aviso mostrado por la métrica por la inexistencia de comentarios descriptivos previos
al subproceso.
Figura 7.4: Aviso mostrado por la métrica que mide el exceso de funcionalidad descrita en el
programa principal.
Algoritmo para el cálculo del factorial de un número
Objetivo: El algoritmo que calcula el factorial de un número, tiene dos versiones posibles
de implementación: la versión iterativa y la recursiva. En este caso, se ha implementado
ambas versiones.
Descripción:




ente ro func ion f a c t o r i a l_ r e c (E entero : n )






//Cabecera : entero f a c t o r i a l_ r e c (E entero : n)
//Precondic ion : r e c i b e n , un numero na tura l mayor o i g u a l que
0
// Postcondic ion : devue l v e n ! ( e l f a c t o r i a l de n)




i n i c i o
s i n==0 entonces
devo lver 1
s ino
devo lver n ∗ f a c t o r i a l_ r e c (n−1)
f i n_s i
f in_func ion
//Cabecera : entero func ion f a c t_ i t e r (E entero : n0 )
//Precondic ion : r e c i b e n0 , un numero na tura l mayor o i g u a l
que 0
// Postcondic ion : devue l v e n0 ! ( e l f a c t o r i a l de n0 )




ente ro : n , x
i n i c i o
n <− n0
mientras n!=0 hacer
n <− n − 1
f in_mientras
x <− 1
mientras n != n0 hacer
n <− n + 1











// Seccion de d e f i n i c i o n de v a r i a b l e s cons tan t e s
const
// Seccion de d e f i n i c i o n de t i p o s
t i po
// Seccion de dec l a rac i on de v a r i a b l e s g l o b a l e s
var
// Seccion de d e f i n i c i o n de suba l go r i tmos : func iones y proced imientos
//Comienzo de l a l gor i tmo ( Ob l i g a t o r i o )
p r i n c i p a l
var
ente ro : n , n2
i n i c i o
n <− 6
n2 <− 8
e s c r i b i r ( "Calculando e l f a c t o r i a l de 6 recurs ivamente : " )
e s c r i b i r ( "El f a c t o r i a l de 6 ca l cu l ado recurs ivamente es : " ,
f a c t o r i a l_ r e c (n) )
e s c r i b i r ( "Calculando e l f a c t o r i a l de 6 i t e ra t i vamente : " )
e s c r i b i r ( "El f a c t o r i a l de 6 ca l cu l ado i t e r a t i vamente es : " ,
f a c t o r i a l_ r e c (n) )
e s c r i b i r ( "Calculando e l f a c t o r i a l de 8 recurs ivamente : " )
e s c r i b i r ( "El f a c t o r i a l de 8 ca l cu l ado recurs ivamente es : " ,
f a c t o r i a l_ r e c ( n2 ) )
e s c r i b i r ( "Calculando e l f a c t o r i a l de 8 i t e ra t i vamente : " )
e s c r i b i r ( "El f a c t o r i a l de 8 ca l cu l ado i t e r a t i vamente es : " ,
f a c t o r i a l_ r e c ( n2 ) )
f i n_ i n i c i o
f in_algor i tmo
Resultado de la conversión a C:
#ifndef MODULO_FACTORIAL_H
#define MODULO_FACTORIAL_H
int f a c t o r i a l_ r e c ( const int ) ;
int f a c t_ i t e r ( const int ) ;
#endif /∗ MODULO_FACTORIAL_H ∗/
#include <s td i o . h>
#include <s t d l i b . h>
#include <s t r i n g . h>
#include " modulo_factor ia l . h"
int f a c t o r i a l_ r e c ( const int n) {




return n ∗ f a c t o r i a l_ r e c (n − 1) ;
}
}
int f a c t_ i t e r ( const int n0 ) {
int n , x ;
n = n0 ;
while (n != 0) {
n = n − 1 ;
}
x = 1 ;
while (n != n0 ) {
n = n + 1 ;





#include <st r i ng >
#include <cmath>
#include "algoritmo_prueba . h"
#include " modulo_factor ia l . h"
us ing namespace std ;
// Instanciamos l o s modulos que vamos a usar
modulo_factor ia l r e fmodu lo_fac to r i a l = modulo_factor ia l ( ) ;
int main ( ) {
int n , n2 ;
n = 6 ;
n2 = 8 ;
cout << "Calculando e l f a c t o r i a l de 6 recurs ivamente : " << endl ;
cout << "El f a c t o r i a l de 6 ca l cu l ado recurs ivamente es : " <<
re fmodu lo_fac to r i a l . f a c t o r i a l_ r e c (n)
<< endl ;
cout << "Calculando e l f a c t o r i a l de 6 i t e r a t i vamente : " << endl ;
cout << "El f a c t o r i a l de 6 ca l cu l ado i t e ra t i vamente es : " <<
re fmodu lo_fac to r i a l . f a c t o r i a l_ r e c (n)
<< endl ;
cout << "Calculando e l f a c t o r i a l de 8 recurs ivamente : " << endl ;
cout << "El f a c t o r i a l de 8 ca l cu l ado recurs ivamente es : " <<
re fmodu lo_fac to r i a l . f a c t o r i a l_ r e c ( n2 )
<< endl ;
cout << "Calculando e l f a c t o r i a l de 8 i t e r a t i vamente : " << endl ;
cout << "El f a c t o r i a l de 8 ca l cu l ado i t e ra t i vamente es : " <<
re fmodu lo_fac to r i a l . f a c t o r i a l_ r e c ( n2 )
<< endl ;
}
Resultado de la conversión a C++:
#ifndef MODULO_FACTORIAL_H
#define MODULO_FACTORIAL_H
us ing namespace std ;
c l a s s modulo_factor ia l {
pub l i c :
// Var iab l e s a expor tar
//Metodos ( func iones ) a expor tar
int f a c t o r i a l_ r e c ( const int ) ;
int f a c t_ i t e r ( const int ) ;
p r i va t e :
// Var iab l e s pr i vadas
//Metodos ( func iones ) pr i vadas de l a c l a s e
} ;
#endif /∗ MODULO_FACTORIAL_H ∗/
#include <iostream>
#include <st r i ng >
#include <cmath>
#include " modulo_factor ia l . h"
us ing namespace std ;
// Instanciamos l o s modulos que vamos a usar
//Metodos pu b l i c o s
int modulo_factor ia l : : f a c t o r i a l_ r e c ( const int n) {




return n ∗ f a c t o r i a l_ r e c (n − 1) ;
}
}
int modulo_factor ia l : : f a c t_ i t e r ( const int n0 ) {
int n , x ;
n = n0 ;
while (n != 0) {
n = n − 1 ;
}
x = 1 ;
while (n != n0 ) {
n = n + 1 ;




#include <s td i o . h>
#include <s t d l i b . h>
#include <s t r i n g . h>
#include "algoritmo_prueba . h"
#include " modulo_factor ia l . h"
int main ( ) {
int n , n2 ;
n = 6 ;
n2 = 8 ;
p r i n t f ( "Calculando e l f a c t o r i a l de 6 recurs ivamente : " ) ;
p r i n t f ( "El f a c t o r i a l de 6 ca l cu l ado recurs ivamente es : %i " ,
f a c t o r i a l_ r e c (n) ) ;
p r i n t f ( "Calculando e l f a c t o r i a l de 6 i t e ra t i vamente : " ) ;
p r i n t f ( "El f a c t o r i a l de 6 ca l cu l ado i t e r a t i vamente es : %i " ,
f a c t o r i a l_ r e c (n) ) ;
p r i n t f ( "Calculando e l f a c t o r i a l de 8 recurs ivamente : " ) ;
p r i n t f ( "El f a c t o r i a l de 8 ca l cu l ado recurs ivamente es : %i " ,
f a c t o r i a l_ r e c ( n2 ) ) ;
p r i n t f ( "Calculando e l f a c t o r i a l de 8 i t e ra t i vamente : " ) ;
p r i n t f ( "El f a c t o r i a l de 8 ca l cu l ado i t e r a t i vamente es : %i " ,
f a c t o r i a l_ r e c ( n2 ) ) ;
}
Salida esperada del programa: Como se puede observar se quiere realizar el cálculo del
factorial de los números 6 y 8, haciendo uso del algoritmo en sus versiones recursiva e
iterativa. Por lo tanto, la salida esperada debe ser 720 en el caso del número 6 y 4.320 en
el caso del número 8.
Salida real mostrada en Eclipse: Como se puede observar en la figura 7.5 la salida que se
puede visualizar desde Eclipse coincide con la salida esperada.
Figura 7.5: Salida mostrada en Eclipse para el cálculo del factorial de los números 6 y 8.
Métricas de SonarQube:
• Nombre de variable demasiado extenso: En este caso, como se puede observar tampoco
hay ninguna variable cuyo nombre supere el límite.
• Uso excesivo de variables globales: En este caso, tampoco se ha hecho uso de variables
globales.
• Demasiada funcionalidad descrita en el programa principal: En este caso, también se
han añadido demasiadas sentencias al programa principal.
• Carencia de comentarios que expliquen la funcionalidad realizada por un subproceso:
En este caso, la especificación de los subprocesos se ha realizado correctamente.
Salida real mostrada para las métricas de SonarQube:
Como se puede observar en la figura 7.6 el número de avisos mostrados coincide con el
esperado. Donde, como se puede observar en la figura 7.7, se encuentra el aviso asociado
con el exceso de funcionalidad descrita en el programa principal.
Figura 7.6: Interfaz general del análisis del proyecto realizado desde SonarQube.








Manual de implantación y explotación
Las instrucciones de instalación y explotación del sistema se detallan a continuación.
8.1. Introducción
En el presente proyecto se ha desarrollado una aplicación cuyo objetivo principal es hacer posi-
ble la programación utilizando como lenguaje el pseudocódigo descrito en [Hurtado et al., 2002].
Dicho pseudocódigo será transformado a C o C++ y posteriormente compilado y ejecutado. El
público al que va dirigido dicha aplicación es el conjunto de todas las personas que deseen ini-
ciarse en la programación.
En los siguientes apartados de esta sección, se describe todo lo referente a los requisitos del




Sistema Operativo: Windows, Macintosh o Linux.
Memoria RAM: 1GB.
Procesador: 1Ghz.
Memoria física disponible: superior a 50MB.
Entrada: Ratón y teclado.
Salida: Tarjeta gráfica y pantalla.
Requisitos recomendados:
Sistema Operativo: Windows, Macintosh o Linux.
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Memoria RAM: 2GB o superior.
Procesador: 2Ghz o superior.
Memoria física disponible: 1GB o superior.
Entrada: Ratón y teclado.
Salida: Tarjeta gráfica y pantalla.
8.2.2. Requisitos software
Requisitos obligatorios para utilizar la aplicación:
JDK 8 (Java Development Kit) instalado.
Eclipse IDE for C/C++ Developers instalado.
Plugin de Xtext 2.8.0 instalado en Eclipse.
Compilador de C/C++ instalado en el sistema:
• Instalar Xcode 6.4 en Macintosh, ya que es una aplicación gratuita que incorpora un
compilador para C/C++.
• Instalar GNU C/C++ compiler (GCC) 5.2 [GNU, 1987] en Linux.
• Instalar Cygwin 2.1.0 [Hat et al., 2000] en Windows.
Requisitos opcionales para realizar análisis de los algoritmos diseñados en la aplicación:
Base de datos instalada y configurada en el sistema (MySQL 5.6.25 o PostgreSQL 9.4.4).
Servidor SonarQube 5.1.1 configurado en el sistema.
SonarQube Runner 2.4 instalado.
8.3. Inventario de componentes
















8.4. Procedimientos de instalación
El procedimiento de instalación es el siguiente:
1. Descargar e instalar JDK 8 (Java Development Kit).
http://www.oracle.com/technetwork/java/javase/downloads/jdk8-downloads-2133151.html
2. Descargar e instalar un compilador de C/C++.
Para que el plugin funcione correctamente se debe instalar un compilador de C/C++
en su sistema operativo preferido.
Windows
En este caso, la aplicación que se debe instalar será Cygwin 2.1.0 [Hat et al., 2000]:
Para realizar la instalación se debe seguir la guía de instalación oficial de Cygwin:
https://cygwin.com/install.html
Por otro lado, los paquetes que deben ser instalados son:
gcc-core (Devel - gcc-core: GNU Compiler Collection)
make (Devel - make: The GNU version of the ’make’ utility)
Finalmente, cuando se haya completado la instalación se debe exportar en la variable
Path del sistema el siguiente directorio:
C:\cygwin64\bin
Linux
En este caso, se han realizado las pruebas en una distribución Ubuntu, pero para las
demás distribuciones el procedimiento es el mismo o muy similar.
Para instalar el GNU C/C++ compiler (GCC) 5.2 [GNU, 1987] se deben realizar las
siguientes órdenes en la terminal:
sudo apt−get update
sudo apt−get upgrade
sudo apt−get i n s t a l l bui ld−e s s e n t i a l
gcc −v ( orden para v e r i f i c a r que se ha i n s t a l ado correctamente )
make −v ( orden para v e r i f i c a r que se ha i n s t a l ado correctamente )
MacOS
En MacOS bastará con instalar Xcode 6.4 [Apple, 2003].
La cual, es una aplicación de desarrollo gratuita que se puede descargar desde la tien-
da oficial de aplicaciones de Apple (App Store):
https://itunes.apple.com/es/app/xcode/id497799835?mt=12
Esta aplicación incorpora un compilador de C/C++, entre otras muchas utilidades.
3. Descargar e instalar Eclipse IDE for C/C++ Developers.
https://www.eclipse.org/downloads/packages/eclipse-ide-cc-developers/marsr
4. Descargar e instalar los plugins de la aplicación (Vary).
En primer lugar, se debe instalar el plugin de Xtext en Eclipse. Para ello se descargará
desde la opción Install new software (véase la figura 8.1).
Figura 8.1: Utilidad para instalar extensiones de Eclipse.
Para descargar el plugin de Xtext, se elegirá All Available Sites para trabajar con todos
los repositorios (Work with) y se introducirá Xtext como filtro de búsqueda. Al finalizar
la búsqueda en el directorio Modeling se seleccionará Xtext Complete SDK (véase la
figura 8.2).
Figura 8.2: Instalación del plugin de Xtext (Xtext SDK)
Finalmente, se deben copiar todos los ficheros .jar relacionados con el plugin Vary en
el directorio plugins. Éste directorio se encuentra dentro del directorio de Eclipse que se
obtiene tras su instalación (véase la figura 8.3).
Figura 8.3: Directorio plugins de Eclipse.
5. Configuración para poder medir la calidad de los algoritmos desde SonarQube.
En primer lugar, se debe realizar la configuración del servidor de SonarQube desde el
que se podrán observar los resultados de las mediciones.
http://docs.sonarqube.org/display/SONAR/Installing
Posteriormente, se debe copiar el fichero sonar-vary-plugin-1.0.0.jar en el directorio plugins
del servidor de SonarQube. En este caso, el directorio plugins se encuentra en:
/usr/local/Cellar/sonar/5.1/libexec/extensions/plugins




8.5. Pruebas de implantación
Para asegurar una correcta funcionalidad de la aplicación en el entorno cliente, en este caso, se
medirá la corrección de la funcionalidad implementada para los requisitos no funcionales NFR-
002, NFR-003 y NFR-004 recogidos en la etapa de análisis. Es decir:
Comprobar que la aplicación puede utilizarse correctamente en sistemas Windows, Linux
y Macintosh. Este requisito se puede valorar mediante el feedback de los usuarios finales
que utilicen la aplicación. Aunque ya se hayan realizado las pertinentes pruebas en el
entorno de desarrollo, los usuarios finales siempre realizan acciones imprevisibles de cara
al desarrollador y el valor de sus pruebas es muy importante.
Comprobar que la aplicación proponga la sintaxis de los algoritmos en español y en inglés
correctamente. Este requisito, al igual que el anterior, se puede valorar mediante el feedback
de los usuarios finales.
Comprobar que la aplicación se integre correctamente con SonarQube y se realicen los aná-
lisis de los algoritmos correctamente. Este requisito, se puede medir instalando un servidor
de SonarQube global donde los usuarios puedan realizar análisis de prueba para recoger
posibles fallos y centralizar todos éstos en el mismo lugar.
Por otra parte, en estas pruebas se medirá la correcta instalación de la aplicación utilizando
el repositorio de Eclipse por parte de los usuarios. Con esto se asegurará que el repositorio de
Eclipse configurado funciona correctamente con una carga determinada de usuarios accediendo
a éste.
Finalmente, se medirán los tiempos de espera y respuesta de la aplicación, con objetivo de
asegurar que los intervalos de tiempo utilizados son aceptables para el uso de ésta. Englobando




Las instrucciones de uso del sistema se detallan a continuación.
9.1. Introducción
En el presente proyecto se ha desarrollado una aplicación cuyo objetivo principal es hacer posible
la programación utilizando como lenguaje el pseudocódigo descrito en [Hurtado et al., 2002].
Dicho pseudocódigo será transformado a C o C++ y posteriormente compilado y ejecutado.
El público al que va dirigido dicha aplicación es el conjunto de todas las personas que deseen
iniciarse en la programación.
9.2. Características
Las características principales del sistema son las siguientes:
Sistema que permite programar utilizando el pseudocódigo.
Sistema que transforma algoritmos escritos en pseudocódigo a código C o C++.
Sistema que compila y ejecuta dichos algoritmos (aprovechando la transformación a C o
C++).
Sistema que ofrece un editor fácil de usar (ofreciendo ayuda durante la creación de algorit-
mos).
Sistema que permite la realización de mediciones de la calidad de los algoritmos desde la
plataforma SonarQube.
9.3. Uso del sistema
9.3.1. Creación de un proyecto
1. En primer lugar se debe abrir la versión de Eclipse con el plugin integrado.
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2. Posteriormente, se hará click derecho y se seleccionará new y seguidamente other (véase la
figura 9.1).
Figura 9.1: Primer paso para la creación de un nuevo proyecto.
3. Seguidamente, se mostrarán las posibles opciones que proporciona el asistente de creación
del proyecto. En primer lugar, elegiremos el proyecto en español o en inglés, definiendo el
idioma de la gramática (véase la figura 9.2).
Figura 9.2: Opciones del asistente de creación del proyecto Vary.
4. En la primera página del asistente de creación del proyecto se añadirá el nombre del nuevo
proyecto y se hará click en next (véase la figura 9.3).
Figura 9.3: Selección del nombre del nuevo proyecto.
5. En la siguiente página se seleccionará el lenguaje de programación al que se desea realizar
la transformación del pseudocódigo (véase la figura 9.4).
Figura 9.4: Selección del lenguaje de transformación del proyecto.
6. En la última página se elegirán características especificas en función del lenguaje seleccio-
nado. En el caso de C/C++, se elegirá si se desea o no generar el fichero de cabeceras (.h).
Finalmente, se hará click en finish (véase la figura 9.5).
Figura 9.5: Opción para crear el fichero de cabeceras o no.
7. Posteriormente, se abrirá en el editor el fichero main.p o main.ep (en función del idioma
seleccionado para el proyecto), el cual al inicio contendrá la estructura de un algoritmo
vacía (véase la figura 9.6).
Figura 9.6: Algoritmo inicial vacío del fichero main.p o main.ep
8. Para ver el resultado de la conversión del algoritmo escrito en pseudocódigo a C o C++,
se hará click en el directorio principal del proyecto y se seleccionará el directorio src-gen.
9. Dentro del directorio src-gen se encontrará el fichero main.c o main.cpp, donde se po-
drá observar la conversión realizada a C o C++, además del fichero main.h. Éste último
aparecerá si se eligió generarlo en el asistente de creación del proyecto (véase la figura 9.7).
Figura 9.7: Directorio src-gen donde se encuentra el código transformado a C o C++.
9.3.2. Edición del proyecto
Plantillas
Para hacer uso de las plantillas proporcionadas se debe teclear SPACE + CTRL y seleccionar la
plantilla deseada. Posteriormente, se añadirá el nuevo fragmento de pseudocódigo automática-
mente y se deberá completar la plantilla con los valores deseados (véanse las figuras 9.8 y 9.9).
Figura 9.8: Lista de plantillas proporcionadas para la creación de tipos complejos.
Figura 9.9: Plantilla proporcionada para crear un vector.
Algunas de las funcionalidades de las plantillas disponibles son:
Creación de tipos (vector, matriz, registro, subrango, enumerado o archivo).
Creación de la estructura vacía de un subproceso (función o procedimiento).
Creación de variables.
Creación de la estructura vacía de las estructuras selectivas (si o según).
Creación de la estructura vacía de las estructuras repetitivas (repetir, desde o mientras).
Creación de la estructura vacía de un algoritmo o módulo.
Asistente de ayuda
Autocompletado:
Para hacer uso del autocompletado se debe teclear SPACE + CTRL, al igual que para
el uso de las plantillas. Por ejemplo, para crear una nueva variable podremos hacer uso de
esta utilidad y utilizar el tipo vector creado anteriormente (véanse las figuras 9.10 y 9.11).
Figura 9.10: Lista proporcionada de los tipos disponibles para la creación de una nueva variable
global.
Figura 9.11: Variable global creada del tipo vector haciendo uso del autocompletado.
Algunas las funciones de autocompletado disponibles son:
• Autocompletado en la creación de una variable.
• Autocompletado en los parámetros de un subproceso.
• Autocompletado de los campos de un registro.
• Autocompletado de las llamadas a subprocesos.
• Autocompletado de los módulos disponibles para importar.
Corrección rápida de errores:
Tal y como se mostrará en la sección posterior, la aplicación realizará validaciones del
algoritmo antes de transformarlo a código C o C++. En algunas de las validaciones la
aplicación aportará una solución rápida para corregir el problema. Por ejemplo, si se uti-
liza una constante para definir la dimensión de un vector y ésta no ha sido definida con
anterioridad, la aplicación aportará una solución rápida para crear dicha constante (véanse
las figuras 9.12 y 9.13).
Figura 9.12: Ayuda rápida proporcionada para la creación de una constante utilizada, la cual
no ha sido declarada con anterioridad.
Figura 9.13: Constante definida haciendo uso de la ayuda rápida proporcionada.
Outline
Durante la realización del algoritmo, se podrá observar en la sección outline una versión en forma
de árbol del algoritmo que esta siendo definido (véase la figura 9.14).
Figura 9.14: Árbol del algoritmo mostrado que contiene los datos creados en las secciones
anteriores.
Creación de un nuevo módulo o algoritmo
Haciendo uso de las opciones proporcionadas en el asistente se puede crear nuevos módulos o
algoritmos vacíos o con un ejemplo. (véanse las figuras 9.15, 9.16 y 9.17).
Figura 9.15: Opción para añadir un nuevo módulo al proyecto.
Figura 9.16: Selección del directorio del proyecto donde se situará el nuevo módulo.
Figura 9.17: Nuevo módulo creado haciendo uso del asistente de creación.
Importación de un módulo o algoritmo existente
Por otro lado, desde el asistente de creación también existirá la posibilidad de importar ficheros
al proyecto (véanse las figuras 9.18, 9.19, 9.20 y 9.21).
Figura 9.18: Opción para importar ficheros al proyecto.
Figura 9.19: Opción para importar ficheros Vary.
Figura 9.20: Selección del fichero a importar.
Figura 9.21: Selección del directorio del proyecto en el que se importará el fichero.
9.3.3. Validar proyecto
1. A medida que se va escribiendo, el programa notificará de los errores o avisos (warnings)
que se cometan (véanse las figuras 9.22 y 9.23).
Figura 9.22: Ejemplo de un error ocasionado por la existencia de dos variables con el mismo
nombre en el mismo ámbito.
Figura 9.23: Ejemplo de un warning ocasionado por la asignación de una variable de tipo real a
una variable de tipo entero.
9.3.4. Ejecutar proyecto
Para ejecutar el proyecto se debe hacer click derecho sobre el directorio del proyecto y se elegirán
las opciones Build Project y posteriormente, Run as >Local C/C++ Application (véanse las
figuras 9.24, 9.25 y 9.26).
Figura 9.24: Opción para compilar el proyecto.
Figura 9.25: Opción para ejecutar el proyecto.
Figura 9.26: Salida del proyecto.
9.3.5. Medir calidad con SonarQube
Para realizar las mediciones debemos utilizar SonarQube Runner. Para ello, será de utilidad el
archivo sonar-project.properties existente en la raíz de todos los proyectos Vary creados. Si se
observa dicho fichero, su contenido será parecido al que se muestra a continuación:
# r equ i r ed metadata
sonar . projectKey=KeyProject
sonar . projectName=NameProject
sonar . p r o j e c tVe r s i on =1.0.0
# op t i ona l d e s c r i p t i o n
sonar . p r o j e c tDe s c r i p t i on=Pro j ec t
# path to source d i r e c t o r i e s ( r equ i r ed )
sonar . s ou r c e s=s r c
# The value o f the property must be the key o f the language .
sonar . language=vary
# Addit iona l parameters
Donde la variable sonar.projectKey se refiere al nombre con el que se identificará el proyecto en el
servidor de SonarQube. Por otro lado, la variable sonar.projectName se refiere al nombre que se
visualizará en el servidor de SonarQube para el proyecto, la variable sonar.projectVersion indica
la versión del proyecto y la variable sonar.projectDescription indica una descripción opcional del
proyecto. Finalmente, las variables más significativas son sonar.sources y sonar.language ya que
indican el directorio donde se encuentran los ficheros a analizar y el lenguaje utilizado en esos
ficheros, respectivamente. En este caso, el valor de la variable sonar.sources será “src” y el de la
variable sonar.language será “vary”.
En primer lugar, se ejecutará la siguiente orden desde consola en el directorio raíz del proyecto
a analizar:
sonar-runner
A continuación, se accede a la URL donde se haya configurado el servidor (por defecto la URL
será localhost:9000 ) de SonarQube y se podrá visualizar la lista de proyectos que se hayan ana-
lizado con SonarQube Runner siguiendo el proceso anteriormente mencionado (véase la figura
9.27).
Figura 9.27: Interfaz de SonarQube donde se muestra la lista de proyectos analizados.
Finalmente, accediendo al análisis de cada proyecto se podrá visualizar los datos más relevantes
del proyecto y el resultado de la aplicación de las métricas, mostrando los avisos correspondientes
(véase la figura 9.28).
Figura 9.28: Interfaz de SonarQube donde se muestra el análisis para un proyecto determinado.
El conjunto de métricas disponibles es:
Métrica que determina si el nombre de una variable es demasiado extenso.
Métrica que determina si se hace un uso excesivo de las variables globales.
Métrica que determina si el programa principal contiene demasiada funcionalidad.
Métrica que determina si se hace uso de la especificación (comentarios descriptivos previos




En este último capítulo se detallan las lecciones aprendidas tras el desarrollo del presente proyecto
y se identifican las posibles oportunidades de mejora sobre el software desarrollado.
10.1. Objetivos alcanzados
Realización de una aplicación que permite programar usando la sintaxis del pseudocódigo
descrito en [Hurtado et al., 2002].
Realización de una aplicación que transforma los algoritmos escritos en pseudocódigo en
código C o C++. Haciendo que la aplicación sea compilable y ejecutable.
Realización de un entorno fácil de usar.
Realización de una aplicación extensible.
Realización de una aplicación para medir la calidad de los algoritmos diseñados.
10.2. Lecciones aprendidas
Gracias al presente proyecto se han aprendido lecciones de carácter personal y profesional.
En referencia a las lecciones aprendidas de carácter profesional, se ha tenido un primer con-
tacto con el desarrollo de plugins para Eclipse (usando Xtext) y con el desarrollo de plugins para
SonarQube. Haciendo que los conocimientos existentes antes de la realización del proyecto se
incrementen en el desarrollo de aplicaciones de este tipo.
Por otro lado, en referencia a las lecciones aprendidas de carácter personal, se ha adquirido
experiencia en el desarrollo de aplicaciones manteniendo el contacto con el cliente y respetando
su opinión en referencia a las funcionalidades implementadas.
10.3. Trabajo futuro
En futuras versiones de la aplicación se propone la adición de nuevos lenguajes de programación
para la transformación de los algoritmos y de nuevos idiomas para la sintaxis de éstos. Por otro
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lado, también se propone la implementación de nuevas métricas para la realización de una me-
dición de la calidad de los algoritmos más completa desde SonarQube. Además, se propone la
implementación de un conector para poder vincular el plugin de Vary programado para Sonar-
Qube con Eclipse.
Finalmente, se tiene previsto evaluar la aplicación en las asignaturas Introducción a la pro-
gramación y Metodología de la programación del curso 2015/2016.
Bibliografía
[IEE, 2008] (2008). Ieee 830-1998.
Accesible desde http://www.fdi.ucm.es/profesor/gmendez/docs/is0809/ieee830.pdf.
Estándar para la especificación de requisitos.
[Adobe, 2012] Adobe (2012). Adobe Illustrator CC. http://www.adobe.com/es/products/
illustrator.html.
[Apache, 2002] Apache (2002). Maven. https://maven.apache.org.
[Apple, 2003] Apple (2003). Xcode. https://itunes.apple.com/es/app/xcode/id497799835?
mt=12.
[Assembla, 2005] Assembla (2005). Assembla. https://www.assembla.com.
[Atlassian, 2004] Atlassian (2004). JIRA. https://es.atlassian.com/software/jira.
[Bettini, 2013] Bettini, L. (2013). Implementing Domain-Specific Languages with Xtext and
Xtend. Packt Publishing Ltd.
[Buguroo, 2010] Buguroo (2010). BugScout. https://buguroo.com.
[Durán and Bernárdez, 2002] Durán, A. and Bernárdez, B. (2002). Metodología para la
elicitación de requisitos de sistemas software.
Accesible desde http://www.infor.uva.es/~mlaguna/is1/materiales/metodologia_
elicitacion.pdf.
[Eclipse, 2004] Eclipse (2004). Eclipse. https://eclipse.org.
[Eclipse, 2005] Eclipse (2005). Eclipse Modeling Framework (EMF). https://eclipse.org/
modeling/emf/.
[Eclipse, 2011] Eclipse (2011). Xtend. https://eclipse.org/xtend/.
[Eclipse, 2013] Eclipse (2013). Xtext Framework. https://eclipse.org/Xtext/.
[GNU, 1987] GNU (1987). GCC, the GNU Compiler Collection. https://gcc.gnu.org.
[Hat et al., 2000] Hat, R. et al. (2000). Cygwin project. https://www.cygwin.com.
[Hurtado et al., 2002] Hurtado, N., Laguía, M., and Silva, E. L. (2002). Introducción a la pro-
gramación. Servicio de Publicaciones de la Universidad de Cádiz.
[Jetbrains, 2015] Jetbrains (2015). MPS (DSL Development Environment). https://www.
jetbrains.com/mps/.
145
[Microsoft, 2013] Microsoft (2013). Create a Domain-Specific Language Solution. https://
msdn.microsoft.com/en-us/library/bb126593.aspx.
[Optimyth, 2012] Optimyth (2012). Kiuwan. https://www.kiuwan.com.
[Oracle, 1995] Oracle (1995). Java. https://www.java.com/es/download/.
[Pressman, 1997] Pressman, R. S. (1997). Ingeniería del Software: Un enfoque práctico. Mikel
Angoar.
[RAE, 2012] RAE (2012). 22.a edición del Diccionario de la lengua española. http://www.rae.
es/recursos/diccionarios/drae.
[Rodríguez Almeida, 1991] Rodríguez Almeida, M. A. (1991). Metodología de la programación
a través del pseudocódigo. Mc Graw.
[SonarSource, 2008] SonarSource (2008). SonarQube. http://www.sonarqube.org.
[SonarSource, 2014] SonarSource (2014). Getting Started. http://docs.sonarqube.org/
display/DEV/Getting+Started.
[UCA, 2015] UCA (2015). Prácticas en empresa FAQS. http://www.uca.es/dgempresas/
practicas-en-empresa/faqs.
Glosario
Algoritmo Descripción de los pasos necesarios para resolver un problema.
Assembla Plataforma web que ofrece una gran cantidad de posibilidades para el desarrollo,
gestión de proyectos y soluciones para compartir el código fuente entre los miembros de un
equipo de desarrollo.
C Lenguaje de programación imperativo y estructurado creado en 1972 por Dennis M. Ritchie
en los laboratorios Bell como evolución del anterior lenguaje B, a su vez basado en BCPL.
C++ Lenguaje de programación imperativo basado en C, diseñado a mediados de los años 1980
por Bjarne Stroustrup.
DAS Documento de análisis del sistema.
Diagrama de Gantt Diagrama cuyo objetivo es mostrar el tiempo de dedicación previsto para
diferentes tareas o actividades a lo largo de un tiempo total determinado.
DRS Definición de requisitos del software.
DSL (Domain Specific Language) Lenguajes diseñados para la implementación de soluciones en
un área de dominio restringida.
Eclipse Entorno de desarrollo compuesto por un conjunto de herramientas de programación de
código abierto multiplataforma.
GanttProject Herramienta de planificación y gestión de proyectos basados en Diagramas de
Gantt.
Java Java es un lenguaje de programación y una plataforma informática comercializada por
primera vez en 1995 por Sun Microsystems.
Linux Núcleo libre de sistema operativo basado en Unix, utilizado, normalmente, junto a un
empaquetado de software, llamado distribución GNU/Linux y servidores.
MDD (Model Driven Development) propuesta para el desarrollo de software en la que se atri-
buye a los modelos el papel principal en el proceso de desarrollo del software.
PC (Personal Computer) Una computadora u ordenador personal.
Adoble Illustrator Herramienta para la creación de imágenes vectoriales desarrollado por Ado-
be Systems.
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REM Herramienta experimental gratuita de Gestión de Requisitos diseñada para soportar la
fase de Ingeniería de Requisitos de un proyecto de desarrollo software de acuerdo con
la metodología definida en la Tesis Doctoral Un Entorno Metodológico de Ingeniería de
Requisitos para Sistemas de Información, presentada por Amador Durán en septiembre de
2000.
S.O Sistema Operativo
SonarQube Plataforma de software libre para gestionar la calidad del código
SVN Subversion(SVN) Es un sistema de control de versiones.
TeXnicle Editor de LATEX.
Ubuntu Es un sistema operativo basado en GNU/Linux y que se distribuye como software libre
, el cual incluye su propio entorno de escritorio denominado Unity.
UML (Unified Modeling Language) Es el lenguaje de modelado de sistemas de software más
conocido y utilizado en la actualidad; está respaldado por el OMG (Object Management
Group).
Windows Familia de sistemas operativos desarrollados y vendidos por Microsoft.
Información sobre Licencia
Version 1.3, 3 November 2008
Copyright c© 2000, 2001, 2002, 2007, 2008 Free Software Foundation, Inc.
http://fsf.org/
Everyone is permitted to copy and distribute verbatim copies of this license document, but
changing it is not allowed.
Preamble
The purpose of this License is to make a manual, textbook, or other functional and useful do-
cument “free” in the sense of freedom: to assure everyone the effective freedom to copy and
redistribute it, with or without modifying it, either commercially or noncommercially. Seconda-
rily, this License preserves for the author and publisher a way to get credit for their work, while
not being considered responsible for modifications made by others.
This License is a kind of “copyleft”, which means that derivative works of the document must
themselves be free in the same sense. It complements the GNU General Public License, which is
a copyleft license designed for free software.
We have designed this License in order to use it for manuals for free software, because free
software needs free documentation: a free program should come with manuals providing the
same freedoms that the software does. But this License is not limited to software manuals; it
can be used for any textual work, regardless of subject matter or whether it is published as a
printed book. We recommend this License principally for works whose purpose is instruction or
reference.
1. APPLICABILITY AND DEFINITIONS
This License applies to any manual or other work, in any medium, that contains a notice placed
by the copyright holder saying it can be distributed under the terms of this License. Such a
notice grants a world-wide, royalty-free license, unlimited in duration, to use that work under
the conditions stated herein. The “Document”, below, refers to any such manual or work. Any
member of the public is a licensee, and is addressed as “you”. You accept the license if you copy,
modify or distribute the work in a way requiring permission under copyright law.
A “Modified Version” of the Document means any work containing the Document or a portion
of it, either copied verbatim, or with modifications and/or translated into another language.
A “Secondary Section” is a named appendix or a front-matter section of the Document that
deals exclusively with the relationship of the publishers or authors of the Document to the Docu-
ment’s overall subject (or to related matters) and contains nothing that could fall directly within
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that overall subject. (Thus, if the Document is in part a textbook of mathematics, a Secondary
Section may not explain any mathematics.) The relationship could be a matter of historical con-
nection with the subject or with related matters, or of legal, commercial, philosophical, ethical
or political position regarding them.
The “Invariant Sections” are certain Secondary Sections whose titles are designated, as being
those of Invariant Sections, in the notice that says that the Document is released under this
License. If a section does not fit the above definition of Secondary then it is not allowed to be
designated as Invariant. The Document may contain zero Invariant Sections. If the Document
does not identify any Invariant Sections then there are none.
The “Cover Texts” are certain short passages of text that are listed, as Front-Cover Texts or
Back-Cover Texts, in the notice that says that the Document is released under this License. A
Front-Cover Text may be at most 5 words, and a Back-Cover Text may be at most 25 words.
A “Transparent” copy of the Document means a machine-readable copy, represented in a format
whose specification is available to the general public, that is suitable for revising the document
straightforwardly with generic text editors or (for images composed of pixels) generic paint
programs or (for drawings) some widely available drawing editor, and that is suitable for input
to text formatters or for automatic translation to a variety of formats suitable for input to text
formatters. A copy made in an otherwise Transparent file format whose markup, or absence of
markup, has been arranged to thwart or discourage subsequent modification by readers is not
Transparent. An image format is not Transparent if used for any substantial amount of text. A
copy that is not “Transparent” is called “Opaque”.
Examples of suitable formats for Transparent copies include plain ASCII without markup, Te-
xinfo input format, LaTeX input format, SGML or XML using a publicly available DTD, and
standard-conforming simple HTML, PostScript or PDF designed for human modification. Exam-
ples of transparent image formats include PNG, XCF and JPG. Opaque formats include proprie-
tary formats that can be read and edited only by proprietary word processors, SGML or XML for
which the DTD and/or processing tools are not generally available, and the machine-generated
HTML, PostScript or PDF produced by some word processors for output purposes only.
The “Title Page” means, for a printed book, the title page itself, plus such following pages as
are needed to hold, legibly, the material this License requires to appear in the title page. For
works in formats which do not have any title page as such, “Title Page” means the text near the
most prominent appearance of the work’s title, preceding the beginning of the body of the text.
The “publisher” means any person or entity that distributes copies of the Document to the
public.
A section “Entitled XYZ” means a named subunit of the Document whose title either is preci-
sely XYZ or contains XYZ in parentheses following text that translates XYZ in another language.
(Here XYZ stands for a specific section name mentioned below, such as “Acknowledgements”,
“Dedications”, “Endorsements”, or “History”.) To “Preserve the Title” of such a section
when you modify the Document means that it remains a section “Entitled XYZ” according to
this definition.
The Document may include Warranty Disclaimers next to the notice which states that this
License applies to the Document. These Warranty Disclaimers are considered to be included by
reference in this License, but only as regards disclaiming warranties: any other implication that
these Warranty Disclaimers may have is void and has no effect on the meaning of this License.
2. VERBATIM COPYING
You may copy and distribute the Document in any medium, either commercially or noncom-
mercially, provided that this License, the copyright notices, and the license notice saying this
License applies to the Document are reproduced in all copies, and that you add no other con-
ditions whatsoever to those of this License. You may not use technical measures to obstruct or
control the reading or further copying of the copies you make or distribute. However, you may
accept compensation in exchange for copies. If you distribute a large enough number of copies
you must also follow the conditions in section 3.
You may also lend copies, under the same conditions stated above, and you may publicly display
copies.
3. COPYING IN QUANTITY
If you publish printed copies (or copies in media that commonly have printed covers) of the
Document, numbering more than 100, and the Document’s license notice requires Cover Texts,
you must enclose the copies in covers that carry, clearly and legibly, all these Cover Texts: Front-
Cover Texts on the front cover, and Back-Cover Texts on the back cover. Both covers must also
clearly and legibly identify you as the publisher of these copies. The front cover must present the
full title with all words of the title equally prominent and visible. You may add other material
on the covers in addition. Copying with changes limited to the covers, as long as they preserve
the title of the Document and satisfy these conditions, can be treated as verbatim copying in
other respects.
If the required texts for either cover are too voluminous to fit legibly, you should put the first
ones listed (as many as fit reasonably) on the actual cover, and continue the rest onto adjacent
pages.
If you publish or distribute Opaque copies of the Document numbering more than 100, you must
either include a machine-readable Transparent copy along with each Opaque copy, or state in or
with each Opaque copy a computer-network location from which the general network-using public
has access to download using public-standard network protocols a complete Transparent copy
of the Document, free of added material. If you use the latter option, you must take reasonably
prudent steps, when you begin distribution of Opaque copies in quantity, to ensure that this
Transparent copy will remain thus accessible at the stated location until at least one year after
the last time you distribute an Opaque copy (directly or through your agents or retailers) of that
edition to the public.
It is requested, but not required, that you contact the authors of the Document well before
redistributing any large number of copies, to give them a chance to provide you with an updated
version of the Document.
4. MODIFICATIONS
You may copy and distribute a Modified Version of the Document under the conditions of sections
2 and 3 above, provided that you release the Modified Version under precisely this License, with
the Modified Version filling the role of the Document, thus licensing distribution and modification
of the Modified Version to whoever possesses a copy of it. In addition, you must do these things
in the Modified Version:
A. Use in the Title Page (and on the covers, if any) a title distinct from that of the Document,
and from those of previous versions (which should, if there were any, be listed in the History
section of the Document). You may use the same title as a previous version if the original
publisher of that version gives permission.
B. List on the Title Page, as authors, one or more persons or entities responsible for authorship
of the modifications in the Modified Version, together with at least five of the principal
authors of the Document (all of its principal authors, if it has fewer than five), unless they
release you from this requirement.
C. State on the Title page the name of the publisher of the Modified Version, as the publisher.
D. Preserve all the copyright notices of the Document.
E. Add an appropriate copyright notice for your modifications adjacent to the other copyright
notices.
F. Include, immediately after the copyright notices, a license notice giving the public permis-
sion to use the Modified Version under the terms of this License, in the form shown in the
Addendum below.
G. Preserve in that license notice the full lists of Invariant Sections and required Cover Texts
given in the Document’s license notice.
H. Include an unaltered copy of this License.
I. Preserve the section Entitled “History”, Preserve its Title, and add to it an item stating
at least the title, year, new authors, and publisher of the Modified Version as given on the
Title Page. If there is no section Entitled “History” in the Document, create one stating
the title, year, authors, and publisher of the Document as given on its Title Page, then add
an item describing the Modified Version as stated in the previous sentence.
J. Preserve the network location, if any, given in the Document for public access to a Trans-
parent copy of the Document, and likewise the network locations given in the Document
for previous versions it was based on. These may be placed in the “History” section. You
may omit a network location for a work that was published at least four years before the
Document itself, or if the original publisher of the version it refers to gives permission.
K. For any section Entitled “Acknowledgements” or “Dedications”, Preserve the Title of the
section, and preserve in the section all the substance and tone of each of the contributor
acknowledgements and/or dedications given therein.
L. Preserve all the Invariant Sections of the Document, unaltered in their text and in their
titles. Section numbers or the equivalent are not considered part of the section titles.
M. Delete any section Entitled “Endorsements”. Such a section may not be included in the
Modified Version.
N. Do not retitle any existing section to be Entitled “Endorsements” or to conflict in title with
any Invariant Section.
O. Preserve any Warranty Disclaimers.
If the Modified Version includes new front-matter sections or appendices that qualify as Se-
condary Sections and contain no material copied from the Document, you may at your option
designate some or all of these sections as invariant. To do this, add their titles to the list of
Invariant Sections in the Modified Version’s license notice. These titles must be distinct from
any other section titles.
You may add a section Entitled “Endorsements”, provided it contains nothing but endorsements
of your Modified Version by various parties—for example, statements of peer review or that the
text has been approved by an organization as the authoritative definition of a standard.
You may add a passage of up to five words as a Front-Cover Text, and a passage of up to 25
words as a Back-Cover Text, to the end of the list of Cover Texts in the Modified Version. Only
one passage of Front-Cover Text and one of Back-Cover Text may be added by (or through
arrangements made by) any one entity. If the Document already includes a cover text for the
same cover, previously added by you or by arrangement made by the same entity you are acting
on behalf of, you may not add another; but you may replace the old one, on explicit permission
from the previous publisher that added the old one.
The author(s) and publisher(s) of the Document do not by this License give permission to use
their names for publicity for or to assert or imply endorsement of any Modified Version.
5. COMBINING DOCUMENTS
You may combine the Document with other documents released under this License, under the
terms defined in section 4 above for modified versions, provided that you include in the combi-
nation all of the Invariant Sections of all of the original documents, unmodified, and list them
all as Invariant Sections of your combined work in its license notice, and that you preserve all
their Warranty Disclaimers.
The combined work need only contain one copy of this License, and multiple identical Invariant
Sections may be replaced with a single copy. If there are multiple Invariant Sections with the
same name but different contents, make the title of each such section unique by adding at the
end of it, in parentheses, the name of the original author or publisher of that section if known,
or else a unique number. Make the same adjustment to the section titles in the list of Invariant
Sections in the license notice of the combined work.
In the combination, you must combine any sections Entitled “History” in the various original
documents, forming one section Entitled “History”; likewise combine any sections Entitled “Ack-
nowledgements”, and any sections Entitled “Dedications”. You must delete all sections Entitled
“Endorsements”.
6. COLLECTIONS OF DOCUMENTS
You may make a collection consisting of the Document and other documents released under this
License, and replace the individual copies of this License in the various documents with a single
copy that is included in the collection, provided that you follow the rules of this License for
verbatim copying of each of the documents in all other respects.
You may extract a single document from such a collection, and distribute it individually under
this License, provided you insert a copy of this License into the extracted document, and follow
this License in all other respects regarding verbatim copying of that document.
7. AGGREGATION WITH INDEPENDENT WORKS
A compilation of the Document or its derivatives with other separate and independent documents
or works, in or on a volume of a storage or distribution medium, is called an “aggregate” if the
copyright resulting from the compilation is not used to limit the legal rights of the compilation’s
users beyond what the individual works permit. When the Document is included in an aggre-
gate, this License does not apply to the other works in the aggregate which are not themselves
derivative works of the Document.
If the Cover Text requirement of section 3 is applicable to these copies of the Document, then if
the Document is less than one half of the entire aggregate, the Document’s Cover Texts may be
placed on covers that bracket the Document within the aggregate, or the electronic equivalent
of covers if the Document is in electronic form. Otherwise they must appear on printed covers
that bracket the whole aggregate.
8. TRANSLATION
Translation is considered a kind of modification, so you may distribute translations of the Do-
cument under the terms of section 4. Replacing Invariant Sections with translations requires
special permission from their copyright holders, but you may include translations of some or
all Invariant Sections in addition to the original versions of these Invariant Sections. You may
include a translation of this License, and all the license notices in the Document, and any Wa-
rranty Disclaimers, provided that you also include the original English version of this License
and the original versions of those notices and disclaimers. In case of a disagreement between the
translation and the original version of this License or a notice or disclaimer, the original version
will prevail.
If a section in the Document is Entitled “Acknowledgements”, “Dedications”, or “History”, the
requirement (section 4) to Preserve its Title (section 1) will typically require changing the actual
title.
9. TERMINATION
You may not copy, modify, sublicense, or distribute the Document except as expressly provided
under this License. Any attempt otherwise to copy, modify, sublicense, or distribute it is void,
and will automatically terminate your rights under this License.
However, if you cease all violation of this License, then your license from a particular copyright
holder is reinstated (a) provisionally, unless and until the copyright holder explicitly and finally
terminates your license, and (b) permanently, if the copyright holder fails to notify you of the
violation by some reasonable means prior to 60 days after the cessation.
Moreover, your license from a particular copyright holder is reinstated permanently if the copy-
right holder notifies you of the violation by some reasonable means, this is the first time you
have received notice of violation of this License (for any work) from that copyright holder, and
you cure the violation prior to 30 days after your receipt of the notice.
Termination of your rights under this section does not terminate the licenses of parties who have
received copies or rights from you under this License. If your rights have been terminated and
not permanently reinstated, receipt of a copy of some or all of the same material does not give
you any rights to use it.
10. FUTURE REVISIONS OF THIS LICENSE
The Free Software Foundation may publish new, revised versions of the GNU Free Documentation
License from time to time. Such new versions will be similar in spirit to the present version, but
may differ in detail to address new problems or concerns. See http://www.gnu.org/copyleft/.
Each version of the License is given a distinguishing version number. If the Document specifies
that a particular numbered version of this License “or any later version” applies to it, you have the
option of following the terms and conditions either of that specified version or of any later version
that has been published (not as a draft) by the Free Software Foundation. If the Document does
not specify a version number of this License, you may choose any version ever published (not
as a draft) by the Free Software Foundation. If the Document specifies that a proxy can decide
which future versions of this License can be used, that proxy’s public statement of acceptance of
a version permanently authorizes you to choose that version for the Document.
11. RELICENSING
“Massive Multiauthor Collaboration Site” (or “MMC Site”) means any World Wide Web server
that publishes copyrightable works and also provides prominent facilities for anybody to edit
those works. A public wiki that anybody can edit is an example of such a server. A “Massive
Multiauthor Collaboration” (or “MMC”) contained in the site means any set of copyrightable
works thus published on the MMC site.
“CC-BY-SA” means the Creative Commons Attribution-Share Alike 3.0 license published by
Creative Commons Corporation, a not-for-profit corporation with a principal place of business
in San Francisco, California, as well as future copyleft versions of that license published by that
same organization.
“Incorporate” means to publish or republish a Document, in whole or in part, as part of another
Document.
An MMC is “eligible for relicensing” if it is licensed under this License, and if all works that
were first published under this License somewhere other than this MMC, and subsequently
incorporated in whole or in part into the MMC, (1) had no cover texts or invariant sections, and
(2) were thus incorporated prior to November 1, 2008.
The operator of an MMC Site may republish an MMC contained in the site under CC-BY-SA
on the same site at any time before August 1, 2009, provided the MMC is eligible for relicensing.
ADDENDUM: How to use this License for your documents
To use this License in a document you have written, include a copy of the License in the document
and put the following copyright and license notices just after the title page:
Copyright c© YEAR YOUR NAME. Permission is granted to copy, distribute and/or
modify this document under the terms of the GNU Free Documentation License,
Version 1.3 or any later version published by the Free Software Foundation; with no
Invariant Sections, no Front-Cover Texts, and no Back-Cover Texts. A copy of the
license is included in the section entitled “GNU Free Documentation License”.
If you have Invariant Sections, Front-Cover Texts and Back-Cover Texts, replace the “with . . .
Texts.” line with this:
with the Invariant Sections being LIST THEIR TITLES, with the Front-Cover Texts
being LIST, and with the Back-Cover Texts being LIST.
If you have Invariant Sections without Cover Texts, or some other combination of the three,
merge those two alternatives to suit the situation.
If your document contains nontrivial examples of program code, we recommend releasing these
examples in parallel under your choice of free software license, such as the GNU General Public
License, to permit their use in free software.
