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Abstrakt 
Dette projekt omhandler et ruteplanlægningscomputerprograms udviklingsproces. 
Programmet kan finde korteste vej mellem to knuder i en vægtet graf. Hovedfokus 
ligger på programmets kerne og ikke på grafisk repræsentation. Dijkstras algoritme er 
implementeret som en vigtig del af programmet og er holdt generisk, selvom der 
funktionaliteten af denne løbende udvides. Undervejs i processen tilføjes en 
prioritetskø til Dijkstra for at forbedre skalerbarhed og effektivitet. 
Resultatet af projektet er en funktionsdygtig Javaapplikation samt en rapport. Navnet 
på applikationen er RouteFinder og af endelige funktioner kan nævnes: Beregning af 
en rute med offentlige transportmidler, manuelt fravalg af transportmiddeltyper samt 
valg af maksimum antal skift, der må fortages pr. rejse. 
 
Abstract 
This project concerns the development process of a journey planner computer 
program, which is able to find the shortest path between two nodes in a weighted 
graph.  The main focus is on core functionality rather than graphical representation. 
Dijkstra’s shortest path algorithm is implemented as a key part of the program and is 
kept generic even though extended features are added and handled by the algorithm. 
At some iteration a priority queue is provided to Dijkstra for scalability and 
performance reasons.  
The project outcome is a functioning Java application and a report. The name of the 
application is RouteFinder and the final features include: Planning of a journey by 
means of public transport. Manual selection of allowed transportation means. Selection 
of maximum preferred amount of changes for each journey. 
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1 FORORD 
Projektet omhandler udviklingen af et program ved navn RouteFinder, hvis 
hovedformål er at kunne gennemløbe et vejnet, for at finde den korteste rute imellem 
to punkter. Rapporten fokuserer på de overvejelser og teknikker, der er blevet anvendt 
igennem udviklingsfasen. Rapporten består af både overordnede forklaringsdele samt 
gennemgange af diskrete segmenter anvendt programkode. 
Vi har anvendt det objektorienterede programmeringssprog Java, og har anvendt 
Extreme Programming metoden til at udbygge vores program i iterationer. Da Java er 
platformsuafhængigt, er programmet ikke testet på andre platforme end Windows, og 
er blot afprøvet i Windows Command konsol. 
For at give et indtryk af de anvendte algoritmers hastighed, bruger vi Big Oh 
notationen. Big Oh notationen omtales kort i rapporten og bruges generelt i 
datalogiens verden, for at udtrykke skalerbarhed for algoritmer og datastrukturer. 
For at få mest muligt ud af rapporten bør man have et overordnet kendskab til 
objektorienterede programmeringssprog, og eventuelt grundlæggende kundskab til 
Java sproget. 
Rapporten er skrevet på dansk, og de tekniske termer brugt i afsnittene er også danske, 
hvor der findes et brugbart dansk begreb. Vores kode indeholder engelske navne, og vi 
vil, når vi refererer til den, ikke oversætte navne på klasser metoder mm. til dansk, 
pga. forståeligheden. 
Vi ønsker læserne god fornøjelse med den forsatte læsning af rapporten og håber at 
den må være brugbar. 
 
Core gruppen, efteråret 2008 
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2 INDLEDNING 
Computerteknologi og programmel har gennem de sidste årtier gennemgået en 
rasende udvikling. De oprindelige tanker med brug af computere som redskab og 
papirløse kontorlandskaber er for længst afløst af nye behov og muligheder, der er 
opstået i kølevandet på nye teknologier. Uanset udviklingen vil der altid være nogle 
helt grundlæggende elementer, der skal opfyldes, når programmel udvikles til 
computere. Et program vil altid dække over et ofte kompliceret problem, som en 
bruger får løst via valg eller indtastninger fra en brugergrænseflade. Trods det, at der 
sker en stor udvikling inden for udviklingsteknologier, er det stadigvæk en stor 
udfordring at få lavet et stykke programmel, der i en brugers øjne er godt og let at 
bruge. Det danske IT site ComON (Link[1]) henviser til en ny undersøgelse fra 
amerikanske PEW Internet & American Life Project, der viser, at hele 48% behøver 
hjælp, når de erhverver sig et nyt stykke teknologi. En anden ting er et stykke 
programmels pålidelighed og samme undersøgelse viser da også en tendens til, at 
producenterne sender ufærdige teknologier på markedet. Så uanset hvor gode 
udviklingsteknologier man benytter sig af, vil et programs robusthed og 
genanvendelighed altid være afhængig af, hvor strikt man overholder gængse metoder 
til udviklingen af programmelet, samt hvor gennemgående man tester det 
efterfølgende.  
 
I dette projekt ønsker vi at fokusere på den del der ligger bagved brugergrænsefladen, 
da vi finder det fascinerende, at kunne give en løsning på et komplekst problem, som 
brugeren tager for givet. Vi har fået inspiration til programmet fra Rejseplanen, som er 
en Internet service, der finder den nemmeste eller hurtigste vej fra punkt A til punkt B. 
Problematikken lyder enkel, men er i virkeligheden uhyre kompleks, ikke mindst fordi 
svaret skal kunne vises relativt hurtigt for ikke at genere brugeren. Vi ønsker ikke at 
kopiere Rejseplanen, men vi er meget interesseret i gå i dybden med den kompleksitet 
der ligger bag. Vi er blevet motiverede til at udvikle vores egen rutefinder, hvor vi selv 
finder frem til en algoritme, der er både hurtig og tager hensyn til de forskellige 
kompleksiteter, der ligger i at vælge den hurtigste eller bedste rute. Vi lægger dermed 
op til, at brugerinterfacet bliver mere sekundært. Samtidig er det vores ønske, at 
opbygge programmet over nogle af de forskellige udviklingsmønstre, der findes inden 
for objektorienteret programmering, så vi kan opnå den bedst mulige stabilitet i 
programmet og alligevel bevare en generisk struktur.  
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3 DEFINITIONER 
Følgende afsnit skal medvirke til at sikre korrekt forståelse af begreber og termer, der 
benyttes flere steder i denne rapport. 
 
3.1 ALMENE DEFINITIONER 
 
 RouteFinder bruges som en beskrivelse for det samlede program. 
 Veje og punkter er det samme som kanter og knuder. 
 Omkostning er en positiv værdi, der definerer, hvor attraktivt det er at rejse via 
en given vej. 
 Vægtet graf er en samling af kanter og knuder, med en omkostning imellem hver 
knude. 
 Rute er en serie af knuder som bestemmer strækningen imellem udgangspunkt 
og bestemmelsessted. 
 Hurtigste Rute er et begreb vi anvender for den rute, i en vægtet graf, med den 
laveste omkostning. 
 Traversere er en betegnelse for at gennemgå elementerne i en vægtet graf et for 
et. 
 Iteration er et gennemløb. Hvis den samme opgave skal løses flere gange siges 
det at man itererer igennem den. 
 
 
3.2 TEKNISKE DEFINITIONER 
 
 Grænseflade i Java er et Interface 
 Hændelser i Java er et Event 
 Polymorfi betegner objektorienterede sprogs evne til at anvende underklasser på 
steder hvor programmet forventer en instans af overklassen 
 Vægtet knude er en knude der bruges i den interne datastruktur, for at tillægge 
en almindelig knude en omkostning. 
 BSCW er et fildelingsværktøj, der er hyppigt brugt på RUC. En af dens store 
forcer er muligheden for at gemme tidligere versioner af samme fil. 
 Rollback er en teknisk betegnelse for at gå tilbage til en tidligere programkode, 
af den ene eller anden årsag. 
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4 KRAVSPECIFIKATION 
RouteFinder programmet skal virke som en rejseplanlægger, hvilket betyder, at 
programmet skal være i stand til at angive den korteste rute imellem to brugervalgte 
destinationer. Dette kræver at der er en interaktion mellem bruger og program, hvor 
brugeren skal være i stand til at indtaste sine krav til rejsen. I disse krav skal som 
minimum indgå hvor rejsen starter fra og hvor den ender. Programmet skal være 
opbygget på en måde, så det nemt kan udvides. Programmet skal have fokus på 
databehandling og ikke grafisk præsentation. Den grafiske præsentation til brugeren 
skal dog som minimum indeholde en tekstbeskrivelse af anvendte stop og samlet tid. 
Programmets struktur skal have særlig fokus på genbrugelighed og udbyggelighed, så 
programmet kan tilføjes ny funktionalitet. På trods af der ikke fokuseres på den 
grafiske præsentation, skal genbrugeligheden også være gældende her, så en ny 
grafisk brugerflade let kan skabes. 
RouteFinder skal opbygges ved hjælp af anerkendte metoder og efter gældende 
kodningsstandarder.  
Følgelig udspecificeres de krav, der stilles til det færdige produkt. 
 
4.1 MINIMUM DATAINDHOLD 
 RouteFinder programmet skal kunne operere på et kort, der som minimum 
består af kanter og knuder. 
 For hver knude skal der defineres et ID-nummer, og et navn. 
 For hver kant skal der defineres et begyndelses- og slutpunkt, samt en værdi 
der symboliserer prisen for at anvende kanten.  
 
4.2 PROGRAMMETS FUNKTIONALITET 
 RouteFinder programmet skal anvendes til at finde den bedste rute fra et punkt 
til et andet. Den bedste rute defineres, som den rute der har den laveste 
akkumulerede omkostning, hvor omkostningen bestemmes ud fra brugerens 
valg. 
 Programmet skal være opbygget på en måde så det kan udbygges med ekstra 
funktionalitet. 
 Ekstra funktionalitet skal kunne tilføjes uden at ændre det originale program. 
4.3 BEHANDLING AF DATA 
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 Programmet skal kunne indhente sit kort fra eksterne kilder.  
 Brugeren skal kunne specificere valg af datakilde. 
 Datakilder skal være udskiftelige, så et nyt dataformat let kan tages i brug. 
 
4.4 BRUGERFLADEDESIGN 
 Brugerfladen skal som minimum kunne anvendes til at udfylde de 
informationer som programmet har brug for. 
 Brugerfladen skal være let udskiftelig og uafhængig af resten af programmet. 
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5 BRUGERMANUAL 
Dette afsnit har til hensigt at beskrive for brugeren, hvordan RouteFinder programmet 
køres og anvendes. For at kunne køre programmet, skal Java Virtual Machine være 
installeret på maskinen, hvor programmet skal køres. Nyeste version af Java VM kan 
hentes her: www.java.com/getjava/. 
 
5.1 KØRSEL 
For at RouteFinder kan finde den hurtigste rute fra udgangspunkt til destination, er det 
nødvendigt at programmet får et kort over veje og stoppesteder. Dette kort kan 
indlæses via en database eller tekstfiler. Indlæsningen sker ved programmets start. 
Denne brugermanual vil ikke gå i detaljer med, hvorledes formatet af kortdata skal 
være. Programmet leveres, for testformål, med et standardkort. Standardkortet er 
placeret i RUC’s database, samt i de to medfølgende filer – ”nodes.txt” og ”edges.txt”. 
Standardkortet er vedlagt som bilag B3.  
Når programmet skal køres, kan det oplyses, hvilken kilde, der skal benyttes til at 
indlæse kortdata fra. Oplyses intet benyttes en standardkilde. Herunder følger en 
forklaring af, hvordan programmet køres, og hvilke argumenter, der kan gives ved 
start af programmet. 
Programmet kan køres fra en konsol ved at skrive følgende: 
Java RouteFinder [-datakilde] [datakildeargumenter]  
 
5.1.1 DATAKILDE 
-d 
Database – Af datakildeargumenter kan angives JDBC tilslutningsstreng efterfulgt af 
hhv. brugernavn og adgangskode til databasen. Angives ingen yderligere argumenter, 
bruges RUC’s database og tilhørende testtabeller oprettet til dette projekt. Bemærk at 
det kræves, at der er forbindelse til RUC’s netværk enten direkte eller via VPN. 
-f  
Fil – Af datakildeargumenter kan angives en absolut eller relativ sti, først til filen 
indeholdende punkter til grafen og dernæst stien til filen indeholdende kanter i grafen. 
Angives ingen yderligere argumenter søges efter hhv. ”nodes.txt” og ”edges.txt” i 
programmets arbejdsbibliotek. 
Angives slet ingen datakilde vil programmet som standard benytte filtilgangen og lede 
efter filerne ”nodes.txt” og ”edges.txt” i det nuværende arbejdsbibliotek.  
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5.1.2 ANVENDELSE 
 
Programmet er i stand til at finde hurtigste rute fra udgangspunkt til destination. 
Udgangspunkt og destination vælges af brugeren, hvorefter ruten beregnes af 
programmet ud fra kriterier, som hvilke transportmidler, der må bruges, samt hvor 
mange skift, der maksimalt ønskes. Der er foretaget et skift, når rejsen enten forsætter 
med et andet transportmiddel, eller når rejsen forsættes med samme transportmiddel, 
der har et andet rutenummer. 
 
 
5.1-1: Billede af programmets grafiske brugerflade 
 
1. Her vælges udgangspunkt for ruten. 
2. Her vælges destination for ruten. 
Det angivne udgangspunkt og den angivne destination ikke må være ens. 
3. Her vises den fundne rute og/eller eventuelle fejlmeddelelser og information fra 
programmet. 
4. Disse afkrydsningsfelter repræsenterer hver et transportmiddel. 
Transportmidler kan til- og fravælges her. Bemærk i den forbindelse, at fravalg 
af transportmidler kan være skyld i, at der ikke findes en rute. 
5. Her er det muligt at vælge, hvor mange skift, der maksimalt må foretages på 
rejsen. Som udgangspunkt er det ubegrænset. Der kan vælges ”Direct 
connection”, hvilket svarer til en direkte rejse helt uden skift. 
6. Når de ønskede forvalg er truffet, trykkes på denne knap, hvorefter ruten 
beregnes. 
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Hurtigste rute fra AE til DB 
---------------------------------- 
Fra AE til AD (8 minutter - med BUS 118) 
Fra AD til A (5 minutter - med BUS 93) 
Fra A til B (5 minutter - med TOG 10) 
Fra B til C (5 minutter - med TOG 10) 
Fra C til D (4 minutter - med TOG 12) 
Fra D til DA (4 minutter - med BUS 200) 
Fra DA til DB (4 minutter - med BUS 200) 
 
Rejse tid: 35 minutter 
Skift foretaget: 4 
Når ruten er beregnet vises resultatet på skærmbilledet som vist ovenfor. Her er et 
eksempel på et ruteresultat fra AE til DB: 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
5.1-2: Et beregnet ruteeksempel fra testkort for rute AE - DB 
 
Som det ses vises hele rejsens forløb, hvorved det er muligt at orientere sig om 
eventuelle skift, samt at se rejsens transportmidler og mellemtider. Samlet rejsetid vises 
i bunden. 
Såfremt det ikke var muligt at beregne en rute mellem de to punkter, vil dette fremgå 
af resultatfeltet.  
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6 PROBLEMLØSNING 
 
I dette afsnit gøres rede for programmets opbygning, samt hvilke værktøjer og 
teknikker, der er gjort brug af. Hver del vil være opbygget på sådan en måde, at der 
først vil blive gennemgået værktøjer og metoder. Herefter vil selve implementeringen 
af de forskellige klasser blive gennemgået og forklaret i forhold til værktøjer og 
metoder. Desuden vil der gennemgås overvejelser omkring alternative 
implementeringer, der i stedet kunne gøres brug af. Disse overvejelser skal derfor ses 
som en diskussion af de dispositioner, der er fortaget undervejs i udviklingen. 
Til at vise sammenhængen imellem vores klasser og overordnede dele, bruger vi UML, 
som beskrevet i Applying UML and Patterns (Larman 2005). Primært bruges 
klassediagrammer, til beskrivelse af klassernes relationer. Der er lavet 
klassediagrammer med fuld beskrivelse af felter og metoder, samt et relationsskema 
der viser sammenhængen imellem alle klasserne.  
Ruteplanlæggeren består basalt af tre dele: Model-View-Controller del, en kernedel der 
tager sig af selve databehandlingen og en indlæsningsdel der tager sig af indlæsning 
fra enten filer eller en database. Der inkluderes løbende i dette afsnit brudstykker af 
kode fra RouteFinder.  
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6.1 ROUTEFINDERS MAIN METODE 
Metoden main er ansvarlig for programmets opstart. Objekterne der bliver oprettet i 
main bliver forklaret detaljeret senere i kapitlet. 
Metoden opretter først en ny RouteGraph, som den kalder initGraph med, sammen 
med sit argument String array. Derefter startes en delegate, og et RouteTextView, der 
tilføjes dertil. Metoden initGraph fylder RouteGraph med elementer, alt efter hvilke 
argumenter der kommer med i args. Metoden er blot en række if sætninger der kalder 
metoden fillGraph i WeightedGraph med forskellige underklasser af AbstractInput. 
For at lave en ny version af AbstractInput, er det eneste sted der skal ændres i den 
eksisterende kode, metoden initGraph. 
 
  RouteGraph graph = new RouteGraph(); 
            initGraph(graph, args); 
 
            Delegate delegate = new Delegate(graph); 
 
            View myView = new RouteTextView(); 
            delegate.addView(myView); 
 
6.2 KORTESTE VEJ OG DIJKSTRA 
Som omtalt i kravspecifikationen, lægges mest vægt på kernen i RouteFinder-
programmet. Målet er, at programkernen som minimum skal kunne beregne korteste 
rute fra et givent start- til et slutpunkt i en vægtet graf. For at kunne løse problemet 
med at finde den korteste rute, har vi brug for en hurtig algoritme til beregning af 
korteste vej i en vægtet graf. Dette afsnit gennemgår og eksemplificerer ovenstående 
problematik og beskriver dernæst implementeringen af Dijkstras algoritme i 
RouteFinder. Herudover forklares hvordan problemstillingen helt konkret er løst. Til at 
begynde med, redegøres teoretisk for, hvilke designmønstre, der implementeres i 
forbindelse med Dijkstra og programmets kerne.  
 
6.2.1 DESIGNMØNSTRE 
 
Decorator (Strukturelt designmønster): Decorator bruges, hvor det ønskes at udvide 
ansvaret og funktionaliteten for en klasse, hvor nedarvning ikke er passende (Booch 
95). Dette kan f.eks. være, når man ønsker, at instanser af den primitive klasse skal 
bevares særskilt og ikke manipuleres. Decorator er især brugbart, når det ønskes at 
udvide funktionaliteten af enkelte objekter, men ikke nødvendigvis hele objektets 
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skabelon (klasse), og dermed alle objekter af denne type. Konkret kan Decorator 
implementeres ved at lade en ny klasse (Decorator) få en reference til det primitive 
objekt, der skal dekoreres (Component), når dekoratøren skabes. Algoritmer mm. 
behøver derved kun at kende dekoratøren, og denne kan tilgå komponenten ved en 
intern reference i form af eksempelvis et klassefelt. 
 
Factory Method (Skabende designmønster): Intentionen med Factory Method er at 
gøre det muligt for en klasse at skabe objekter, men lade det være op underklasser, 
hvilken type objekt, der skal skabes (Booch 1995). I en typisk implementering vil en 
algoritme skulle bruge en instans af et objekt (Product). Algoritmen kalder nu en 
factorymetode hos en skaber (Creator), der returnerer en instans af denne type objekt. 
Factorymetoden kan imidlertid være overskrevet af en underklasse, der arver fra 
skaberklassen – en konkret skaber (ConcreteCreator). Den specialiserede skaberklasse 
returnerer et konkret produkt (ConcreteProduct), der kan være en underklasse af et 
produkt. Den oprindelige algoritme, der bad om en instans af et produkt behøver ikke 
at kende til det konkrete produkt. 
 
Fordelene ved Factory Method er bl.a., at det gør dynamisk udvidelse af en algoritme- 
eller et programs funktionalitet væsentligt nemmere, da objekter af eventuelle nye 
implementeringer af klasser let kan skabes ved hjælp af underklasser. 
 
6.2.2 KORTESTE VEJ I VÆGTEDE GRAFER 
 
Med en vægtet graf forstås et kort over knuder og kanter, hvor kanterne i grafen er 
forsynet med vægte. En knude i RouteFinder repræsenterer et stoppested for et 
transportmiddel. En kant er en ensrettet vej mellem to knuder, hvortil der er tilknyttet 
en vægt. Med vægte menes værdier for, hvor meget det koster at benytte den enkelte 
kant i en given rute. En kant kan i RouteFinder sammenlignes med en rute, hvortil der 
er tilknyttet et transportmiddel og et rutenummer f.eks. ”Bus 110”. Vægten på en kant 
kan skrives som x1 ->w x2, hvor x1 og x2 er hhv. start og slutknude for kanten. Hvis 
udgangspunktet for den samlede ønskede rute er X og destinationen er Y, skal målet 
for algoritmen være, at finde ruten fra X til Y, hvor w er lavest mulig – altså: wx1 + … + 
wxn-1 skal være mindst mulig, hvor det gælder at X = x1  og Y = xn (Christiansen 08). I 
RouteFinder er omkostningen det antal minutter det tager at rejse fra det ene 
stoppested til det andet. 
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6.2.3 DIJKSTRAS ALGORITME 
 
Dijkstras algoritme er en af de mest kendte korteste vej algoritmer inden for 
datalogien. Den har navn efter den hollandske datalog Edsger Dijkstra, og den kan 
finde korteste rute i en graf med knuder og kanter med ikke-negative vægte, og ved en 
opgave, der har ét enkelt udgangspunkt og én enkelt destination. Af samme grund, er 
Dijkstras algoritme således ikke egnet til det man populært kalder ”The-travelling-
salesman” problemet. Her gives en hel række punkter, der alle skal besøges, men intet 
tvungent udgangspunkt (Goodrich og Tamassia 02). 
 
For RouteFinder er valget faldet på Dijkstras algoritme, idet den er nem at forstå og 
udvikle i sin simpleste form. Det skal dog vise sig, at Dijkstras algoritme i den 
simpleste form er meget lidt skalerbar og hurtigt bliver langsom efterhånden som 
antallet af knuder og kanter i grafen udvides. Skalerbarhed er vigtig i denne 
sammenhæng, da vi ønsker, at den vægtede graf nemt skal kunne udvides til et stort 
og bredt dækkende kort med tusinder af knuder og kanter, uden at dette umiddelbart 
skal kunne mærkes i tiden på ruteberegningen i programmet. 
 
6.2.4 DIJKSTRAS ARBEJDSGANG 
 
Dijkstra starter fra det valgte udgangspunkt med at undersøge, hvilke kanter der er 
tilknyttet den givne knude. Herefter følges hver enkelt kant til deres respektive 
destinationsknuder. Alle destinationer gemmes og huskes af Dijkstra inklusive 
omkostningen for den for kant, der er benyttet. Nu gentages forløbet af Dijkstra, hvor 
det nye udgangspunkt er den gemte knude, der har lavest vægt – altså den hidtil 
kortest gemte vej. Når Dijkstra er nået til det givne slutpunkt, er den hurtigste rute fra 
start til slut fundet. 
 
EKSEMPEL PÅ RUTEBEREGNING 
Herunder ses et eksempel på, hvor mange og hvilke trin, der skal til for at beregne en 
simpel rute med Dijkstra – her er det fra AE til A. Der tages udgangspunkt i det 
vedlagte kort (se bilag B3). 
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6.2-1: Visualisering af eksempel på ruteberegning 
 
 
Den hidtil korteste vej gemmes af Dijkstra ved hjælp af dekorerede knuder. Disse 
knuder kan bære på en vægt svarende til den vægt, der normalt ligger på grafens 
kanter. Hver gang Dijkstra når til en ny knude, oprettes en midlertidig dekoreret 
knude. I starten ligger kun rutens udgangspunkt gemt som dekoreret knude med en 
startvægt på nul (1). Dernæst gemmes alle omkringliggende knuder med en vægt 
svarende til vægten på kanten, der er brugt for at komme derhen (2).  På nuværende 
tidspunkt ligger fire dekorerede knuder gemt. Nu gennemløbes disse, indtil den hidtil 
korteste vej findes (AE-AD – vægt 8) AD fjernes fra listen over gemte dekorerede 
knuder, så der ikke tages udgangspunkt fra denne igen. Nu gemmes A og AC af 
Dijkstra som dekorerede knuder med en vægt svarende til den samlede vægt, der er 
brugt for at komme dertil A = 8 +5 = 13, AC = 8 + 10 = 18 (3). Der tages udgangspunkt i 
den hidtil lavest vægtede knude igen A(13). A ligger nu to gange gemt af Dijkstra. 
Både med en vægt på 13 og en på 20, men da 13 er lavest, vil det blive den, der 
returneres som hurtigste rute fra AE til A. 
 
6.2.5 EFFEKTIVITET OG PERFORMANCE 
Når den lavest vægtede dekorerede knude skal findes, gennemløbes hele listen af 
gemte vægtede knuder igennem. Dette kan blive en tung operation efterhånden som 
antallet af knuder og kanter stiger, når Dijkstra har besøgt flere og flere knuder på sin 
vej for en finde den korteste rute til slutpunktet. I værste fald skal samtlige hidtil gemte 
vægtede knuder gennemløbes og kontrolleres, inden det lavest vægtede findes. Lad 
antallet af knuder være n og antallet af veje være m. Det fås at tiden T for 
gennemførslen af algoritmen er en funktion af n og m: 
T(n + m) = n2 + m 
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Hæves antallet af punkter og veje, bliver knuderne (andengradspolynomiet n2) den 
dominerende faktor, og man siger derfor at den simpleste form af Dijkstra algoritmen 
er: 
“Big-Oh”(n2)  O(n2) 
Her er det forudsat, at alle punkter i grafen er forbundne. 
 
6.2.6 PRIORITETSKØ 
 
Med O(n2) må den første implementering af Dijkstras algoritme anses for at være en 
dårligt skalerbar løsning. Vi ved, at det er gennemløbet af de allerede undersøgte 
vægtede punkter, der gør algoritmen langsom. Derfor er det ønskværdigt at 
effektivisere denne proces ved at undgå gennemløb af alle elementer, hver gang 
Dijkstra skal bruge et nyt udgangspunkt. En prioritetskø er en af de abstrakte 
datastrukturer, der kan hjælpe med at gøre denne proces mere effektiv. Idéen bag en 
prioritetskø er, at elementer kan indsættes i vilkårlig rækkefølge, hvorefter køen 
automatisk sørger for at sortere sig selv, så den altid er klar til at levere det mindste 
element. I RouteFinder er mindste element den knude med lavest vægt. 
 
Der findes forskellige måder at implementere en prioritetskø på - én af dem kaldes en 
Minimum hob eller en minHeap. En minHeap er en form for partielt binært træ, hvis 
rod udgør den laveste værdi i samlingen. 
 
6.2-2: Binært træ. Kunne være en min-heap. Elementer indsættes for neden til højre og rykkes derefter op på deres 
rette plads. 
 
En minHeap er forskellig fra et normalt binært træ ved, at child noderne på både 
venstre og højre side af roden har større værdi end selve roden. Normalt har den 
venstre childnode altid lavest værdi (Horstmann 05). Ved en implementering af en 
sådan minHeap kan Dijkstras algoritme opnå en kørselstid svarende til O(n*log(n)). 
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6.2-3: Forskellen på effektiviteten med hhv. O(n2) og O(nlogn). Førsteaksen er n (punkter på grafen) og andenaksen 
er antallet af anslåede nødvendige JAVA-instruktioner efter logaritmisk skala. 
 
6.2.7 DIJKSTRA MED HOB (MIN. HEAP) 
 
Et vægtet punkt tilføjes til en minHeap ved, at elementet indsættes nederst i træet og 
rykkes opad så længe vægten er lavere en det overliggende element i hoben. Som 
beskrevet tidligere, vil det lavest vægtede punkt altid ligge i træets rod, hvorfor 
Dijkstra blot skal udtrække det øverste element fra hoben ved hver iteration. Når et 
element indsættes eller fjernes, skal hoben repareres. Ved denne procedure besøges i 
værste fald et antal elementer svarende til træets højde h. Et binært træ indeholder 
minimum 2h-1 elementer og maksimum 2h elemeter. Derfor kan tiden for indsættelse og 
fjernelse af elementer fra en minHeap med n elementer skrives således: 
 
2h-1 ≤ n < 2h 
H – 1 ≤ log2(n) < h 
O(log(n)) 
 
6.2.8 SPECIALISERET DIJKSTRA 
 
For at kunne bruge Dijkstras algoritme, er det ønskværdigt at kunne udvide 
oplysningerne tilknyttet knuder og kanter. Derudover skal det være muligt at tilføje 
ekstra funktionalitet til Dijkstra, uden at skulle rette i selve grunddelen af algoritmen. 
1
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Disse krav er opfyldt ved, at den vægtede graf, dens indhold og Dijkstras algoritme er 
holdt generisk og genbrugelig. Ved at lægge et implementeringslag henover, hvor 
grafen og dens dele specialiseres, kan Dijkstra holdes intakt.  
 
En vægtet graf består som nævnt af knuder og kanter. Disse knuder og kanter er 
repræsenteret i programmet ved Node og Edge klasserne. Klassen WeightedGraph 
udgør grafen, der kan arbejde på objekter af typen Node og Edge. For at kunne udvide 
knuder og kanter med den funktionalitet vi ønsker, har vi valgt at implementere den 
vægtede graf med klasserne RouteGraph, Stop og Road. RouteGraph nedarver fra 
WeightedGraph, RouteNode fra Node og RouteEdge fra Edge.   
 
De tre sidstnævnte klasser specialiserer og udvider den vægtede graf, med oplysninger 
som transportmiddel og rutenummer. Dijkstras algoritme ligger som underklasse af 
WeightedGraph. På denne måde er den i stand til at beregne korteste rute på alle typer 
af grafer bestående af Nodes og Edges. Under kørslen kontrollerer Dijkstra 
implementeringsspecifikke betingelser. Disse betingelser skal den nuværende knude 
eller kant overholde, for at den må benyttes. Som udgangspunkt er ingen betingelser 
defineret, men disse kan defineres i eventuelle underklasser. 
 
I klassen RouteGraph, vores implementering af grafen, er metoden customConditions 
overskrevet, og heri har vi defineret de betingelser, der gør, at det kan kontrolleres, om 
den givne kants transportmiddel er fravalgt af brugeren, samt om det maksimale antal 
af ønskede skift er overskredet. Såfremt et eller flere krav ikke er opfyldt, returnerer 
metoden false og den givne kant springes over. 
 
6.2.9 KLASSE- OG KODEBESKRIVELSER 
I det følgende afsnit gennemgås de klasser og metoder, der er nødvendige for, at 
Dijkstras algoritme og RouteFinders kerne kan fungere efter hensigten.  
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6.2.10 WEIGHTEDGRAPH & DIJKSTRA 
 
 
{inner class}
#Dijkstra
 #visitedNodes : Node{hashed}{unique}
+getPath(start, end : End) : Path / null
WeightedGraph
...
#customConditions(dn : DecoratedNode) : Boolean
#getDecoratedNode(Node, int, Edge, 
DecoratedNode) : DecoratedNode
...
inner class
 
6.2-4: Klassediagram - WeightedGraph 
 
 
WEIGHTEDGRAPH 
 
Klassen WeightedGraph repræsenterer den vægtede graf, som fungerer som 
RouteFinders kort over knuder og kanter. WeightedGraph har et map af knuder med 
knudens unikke ID som nøgle.  
I WeightedGraphs konstruktør kaldes fillGraph, som sørger for at fylde grafen med 
knuder og kanter. Indlæsningen af knuder og kanter er beskrevet yderligere i særskilt 
afsnit. 
I WeightedGraph er der metoder til at tilføje og hente hhv. alle knuder og alle kanter i 
grafen. For at returnere alle kanter, løber RouteFinder alle knuder igennem og 
returnerer deres respektive kanter, idet kanterne kun kendes af deres startknuder. 
WeightedGraph indeholder standardimplementeringer af metoderne 
customConditions og getDecoratedNode. Med getDecoratedNode implementeres 
designmønstret Factory Method, idet vi lader det være op til implementeringerne af 
WeightedGraph at bestemme, hvilken type DecoratedNode objekt, der skal skabes. 
Som udgangspunkt returneres blot et objekt af grundklassen DecoratedNode. Det er 
dog essentielt for den specialiserede funktionalitet af Dijkstra i RouteFinder, at de 
dekorerede typer bliver af typen RouteDecoratedNode. 
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DIJKSTRA 
Dijkstra er en indre klasse af WeightedGraph klassen, idet Dijkstra er et værktøj, der 
udelukkende bruges på grafer af typen WeightedGraph. Det er hensigten, at 
WeightedGraph skal implementeres i en underklasse, der konkretiserer og 
specialiserer grafen. Dijkstra skal dog kunne bruges som et generelt værktøj til at finde 
den korteste vej i alle typer af vægtede grafer.  
Klassen Dijkstra er ikke statisk, skønt dette ellers ville virke passende for et værktøj, 
som Dijkstras algoritme er. Grunden til dette er, at Dijkstra skal kunne kalde metoder 
getDecoratedNode og customConditions, som kan være implementerede metoder af 
underklasserne af WeightedGraph. I disse underklasser, kan metodernes kørsel være 
afhængig af grafinstansens tilstandsfelter.  
 
GETPATH 
Metoden getPath i Dijkstra starter med at kontrollere for, om det af brugeren givne 
udgangspunkt og destination er ens. Såfremt dette er tilfældet, vil Dijkstra kaste en 
undtagelse, og brugeren vil få besked herom.  
Hvis udgangspunkt og destination er forskellig fra hinanden, vil algoritmen startes. 
Dette sker ved, at minHeapen først oprettes og dernæst klargøres ved, at startpunktet 
ligges ind som første element i køen. Hertil skal det bemærkes, at alle elementer i køen 
er dekorerede knuder, idet disse skal kunne holde en akkumuleret vægt for, hvor store 
omkostningerne har været for at nå den givne knude. Startpunktet bliver derfor lagt 
ind i heapen med en vægt på nul. Når forberedelserne er fuldført, igangsættes den 
procedure, der gentages kontinuerligt i hele Dijkstras kørselstid. 
 
while ((dn = minHeap.poll()) != null && dn.getNode() != end) { 
 
                visitedNodes.add(dn.getNode()); 
 
                for (Edge e : dn.getNode().getEdges()) { 
 
                    //Checks if node is already visited and checks for custom conditions 
                    //that can be declared in subclasses 
                    DecoratedNode temp = getDecoratedNode(e.getTo(), e.getCost() + 
dn.getCost(), e, dn); 
                    if (visitedNodes.contains(e.getTo()) || !customConditions(temp)) continue; 
 
                    minHeap.offer(temp); 
                } 
            } 
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Først tages øverste knude ud fra heapen ved at kalde poll. Dernæst undersøges, om 
heapen var tom, da poll blev kaldt eller om elementet, der blev hevet ud svarer til 
brugerens ønskede destination. I begge tilfælde, vil algoritmen standse kørslen. I første 
tilfælde findes ingen gyldig rute til fra udgangspunkt til destination. I andet tilfælde er 
korteste rute fundet og denne returneres af getPath-metoden som et Path-objekt.  
Hvis der er udtrukket en knude fra heapen, som ikke er rutens destination, tilføjes 
denne først til visitedNodes, idet Dijkstra nu har besøgt, eller er i gang med at besøge, 
knuden. Hernæst vil Dijkstra gennemløbe samtlige mulige kanter, der udspringer fra 
knuden. For hver kant kontrolleres det, om dennes destinationsknude er besøgt før. 
Dette er tilfældet, hvis knuden er element i sættet visitedNodes. Derudover kaldes 
customConditions, som er implementeringsspecifik. Returnerer customConditions 
false, eller er kantens destination besøgt før, ignoreres kanten, og Dijkstra vil således 
ikke forsøge at gå videre denne vej. 
Såfremt kanten godt må benyttes lægges en ny dekoreret knude i minHeapen. Vægten 
på denne dekorerede knude i minHeapen svarer til den foregående knudes vægt plus 
omkostningen ved at gå ad den givne kant.  
Når alle gyldige veje er lagt i heapen, gentages forløbet ved næste omgang i while-
løkken, hvor der nu tages udgangspunkt i den nu kendte hurtigste rute.  
 
6.2.11 NODE 
 
Node
#id : int
#name : String
#edges : Edge[*]
+<<Constructor>>Node(id : int, name : String)
#connect(e : Edge)
+getId : int
+getName : String
+getEdges : LinkedList<Edge>
+hashCode : int {override}
+equals(o : Object) : boolean {override}
+toString : String {override}
 
6.2-5: Klassediagram Node 
 
Klassen Node repræsenterer knuderne i den vægtede graf. Hver knude skal forsynes 
med et unikt ID nummer i form af et heltal ved indlæsning af grafen. Det unikke ID 
hjælper med at sikre, at hver knude kan skelnes fra hinanden, selvom disse skulle have 
samme navn. Hver knude (Node) har en liste af kanter (Edges), der indeholder de 
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kanter, der har udgangspunkt i den givne knude. Hver kant kender selv sin 
destination, og det er derfor ikke nødvendigt, at en knude har reference til de kanter, 
der slutter hos knuden selv.  
 
HASHCODE OG EQUALS 
 
Metoderne hashCode og equals er overskrevet for at sikre hurtig søgetid og korrekt 
opførsel, når objekter af typen Node lægges i samlinger af typerne HashMap og 
HashSet. Såfremt et objekt får en unik hashkode, og der søges på denne i en hashtabel, 
vil objektet kunne findes med konstant søgetid O(1). Idet vi har defineret som krav, at 
hver knude skal have et unikt ID, kan hashkoden blive det samme som ID’et, og equals 
nøjes med at kontrollere, om ID-nummeret på knuderne er ens. I så fald, er der tale om 
den samme knude. 
 
TOSTRING 
 
Metoden toString er overskrevet fra Object, idet det ønskes, at navnet og kun navnet på 
knuden fremgår af brugergrænsefladen, når udgangspunkt og destination skal vælges 
af brugeren. 
 
6.2.12 EDGE & ROUTEEDGE 
 
Edge
#to : Node
#cost : int
+<<Constructor>>Edge
+<<Constructor>>Edge(to : Node, cost : int)
+ getTo : Node 
+getCost : int 
 
6.2-6: Klassediagram Edge 
 
Edge repræsenterer den primitive type af kanterne i den vægtede graf. Et objekt af 
klassen Edge kender udelukkende sin destinationsknude, samt den omkostning (cost), 
der er for Dijkstra ved at følge kanten i en rute.  Omkostningen skal være et positivt 
heltal, og skal i RouteFinder ses som rejsetid i minutter. 
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6.2.13 DECORATEDNODE 
 
 
DecoratedNode
#node : Node
#edgeUsed : Edge
#from : DecoratedNode
#cost : int
+<<Constructor>>DecoratedNode
+<<Constructor>>DecoratedNode(Node, 
int, Edge, DecoratedNode)
+getNode : Node
+getCost : int
+getEdge : Edge
+getFrom : DecoratedNode
+compareTo(w : DecoratedNode) : int
+toString : String
<<Native Java class>>
<<Interface>>
Comparable
...
...
 
6.2-7: Klassediagram DecoratedNode 
 
Klassen DecoratedNode bruges af Dijkstras algoritme under kørslen. Her bruges 
designmønstret Decorator. Man siger, at DecoratedNode dekorerer et objekt af typen 
Node ved at udvide denne med ekstra funktionalitet. En dekoreret knude får ved sin 
oprettelse en reference til den simple knude, som skal dekoreres.  Denne reference 
hedder ”node” i klassen DecoratedNode, og den kan hentes ved at kalde getNode. 
 
Udover at have en reference til sin komponent, har den dekorerede knude også en 
reference til den af Dijkstra tidligere besøgte dekorerede knude. Referencen kan hentes 
med getFrom og bruges hovedsageligt, når den fulde rutebeskrivelse skal udskrives, 
når en rute er fundet af Dijkstra. Her er det vigtigt, at kunne løbe tilbage igennem alle 
besøgte knuder. Af samme grund er der en reference til hvilken kant, der er brugt til at 
komme hen til den nuværende dekorerede knude. Det er ikke implicit hvilken kant, 
der er brugt, idet der potentielt kan være flere kanter mellem de samme to knuder. 
Referencen omtalt hedder edgeUsed og hentes ved getEdge. Grunden til, at begge 
felter ”from” og ”edgeUsed” er nødvendige er, at kanten ikke kender sit 
udgangspunkt, og derfor ikke kan fungere som bindeled videre tilbage i grafen. En 
anden grund er, at der ønskes en bagudrettet reference til en dekoreret knude. En kant 
ville, såfremt den kendte sit udgangspunkt, kun kende til et objekt af typen Node. 
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Sidst, men ikke mindst, kan en DecoratedNode forsynes med en vægt (cost), som 
Dijkstra bruger internt for at kunne finde hurtigste vej. 
 
COMPARETO 
DecoratedNode implementerer grænsefladen Comparable, idet objekter af denne 
klasse ellers ikke ville kunne lægges i Dijkstras minHeap. 
 
public int compareTo(DecoratedNode w) { 
        return cost - w.getCost(); 
    } 
 
Metoden compareTo i DecoratedNode returnerer et heltal svarende til forskellen 
mellem vægten på den dekorerede knude metoden kaldes på og den dekorerede 
knude, der gives med som argument til compareTo-metoden. Brugen af og kontrakten 
for compareTo er beskrevet yderligere senere. 
 
6.2.14 MINHEAP 
 
{T extends Comparable<T>}
MinHeap
+<<Constructor>>MinHeap
+<<Constructor>>MinHeap(initialValue : int)
+offer(n : T) : Boolean
+ peek : T
+element : T {Exception NoSuchElementException}
+poll : T
+remove : T {Exception NoSuchElementException}
#bubbleUp
#bubbleDown
#parent : int
#leftChild : int
#rightChild : int
-swap(a, b: int)
 
6.2-8: Klassediagram MinHeap 
  
Mininumhoben i RouteFinder er klassen ved navn MinHeap. MinHeap implementerer 
grænsefladen Queue, idet dette gør den genbrugelig i andre sammenhænge som 
generel prioritetskø. MinHeapen arbejder på alle objekter, der implementerer 
grænsefladen Comparable. Dette er sikret ved at klassen MinHeap er gjort generisk 
med den udefinerede type T. Alle metoder i minHeapen arbejder på elementer af 
typen T, og kravet til objekter af typen T er blot, at disse objekter skal implementere 
grænsefladen Comparable. Ved implementering af Comparable for de elementer, der 
skal lægges i MinHeapen, gøres sammenligningen mellem to elementer generisk. 
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Sammenligningen sker, når heapen skal repareres ved indsættelse og ved udtræk af et 
element. I stedet for, at sammenligningsproceduren har brug for et kende de to 
objekter, der skal sammenlignes, er det nok, at elementets klasse implementerer 
interfacet Comparable ved at definere en compareTo metode, der returnerer et heltal, 
der beskriver det ene elements position i forhold til det andet. Er element nummer ét 
størst returneres et positivt tal. Er element nummer to størst returneres et negativt tal. 
Har begge elementer samme værdi, returneres nul. 
Selve samlingen af objekter, der udgør minHeapen, er en liste af typen ArrayList, som 
klassen MinHeap nedarver fra. 
 
REPARATION AF HEAPEN 
 
Reparation af heapen foregår, som beskrevet tidligere, når et element indsættes eller 
fjernes. Reparationen udføres med bubbleUp og bubbleDown. Disse to procedurer kan 
udføres på et binært træ, ved at der hele tiden byttes om på elementer indtil alle står på 
deres rigtige plads. Til ombytning bruges metoden swap.  
 
 
UDFASE SWAP 
 
Vi har forsøgt at udfase swapmetoden, idet reparationen af heapen principielt kunne 
gøres hurtigere. I stedet for hele tiden at lade to elementer bytte plads indtil alle 
elementer står på deres rette plads i træet, skubbes alle elementer blot op eller ned.  
Når et element skal indsættes i heapen skubbes alle elementer nedad i træet indtil der 
fremkommer en plads, hvor det passer for det nye element at blive indsat. 
Når et element hives ud af heapen fra toppen, tages det nederste element ud og huskes. 
Derefter skubbes alle elementer nedefra i træet opad indtil det passer for det nederste 
element at indsættes igen. På den måde lukkes hullet i toppen af heapen, der fremkom 
ved forespørgslen på øverste element, og det sikres, at der ikke er tomme pladser 
nogen steder i træet. 
 
I begge ovenstående tilfælde undgås brugen af swap, og dermed én operation pr. gang, 
idet det kun er nødvendigt at flytte et element ad gangen i stedet for at lade to bytte 
plads, og dermed foretage ændringer på to elementer i træet. 
Forsøget på at effektivisere minHeapen yderligere gik dog ikke helt som ønsket. 
Heapen fejlede og sorterede ikke træet korrekt, hvorfor vi, af hensyn til tiden, valgte at 
genskabe den gamle version af minHeapen. Fordelen ved at lade udviklingen af 
programmet gå fremad i iterationer kunne her ses, idet vi således løbende havde sikret 
os et program, der fungerer. 
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OFFER 
 
Kontakten for offer-metoden i Queue-grænsefladen siger, at et element skal indsættes i 
køen, og metoden skal returnere en boolesk værdi, der fortæller, om indsættelsen af 
elementet lykkedes. 
Vi benytter her en try-catch block for at kontrollere, om indsættelsen er lykkedes eller 
mislykkedes. Offer står selv for indsættelsen, der sker i bunden af træet. Efter 
indsættelsen af elementet, skal metoden bubbleUp kaldes, idet det skal sikres, at det 
nyindsatte element får sin rette plads i køen.  
 
POLL 
 
Kontrakten for poll er, at den skal fjerne første element i køen og returnere dette. 
Såfremt køen er tom, skal poll returnere null. Når et element skal fjernes fra toppen af 
MinHeapen, skal det binære træ normaliseres, så det nu mindste element får plads i 
toppen. Dette gøres ved, at vi lader det første og det sidste element i heapen bytte 
plads. Derefter sletter vi det sidste element, som er det element, der oprindeligt lå i 
toppen og skulle hives ud. Nu når det forhenværende sidste element står i toppen, er 
dette sandsynligvis ikke korrekt placeres. BubbleDown sørger for, at få placeret 
elementet korrekt i heapen. 
 
BUBBLEUP 
 
protected void bubbleUp() { 
        int pos = size() - 1; 
 
        //Bubble-up 
        while ((pos > 0) && (get(pos).compareTo(get(parent(pos))) < 0)) { 
            swap(pos, parent(pos)); 
            pos = parent(pos); 
        } 
    } 
 
BubbleUp kaldes, når et element indsættes i minHeapen. Elementet indsættes i 
bunden, hvorefter det kontinuerligt bytter plads med sit ovenstående element i træet, 
så længe at dette er større end det indsatte. While-løkken bliver ved med at køre, så 
længe ovenstående element er størst. Til sidst vil det indsatte element stå på sin rette 
plads. 
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BUBBLEDOWN 
 
protected void bubbleDown() { 
        int pos = 0, minPos = 0; 
 
        while (pos < size() && size() > 1) { 
            if (leftChild(pos) != -1 && 
                    get(leftChild(pos)).compareTo(get(pos)) < 0) 
                minPos = leftChild(pos); //Left 
 
            if (rightChild(pos) != -1 && 
                    get(rightChild(pos)).compareTo(get(minPos)) < 0) 
                minPos = rightChild(pos); //Right 
 
            if (pos == minPos) break; 
 
            swap(pos, minPos); 
            pos = minPos; 
        } 
    } 
 
BubbleDown kaldes, når et element udtrækkes fra heapen. Det sidste element i heapen 
bliver sat på den tomme plads i toppen, hvor et element netop er blevet udtrukket. 
Herefter bevæger elementet sig fra toppen og nedefter, så længe ét af de to 
nedenstående elementer fra dets nuværende plads har mindre vægt end det selv. Dette 
er hvad, der sker i while-løkken. I de to første if-sætninger kontrolleres først venstre og 
dernæst højre side. Det vil altid bytte plads med den mindste af de to child-noder. Til 
sidst undersøges, om pos er det samme som minPos, hvis det er tilfældet, så står 
elementet på sin rette plads, og elementet er nået til en position, hvor begge 
nedenstående elementer har større vægt, vil det være placeret korrekt. 
 
PARENT 
 
protected int parent(int pos) { 
        return ((pos - 1) / 2 >= 0) ? (pos - 1) / 2 : -1; 
} 
 
 
 
34 
 
LEFTCHILD     
 
protected int leftChild(int pos) { 
        return ((pos <<1) + 1 < size()) ? (pos <<1) + 1 : -1; 
} 
 
RIGHTCHILD 
protected int rightChild(int pos) { 
        return ((pos <<1) + 2 < size()) ?  (pos <<1) + 2 : -1; 
} 
 
De tre ovenstående metoder, parent, leftChild og rightChild kaldes, når enten 
bubbleUp eller bubbleDown skal bruge en position på et element i listen beregnet 
relativt ud fra en allerede kendt position. Såfremt den efterspurgte position ligger uden 
for træets grænser, returnerer metoderne -1. 
 
6.3 ROUTE METODER OG TYPER 
 
Vi følger en navnekonvention hvor vores konkrete implementeringer af grundklassene 
skal have ”Route” som prefiks. Dijkstra er ikke klar over, at den vægtede graf fyldes 
med disse specialiserede typer af kanter og knuder, men arbejder blot med de 
primitive klasser. Følgende afsnit beskriver disse konkrete implementeringer. 
 
6.3.1 ROUTEDECORATEDNODE 
 
RouteDecoratedNode udvider funktionaliteten af DecoratedNode og er specifik for 
netop vores implementering i RouteFinder. Denne dekorerede knude holder, udover 
det ovenstående, på oplysninger om, hvor mange skift der er foretaget undervejs på 
ruten i den igangværende beregning. Feltet changeCount indeholder det 
akkumulerede antal skift, der er opnået fra start til den givne knude. Denne oplysning 
anvendes og ændres fra de implementerede betingelser til Dijkstra. 
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6.3.2 ROUTEEDGE 
Klassen RouteEdge nedarver fra Edge og er, som nævnt, RouteFinders specialiserede 
implementering af en kant. RouteEdge kan, udover det en almindelig Edge kan, holde 
oplysninger om transportmiddel og rutenummer, da dette er oplysninger, som det 
ønskes, at RouteFinder skal kunne håndtere. 
ISSAMEROUTE 
Metoden returnerer true, hvis kanten der forespørges på har samme transportmiddel 
og rutenavn som den nuværende. Ellers returnerer metoden false. 
 
6.3.3 ROUTENODE 
 
Klassen RouteNode er RouteFinders implementering af en knude, og det er principielt 
denne klasse, der skabes objekter af, når grafen indlæses af vores implementerede 
indlæsningsklasser. Skønt RouteNode ikke har nogen egentlig funktion, er der hermed 
gjort klar til, at der kan lægges implementeringsspecifikke data på en knude, ligesom 
det er tilfældet med kanttypen RouteEdge. 
 
 
 
 
6.3.4 ROUTEGRAPH 
 
Klassen RouteGraph arver fra WeightedGraph, der er beskrevet tidligere. Som det 
fremgår af UML diagrammet nedenfor, er RouteGraph både en vægtet graf, men 
implementerer også Observable.  
 
36 
 
RouteGraph
#path : Path
#observers : Observer[*] {hashed}
-maxNoOfChanges : int
-disallowedTypes : String[*] {unique}
+<<Constructor>>WeightedGraph()
+<<Constructor>>WeightedGraph(AbstractInput){Excep
tion InputException}
+findRoute(start, end: RouteNode, String[*], int)
#customConditions(dn : DecoratedNode) : 
Boolean{Override}
#disallowedCondition(d : DecoratedNode) : Boolean
#changeCondition(d : DecoratedNode) : Boolean
#getDecoratedNode(Node, int, Edge, DecoratedNode) : 
RouteDecoratedNode{Override}
+addObserver(o : Observer)
+removeObserver(o : Observer)
#notifyObservers(e : RouteEvent)
+getPath : Path
WeightedGraph
RouteGraph
<<Interface>>
Observable
...
...
 
 
6.3-1: UML Klasse diagram over RouteGraph.  
 
 
I princippet består RouteGraph af 5 dele: 
 Konstruktørdel 
 Kommunikationsdel 
 Hændelsesdel 
 Registreringsdel 
 Adfærdsbestemmende del 
 
KONSTRUKTØRDEL 
Konstruktørerne RouteGraph() og RouteGraph(AbstractInput) kalder deres respektive 
konstruktører fra deres Super, i dette tilfælde konstruktørerne i WeightedGraph som er 
blevet gennemgået i forrige kapitel og RouteGraph arver fra. 
 
KOMMUNIKATIONSDEL 
Kommunikationsdelen består af to metoder: findRoute, der sætter en ny fundet Path 
(vej) og getPath, der returnerer den sidst fundne Path. Hvis Dijkstra ikke har fundet 
nogen rute, returnerer getPath null, idet feltet path i RouteGraph er sat til null. 
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findRoute tager 4 argumenter: 
 
1. start, som er af typen RouteNode, der angiver startpunktet på den vej vi ønsker 
at finde. 
2. end, som ligeledes er af typen RouteNode og som angiver vores destination. 
3. disallowedTransportTypes, der er et sæt af strenge og angiver de 
transportmidler, som brugeren ikke ønsker at benytte e. g. Bus. 
4. maxNoOfChanges angiver det maksimale antal skift brugeren ønsker at fortage 
på den rute der skal beregnes. 
 
public void findRoute(RouteNode start, RouteNode end, Set<String> 
           disallowedTransportTypes,  int maxNoOfChanges) { 
 
        this.maxNoOfChanges = maxNoOfChanges; 
        disallowedTypes = disallowedTransportTypes; 
 
        try { 
               path = new Dijkstra().getPath(start, end); 
               notifyObservers(new RouteEvent(Service.PATHCHANGED)); 
 
             } catch (IllegalArgumentException e) { 
               notifyObservers(new RouteEvent(Service.EQUALSTARTEND)); 
     } 
 } 
 
Når Dijkstra har fundet hurtigste rute bliver metoden notifyObservers kaldt med en ny 
RouteEvent, der indeholder en service af type PATHCHANGED. Såfremt 
udgangspunkt og destination er ens, kastes en undtagelse af Dijkstra, og der sendes i 
stedet en event med servicen EQUALSTARTEND.  Selve funktionaliteten og 
betydningen af PATHCHANGED og EQUALSTARTEND er forklaret under 
hændelsesdelen. 
 
HÆNDELSESDEL 
Der er oprettet en selvstændig klasse til håndtering af hændelser, kaldet RouteEvent. 
Grunden til at have en RouteEvent klasse er, at der både kan sendes en hændelse og at 
lyttere kan følge op på en hændelse, hvor det er den samme konvention der følges.   
RouteGraph implementerer grænsefladen Observable, hvilket giver mulighed for at 
interessenter kan registreres hos RouteGraph og får derved mulighed for at observere 
om RouteGraph sender nye hændelser. Der kan modtages følgende tre hændelser: 
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PATHCHANGED er en hændelse der sendes, når RouteGraph er blevet opdateret med 
en ny rute. 
GRAPHCHANGED hændelsen er udelukkende oprettet for at åbne for muligheden at 
indlæse eller på anden måde tildele programmet et nyt vejnet, mens programmet 
kører. Dette bruges imidlertid ikke af programmet. 
EQUALSTARTEND hændelsen bruges i de tilfælde brugeren har valgt samme 
startpunkt og destination. 
Hvis en ny Path er fundet vil RouteGraph sende hændelsen PATHCHANGED som 
følger: 
notifyObservers(new RouteEvent(Service.PATHCHANGED)); 
notifyObservers vil herefter kalde alle registrerede interesenters update-metode 
(nærmere forklaret under afsnittet Model-View-Control). Dette sker ved et gennemløb 
af HashSettet ”observer”, der indeholder alle interessenterne. 
 
    protected void notifyObservers(RouteEvent e) { 
        for (Observer o : observers) { 
            o.update(e); 
        } 
    } 
 
REGISTRERINGS DEL 
Hver interessent har en reference til RouteGraph og kan derfor registrere sig selv ved 
hjælp af addObserver metoden. Metoden addObserver tilføjer så objektet til et 
HashSet, kaldet observers. Grunden til, at der er benyttet et HashSet i stedet for en 
almindelig liste, som f.eks. en ArrayList, er pga. effektiviteten ved fjernelse af et objekt 
fra sættet. Ved fjernelse af et objekt fra en liste skal der løbes igennem listens indhold 
til objektet er fundet, hvor det er muligt at gå direkte ind og fjerne et objekt fra et 
HashSet. Desuden kan det samme objekt kun indsættes en gang. 
 
    public void addObserver(Observer o) { 
        observers.add(o); 
    } 
 
Når en interessent ønsker at afmelde sin registrering hos RouteGraph, benyttes 
metoden removeObserver.  
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    public void removeObserver(Observer o) { 
        observers.remove(o); 
    } 
 
ADFÆRDSBESTEMMENDE DEL 
I denne del overskrives der to eksisterende metoder fra WeightedGraph, ligesom der 
indføres nye metoder for at understøtte de tilføjelser RouteGraph indfører. Metoden 
customConditions returnerer altid true i WeightedGraph’s oprindelige metode, men 
bliver overskrevet i RouteGraph’s metode for at kunne understøtte valgte antal skift 
(metoden changeCondition) og på valg af transportmidler (metoden 
disallowedCondition). Det betyder, at ruten tidsmæssigt kan tage længere tid end den 
oprindelige hurtigste rute, men til gengæld er det mere fortjenstmæssig for brugeren. 
 
    @Override 
    protected boolean customConditions(DecoratedNode d) { 
        return d.getEdge() == null || //Checks if this is the route starting point 
changeCondition(d) && disallowedCondition(d); 
    } 
 
 
Metoden disallowedCondition returnerer true, hvis den kant man har fat i, ikke 
omfatter et af de transportmidler i disallowedTypes og som brugeren ellers har 
fravalgt. Resultatet bruges i metoden customConditions.  
 
 
    protected boolean disallowedCondition(DecoratedNode d) { 
        return !disallowedTypes.contains(((RouteEdge) d.getEdge()).getType()); 
    } 
 
 
Hvis brugeren har valgt at begrænse antal skift på ruten, sættes feltet 
maxNoOfChanges til dette antal. Den knude der undersøges får sat changeCount til at 
være lig med den foregående knudes changeCount. Metoden isSameRoute kaldes og 
der undersøges, om der er foretaget et skift. Er dette tilfældet forøges changeCount 
med 1. Hvis changeCount  er større eller lig med maxNoOfChanges, er betingelsen for 
antal skift ikke overholdt. Grunden til at det først kontrolleres, om changeCount er 
større eller lig med nul er, at maxNoOfChanges er lig -1, hvis antal skift er ubegrænset 
og derfor altid vil returnere true.  
 
    protected boolean changeCondition(DecoratedNode d) { 
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        if (d.getFrom().getEdge() != null) { 
 
            RouteDecoratedNode currentNode = (RouteDecoratedNode) d; 
            RouteDecoratedNode prevNode = (RouteDecoratedNode) d.getFrom(); 
            RouteEdge currentEdge = (RouteEdge) d.getEdge(); 
            RouteEdge prevEdge = (RouteEdge) prevNode.getEdge(); 
 
            //Set number of changes on current node 
            currentNode.setChangeCount(prevNode.getChangeCount()); 
 
            //New change occurred 
            if (!prevEdge.isSameRoute(currentEdge)) { 
 
               if (maxNoOfChanges >= 0 && currentNode.getChangeCount() >= maxNoOfChanges) 
                    return false; 
 
                currentNode.incChangeCount(); 
            } 
        } 
 
        return true; 
    } 
 
 
Metoden getDecoratedNode overskriver WeightedGraph’s metode, således, at det nu 
er en RouteDecoratedNode der returneres. 
 
 
    @Override 
   protected DecoratedNode getDecoratedNode(Node node, int cost, Edge edgeUsed, 
              DecoratedNode dn) { 
        return new RouteDecoratedNode(node, cost, edgeUsed, dn); 
  } 
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6.4 MODEL-VIEW-CONTROLLER (MVC) 
Som nævnt tidligere i rapporten, fokuserer programmet ikke så meget på den grafiske 
del, som en brugerflade udgør.  Formålet med de fleste programmer er imidlertid at 
hente data og efterfølgende repræsentere dem for brugerne, der herefter kan 
manipulere dataene og til sidst gemme dem. Pga. sammenhængen mellem 
datastrømmen og brugerinteraktionen, kan det kodemæssigt være fristende kæde disse 
to dele sammen, både for at spare kode og for at forbedre ydelsen. Det er imidlertid 
meget normalt, at brugerfladen udskiftes hyppigere end selve programmets kerne, der 
tager sig af data. Samtidig kan programmets kompleksitet gå langt ud over bare at 
håndtere datastrømme, og der kan derfor opstå alvorlige udviklingsproblemer. For at 
imødekomme muligheden for at udbygge med grafik og forskellige bruger interfaces, 
på en måde, hvor man kun skal koncentrere sig om data repræsentationen og ikke 
databehandlingen, benytter programmet sig derfor af Model-View-Controller (MVC) 
arkitekturen.  
 
6.4.1 MVC’S OPBYGNING  
 
MVC er et designmønster, der er beregnet til programmer med en brugergrænseflade 
(Nordfalk03) og er separeret i tre dele: 
1. Model, der håndterer data og de bagved liggende beregninger. 
2. View (præsentation), der præsenterer data for brugeren. 
3. Controller (kontroldel), der håndterer brugerens valg gennem interaktion med 
brugerfladen. 
 
 
 
6.4-1: Model-View-Controller arkitekturen i dens grundform. Pilene viser, hvilke dele der kender til hverandre (der 
kan være flere muligheder) (Nordfalk03). 
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MODEL 
Datamodellen er holderen for data og står for de bagvedliggende beregninger. 
Datamodellen er derfor ansvarlig for tilstanden af programmets datadel og at der er 
konsistens mellem data. For at sikre data, vil de som regel være indkapslet således, at 
der kun være tilgang for manipulation og datafremvisning gennem metodekald. 
Modellen er uafhængig af både præsentationen og kontroldelen, hvilket betyder, at 
flere forskellige programmer, der bruger samme data, i princippet kan bruge den 
samme model, da den vil være universel. 
 
PRÆSENTATION 
Præsentationens opgave er at hente relevante data og præsentere disse for brugeren. 
Flere præsentationer kan dele den samme model, men være vidt forskellige i deres 
repræsentation af data og deres brugerinterface. Det kunne f.eks. tænkes, at en 
præsentation viser sine data gennem en dialogboks, hvor en anden præsentation er 
implementeret som en internetløsning.  
KONTROLDEL 
Kontroldelen håndterer brugerens mulighed for at interagere med brugerfladen og 
aktivere handlinger, der udføres af modellen. Interaktion er i denne kontekst alt, hvad 
en bruger kan fortage sig med hjælp af f.eks. indtastninger og museklik. 
 
6.4.2 INFORMATIONSSTRØM GENNEM MVC 
 
For at forklare relationerne og datastrømmene mellem model, præsentation og 
kontroldel, illustrerer figuren herunder strømmen fra data bliver præsenteret for 
brugeren (symboliseret ved et øje), til at brugeren foretager nogle handlinger 
(symboliseret ved musen). Når der fortages en handling, går det derfor via 
kontroldelen, der herved fortolker de ændringer der ønskes fortaget af modellen. 
Modellen vil herefter foretage eventuelle ændringer og efterfølgende vil de ny data 
blive præsenteret for brugeren gennem præsentationen. 
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6.4-2: Figur der viser informationsstrømmen i et MVC-designmønster (Nordfalk03). 
 
OPDATERING AF VIEWET  
Eftersom præsentationen er den del der viser data for brugeren, skal den også på en 
eller anden måde have besked om de ændringer der sker i modellens data således, at 
opdateringer kan reflekteres med det samme. For at det kan lade sig gøre, er der 
følgende tre muligheder: 
 
1. Præsentationen undersøger regelmæssigt modellen for eventuelle opdateringer. 
2. Kontroldelen giver præsentationen besked. 
3. Modellen giver præsentationen besked, når der er sket ændringer. 
 
PRÆSENTATIONEN UNDERSØGER MODELLEN 
Hvis præsentationen skal undersøge, om der er sket ændringer ved at foretage 
forespørgsler til modellen, vil der altid være en forsinkelse før opdateringerne vises. 
Dette vil i de fleste tilfælde være uhensigtsmæssigt, og selv om det er muligt at 
modvirke det ved oftere at foretage forespørgsler til modellen, vil det kræve mere 
procestid og vil dermed ineffektivt. Denne form for opdatering af præsentationen kan 
dog være velegnet i f.eks. computerspil, hvor der alligevel sker opdateringer af 
skærmen hele tiden for at gøre animationer flydende. Der kunne dog også eksistere 
situationer, hvor det er krævet, at der skal ske en fremvisning lige efter en opdatering.   
 
KONTROLDEL UNDERRETTER PRÆSENTATIONEN 
44 
 
Idet kontroldelen i forvejen har styr på hvilke handlinger og ændringer der foretages, 
er det en oplagt mulighed, at det er kontroldelen, der orienterer præsentationen om 
opdateringer. Det er udmærket i mindre programmer, men i programmer, hvor der er 
flere præsentationer, og for den sags skyld flere kontroldele, kan det i større 
programmer blive uoverskueligt, at det er kontroldelen, der skal holde styr på samtlige 
præsentationer. 
MODELLEN UNDERRETTER PRÆSENTATIONEN 
Som tidligere beskrevet skal modellen være uafhængig af de præsentationer, der 
eksisterer og kender derfor ikke noget til dem direkte. Det betyder, at når 
opdateringsopgaven ligger hos modellen, bliver det lidt mere avanceret. Der bruges i 
dette tilfælde et designmønster, der hedder Observer, hvilket går ud på, at 
præsentationerne bliver registreret som lyttere hos modellen. Når der sker en hændelse 
i modellen, sender modellen besked ud til alle registrerede lyttere. Præsentationer er 
med andre ord observatører, der observerer modellen og hvor modellen underretter 
sine observatører hver gang der fortages ændringer. 
   
6.4.3 OBSERVATØR OG LYTTERE 
 
Designmønstret Observer kaldes også Publisher-Subscriber (Abonnent) eller Listener 
(Lytter) (Nordfalk03).  Dette designmønster bruges i de tilfælde, hvor det er ønskeligt 
for et objekt at underrette andre objekter, men hvor de andre objekter ikke er kendte. 
Dette sker ved, at man lader observatørerne, eller lytterne om man vil, implementere 
en fælles grænseflade (eller fælles superklasse), som det observerbare objekt kan 
underrette lytteren igennem. For at det observerbare objekt kan underrette sine lyttere, 
skal lytterne lade sig registrere hos det observerbare objekt, hvilket f.eks. kunne være 
en liste, der så bliver løbet igennem når lytterne skal informeres. 
 
 
6.4.4 VARIANTER 
 
Selvom Model-View-Controller er et grundlægende designmønster, er det stadigvæk 
muligt med flere varianter for det. På Microsoft Developer Network (MSDN) (Link[2]) 
henvises der til Steve Burbeck, som har taget emnet op for programmering af 
applikationer i sproget Smalltalk. Her beskrives to variationer som henholdsvis kaldes 
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en passiv og en aktiv model. Den passive model fungerer efter de principper, der er 
beskrevet i afsnittet ”Controlleren underretter viewet”, hvor den aktive model modsvarer 
de principper som er beskrevet i afsnittet ”Modellen underretter præsentationer”. 
Motivationen for at beskrive disse varianter er, at vi har haft begge varianter op til 
overvejelse og efterfølgende valgt at gøre brug den aktive model. Valget for at 
implementere den aktive model er, at skulle der opstå et ønske om at udbygge 
programmet med flere præsentationer og/eller kontroldele, vil den aktive model være 
det eneste rigtige valg. Selve problematikken vil imidlertid blive gennemgået under 
beskrivelsen af programmets implementering af MVC. 
 
DEN PASSIVE MODEL 
Som nævnt er det kontroldelen, der manipulerer modellen eksklusivt. Som det fremgår 
af nedenstående figur er MVC-designmønstret bibeholdt, idet der er en opdeling i tre 
separate klasser. Modellen er databehandler, præsentationen viser data og 
kontroldelen håndterer brugerens valg. Det er værd at bemærke, at kontroldelen og 
præsentationen er afhængige af modellen, hvorimod modellen på ingen måde af 
afhængig af hverken kontroldel eller præsentation. Ved at separere modellen på denne 
måde, betyder det samtidigt, at modellen kan blive bygget og testet uden at være 
afhængig af den virtuelle præsentation. 
 
 
 
6.4-3: Beskriver strukturen i MVC klassen og afhængigheden mellem de tre moduler i vores program. 
 
I praksis vil det være normalt at slå præsentation og kontroldel sammen i en enhed, i 
de tilfælde hvor det kan være besværligt eller uhensigtsmæssigt at adskille disse to 
dele fra hinanden (Nordfalk03). Som det vil fremgå af afsnittet for 
programbeskrivelsen, har vi i vores programløsning valgt, at bruge delegate, hvilket 
betyder, at præsentations- og kontroldelen er bygget sammen i et.  
Figuren nedenunder viser hvordan det er kontroldelen der manipulerer modellen i den 
passive model. De interaktioner der foretages (events), fortolkes af kontroldelen, 
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hvilket fører til en modificering af modellen. Kontroldelen informere herefter 
præsentationen, om at der er sket ændringer og derfor bør opdateres.  Det ses herved 
tydeligt, at modellen er helt uafhængig af både præsentation og kontroldel og derfor 
heller ikke rapporterer om de ændringer der foretages. Det betyder også, at der ikke 
foretages en asynkron opdatering, men kun hvis brugeren trykker på ”Find Route”. 
 
 
6.4-4: Beskriver den passive models dataflow. 
 
 
DEN AKTIVE MODEL 
Motivationen for at bruge MVC mønstret er stadigvæk et ønske om, at modellen er 
uafhængig af de forskellige præsentationer, så derfor indfører man et mønster, hvor 
præsentationer implementerer en observatørgrænseflade og bliver registreret hos 
modellen. Modellen holder øje med alle observatørerne, der har tegnet et abonnement 
hos modellen, så de kan få besked, når der sker ændringer. Modellen behøver ikke at 
vide noget specifikt omkring de forskellige præsentationer og faktisk kan en abonnent 
lige så godt være en kontroldel, der skal reflektere ændringer ved f.eks. at 
aktivere/inaktivere emner i en menu. I situationer hvor der er mange præsentationer, 
kan det være en fordel at definere forskellige events, så observatørerne kan vurdere om 
ændringen er relevant for dem eller ej. Den aktive model kan med fordel bruges, hvor 
modellen kan ændre tilstand, uden at have brug for at involvere kontroldelen. Dette 
kan ske i de tilfælde, hvor andre kilder kan være årsag til dataændringer og 
ændringerne skal reflekteres i præsentationen. F.eks. vil et program til køb og salg af 
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aktier have behov for at få opdateret sine præsentationer, når der sker en ændring i 
kurserne (Link[2]). 
Som de ses af nedenstående figur, fremgår det, at det er muligt at adskille modellen fra 
præsentationen i den aktive model ved at gøre brug af observatør-mønstret. 
 
 
 
6.4-5: Viser hvordan strukturen af den aktive MVC model ved brug af Observer isolerer modellen fra at skulle referere til 
præsentationer direkte. 
 
Nedenstående figur illustrerer, hvordan præsentationer får besked via observer, når 
der sker ændringer i modellen. 
 
 
 
6.4-6: Den aktive models adfærd. 
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6.4.5 MVC IMPLEMENTERINGEN I ROUTEFINDER 
 
RouteFinder har levet en tumult tilværelse i udviklingsfasen, hvor MVC-delen startede 
med at være opbygget efter den aktive model. Herefter blev det lavet om til en 
repræsentation af den passive model, for til sidst at ende op som en aktiv model. Hvad 
der imidlertid har været fastholdt gennem hele udviklingen er, at præsentations- og 
kontroldelen hele tiden har været bygget sammen og derfor holdt i en og samme 
klasse. Dette design kaldes Delegate og er valgt, fordi det simplificerer måden de 
forskellige brugergrænsefladeelementer kommunikerer på. De forskellige overvejelser 
og løsninger vil blive gennemgået for hvert af de tre elementer, der er repræsenteret i 
MVC mønstret. 
 
MODELLEN 
Modellen er i vores tilfælde RouteGraph og er implementeret som en aktiv model. De 
lyttere der skal registres hos RouteGraph, skal have en reference til det objekt af 
RouteGraph, der skabes, når RouteFinder startes.  
 
Da vores model er af den aktive type, modtager den en hændelse på foranledning af 
kontroldelen. Det er nu op til modellen at fortage datamanipulation svarende til 
hændelsens form. I øjeblikket er det kun en ”Find Route” hændelse, der tages hånd 
om, men det kunne sagtens tænkes, at programmet udvides til også dynamisk at 
kunne indlæse et nyt vejnet. Når RouteGraph har taget vare om en hændelse 
informeres alle lyttere der er registreret, at der er sket en ændring af data.  
 
PRÆSENTATION OG KONTROLDEL 
Delegate klassen indeholder både præsentation og kontroldel, hvilket er grunden til at 
klassen kaldes Delegate. Delegate arver fra JFame og benyttes kun som holder for selve 
præsentations- og kontroldelens komponenter.  
Hvordan selve Delegate fungerer grafisk er uinteressant i denne sammenhæng, hvor 
RouteTextView derimod er den komponent der vil blive fokuseret på, idet 
RouteTextView er vores lytter. RouteTextView bliver oprettet i main-klassen og 
herefter tilføjet som en præsentation til Delegate: 
 
View myView = new RouteTextView(); 
delegate.addView(myView); 
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Når Delegate tilføjer en 
præsentation, får 
præsentationen tilføjet en 
reference til det objekt den skal 
observere ved metoden 
setModel, samt bliver 
registreret hos RouteGraph og 
får herefter status som 
observatør. Det betyder, at der 
modtages hændelser og at 
præsentationen kan lytte efter 
dem. 
 
  public void addView(View v) { 
        v.setModel(graph); 
        graph.addObserver(v); 
        centerPanel.add(v); 
        refresh(); 
    } 
  
 
 
 
 
På samme måde kan præsentationen fjernes fra Delegate og frataget sin status som 
observatør. 
 
 
   public void removeView(View v) { 
        v.setModel(null); 
        graph.removeObserver(v); 
        centerPanel.remove(v); 
        refresh(); 
    } 
 
 
View arver fra JPanel og implementere grænsefladen Observer. View indeholder en 
abstrakt konstruktør, samt en række tomme metoder kaldet pathChanged, 
graphChanged og equalStartEnd. Metoden getSimpleConstraints er en grafisk 
orienteret hjælpemetode, der bruges i forbindelse med opsætning af komponenter på 
den grafiske brugerflade. Udover det ovenstående, indeholder View også en metode 
kaldet update. Update-metoden i View er en vigtig del af kontrakten fra Observer 
grænsefladen. 
 
<<Interface>>
Obeserver
update(e : RouteEvent)
{abstract}
View
#model : Observable
+<<Constructor>>View
+init
+setChart(o : Observable)
+update(event : RouteEvent)
+pathChanged
+graphChanged
+equalStartEnd
+getSimpleConstraints(int, int, 
int, int) : GridBagConstraints
RouteTextView
#txtResult : JTextArea
+init
+<<Constructor>>RouteTextView
+pathChanged{override}
+equalStartEnd{override}
#displayPath(p : Path)
<<Native Java class>>
JPanel
...
...
6.4-7: Figur der viser klassediagrammet for RoutetextView 
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    public void update(RouteEvent event) { 
        try { 
 
            switch (event.getService()) { 
 
                case PATHCHANGED: 
                    pathChanged(); 
                    break; 
 
                case GRAPHCHANGED: 
                    graphChanged(); 
                    break; 
 
                case EQUALSTARTEND: 
                    equalStartEnd(); 
                    break; 
            } 
 
 
Som det ses, er det her der tages vare på de hændelser, der bliver sendt til 
interessenterne fra RouteGraph’s hændelsesdel.  View kalder én af de tre føromtalte 
tomme metoder, alt efter hvilken service, der er modtaget med den indkomne 
hændelse. Det er dermed op til de klasser der arver fra View, om de ønsker at tage sig 
af de forskellige events eller ej. 
 
RouteTextView der arver fra View, tager sig af de to før omtalte metoder, 
pathChanged og equalStartEnd. Hvor equalStartEnd udskriver at udgangspunkt og 
destination ikke må være ens, kalder pathChanged metoden displayPath med en 
parameter af typen Path.  
 
Et Path objekt er en liste af dekorerede knuder, som metoden displayPath 
gennemløber, med henblik på at udskrive den samlede rute til RouteTextView. 
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6.4-8: Skærmdump der viser den samlet tekst for en fundet rute 
 
KONTROLDELEN 
Programmets MVC implementering var på et tidspunkt opbygget over den passive 
model. Dette betyder, at kontroldelen beder præsentationen om at opdatere, når der 
bliver fortaget en ændring. Alle ændringer bliver derfor fortaget synkront, fordi 
kontroldelen først beder sine præsentationer om at opdatere, når kaldet til RouteGraph 
er vendt tilbage. Ulempen er imidlertid, at hvis der skal oprettes andre klasser, der skal 
benytte RouteGraph, skal de ligeledes have en kontrollerdel der aktivt opdaterer sine 
præsentationer. Med den måde vi bruger den aktive model af MVC på, er det op til 
lytterne selv at definere sine adaptermetoder, for at kunne håndtere indkomne 
hændelser. Her vil der være mulighed for at behandle hændelser fra interne så vel som 
eksterne kilder asynkront, i modsætning til den passive model, hvor hændelser kun 
bliver sendt af kontroldelen ved brugerinput. 
Kontroldelen er en del af Delegate, hvilket betyder at præsentation og kontroldel er 
slået sammen i en enhed. Delegate implementerer grænsefladen ActionListener og 
knappen ”Find route” får tildelt en handling, når der trykkes på knappen: 
 
        btnFind = new JButton("Find route"); 
        btnFind.addActionListener(this); 
 
Det betyder, at metoden actionPerformed bliver kaldt med et ActionEvent og hvis det 
er knappen ”Find Route” der har forårsaget hændelsen, kaldes metoden 
findRouteAction: 
 
if (event.getSource() == btnFind)  findRouteAction(); 
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Metoden findRouteAction har til opgave at indsamle de betingelser, der er sat af 
brugeren og så bede RouteGraph om at finde en rute, der kan opfylde betingelserne. 
De parametre der skal hentes er startsted og destination, valg af transportmidler (bus 
og tog), samt max. antal skift der ønskes foretaget og som herefter overføres i 
findRoute kaldet til RouteGraph: 
        graph.findRoute((RouteNode) cbbFrom.getSelectedItem(),  
        (RouteNode) cbbTo.getSelectedItem(), disallowed, numberOfChanges); 
 
Alternativt kan ”Find Route” knappen elimineres for i stedet at skabe en ActionEvent 
for hver gang, der bliver foretaget en ændring af kontrollerne, der påvirker rutens 
betingelser. Det kan dog diskuteres om det vil virke forvirrende for brugeren, hvis 
rutebeskrivelsen hele tiden bliver opdateret med nye oplysninger, hver gang der 
foretages noget i dialogboksen. Ligeledes vil det være et irritationsmoment at skulle 
vente på opdateringer fra algoritmen. 
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6.5 INLÆSNING AF DATA 
Der er mange måder at gøre programmer mere fleksible på. En af dem er at indlæse 
data fra et andet sted end selve programmet. Indlæsning af data kan bruges til mange 
forskellige ting, eksempelvist highscores i spil, kontoinformationer osv. Indlæsning af 
data kan bruges alle steder, hvor programmet skal kunne håndtere data der kan ændre 
sig over tid. Indlæsning af data kan kombineres med udskrivning, hvis et program skal 
ændre data, og huske ændringerne til næste gang det åbner. Indlæsning skal normalt 
bruges til at oprette mange instanser af de samme klasser, og derfor vil de data 
programmet skal bruge til at oprette nye elementer være meget uniform. Der er til 
gengæld en stor mængde måder man kan vælge at repræsentere denne information 
uden for programmet, samt mange forskellige lagringsmuligheder og formater, 
eksempelvis semikolonsepereret data i tekstfiler eller eksterne databaser. 
Når man skal oprette klasser til indlæsning er det derfor gavnligt at tænke på en 
indlæsningsklasse som en form for oversætter, imellem programmet, og en ekstern 
kilde. Man skal også være opmærksom på at et program eventuelt skal kunne indlæse 
den samme information fra flere kilder. 
Til det formål kan man bruge designmønstret Template Method (Xiaoping 02). 
Template Method kan anvendes, når man har flere klasser, der har samme 
overordnede opgaver, men måden hvorpå opgaverne løses er forskellig. Hvis man har 
en opgave der potentielt skal løses på flere forskellige måder, kan Template Method 
bruges til at formulere en skabelon der fastholder den overordnede adfærd. 
Template Method kan implementeres ved at definere en abstrakt klasse med de 
metoder som underklasserne skal indeholde for at kunne fungere med resten af 
programmet. Derefter kan man lave en underklasse for hvert tilfælde klassen skal 
håndtere, og implementere de abstrakte metoder fra overklassen. 
 
I RouteFinder programmet repræsenteres vejnettet af en WeightedGraph. Vejnettet 
indeholder en liste over knuder, og hver node indeholder selv de kanter der 
udspringer fra den. I RouteFinder er knuder implementeret i Node klassen, og kanter i 
Edge klassen. For at man kan læse data ind i vejnettet, bliver man nødt til at indlæse 
Node objekter først, da der ellers ikke vil være nogen lister at indlæse Edges i. 
Template Method anvendes til inputklasserne. Da de data, der skal ind i et 
WeightedGraph objekt til hver en tid er uniform, er det eneste varierende kilden, 
hvorfra data kommer. Derfor bruger vi designmønstret imellem udefrakommende data 
og informationen, der skal bruges for at skabe nye objekter af Node og Edge. 
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6.5.1 PROGRAMMETS IMPLEMENTERING AF INDLÆSNING 
 
De første versioner af RouteFinder anvendte en klasse ved navn DataStorage. Klassen 
indeholdt en enkelt metode, der indeholdt kode til at oprette nye Node og Edge 
objekter et efter et, og tilføje dem til vores WeightedGraph. 
Når vi skal finde en ny måde at lave indlæsning til programmet på, er det vigtigt at 
overveje en måde hvorpå mængden af indlæsningsmuligheder kan udvides. En senere 
bruger af programmet kan have brug for at læse data fra andre kilder, eller i andre 
formater. Derfor er det vigtigt at programmet let kan udvides med nye klasser til 
indhentning af data.  
RouteFinder programmets vejnet er ufleksibelt og uhåndterligt med brug af 
DataStorage klassen fra de tidligere implementeringer. Problemet med DataStorage 
klassen til at læse data ind i programmet, er at ændringer i vejnettet skal ske ved at 
lave ændringer direkte i koden. Ændrer vi programmet til at hente data udefra, vil 
ændringer i vejnettet kunne ske uden at ændre noget i selve programmet. Det vil give 
den fordel at vejnettet kan ændres uden at have noget kendskab eller adgang til 
programmets kildekode. Hvis indlæsning af data sker fra et sted på internettet, giver 
det yderligere en mulighed for at have et vejnet liggende fast på et let tilgængeligt sted, 
som flere instanser af RouteFinder programmet kan tilgå uafhængigt af hinanden.  
Når vi skal finde en ny måde at lave indlæsning til programmet på, er det vigtigt at 
overveje en måde hvorpå mængden af indlæsningsmuligheder kan udvides. En senere 
bruger af programmet kan have brug for at læse data ind et helt andet sted fra end os, 
eller for eksempel have brug for at ændre formatet på den eksterne lagring. 
Derfor skal programmet let kunne udvides med nye klasser til indhentning af data. Da 
vi bruger Template Method kan vi udnytte fordelene ved polymorfi. Derfor vil vi 
prøve at anvende polymorfi på en måde så vi kan minimere den mængde ændringer 
der skal laves ved introduktionen af en ny inputklasse. 
RouteFinders vejnet repræsenteres af WeightedGraph og RouteChart klasserne, som 
indeholder objekter af Node og Edge, eller deres implementerede underklasser. Det er 
som før nævnt at knuder skal indlæses før kanter, på grund af programmets struktur. 
For at sikre at indlæsningen sker på den rigtige måde skal det kunne sikres, at 
indlæsningen af knuder og kanter sker i den rigtige rækkefølge, og desuden skal der 
være en sikring for at indlæsningen bliver afsluttet korrekt. Til dette formål oprettes en 
abstrakt klasse, frem for en grænseflade, da den abstrakte klasse kan indeholde 
allerede implementerede metoder, til at sikre konsistens. 
Denne abstrakte klasse skal definere de metoder der skal til for at indlæse data, samt at 
have en metode, der sørger for at overnævnte metoder bliver kaldt så knuder altid 
bliver indlæst før kanter i grafen. 
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{abstract}
AbstractInput
#usedId : Set<Integer>{Hashed}
#readNodes(WeightedGraph)
#readEdges(WeightedGraph)
+makeGraph(WeightedGraph){Exception InputException}
#close
#idExists(i : int) : boolean
FileInput
-nodeReader, -edgeReader: BufferedReader
+<<Constructor>> FileInput()
+<<Constructor>> FileInput(nodePath, 
edgePath : String)
#readNodes(WeightedGraph)
#readEdges(WeightedGraph)
#close{override}
DatabaseInput
+<<Constructor>> DatabaseInput()
+<<Constructor>> DatabaseInput(adress, username, 
password : String)
#connect
#readNodes(WeightedGraph)
#readEdges(WeightedGraph)
#close{override}
-connection: Connection
-adress, -username, -password: String {final}
 
6.5-1: Oversigt over inputklasser 
 
Den abstrakte klasse kaldes AbstractInput. I denne ligges to abstrakte metoder, 
readNodes og readEdges der begge tager en WeightedGraph som argument. Disse skal 
implementeres af underklasser, til at indlæse data til et WeigthedGraph objekt, samt en 
tom metode ved navn close, som kan overskrives af underklasser, der læser fra en 
datakilde, der behøver lukning. Den abstrakte klasse vil også indeholde en metode ved 
navn makeGraph, som blot kalder readNodes, readEdges og close i nævnte 
rækkefølge. MakeGraph tager også en WeightedGraph som argument, med det formål 
at passere den til de to read metoder. 
På den måde har vi skabt en overordnet struktur for indlæsning af data, uden at 
blande os i hvordan indlæsningen bliver implementeret. For at vise at ideen fungerer, 
laver vi selv to nedarvede klasser, DatabaseInput og FileInput, som vi bruger til at 
indlæse data med. Når man laver en klasse som DatabaseInput, der skal bruge 
specialklasser, som en database driver, kan man bruge forName metoden i Class. På 
den måde, kan et objekt af klassen skabes runtime for at sikre, at programmet stadig 
kan kompilere, hvis klassen mangler.  
Med de nye inputklasser kan DataStorage udfases, og overtages af FileInput som 
standartløsning. Vores datafiler er ascii-formaterede og hedder nodes.txt og edges.txt. 
Data der skal bruges til at lave et nyt objekt er opdelt med linjeskift, imens de enkelte 
oplysninger om objektet er opdelt med semikolon. Et eksempel er: 
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edges.txt 
0;1;TOG;10;5 
0;7;BUS;93;15 
nodes.txt 
0;A 
1;B 
I edges.txt er de første to tal er ID på kantens fra- og tilknude, strengen er 
transporttypen og de sidste to tal er først rutenummer, og så kantens vægt.  
I nodes.txt er tallet knudens ID og strengen knudens navn. 
 
For at mindske ændringerne i programmet, når en ny inputklasse skal introduceres, 
laves en metode i WeightedGraph der hedder fillGraph. Denne metode tager et 
AbstractInput objekt, og kalder dens makeGraph metode med den selv som parameter. 
På den måde er det eneste der skal laves når en ny underklasse af AbstractInput laves, 
at håndtere den i mainklassen. Desuden har WeightedGraph en konstruktør der tager 
et AbstractInput objekt, og kalder dens fillGraph metode på samme måde som nævnt 
herover. For at kunne håndtere indlæsningsproblemer og fejl, er makeGraph lavet så 
den kan kaste undtagelser. Disse undtagelser er af en brugerdefineret type ved navn 
InputException. Da InputExceptions kun bliver kastet fra makeGraph, betyder det at 
det er relativt enkelt at tilføje ekstra undtagelser, eller at lave kriterierne om. 
WeightedGraph klassens fillGraph er i øjeblikket metoden der skal håndtere disse 
undtagelser. Dette gør den ved blot at sende eventuelle undtagelser videre, men dette 
kan ændres i underklasser ved at lave en overskrivelse af metoden. Throws exception 
er ikke en del af metodens signatur, og derfor kan metodens adfærd ændres drastisk. 
 
 
 
 
  
{abstract}
AbstractInput
#usedId : Set<Integer>{Hashed}
#readNodes(WeightedGraph)
#readEdges(WeightedGraph)
+makeGraph(WeightedGraph){Exception InputException}
#close
#idExists(i : int) : boolean
InputException
+<<Constructor>>InputException(message : String)
+<<Constructor>>InputException(cause : Throwable)
+<<Constructor>>InputException(message : String, 
cause :  Throwable)
<<Native Java class>>
Exception
...
...
Throws
WeightedGraph
#nodes : Node[*] {hashed}
+<<Constructor>>WeightedGraph
+<<Constructor>>WeightedGraph(AbstractInput){Excep
tion InputException}
+addNode(p : Node)
+getNodes: Map<Integer, Node>
+getEdges : List<Edge>
#customConditions(dn : DecoratedNode) : Boolean
#getDecoratedNode(Node, int, Edge, DecoratedNode) : 
DecoratedNode
#fillGraph(input : AbstractInput){Exception 
InputException}
<<Inner class>>Dijkstra
Invokes makeGraph
6.5-2: Inputklassernes undtagelsesstruktur 
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7 TEST AF KERNEN 
RouteFinder programmet har gennemløbet tre overordnede faser, som hver har haft 
deres specifikke mål. Disse faser har primært haft til formål at udbygge 
funktionaliteten i vores korteste vej algoritme. Første fase handlede om at få Dijkstras 
algoritme til at fungere i dens simpleste form. Anden fases formål var at implementere 
en minHeap klasse, som kunne varetage håndteringen af hvilke punkter Dijkstra skulle 
arbejde med. Tredje og sidste fase blev brugt på at udbygge algoritmens funktionalitet 
ved at tillade brugeren at teste på brugerbestemte betingelser, og ændre programmets 
adfærd. Her vil vi gennemløbe de betingelser vi har opstillet for programmet i hver 
fase, samt vores afprøvninger. Klasserne brugt til indlæsning og grafisk visning vil 
ikke blive diskuteret her, udelukkende Dijkstra algoritmen og dens tilhørende klasser, 
samt vejnettet. 
 
7.1 FASE 1. 
Første fase var begyndelsen af programmeringen, og havde til formål at skabe et lille 
vejnet og få Dijkstras algoritme til at traversere det, og finde den korteste vej. Vi 
opsætter følgende krav til første fase. 
Programmet skal indeholde klasser der gør det muligt at repræsentere et vejnet som en 
Dijkstra algoritme kan traversere. 
En Dijkstra algoritme skal implementeres så den finder den korteste vej på vejnettet, 
imellem et valgt start- og slutpunkt. 
At Dijkstra stopper når den finder dens slutpunkt, uden at traversere resten af 
punkterne. 
Klasserne i RouteFinder i første fase er: 
RouteFinder, Dijkstra, Graph, Point, Road, WeightedPoint og DataStorage 
Vejnettet er repræsenteret i Graph i form af Point og Road objekter og vejnettet er som 
repræsenteret på figuren i bilag B1. WeightedPoint bliver brugt af Dijkstra til at holde 
styr på akkumuleret vægt. Koden i første implementering kan ses i bilag D1. 
Dijkstras start og slut punkt står fast i koden, og går fra punkt A til punkt E. Herunder 
er en detaljeret gennemgang af hvordan algoritmen handler. 
 
1. A (Startpunktet) bliver valgt. B med vægt (7) og C(8) bliver lagt i z. 
2. Vægtene i z bliver efterset. B har 7, C har 8. B bliver valgt, og fjernet fra z. 
3. C(8) og E(10) bliver lagt i z. 
4. Vægtene i z bliver efterset. C ligger to gange, fra A og B og har 8, mens E har 10. 
Et af C’erne bliver valgt, og fjernet fra z. 
5. D(12) bliver lagt i z. 
6. Vægtene i z bliver efterset. C har 8, E har 10 og D har 12. Den anden C bliver 
valgt og fjernet fra z. 
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7. D(12) bliver lagt i z. 
8. Vægtene i z bliver efterset. E har 10 og begge D’ere har 12. E bliver valgt og 
fjernet fra z. 
9. E bliver valgt og er slutpunktet, algoritmen stopper og returnerer E(10). 
 
Ud fra vores krav for første fase kan vi se at vi har et vejnet som Dijkstra kan 
traversere. Dijkstra finder desuden den korteste vej fra A til E, på 10, i stedet for at løbe 
igennem D og få en tur på E(13). 
Desuden stopper algoritmen, når den når E første gang, og løber ikke de to D punkter i 
z igennem efter den har nået sit endepunkt. 
Det vil sige at alle 3 krav for fase 1 er opfyldt, men der er problemer med algoritmen. 
Da C bliver nået begge gange, og der ikke er nogen test for at undgå det, bliver begge 
ruter lagt i z, og da de har samme vægt, vil der blive lavet en rute for hver. Det vil give 
væsentligt længere køretid. Med så få punkter som vi har nu er det ikke noget 
problem. Men med et stort vejnet vil den slags unødvendige handlinger kunne mærkes 
på køretiden. 
Desuden er det upraktisk at køre igennem z og sammenligne alle de vægtede punkter 
der ligger i den, hver gang Dijkstra skal bestemme sig for hvor den skal fortsætte. Det 
er det fase to primært skal beskæftige sig med at undgå.  
 
7.2 FASE 2. 
Anden fases formål er at forbedre kørselstiden i vores program, uden at fjerne den 
allerede etablerede funktionalitet. For at sørge for at Dijkstra ikke skal traversere hele 
dens liste af dekorerede noder hver gang den skal skifte punkt, implementerer vi en 
minHeap.  
For at undgå problemet med flere sideløbende veje, som set i fase 1, laver vi en liste af 
besøgte noder. Noder bliver lagt i visitedNodes når der er lavet en vej til den. Hvis der 
er ved at blive lavet en vej til en node der allerede ligger i visitedNodes, bliver vejen 
ikke lavet. Vi opsætter følgende krav til anden fase.  
Et minHeap skal implementeres for at gøre søgningen efter korteste rute hurtigere. 
Hvis en node allerede er blevet lagt i minHeapen, skal en anden vej til samme node 
ikke tilføjes. 
Programmet skal opretholde funktionaliteten fra første fase. 
Klasserne i RouteFinder anden fase er 
RouteFinder, Dijkstra, Graph, Node, Edge, DecoratedNode, minHeap og DataStorage. 
 
Vejnettet er repræsenteret i WeightedGraph i form af Node og Edge objekter og 
vejnettet er som repræsenteret på figuren i bilag B2. DecoratedNode bliver brugt af 
Dijkstra til at holde styr på akkumuleret vægt. 
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Rute fra L til F 
1. L(startpunktet) bliver lagt i minHeap og visitedNodes. 
VisitedNodes indeholder L(0). 
2. L(startpunktet) bliver valgt fra minHeap, som det eneste. 
3. Q(4), M(3) og K(5) bliver tilføjet til minHeap og visitedNodes. 
VisitedNodes indeholder Q(4), M(3) og K(5). 
4. M(3) bliver givet fra minHeap.  
5. N(12) og I(4) bliver tilføjet til minHeap og visitedNodes. L(6) bliver ignoreret da 
L er i visitedNodes. 
VisitedNodes indeholder Q(4), N(12), I(4) og K(5). 
6. Q(4) eller I(4) bliver valgt tilfældigt. I(4) bliver valgt. 
7. H(7) bliver tilføjet til minHeap og visitedNodes. 
VisitedNodes indeholder Q(4), N(12), H(7) og K(5). 
o.s.v. 
Når punkt F bliver taget fra minHeapen, stopper algoritmen, og returnerer den sidste 
DecoratedNode. 
Ud fra vores krav for anden fase kan vi se at min heapen tager Node objekter, og giver 
det mindste ud hver gang den bliver bedt om et. Vi kan også se at når programmet 
kører bliver noder der er blevet besøgt en gang ikke besøgt igen, selvom der er flere 
veje hen til det. 
Nu da vi har en fungerende korteste vej algoritme, der fungerer, og har en kort 
kørselstid, kan vi fokusere på at udbygge den. Udbygningen kan komme i form af  
muligheder for at ændre på de betingelser programmet bruger for at bestemme hvad 
den bedste vej er. Det kan for eksempel være ved at udbygge programmet til at kunne 
håndtere et maksimalt antal skift, samt muligheder for at vælge transporttyper fra. 
 
7.3 FASE 3. 
Tredje fases formål er at udbygge algoritmens funktionalitet, uden at forværre 
kørselstiden mærkbart. Da der vil blive krævet at lave nogen ekstra kontroller vil 
kørselstiden blive en smule langsommere. Dog vil disse kontroller kun blive udført 
hver gang minHeap leverer et nyt element til Dijkstra. De allerede implementerede 
forbedringer fra Fase 2 skal bibeholdes, på trods af de forbedringer vi udbygger 
algoritmen med. Vi opsætter følgende krav for fase tre: 
Dijkstra skal kunne håndtere at man fravælger transporttyper når algoritmen startes. 
Algoritmen skal desuden kunne modtage et maksimalt antal skift imellem forskellige 
ruter den må foretage. Hvis dette antal bliver overskredet skal ruten ikke anvendes, og 
et alternativ skal findes, om muligt. 
Dijkstra skal beholde alt funktionalitet den fik påført i fase 1 og 2. 
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Klasserne i RouteFinder tredje fase er 
RouteFinder, WeightedGraph, RouteGraph, Node, RouteNode, Edge, RouteEdge,  
DecoratedNode, RouteDecoratedNode og minHeap. 
 
Vejnettet er repræsenteret i RouteGraph, i form af RouteNode og RouteEdge, og 
minHeap modtager RouteDecoratedNode. RouteDecoratedNode holder øje med det 
antal skift der er blevet foretaget på turen den er del af. Ikke tilladte transporttyper 
bliver leveret til Dijkstra sammen med det maksimale antal tilladte skift. RouteGraphs 
overskrevne customConditions metode tester for de særlige hensyn Dijkstra nu skal 
tage. Hvis customConditions returnerer false, bliver den nye RouteDecoratedNode 
ikke lagt i minHeap. Vejnettet er repræsenteret i RouteGraph som på figuren i bilag B3. 
 
Fra AE til B uden særlige hensyn. 
 
1. AE bliver trukket ud af minHeap, og tilføjet til visitedNodes. 
2. AE’s tilstødende Noder bliver tilføjet til minHeap. Det mindste element i 
minHeap, AD(8), bliver trukket ud. 
3. AD’s tilstødende Noder bliver tilføjet til minHeap, undtagen AE, som ligger i 
visitedNodes. Det mindste element i minHeap, A(13), bliver trukket ud. 
4. A’s tilstødende Noder bliver tilføjet til minHeap, undtagen AE og AD, som 
ligger i visitedNodes. Det mindste element i minHeap, AC(13), bliver trukket 
ud. 
5. AC’s tilstødende Noder bliver tilføjet til minHeap. Der er dog ikke nogen 
elementer der kan tilføjes, da visitedNodes allerde indeholder dens naboer. Det 
mindste element i minHeap, B(18), bliver trukket ud. 
6. B er slutdestinationen og algoritmen stopper. 
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7.3-1: Visualisering af Dijkstras arbejdsgang 
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Ruten er hermed AE-AD-A-B, hvilket er den hurtigste rute, som det ses på 
visualiseringen. Alle trin kan ses i bilag C. Dijkstra fungerer uden særlige hensyn, men 
de særlige hensyn skal også efterprøves. Den overstående test vil dog ikke blive 
skrevet igen i sin fulde længde, blot resultatet, så det kan ses at programmet finder 
frem til den hurtigste rute. 
Hvis man fravælger togtransport, giver programmet følgende resultat: 
AE-B. Dette er den hurtigste rute uden brug af togtransport. 
Fravælges bustransport findes ingen rute, da der ikke er nogen tilstødende togtrafik til 
AE, dette er korrekt adfærd ud fra vores specifikationer. 
Hvis ingen transporttyper fravælges, men man vælger at der kun må ske et skift, 
findes ruten: 
AE-B. Dette er den hurtigste rute med 1 skift eller under. Dette er også korrekt adfærd. 
Samme resultat fås med direct connection, som ikke tolererer skift. 
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8 DISKUSSION 
I dette afsnit diskuteres, hvorvidt RouteFinder lever op til den definerede 
kravspecifikation, samt hvilke værktøjer og arbejdesmetoder vi har gjort brug af i 
arbejdsprocessen. Endelig omtales test og robusthed i programmet, og det udlægges, 
hvilke yderligere forbedringer og tiltag, programmet vil kunne udvides med. 
 
8.1 OPFYLDELSE AF KRAVSPECIFIKATION 
For at finde ud af, om RouteFinder i de hele taget opfylder de krav som er udlagt i 
kravspecifikationen, er det nødvendigt at gennemgå de forskellige kriterier. 
Kravspecifikationen fokuserer på fire hovedpunkter: Minimum dataindhold, 
programmets funktionalitet, behandling af data og brugerfladedesign. 
MINIMUM DATAINDHOLD 
Som minimum kræves det, at programmet skal kunne indeholde et kort, der består af 
knuder der er identificerbart med ID og navn. Herudover skal det være muligt at 
kunne definere et start- og slutpunkt på kanten, samt at kanten skal kunne definere en 
omkostning ved benyttelse af strækningen. Til dette formål er WeightedGraph 
udviklet, som er en vægtet graf indeholdende knuder og kanter. 
 
WeightedGraph Node Edgecontainscontains
 
Vi har ud fra ovenstående generiske klasser implementeret følgende underklasser: 
RouteGraph, RouteNode og RouteEdge. Udover de krav der er givet ud fra 
kravspecifikationen, kan disse udvidelser desuden holde oplysninger om 
transportmiddel og rutenummer. Derved er kravene til minimum dataindhold mere 
end opfyldt. 
 
 PROGRAMMETS FUNKTIONALITET 
Kravet til funktionaliteten er, at RouteFinder skal kunne finde den bedste rute mellem 
to givne punkter og at den bedste rute bestemmes ud fra hvordan brugeren har 
fortaget sine valg. Samtidig skal der være mulighed for at kunne udbygge programmet 
med ekstra funktionalitet, uden at der skal ændres i den originale kode. Foruden at 
RouteFinder kan finde den korteste rute, er ovenstående krav opfyldt, idet 
RouteFinder er udvidet med ekstra funktionalitet, uden at ændre den originale kode, 
men blot ved implementering af underklasser. 
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BEHANDLING AF DATA 
Der er her stillet krav om at kunne indlæse kort fra eksterne kilder, som kan 
specificeres af brugeren. Der er ligeledes krav om, at det skal være let at udskifte de 
eksisterende datakilder og formater med nye. Den første del af kravet er opfyldt, idet 
det er muligt ud fra eget valg at indlæse fra enten filer eller database fra den kilde man 
måtte ønske.  
Hvorvidt den anden del af kravet er fuldt opfyldt, stilles hermed til diskussion. Som 
det færdige RouteFinder-program er nu, er det ikke muligt at benytte en anden 
datakilde eller et andet format end det, der er beskrevet ovenfor, uden at skulle skrive 
ny kode. Der er dog gjort klar til, at der nemt kan benyttes en ny kilde ved blot at kode 
en ny implementering af klassen AbstractInput.  
 
BRUGERFLADEDESIGN 
De krav der stilles til grænsefladen er, at brugeren som minimum skal kunne udfylde 
de informationer som RouteFinder har brug for, samt at grænsefladen skal være let 
udskiftelig og uafhængig af resten af programmet. Grænsefladen indeholder ekstra 
funktionalitet i forhold til kravet og RouteFinder er bygget op efter MVC 
designmønsteret og opfylder dermed kravene til brugergrænseflade. 
 
8.2 PROGRAMUDVIKLING 
Udviklingen af RouteFinder programmet er sket ved anvendelse af principper om 
Extreme Programming. Extreme programming er et særligt kodeks for udvikling af 
programmel, der med fordel kan anvendes for at sikre et altid anvendeligt og kørbart 
program i alle udviklingsfaser (Xiaoping 03).  Ifølge god Extreme Programming 
praksis, er det vigtigt hele tiden at sørge for ikke at sætte sig for høje mål, og i stedet 
fokusere på at overvinde små barrierer for hver iteration eller version af programmet. 
I første omgang gjaldt det om at få Dijkstras algoritme til at virke i sin simpleste form. 
Den første del af udviklingen var derfor udelukkende fokuseret på programmets 
kerne. Udviklingen og test af den første version af Dijkstras algoritme førte til mange 
skitseringer af kort og ruter på whiteboards og papir. De første versioner af 
RouteFinder havde desuden kun konsollen som værktøj, når der skulle kommunikeres 
til brugere, og hvis der skulle vælges et andet udgangspunkt eller en anden 
destination, skulle det ændres i koden. Senere er RouteFinder blevet gjort mere og 
mere dynamisk og der er blevet åbnet op for muligheder for udvidelse. Der er tillige 
blevet produceret en simpel grafisk brugerflade, der gør det muligt for ikke-dataloger 
at bruge RouteFinder. Langt det meste af programmets udvikling har vi forestået i 
fællesskab, dog kun med én programmør ved tastaturet ad gangen. 
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RouteFinder er igennem hele processen blevet ændret utallige gange, og selv ved små 
ændringer, er hele programmet blevet lagt op på BSCW i en ny version, hvilket i 
praksis vil sige, at vi med det endelige program står med noget, der ligner version 
nummer fyrre. 
Det at vi hele tiden foretog små rettelser, samt at vi bevarede alle vores ældre versioner 
af programmet, viste sig at komme os til gode i flere tilfælde. I forbindelse med en 
ændring i Dijkstras minHeap, der skulle medføre, at vi kunne udfase swap, skete der 
flere fejl, og algoritmen virkede ikke korrekt. Da der var kort tid til projektaflevering, 
var det derfor afgørende, at vi kunne gå tilbage i tiden og vælge den gamle version af 
minHeapen, som vi var sikre på virkede. På samme måde har vi løbende måtte 
forkaste andre ting i programmet for hele tiden at holde fokus og sikre konsistens og 
overskuelighed. Hellere simpelt og overskueligt, end avanceret og rodet. 
 
8.3 PROGRAMMETS STABILITET OG TESTS 
Eftersom vi har udviklet programmet i mange iterationer, har vi testet vores program 
efter hver enkelt mål er opnået, for at se om kernen fungerede efter hensigten. Disse 
tests er blevet udført ved at vi har gennemløbet programmet i debug tilstand, for at se 
hvordan elementerne opførte sig i de forskellige lister, og samtidig fulgt med på vores 
kort. I afsnittet Test af Kernen har vi vist en test for de tre overordnede faser, med en 
kort beskrivelse. Med de tests vi har foretaget for det færdige program, som set i fase 3 
testen, har vi ikke fundet nogen undtagelser, hvor algoritmens opførsel er uforventet 
eller forkert. 
Vi har fravalgt at foretage brugertests, da de generelt bliver brugt til at undersøge om 
brugergrænsefladen virker efter hensigten. Siden vi fokuserer på kernefunktionalitet, 
ville brugertests kun kunne hjælpe os med at finde uforventede fejl, ved at afprøve 
tilfældige ruter. Siden vi selv har afprøvet både en række tilfældige ruter, men også 
ruter hvor vi forudså mulige problemer, mener vi at tiden det ville tage at foretage 
brugertests, ville være bedre brugt ved selv at teste programmet. 
Vores programstruktur er lavet på en måde så overklasserne indeholder den 
grundlæggende funktionalitet. Eventuelle ændringer af funktionaliteten kan ske ved at 
lave nedarvede klasser, som vi har gjort med RouteGraph, RouteNode, RouteEdge og 
RouteDecoratedNode. 
Ved at lade underklasser håndtere alt anden funktionalitet end den grundlæggende 
Dijkstra, sørger vi for at det er svært at lave fejl i programmet. Der kan stadig ske fejl 
hvis kontrakterne overtrædes, ved at der for eksempel bliver indlæst Edge objekter 
med negativ cost, men der kan implementeres tests så dette undgås i ens nedarvede 
klasser for eksempel i input klasserne. 
Programmet har en svaghed ved at implementeringer bliver nødt til at bruge casting i 
nogle tilfælde. Det kan lede til problemer på grund af uoverskuelighed hvis man 
65 
 
bruger elementer af både overklasse og underklasse. Det kan dog undgås ved helt at 
undlade brug af overklasserne, så man er sikker på at man kun bruger sine egne 
klasser.  
Fejlfinding gøres lettere, ved at man oftest kan begrænse fejlfindingen til de klasser 
man selv har implementeret, da overklasserne kun har grundlæggende, og meget 
gennemtestet funktionalitet. RouteFinder er desuden lavet så det er så tilpas let at 
udbygge at det er usandsynligt at man har brug for at rette i den originale kode. 
Fejlfinding er gjort lettere ved at der mange steder i programmet bliver foretaget 
undtagelses håndtering. Hvis RouteFinder.DEBUGGING er sat til true bliver disse 
undtagelsers stacktrace vist, og fejlene bliver lettere at udpege. 
 
8.4 MULIGE FORBEDRINGER 
Vi har tidligere haft et ønske om, at RouteFinder skulle kunne vise alternative ruter i 
stedet for blot den med lavest omkostning.  
Et konkret forslag til implementering af denne funktionalitet er, at bede Dijkstra om at 
finde rutens slutpunkt i minHeapen flere gange end blot én. På nuværende tidspunkt 
stopper Dijkstra i det øjeblik, hvor slutpunktet findes øverst i minHeapen. 
 
Et andet ønske er, at få implementeret minHeapen med en parallelforskydning af 
elementer i stedet for bubbleUp og bubbleDown. Dette er, som tidligere nævnt, 
allerede forsøgt – dog ikke uden problemer. 
 
For at måle Dijkstra og minHeapens skalerbarhed og ydeevne, kunne det være 
interessant at kunne teste RouteFinder med et væsentligt større kort, end det vi har nu. 
Problemet med dette har hidtil været, at det tager en del tid at lave et stort og 
omfattende kort, der er egnet til testbrug, og vi har i denne sammenhæng opprioriteret 
funktionaliteten i programmet, frem for kortets størrelse. 
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9 KONKLUSION 
RouteFinder lever op til kravspecifikationen. Enkelte steder gås længere end 
kravspecifikationens minimumskrav, og ekstra funktionalitet og fleksibilitet er tilføjet. 
Med hensyn til spørgsmålet om hvorvidt kravet om let udskiftelige datakilder, må vi 
anse kravet for opnået, da vi har lavet anlæg for ændringer af dataindlæsning med 
mindst mulig ændring i vores kode. 
Fremgangsmåden hvormed vi har udviklet vores program i iterationer, viste sig at 
være højest gavnligt i flere tilfælde. Særligt reddede det vores program da vi blev nødt 
til at lave et rollback på grund af vores minHeap klasse. 
Vores testafsnit har vist at vi igennem projektet, har fået vores algoritme til at opføre 
sig som vi forventet.  
Den overordnede programstruktur gør at vores program er let at udbygge, og sikret 
mod fejl i tilfælde af nye implementeringer. 
Vi har et fungerende program, uden nogen kendte fejl, og anser derfor vores program 
og projekt, som værende en succes. 
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11 BILAG 
 
11.1 A UML DIAGRAMMER 
Her findes detaljerede UML diagrammer til alle klasser i RouteFinder programmet, 
med undtagelse af RouteFinder selv. RouteFinder kan findes i oversigtskortet i 
Indledning. 
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11.1.1 A1 DIJKSTRA 
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11.1.2 A2 GRAPH 
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11.1.3 A3 INPUT 
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11.1.4 A4 VIEW 
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11.2 B BILLEDER AF VEJNET 
Her er billeder af de vejnet vi har brugt igennem udviklingsfasen 
 
11.2.1 B1 FØRSTE VEJNET 
A
C D
EB
7
8
3
4
11
 
 
11.2.2 B2 ANDET VEJNET 
A
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F
C
D
E
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L
M
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O
P
Q
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3
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11.2.3 B3 TREDIE VEJNET 
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DA DB
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DD
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GA
GB GC EC EB
EA
6
4
7 7 7
3
5
55
FA
FB
5
5
Gul Linie: Tog rute 10
Rød Linie: Tog rute 12
Lys Lilla: Bus rute 90
Mørk Lilla: Bus rute 93
Grøn: Bus rute 118
Cyan: Bus rute 200
Grå: Bus rute 201
Sort: Bus rute 800
Blå Bus rute 880
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11.3 C GENNEMLØB AF FASE 3 
 
 
AE - B
A
(20)
(2)AD
(8)
(1)AE
(0)
20
8
B
(23)
23
DB
(72)
72
AC
(18)
5 10
(3)A
(13)
A
(20)
(2)AD
(8)
(1)
AE(0)
20
8
B
(23)
23
DB
(72)
72
(3)A
(13)
AC
(31)
AB
(21)
AA
(28)
15
8 18
(5)B
(18)
5
A
(20)
(2)AD
(8)
(1)AE
(0)
20
8
B
(23)
23
DB
(72)
72
(4)A
C
(18)
5 10
(3)A
(13)
AC
(31)
AB
(21)
AA
(28)
15
8 18
B
(18)
5
A
(20)
(2)AD
(8)
(1)AE
(0)
20
8
B
(23)
23
DB
(72)
72
AC
(18)
5 10
(1)
AE(0)
1: Start 2: 3:
4: 5: Slut
(1)AE
(0)
(5)B
(18)
B
(23)
Elementet ligger i visitedNodes. Elementet er Dijkstras 
første gennemløbne element, og har vægt 0.
Elementet ligger i visitedNodes og er det nuværende 
element der kigges på. Elementet er Dijkstras femte 
gennemløbne element, og har vægt 18.
Elementet ligger i minHeap med vægten 23.
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11.4 D PROGRAMKODE 
 
11.4.1 D1 FØRSTE DIJKSTRA IMPLEMENTERING 
 
public class Dijkstra { 
    private ArrayList<WeightedPoint> z = new ArrayList<WeightedPoint>(); 
    private WeightedPoint S; 
    private Point start, end; 
 
 
    public Dijkstra(Point start, Point end) { 
        this.start = start; this.end = end; 
        S = new WeightedPoint(start, 0); 
    } 
 
    public WeightedPoint run() { 
 
        while (S.getPoint() != end) 
        { 
            for (Road r : S.getPoint().getRoads()) 
            { 
                z.add(new WeightedPoint(r.getTo(), r.getWeight() + S.getWeight())); 
            } 
 
            setShortest(); 
            z.remove(S); 
        } 
 
        return S; 
    } 
 
    private void setShortest() 
    { 
        WeightedPoint shortest = z.get(0); 
 
        for (WeightedPoint w : z) 
        { 
            if (w.getWeight() < shortest.getWe-ight()) 
                shortest = w; 
        } 
 
        S = shortest; 
    } 
 
} 
 
