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Abstrakt
Tato práce se zabývá návrhem a implementací webového rozhraní pro demonstraci programů
na zpracování obrazu. Představuje systém propojení jazyka PHP s C++ za pomoci XML
souborů. Rozhraní umožňuje uživateli snadné spuštění a instalaci vlastních programů.
Abstract
This thesis describes the design and implementation of web interface for demonstration
programs for image processing. Introducing system for linking PHP to C++ using XML
files. The interface allows user to easily run and install their own programs.
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Kapitola 1
Úvod
Cílem této práce je vytvořit webové rozhraní, které slouží k demonstraci programů na zpra-
cování obrazu. Jelikož je v dnešní době bohatá podpora webových technologií pouze pro
obrazové soubory popsané 2D rastrovým přístupem, byl při návrhu a implementaci uvažo-
ván pouze tento typ grafického multimédia. Samotné rozhraní uživateli poskytuje přehled
programů nainstalovaných na serveru, dále možnost jednotlivé programy jednoduše spou-
štět a potom také nabízí instalační sekci pro přidávání vlastních programů. Webové rozhraní
neslouží jako prostředek k programování nových grafických programů, ale pouze k prezen-
taci jejich výsledků. Jedná se tedy o vrstvu umístěnou mezi uživatele a programy, které
například nemají žádné grafické rozhraní ke snadnému spuštění, jenž uživatel potřebuje.
Při návrhu a implementaci bylo potřeba porozumět problematice paralelních procesů a
jejich vzájemné komunikaci. Prozkoumat technologie, které umožňují vytvoření webového
rozhraní včetně systému ke spouštění programů implementovaných v jazyce C++ a pro tyto
účely navrhnout bezpečný aplikační protokol. Tento protokol současně musí poskytovat
kontrolu nad spuštěnými programy se zpětnou vazbou pro rozhraní ke zobrazení výsledků
uživateli. Pro rozhraní bylo také nutné zvolit vhodný způsob k ukládání dat, který se
vyznačuje rychlostí, spolehlivostí a bezpečností. K těmto účelům byla vybrána databázová
služba MySQL.
Druhá kapitola popisuje základy počítačové grafiky a uvádí čtenáře do problematiky
zpracování obrazu. Ve třetí a čtvrté kapitole jsou popsány technologie spolu s programo-
vacími jazyky, které byly použity při implementaci webového rozhraní. Návrh systému
s vysvětlením činnosti jednotlivých vrstev je umístěn v páté kapitole tohoto textu. Šestá
kapitola obsahuje popis řešení spolu s ukázkami nejdůležitějších pasáží celé aplikace. V zá-
věrečné kapitole se nachází zhodnocení dosažených výsledků spolu s nastíněním dalšího
možného vývoje a rozšířením aplikace.
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Kapitola 2
Počítačová grafika
Počítačová grafika je obor informatiky, který se zabývá analýzou (interpretací) nebo tvorbou
grafické obrazové informace. Dělí se na 2D a 3D grafiku.
2.1 Počítačová 2D grafika
Podle způsobu uložení obrazové informace rozlišujeme dva základní typy 2D počítačové
grafiky. Prvním typem je grafika rastrová, druhým grafika vektorová. Obě kategorie mají
velké množství formátů, ve kterých jsou ukládány. Z pohledu podpory zobrazení 2D grafiky
v HTML převažují formáty rastrové, ale s nástupem HTML5 se podmínky pro vektorovou
grafiku zlepšují.
2.1.1 Rastrová
Jedná se o reprezentaci diskrétního obrazu v podobě dvourozměrné matice bodů neboli
pixelů, které mají hodnotu podle typu obrazu. Jedná se o velmi jednoduchou, ale nejméně
úspornou metodu popisu diskrétního obrazu.
Způsobů popisu jednotlivých pixelů na obrazovce je několik. Jestliže každý pixel obsa-
huje hodnotu jednoho bitu, jedná se o monochromatický (černobílý) obraz. Bit popisující
pixel ovšem nemusí mít pouze bílou a černou barvu, ale třeba jiné dvě barvy.
Dalším způsobem je indexový mód, který pracuje s barevnou paletou. Hodnota pixelu
neurčuje barvu, ale je to ukazatel do barevné palety neboli tabulky či mapy barev. Tato ba-
revná paleta slouží jako tabulka pro převod indexu pixelu na barvu. Indexový mód využívá
index o velikosti jednoho bytu a z toho plyne, že paleta má tedy maximálně 256 řádků.
Paleta může ale obsahovat i více barev. Existuje například paleta 8 – 8 – 8, která repre-
zentuje barvu ve třech bytech, kde každý byt určuje jeden barevný kanál. Celkové množství
barev je tedy 224 a paleta může být vytvářena při zobrazování obrazu nebo je přímo jeho
součástí. Tento způsob určování barev bývá nazýván pseudo color.
Jiným případem je obraz v odstínech šedi. Jednotlivé pixely jsou reprezentovány odstí-
nem šedi – static gray, nebo odkazem do palety – gray scale.
U reprezentace pixelu třemi barvami, jako je tomu v RGB modelu, můžeme hodnoty
barev přiřazovat přímo všem pixelům (true color). Nebo při použití přístupu direct color
pracovat s RGB hodnotami, které slouží jako odkazy do barevných palet. Pro zobrazení
nesmí tedy scházet ani jedna ze tří barevných palet (pro každý kanál jedna).
Tuto sekci jsem zpracoval podle knihy Moderní počítačová grafika [15].
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2.1.2 Vektorová
Vektorová grafika popisuje zpracovávané a zobrazované informace ve formě skupiny vekto-
rových entit analyticky. Do skupiny vektorových entit patří úsečky, křivky, kružnice, elipsy,
polygony, atd. U tohoto popisu obrazu platí, že se při libovolné změně velikosti (zvětšení de-
tailu) kvalita obrazu nemění a působí stále hladce a spojitě. Což ovšem nefunguje u obrazu
rastrového, kde lze při zvětšeném detailu pozorovat nespojitost
”
zubatost“. U vektorového
popisu obrazu je možné navíc vlastnosti neboli parametry uložených objektů kdykoli měnit.
Jelikož je v dnešní době většina zobrazovacích zařízení rastrová, musíme (nezávisle na
reprezentaci obrazu) pro zobrazení zajistit vhodný rastrový výstup. Tento proces se u vek-
torové grafiky nazývá rasterizace. Ve skutečnosti se jedná o vykreslení vektorových entit do
rastrového obrazu. Opačným procesem k rasterizaci je vektorizace, u které jsou převáděny
objekty v rastrovém obrazu na jejich vektorový popis. Tento proces je na rozdíl od rasteri-
zace netriviální, velmi často nejednoznačný a proto nemůže probíhat automatizovaně.
Ke zpracování byl použit zdroj [9].
2.2 Počítačová 3D grafika
Zobrazování 3D grafiky je spjato se scénami, jež obsahují jednotlivé objekty (s různými
optickými vlastnostmi), zdroje světla a pohled na scénu z pozice pozorovatele (kamera).
Proces zobrazení scén neboli prostorových modelů je v anglické literatuře označován jako
rendering. Jeho úlohou je postupně vyřešit (zpracovat) scénu. S tím souvisí analýza globál-
ního osvětlení scény resp. zdrojů světla scény a jejich dopad na objekty. Dále poté nastavení
kamery včetně řešení částečné nebo úplné viditelnosti. Konečným výstupem je vytvořený
rastrový obraz obsahující správně zobrazenou viditelnost, textury a lokální osvětlovací mo-
dely.
Jednotlivé kroky mohou probíhat v různém pořadí. Určování pořadí zavisí na poža-
dované kvalitě a rychlosti tvorby obrazu. Této problematice se věnují různé optimalizační
postupy, které se snaží redukovat rozsáhlé objemy dat před zpracováním scény při zobrazo-
vání. Vstupem pro zpracování je proud dat, který popisuje geometrii objektů. První úlohou
je provedení pohledové transofrmace, po které jsou z dalšího zpracování vyloučeny části
ležící mimo pohledový objem. Druhou transformací jsou poté data převedeny do souřadni-
cového systému obrazovky.
Pokud je scéna strukturovaná, je k jednotlivým objektům přistupováno systematickým
procházením (traverzací) stromů nebo jiných datových struktur scény. Lokální osvětlení
umožňuje barevné stínování na ploškách, které jsou rasterizovány a po následném nanesení
textur ukládány jako pixely.
Sekci jsem zpracoval podle knihy Moderní počítačová grafika [15].
2.2.1 Zobrazení ve webových prohlížečích
S rozmachem internetu a zvyšováním požadavků na možnosti prohlížení různého webo-
vého obsahu byly vyvinuty technologie, které umožňují vykreslování 3D grafiky přímo ve
webových prohlížečích.
WebGL
Jedná se o platformě nezávislou API, která je dostupná zdarma pro všechny. Je založeno na
OpenGL ES 2.0 a využívá OpenGL shading language. Pro zobrazení ve webovém prohlížeči
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se používá HTML5 canvas element. Dále plně spolupracuje se všemi objektovými modely
dokumentů (Document Object Model – DOM). Jelikož se jedná o DOM API, může být
využito pro jakýkoliv jiný jazyk kompatibilní s DOM modelem (JavaScript, Java, atd.).
WebGL je vyvíjeno společností Khronos Group1.
Stage 3D
Je API umožňující zobrazení 3D obrazu ve webovém prohlížeči za pomocí flash playeru
a Adobe AIR. Nabízí plně hardwarově akcelerovanou architekturu, která je nezávislá na
prohlížeči a operačním systému (funguje i na operačním systému Android). Pracuje na nej-
nižších úrovních GPU a umožňuje významné zvýšení výkonu pro 3D zpracování2. Obsahuje
Starling 2D framework, na kterém například funguje hra Angry Birds.
2.3 Podpora počítačové grafiky ve webovém rozhraní pro
grafické demo
Webové rozhraní je navrhnuto pro programy na zpracování rastrového 2D obrazu ve for-
mátech jp(e)g, gif a png. Jelikož rozhraní slouží pouze jako prostředek pro předání
obrazového souboru do demonstračního programu, je velmi jednoduché podporu jiných
formátů do rozhraní přidat. Výše uvedené podporované formáty byly zvoleny na základě
jejich nejčastějšího používání. Propojení rozhraní s pogramem umožňuje SDK vyvinuté pro
tyto potřeby. SDK je implementováno v jazyku C++, tudíž je nutné programy pro rozhraní
implementovat v jazycích C nebo C++.
1Více informací na http://www.khronos.org/webgl/wiki/Getting_Started
2Více informací na http://www.adobe.com/devnet/flashplayer/stage3d.html
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Kapitola 3
Použité technologie
K implementaci webové aplikace je možné využít různých přístupů a technologií. Kritické
ovšem je, aby zvolené technologie umožňovaly a spňovaly nároky výsledného programu.
Za největší z nároků bych označil právě možnost spouštět demonstrační programy přímo
z rozhraní. Je nutné tedy nalézt technologie, které tento požadavek splňují.
3.1 Remote procedure call (RPC)
Jedná se o speciální programovací techniku používanou u některých souborových systémů.
Aplikace pomocí RPC volají procedury na jiných počítačích. Systém je založen na klient-
server modelu. Volaná procedura je implementována a vykonána na serveru resp. na jiném
počítači než je volající proces (klient). Při porovnání s klasickými BSD schránkami zaměře-
nými na kvalitu síťového provozu klade RPC důraz spíše na jednoduchost komunikace mezi
aplikacemi z pohledu programátora.
RPC navrhla v 80. létech 20. století firma Sun Microsystems. Tento návrh je také znám
jako SUN RPC. Byl použit jako implementační mechanismus pro velké množství aplikací
včetně NFS (Network file system) firmy Sun. Definuje formát zpráv, které jsou posílány
volajícím procesem ke spuštění vzdálené procedury na serveru, formát argumentů a for-
mát výsledku, jež volaná procedura vrací volajícímu procesu. K přenášení zpráv je využit
transportní protokol UDP nebo TCP a poté XDR k serializaci argumentů včetně ostatních
údajů v hlavičce RPC zprávy. Sun RPC využívá pro více argumentů struktury, díky kterým
je program více čitelný, protože má každá struktura definováno v poli names na co bude
argument použit.
Sun RPC povoluje spuštění nejvýše jedné procedury v přiděleném čase na vzdáleném
programu. Proto RPC poskytuje vzájemně výlučný přístup mezi procedury vzdáleného pro-
gramu. Systém zablokuje všechny ostatní vzdálené volání, dokud není aktuální dokončeno.
Ke zpracování této sekce jsem využil článek Remote Procedure Call od autorů Kubilay
Akgul a Metin Inanc [1].
3.2 Parallel processing
Je koncept, jak efektivně zvýšit výpočetní sílu počítače k vykonání programu tím, že je
program rozdělen na více částí, které mohou být spuštěny současně na svém vlastním pro-
cesoru. Provádění programu na více procesorech může výsledný čas k dokončení podstateně
zmenšit (oproti spuštění na jednom procesoru).
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Dříve byly tradiční systémy tzv.
”
parallel computers“ podporující koncept paralelních
procesů pro tyto potřeby speciálně navrhovány. V dnešní době už paralelní zpracování
umožňují i bežné počítače s různými operačními systémy. Linux pro tyto účely používá
SMP (Symmetric multiprocessing), u kterého jsou všechny procesory v počítači rovnocenné.
Zvýšením počtu procesorů, které sdíli stejnou operační paměť a systémovou sběrnici vede
ke zvýšení výpočetní síly počítače. Nejedná se o lineární nárůst výkonu, jelikož je část
spotřebována na řízení režie, tzn. řízení procesorů, jejich vzájemná komunikace a zamykání
datových struktur.
Pokud je procesorů v SMP velké množství, bývá označován jako MMP (Massive paral-
lel processing). Opačnýn systémem k SMP je ASMP neboli Asymmetric multiprocessing,
u kterého nejsou všechny procesory rovnocenné.
Řízení paralelních procesů na operačním systému UNIX je možné pomocí systémových
volání (fork, wait a exit), kde je každá instrukce reprezentována svým UNIX procesem.
Počet procesů se v rámci jedné aplikace může zvyšovat nebo zmenšovat v průbehu jejího
vykonávání.
Ke zpracování této sekce jsem použil zdroje [3][4].
3.3 Inter-process communication (IPC)
Vzájemná komunikace mezi jednotlivými procesy hraje nezbytnou roli u všech systémů
s více souběžně spuštěnými procesy (multiprocessing) a více vlákny (multithreading). K uplat-
nění IPC také dochází u síťových aplikací, kde mezi sebou komunikují procesy pomocí
schránek neboli socketů.
U systému s více vlákny dochází k redukci režie, která je nutná k jejich řízení, jelikož
sdílí základní části programu. K přepínání mezi jednotlivými vlákny tudíž může docházet
častěji a efektivněji. Vícevláknový program spouští několik vláken, kterým je poté umožněn
konkurenční přístup. Proces je rozdělen do mnoha spuštěných vláken a každé z nich je
vykonáváno nezávisle na ostatních.
Při konkurenční komunikaci programů, kdy jeden zapisuje data a druhý je čte, musí
mezi nimi probíhat nějaký druh synchronizace, aby program, který čte, věděl kdy zapi-
sující program dokončil svou činnost a naopak. Některá programovací prostředí obsahují
již své synchronizační mechanismy, například pomocí zasílání zpráv. U prostředí, ve kte-
rých jsou spuštěny programy s paralelně běžícími vlákny, jsou poskytovány intuitivnější
mechanismy. Jelikož vlákna sdílí všechny globální proměnné, je programátorům poskytnut
dostatek možností k synchronizaci.
Synchronizace několika spuštěných procesů je v systémech založených na UNIXu umož-
něna některým z IPC mechanismů (sockety, sdílená paměť, zprávy nebo semafory).
Zde je podrobný popis nejčastěji používaných IPC prostředků v systému Linux:
Signály (signals) Jou jednou z nejstarších IPC metod používaných na UNIXu. Umožňují
signalizovat asynchronní události jednomu nebo i více procesům. Signál může být
vygenerován přerušením z klávesnice nebo při výskytu nějaké chyby. Existují také
signály, které generuje jádro operačního systému (kernel). Jejich kompletní seznam je
k nahlédnutí například při použití příkazu kill -l.
Roury (pipes) Běžně používanou součástí IPC je přesměrování standardních vstupů a
výstupů procesů s použitím rour. Například pokud budeme chtít přesměrovat výstup
z jednoho procesu na vstup druhého nebo přímo do souboru, je použití rour velmi
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užitečným nástrojem. Roura je v linuxu implementována použitím dvou datových
struktur souborů, které obě odkazují na stejný dočasný VFS i-uzel odkazující na
fyzickou stránku paměti.
BSD schránky (BSD sockets) Jedná se o obecné rozhraní, které nepodporuje pouze
síťové použití, ale také mechanismy ke komunikaci procesů. Schránka popisuje jeden
konec komunikační linky. Při komunikaci dvou procesů musí mít každý jednu schránku
popisující zakončení této linky mezi nimi. Linux podporuje různé třídy schránek,
které se rozlišují podle svých adresových rodin (address families). Každá třída má
svou vlastní metodu adresování její komunikace. Při komunikaci procesů pomocí BSD
schránek je vycházeno z client-server modelu.
Sekci jsem zpracoval ze zdrojů [7][12][13].
3.4 Thin client
V 80. a 90. létech 20. století se centralizovaný model sálových počítačů posunul k více
distribuovanému modelu osobních počítačů. Protože se v dnešní době stávají stolní počítače
ve velkých podnicích a akademických organizacích všudypřítomnými, cena jejich pořízení a
údržby se může stát nezvladatelnou položkou. Reakcí na tento problém je zpětný růst více
centralizovaných a na údržbu jednodušších počítačových modelů. Thin client je ztělesněním
tohoto modelu.
Cílem thin clienta je centralizace výpočetních zdrojů se všemi původními výhodami
snadnější údržby a levnějšího vylepšování stávajících služeb, při zachování kvality pro kon-
cového uživatele. Takto centralizovaný systém poté vylučuje nutnost drahého specializova-
ného pracoviště, na kterém by koncový uživatel pracoval.
Výpočetní prostředí thin clienta je zaměřeno především na zobrazení a vstup. Tato
zařízení vyžadují méně údržby a nemusí být natolik výkonná. Organizace poté poskytují
své služby koncovým uživatelům za použití vysoce výkonných serverů přes síťové připojení.
Zdroje serveru mohou být sdíleny mezi mnoha uživateli, což vede k účinnějšímu využití
hardwaru počítačů.
Vzhledem k potenciálu výhod spjatých s náklady thin client počítačů bylo vyvinuto
velké množství platforem. Například Citrix Metaframe, Microsoft Terminal Services nebo
AT&T VNC.
Sekci jsem zpracoval ze zdroje [10].
3.5 Ajax
U Ajaxu je zajímavé, že se nejedná o jedinou technologii, ale rovnou technologií několik.
Všechny dohromady vytváří mocný nástroj, který je u dnešních moderních webových apli-
kací běžnou záležitostí. Ajax zahrnuje:
• Je založen na standardní prezentaci s použitím XHTML/HTML5 a CSS technologií.
• Slouží k dynamickému zobrazení a interakci s objektovým modelem dokumentu (DOM).
• Manipulace a výměna dat prostřednictvím XML a XSLT dokumentů.
• Poskytuje asynchronní přijímání dat pomocí XMLHttpRequest komponenty.
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• Všechno je poté pomocí JavaScriptu spojeno dohromady.
Klasická webová aplikace (bez Ajaxu) pracuje tak, že všechny uživatelské akce v rozhraní
posílají HTTP požadavek na server. Ten poté provede obsluhu požadavku a vrátí výsledek
v podobě HTML stránky uživateli. Tento způsob interakce ovšem nemusí být vhodný pro
všechny webové aplikace, protože uživatel je nucen po každé akci (požadavku) čekat na
odpověď ze strany serveru a přenačítat kompletně webovou stránku.
V případě Ajaxové aplikace je eliminován koncept interakce klasické webové aplikace:
požadavek-čekání-požadavek-čekání. Eliminaci zajišťuje tzv.
”
Ajax engine“, který je vložen
mezi uživatele a server. Na začátku komunikace je prohlížečem místo načtení webové stránky
získán pouze Ajax engine, který je napsaný v JavaScriptu. Ten poté provádí vykreslování
rozhraní webové aplikace a současně komunikuje se serverem podle akcí uživatele. Navíc je
umožněno, aby jednotlivé požadavky byly odesílány asynchronně — nezávisle na komunikaci
se serverem. S tímto přístupem uživatel nemusí po každé akci čekat s prázdnou webovou
stránku na provedení obsluhy ze strany serveru.
Všechny uživatelské akce navíc nemusí vyvolávat HTTP požadavek. Jako příklad bychom
mohli uvést validaci formuláře. Místo vytvoření HTTP požadavku před odesláním stačí
zavolat pomocí JavaScriptu Ajax engine vrstvu. Zde poté dojde ke kontrole koreknosti vy-
plněných dat a uživateli jsou ihned zobrazeny chybné hodnoty. Pokud ovšem data byla
vyplněna správně, Ajax engine odešle asynchronní HTTP požadavek na server a současně
nedochází k zablokování rozhraní uživatele čekáním na odpověď.
Ke zpracování této sekce jsem využil článek Ajax: A New Approach to Web Applications
[6].
10
Kapitola 4
Použité programovací, skriptovací
a značkovací jazyky
Podle nároků a požadavků webového rozhraní byly zvoleny (po prozkoumání různých přístupů
a technologií) pro vytvoření návrhu a implementace tyto jazyky.
4.1 Extensible markup language (XML)
XML je obecný značkovací jazyk, který byl vyvinut a standardizován konsorciem W3C
k ukládání a výměně dat. Jedná se o otevřený formát a jeho specifikace je každému volně
k dispozici. XML vzniklo zjednodušením podoby staršího jazyka SGML (Standard gene-
ralized markup language). Práce s XML je usnadněna tím, že celý formát je založen na
obyčejném textu. Je jednoduché ho serializovat a právě proto jej využívá celá řada apli-
kací k výměně dat. Není ani problém otevřít XML soubor v libovolném textovém editoru
a ručně ho upravit. Největšími soupeři XML jsou JSON (JavaScript object notation) nebo
YAML (YAML ain’t markup language), které nabízí obdobné možnosti, například zmíněnou
serializaci dat.
Odstavec jsem zpracoval ze zdroje [8].
4.1.1 RapidXML
Autorem C++ knihovny RapidXML je Marcin Kalicinski a její první verze vznikla v roce
2006. Cílem je snaha o vytvoření nejrychlejšího XML parseru (analyzátoru) při zachování
použitelnsti, přenositelnosti a dostatečné kompatibility s W3C standardem. Zajímavostí
je, že se její rychlost zpracování blíží funkci strlen při vykonávání nad stejnými daty1.
Knihovna je šířena pod MIT licencí a jejími uživateli jsou například společnost HTC, která
ji využívá v některých svých mobilních telefonech.
4.2 Hypertext markup language (HTML)
Pro vytvoření webového rozhraní je samozřejmě potřeba použít jazyk pro tvorbu webo-
vého obsahu stránek. A tímto značkovacím jazykem je právě hypertextový jazyk HTML.
Podobně jako XML je HTML založeno na starším jazyku SGML (Standard generalized mar-
kup language). Struktura HTML dokumentu se vytváří pomocí speciálních značek
”
tagů“
1Více informací na http://rapidxml.sourceforge.net/manual.html
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vložených přímo do textu. Tyto tagy začínají vždy znakem < a končí >. Jako příklad bych
uvedl uvozující tag <html>, který informuje HTML prohlížeč o tom, že je tento dokument
napsán ve standardním HTML.
Informace jsem čerpal ze zdroje [14].
4.2.1 HTML5
Další generací HTML nahrazující HTML 4.01, XHTML 1.0. a XHTML 1.1 je HTML5,
který poskytuje nové vlastnosti potřebné pro moderní webové aplikace. Například zobra-
zení multimediálního obsahu (audia, videa) bez nutnosti použití flashe. Současně tato verze
standardizuje mnoho vlastností, které vývojáři webů používají po mnoho let. HTML5 je
navrhnuto jako multiplatformní, stejně jako tomu bylo u jeho předchůdců. Jedinou podmín-
kou nutnou pro korektní zobrazení obsahu HTML5 je vlastnit moderní webový prohlížeč,
který tuto verzi podporuje. Nejnovější mobilní webové prohlížeče s touto podporou také
nemívají větší problémy.
Ke zpracování odstavce jsem využil zdroj [11].
4.3 Cascading style sheets (CSS)
Pro popis způsobů zobrazení HTML, XHTML nebo XML dokumentů byl konsorciem W3C
navržen jazyk CSS. Tento jazyk nabízí výrazně větší kontrolu nad prezentací textu. Jeho
smyslem je oddělit od obsahu dokumentů jejich vzhled. Jelikož dříve CSS neexistovalo,
HTML jazyk obsahuje velké množství elementů, které slouží pro nastavení vzhledu. Tento
přístup je ale už dávno označen za nežádoucí a bývá nahrazován právě kaskádovými styly
(CSS). Příkazy mohou být do HTML souborů umístěny na třech různých místech:
• Pomocí HTML atributu style v elementech jako jsou například div nebo span.
• V elementu head uvnitř bloku style.
• A nebo mohou být specifikovány v jednom či více souborech, které jsou vkládány do
HTML dokumentů. Tento způsob zvyšuje čitelnost dokumentů a je jedinou možností
jak zvýšit vyhledávací optimalizaci dokumentů (SEO – search engine optimization).
Odstavec jsem zpracoval ze zdroje [14].
Vydány byly do této doby dvě verze: CSS1 a CSS2. Nyní je připravována verze CSS3,
která (stejně jako HTML5) přichází s novými vlastnostmi pro moderní webové aplikace.
4.3.1 Foundation CSS Framework
Jedná se o CSS framework, který (jako každý jiný) usnadňuje vytváření kaskádových stylů a
definování vzhledu dokumentů. Předností Foundationu je, že přichází již se spoustou svých
stylů, čímž umožňuje vývojáři nadefinovat vzhled svých dokumentů bez nutnosti napsat
jediný kaskádový styl. Foundation2 je vyvíjen pomocí technologie Sass3 (CSS preprocesor)
umožňující psát přehlednější, více organizované a udržovatelnější CSS styly. Tento fra-
mework je navíc (při korektním použití jeho stylů) optimalizován i pro mobilní prohlížeče,
takže se snižuje pravděpodobnost, že by se dokument někdy zobrazil špatně napozicovaný
nebo jinak poškozen.
2Více informací na http://foundation.zurb.com/docs/
3Více informací na http://sass-lang.com/
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4.4 Hypertext Preprocessor (PHP)
PHP je skriptovací jazyk pro vývoj webových aplikací, který je spouštěn na straně serveru.
Jedná se o open source nástroj, tudíž jsou jeho zdrojové soubory volně dostupné a pou-
žitelné. Původně byl projekt nazván Personal home page tools. Jazyk umožňuje vkládání
PHP skriptů přímo do HTML dokumentů, odkud je poté interpretován na straně serveru,
takže u koncového uživatele, který zobrazí zdrojový kód již interpretovaného HTML doku-
mentu, nedojde k zobrazení PHP skriptů. Podobnými produkty jako PHP jsou ASP (Active
server pages) od Microsoftu nebo Java server pages od firmy Sun. PHP také umožňuje při-
pojení a snadnou obsluhu databáze na straně serveru, čímž se stává nutným prostředkem
k fungování řady webových aplikací.
Při zpracování tohoto odstavce jsem čerpal ze zdroje [2].
Ve spoluprací s některým z PHP frameworků (Nette4, Zend5 nebo Symfony6) se PHP
stává velice silným nástrojem. S verzí PHP5 přichází vylepšená podpora objektově orien-
tovaného programování (OOP).
4.5 MySQL
Je open source databázovy systém navržený pro SQL řízení databáze založené na relacích
(RDMBS). Na začátku vývoje čelili vývojáři kritice kvůli nedostatku podpory pro některé
základni SQL prvky, jakými jsou například vnořené dotazy, cizí klíče nebo uložené pro-
cedury. Nakonec ale MySQL získalo širokou uživatelskou základnu díky jejich snadnému
použití, vysokému výkonu a výhodným licenčním podmínkám. Snadné použití umožňuje
právě to, že MySQL lze nainstalovat na Windows od Microsoftu či Linux nebo jiný ope-
rační systém. Vnořené dotazy a cizí klíče jsou součástí od verze 4.1. Oblíbenou a často
používanou kombinací je použití Linuxu, Apache, MySQL a PHP, jež se zkráceně nazývá
”
LAMP“ a slouží jako základní balík softwarových služeb webového serveru.
Odstavec jsem zpracoval ze zdroje [2].
4.5.1 InnoDB
MySQL umožňuje použítí různých formátů pro uložení dat. Nejčastěji používaným byl
donedávno bezpochyby MyISAM. S verzí 4.1 přichází nový formát InnoDB, který umožňuje
vytvářet body obnovy, používat cizí klíče a zajistit, aby se jedné distribuované transakce
mohlo účastnit více tabulek.
Informace byly znovu získány ze zdroje [2].
Formát InnoDB využívá i databázová vrstva Nette Frameworku, která byla použita pro
snadnou obsluhu databáze při implementaci tohoto webového rozhraní.
4.6 JavaScript
JavaScript je multiplatformní interpretovací programovací jazyk s objektově orientovanými
možnostmi. Jeho smyslem je specifikovat chování webových stránek na rozdíl od HTML,
které se stará o obsah a CSS, jež specifikuje formu prezentace. Jméno
”
JavaScript“ může
4Více informací na http://nette.org/
5Více informací na http://framework.zend.com/
6Více informací na http://symfony.com/
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být zavádějící, protože kromě syntaktické podobnosti je tento jazyk velmi rozdílný od pro-
gramovacího jazyku Java. JavaScript je netypovaný jazyk a jeho objekty jsou podobně
jako v jazyku Perl uchovávány v asociativních polích, na rozdíl od struktur jako v jazycích
C/C++ nebo Java. Program je v JavaScriptu spouštěn až po stažení HTML dokumentu, kde
je poté v prohlížeči na straně klienta interpretován. Tímto chováním se naprosto odlišuje
od jazyků PHP či ASP, jejichž činnost se odehrává na straně serveru před předáním HTML
dokumentu klientovi. V dnešní době je možné JavaScript využívat i na straně serveru.
Zajímavým projektem zabývající se touto problematikou je například Node.js7.
Při zpracování odstavce jsem čerpal z [5].
4.6.1 jQuery file upload
Jedná se komponentu napsanou v jazycích PHP a JavaScript s použitím jQuery (JavaScrip-
tová knihovna), který umožňuje snadné nahrávání souborů na server. Vyniká svým uživa-
telským přístupem pro současné nahrávání více souborů najednou nebo funkcí
”
drag and
drop“ usnadňující přidání souborů prostým přetažením do okna prohlížeče. Zdrojové kódy
tohoto pluginu jsou velmi snadno upravitelné a celý projekt je šířen pod licencí MIT8.
Jelikož bylo klíčové, aby webové rozhraní pro grafické démo umožňovalo snadnou de-
monstraci algoritmů na obrazových souborech, stal se výběr a úprava této komponenty pro
výslednou aplikaci jednou z nejzásadnějších věcí při návrhu rozhraní.
4.7 Magick++ API
K vytvoření programů na zpracování obrazu jsem zvolil Magick++ API9, které je imple-
mentováno v jazyku C++. Magick++ je dostupný jako součást zdrojových souborů Image-
Magick10 knihovny na zpracování obrazu (image-processing). ImageMagick je softwarový
balík k vytváření, úpravě, skládání nebo převádění rastrového obrazu. Podporuje přes 100
obrazových formátů a umožňuje provádět takřka jakékoliv operace, jakými například jsou:
otočení, změna velikosti, transformace nebo úprava barev či přidání různých efektů. Ma-
gick++ je objektové orientované API, které podporuje objektový model inspirovaný od Perl-
Magick (API na zpracování obrazu pro Perl). Knihovna ImageMagick včetně všech svých
součástí je šířena pod licencí Apache 2.0.
7Více informací na http://nodejs.org/
8Více o tomto pluginu lze nalézt na http://blueimp.github.io/jQuery-File-Upload/
9Více informací na http://www.imagemagick.org/Magick++/
10Více informací na http://www.imagemagick.org/
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Kapitola 5
Návrh systému
Celý systém je tvořen třemi vrstvami. Jak je vidět na obrázku 5.1, návrh je rozdělen na
vrstvu databázou, dále vrstvu popisující webové rozhraní a vrstvu aplikační, která vykonává
tzv.
”
code behind“ podle potřeb a požadavků uživatele aplikace. V této kapitole se nachází
popis a podrobnosti o jednotlivých vrstvách systému uvažovaných při návrhu aplikace.
Obrázek 5.1: Vrstvy systému
5.1 Databázová vrstva
Tato vrstva je založena na technologii MySQL databáze. Jako formát pro ukládání dat
byl zvolen InnoDB, jelikož Nette Framework, který spolupracuje s abstraktní databázovou
knihovnou Dibi, vyžaduje tento formát pro snadné dotazování se zanořenými transakcemi
usnadňující celý proces získávání a ukládání dat.
Jelikož se webové rozhraní svou složitostí řadí mezi informační systémy, byly při návrhu
struktury datábaze a jednotlivých tabulek stanoveny následující cíle:
• Izolovanost určitých funkcí systému jen pro autentizované uživatele z fakulty FIT
VUT.
• Autentizovaní uživatelé přidávají nebo upravují svoje demonstrační programy.
• Dynamické parametry různých datových typů pro demonstrační programy.
• Závislosti jednotlivých parametrů na hodnotách jiných parametrů.
• Různé požadavky pro spuštění demonstračních programů s možnou závislostí na hod-
notách jednoho parametru.
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Návrh databáze je zobrazen na obrázku 5.2 v podobě ER diagramu.
users
id INT UN NN AI
username VARCHAR(45) NN
password VARCHAR(500) NN
email VARCHAR(45) NN
activator VARCHAR(500) NN
activated TINYINT UN NN
Indexes
demos
id INT UN NN AI
users_id INT UN NN
name VARCHAR(45) NN
type VARCHAR(45) NN
description VARCHAR(1000) NN
command VARCHAR(100) NN
make VARCHAR(45) NN
source_path VARCHAR(500) NN
image VARCHAR(100)
autor VARCHAR(45) NN
email VARCHAR(45) NN
installed TINYINT NN
Indexes
parameters
id INT UN NN AI
demos_id INT UN NN
name VARCHAR(45) NN
type VARCHAR(45) NN
min VARCHAR(45)
max VARCHAR(45)
description VARCHAR(1000) NN
required TINYINT NN
Indexes
parameter_values
id INT UN NN AI
parameters_id INT UN NN
demo_options_id INT UN
value VARCHAR(1000) NN
default TINYINT UN NN
Indexes
demo_options
id INT UN NN AI
demos_id INT UN NN
required INT UN NN
same TINYINT UN NN
overflow TINYINT UN NN
flush TINYINT UN NN
Indexes
depend_parameters
id INT UN NN AI
parameters_id INT UN NN
parameter_values_id INT UN NN
Indexes
Obrázek 5.2: ER diagram databázové vrstvy
5.1.1 Tabulka users
Tato tabulka slouží k ukládání a autentizaci uživatelů při přihlášování přes rozhraní, kdy
dochází ke kontrole shodnosti unikátního uživatelského jména a zahashovaného hesla. Pro
výpočet hashe hesla je dostupná metoda calculateHash ve třídě Authenticator přímo
v Nette Frameworku. Tato metoda využívá PHP funkce crypt, která vytváří jednostranný
hash hesla. Pro ukládání uživatelského jména slouží sloupec username a pro hash hesla
sloupec password.
Jelikož byl stanoven za jeden z cílů přístup uživatelů pouze z fakulty FIT VUT, je tato
izolovanost řešena pomocí aktivace účtu přes e-mail. Akceptovány jsou pouze e-mailové
adresy patřící do domény @stud.fit.vutbr.cz nebo @fit.vutbr.cz. Po založení účtu je
na vyplněnou adresu odeslán e-mail s odkazem pro aktivaci účtu. Při přechodu na odkaz
je aplikací získán parametr activator, který je poté kontrolován s hodnoty ve sloupci
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activator. Pokud je některá z hodnot identická, aplikace aktivuje účet. Aktivace účtu
probíhá změnou hodnoty ve sloupci activated z hodnoty 0 na hodnotu 1. Hodnota ve
sloupci activator je vygenerovaný unikátní hash pomocí PHP funkcí md5 a uniqid.
5.1.2 Tabulka demos
Struktura tabulky je navržena k uchovávání základních informací o daném demonstračním
programu, jakými jsou jeho jméno (name), typ (type), popis (description), autor (autor),
příkaz pro spuštění (command), příkaz pro překlad (make), nebo příznak určující, zda je demo
korektně nainstalováno do rozhraní a má se zobrazovat v nabídce programů (installed,
0 = nezobrazovat, 1 = zobrazovat). V této tabulce je také uložen cizí klíč (users id) do
tabulky users, který identifikuje, kterému uživateli demonstrační program patři a má právo
ho upravit či odstranit. Sloupec source path obsahuje název archivu programu, aby byl
systém schopen zpětně poskytnout vlastníkovi jeho zdrojové soubory, které vložil na server.
Posledním sloupcem je image, který je nepovinným údajem a uchovává název souboru
s logem programu pro zobrazení v rozhraní.
5.1.3 Tabulka parameters
Jednotlivé záznamy této tabulky udržují informace o parametrech jednotlivých programů,
jenž byly nainstalovány do webového rozhraní. Hlavním sloupcem je demos id obsahující
cizí klíč do tabulky demos. Cizí klíč tedy určuje, kterému demonstračnímu programu je
parametr přiřazen a kdy má být zobrazen nebo případně zpracován. Dalšími sloupci jsou
jméno (name), datový typ parametru (type) s řetězci intNum pro celočíselný typ, floatNum
pro čísla s plovoucí desetinnou čárkou, enumeration pro výčtový typ, boolean pro logický
datový typ, a str pro řetězec znaků. Dále tabulka obsahuje sloupce min a max pro spe-
cifikaci minimální a maximální možné hodnoty pro číselné datové typy a řetězce. Sloupec
description slouží pro popis parametru, aby bylo zřejmé co parametr dělá a ovlivňuje.
Posledním sloupcem je required, který specifikuje zda je parametr povinný (0 = ne, 1 =
ano).
5.1.4 Tabulka parameter values
Parametry typu integer (intNum), float (floatNum) a enum (enumeration) vyžadují ale-
spoň jednu výchozí hodnotu, která je rozhraním pro uživatele po vybrání programu au-
tomaticky navolena. Neznamená to ovšem, že by ostatní parametry nemohly mít také své
výchozí hodnoty. K ukládání výchozích i jiných hodnot slouží právě tato tabulka.
Jednotlivým parametrům je možné specifikovat, na kterých hodnotách jiných parame-
trů jsou závislé. Parametry mohou být závislé pouze na hodnotách parametrů typu boolean
a enumeration. Omezení je definováno z hlediska závislosti pouze na přepínacích parame-
trech. Není žádoucí, aby byl při změně některého číselného parametru náhle vyžadován
další parametr. Tuto funkcionalitu lze mnohem lépe a přehledněji specifikovat pomocí lo-
gického nebo výčtového typu. Některé parametry je tedy možné zobrazit pouze pokud jsou
vyžadovány jiným parametrem resp. jeho hodnotou. Uplatnění se nabízí například pro vý-
čtový parametr, který by umožňoval přepínat mezi módy programu a tím zobrazovat vždy
jen parametry závislé na určité hodnotě výčtového parametru. Uživatel tedy v konečném
důsledku není obtěžován nedůležitými parametry, které nejsou pro určitý mód programu
potřebné.
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Další funkcionalitou, kterou takto uložené hodnoty parametrů nabízejí je definování růz-
ných předvoleb pro program, jemuž patří. K tomuto účelu slouží sloupec demo options id
obsahující cizí klíč do tabulky demo options. Při zvolení hodnoty určitého parametru je
tedy přepnuta předvolba pro program. Předvolby specifikují například kolik souborů je
nutné pro spuštění programu nebo zda musí mít stejné rozměry. Více o předvolbách lze na-
lézt v sekci 5.1.6. Aby ovšem přepínání předvoleb fungovalo korektně, je nutné vybudovat
omezení, které povolí definovat závislosti předvoleb pouze pro jeden parametr, jelikož by
při zvolení více hodnot, na nichž závisí různé předvolby nebylo jasné, která předvolba se
má použít.
Hodnoty záznamů v této tabulce jsou vkládány do sloupce value. Dále tabulka obsahuje
sloupec parameters id indikující, kterému parametru je hodnota přiřazena. Posledním
sloupcem je default definující, zda se jedná o výchozí hodnotu, jenž má být nastavena při
zvolení programu. Hodnota tohoto sloupce nabýva pouze čísel 1 (výchozí) a 0 (nevýchozí).
5.1.5 Tabulka depend parameters
Ke správné a jednoduché implementaci závislostí parametrů či předvoleb popsaných v sekci
5.1.4 je nutné rozložit cizí klíče do tabulky s vazbou M:N. Touto tabulkou je právě
depend parameters a slouží k uchovávání jednotlivých cizích klíčů s vazbami do tabulek
parameters a parameter values.
5.1.6 Tabulka demo options
Předvoleb pro demonstrační programy může být díky této tabulce celé množství. Každá
předvolba vyžaduje specifikovat její vlastnosti, které jsou poté do záznamu uloženy. První
vlastností je sloupec required, kterým je definován minimální nutný počet zvolených sou-
borů pro spuštění programu. Jeho hodnota je omezena intervalem:
< 1, max MySQL unsigned integer >
Další sloupce slouží k uchování různých příznaků. Jejich hodnota je vždy 1 (příznak
nastaven) nebo 0 (příznak nenastaven). Sloupec same udává, zda soubory předávané pro-
gramu musí mít shodné rozměry, tedy stejný počet obrazových bodů na výšku a šířku.
Dalším sloupcem je overflow definující možnost přesáhnutí hodnoty ve sloupci required.
Pokud je příznak nastaven, může uživatel zvolit více souborů než je specifikováno. Počet
souborů ovšem nesmí být menší než hodnota v required při jakémkoliv stavu příznaku.
Pokud příznak nastaven není, je uživatel povinen zvolit shodný počet souborů s hodno-
tou v required. Posledním příznakovým sloupcem je flush, který definuje, jak se bude
chovat rozhraní při nastaveném příznaku overflow. Jestliže je flush nastaven, spouští se
demonstrační program se všemi soubory najednou, v opačném připadě je program spouštěn
postupně vždy s required počtem souborů. Při nenastavén příznaku flush je nutné, aby
webové rozhraní kontrolovalo počet zvolených souborů, jelikož by mohla nastat situace, kdy
rozhraní postupně spouští zvolený program vždy s minimálním počtem souborů do chvíle,
kdy zbývající počet souborů je menší než minimální. Tato situace samozřejmě může nastat
pouze v případě hodnoty ve sloupci required větší než jedna.
5.2 Rozhraní aplikace
Vrstva obsahující webové rozhraní je nejdůležitější, protože spojuje uživatele s datovou a
aplikační vrstvou. Figuruje v ní Nette Framework, který generuje jednotlivé webové stránky,
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reaguje na akce uživatele a řídí celý informační systém. Vytváří XML soubory s informa-
cemi nezbytnými pro aplikační vrstvu a současně spouští externí programy, které jsou v ní
umístěny. V následující části bude představen návrh a obsah jednotlivých webových stránek
s popisem jejich funkcionality.
5.2.1 Domovská stránka
Tato část webového rozhraní aplikace by měla uživatele po jeho příchodu ihned zaujmout
zajímavými informacemi o jednotlivých programech a dát mu představu o tom, co tato
aplikace umí. Stránka obsahuje přehled všech nainstalovaných programů, které jsou uži-
vateli dostupné. U jednotlivých programů se dále nachází jejich podrobný popis včetně
parametrů a ukázek, které vhodně demonstrují použití. Po přihlášení zde uživatel nalezne
i HTML iframe elementy s nastavenými vlastnostmi pro vkládání jednotlivých ukázek do
svých webových stránek. Spouštění programů je navíc umožněno i přímo z těchto vnořených
elementů v cizích webových stránkách s optimalizovanou podobou vhodnou pro zmenšený
prostor iframe bloku.
5.2.2 Spuštení programů
Jedná se o několika krokový formulář, který umožňuje snadné nahrávání obrazových sou-
borů (jp(e)g, gif, png) na server a poté jejich zpracování některým z nainstalovaných
programů. Přechod mezi jednotlivými stavy formuláře je řízen ajaxovým odesíláním, jenž
poskytuje Nette Framework. Díky tomu celý formulář působí intuitivněji a při návratu
k předešlým krokům není potřeba znovu nastavovat již vyplněné parametry. Následuje po-
pis jednotlivých kroků formuláře:
Nahrávání souborů Je umožněno uživatelsky přátelským pluginem jQuery file upload
popsaným v 4.6.1. Každý uživatel má po přístupu na tuto stránku přidělen unikátní
identifikátor svého sezení, s kterým webové rozhraní pracuje. Tento přístup izoluje
adresáře jednotlivých uživatelů, takže nemůže dojít k manipulaci se soubory jiných
uživatelů.
Volba programu V druhém kroku formuláře je uživatel vyzván k výběru programu a
definování jeho nastavení (parametrů). Po nakonfigurování programu vybere obrazové
soubory, které nahrál na server v prvním kroku. Poté co je vše správně nastaveno,
je uživateli umožněno program spustit. Jelikož je dynamický systém parametrů příliš
složitý, probíha invalidace zvolených hodnot na straně serveru (PHP). Formulář je
ovšem zasílán na server pomocí ajaxu, díky čemuž uživatel nepřichází o nadefinované
hodnoty a stačí mu chyby v parametrech pouze opravit. Zobrazování parametrů a
předvoleb (včetně závislostí) vybraného programu je řízeno pomocí JavaScriptu.
Zobrazení výstupu Poté, co je formulář korektně odeslán, zpracuje rozhraní volby uži-
vatele a spustí program z aplikační vrstvy. Uživatel má celou dobu běhu programu
informace o stavu běhu díky ajaxově odesílaným požadavkům (pooling) na textové
soubory result.txt a log.txt obsahující standardní výstupy (stdout, stderr) z pro-
gramu. Po ukončení činnosti programu jsou ajaxové požadavky ukončeny se součas-
ným vygenerováním souborů uživateli, které obsahuje adresář určený pro výsledky
aktuálního spuštění.
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5.2.3 Stránka instalace a použití
V této sekci je uživateli umožněn náhled na architekturu celého projektu včetně některých
zdrojových souborů demonstračních programů spolu s SDK pro jejich propojení s webo-
vým rozhraním. Dále se zde vyskytuje přihlašovací a registrační formulář. Po přihlášení je
zobrazen i formulář na změnu hesla uživatelského účtu. Jestliže je uživatel přihlášen, může
přejít do speciálního rozhraní (správce programů) určeného pro instalaci a administraci
svých programů. Správce programů slouží pro přidávání, úpravu, mazaní nebo nastavení
instalačního příznaku, který určuje, jestli se má program zobrazit v nabídce programů pro
spuštění nebo v přehledu na domovské stránce.
Instalace obsahuje 5 kroků (některé z nich jsou nepovinné) a slouží k napojení programu
do rozhraní. Každý z kroků plní databázi nezbytnými informacemi pro běh programu. Jejich
popis je v následujícím seznamu:
Základní informace První formulář slouží k vytvoření záznamu v databázové tabulce
demos. Jedná se o povinný formulář s jedinnou nepovinnou položkou, a to výběrem
úvodního obrázku (banner) pro program. Uživatel zde na server nahrává archiv se
zdrojovými soubory, který je po odeslání formuláře rozbalen a přeložen v nově vy-
tvořeném adresáři pro tento program. Celý průběh překladu může uživatel opět sle-
dovat pomocí ajaxovým dotazů, podobně jako při spouštění programu. Navíc je po
překladu spuštěn program ls -R, který zobrazí obsah adresáře dema, takže si uživatel
může zpětně zkontrolovat, že jsou na serveru opravdu všechny soubory potřebné pro
spuštění programu.
Přidání parametrů Vyplnění tohoto formuláře je nepovinnou části instalace. Provádí se
zde plnění databázových tabulek parameters a parameter values. Rozhraní umožňuje
přidávání parametrů různých datových typů. Jejich specifikace je uvedena u popisu
databázové vrstvy 5.1.3.
Závislosti parametrů Dalším nepovinným krokem je přidávání závislostí jednotlivých
parametrů. Ke korektnímu provázání parametrů je nutné v předešlém kroku přiřadit
všem parametrům patřičné hodnoty, aby bylo možné přiřazovat požadované závislosti.
Podrobný popis možných závislostí je popsaný v 5.1.4.
Předvolby programu Instalace alespoň jedné předvolby je povinnou součástí při přidá-
vání programu do rozhraní. Tento formulář řídí vkládání záznamů do databázové
tabulky demo options. Rozhraní umožňuje přiřazení závislostí různých předvoleb na
hodnoty jednoho logického nebo výčtového parametru. Podmínkou ovšem je, aby byla
zvolena alespoň jedna výchozí předvolba nezávislá na žádném parametru. Tato pod-
mínka je zavedena z důvodu zanořené závislosti parametrů, u které by mohlo dojít
na situaci, kdy by byl řídící parametr dočasně odstraněn v důsledku závislosti, což
by vedlo k nespecifikovanému chování invalidace při spouštění programu. Definice
jednotlivých možností předvoleb se rovněž nachází u popisu databázové vrstvy 5.1.6.
Ukázky a výchozí soubory Posledním a současně nepovinným krokem je možnost při-
dání obrazových souborů pro demonstraci výstupu programu nebo nahrání výchozích
obrazových souborů, u kterých je zajištěn korektní výstup programu. Tyto výchozí
soubory jsou uživateli při přechodu z domovské stránky programu automaticky na-
kopírovány do jeho soukromého adresáře a současně je uživatel přesunut na druhý
20
krok spouštěcího formuláře s předvoleným programem a přichystanými soubory pro
spuštění.
Ukázkové soubory, přidány v tomto kroku, se uživateli zobrazí po přechodu z domov-
ské stránky na detailní popis programu.
5.2.4 O projektu
Na této stránce lze naleznout základní informace o tom jak projekt vznikl, dále údaje
a kontakt na autory, na jakých zařízeních je podporován, co je vyžadováno pro korektní
fungování a potom také technologie, které byly použity k implementaci.
5.3 Aplikační vrstva
Jedná se o tzv.
”
code behind“, který se stará o to, aby se po akci uživatele provedla příslušná
obsluha. Pro spouštění programů v aplikační vrstvě je využívána PHP funkce exec, která
je volána rozhraním. Tato funkce vytváří nový proces pomocí systémového volání fork a
tím umožňuje paralelní běh externích programů na straně serveru.
5.3.1 Adresářová struktura
Celý projekt je tvořen řadou adresářů, jak je vidět na obrázku 5.3. Adresáře Nette Fra-
meworku umístěné v kořenovém adresáři projektu nebo kaskádové styly či JavaScriptové
soubory, které obsahuje adresář www, nejsou na obrázku vyznačeny, jelikož jsou pro pocho-
pení aplikační vrstvy méně podstatné a struktura by se při znázornění všech adresářů stala
příliš složitou.
Veškeré demonstrační programy a jiné C/C++ soubory se vyskytují v adresáři webserver.
Adresář WI-SDK (web-interface SDK) obsahuje SDK vytvořené k propojení demonstračních
programů s rozhraním. Dále je zde umístěno i SDK pro program deamon, který byl vyvinut
pro řízení běhu ostatních programů na serveru.
Jediným přístupným adresářem z webového prohlížeče je adresář www. Takto jsou chrá-
něny veškeré soubory, které zajišťují běh celého systému. Adresář session id má ve sku-
tečnosti název unikátního hashe vygenerovaného PHP funkcí session id v rozhraní při pří-
chodu uživatele na spouštěcí stránku aplikace. V tomto adresáři se nacházejí veškeré soubory
nahrané uživatelem (uploads) a potom také soubory nutné pro spuštění programů umístěné
v adresáři launch id spolu s výsledky programu (results). Název adresáře launch id je
ve skutečnosti pouze unikátní číslo v rámci adresáře launches patřící do soukromého ad-
resáře jednoho uživatele. Číslo je přidělováno rozhraním, které postupně iteruje svůj čítač
začínající na hodnotě 0. V případě nalezení neexistujícího adresáře je adresář s aktuální
hodnoutou čítače ihned vytvořen a použit pro spuštění programu.
5.3.2 Program deamon
Jak už bylo u popisu adresářové struktury zmíněno, program deamon, umístěný v adresáři
deamon, je stavebním kamenem aplikační vrstvy. Stará se o řízení běhu všech požadavků
na serveru vyslaných z rozhraní. Informace o programu, který se má spouštět, jsou společně
s hodnotami jeho parametrů rozhraním uloženy do XML souboru deamon.xml umístěném
při každém spuštění programu v adresáři launch id nebo webserver/demos/demo id při
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Obrázek 5.3: Adresářová hierarchie projektu
instalaci. Rozhraní poté spouští program deamon s parametrem
--xml=/absolutní/cesta/k/deamon.xml a současně parametrem -i při instalaci.
První, co musí při spuštění program deamon udělat, je deserializace XML souboru,
který obdržel. K tomuto účelu využíva SDK k webovému rozhraní. Poté se rozhoduje,
zda bude instalovat nebo spouštět demonstrační program. Před spouštěním demonstrač-
ního programu je nutné, aby deamon vytvořil XML soubor demo.xml, ve kterém budou
potřebné informace s cestami k adresářům a hodnoty parametrů předané rozhraním. Ná-
sleduje volání funkce fork, která vytvoří paralelní proces (potomka deamona). V tomto
procesu je dále volána funkce execv s programem, který má být na serveru spuštěn, a para-
metrem --xml=/absolutní/cesta/k/demo.xml při spouštění demonstračního programu.
Jestliže je deamon spuštěn v režimu instalace nového programu, místo execv bude volána
funkce system s parametrem:
cd /absolutní/cesta/k/demos/demo_id & překlad (make) & ls -R. Adresář demos id
již ve chvíli překladu obsahuje zdrojové soubory programu, které rozhraní rozbalilo ze zdro-
jového archivu. Program deamon poté spouští 20 sekund trvající odpočet, během kterého
musí proces potomka svou činnost dokončit. V opačném případě bude ukončen ze strany
deamona signálem SIGKILL. Omezení je zavedeno z důvodu možné chyby v programech
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Obrázek 5.4: Aplikační vrstva – spuštění programu
nainstalovaných na server. Tento přístup zabraňuje zacyklení jakéhokoliv procesu, který je
z rozhraní spouštěn. Uživatel se navíc ihned dozví, že došlo k tomuto typu chyby a může
upozornit autora programu, který svůj program opraví a přeinstaluje. Odpočet je definován
v souboru deamon.cpp konstantou TIMEOUT, jenž je možné upravit podle potřeby.
Na obrázcích 5.4 a 5.5 je znázorněn průběh a vazby jednotlivých programů se soubory
při spuštění nebo instalaci programů na serveru.
5.3.3 XML soubory
Aplikační vrstva získává potřebné informace z rozhraní pomocí XML souborů. Dále je také
využívá k předávání údajů mezi sebou. Na obrázku 5.8 je k náhlednutí objektová hierarchie
XML souboru vytvořeného rozhraním pro program deamon při spuštění demonstračního
programu. Element <command> obsahuje absolutní cestu na serveru k programu, který má
deamon spouštět. V tomto elementu se také nachází atribut required, který udává mini-
mální počet souborů pro spuštění a atribut flush indikující příznak spuštění demonstrač-
ního programu se všemi obrazovými soubory najednou. Element <launch> ve svém atributu
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Obrázek 5.5: Aplikační vrstva – instalace programu
dir obsahuje absolutní cestu k adresáři launch id, se kterým má deamon a demonstrační
program pracovat. Následující element <outputs> určuje se svým jediným atributem dir
absolutní cestu k adresáři results určeným k ukládání vysledků programu. Také element
<inputs> obsahuje atribut dir, pomocí něhož udává absolutní cestu na serveru k adresáři
se vstupními soubory. Potom v sobě tento element nese elementy <file>, ve kterých se
vyskytují názvy souborů. Elemnt <file> má jediný atribut type, indikující typ souboru.
Posledním elementem je <args>, který nese informace o hodnotách zvolených parametrů
v rozhraní. Obsahuje pouze elementy <arg> s atributem type pro uložení datového typu
parametru, potom také atributem name s jeho jménem a atributem value s hodnotou pa-
rametru.
Pokud deamon pracuje v instalačním módu, očekává od rozhraní jednodušší XML sou-
bor. Pouze se základními informace o tom, kde jsou umístěny zdrojové soubory a s jakým
příkazem se mají na serveru přeložit. Tyto údaje v sobě nese element <command>. Dalším
elementem je <launch>, který obsahuje pouze atribut dir s absolutní cestou k uložení vý-
sledku a výpisu průběhu překladu. Objektová hierarchie tohoto souboru je zobrazena na
obrázku 5.7.
A na konec je k nahlédnutí i objektová reprezentace XML souboru demo.xml umístěna
na obrázku 5.6.
5.4 Propojení vrstev
Provázání jednotlivých vrstev řídí rozhraní za pomoci Nette Frameworku, jenž v prvé řadě
umožňuje obsluhu databázové vrstvy. Rozhraní dále využíva PHP skriptů k vytváření XML
souborů pro program deamon, který současně spouští. Webové rozhraní by se tedy dalo
označit jako hlavní
”
lepidlo“ navržené k řízení celé aplikaci. Jeho úkolem je také vytváření
adresářové hierarchie pro zachování izolovanosti uživatelů a jejich adresářů. Slouží mimo
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jiné i k autentizaci uživatelů, kterým poté zpřístupňuje svůj informační systém.
Obrázek 5.6: Objektová hierarchie XML souboru demo.xml pro demonstrační program při
jeho spuštění
Obrázek 5.7: Objektová hierarchie XML souboru deamon.xml pro program deamon při
instalaci programu
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Obrázek 5.8: Objektová hierarchie XML souboru deamon.xml pro program deamon při
spouštění programu
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Kapitola 6
Popis řešení
Vzhledem k nutnosti použití velkého počtu různých programovacích jazyků a knihoven byla
implementace systému velice komplikovaná. V této kapitole budou popsány způsoby řešení
nejdůležitjších a nejzajímavějších částí aplikace.
6.1 SDK pro demonstrační programy
Je C++ třída s názvem WIArgs, definovaná v souboru WI-SDK/WIArgs.hpp, umožňující
propojení programu s webovým rozhraním. Jejím hlavním smyslem je zpracování souboru
demo.xml, předaného programem deamon, a následná inicializace privátních proměnných,
které obsahuje. Zde 6.1 je seznam všech privátních proměnných této třídy.
1 /∗ c e s t a k vystupnimu a d r e s a r i ∗/
2 std : : s t r i n g outputDir ;
3
4 /∗ c e s t a k vstupnimu a d r e s a r i ∗/
5 std : : s t r i n g inputDir ;
6
7 /∗ nazvy v s t u p n i c h souboru ∗/
8 std : : vector<std : : s t r i ng> f i l eNames ;
9
10 /∗ c e s t y ke vstupnim souborum ,
11 ∗ f i l e p a t h s [ x ] v z n ik a konkatenac i inputDir [ x]+”/”+ fi leNames [ x ]
12 ∗/
13 std : : vector<std : : s t r i ng> f i l e P a t h s ;
14
15 /∗ vsechny parametry z roz hra n i ∗/
16 std : : vector<TArg> args ;
Listing 6.1: Privátní proměnné třídy WIArgs
Ve struktuře TArg 6.2 jsou definovány jednotlivé datové typy pro uchování parametrů při-
cházejícíh z rozhraní. Pro určení typu parametru je specifikován výčtový typ ArgType.
1 /∗∗ Typy parametru . ∗/
2 typedef enum {
3 intNum ,
4 floatNum ,
5 s t r ,
6 boolean ,
7 enumeration
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8 } ArgType ;
9
10 /∗∗ S t r u k t u r a pro parametry , k t e r e j so u rozhranim podporovany . ∗/
11 struct TArg {
12 std : : s t r i n g name ;
13 ArgType type ;
14
15 union {
16 int in tVal ;
17 f loat f l o a t V a l ;
18 bool boolVal ;
19 int enumVal ;
20 } ;
21 std : : s t r i n g s t rVa l ;
22 } ;
Listing 6.2: Struktura TArg třídy WIArgs
Třída dále obsahuje volně přístupné (public) metody, které slouží k inicializaci a zís-
kávání hodnot privátních proměnných. Inicializaci třídy je potřebné provést jako první věc
po vytvoření její instance. K tomuto účelu slouží metoda InitializeFromArgv, která volá
metodu Initialize, v jejímž těle poté probíhá samotné zpracování XML souboru (za po-
moci knihovny RapidXML) a inicializace privátních proměnných. Pokud tato metoda vrátí
logickou hodnotu true, inicializace proběhla v pořádku a s třídou je možné dále pracovat.
Nyní následuje seznam 6.3 všech metod této třídy.
1 /∗∗ Z i s k a n i XML souboru z argv .
2 ∗ @param argc Pocet parametru .
3 ∗ @param argv Pole parametru .
4 ∗ @return t r u e = uspech , j i n a k f a l s e .
5 ∗/
6 bool In i t i a l i z eFromArgv ( int argc , char ∗∗ argv ) ;
7
8 /∗∗ Zpracovani XML souboru .
9 ∗ @param pathToXml Souborova c e s t a k xml souboru .
10 ∗ @return t r u e = uspech , j i n a k f a l s e .
11 ∗/
12 bool I n i t i a l i z e (char ∗pathToXml ) ;
13
14 /∗∗ Z i s k a n i c e s t y k a d r e s a r i s v y s l e d k y ( pro kazde s p u s t e n i se meni ) .
15 ∗ @return Cesta k a d r e s a r i .
16 ∗/
17 std : : s t r i n g GetOutputDir ( ) ;
18
19 /∗∗ Z i s k a n i c e s t y k a d r e s a r i se vs tupnimi soubory .
20 ∗ @return Cesta k a d r e s a r i .
21 ∗/
22 std : : s t r i n g GetInputDir ( ) ;
23
24 /∗∗ Z i s k a n i nazvu vsech souboru z adresare se v s t . soubory .
25 ∗ @return Vektor nazvu vsech souboru ve v s t . a d r e s a r i .
26 ∗/
27 std : : vector<std : : s t r i ng> GetFileNames ( ) ;
28
29 /∗∗ Z i s k a n i c e s t k souborum ve v s t . a d r e s a r i .
28
30 ∗ @return Vektor c e s t vce tne nazvu k souborum ve v s t . a d r e s a r i .
31 ∗/
32 std : : vector<std : : s t r i ng> GetFi lePaths ( ) ;
33
34 /∗∗ Z i s k a n i vsech parametru z r ozh ran i .
35 ∗ @return Vektor vsech parametru z r ozhr an i .
36 ∗/
37 std : : vector<TArg> GetArgs ( ) ;
38
39 /∗∗ Z i s k a n i u r c i t e h o parametru z roz hra n i .
40 ∗ @return Ukazal na TArg = nalezen , NULL = nenalezen .
41 ∗/
42 TArg∗ GetArg ( std : : s t r i n g name , ArgType type ) ;
Listing 6.3: SDK metody třídy WIArgs
6.2 SDK pro program deamon
WIDeamon, v souboru WI-SDK/WIDeamon.hpp, je další C++ třídou umožňující propojení
programu deamon s webovým rozhraním. Program poté dokáže ze získaných informací řídit
běh příslušné obsluhy, jenž je rozhraním vyžadována. Následuje seznam 6.4 všech privátních
proměnných této třídy.
1 /∗ mod deamona ∗/
2 Mode mode ; // pro s p u s t e n i a i n s t a l a c i
3 /∗ s p o u s t e c i p r i k a z pro proces potomka ∗/
4 std : : s t r i n g command ; // pro s p u s t e n i a i n s t a l a c i
5 /∗ c e s t a k a d r e s a r i vy tvoreneho pro s p u s t e n i ∗/
6 std : : s t r i n g launchDir ; // pro s p u s t e n i a i n s t a l a c i
7 /∗ min . poce t souboru pro s p u s t e n i ∗/
8 int f i l e sToLaunch ; // pouze pro s p u s t e n i
9 /∗ s p u s t e n i programu se vsemi soubory najednou , 1 = ano , j i n a k 0 ∗/
10 int f l u s h F i l e s ; // pouze pro s p u s t e n i
11 /∗ c e s t a k a d r e s a r i na v y s l e d k y ∗/
12 std : : s t r i n g outputDir ; // pouze pro s p u s t e n i
13 /∗ c e s t a k a d r e s a r i se v s t . soubory ∗/
14 std : : s t r i n g inputDir ; // pouze pro s p u s t e n i
15 /∗ nazvy souboru ve v s t . a d r e s a r i ∗/
16 std : : vector<std : : s t r i ng> f i l eNames ; // pouze pro s p u s t e n i
17 /∗ vsechny parametry z roz hra n i k demonstracnimu programu ∗/
18 std : : vector<TArgInStr> args ; // pouze pro s p u s t e n i
Listing 6.4: Privátní proměnné SDK třídy WIDeamon
K určení módu deamona slouží pouze jednoduchý výčtový typ Mode 6.5.
1 /∗∗ Mod, ve kterem j e deamon spus ten . ∗/
2 typedef enum {
3 launch = 0 , // s p o u s t i
4 i n s t a l l // i n s t a l u j e
5 } Mode ;
Listing 6.5: Výčtový typ Mode pro program deamon
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Struktura TArgInStr 6.6 uchovává parametr v řetězcích, tak jak byly předány rozhra-
ním. Uložení jednotlivých parametrů je klíčové při postupném spouštěni demonstračních
programů a generování XML souborů demo.xml.
1 /∗∗ S t r u k t u r a k uchovani parametru v deamonovi . ∗/
2 struct TArgInStr {
3 std : : s t r i n g name ;
4 std : : s t r i n g type ;
5 std : : s t r i n g value ;
6 } ;
Listing 6.6: SDK struktura TArgInStr
Třída opět obsahuje metodu InitializeFromArgv, která automaticky vyhledává para-
metr s cestou k xml souboru deamon.xml a parametr -i indikující instalaci. Z této metody
je poté volána (v závislosti na módu) buď metoda LaunchInitialize při spouštění pro-
gramu nebo InstallInitialize v případě instalace. Obě tyto metody deserializují XML
souboru deamon.xml ve spolupráci s knihvnou RapidXML. Zde 6.7 je seznam všech metod
této třídy implementující požadovanou funkčnost.
1 /∗∗ Z i s k a n i XML souboru a modu primo z argv .
2 ∗ @param argc Pocet parametru .
3 ∗ @param argv Pole parametru .
4 ∗ @return t r u e = uspech , j i n a k f a l s e .
5 ∗/
6 bool In i t i a l i z eFromArgv ( int argc , char ∗∗ argv ) ;
7
8 /∗∗ Zpracovani s p u s t e c i h o XML souboru .
9 ∗ @param pathToXml Souborova c e s t a k xml souboru .
10 ∗ @return t r u e = uspech , j i n a k f a l s e .
11 ∗/
12 bool L a u n c h I n i t i a l i z e ( char ∗pathToXml ) ;
13
14 /∗∗ Zpracovani i n s t a l a c n i h o XML souboru .
15 ∗ @param pathToXml Souborova c e s t a k xml souboru .
16 ∗ @return t r u e = uspech , j i n a k f a l s e .
17 ∗/
18 bool I n s t a l l I n i t i a l i z e (char ∗pathToXml ) ;
19
20 /∗∗ Z i s k a n i modu deamona .
21 ∗ @return Mod demona − i n s t a l l / launch .
22 ∗/
23 Mode GetMode ( ) ;
24
25 /∗∗ Z i s k a n i s p o u s t e c i h o p r i k a z u .
26 ∗ @return Prikaz pro spusteneho potomka .
27 ∗/
28 std : : s t r i n g GetCommand( ) ;
29
30 /∗∗ Z i s k a n i c e s t y adresare vytvoreneho rozhranim pro s p u s t e n i .
31 ∗ @return Cesta k a d r e s a r i vy tvoreneho pro s p u s t e n i .
32 ∗/
33 std : : s t r i n g GetLaunchDir ( ) ;
34
35 /∗∗ Z i s k a n i poctu souboru ke s p u s t e n i .
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36 ∗ @return Pocet souboru ke s p u s t e n i .
37 ∗/
38 int GetFilesToLaunch ( ) ;
39
40 /∗∗ Z i s k a n i pr i znaku f l u s h ( vsechny soubory najednou ) .
41 ∗ @return Priznak f l u s h , 1 = nastaven , 0 = nenastaven .
42 ∗/
43 int GetFlushFlag ( ) ;
44
45 /∗∗ Z i s k a n i c e s t y k a d r e s a r i s v y s l e d k y ( pro kazde s p u s t e n i se meni ) .
46 ∗ @return Cesta k a d r e s a r i nachystaneho rozhranim na v y s l e d k y .
47 ∗/
48 std : : s t r i n g GetOutputDir ( ) ;
49
50 /∗∗ Z i s k a n i c e s t y k a d r e s a r i se vs tupnimi soubory .
51 ∗ @return Cesta k a d r e s a r i se v s t . soubory .
52 ∗/
53 std : : s t r i n g GetInputDir ( ) ;
54
55 /∗∗ Z i s k a n i nazvu souboru z adresare se v s t . soubory .
56 ∗ @return Vektor vsech nazvu souboru ve v s t . a d r e s a r i .
57 ∗/
58 std : : vector<std : : s t r i ng> GetFileNames ( ) ;
59
60 /∗∗ Z i s k a n i vsech parametru z r ozh ran i .
61 ∗ @return Vektor vsech parametru z r ozhr an i .
62 ∗/
63 std : : vector<TArgInStr> GetArgs ( ) ;
64
65 /∗∗ Vytvar i XML soubor pro demo .
66 ∗ @param f i l e s I n d e x Aktua ln i index do vek tor u f i leNames zprac .
souboru .
67 ∗ @param pathToXml Cesta k xml souboru , k t e r y se ma n a p l n i t .
68 ∗ @return Index zpracovaneho souboru do v ek t oru f i leNames .
69 ∗/
70 int CreateXmlForDemo ( int f i l e s I n d e x , std : : s t r i n g pathToXml ) ;
Listing 6.7: SDK metody třídy WIDeamon
6.3 Třída ServerProcess
Slouží pro spuštění paralelního procesu na serveru. Třída je implementována v jazyku PHP
a její kompatibilita je omezena na operační systém Linux. Umožňuje spouštění programu
deamon z rozhraní a tím provázat rozhraní s aplikační vrstvou. Její nejdůležitější metodou
je runCom, která provádí samotné spuštění příkazu. Následuje ukázka 6.8 dvou hlavních
metod (konstruktoru a runCom metody).
1 p r i v a t e $pid ;
2 p r i v a t e $command ;
3
4 /∗∗
5 ∗ Konstruktor t r i d y .
6 ∗ @param type $ c l Prikaz , k t e r y se ma s p u s t i t .
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7 ∗/
8 pub l i c func t i on c o n s t r u c t ( $ c l = fa l se ) {
9 i f ( $ c l != fa l se ) {
10 $th i s−>command = $ c l ;
11 $th i s−>runCom ( ) ;
12 }
13 }
14 /∗∗
15 ∗ S p o u s t i p r i k a z .
16 ∗/
17 p r i v a t e func t i on runCom ( ) {
18 /∗ pro k o r e k t n i fungovani j e nutne presmerovani s t d o u t a s t d e r r
v l o z i t
19 ∗ primo do command nebo odkomenovat radek n i z e
20 ∗/
21 $command = ’ nohup ’ . $ th i s−>command . ’ ’ ; // > output . t x t 2>&1 &
echo $ ! ’ ;
22 exec ($command , $op ) ;
23 $th i s−>pid = ( i n t ) $op [ 0 ] ;
24 }
Listing 6.8: Nejdůležitější metody třídy ServerProcess
6.4 Rozhraní
Webové rozhraní je implementováno v Nette Frameworku, který umožňuje vytvořit roz-
hraní aplikace v podobě PHP objektové struktury tzv.
”
presenterů“ a poté k jednotlivým
presenterům přiřadit obsah, který mají zobrazovat. Obsah je vytvářen pomocí šablon sys-
tému Latte, do kterého je vkládán i HTML případně JavaScript kód. Seznam presenterů
webového rozhraní:
BasePresenter Jedná se o základní třídu celého rozhraní, která rozšiřuje implicitní třídu
Nette Frameworku Nette\Application\UI\Presenter. Z BasePresenteru dále dědí
všechny níže uvedené presentery. Tato třída implementuje základní metody, které jsou
v ostatních třídách využívány.
HomepagePresenter Je třída starající se o prezentaci domovské stránky rozhraní. Zís-
kává základní informace o nainstalovaných programech z databáze a předává je svým
šablonám, které tento obsah vhodně zobrazují uživateli.
LaunchPresenter Celý proces spouštění programů z rozhraní je implementován právě
v této třídě. Obsahuje vyřešenou izolovanost uživatelů pomocí PHP funkce session id.
Dále se zde nachází tovární metoda createComponentLaunchForm využívajicí im-
plicitní třídu Nette Frameworku \Nette\Application\UI\Form k vytvoření formu-
láře pro spuštění jednotlivých programů. Vytvořený formulář reprezentuje dynamické
požadavky na závislost parametrů a předvoleb. Korektní zobrazení formuláře je ří-
zeno JavaScriptovými funkcemi, jejichž některé globální proměnné jsou generovány na
straně PHP. V metodě launchFormSubmitted probíhá obsluha odeslaného formuláře
včetně vytváření adresářů, xml souboru deamon.xml a spouštění programu deamon
třídou ServerProcess.
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InstallPresenter Asi nejkomplikovanějším presenterem celého rozhraní je právě Install-
Presenter. Nachází se zde několik továrních metod pro vytvoření formulářů k insta-
laci programu do rozhraní. Jejich vytváření a zpracovávání vyžaduje sofistikováný
přístup a proto má každá tovarní metoda svou obslužnou metodu pro invalidaci vypl-
něných dat, ve které současně probíhá vkládání dat do databáze. Presenter se stará i
o vhodné zobrazení jednotlivých programů každého uživatele ve správci programů, po-
mocí něhož zpřístupňuje další funkcionalitu informačního systému, jakou je například
smazaní programu.
AboutPresenter V tomto presenteru se nenachází žádné metody, jelikož slouží jen ke
zobrazování základních informací popsaných v návrhu 5.2.4. Informace jsou umístěny
v šabloně presenteru.
RegisterPresenter Slouží k registraci uživatelů do informačního systému a současně kon-
trole korektnosti vyplněných údajů v registračním formuláři. Jednou z takových inva-
lidovacích metod je právě metoda isMailInDomain 6.9, využívající regulárního výrazu
ke kontrole vyplněného e-mailu, který musí patřit do domény @stud.fit.vutbr.cz
nebo @fit.vutbr.cz. Pokud tato podmínka není splněna, není možné registrční for-
mulář odeslat a úspěšně tak založit svůj účet.
1 /∗∗
2 ∗ C a l l b a c k metoda pro ov ere n i pozadovane domeny v emailu .
3 ∗ @param Nette \Forms\Contro l s \TextInput $mail
4 ∗ @return boo lean t r u e = spravny email , j i n a k f a l s e .
5 ∗/
6 pub l i c func t i on isMailInDomain ( $mail ) {
7 preg match ( ’#.+@( stud ) ?\ . f i t \ . vutbr \ . cz$#i ’ , $mail−>value , $m) ;
8 i f ( i s set ($m [ 0 ] ) )
9 re turn TRUE;
10 re turn FALSE;
11 }
Listing 6.9: Metoda isMailInDomain třídy RegisterPresenter pro ověření e-mailu
uživatele
Pokud je formulář úspěšně odeslán, následuje vygenerování aktivačního hashe, více
popsaného v návrhu 5.1.1. Zde 6.10 je poté ukázka implementace vytvoření hashe
a vložení nového uživatele do databáze. Aktivační příznak activated je implicitně
nastaven na 0.
1 $ a c t i v a t o r = md5( uniqid ( $values−>username , true ) ) ;
2 $th i s−>users−>f i n d A l l ( )−> i n s e r t ( array (
3 ’ username ’ => $values−>username ,
4 ’ password ’ => $th i s−>context−>authent i ca to r−>ca l cu la teHash (
$values−>password ) ,
5 ’ emai l ’ => $values−>email ,
6 ’ a c t i v a t o r ’ => $ac t iva to r ,
7 ’ a c t i va t ed ’ => 0 ,
8 ) ) ;
Listing 6.10: Část metody registerFormSucceeded třídy RegisterPresenter pro
vytvoření nového uživatele
Implementace metody pro aktivaci účtu je umístěna v 6.11.
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1 /∗∗
2 ∗ Metoda pro obs luhu a k t i v a c n i akce u z i v a t e l s k e h o uctu .
3 ∗ @param s t r i n g $a c t i v a t o r Akt i vacn i hash z i s k a n y z odkazu
u z i v a t e l e .
4 ∗/
5 pub l i c func t i on ac t i onAct iva t e ( $ a c t i v a t o r ) {
6 $user = $th i s−>users−>f i n d A l l ( )−>where ( ’ a c t i v a t o r ’ , $ a c t i v a t o r )
−>f e t c h ( ) ;
7 i f ( $user && $user−>update ( array ( ’ a c t i va t ed ’ => 1) ) ) {
8 $th i s−>f l a shMessage ( ’ Aktivace proběhla úspěšně . Nyní se
můžete p ř i h l á s i t . ’ , ’ s u c c e s s ’ ) ;
9 }
10 $th i s−>r e d i r e c t ( ’ I n s t a l l : ’ ) ;
11 }
Listing 6.11: Metoda actionActivate třídy RegisterPresenter
SignPresenter Jedná se se o výchozí presenter, který je součástí Nette Frameworku. Slouží
k autentizaci uživatelů pro jejich vstup do informačního systému, k čemuž využívá
třídu Authenticator databázové vrstvy implementované v rozhraní. Pro účely au-
tentizace uživatelů pouze s aktivovanými účty byla metoda authenticate jednoduše
upravena 6.12.
1 /∗∗
2 ∗ Performs an a u t h e n t i c a t i o n .
3 ∗ @return Nette \ S e c u r i t y \ I d e n t i t y
4 ∗ @throws Nette \ S e c u r i t y \Authent i ca t ionExcep t ion
5 ∗/
6 pub l i c func t i on authent i ca t e ( array $ c r e d e n t i a l s )
7 {
8 l i s t ( $username , $password ) = $ c r e d e n t i a l s ;
9 $row = $th i s−>database−>t a b l e ( ’ u s e r s ’ )−>where ( ’ username ’ ,
$username )−>f e t c h ( ) ;
10
11 i f ( ! $row )
12 {
13 throw new Secur i ty \Authent icat ionExcept ion ( ’Chybný l o g i n . ’ ,
s e l f : : IDENTITY NOT FOUND) ;
14 }
15
16 i f ( $row−>ac t i va t ed == 0)
17 {
18 throw new Secur i ty \Authent icat ionExcept ion ( ’ Účet není
akt ivován . ’ , s e l f : : FAILURE) ;
19 }
20
21 i f ( $row−>password !== $th i s−>ca l cu la teHash ( $password , $row−>
password ) )
22 {
23 throw new Secur i ty \Authent icat ionExcept ion ( ’ Chybné he s l o . ’ ,
s e l f : : INVALID CREDENTIAL) ;
24 }
25
26 unset ( $row−>password ) ;
27 re turn new Secur i ty \ I d e n t i t y ( $row−>id , NULL, $row−>toArray ( ) ) ;
34
28 }
Listing 6.12: Metoda authenticate třídy Authenticator
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Kapitola 7
Závěr
Cílem této práce bylo vytvořit webové rozhraní, které umožňuje snadnou demonstraci pro-
gramů na zpracování obrazu. Zadání bylo splněno s výslednou aplikací tvořenou několika
programovacími jazyky. Nejdůležitějšími z nich jsou PHP, C++, a JavaScript. V rámci řešení
práce jsem se seznámil s různými technologiemi a přístupy pro vytváření webové aplikace,
ze kterých jsem si nakonec zvolil Nette Framework ulehčující například práci s databází.
Za největší osobní přínos považuji proniknutí do problematiky zabývající se spoluprácí
odlišných programovacích jazyků, kterou bylo potřeba prostudovat z důvodu spouštění
externích programů z webového rozhraní. Dále jsem se seznámil s řadou zajímavých soft-
warových projektů a knihoven, z nichž některé byly použity k implementaci.
Zhodnocení budoucího vývoje
Jelikož se jedná o webovou aplikaci, která pracuje na jednom serveru, je nutné se zamyslet
nad situací, kdy velké množství uživatelů spouští programy ve stejném čase. Server by byl
v tu chvíli přetížen a mohlo by dojít i k jeho výpadku. Z tohoto důvodu by bylo vhodné
nějakým rozumným způsobem rozdělit zátěž na několik serverů a vybudovat mechanismy
proti cíleným útokům snažící se o výpadek serveru.
Dalším možným rozšířením rozhraní je vytvoření podpory pro programy zpracovávající i
jiné multimediální soubory, jakými například jsou audio, video, vektorová nebo i 3D grafika.
Podpora rozhraní je prozatím omezena na programy implementované v jazyku C++, ale
pokud by bylo SDK rozšířeno i do jiných jazyků, je možné vytvořit podporu i pro jiné
programovací jazyky na zpracování obrazu.
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Příloha A
Instalační příručka k webovému
rozhraní
Webové rozhraní vyžaduje linuxový hosting server s těmito službami:
• Apache HTTP server 2.2 a vyšší se zapnutým módem mode rewrite
• PHP 5.3 a vyšší s vypnutým módem safe mode
• MySQL 5.5 a vyšší
Výchozí demonstrační programy umístěné ve zdrojových souborech vyžadují, aby na serveru
byl nainstalován ImageMagick 6.8.3-6 a vyšší včetně Magick++ API a MagickWand API.
Pokud mají demo programy korektně fungovat s běžnými formáty obrazových souborů
(jpeg, jpg, png, gif), nesmí pro tyto formáty na hosting serveru chybět knihovny.
Po rozbalení archivu na hosting server je pro správné fungování rozhraní nutné nastavit
práva u těchto adresářů (včetně jejich souborů a podadresářů):
/log 777
/temp 777
/webserver/deamon 755
/webserver/demos 777
/webserver/libs 755
/www/images/demos 777
/www/installations 777
/www/users 777
Tabulka A.1: Požadovaná práva adresářů aplikace
Jako kořenový adresář webových souborů (web root) pro Apache HTTP server musí být
nastaven adresář /www. Po této základní konfiguraci vyžaduje aplikační vrstva přeložení
programů v tabulce A příkazem make. K tomu slouží skript /webserver/install.sh, který
všechny tyto programy přeloží.
Následně je potřeba inicializovat databázi. K tomu je určen soubor database.sql, kte-
rým je inicializace MySQL databáze provedena. Pro tento krok je možné využít aplikaci ad-
miner na adrese: http://vaše doména/adminer/index.php, kde vaše doména značí URL
adresu nasměrovanou na kořenový adresář /www Apache HTTP serveru. Posledním krokem
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/webserver/deamon/deamon.cpp
/webserver/demos/1/grayscale.cpp
/webserver/demos/2/invert.cpp
/webserver/demos/3/merge.cpp
/webserver/demos/4/analyze.cpp
/webserver/demos/5/compare.cpp
Tabulka A.2: Základní programy aplikace vyžadující překlad
je nastavení připojení k databázi. V souboru /app/config/config.neon je nutné na řádku
č. 19-21 vyplnit údaje k realizaci databázového připojení.
Po provedení výše uvedených úkonů je možné přihlášení do systému pod uživatelským
jméném a heslem testus. Tomuto uživateli jsou přiřazeny všechny základní demonstrační
programy a jedině on s nimi může libovolně manipulovat. Po instalaci je doporučeno pomocí
webového rozhraní změnit u tohoto účtu heslo.
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Příloha B
Obsah CD
Adresář interface Obsahuje všechny zdrojové soubory webové aplikace. Uvnitř adresáře
interface/webserver jsou C++ zdrojové soubory implementující aplikační vrstvu
systému včetně SDK, které je umístěno v adresáři interface/webserver/libs/WI-SDK.
Ostatní adresáře v kořenovém adresáři interface jsou součástí Nette Frameworku
nebo ostatních knihoven, které zajišťují prezentaci a funkcionalitu webového rozhraní.
Adresář text Tento adresář obsahuje zdrojové soubory technické zprávy spolu s dalšími
soubory nutnými pro překlad. Vyskytuje se zde také soubor projekt.pdf obsahující
již přeloženou zprávu.
Soubor database.sql Inicializační soubor databázové vrstvy, který je nutné importovat
do MySQL databáze pro korektní fungování webového rozhraní.
Soubor readme.txt Soubor obsahující základní informace k instalaci webového rozhraní
spolu s popisem obsahu CD.
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Příloha C
Použití SDK
Následující ukázky demonstrují základní práci s SDK k webovému rozhraní. Programy
využívají API Magick++ pro manipulaci s obrazovými soubory.
Program grayscale
1 /∗∗
2 ∗ @ f i l e g r a y s c a l e . cpp
3 ∗ @br ie f Program p rev ad i obrazky do stupnu s e d i .
4 ∗ @author Petr P r i k r y l , x p r i k r 2 7 [ a t ] s tud . f i t . v u t b r . cz
5 ∗ @version 1.0
6 ∗
7 ∗ Datum : 25.4 .2013
8 ∗ Synops is : . / g r a y s c a l e −−xml=path / to /xml
9 ∗/
10
11 /∗
12 ∗ Copyright 2013 Petr P r i k r y l
13 ∗
14 ∗ Licensed under the ImageMagick License ( the ” License ”) ; you may
not use
15 ∗ t h i s f i l e e x c e p t in compliance wi th the License . You may o b t a i n a
copy
16 ∗ o f the License at
17 ∗
18 ∗ h t t p ://www. imagemagick . org / s c r i p t / l i c e n s e . php
19 ∗ Unless r e q u i r e d by a p p l i c a b l e law or agreed to in w r i t ing ,
s o f t w a r e
20 ∗ d i s t r i b u t e d under the License i s d i s t r i b u t e d on an ”AS IS” BASIS ,
WITHOUT
21 ∗ WARRANTIES OR CONDITIONS OF ANY KIND, e i t h e r e x p r e s s or i m p l i e d .
See the
22 ∗ License f o r the s p e c i f i c language governing permiss ions and
l i m i t a t i o n s
23 ∗ under the License .
24 ∗/
25
26 #include <Magick++.h>
27 #include <s t r i ng>
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28 #include <iostream>
29
30 /∗ i n c l u d e SDK ∗/
31 #include ” . . / . . / l i b s /WI−SDK/WIArgs . hpp”
32
33 using namespace std ;
34 using namespace Magick ;
35 using namespace WI;
36
37
38 /∗ er ror codes ∗/
39 #define EOK 0
40 #define EPARA 1
41 #define EDEMO FAIL 2
42
43 int main ( int argc , char ∗∗ argv ) {
44
45 /∗ v y t v o r e n i i n s t a n c e SDK t r i d y ∗/
46 WIArgs args ;
47 /∗ i n i c i a l i z a c e t r i d y ,
48 ∗ c e s t a k xml souboru j e z i s k a n a z parametru −−xml=path / to /xml
49 ∗ s kterym j e t e n t o program z weboveho r ozhr an i spus ten ( deamon )
50 ∗/
51 i f ( ! a rgs . In i t i a l i z eFromArgv ( argc , argv ) ) {
52 return EPARA;
53 }
54
55 /∗ u l o z e n i vys tupn iho souboru ( pro p o z d e j s i p o u z i t i ) ∗/
56 s t r i n g out = args . GetOutputDir ( ) + ”/” + args . GetFileNames ( ) [ 0 ] ;
57 /∗ soubor pro zpracovani ( obrazek ) ∗/
58 cout << args . GetFi lePaths ( ) [ 0 ] << endl ;
59 /∗ soubor pro vys tup ( obrazek ) ∗/
60 cout << out << endl ;
61
62 I n i t i a l i z e M a g i c k (∗ argv ) ;
63
64 Image image ;
65 try {
66 /∗ nac ten i obrazku ∗/
67 image . read ( args . GetFi lePaths ( ) [ 0 ] ) ;
68 image . type ( GrayscaleMatteType ) ;
69 /∗ u l o z e n i ∗/
70 image . wr i t e ( out ) ;
71 } catch ( Exception &e r r o r ) {
72 cout << ”Caught except ion : ” << e r r o r . what ( ) << endl ;
73 return EDEMO FAIL;
74 }
75
76 return EOK;
77 }
Listing C.1: Grayscale
Program invert
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1 /∗∗
2 ∗ @ f i l e i n v e r t . cpp
3 ∗ @br ie f Program znegu je barvu vsech p i x e l u v obrazku .
4 ∗ @author Petr P r i k r y l , x p r i k r 2 7 [ a t ] s tud . f i t . v u t b r . cz
5 ∗ @version 1.0
6 ∗
7 ∗ Datum : 25.4 .2013
8 ∗ Synops is : . / i n v e r t −−xml=path / to /xml
9 ∗/
10
11 /∗
12 ∗ Copyright 2013 Petr P r i k r y l
13 ∗
14 ∗ Licensed under the ImageMagick License ( the ” License ”) ; you may
not use
15 ∗ t h i s f i l e e x c e p t in compliance wi th the License . You may o b t a i n a
copy
16 ∗ o f the License at
17 ∗
18 ∗ h t t p ://www. imagemagick . org / s c r i p t / l i c e n s e . php
19 ∗ Unless r e q u i r e d by a p p l i c a b l e law or agreed to in w r i t ing ,
s o f t w a r e
20 ∗ d i s t r i b u t e d under the License i s d i s t r i b u t e d on an ”AS IS” BASIS ,
WITHOUT
21 ∗ WARRANTIES OR CONDITIONS OF ANY KIND, e i t h e r e x p r e s s or i m p l i e d .
See the
22 ∗ License f o r the s p e c i f i c language governing permiss ions and
l i m i t a t i o n s
23 ∗ under the License .
24 ∗/
25
26 #include <Magick++.h>
27 #include <iostream>
28 #include <vector>
29
30 #include ” . . / . . / l i b s /WI−SDK/WIArgs . hpp”
31
32 using namespace std ;
33 using namespace Magick ;
34 using namespace WI;
35
36 /∗ er ror codes ∗/
37 #define EOK 0
38 #define EPARA 1
39 #define EDEMO FAIL 2
40
41 int main ( int argc , char ∗∗ argv ) {
42
43 /∗ v y t v o r e n i i n s t a n c e SDK t r i d y ∗/
44 WIArgs args ;
45 /∗ i n i c i a l i z a c e t r i d y ,
46 ∗ c e s t a k xml souboru j e z i s k a n a z parametru −−xml=path / to /xml
47 ∗ s kterym j e t e n t o program z weboveho r ozhr an i spus ten ( deamon )
48 ∗/
44
49 i f ( ! a rgs . In i t i a l i z eFromArgv ( argc , argv ) ) {
50 return EPARA;
51 }
52
53 s t r i n g out = args . GetOutputDir ( ) + ”/” + args . GetFileNames ( ) [ 0 ] ;
54 cout << args . GetFi lePaths ( ) [ 0 ] << endl ;
55 cout << out << endl ;
56
57 I n i t i a l i z e M a g i c k (∗ argv ) ;
58
59 Image image ;
60 try {
61 /∗ nac ten i obrazku ∗/
62 image . read ( args . GetFi lePaths ( ) [ 0 ] ) ;
63
64 image . negate ( fa l se ) ;
65
66 /∗ z i s k a n i parametru z weboveho rozh ran i
67 ∗ ( jmena parametru j so u zadavany p r i i n s t a l a c i programu )
68 ∗/
69 TArg ∗ b l a ck po in t = args . GetArg ( ” b l a ck po in t ” , intNum ) ;
70 TArg ∗whi t e po in t = args . GetArg ( ” wh i t e po in t ” , intNum ) ;
71 TArg ∗mid point = args . GetArg ( ” mid point ” , floatNum ) ;
72
73 /∗ overeni , zda se parametry z roz hran i korek tne d o s t a l y
74 ∗ do programu ∗/
75 i f ( b l a ck po in t != NULL && whi t e po in t != NULL && mid point
!= NULL) {
76 image . l e v e l ( b lack po int−>intVal , whi te po int−>intVal ,
mid point−>f l o a t V a l ) ;
77 }
78
79 /∗ u l o z e n i obrazku ∗/
80 image . wr i t e ( out ) ;
81 } catch ( Exception &e r r o r ) {
82 cout << ”Caught except ion : ” << e r r o r . what ( ) << endl ;
83 return EDEMO FAIL;
84 }
85
86 return EOK;
87 }
Listing C.2: Invert
45
