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Este trabajo muestra las principales consideraciones en el diseño de un sistema de 
adquisición y visualización de datos de sensores atmosféricos e inerciales de cargas útiles 
de globos estratosféricos, los cuales son de mucha importancia para probar y validar la 
instrumentación electrónica necesaria que irá en un cohete sonda, cuya finalidad es obtener 
parámetros físicos del vuelo como dirección y velocidad de vientos, la trayectoria los cuales 
permiten caracterizar el comportamiento aerodinámico de este. 
 
Este proyecto se llevó a cabo en la CONIDA (Comisión Nacional de Investigación y 
Desarrollo Aeroespacial), a cargo de DINCI (Dirección de Instrumentación Científica). 
Asimismo, esta necesidad nace de la problemática de otra área, DIVLA (Dirección de 
Vehículos Lanzadores) que se encarga de desarrollar cohetería científica, por lo cual se 
necesita evaluar las características ya mencionadas anteriormente. 
 
Para esto se realizó el estudio y análisis de los sensores que estarán presentes en el 
sistema de adquisición para después programarlos, también se diseñó una tarjeta electrónica 
la cual fue puesta en una carga útil para posteriormente ser lanzada con ayuda de un globo 
estratosférico, que de acuerdo a las condiciones climáticas alcanzará un promedio de altura 
entre 25 a 30 km aproximadamente.  
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Dicho sistema de adquisición de datos fue validado en toda su magnitud durante las 
campañas de lanzamiento de globos estratosféricos en los años 2015 y 2016 desde la Base 
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Un sistema de adquisición de datos es un equipo electrónico el cual su principal función es 
obtener magnitudes físicas y registrarlas para realizar un post procesamiento de la data 
adquirida, en este caso los sensores atmosféricos (presión, temperatura) e inerciales (GPS, 

























1.1. Definición del problema 
Una de las principales actividades de la CONIDA es el desarrollo de la cohetería científica 
con capacidad de alcanzar alturas de la ionosfera a través de cohetes sonda; los cuales son 
lanzados en dirección al Océano Pacífico. Para evaluar el desempeño del cohete sonda 
durante el lanzamiento se da a conocer los parámetros físicos del vuelo, por lo que se 
incorpora instrumental electrónico el cual permite caracterizar el comportamiento 
aerodinámico del cohete sonda mediante la adquisición de datos aerodinámicos. 
1.2. Descripción del problema 
Para poder formular el problema de probar una instrumentación con capacidad de medir y 
transmitir información de sensores en diferentes estratos de la atmósfera es importante 
estudiar la forma de colocar una carga útil hasta estas altitudes para censar las variables en 
tiempo real. La transmisión de datos permitirá validar la instrumentación y sistema de 
transmisión y recepción; así como también obtener parámetros e índices meteorológicos. 
1.3. Formulación del problema 
1.3.1. Problema General 
 ¿Se podrá implementar un sistema para medir datos de sensores en diferentes 
estratos de la atmosfera? 
18 
 
1.3.2. Problemas Específicos 
 ¿Qué criterio hay que seguir para elegir los sensores a implementar en un sistema? 
 ¿Cómo comprobar el funcionamiento de los sensores usando microcontrolador? 
 ¿Cómo poner a bordo instrumental electrónico para medir los datos de los sensores? 
 ¿Se podrá ver los datos de los sensores en tiempo real? 
 ¿Se logrará observar a través de una interfaz gráfica el movimiento inercial de la 
carga útil para determinar a qué altura hay mayor turbulencia? 
 ¿Qué material elegir para diseñar el contenedor del sistema y evitar interferencias en 
la atmosfera? 
1.4. Definición de objetivos 
1.4.1. Objetivo General 
 Diseñar un sistema de adquisición y visualización de datos de sensores inerciales y 
atmosféricos para cargas útiles de globos estratosféricos. 
1.4.2. Objetivos Específicos 
 Estudiar y analizar los sensores inerciales y atmosféricos. 
 Programar y simular los sensores usando un microcontrolador. 
 Diseñar la tarjeta electrónica. 
 Diseñar el sistema de adquisición de datos. 
 Diseñar el software para visualizar el movimiento inercial de la carga útil en 3D en 
tiempo real. 
 Diseñar la estructura del contenedor de la carga útil. 
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1.5. Alcances y Limitaciones 
1.5.1. Alcances 
a) Este proyecto solamente es dirigido a estudiantes y profesionales que estén 
interesados en globos estratosféricos. 
b) En este proyecto se tomó en cuenta solo la parte electrónica del sistema de 
adquisición. 
1.5.2. Limitaciones 
 Una de las limitaciones tiene que ver con el espacio de desarrollo, ya que aún no se 
cuenta con el permiso de la institución para lanzar el sistema a la atmosfera. 
 Otra limitación es el tiempo ya que demanda mucho desarrollar el sistema de 
adquisición de datos de los sensores. 
1.6. Justificación 
Las plataformas de calibración para el sistema de adquisición en los laboratorios de la 
CONIDA emulan un ambiente ideal y en campos de estudios específicos; por lo que se 
busca un medio de prueba (globo) que emule condiciones similares a las que experimentará 
el cohete durante su vuelo, además, la información necesaria de parámetros atmosféricos 
como antesala a cada lanzamiento de cohete sonda justifica la implementación del sistema 
de adquisición. 
Para alcanzar altitudes de aproximadamente 30 Km, el globo sonda asciende a una 
velocidad de 5 m/s. Durante su vuelo debe transmitir en tiempo real variables físicas como: 
presión, temperatura, aceleración, rotación, intensidad de campo magnético y 
posicionamiento global. Estos lanzamientos también se definen como un método 
indispensable porque sirven para alimentar una base de datos que permita realizar modelos 
numéricos y estadístico de las condiciones físico-atmosféricas de la zona de lanzamiento. 
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1.7. Estado del Arte 
1.7.1. Antecedentes Nacionales 
El Instituto Geofísico del Perú (IGP) ha realizado campañas de lanzamiento de globos sonda 
con la finalidad de validar datos obtenidos mediante modelos numéricos en la troposfera y 
tropopausa. (Quijano Vargas Julio Jesús, 2011). 
Experimentos utilizando globos científicos inflados con helio y globo sonda son empleados 
para estudiar la atmosfera por encima de la superficie. (IGP, 2008). 
Durante la fase de prueba de radares perfiladores de viento del IGP, se utilizan globo sonda 
y globo cautivo para validar los datos de los radares (Ken Takahashi, 2010).  
1.7.2. Antecedentes Internacionales 
El proyecto FIREBALL (Fainted Intergalactic-Medium Redshifted Emission Balloon) fue 
desarrollado por el Instituto Tecnológico de California como líder en conjunto con otras 
instituciones para localizar y detectar emisiones del espacio. (StratoCat, 2018)  
STO (Stratospheric Terahertz Observatory) financiado por la NASA fue un proyecto dirigido 
por la Universidad de Arizona y otras universidades para entender el ciclo de vida de 
cúmulos estelares. Fue lanzado en la Antártida. (StratoCat, 2012) 
POGOLITE (Polarised Gamma-Ray Observer) fue un instrumento para medir la polarización 
de fotones, pulsares, nebulosas. Fue desarrollado por el Real Instituto de Tecnológica con 
otras universidades entre ellas la Universidad de Hiroshima. Fue lanzado en Suecia. 
(StratoCat, 2011) 
La universidad de Tohoku y Rikkyo trabajaron en conjunto para monitorear la atmosfera de 
Venus y otros planetas con la ayuda de un telescopio en un globo. (StratoCat, 2009) 
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Desarrollo de sistemas electrónicos y globos meteorológicos constituyen una forma básica 
de acceder a la investigación espacial y obtener información de esta a través de sensores. 
(Meteotek08, 2008).   
1.7.3. Tecnológico 
Joseph Montgolizer en 1782 usa aire caliente para elevar una masa. En 1783 construye con 
su padre y hermanos un globo de papel resultando en un éxito, al llegar noticias sobre su 
máquina Charles y Robert construyen un globo con la ayuda del físico ingles Cavendish que 
había descubierto el hidrogeno. El globo llegó a alcanzar los 16 Km de altura. (Anonimo, s.f.)  
En Francia, marzo de 1927, el físico Pierre Idrac y meteorólogo René Bureau diseñaron un 
trasmisor en un globo, para recibir señales más allá de la estratosfera. (Anonimo, s.f.) 
La primera radiosonda considera la primera de la historia fue lanzada en 1929 y alcanzó 13 
Km. (Anonimo, s.f.) 
Las radiosondas son lanzadas con un globo estratosférico permiten obtener perfiles de la 






















En este capítulo se detallaron las bases teóricas para la elaboración del presente proyecto 
de investigación. 
2.1. Atmosfera Terrestre 
Es la capa gaseosa que comúnmente llamamos aire y que rodea todo el globo terráqueo, la 
cual se vuelve más tenue hasta alcanzar el espacio. 
Se divide en cinco capas: 
 Troposfera, se extiende desde el nivel del mar hasta los 10 – 15 Km. 
 Estratosfera, se extiende desde los 10 – 15 Km hasta los 45 – 50 Km. Acá en donde 
se encuentra la capa de Ozono que nos protege de la radiación solar, asimismo en 
esta capa es donde la carga útil alcanzó su máxima altitud que son aproximadamente 
entre los 25 – 30 Km. 
 Mesosfera, se extiende desde los 50 Km hasta los 80 Km aproximadamente. 




 Exosfera, es la más alejada de la superficie terrestre por lo cual no es considerada 
como una capa de la atmosfera, abarca desde los 600 – 800 Km hasta los 9000 – 
10000 Km.  













Figura 1. Capas de la Atmosfera 
Fuente: http://loutildelageografia.blogspot.com/2009/11/las-capas-de-la-atmosfera.html 
2.2. Globos Estratosféricos 
También llamados globos sonda, se denominan así todos los globos que 
independientemente de su propósito, tipo o volumen se desplazan por la estratosfera.  
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Funciona con el principio de Arquímedes, en el cual un gas más liviano que el aire ejerce un 
empuje ascendente lo cual permite que este se eleve con la carga.  
Cabe mencionar dos aspectos importantes de estos sistemas: el globo como tal y el tren de 
vuelo donde se ubica la instrumentación necesaria: 
 Paracaídas 
 Contenedor de la carga útil 
 Sistema de energía (baterías) 
 Telemetría de las diferentes magnitudes físicas 
 Sistema de comunicaciones (antenas) 















2.3. Sistemas Embebidos 
El primer sistema embebido reconocido fue desarrollado en 1962 por Charles Stark como 
parte del sistema de guía del Apolo hacia la luna, en el laboratorio de instrumentación del 
MIT (Massachusetts Institute of Technology) el cual tenía dos sistemas. 
 
 
“La función era manejar el sistema de guía inercial de los módulos de 
excursión lunar. En un comienzo fue considerado como el elemento que más 
riesgo presentaba en el proyecto Apolo. Este sistema de cómputo fue el 
primero en utilizar circuitos integrados y utilizaba una memoria RAM 
magnética, con un tamaño de palabra de 16 bits. El software fue escrito en el 
lenguaje ensamblador propio y constituía en el sistema operativo básico, pero 
capaz de soportar hasta ocho tareas simultáneas. Asimismo, el primero 
diseñado en masa fue el computador guía del misil norteamericano 
Minuteman II”. (Fuente Galiana, s.f., pág. 6). 
 
 
Un sistema embebido es un sistema electronico, la mayoria de sus componentes estan en 
una placa base, diseñado para realizar funciones en tiempo real. A diferencia de una 
computadora o notebook que cumple varias funciones, los sistemas embedidos se diseñan 
para una o varias tareas especificas, como por ejemplo el control de altitud de un aeroplano. 













Un microcontrolador es un circuito integrado reprogramable capaz de ejecutar comandos 
guardados en su memoria. Está formado por un CPU (unidad central proceso), memoria y 
periféricos (entradas y salidas), que estas interconectados internamente para generar una 
microcomputadora. 
En la Figura 4, se aprecia un ejemplo de microcontroladores de la empresa Microchip (a) y 





Figura 4. a) Microcontroladores b) Esquema de un microcontrolador 
Fuente: (a) http://sherlin.xbot.es/microcontroladores/introduccion-a-los-microcontroladores/que-es-un-
microcontrolador (b) https://www.ingmecafenix.com/electronica/microcontrolador-pic-partes-aplicaciones/ 
2.4. Sensores 
Un sensor es un dispositivo que permite medir magnitudes físicas, dependiendo de las 
necesidades que se tenga de estos, pueden ser analógicos o digitales. 
Asimismo, tienen diversas características como el rango de medida, precisión, offset, etc. 
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En la Figura 5, se detalla la gran variedad de tipos de sensores que hay disponibles 
actualmente. 
 




A continuación, se detalló los tipos de sensores que se usaron en este informe. 
2.4.1. Presión 
Dicho dispositivo mide presión, en líquidos o gases. La presión es una expresión de fuerza, 
la cual se expresa en la fuerza que se ejerce sobre el área. Una de sus muchas aplicaciones 
es en el uso de la detección de altura, lo cual es de utilidad en aviones, satélites, globos 
meteorológicos, etc. Todas esas aplicaciones hacen uso de la relación entre el cambio de 








Figura 6. Sensor de presión 
Fuente: https://sensing.honeywell.com/SSCDANN015PAAA5-amplified-board-mount-pressure-sensors 
 
A continuación, se hará una breve introducción de los diferentes tipos de sensores de 
presión que existen: 
2.4.1.1. Mecánicos 
 Directos: Comparan la presión ejercida respecto a la densidad y altura de estos. Los 
más conocidos son barómetros, manómetros de tubo inclinado. 
 
Figura 7. Manómetro de tubo inclinado 
Fuente: http://www.tochtli.fisica.uson.mx/fluidos/serie%20de%20problemas.htm 
 
 Elásticos: Se alteran con la presión interna dependiendo del fluido que tengan. Entre 













 Resistivos: Se usan para identificar cambios muy pequeños en resistencias para 






Figura 9. Puente de Wheastone implementado en un sensor de presión 
Fuente: https://instrumentacionunefm.files.wordpress.com/2012/05/sensores-de-presion.pdf 
 
 Capacitivos: Internamente tienen un capacitor que dependiendo de la presión separa 









Figura 10. Sensor de presión capacitivo 
Fuente: https://mediciondepresionfuerzapeso.es.tl/Transductores-capacitivos-e-inductivos.htm 
 










Entre los más comunes para utilizar se encuentran los sensores de circuitos integrados, 
termocuplas, RTD’s termistores, etc. A continuación, se detallaron cada uno: 
2.4.2.1. Sensor de Circuito Integrado CI 
Son chips que internamente tienes circuitos integrados para poder medir la temperatura a 
través de una salida lineal y proporcional, pueden ser analógicos o digitales. Su principal 
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Es la unión de dos alambres de diferentes metales que al calentarse genera una diferencia 





Figura 13. Termocupla 
Fuente: https://www.quiltech.com.ar/instrumentos-de-medicion/termocuplas-tp02/ 
 
2.4.2.3. Detector de Resistencia Metálica (RTD) 
Es uno de los más precisos que se caracteriza por su excelente estabilidad. Usado para 
medir temperaturas desde 0 °C a 450 °C.  
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Las resistencias son la unión de alambres finos, asimismo varían de acuerdo a la 
temperatura. Son fabricadas de diferentes metales como cobre, plata, cobre, etc. siendo el 









Es un semiconductor compuesto de dos óxidos metálicos dentro de un disco, bola u otra 












2.4.3. Módulo GPS 
Desarrollado en 1973. Para poder operar completamente se requiere de 24 satélites, el 
sistema entro en funcionamiento en 1995. La imagen al costado derecho ilustra las orbitas 
de los satélites, cada uno a 20200 Km sobre la superficie de la Tierra, los cuales orbitan en 
11 horas 58 minutos.  
Para determinar la ubicación en 2D se necesita un mínimo de 3 satélites y 4 satélites para 
3D.  
Asimismo, el GPS cuenta con varios modelos (datos) de la tierra en su memoria. El modelo 
más usado es el Sistema Geodésico Mundial 1984, WGS84 (World Geodesic System 84).  
Dicho sistema consiste en un patrón matemático de tres dimensiones que representa la tierra 











Sensores IMU generalmente consiste en dos o más partes. Listado por prioridad, son: 




Sirve para medir aceleraciones, en este caso las de la carga útil cuando este desplazándose 
en la atmosfera. 
Funciona por el efecto piezoeléctrico, imaginen una caja cúbica, con una pequeña bola en su 
interior, como en la figura 17 b). Las paredes de esta caja están hechas con cristales 
piezoeléctricos. Cuando se inclina el cuadro, la pelota se ve obligada a moverse en la 
dirección de la inclinación, debido a la gravedad. La pared con la que la pelota choca, crea 
corrientes eléctricas pequeña piezoeléctricos. Hay un total de tres pares de paredes 
opuestas en un paralelepípedo. Cada par se corresponde con un eje en el espacio 3D: X, Z. 
Dependiendo de la corriente producida a partir de las paredes piezoeléctricas, podemos 







Figura 17. a) Acelerómetro b) Funcionamiento de un acelerómetro 




Es un dispositivo mecánico que sirve para medir, mantener o cambiar la orientación en el 
espacio de algún aparato o vehículo (ver figura 18 a). 
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Los giroscopios funcionan según el principio de la aceleración de Coriolis. Imaginen que hay 
un tenedor, figura 18 b), que está en constante movimiento de ida y vuelta. Se sostiene en su 
lugar con cristales piezoeléctricos. Cada vez, intenta inclinar esta disposición, los cristales 
experimentan una fuerza en la dirección de inclinación. Esto es causado como resultado de 
la Inercia del tenedor en movimiento. Los cristales producen una corriente en consenso con 







Figura 18. a) Giróscopo. b) Funcionamiento de un giróscopo. 




Es un dispositivo que sirve para medir la señal magnética de una muestra, en este caso 
como afecta el campo magnético a la carga útil. 
Un magnetómetro electrónico funciona en base a la anisotropía magnética, es decir, el 
campo magnético interactúa con la trayectoria de la corriente que fluye a través de un 











A continuación, se detalla una pequeña introducción de los programas que se usaron en este 
informe. 
2.5.1. PIC C Compiler 
Es un compilador para programar y ejecutar diversos programas en lenguaje C para 
microcontroladores. Fue usado para programar y unificar los diferentes sensores para que 
puedan funcionar correctamente en el sistema de adquisición de datos. 
 
Figura 20. PIC C Compiler. 
Fuente: Elaboración Propia 
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2.5.2. Altium Designer 
Este programa fue usado para hacer el diseño del PCB (Printed Circuit Board), también 
llamado tarjeta electrónica para la adquisición de datos. Dependiendo de las necesidades del 
usuario puede diseñarse desde una capa hasta múltiples.  
 
Figura 21. Altium Designer. 
Fuente: Elaboración Propia. 
 
2.5.3. Python 
Es un lenguaje de programación orientado a objetos, muy útil cuando se necesita trabajar 
con una gran cantidad de datos. En este caso fue usado para diseñar el sistema de 




Figura 22. Python. 
Fuente: Elaboración Propia 
 
2.5.4. MATLAB 
Es un entorno desarrollado para aplicaciones orientado a proyectos que impliquen cálculos 










Figura 23. MATLAB. 




Es un programa dedicado para animación, modelado, creación de gráficos en 3D. Fue usado 
para recrear el lugar de lanzamiento de la carga útil con la tarjeta electrónica de adquisición 
de datos. 
 
Figura 24. Blender. 
Fuente: Elaboración Propia. 
 
2.5.6. Autodesk Inventor 
Este programa sirve para hacer modelado en 3D de diferentes piezas, desde lo micro hasta 
lo macro. En este caso, fue usado para hacer el contenedor de la carga útil donde estará la 





Figura 25. Autodesk Inventor 
Fuente: Elaboración Propia. 
 
2.5.7. Google Earth 
Es un programa que muestra el globo terráqueo completo en 3D. Fue usado para hacer el 










Figura 26. Google Earth. 

























SOLUCIÓN DEL PROBLEMA 
En el presente capítulo 3 se desarrolló el análisis, selección y diseño electrónico de los 
diferentes sensores detallando si cumplen con los requerimientos que se necesita. 
3.1. Análisis 
En este apartado se procede a hacer un análisis detallado de cada sensor a utilizar en la 
tarjeta electrónica. 
3.1.1. Presión 












Figura 27. Presión vs Altitud 
Fuente: https://www.windows2universe.org/earth/Atmosphere/pressure_vs_altitude.html&lang=sp 
 
Por lo tanto, en el diseño de la tarjeta electrónica, necesitaremos un sensor de presión 
piezoresistivo, ya que este es de gran precisión y de tamaño compacto respecto a los 
demás, el cual su rango propuesto será de 0 – 15 PSI (1000 mbar = 14.50). 
3.1.2. Temperatura 
Según lo averiguado en el marco teórico sobre la atmosfera, se necesitará que dicho sensor 
funcione en un rango de -80 °C (temperatura aproximadamente a 30 km) hasta 30 °C. 
Investigando hay varios sensores de temperatura que puedes funcionar como los RTD, 
termistores, termocuplas, etc. 
Los termistores se descartaron porque no cumplen con el rango propuesto, los cuales son 
generalmente -55 °C hasta 150 °C (Texas Instruments LM35, Analog Devices AD590, etc). 
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Las termocuplas en un principio se tenían en cuenta porque cumplen con el rango asignado 
para la tarjeta, pero al no ser lineales y su proceso de linealización es muy tedioso, se 
omitieron. Su rango varía dependiendo del tipo de termocupla que sea. 
Otro sensor que cumple con el rango solicitado es el RTD, específicamente el PT 100, el 
cual es el más común en el mercado. Este sensor tiene un rango de -200 hasta 850 °C. 
Por lo tanto, el sensor elegido es del tipo RTD PT 100. 
3.1.3. Modulo GPS 
Para este sensor necesitaremos un módulo que trabaje aproximadamente hasta 30 km, 
buscando se encontró uno que funciona a una altura aproximadamente de 18 Km de la 
compañía SparkFun. Asimismo, esa altitud es validada por el proveedor sin embargo se 
comprobó que funciona hasta la altitud requerida. 
3.1.4. IMU 
Este sensor lo recomendable es que dicho modulo tenga acelerómetro y giróscopo en un 
mismo chip para poder ahorrar espacio y evitar gastos innecesarios para futuras tarjetas. Se 
trabajó con un chip que tenga los tres ejes por cada sensor para poder obtener 
correctamente los parámetros que se desea. 
Asimismo, para el magnetómetro se usó uno comercial, esto es porque para los datos que 
queremos no es necesario uno de envergadura espacial. 
3.2. Selección de Materiales 
Se procede a seleccionar los diferentes tipos de sensores que se implementaran en la tarjeta 
para dar a conocer cual resulta más óptimo. A continuación, se nombra los diferentes 




Un sensor de presión de silicio piezoresistivo, ofrece salida analógica radiométrica para la 
lectura de la presión, en el lapso de presión; especificando a gran escala y el rango de la 
temperatura. 
En el presente proyecto se usó el sensor de la familia SSC (Figura 28) diseñado por la 
compañía Honeywell ya que este cuenta con las características para el óptimo desempeño 
de la tarjeta. 
Las características de la familia de este sensor son las siguientes: 
 Rango de Temperatura: -20 hasta +85 ºC 
 Voltaje de Alimentación: 3.3 o 5 VDC 
 Presión: 1 a 150 PSI (60 hasta 10 mbar) 













El sensor PT100 es del tipo RTD construido de Platino (Pt). Algunas de sus características 
se muestran en la tabla 1. 
Tabla 1. Cuadro de características 
Parámetro PT100 
Resistividad (𝜇Ω𝑐𝑚) 10.6 




Resistencia a °T de referencia 𝑅0 100 
Rango -200 hasta +850 °C 
 
En la figura 29 se muestra una imagen del sensor de temperatura RTD-PT100, se utilizó el 









3.2.3. Modulo GPS 
El módulo GPS Venus638LPx es uno alto rendimiento, bajo consumo de energía y alta 
sensibilidad, entre sus especificaciones técnicas (SkyTraq Technology Inc., s.f.) están: 
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 Precisión: Posición 2.5m, Velocidad 0.1 m/s, tiempo 60ns. 
 Sensibilidad: -165 dBm tracking, -148 dBm cold start. 
 Límites de operación:  Altitud < 18Km, Velocidad <515m/s (COCOM, cualquiera 
de los                  dos pueden ser superados, pero no ambos). 
 Protocolo: NMEA-0183 V3.01. (The National Marine Electronics Association, 2015) 
 Baud Rate: 4800 / 9600 / 38400 / 115200 
 Fuente de Voltaje:  2.8 - 3.6V 
 
Figura 30. Modulo GPS VenusFLPx 
Fuente: https://www.sparkfun.com/products/retired/11058 
 
Hay errores adicionales que involucran en el cálculo del GPS, ver tabla 2. 
 
Tabla 2. Error Horizontal GPS 
Errores Horizontal GPS 
Ionosfera ±3m 
Efemérides  ±2.5m  
Reloj satelital ±2m 
Distorsión multibandas ±1m 
Troposfera ±0.5m 
Errores numéricos ±1m 
Total  ±10m 
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Cuando el GPS muestra una información de altura, se demora unos pocos segundos. 
En el caso del GPS Venus 638FLPx según su hoja técnica, este tiene una exactitud de 2.5 m 
CEP (probabilidad de error circular), lo que quiere decir que estará a 2.5 m de su posición 
original el 50% de tiempo. 
3.2.4. IMU 
Investigando se encontró sensores de medición inercial de la compañía SparkFun, se 
requiere que dicho IMU tenga acelerómetro y giróscopo cada uno de 3 ejes (x,y,z), para lo 
cual hay dos que podrían funcionar en el diseño de la tarjeta electrónica. También se usó un 
magnetómetro como modulo aparte.  
3.2.4.1. MPU 6050 
La MPU 6050 es un 6 DOF (grados de libertad) o un sensor IMU de seis ejes, lo que significa 
que da seis valores como salida. Tres valores del acelerómetro y tres del giroscopo. La MPU 
6050 es un sensor basado en la tecnología MEMS (Micro Electro Mechanical Systems). 
Tanto el acelerómetro y el giroscopio está incrustado dentro de un solo chip. Este chip utiliza 
el protocolo I2C (Inter Integrated Circuit) para la comunicación. 
Características Técnicas Acelerómetro 
 Digital-salida del acelerómetro de triple eje con un rango de escala programable de ± 
2 g, ± 4g, ± 8g y ± 16 g  
 Integrado ADC de 16 bits permiten el muestreo simultáneo de acelerómetros, 
mientras que no requiere multiplexor externo  
 Acelerómetro normal de corriente de funcionamiento: 500μA  
 Modo de baja acelerómetro alimentación actual: 10μA en 1.25Hz, 20μA a 5 Hz, 60mA 
a 20Hz, 110μA a 40Hz  
 Detección de orientación y señalización  
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 Detección Tap  
 Interrupciones programables por el usuario  
 Caída libre interrumpen  
 Alta-G interrupción  
 Cero Movimiento / Motion interrumpir  
 Autocomprobación usuario  
Características Técnicas Giroscopio  
 Digital-salida de X, Y, y Z-Axis sensores de velocidad angular (giroscopios) con un 
rango de escala programable por el usuario de ± 250, ± 500, ± 1.000 y 2.000 ± ° / 
seg. 
 Señal de sincronización externa conectada al pin FSYNC soporta imágenes, vídeo y 
sincronización GPS. 
 Integrado ADC de 16 bits permiten el muestreo simultáneo de gyros. 
 Sesgo mejorado y estabilidad de temperatura de sensibilidad reduce la necesidad de 
calibración del usuario. 
 Mejora de baja frecuencia rendimiento de ruido. 
 Filtro de paso bajo digitalmente programable. 
 Giroscopio corriente de funcionamiento: 5 mA. 
 Corriente espera: 5μA. 












Figura 31. Sensor IMU MPU 6050 
Fuente: https://robu.in/product/mpu-6050-gyro-sensor-2-accelerometer/ 
 
3.2.4.2. Magnetómetro HMC5883L 
Es un magnetómetro de 3 ejes con el cual podemos leer el campo magnético, siempre y 
cuando no haya otras interferencias magnéticas se puede calcular la orientación respecto al 
norte magnético de la tierra. 
Características Técnicas del magnetómetro 
 Proceso de Inmersión Oro interferencias pin dorado. 
 HMC5983 de alta precisión de la brújula triaxial sensor de campo magnético con 
compensación de temperatura 
 Medios de comunicación: IIC / SPI opcional. 
 Fuente de alimentación: DC3-5V. 
 Con la salida de datos de compensación de temperatura 
 Frecuencia máxima de salida 220 HZ 












Figura 32. Magnetómetro HMC5883L 
Fuente: https://naylampmechatronics.com/sensores-varios/89-modulo-brujula-digital-hmc5883l.html 
 
3.3. Diseño Electrónico 
Se procede a implementar los diferentes sensores que resultaron óptimos para el desarrollo 
de la tarjeta electrónica. Para los sensores de temperatura, presión, IMU y magnetómetro se 
utilizó el microcontrolador PIC 18F2550 y para el modulo GPS el microcontrolador PIC 
16F628A esto es, para no saturar el pic principal con tantas entradas.  
A continuación, se hará un estudio detallado para cada sensor. 
3.3.1. Presión 
Para el diseño de este sensor se optó por el SSCDANN15PAAA5 de la familia SSC de la 
compañía Honeywell.  
Se consideró un sensor analógico el cual permite medir presión dentro  de un rango de 0-15 
psi. Una de sus muchas aplicaciones del sensor de presión es en la estimación de altitud, lo 
cual es de utilidad en aviones, globos meteorológicos, etc. la relación entre el cambio de 
presión con respecto a la altitud.   
La unidad que utiliza dicho sensor es en PSI para lo cual es necesario pasarlo a Hpa: 
Presion(Hpa) = Pre x 68.94757293168 
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Las siguientes formulas a usar depende de la presión a la que esté sometido el sensor: 
 Si presión < 8.68 Hpa 





− 1)  
 Si presión > 8.68 Hpa y presión < 54.749 Hpa 






 Si presión > 54.749 Hpa y presión < 226.3203 Hpa 




 Si presión > 226.3203 Hpa  







3.3.1.1. Circuito de Implementación para el sensor de presión 015PAAA5 
Para garantizar la mayor transmisión de potencia de la señal analógica del sensor de presión 
hacia la entrada del conversor Analógico-Digital del microcontrolador se usa un Opamp 
configurado en modo seguidor de voltaje el cual realiza adaptación de impedancia.  
El Opamp tiene una impedancia de entrada es muy alta el cual permite que la señal 
analógica desde el sensor de presión sea igual a la de salida el cual tiene una impedancia 
muy baja que al ser conectada al ADC del microcontrolador este recibe la señal idéntica en 
magnitud del sensor de presión. 
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Figura 33. Circuito Acondicionamiento del sensor de presión. 
Fuente: Elaboración Propia 
 
Dirigirse al anexo A para ver la programación del sensor de presión. 
 
3.3.1.2. Calibración del circuito de acondicionamiento del sensor de presión 
Material:  
Cámara de vacío 
Rango: 
-72 kPa a -6 kPa 
Fecha de ensayo: 




Funciones de trasferencia de 1er orden hasta 4to orden. 
En la tabla 3 se aprecia los valores de la presión cámara vacío y la presión relativa respecto 
a esa. 









-72 -10.442736 4.097264 
-70 -10.15266 4.38734 
-66 -9.572508 4.967492 
-62 -8.992356 5.547644 
-58 -8.412204 6.127796 
-54 -7.832052 6.707948 
-50 -7.2519 7.2881 
-46 -6.671748 7.868252 
-42 -6.091596 8.448404 
-36 -5.221368 9.318632 
-30 -4.35114 10.18886 
-24 -3.480912 11.059088 
-18 -2.610684 11.929316 
-12 -1.740456 12.799544 
-8 -1.160304 13.379696 
-6 -0.870228 13.669772 
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La figura 34 muestra el promedio vs presión de las funciones de transferencia. 
 
Figura 34. Promedio vs Presión 
Fuente: Elaboración Propia 
 
3.3.2. Temperatura 
La variación de la resistencia puede ser expresada de manera polinómica como se muestra 
en la ecuación (1). Por lo general, la variación es bastante lineal en márgenes amplios de 
temperatura (Intech Instruments LTD, 2009). 
𝑅𝑇 = 𝑅0(1 + 𝛼Δ𝑇) (1 ) 
Donde: 
𝑅0 : Resistencia de temperatura de referencia 𝑇0 
































𝛼 : Coeficiente de resistencia de temperatura  
Un puente de Wheatstone (figura 35) se utiliza para medir resistencias desconocidas 
mediante el equilibrio de los brazos del puente (Moreno, 2015). Estos están constituidos por 
cuatro resistencias que forman un circuito cerrado, siendo una de ellas la resistencia de 
bajas medidas (Frayle & García ). 
Características: 
 Se utiliza cuando los cambios en la resistencia son muy pequeños. 
 Los sensores resistivos pueden ocupar varias ramas del puente. El resto está 







Figura 35. Puente Wheastone 
Fuente: http://rubberpachon.blogspot.com/2013/05/ 
 
En este caso se requiere que el valor mínimo de temperatura a medir sea -80 °C y como 
máximo +30 °C 
Requerimiento del rango de temperatura: 
Tmin = −80 °C  
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Tmax = +30 °C 
3.3.2.1. Acondicionamiento Puente Wheastone 
El acondicionamiento del puente Wheatstone consiste en el cálculo de los valores de las 
resistencias de tal manera que la señal de voltaje entre los terminales A y B tenga un rango 
de 0 V a 5 V para un rango de temperatura -80 ºC hasta 30 ºC. 
De la figura 35, se iguala 𝑅3 = 𝑅𝑇  
Donde 𝑅𝑇 : es la resistencia del sensor de temperatura 
Condición: 
Considerando un voltaje diferencial mínima de entrada al opamp LM324 = 0.8 V para una 
correcta amplificación. 
Entonces: 
                                                                      𝑉𝑎 − 𝑉𝑏 > 0.8                                    ( 2 ) 
Como 𝑇𝑚𝑖𝑛 = -80ºC, se busca en la tabla
1 de conversión la resistencia equivalente a esta 
temperatura, donde se tiene un 𝑅𝑇 = 68.33 Ω . 
Luego, eligiendo 𝑅3 = 100 Ω y un voltaje de alimentación (𝑉𝑒𝑥) = 5V, se obtendría el voltaje 





Vb = 2.97 V 
 
                                                          
1 Tabla de conversión del sensor PT100 disponible en: http://www.intech.co.nz/products/temperature/typert.html 
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Introduciendo el resultado en la ecuación 2 se tiene: 
Va − 2.97 > 0.8 ( 3 ) 
Va > 3.77 ( 4 ) 





( 5 ) 




( 6 ) 
O expresado como: 
R1 = 0.326 ∗ R2 ( 7 ) 
Eligiendo un valor comercial para R2 = 1 kΩ, y reemplazando en la ecuación ( 7 ): 
𝑅1 = 0.326 ∗ 𝑅2 = 326Ω ( 8 ) 
Eligiendo un valor comercial aproximado 
𝑅1 = 330Ω ( 9 ) 


















Figura 36. Circuito Puente Wheatstone 
Fuente: Elaboración Propia 
 
3.3.2.2. Amplificador Diferencial 
Para incrementar el rango dinámico de las señales analógicas proporcionadas por el puente 
Wheatstone, se incluye una etapa de amplificación teniendo en cuenta el rango de voltaje de 
entrada del PIC que es de 0 a 5 V. 
La temperatura máxima a medir es:  Tmax = +30°C, la resistencia del sensor a una 
temperatura de 30 ºC será RT = 111.67Ω, reemplazando este valor en circuito de la Figura 





∗ 5 = 3.759 V 




∗ 5 = 2.362 V 




La ganancia máxima del amplificador será entonces, considerando como voltaje máximo de 








( 13 ) 
Se elige entonces el valor de: G = 3 como un valor apropiado. 
Analizando la figura 37 y escogiendo valores comerciales para las resistencias, se elige: 
R4 = R3 = 8.2k y R1 = R2 = 2.7k. 












Figura 37. Amplificador Diferencial 
Fuente: Elaboración Propia 
 
Vm = Va − Vb = 3.759 − 2.362 = 1.397 V ( 12 ) 
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3.3.2.3. Circuito de protección 
Se utiliza un circuito de proteccion para limitar la amplitud de voltaje que llega a la entrada 
del conversor Analogico-Digital del PIC como el que se muestra en la Figura 38. 
Para regular el voltaje de entrada al microcontrolador se utiliza el diodo zener. 
VINmax = 6.8 V ( 15 ) 







= 6.8 mA 





Figura 38. Circuito de protección 
Fuente: Elaboración Propia 
 
3.3.2.4. Diagrama Completo del Circuito de Acondicionamiento para el PT100 
En la Figura 39 se muestra el diagrama del circuito completo para acondicionar las 




Figura 39. Circuito de acondicionamiento para el PT100 
Fuente: Elaboración Propia 
 
3.3.2.5. Pruebas  
Para encontrar la función de transferencia del circuito de acondicionamiento del PT100 (ver 
Figura 39), se tienen que realizar pruebas con diferentes valores de RT (PT100) y medir el 
voltaje de salida del circuito (Vout). 
Realizadas las pruebas se hallaron los valores de las resistencias y voltajes, como se 
muestra en la Tabla 4. 
Tabla 4. Resistencia vs Voltaje 
















En la Figura 40 se muestran los mismos resultados de la Tabla 4 pero de manera gráfica. La 
curva obtenida representa la función de transferencia del circuito mostrado en la Figura 38, 
dicha curva (FT) se aproxima a una línea con tendencia logarítmica (ver ecuación (17)).  




Figura 40. Función de transferencia Resistencia vs Voltaje 
Fuente: Elaboración Propia. 
 
Luego de hallar la función de transferencia del circuito, se despeja el valor de la resistencia 








Ahora, para encontrar el valor de la temperatura (T) se despeja primero de la ecuación (1), 
quedando: 

































( 20 ) 
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En la Figura 41 se muestra la gráfica de la ecuación (20), con valores de las resistencias de 
la Tabla 4. 
 
Figura 41. Temperatura vs Resistencia 
Fuente: Elaboración Propia 
 












Reemplazando los valores para el PT100 del 𝑅0 = 100 y 𝛼 = 0.00385, se halla la 





























En la Figura 42 se muestra la gráfica de voltaje vs temperatura aplicando la ecuación (22). 
La gráfica obtenida se aproxima a una función como se muestra en la ecuación (24), que 
relaciona el voltaje (𝑉𝑜𝑢𝑡) de salida del circuito de acondicionamiento del pt100 de la Figura 
39, con respecto a la temperatura deseada. 
T = 7.0968Vout
2 + 16.388Vout − 161.5 (23) 
O también: 
                                             y = 7.0968x2 + 16.388x − 161.5                                        (24) 
 
Figura 42. Voltaje vs Temperatura 





































En la Tabla 5 se muestran los valores del voltaje de salida obtenido del circuito de 
acondicionamiento a diferentes temperaturas. 
Tabla 5. Voltaje vs Temperatura 















Para conocer la sensibilidad del circuito de acondicionamiento se toman dos diferenciales de 
valores de voltaje en sus respectivos valores de temperatura. 
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De la Tabla 5, a -29.79°C se tiene un voltaje de 3.468 V y a -54.245°C se tiene 3.047 V, 
entonces los diferenciales de voltaje y temperatura son: 
0.421 (∆𝑉) → 24.454427 (∆°𝐶) (25) 
Dividiendo la ecuación 25 entre 24.454427, se tiene: 
Entonces, la sensibilidad es igual a 0.0172 (V/°C). 
 
3.3.2.6. Calibración del circuito de acondicionamiento PT100 
Materiales: 
 Hielo seco: Dióxido de carbono en estado sólido 
 Termopar tipo k 
 Tarjeta Electrónica con el circuito de acondicionamiento de señal y sensor RTD- 
PT100 de temperatura. 
 Multímetro FLUKE 28-II 
 Congeladora 
Sensor de Referencia: 
Termopar tipo k 
Equipo bajo ensayo: 
 Tarjeta Electrónica con el circuito acondicionamiento de señal  
 Sensor RTD-PT100 
 




 Temperatura máxima de medición: 34.17 ºC 
 Temperatura mínima de medición: -80.16 ºC 
Fecha: 
El ensayo se realizó el 10 de junio del 2016 
Metodo: 
El ensayo se realizó para calibrar los datos de temperatura obtenidos mediante un circuito de 
acondicionamiento de señal para un detector de temperatura resistivo de platino RTD-PT100 
ubicado dentro de la tarjeta electronica como se indica en la Figura 43. Se realizaron 4 
pruebas de toma de datos colocando la carga útil en una congeladora con hielo seco que se 
mantiene en estado sólido a una temperatura aproximada de -80.16 ºC, de esta manera se 
alcanzaron temperaturas bajas al interior de la congeladora. Los datos de temperatura de 
referencia para la calibración fueron obtenidos desde un termopar tipo k acoplada al 











Figura 43. Esquema del ensayo de calibración para el sensor de temperatura 
Fuente: Elaboración Propia. 
 
Error RMS: 
Para determinar la precisión de las mediciones se utilizó el indicador error RMS (error 
cuadrático medio) el resultado es: 
ERMS = 5,72814985 ºC 
Ecuación:  
La ecuación de calibración para compensar los errores resultó igual a: 
y = 0,9585x – 5,5277 
Donde:  
x : datos de temperatura del circuito de acondicionamiento PT100 




Tabla 6. Puntos de muestra 
PT100 TERMOCUPLA Desviación 
Estándar SENSOR REFERENCIA 
34,28152868 27,4 0,233873255 
23,75204431 16,2 0,2108988 
2,738485656 -1,7 0,379108666 
-80,58428021 -83 0,224622902 
 
Grafico de Resultados: 
El figura 44 muestra la relación entre las medidas tomadas por la referencia y las medidas 
del sensor. Además se grafica la Recta de calibración para la compensación de datos del 
sensor de temperatura utilizando cuatro puntos de calibración. 
Figura 44. Relación entre medidas de Referencia y Medidas del Sensor 
Fuente: Elaboración Propia 






























Temperatura del RTD-PT100 (ºC)
Calibración del sensor de temperatura PT100




3.3.3. Modulo GPS 
El módulo GPS tiene las configuraciones mostradas en la Tabla 7, para su correcta 
operación en el sistema de adquisición. 
Tabla 7. Configuración del módulo GPS 
PARÁMETRO CONFIGURACIÓN 
Baud Rate 9600 
Velocidad de actualización 1 Hz 
Salidas NMEA GGA, RMC 
 
3.3.3.1. Conexiones con el microcontrolador 
En la Figura 45 se muestran las conexiones entre el receptor GPS Venus638FLPx, el 
microcontrolador PIC16F628A y el PIC18F2550. El PIC16F628A ejecuta el algoritmo de 
compresión y el PIC18F2550 captura los datos comprimidos. 
 
Figura 45. Conexiones del GPS con el microcontrolador 
Fuente: Elaboración Propia 





















3.3.3.2. Compresión de datos del GPS 
El algoritmo implementado en el microcontrolador tiene como objetivo capturar la información 
del receptor GPS con el protocolo NMEA, pero con aproximadamente la mitad de caracteres. 
De esta manera se reduce el tiempo de envío de caracteres a través del puerto serial RS232 
del microcontrolador (Figura 45). Dirigirse al anexo B donde se muestra el código en 
lenguaje de programación CCS. 
En la Figura 46. se muestra el diagrama de flujo del algoritmo de compresión de datos del 
receptor GPS. Este algoritmo es un bucle en el cual, primero, se verifica si los datos son 
válidos, luego se determina la cabecera que contiende información del indicador de latitud y 
longitud del hemisferio (norte, sur, este, oeste), seguido se establece la trama de datos como 




Figura 46. Diagrama de flujo del algoritmo de compresión 








Trama de datos 
GPS 












3.3.3.3. Trama de salida de datos comprimidos 
La trama de los datos comprimidos del GPS enviados a través del puerto serial TX del 
microcontrolador PIC16F628A es se muestra en la Tabla 8. 
Tabla 8. Trama de datos del GPS 
SECUENCIA DATO 
1 Hora UTC 






8 Variación magnética 
 
3.3.3.4. Sincronización del PIC16F628A con el PIC18F2550 
La sincronización para el envío de datos entre el microcontrolador PIC16F628A y el 
PIC18F2550 se realiza mediante dos señales: Sync1 y Sync2, como se muestra en la Figura 
45. Cuando la señal Sync1 es establecido un nivel alto (5V) por el PIC16F628A con su salida 
digital RB3, indica que la trama de compresión está completa y lista para su transmisión 
hacia el PIC18F2550. La señal Sync2 se utiliza para indicar el inicio del envío de datos, para 
la cual el PIC18F2550 pone en un nivel alto su salida digital RA5. El diagrama de flujo de la 
sincronización del PIC16F628A se muestra en la Figura 47. 
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Figura 47. Diagrama de flujo de la sincronización del PIC16F628A 









(1byte)         
Trama GPS 
Transmisión  
















3.3.4. IMU y Magnetómetro 
En la figura 48 se observa el microcontrolador PIC18F2550 y el módulo IMU (IMU MODULE), 
adicionalmente se observa que el diseño cuenta con un sensor digital más que es un sensor 










Figura 48. Microcontrolador principal y sensores digitales 
Fuente: Elaboración Propia 
 
3.4. Etapa de Alimentación 
El diseño de la etapa de Distribución de energía tiene como objetivo el de suministrar 
energía con tres niveles de voltaje de 12 voltios, 5 voltios y 3.3 voltios, los cuales 
proporcionara energía a los diferentes componentes que conforma el diseño en su totalidad. 
El sistema de alimentación usa tres reguladores de voltaje fijo de 12V, 5V y 3.3V conectador 
en cascada. Se recomienda un voltaje de alimentación (DC_IN) de 14.5V como mínimo y a 
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22V como máximo. Debido a que dentro del diseño se tomó en cuenta el empleo de dos 
microcontroladores y componentes analógicos, se hace uso de las ferritas para atenuar o 
filtrar el ruido propagado a través de las líneas de alimentación debido a las frecuencias del 
reloj interno de operación de los microcontroladores u otros componentes digitales. 
En la Figura 49 se observa la etapa de alimentación. 
 
Figura 49. Etapa de alimentación 





El siguiente firmware, realiza la adquisición de los datos de los sensores; como el 
acelerómetro, giroscopio, magnetómetro, presión y temperatura, y también se encarga de 
adquirir los datos del módulo del GPS (PIC 16F628A), para luego ser enviados por 
comunicación RS-232. 
El Programa del sistema de adquisición de datos. Se ha realizado en su totalidad en lenguaje 
C, y como compilador se utilizó el PIC C Compiler (ver Anexo C), ya que brinda las 
siguientes ventajas: 
 Optimización del código generado. 
 Una gran Gama de dispositivos para los que el compilador es capaz de generar 
código. 
 Bibliotecas de funciones precompiladas y directivas de las que se disponen, de esta 
manera ahorra tiempo al programador. 
 Posibilidades adicionales, como inserción de código ensamblador, depuración etc. 
El firmware fue desarrollado para la adquisición de datos de distintos sensores tanto como 
analógicos y digitales que tienen distintas frecuencias de muestreo, debido a que la señale 
de temperatura varía mucho más lento que la señal de aceleración por lo que la frecuencia 
de muestreo de la temperatura es menor que la frecuencia de muestreo de la señal de 
aceleración.  
La Tabla 9 muestra la cantidad de datos que envía cada sensor y el Tiempo de Muestreo de 
cada uno de ellos. También indica, durante cuánto tiempo se estará recolectando todos los 





Tabla 9. Periodo de muestreo de los sensores 
 
Dirigirse al anexo D para ver el diagrama de flujo completo del firmware. 
3.6. Implementación del software 
El desarrollo de software de recepción será implementado en Python, tiene la estructura 







Sensores Cantidad de datos 




por el Pic 
Magnetómetro 3 (X- Y- Z) 252 3.9682 
Acelerómetro 3 (X- Y- Z) 252 3.9682 
Giroscopio 3 (Pich- Yaw- Roll) 252 3.9682 
Presión 1 2016 0.496 















Figura 50. Diagrama de software de recepción 
Fuente: Elaboración Propia 
 
Los cuadros de color Naranja, en el diagrama que muestra la Figura 50, no serán editados, 
debido a que esta sección tiene la capacidad de manejar sin problemas altas velocidades de 
transferencia de datos, esto para el caso de manejo de buffer y la apertura del puerto serial. 
Para el caso de la codificación Hamming, se mantiene el algoritmo debido a que aún se 
sigue evaluando su desempeño. 
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El cuadro de color púrpura será modificado con el propósito de identificar un inicio de trama 
diferente al que se ha venido trabajado. 
Toda la información además de ser procesada y almacenada en memoria será representada 
en el interfaz del software mediante gráficos en tiempo real. 
3.6.1. Codificación y trama estructurada de datos 
Una trama de datos estructurada busca asegurar la correcta recepción de los datos enviados 
por telemetría. La trama de datos que se trabajará en esta experiencia será una evolución a 
las experiencias anteriores, sin embargo, también apuntará a establecer una trama de datos 
sólida y compleja como se presenta en el documento de la referencia. La estructura de la 







Figura 51. Estructura de Trama de Datos 
Fuente: Elaboración Propia 
Donde: 
 FS : Frame starter (señal de inicio de trama) 
 “@GLB” 
 FInfo : Información de la trama 
 CBpar: Paridad para detectar errores en la cabecera 
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 PLDU : Physical layer data unit 
 Data : Información de los sensores y GPS codificada mediante codificación 
Hamming 
 C.b. : Check bits (generado por la codificación) 
El bloque FInfo (Frame Info) lleva información de los datos que se está enviado y se 




Figura 52. Estructura de Frame Info 
Fuente: Elaboración Propia 
 
 #Trama : Consiste de 2 Bytes e indica el número de trama que se está 
enviando entre 0 y 65535. Si la cantidad de tramas enviadas rebasa este el número 
máximo, conteo se reinicia. 
 Tipo de Trama: Indica la composición de la trama en el contexto de la información de 







Tabla 10. Construcción de Frame Info 
T P H GP G A M I S 
3 bits 3 bits 2 bits 2 bits 3 bits 3 bits 3 bits 2 bits 3 bits 
 
 T   : Temperatura 
 P  : Presión 
 H  : Humedad 
 GP : Modulo GPS 
 G : Giroscopio 
 A : Acelerómetro 
 M : Magnetómetro 
 I : Sensor de Imagen 
 S : Otro Sensor 
Los números binarios representan la cantidad de sensores enviados de la categoría 
correspondiente.  La cantidad de sensores será como se muestra en la Tabla 11: 
Tabla 11. Sensores 
Sensor Cantidad Repr. en FInfo 
Temperatura 1 001 
Presión 1 001 
Humedad 0 00 
Modulo GPS 1 01 
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Giroscopio 1 por eje 011 
Acelerómetro 1 por eje 011 
Magnetómetro 1 por eje 011 
Sensor de Imagen* 1 00 
Otro Sensor 0 000 
 
*: El sensor de Imagen se transmite por otro canal, razón por la que se no se considera en la 
presente trama. 
Los dispositivos como: sensor de temperatura, de presión y Modulo GPS son muestreados a 
una frecuencia menor (1s); pero, múltiplo de las frecuencias de muestreo de los sensores 
giroscopio, acelerómetros y magnetómetros (sensores inerciales).  Esta secuencia de 
eventos tiene una estrecha relación con la elección de la paridad de la cabecera. Dado que 
solo hay dos posibilidades de cabecera, una cuando se transmiten la totalidad de sensores 
que se está enviando y otro cuando se envía los sensores inerciales. 





T P H G
P 
G A M I S CBpar 
Par Impar 




























































La Tabla 12 muestra H1 y H2, dos (02) tipos de cabeceras típicas de trama para esta 
experiencia. A la derecha de la tabla, en la sección CBpar, se compara la paridad Par y la 
paridad Impar, su posterior elección se basa en la facilidad de los procesadores y 
µControladores para trabajar con ceros (0s) que con unos (1s), razón por la se compara en 
la siguiente tabla: 
Tabla 13. Comparación de Paridad par e Impar 
Ítem 
CBpar 
(cantidad de ceros) 
Par Impar 
0s 1s X 0s 1s X 
H1 3 4 2 4 3 2 
H2 2 5 2 5 2 2 
 
La Tabla 13, muestra la cantidad de 0s que tiene cada paridad en cada cabecera típica de 
trama H1 y H2, siendo mayor la cantidad 0s en la paridad impar para ambos casos. En H1 se 
aprecia 4 ceros en paridad impar y 3 en paridad par; de la misma manera en H2, 5 ceros en 
paridad impar y 2 en par, siendo hasta el momento la paridad impar con la que se va a 
trabajar. Por otro lado, la presencia de la X, en ambos casos es 2, si resultará tomando el 
valor de 0, en H1 sería mejor trabajar con paridad par, ya que tomaría 3 el valor de 5, y este 
último es mayor que la cantidad de ceros en Impar; mientras que en H2, se mantiene la 
paridad impar con mayor cantidad de ceros; por lo tanto se crea una ambigüedad, sin 
embargo, la frecuencia de envió de la trama que contiene H2 es mayor a la de H1, por lo 




La Figura 53 muestra el software de adquisición de datos implementado en Python.  
 
Figura 53. Software de adquisición de datos 
Fuente: Elaboración Propia 
 
Dirigirse al Anexo E para ver toda la programación. 
3.7. Diseño Mecánico 
La caja donde se pondra la tarjeta electronica, estara hecha de poliestireno expandido 













Figura 54. Contenedor de Carga Útil 
Fuente: Elaboración Propia 
 
3.8. Software Movimiento Inercial de la Carga Útil en 3D en tiempo real 
Para lograr este objetivo se usó el programa Blender para emular el lugar de lanzamiento y 
junto con el MATLAB usando su librería Virtual World (ver Figura 55). Dirigirse al anexo F 




Figura 55. Movimiento Inercial Carga Útil 


























La Figura 56 muestra el ensamble de la carga útil del globo estratosférico que contiene la 










Figura 56. Ensamble de la tarjeta electrónica 












Figura 57. Ascenso de la carga útil del globo estratosférico. 
Fuente: Elaboración Propia 
 
4.3. Sensores 
A continuación, los resultados por cada sensor. 
 
4.3.1. Presión 
La presión atmosférica baja a medida que asciende por la atmosfera. La presión al nivel del 
mar es de aproximadamente miles de milibares (14,50 en PSI). Cinco kilómetros sobre la 







Ascenso y Descenso del Globo Sonda: 
En el proceso de ascenso (rojo) del globo sonda de la Figura 58, podemos apreciar que se 
parece mucho a la gráfica anterior (Figura 27) lo que nos demuestra que nuestra curva está 
bien desarrollada. 
 
Figura 58. Variación de Presión con Altitud en la atmosfera de la tierra 
Fuente: Elaboración Propia 
 
4.3.2. Temperatura 
Los resultados obtenidos del lanzamiento Globo Estratosférico llevado a cabo en la base 
FAP punta lobos el día 9 de diciembre del 2016, son los que muestra la Figura 59 en donde 
se observa que las mediciones de temperatura obtenidas mediante el sensor PT100 tienen 
menos error respecto al lanzamiento anterior con referencia a las gráficas de perfil 
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atmosférico del SENAMHI. Entonces es conveniente alejar la posición del sensor de 
temperatura con una mayor ventilación. 
El tiempo de respuesta a cambio bruscos de temperatura es de aproximadamente 10 °C/seg 
que resulta lenta para la aerodinámica del cohete sonda y sus grandes velocidades y 
aceleraciones, por ende, se utilizará en el siguiente lanzamiento una termocupla que tiene un 
tiempo de respuesta menor. 
 
Figura 59. Temperatura vs altitud 
Fuente: Elaboración Propia 
 
4.3.3. Modulo GPS 
La carga útil del globo estratosférico cuenta con un receptor GPS a bordo el cual permite 























usado en esta experiencia mantienen la conexión, de acuerdo a su hoja de datos, mientras 
cumpla con las siguientes condiciones: 
- Altitud < 18 000 m 
- Velocidad < 515 m/s 
También dice: el modulo GPS puede continuar operativo siempre y cuando sobrepase 
algunas de las condiciones, pero no ambas, razón por la que el resultado esperado, es 
plantea como: 
Determinar la trayectoria de vuelo de carga útil: determinar la posición de la carga útil 
mediante GPS que lleva a bordo; del mismo modo determinar el punto de impacto. 
En este nuevo lanzamiento se corrobora el funcionamiento del receptor GPS hasta el final 
del lanzamiento sin ser bloqueado por la altitud alcanzando una altitud de 28.04 Km, como 
se ve en la Tabla 14 con respecto a los lanzamientos anteriores. 
Tabla 14. Comparación de Módulos GPS 
Experiencia 
Altitud promedio de 
bloqueo 
Modelo de GPS Fabricante 
ICGS-30C ~12 Km NEO – 6M u-blox 
ICGS-30D 28.45 Km Venus 638 – FLPX 
SkyTraq 
Technology 






El lanzamiento fue ejecutado en el helipuerto a las 14:43 horas UTC+5. 2 horas después 
ocurrió la explosión del globo a 28,58 Km. 
 
Figura 60. Trayectoria del globo sonda 
Fuente: Elaboración Propia 
 
La Figura 60 muestra la trayectoria de la sonda proyectada sobre la superficie de la tierra en 
Google Earth, adicionalmente se muestra puntos relevantes, como el punto de lanzamiento, 
su posición en el cambio de rapidez de ascenso, el punto de explosión del globo y el punto 
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aproximado de impacto –donde cayó la sonda- dado que fue la última posición conocida por 
el GPS a 1033 m de altitud, siendo este desplazamiento de 10 Km del lugar de lanzamiento. 








Figura 61. Perfil de Elevación de la Trayectoria del globo estratosférico 
Fuente: Elaboración Propia 
 
La Figura 62 muestra el perfil de elevación de la trayectoria con la información del GPS que 






Figura 62. Trayectoria en 3 dimensiones del globo estratosférico 







Por otro lado, en la Figura 63 se aprecia la altitud de la sonda a lo largo del tiempo 
expresado en segundos. La curva de color azul es la altitud calculada a partir del sensor de 












Figura 63. Altitud vs Tiempo 
Fuente: Elaboración Propia 
 
Finalmente, en la Tabla 15 se muestra eventos importantes como: el lanzamiento, explosión 
del globo, la última información recibida por el GPS, y aproximadamente 1 minutos más 
tarde, se pierde la comunicación con la sonda, siendo este la última información recibida del 






Tabla 15. Resumen de Vuelo 
Evento 














Lanzamiento 194602,363 103,6 1230,3117 7647,9456 896 117,83 19,964 
Explosión de 
Globo 
213300,368 28049,1 1243,2466 7636,8145 113 29189 -11,882 
Último 
Contacto GPS 
214835,369 607,5 1244,9668 7635,1476 - - - 
Último 
Contacto P/T 
214521,369 4324,1 1244,7135 7635,3758 570 4342,2 -5,4963 
 
4.3.4. Sensores Inerciales 
Considerando que la carga útil de este globo, es la primera en llevar a bordo sensores 
inerciales – acelerómetro y giroscopio – se desconoce los límites de las aceleraciones y 
velocidades angulares en todos los ejes que experimentará el instrumental en el vuelo. Por lo 
que se configuró el acelerómetro y giroscopio a capacidad de medición de rango amplio: ±16 








Figura 64. Disposición de Ejes del globo estratosférico 
Fuente: Elaboración Propia 
 
Por otra parte, en las Figuras 65, Figura 66 y Figura 67, se muestran las mediciones 






















Figura 65. Velocidad de vientos y aceleraciones en los ejes X, Y, Z 









Figura 66. Velocidad de vientos y velocidad angular en los ejes X, Y, Z 









Figura 67. Velocidad de vientos y campo magnético en los ejes X, Y, Z 






De la Figura 65 Se puede apreciar los datos del acelerómetro en el eje X, Y, Z 
conjuntamente con la velocidad de vientos para realizar una comparación del movimiento 
de la radiosonda con los acelerómetros. En la figura 34 se muestra un pico al inicio del 
lanzamiento que corresponde al lanzamiento o liberación de la carga útil, luego la 
aceleración se mantiene en aproximadamente 10 m/s2 en el eje Z mientras en los otros 
ejes son cercanos a cero. 
La Figura 66 muestran las velocidades angulares obtenidos del giroscopio en los ejes X, 
Y, Z conjuntamente con las velocidades de viento. Se puede apreciar que las velocidades 
angulares en el eje Z son mayores que en los otros dos ejes. 
La Figura 67 muestra las magnitudes de campo magnético de la tierra en los ejes X, Y, Z. 
Se aprecia que el promedio de campo magnético en el eje X es de 0.2 gauss, en el eje Y 
es de 0.1 gauss y en el eje Z es de 0.2 gauss, lo cual suma una magnitud promedio de 




























• El tiempo de desarrollo de la tarjeta tomó aproximadamente 6 meses desde que 
se realizó el estudio de los sensores, programación, implementación y diseño. 
• Una de las ventajas de este tipo de sistemas es su bajo costo y una de las 
desventajas aparte del tiempo de desarrollo, es que no se ha implementado un 
método de recuperación cuando cae al Océano Pacifico.  
• Los sensores están funcionando desde antes del lanzamiento y una vez que 
termine los datos permitirán crear una base de datos para poder proporcionar a 
diferentes instituciones como SENAMHI, CORPAC e incluso internacionales sobre 
el perfil atmosférico en diferentes partes del país. 
• La implementación del algoritmo de compresión de datos optimiza en tiempo y 
consumo de energía de la tarjeta electrónica de la carga útil de globo 
estratosférico. 
• El sensor de presión tiene una resolución de menos de 1 m, lo cual es mejor que 
el GPS ya que este tiene una resolución de aproximadamente 20 m. 
• Siempre se va a utilizar la altitud barométrica por ser la que menor error tiene. 






• La velocidad de respuesta del sensor de temperatura PT100 es lenta, por lo que 
se utilizará una termocupla en un próximo lanzamiento para la comparación de 
mediciones con respecto al RTD PT100. 
• Las mediciones de temperatura en el último lanzamiento 2016 fueron de menor 
error con respecto al lanzamiento 2015 tomando como referencia los perfiles del 
SENAMHI. La diferencia más significativa entre estos dos lanzamientos es que en 
el 2016 el sensor estuvo más alejado de la carga útil. En conclusión, el calor 
interno de la carga útil generado por los circuitos eléctricos internos, altera las 
mediciones del sensor, por lo que el sensor tiene que estar suficientemente 
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A. Programación del sensor de presión en CCS 
Codigo del Sensor de Presion en Lenguaje de Programacion CCS 
#include <18f2550.h> 









   float lectura,Vs,Presion; 
   setup_adc_ports(AN0|VSS_VDD);// seleccionamos la entrada AN0 y decimos que el 
rango esta en VSS y VDD (0 y 5 Voltios) 
   setup_adc(adc_clock_internal); // seleccionamos el reloj interno 
    while(true) 
   { 
      output_high(pin_c0); 
      delay_ms(100); 
      output_low(pin_c0); 
      set_adc_channel(0); 
      delay_us(50); 
      lectura=read_adc(); 
      Vs=(lectura*5)/1023.0; 
      Presion=3.75*Vs-1.875; 
      //Presion=3.75*Vs-1.875; 
      printf("n\vol: %0.4f", Presion); 
      delay_ms(300); 






B. Programación del módulo GPS en CCS 
void compression(){ 
   head=0xF0; 
   k=0;k2=0; 
   swa = false; 
   sw = false; 
   L = GPSpoint; 
   if ((L%2)==0) 
       {swp = true;} 
   else if((L%2)==1) 
       {swp = false;} 
   while (k < L){ 
      sw = false; 
      switch (GPSData[k]){ 
           case 'V': 
               if ((k2%2)==0) 
                   {swp = true;} 
               else if((k2%2)==1) 
                   {swp = false;} 
                k = L; 
                sw = true; 
                break; 
           case 'A': 
               head=0x01|head; 
               k = k+1; 
               sw = true; 
               break; 
           case 'N': 
               head=0x02|head; 
               k = k+1; 
               sw = true; 
               break; 





               k = k+1; 
               sw = true; 
               break; 
           case 'E': 
               head=0x04|head; 
               k = k+1; 
               sw = true; 
               break; 
           case 'W': 
               k = k+1; 
               sw = true; 
               break; 
           case '0': 
               aux = 0x01; 
               break; 
           case '1': 
               aux = 0x02; 
               break; 
case '2': 
               aux = 0x03; 
               break; 
           case '3': 
               aux = 0x04; 
               break; 
           case '4': 
               aux = 0x05; 
               break; 
           case '5': 
               aux = 0x06; 
               break; 
           case '6': 
               aux = 0x07; 





           case '7': 
               aux = 0x08; 
               break; 
           case '8': 
               aux = 0x09; 
               break; 
           case '9': 
               aux = 0x0A; 
               break; 
           case ',': 
               aux = 0x0B; 
               break; 
           case '.': 
               aux = 0x0C; 
               break;     
       } 
       if(sw==false){ 
           if (swa==true){ 
               tramaOut[k2]=(aux2<<4)|aux; 
               k2 = k2+1; 
               swa = false; 
               } 
           else if(swa==false){ 
               aux2 = aux; 
               swa = true; 
           } 
       } 
       k = k+1; 
   } 
   if (swp == false) 
     {tramaOut[k2] = aux2<<4; 
      tramaOut[k2+1] = 0x00;} 





     {tramaOut[k2+1] = 0x00;} 
} 
 
C. Firmware del sistema de adquisición de datos 
#include <18f2550.h> 
#device  adc=10 




#use i2c(Master,Slow,sda=PIN_B0,scl=PIN_B1,FORCE_HW)      
//#use standard_io(a) 
#BYTE TRISA = 0x85    // Configuramos el TRISA 
#BYTE PORTA = 0x05    // Configuramos el PORTA 
//#use standard_io(b) 
#BYTE TRISB = 0x86    // Configuramos el TRISB 
#BYTE PORTB = 0x06    // Configuramos el PORTB 
#use standard_io(c) 
// 2° Byte: cabecera_TP_MAG_GPS 
#define byte2_1 0x50 
#define byte2_2 0x20 
#define byte2_3 0x40 
// 3° Byte:  cabecera_MAG_GPS 
#define byte3_1 0x48 
#define byte3_2 0x56 
//#define byte3_3 0x78 
// 4° Byte:  cabecera_ACEL_GPS 
#define byte4_1 0x25 
#define byte4_2 0x78 
//#define byte4_3 0x14 
// 5° Byte:  cabecera_GIRO_GPS 
#define byte5_1 0x96 





//#define byte5_3 0x14 
//---------------------   Registros del MPU6050 -------------------------------- 
#define MPU6050_ADDRESS 0xD0                 // Address with end write bit 
#define MPU6050_RA_XG_OFFS_TC 0x00           //[7] PWR_MODE, [6:1] 
XG_OFFS_TC, [0] OTP_BNK_VLD 
#define MPU6050_RA_YG_OFFS_TC 0x01           //[7] PWR_MODE, [6:1] 
YG_OFFS_TC, [0] OTP_BNK_VLD 
#define MPU6050_RA_ZG_OFFS_TC 0x02           //[7] PWR_MODE, [6:1] ZG_OFFS_TC, 
[0] OTP_BNK_VLD 
#define MPU6050_RA_X_FINE_GAIN 0x03          //[7:0] X_FINE_GAIN 
#define MPU6050_RA_Y_FINE_GAIN 0x04          //[7:0] Y_FINE_GAIN 
#define MPU6050_RA_Z_FINE_GAIN 0x05          //[7:0] Z_FINE_GAIN 
#define MPU6050_RA_XA_OFFS_H 0x06            //[15:0] XA_OFFS 
#define MPU6050_RA_XA_OFFS_L_TC 0x07 
#define MPU6050_RA_YA_OFFS_H 0x08            //[15:0] YA_OFFS 
#define MPU6050_RA_YA_OFFS_L_TC 0x09 
#define MPU6050_RA_ZA_OFFS_H 0x0A            //[15:0] ZA_OFFS 
#define MPU6050_RA_ZA_OFFS_L_TC 0x0B 
#define MPU6050_RA_XG_OFFS_USRH 0x13         //[15:0] XG_OFFS_USR 
#define MPU6050_RA_XG_OFFS_USRL 0x14 
#define MPU6050_RA_YG_OFFS_USRH 0x15         //[15:0] YG_OFFS_USR 
#define MPU6050_RA_YG_OFFS_USRL 0x16 
#define MPU6050_RA_ZG_OFFS_USRH 0x17         //[15:0] ZG_OFFS_USR 
#define MPU6050_RA_ZG_OFFS_USRL 0x18 
#define MPU6050_RA_FIFO_EN 0x23 
#define MPU6050_RA_I2C_MST_CTRL 0x24 
#define MPU6050_RA_I2C_SLV0_ADDR 0x25 
#define MPU6050_RA_I2C_SLV0_REG 0x26 
#define MPU6050_RA_I2C_SLV0_CTRL 0x27 
#define MPU6050_RA_I2C_SLV1_ADDR 0x28 
#define MPU6050_RA_I2C_SLV1_REG 0x29 
#define MPU6050_RA_I2C_SLV1_CTRL 0x2A 
#define MPU6050_RA_I2C_SLV2_ADDR 0x2B 





#define MPU6050_RA_I2C_SLV2_CTRL 0x2D 
#define MPU6050_RA_I2C_SLV3_ADDR 0x2E 
#define MPU6050_RA_I2C_SLV3_REG 0x2F 
#define MPU6050_RA_I2C_SLV3_CTRL 0x30 
#define MPU6050_RA_I2C_SLV4_ADDR 0x31 
#define MPU6050_RA_I2C_SLV4_REG 0x32 
#define MPU6050_RA_I2C_SLV4_DO 0x33 
#define MPU6050_RA_I2C_SLV4_CTRL 0x34 
#define MPU6050_RA_I2C_SLV4_DI 0x35 
#define MPU6050_RA_ACCEL_XOUT_H 0x3B 
#define MPU6050_RA_ACCEL_XOUT_L 0x3C 
#define MPU6050_RA_ACCEL_YOUT_H 0x3D 
#define MPU6050_RA_ACCEL_YOUT_L 0x3E 
#define MPU6050_RA_ACCEL_ZOUT_H 0x3F 
#define MPU6050_RA_ACCEL_ZOUT_L 0x40 
#define MPU6050_RA_TEMP_OUT_H 0x41 
#define MPU6050_RA_TEMP_OUT_L 0x42 
#define MPU6050_RA_GYRO_XOUT_H 0x43 
#define MPU6050_RA_GYRO_XOUT_L 0x44 
#define MPU6050_RA_GYRO_YOUT_H 0x45 
#define MPU6050_RA_GYRO_YOUT_L 0x46 
#define MPU6050_RA_GYRO_ZOUT_H 0x47 
#define MPU6050_RA_GYRO_ZOUT_L 0x48 
#define MPU6050_RA_EXT_SENS_DATA_00 0x49 
#define MPU6050_RA_EXT_SENS_DATA_01 0x4A 
#define MPU6050_RA_EXT_SENS_DATA_02 0x4B 
#define MPU6050_RA_EXT_SENS_DATA_03 0x4C 
#define MPU6050_RA_EXT_SENS_DATA_04 0x4D 
#define MPU6050_RA_EXT_SENS_DATA_05 0x4E 
#define MPU6050_RA_EXT_SENS_DATA_06 0x4F 
#define MPU6050_RA_EXT_SENS_DATA_07 0x50 
#define MPU6050_RA_EXT_SENS_DATA_08 0x51 





#define MPU6050_RA_EXT_SENS_DATA_10 0x53 
#define MPU6050_RA_EXT_SENS_DATA_11 0x54 
#define MPU6050_RA_EXT_SENS_DATA_12 0x55 
#define MPU6050_RA_EXT_SENS_DATA_13 0x56 
#define MPU6050_RA_MOT_DETECT_STATUS 0x61 
#define MPU6050_RA_I2C_SLV0_DO 0x63 
#define MPU6050_RA_I2C_SLV1_DO 0x64 
#define MPU6050_RA_I2C_SLV2_DO 0x65 
#define MPU6050_RA_I2C_SLV3_DO 0x66 
#define MPU6050_RA_I2C_MST_DELAY_CTRL 0x67 
#define MPU6050_RA_SIGNAL_PATH_RESET 0x68 
#define MPU6050_RA_MOT_DETECT_CTRL 0x69 
#define MPU6050_RA_USER_CTRL 0x6A 
#define MPU6050_RA_PWR_MGMT_1 0x6B 
#define MPU6050_RA_PWR_MGMT_2 0x6C 
#define MPU6050_RA_BANK_SEL 0x6D 
#define MPU6050_RA_MEM_START_ADDR 0x6E 
#define MPU6050_RA_MEM_R_W 0x6F 
#define MPU6050_RA_DMP_CFG_1 0x70 
#define MPU6050_RA_DMP_CFG_2 0x71 
#define MPU6050_RA_FIFO_COUNTH 0x72 
#define MPU6050_RA_FIFO_COUNTL 0x73 
#define MPU6050_RA_FIFO_R_W 0x74 
#define MPU6050_RA_WHO_AM_I 0x75 
// ------------------- Regitros de Compas HMC5883L ---------------------------- 
#define HMC5883L_ADDRESS 0x3C          //Address with end write bit 
#define HMC5883L_CONFIG_REG_A 0x00 
#define HMC5883L_CONFIG_REG_B 0x01 
#define HMC5883L_MAG_XOUT_H 0x03 
#define HMC5883L_MAG_XOUT_L 0x04 
#define HMC5883L_MAG_YOUT_H 0x07 
#define HMC5883L_MAG_YOUT_L 0x08 





#define HMC5883L_MAG_ZOUT_L 0x06 
#define HMC5883L_STATUS_REG 0x09 
#define HMC5883L_ID_REG_A 0x0A 
#define HMC5883L_ID_REG_B 0x0B 
#define HMC5883L_ID_REG_C 0x0C 
// ---------------- Comunicacion I2C con el MPU6050 ---------------------------- 
int MPU6050_test_i2c() 
{ 
    int Data = 0x00; 
    int a; 
    i2c_start(); 
    i2c_write(MPU6050_ADDRESS); 
    i2c_write(MPU6050_RA_WHO_AM_I); 
    i2c_start(); 
    i2c_write(MPU6050_ADDRESS+1); 
    Data = i2c_read(1); 
    i2c_stop();     
    if(Data == 0x68) 
    { 
      a = 1; 
    } 
    } 
// -------------------- Comunicacion I2C con el HMC5883L ----------------------- 
int HMC5883L_test_i2c() 
{ 
   /*------------------------ 
   It identifies this device. 
   ------------------------*/ 
    int Data = 0x00; 
    int a; 
    i2c_start(); 
    i2c_write(HMC5883L_ADDRESS); 





    i2c_start(); 
    i2c_write(HMC5883L_ADDRESS+1); 
    Data = i2c_read(0); 
    i2c_stop(); 
    if(Data == 72) 
    { 
      a = 1; 
    } 
    } 
void LDByteWriteI2C(int add, int dir, int dato) 
{ 
   i2c_start(); 
   i2c_write(add); 
   i2c_write(dir); 
   i2c_write(dato); 




LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_PWR_MGMT_1, 0b00000010);           
//Disables FIFO, AUX I2C, FIFO and I2C reset bits to 0 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_PWR_MGMT_2, 0x00);                 
//Controls frequency of wakeups in accel low power mode plus the sensor standby modes 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_SMPLRT_DIV, 0x00);                 
//Sets sample rate to 1000/(1+0) = 1KHz  = 1 ms (Establece la Frecuencia de muestreo) 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_CONFIG, 0x03);                     
//Disable FSync, 48Hz DLPF 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_GYRO_CONFIG, 0b00001000);          
//Disable gyro self tests, scale of 500 degrees/s 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_ACCEL_CONFIG, 
0b00011000);         //Disable accel self tests, scale of +-16g, no DHPF 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_FF_THR, 0x00);                     
//Freefall threshold of <|0mg| 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_FF_DUR, 0x00);                     
//Freefall duration limit of 0 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_MOT_THR, 0x00);                    





   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_MOT_DUR, 0x00);                    
//Motion duration of >0s 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_ZRMOT_THR, 0x00);                  
//Zero motion threshol 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_ZRMOT_DUR, 0x00);                  
//Zero motion duration threshold 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_FIFO_EN, 0x00);                    
//Disable sensor output to FIFO buffer 
   //AUX I2C setup 
   //Sets AUX I2C to single master control, plus other config 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_MST_CTRL, 0x00);    
   //Setup AUX I2C slaves 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_SLV0_ADDR, 0x00); 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_SLV0_REG, 0x00); 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_SLV0_CTRL, 0x00); 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_SLV1_ADDR, 0x00); 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_SLV1_REG, 0x00); 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_SLV1_CTRL, 0x00); 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_SLV2_ADDR, 0x00); 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_SLV2_REG, 0x00); 
    //MPU6050_RA_I2C_MST_STATUS //Read-only     
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_INT_PIN_CFG, 0x00);                
//Setup INT pin and AUX I2C pass through 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_INT_ENABLE, 0x00);                 
//Enable data ready interrupt 
   //Slave out, dont care 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_SLV0_DO, 0x00); 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_SLV1_DO, 0x00);     
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_SLV2_DO, 0x00);     
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_SLV3_DO, 0x00);     
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_I2C_MST_DELAY_CTRL, 
0x00);         //More slave config 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_SIGNAL_PATH_RESET, 0x00);          
//Reset sensor signal paths 
   LDByteWriteI2C(MPU6050_ADDRESS, MPU6050_RA_MOT_DETECT_CTRL, 0x00);            







   LDByteWriteI2C(HMC5883L_ADDRESS, HMC5883L_CONFIG_REG_A, 0b00011000);  
// Frecuencoia de 75 Hz 
   LDByteWriteI2C(HMC5883L_ADDRESS, HMC5883L_CONFIG_REG_B, 0b00100000); 
} 
// ------------------------ Inicializacion del MPU6050 ------------------------ 
void MPU6050_Init() 
{ 
   int data;    
   Setup_MPU6050(); 
   data = MPU6050_test_i2c();    
   if(data == 1) 
   { 
      //printf("\nMPU-6050 Configurado!!!"); 
   }else 
   { 
      //printf("\nError en Configuracion"); 
   } 
} 
// ----------------- Inicializacion del HMC5883L ------------------------------- 
void HMC5883L_Init(){ 
   int a = 0; 
      HMC5883L_setup(); 
      a = HMC5883L_test_i2c(); 
  } 
int LDByteReadI2C(int add, int dir) 
{ 
   int dato = 0x00; 
   i2c_start(); 
   i2c_write(add); 
   i2c_write(dir); 
   i2c_start(); 





   dato = i2c_read(0); 
   i2c_stop(); 
      return dato; 
} 
// --------------------- Codigo Hamming ---------------------------------------- 
int8 x; 
void CodeHamming(int8 data);//hamming 
void DecodeHamming(int8 X); //decodificación 
//Function CODE 
int8 codeWord(int8 M) 
{ 
  switch(M){ 
      case 0:    x=0x20; break; 
      case 1:    x=0x32; break; 
      case 2:    x=0x89; break; 
      case 3:    x=0x56; break; 
      case 4:    x=0x78; break; 
      case 5:    x=0x47; break; 
      case 6:    x=0x55; break; 
   } 
   return x; 
} 
int8 x1, x2; 
void CodeHamming(int8 data) 
{ 
   int8 M1, M2; 
   M1 = data & 0x0F; 
   x1 = codeWord(M1); //LSB 
   M2 = data>>4; 
   x2 = codeWord(M2); //MSB 
} 






int8 Y, R, S0, S1, S2; 
int8 sindrome, Data, sendDATA, change, M2decode, M1decode,WordDecode, error; 
void DecodeHamming(int8 X) 
{ 
      Y=X; 
      //Y = 0x68;// dato enviado + error -> dato recibido 
      R = Y & 0x74; 
      S0= ((R & 0x80)>>7) ^ ((R & 0x40)>>6) ^ ((R & 0x20)>>5) ^ ((R & 0x10)>>4) ^ ((R & 
0x08)>>3) ^ ((R & 0x04)>>2) ^ ((R & 0x02)>>1) ^ (R & 0x01); 
      R = Y & 0x6A; 
      S1= ((R & 0x80)>>7) ^ ((R & 0x40)>>6) ^ ((R & 0x20)>>5) ^ ((R & 0x10)>>4) ^ ((R & 
0x08)>>3) ^ ((R & 0x04)>>2) ^ ((R & 0x02)>>1) ^ (R & 0x01); 
      R = Y & 0x59; 
      S2= ((R & 0x80)>>7) ^ ((R & 0x40)>>6) ^ ((R & 0x20)>>5) ^ ((R & 0x10)>>4) ^ ((R & 
0x08)>>3) ^ ((R & 0x04)>>2) ^ ((R & 0x02)>>1) ^ (R & 0x01);       
      sindrome = S0<<2 | S1<<1 | S2; 
      switch(sindrome){// corrección del bit 
      case 0:   DATA = Y; error=0; break; 
      case 1:   DATA = Y^0x01; error=1; break;//"0000 0001" 
      case 2:   DATA = Y^0x02; error=2; break;//"0000 0010" 
      case 3:   DATA = Y^0x08; error=4; break;//"0000 1000" 
      case 4:   DATA = Y^0x04; error=3; break;//"0000 0100" 
      case 5:   DATA = Y^0x10; error=5; break;//"0001 0000" 
      case 6:   DATA = Y^0x20; error=6; break;//"0010 0000" 
      case 7:   DATA = Y^0x40; error=7; break;//"0100 0000" 
      } 
      if(change==0){ //unión de bytes 
         M2decode = (DATA & 0x78)<<1; //MSB 
         change=1; 
         sendDATA=0; 
      } 
      else if (change==1){ 
         M1decode = DATA>>3; //LSB 





         change=0; 
         sendDATA=1; 
      } 
} 
// -------------------- Obtención de datos del Acelerometro --------------------  
void Get_Accel_Values() 
{ 
   int8 A_X_H2=0; 
   int8 A_X_H1=0; 
   int8 A_X_L2=0; 
   int8 A_X_L1=0; 
   int8 A_Y_H2=0; 
   int8 A_Y_H1=0; 
   int8 A_Y_L2=0; 
   int8 A_Y_L1=0; 
   int8 A_Z_H2=0; 
   int8 A_Z_H1=0; 
   int8 A_Z_L2=0; 
   int8 A_Z_L1=0; 
   int8 COMA_H=0; 
   int8 COMA_L=0;    
   ACCEL_XOUT_H = LDByteReadI2C(MPU6050_ADDRESS, 
MPU6050_RA_ACCEL_XOUT_H); 
   ACCEL_XOUT_L = LDByteReadI2C(MPU6050_ADDRESS, 
MPU6050_RA_ACCEL_XOUT_L); 
   ACCEL_YOUT_H = LDByteReadI2C(MPU6050_ADDRESS, 
MPU6050_RA_ACCEL_YOUT_H); 
   ACCEL_YOUT_L = LDByteReadI2C(MPU6050_ADDRESS, 
MPU6050_RA_ACCEL_YOUT_L); 
   ACCEL_ZOUT_H = LDByteReadI2C(MPU6050_ADDRESS, 
MPU6050_RA_ACCEL_ZOUT_H); 
   ACCEL_ZOUT_L = LDByteReadI2C(MPU6050_ADDRESS, 
MPU6050_RA_ACCEL_ZOUT_L); 
   CodeHamming(ACCEL_XOUT_H); 





   CodeHamming(ACCEL_XOUT_L); 
   A_X_L2=x2;     
   CodeHamming(ACCEL_YOUT_H); 
   A_Y_H2=x2;     
   CodeHamming(ACCEL_YOUT_L); 
   A_Y_L2=x2;     
   CodeHamming(ACCEL_ZOUT_H); 
   A_Z_H2=x2;     
   CodeHamming(ACCEL_ZOUT_L); 
   A_Z_L2=x2;     
   CodeHamming(44);       // coma en ascii ---> 44    
   COMA_H=x2;     
   // Envia los datos del Acelerometro 
      // Eje "X" 
   putc(A_X_H2); 
   putc(A_X_L2); 
   putc(COMA_H); 
   putc(COMA_L);    
   // Eje "Y" 
   putc(A_Y_H2); 
   putc(A_Y_L2); 
   putc(COMA_H);   // manda un  21  
   putc(COMA_L);   // manda un  97     
   // Eje "Z" 
   putc(A_Z_H2); 
   putc(A_Z_L2); 
   putc(COMA_H); 
   putc(COMA_L); 
} 
// ----------------------- Obtención de datos del Giroscopio ------------------- 
void Get_Gyro_Values() 
{    





   int8 G_X_H1=0; 
   int8 G_X_L2=0; 
   int8 G_X_L1=0; 
   int8 G_Y_H2=0; 
   int8 G_Y_H1=0; 
   int8 G_Y_L2=0; 
   int8 G_Y_L1=0; 
   int8 G_Z_H2=0; 
   int8 G_Z_H1=0; 
   int8 G_Z_L2=0; 
   int8 G_Z_L1=0; 
   int8 COMA_H=0; 
   int8 COMA_L=0;    
   GYRO_XOUT_H = LDByteReadI2C(MPU6050_ADDRESS, 
MPU6050_RA_GYRO_XOUT_H); 
   GYRO_XOUT_L = LDByteReadI2C(MPU6050_ADDRESS, 
MPU6050_RA_GYRO_XOUT_L); 
   GYRO_YOUT_H = LDByteReadI2C(MPU6050_ADDRESS, 
MPU6050_RA_GYRO_YOUT_H); 
   GYRO_YOUT_L = LDByteReadI2C(MPU6050_ADDRESS, 
MPU6050_RA_GYRO_YOUT_L); 
   GYRO_ZOUT_H = LDByteReadI2C(MPU6050_ADDRESS, 
MPU6050_RA_GYRO_ZOUT_H); 
   GYRO_ZOUT_L = LDByteReadI2C(MPU6050_ADDRESS, 
MPU6050_RA_GYRO_ZOUT_L); 
    CodeHamming(GYRO_XOUT_H); 
   G_X_H2=x2;     
   CodeHamming(GYRO_XOUT_L); 
   G_X_L2=x2;     
   CodeHamming(GYRO_YOUT_H); 
   G_Y_H2=x2;     
   CodeHamming(GYRO_YOUT_L); 
   G_Y_L2=x2;     
   CodeHamming(GYRO_ZOUT_H); 





   CodeHamming(GYRO_ZOUT_L); 
   G_Z_L2=x2;     
   CodeHamming(44); 
   COMA_H=x2;     
   // Envio de datos del Giroscopio 
    // Eje "X" 
   putc(G_X_H2); 
   putc(G_X_L2); 
   putc(COMA_H); 
   putc(COMA_L); 
      // Eje "Y" 
   putc(G_Y_H2); 
   putc(G_Y_L2); 
   putc(COMA_H); 
   putc(COMA_L);    
   // Eje "Z" 
   putc(G_Z_H2); 
   putc(G_Z_L2); 
   putc(COMA_H); 
   putc(COMA_L); 
} 
// -------------------- Obtención de los datos del Magnetometro --------------- 
void Get_Mag_Values() 
{    
   int8 M_X_H2=0; 
   int8 M_X_H1=0; 
   int8 M_X_L2=0; 
   int8 M_X_L1=0; 
   int8 M_Y_H2=0; 
   int8 M_Y_H1=0; 
   int8 M_Y_L2=0; 
   int8 M_Y_L1=0; 





   int8 M_Z_H1=0; 
   int8 M_Z_L2=0; 
   int8 M_Z_L1=0; 
   int8 COMA_H=0; 
   int8 COMA_L=0;    
   MAG_XOUT_H = 
LDByteReadI2C(HMC5883L_ADDRESS,HMC5883L_MAG_XOUT_H); 
   MAG_XOUT_L = LDByteReadI2C(HMC5883L_ADDRESS,HMC5883L_MAG_XOUT_L); 
   MAG_YOUT_H = 
LDByteReadI2C(HMC5883L_ADDRESS,HMC5883L_MAG_YOUT_H); 
   MAG_YOUT_L = LDByteReadI2C(HMC5883L_ADDRESS,HMC5883L_MAG_YOUT_L); 
   MAG_ZOUT_H = 
LDByteReadI2C(HMC5883L_ADDRESS,HMC5883L_MAG_ZOUT_H); 
   MAG_ZOUT_L = LDByteReadI2C(HMC5883L_ADDRESS,HMC5883L_MAG_ZOUT_L);    
   CodeHamming(MAG_XOUT_H); 
   M_X_H2=x2;     
   CodeHamming(MAG_XOUT_L); 
   M_X_L2=x2;     
   CodeHamming(MAG_YOUT_H); 
   M_Y_H2=x2;     
   CodeHamming(MAG_YOUT_L); 
   M_Y_L2=x2;     
   CodeHamming(MAG_ZOUT_H); 
   M_Z_H2=x2;     
   M_Z_H1=x1;     
   CodeHamming(MAG_ZOUT_L); 
   M_Z_L2=x2;     
   M_Z_L1=x1;     
   CodeHamming(44); 
   COMA_H=x2;        
   // Envio de datos del Magnetometro 
    // Eje "X" 
   putc(M_X_H2); 





   putc(COMA_H); 
   putc(COMA_L);    
   // Eje "Y" 
   putc(M_Y_H2); 
   putc(M_Y_L2); 
   putc(COMA_H); 
   putc(COMA_L); 
      // Eje "Z" 
   putc(M_Z_H2); 
   putc(M_Z_L2); 
   putc(COMA_H); 
   putc(COMA_L); 
// ----------------- Obtención de datos del Sensor de Presión  ----------------- 
void sensor_presion(){ 
    int8 presion_H=0; 
    int8 presion_L=0;     
    int8 leer=0;     
    set_adc_channel(4); 
    leer=read_adc(); 
    presion_H=make8(leer,1); 
    presion_L=make8(leer,0);     
    CodeHamming(presion_H); 
    P_H2=x2;       
    P_H1=x1;       
    CodeHamming(presion_L); 
    P_L2=x2;       
    P_L1=x1;       
    CodeHamming(44); 
    COMA_H=x2;     
    COMA_L=x1;         
    // Envio da datos del Sensor de Presión     
    putc(P_H2); 





    putc(COMA_H); 
    putc(COMA_L); 
} 
// ------------- Obtención de datos del Sensor de Temperatura ------------------ 
void sense_temperature() 
{ 
      int8 temper_H=0; 
      int8 temper_L=0; 
      int8 T_H2=0; 
      int8 T_H1=0; 
      int8 T_L2=0; 
      int8 T_L1=0; 
      int8 COMA_H=0; 
      int8 COMA_L=0; 
       int16 lectura=0;       
      set_adc_channel(0); 
      delay_us(10);             // Tiempo de espera para leer 
      lectura=read_adc(); 
      //lectura=0x0258; //600       
      temper_H=make8(lectura,1); 
      temper_L=make8(lectura,0);             
      // Envio de datos del Sensor de Tempraratura       
      putc(T_H2); 
      putc(T_H1); 
      putc(T_L2); 
      putc(T_L1); 
      putc(COMA_H); 
      putc(COMA_L); 
} 
// ------------------- RECEPCIÓN E ENVIO DE DATOS DEL GPS ---------------------- 
int8 GPS_PIC(int8 rec) 
{ 





   int8 total_gps=0; 
   int8 continue_data=0x00; 
   int8 data_GPS=0x00;    
   if (input(PIN_B2)==0)    
   {    
         total_gps=0; 
         cont_gps=0; 
         while(cont_gps<2) 
         { 
              output_high(PIN_A1);  
              data_GPS=getc(); 
              output_low(PIN_A5);      
              if (data_GPS==0x00)                { 
                 CodeHamming(data_GPS); 
                 GPS_H=x2; 
                 GPS_L=x1; 
                 putc(GPS_H); 
                 putc(GPS_L); 
                 cont_gps=2;                               
                 continue_data=0x00;                   } 
              else 
              { 
                 CodeHamming(data_GPS); 
                 GPS_H=x2; 
                 GPS_L=x1; 
                 putc(GPS_H); 
                 putc(GPS_L); 
                 ++cont_gps; 
                 ++total_gps;           // conteo de datos 
                 continue_data=0xff;    // Continue Data 
              } 
         } 





   return continue_data; 
} 
// ***************************  FUNCIONES  ************************************* 







// -------------- Función de conversion de Decimal a Binario ------------------- 
int8 con_dec_bin(int8 num) 
{ 
   int8 coc=0; 
   int8 bin=0; 
   int8 cont_conv=0; 
   int8 cont_uno=0; 
   int8 res1=0; 
   char data_conver [10];    
   if (num==0){cont_uno=0;} 
   if (num==1){cont_uno=1;} 
   //if (num==0){cont_uno=0;putc(0);} 
   //if (num==1){cont_uno=1;putc(1);} 
   while (num>=2) 
   { 
      coc=num/2; 
      res1=num%2; 
      num=coc; 
      ++cont_conv; 
      data_conver[cont_conv]=res1; 
      if (data_conver[cont_conv]==1){++cont_uno;} 
      if (coc==1) {++cont_conv;data_conver[cont_conv]=1;++cont_uno;}    }    





   else {bin=1;} 




   char trama_par [17]; 
   int8 i=0; 
   int8 TPH=1; 
   int8 IMA=1; 
   int8 trama_H=0; 
   int8 trama_L=0; 
   int8 validar=0; 
   int16 exp=0;    
   i=0; 
   par=0x0000; 
   TPH=1; 
   IMA=1; 
   validar=1;    
   // Trama: 
   trama_par[1]=0;                       // @ = 64   ---> 1000000 
   trama_par[2]=1;                       // G = 71   ---> 1000111 
   trama_par[3]=0;                       // L = 76   ---> 1001100 
   trama_par[4]=1;                       // B = 66   ---> 1000010 
      trama_H=con_dec_bin(make8(conta,1));    
   trama_par[5]=trama_H;                 // #conta,1 ---> trama_H 
      trama_L=con_dec_bin(make8(conta,0));    
   trama_par[6]=trama_L;                  
   trama_par[7]=TPH;                      
   trama_par[10]=IMA;                      
   trama_par[9]=GS_GPS;                   
   trama_par[10]=validar;                 
   // bits libres=0 





   trama_par[12]=0 
      // Transformando de binario a decimal 
   } 
// -------------------------  Cabeceras   -------------------------------------- 
void cabecera_TP_MAG_GPS() 
{ 
   // A la trama le toma 16.76 ms (Sin GPS) 
   putc(64);  // @ 
   putc(71);  // G 
   putc(76);  // L 
   putc(66);  // B 
   putc(make8(conta,1)); 
   putc(make8(conta,0)); 
   putc(byte2_1); 
   putc(byte2_2); 
   putc(byte2_3); 
   putc(0x00);               // val_GPS=0x00 
   paridad();                // Función Paridad 
   putc(make8(par,1));       // MSB 
   putc(make8(par,0));       // LSB 
   sense_temperature(); 




   // A la trama le toma 16.76 ms (Sin GPS) 
   putc(64);  // @ 
   putc(71);  // G 
   putc(76);  // L 
   putc(66);  // B 
   putc(make8(conta,1)); 
   putc(make8(conta,0)); 





   putc(byte3_2); 
   putc(byte3_3); 
   putc(make8(par,1));        




   // A la trama le toma 16.76 ms (Sin GPS)  
   putc(64);  // @ 
   putc(71);  // G 
   putc(76);  // L 
   putc(66);  // B 
   putc(make8(conta,1)); 
   putc(make8(conta,0)); 
   putc(0x00);                
   paridad();                 
   putc(make8(par,1));        




   // A la trama le toma 16.76 ms (Sin GPS)  
   putc(64);  // @ 
   putc(71);  // G 
   putc(76);  // L 
   putc(66);  // B 
   putc(make8(conta,1)); 
   putc(make8(conta,0)); 
   putc(byte5_1); 
   putc(byte5_2); 
   putc(byte5_3); 
   paridad();                





   putc(make8(par,0));       
} 




   set_timer1(0x14D8);  
   ++cuenta;  
   // --------- Inicia Data TP_IMU_GPS --------------    
   // --------- Inicia Data --------------       
   // TEMPERATURA, PRESION Y MAGNETOMETRO: 
   if (cuenta==51){repeat=0x44;GS_GPS=1;cabecera_TP_MAG_GPS();++conta;}  
   if (cuenta==52) 
   { 
      Get_Mag_Values(); 
      if(repeat==0x12) 
      {   
        repeat=GPS_PIC(250); 
      } 
   }    
   // ACELEROMETRO: 
    
f(cuenta==53){repeat=0x44;GS_GPS=1;byte4_3=0x01;cabecera_ACEL_GPS();++conta;}  
      if(cuenta==54) 
      {  
         Get_Accel_Values(); 
         if(repeat==0xff) 
         {   
            repeat=GPS_PIC(250); 
         }            
      } 
      // GYROSCOPIO: 






      if(cuenta==45) 
      {   
         Get_Gyro_Values(); 
         if(repeat==0x33) 
         { 
            repeat=GPS_PIC(250); 
         }          
      }       
   if (cuenta>=57 && cuenta<=98)    // hasta 36---> tengo 36 datos del GPS 
   {   
   // MAGNETOMETRO: 
      if (cuenta%6==3) 
      {   if (repeat==0xff){GS_GPS=2;byte3_3=0x01;cabecera_MAG_GPS();++conta;}  
GS_GPS=1 
          if (repeat==0x00){GS_GPS=1;byte3_3=0x00;cabecera_MAG_GPS();++conta;}}   // 
No hay GPS 
      if (cuenta%6==7) 
      {   
         Get_Mag_Values(); 
         if(repeat==0xff) 
         {   
            repeat=GPS_PIC(250); 
         } 
      }    
   // ACELEROMETRO: 
      if(cuenta%6==5) 
      {  if (repeat==0xff){GS_GPS=0;byte4_3=0x01;cabecera_ACEL_GPS();++conta;}  
         if (repeat==0x00){GS_GPS=1;byte4_3=0x00;cabecera_ACEL_GPS();++conta;}}    
      if(cuenta%6==2) 
      {  
         Get_Accel_Values(); 
         if(repeat==0x31) 
         {   





         }   
      } 
   // GYROSCOPIO: 
      if(cuenta%6==1) 
      {  if (repeat==0xff){GS_GPS=0;byte5_3=0x61;cabecera_GIRO_GPS();++conta;} / 
         if (repeat==0x00){GS_GPS=1;byte5_3=0x60;cabecera_GIRO_GPS();++conta;}}    
      if(cuenta%6==7) 
      {   
         Get_Gyro_Values(); 
         if(repeat==0xff) 
         { 
            repeat=GPS_PIC(120); 
         } 
      } 
   }   
   if(cuenta>=200){cuenta=40;}  
   if(conta==5073){conta=0;}  //0xFFFF 
   //if(conta==200){conta=0;}  
} 
void main()                       
{   
   // Puertos: 
   TRISA = 0b00111100;         
   TRISB = 0b00000000; 
   output_low(pin_b2);         
   output_low(pin_a5);         
   output_low(pin_c0);         
   // ADC: 
   setup_adc_ports(AN1_TO_AN2; 
   setup_adc(adc_clock_internal);     
   // TIMER_1: 
   setup_timer_1(T1_internal | T1_div_by_2); // reloj interno(temporizador),Preescaler =8 





   enable_interrupts(INT_RDA);       
      set_timer1(0x14D8);    
   while(true)   // bucle infinito hasta la interrupcion 
   {   
































D. Diagrama de flujo del firmware completo.  
 
  
Configuro en el  Pic: 
 El ADC: 10 bits 
 El Reloj Interno: 48 MHz 
 Los Puertos 
 El  USART 
 Los Registros  para el  MPU6050 
 Los Registros  para el  HMC5883L 
 El  TIMER 1: 42 ms 




 cuenta= cuenta +1 
Programa de Interrupción  





















































Si cuenta == 51   ? 
 Envió  la cabecera, que 
indica que enviaré  los 
datos del sensor de 
Presión, Temperatura, 
Acelerómetro  y  GPS. 
 conta =  conta + 1 
 
 
 conta=conta +1 
 
 
Si  cuenta  > 50  
y  cuenta <= 98 
2 
1 
 Envió  los datos del sensor 
de Presión, Temperatura, 
Acelerómetro  y  GPS 
 conta =  conta + 1 
 
 

















































 Envió  la cabecera, que 
indica que enviaré  los datos 
del Giroscopio  y  GPS. 
 conta =  conta + 1 
 
 
 conta=conta +1 
 
 
Si  cuenta == 54 ? 
 Envió  los datos del 
Giroscopio  y  GPS 





















































    NO 
  
S i cuenta == 55 ? 
 Envió  la cabecera, que 
indica que enviaré  los datos 
del Magnetómetro  y  GPS. 
 conta =  conta + 1 
 
 
 conta=conta +1 
 
 
Si  cuenta == 56 ? 
 Envió  los datos del 
Magnetómetro  y  GPS 
 conta =  conta + 1 
 
 















                                                  
                        SI 
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Si  cuenta  %6 == 5 
 Envió  la cabecera, que 
indica que enviaré  los datos 
del Giroscopio  y  GPS. 
 conta =  conta + 1 
 
 
1. conta=conta +1 
 
 
Si  repeat == 0xFF 
8 
 Envió  la cabecera, que 
indica que enviaré  los 
datos del Giroscopio. 
 conta =  conta + 1 
 
 







Si  cuenta  %6 == 0 
 Envió  los datos del 
Giroscopio y  GPS. 
 conta =  conta + 1 
 
 
3. conta=conta +1 
 
 
Si  repeat == 0xFF 
9 
 Envió los datos del 
Giroscopio. 
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    NO                                                               NO 





Si  cuenta  %6 == 1 
 Envió  la cabecera, que 
indica que enviaré  los datos 
del Magnetómetro y  GPS. 
 conta =  conta + 1 
 
 
5. conta=conta +1 
 
 
Si  repeat == 0xFF 
 Envió  la cabecera, que 
indica que enviaré  los 
datos del Magnetómetro. 
 conta =  conta + 1 
 
 









Si  cuenta  %6 == 2 
 Envió  los datos del 
Magnetómetro y  GPS. 
 conta =  conta + 1 
 
 
6. conta=conta +1 
 
 
Si  repeat == 0xFF 
 Envió  los datos del 
Magnetómetro. 
 conta =  conta + 1 
 
 














                                                                                                                                                                                                              
 
                                                                                                                                     
 
 












                                                    SI 
 
 











E. Software de adquisición de datos en Python 
# usr/bin/python/KAFRA 
# NUT 3.0 
#   - Ethernet Transmition of accelerometer, gyroscope and magnetometer (MARG -
Magnetic, Angular Rate and Gravity- sensor) 
# KAFRA 2.2 
#   - Bigger size of LON and LAT, letters on UI 
# KAFRA 2.1 
1 
 
Si  cuenta >= 98 
Si  cuenta >=  3072 
Cuenta = 50 







#   - using Circle charts from matplotlib.patches 
#   - Changing StringVar by matplotlib.text.Text, easier 
#   - bugs fixed 
#   - delete garbage codes  
# KAFRA 2.0 
#   - Working with serial 
#   - bugs fixed 
#   - center text at pie charts  
# KAFRA 1.1.1 
#   - Pie Charts handle 
#   - Pie charts working!! 
# KAFRA 1.1 
#   - Better way to animate plots 
#   - GPS splitted  
# KAFRA 1.0 
#   - UI based on ALYA 2.2.9 (or checkingDatav_2.2.9.py) and orgUI.py 
#   - UI enabled: graphs working: Temp, press, mag, acc, gyros. 
from datetime import datetime 
from matplotlib import style 
from matplotlib.backends.backend_tkagg import FigureCanvasTkAgg, 
NavigationToolbar2TkAgg 
from matplotlib.figure import Figure 
from sys import stdout 
from sys import argv 




import matplotlib.animation as animation 
import matplotlib.pyplot as plt 











import Tkinter as tk 
import ttk 
import ThothKafranMARGServer1_0 as ThothKafranMARGServer 
import socket 
__author__ = 'Saulo J. Cruz' 
#-----------------------------------------------------------------+ 
#*************************** FRONTEND ****************************| 
#-----------------------------------------------------------------| 




LARGE_FONT_BE= ("Century Gothic", 20) 
LARGE_FONT = ("Century Gothic", 12) 
style.use("monokai") 
cRosa   = "#C80F5A" 
cRosaC   = "#FF459E" 
cCian   = "#52D9EF" 
cVerde  = "#91E22E" 
cNaranja = "#FD9720" 
cAmarillo = "#E6DB74" 
cMorado = "#AE81FF" 
cGrisO  = "#272822" 





cGrisC = "#8F908A" 
bgColor = cGrisO 
gN = ["PRESION", "TEMPERATURA", "\nMAGNETOMETRO 3-EJES", 
"\nACELEROMETRO 3-EJES", "\nGIROSCOPIO 3-EJES"] 
ylimits = [(0, 15), (-90, 50), (-3.0, 3.0), (-10, 10), (-1100, 1100)] 
linePerPlot = [1, 1, 3, 3, 3] 
f = [] 
a = [] 
figAltPres = Figure(figsize=(2,2), dpi=100) 
axAltPres = figAltPres.add_subplot(111) 
figAltGps = Figure(figsize=(2,2), dpi=100) 
axAltGps = figAltGps.add_subplot(111) 
figAz = Figure(figsize=(2,2), dpi=100) 
axAz = figAz.add_subplot(111) 
figEl = Figure(figsize=(2,2), dpi=100) 
axEl = figEl.add_subplot(111) 
figLat = Figure(figsize=(1.5, 0.3), dpi = 100) 
axLat = figLat.add_subplot(111) 
figLng = Figure(figsize=(1.5, 0.3), dpi = 100) 
axLng = figLng.add_subplot(111) 
lineList = [] 
for x in xrange(0,5): 
    f.append(Figure(figsize=(6.25,4.5), dpi=100)) 
    a.append(f[-1].add_subplot(111)) 
    a[-1].set_autoscaley_on(False) 
    a[-1].set_ylim(ylimits[x]) 
    a[-1].set_xlim((0, 100)) 
    lineList.append([]) 
    for y in xrange(0, linePerPlot[x]): 
        lineAux = a[-1].plot([],[])[0] 





# Declaracion de variables para pie chart 
altGPSColor = 0 
altPresColor = 0 
sizes =  [8,         20,      0,     42,      5,     25] 
colors = [cGrisO, cRosa, cRosaC, cGrisM, cGrisC, cGrisO] 
# Pie charts para AlturaGPS 
pieWidgeAltGps = axAltGps.pie(sizes, colors=colors)[0] 
for x in pieWidgeAltGps: x.set_lw(0) 
textAltGps = mplTxt.Text(0.16, 0, '',ha='center', va='center', fontsize='18', 
fontweight='bold') 




# Pie charts para AlturaPress 
pieWidgeAltPres = axAltPres.pie(sizes, colors=colors)[0] 
for x in pieWidgeAltPres: x.set_lw(0) 
textAltPres = mplTxt.Text(0.16, 0, '',ha='center', va='center', fontsize='18', 
fontweight='bold') 




# Declaracion de varaibles para textos de Lat y Lng 
textLat = axLat.text(0.5, 0.4, '', ha='center', va='center', fontsize='15', fontweight='bold') 
axLat.axis('off') 
textLng = axLng.text(0.5, 0.4, '', ha='center', va='center', fontsize='13', 
fontweight='bold') 
axLng.axis('off') 
latGps = '...' 
lngGps = '...' 





presion = [None] * 105 
idxPres = range(105) 
temp = [None] * 105 
magnetometerx = [None] * 105 
magnetometery = [None] * 105 
magnetometerz = [None] * 105 
accelerometerx = [None] * 105 
accelerometery = [None] * 105 
accelerometerz = [None] * 105 
gyroscopex = [None] * 105 
gyroscopey = [None] * 105 
gyroscopez = [None] * 105 
# Declaracion de para barra de status GPS 
gpsValList = [] 
# indez of MARG sensor 
idxMARG = 0 
def animatePieAltPres(i): 
    global altPresColor 
    # SIMULACION 
    # altPresColor += 100 
    #angles = alt2angle(altPresColor) 
    # Preguntar por el rango del sensor de presion    
    theta = (0.00705) * altPresColor 
    x = 270 - theta if theta > 170 else 100 
    y = 270 - theta if theta < 170 else 100 
    angles = [0, 30,   x, 100,   y, 270, 360] 
    for x in xrange(1, 5): 
        pieWidgeAltPres[x].set_theta1(angles[x]) 
        pieWidgeAltPres[x].set_theta2(angles[x + 1]) 





        units = " Km" 
        altPresColor /= 1000 
    else: 
        units = " m" 
    b = "{0:.2f}".format(altPresColor) 
    textAltPres.set_text(b + units) 
    return pieWidgeAltPres[1], pieWidgeAltPres[2], pieWidgeAltPres[3], 
pieWidgeAltPres[4], centreCirclePres, textAltPres 
def animatePieAltGps(i): 
    global altGPSColor 
    altGPSColor *= 250  
    theta = (0.00705) * altGPSColor 
    x = 270 - theta if theta > 170 else 100 
    y = 270 - theta if theta < 170 else 100 
    angles = [0, 30,   x, 100,   y, 270, 360] 
    for x in xrange(1, 5): 
        pieWidgeAltGps[x].set_theta1(angles[x]) 
        pieWidgeAltGps[x].set_theta2(angles[x + 1]) 
    if altGPSColor > 1000: 
        units = " Km" 
        altGPSColor /= 1000 
    else: 
        units = " m" 
    b = "{0:.2f}".format(altGPSColor) 
    textAltGps.set_text(b + units) 
    return pieWidgeAltGps[1], pieWidgeAltGps[2], pieWidgeAltGps[3], 
pieWidgeAltGps[4], centreCircleGPS, textAltGps 
def animatePress(i): 
    lineList[0][0].set_data(idxPres, presion) 






    lineList[1][0].set_data(idxPres, temp) 
    return lineList[1][0],  
def animateMg(i): 
    lineList[2][0].set_data(idxPres, magnetometerx) 
    lineList[2][1].set_data(idxPres, magnetometery) 
    lineList[2][2].set_data(idxPres, magnetometerz) 
    return lineList[2][0], lineList[2][1], lineList[2][2],  
def animateAcc(i): 
    lineList[3][0].set_data(idxPres, accelerometerx) 
    lineList[3][1].set_data(idxPres, accelerometery) 
    lineList[3][2].set_data(idxPres, accelerometerz) 
    return lineList[3][0], lineList[3][1], lineList[3][2], 
def animateGyro(i): 
    lineList[4][0].set_data(idxPres, gyroscopex) 
    lineList[4][1].set_data(idxPres, gyroscopey) 
    lineList[4][2].set_data(idxPres, gyroscopez) 
    return lineList[4][0], lineList[4][1], lineList[4][2], 
def animateValLat(i): 
    textLat.set_text(latGps) 
    return textLat 
def animateValLng(i): 
    textLng.set_text(lngGps) 
    return textLng 
class SeaofBTCapp(tk.Tk): 
    def __init__(self, thread2Stop, *args, **kwargs): 
        tk.Tk.__init__(self, *args, **kwargs)         
        self.state = True 
        tk.Tk.iconbitmap(self) 
        tk.Tk.wm_title(self, "Sea of BTC client") 





        container = tk.Frame(self) 
        container.pack(side="top", fill="both", expand = True) 
        container.grid_rowconfigure(0, weight=1) 
        container.grid_columnconfigure(0, weight=1) 
        self.thread2Stop = thread2Stop 
        self.frames = {} 
        for F in (StartPage, BTCe_Page): 
            frame = F(container, self) 
            self.frames[F] = frame 
            frame.grid(row=0, column=0, sticky="nsew") 
        self.show_frame(StartPage) 
    def show_frame(self, cont): 
        frame = self.frames[cont] 
        frame.tkraise() 
    def _quit(self): 
        self.thread2Stop.stop() 
        time.sleep(1) 
        while self.thread2Stop.is_alive(): 
            print 'Buffer Bussy' 
            time.sleep(5) 
            print 'trying to terminate again' 
        print 'Thread Terminated!' 
        self.quit() 
        self.destroy()             
class StartPage(tk.Frame): 
    def __init__(self, parent, controller):         
        tk.Frame.__init__(self,parent) 
        tk.Frame.config(self, background=bgColor) 






        button1.config(bg='#75715E', foreground="white", bd=0, 
activebackground='#91E22E', activeforeground='white', padx=8, font=LARGE_FONT) 
        button1.pack(side=tk.LEFT) 
        label = tk.Label(self, text=("KAFRAN\nSONDA - ICGD-30E"""), fg='#52D9EF') 
        label.config(background=bgColor, font=LARGE_FONT_BE) 
        label.pack(side=tk.LEFT, padx=750) 
        button2 = tk.Button(self, text="SALIR ",command=lambda: controller._quit()) 
        button2.config(bg='#75715E', foreground="white", bd=0, 
activebackground='#F92672', activeforeground='white', padx=8, font=LARGE_FONT) 
        button2.pack(side=tk.RIGHT) 
class PageOne(tk.Frame): 
    def __init__(self, parent, controller): 
        tk.Frame.__init__(self, parent) 
        label = tk.Label(self, text="Page One!!!", font=LARGE_FONT, fg='white') 
        label.pack(pady=10, padx=10) 
        button1 = ttk.Button(self, text="Back to Home",command=lambda: 
controller.show_frame(StartPage)) 
        button1.pack() 
class BTCe_Page(tk.Frame): 
    def __init__(self, parent, controller): 
        global gpsValList 
        tk.Frame.__init__(self, parent) 
        tk.Frame.config(self, background=bgColor)      
       # GRAFICOS 
        container = tk.Frame(self, background=bgColor) 
        container.pack(side=tk.TOP) 
        graphFrame = [] 
        counter = 0 
        for y in xrange(1,3): 
            for x in xrange(1,4): 
                if (x == 2) & (y == 1): graphFrame.append(resumeGraph(container)) 





                    graphFrame.append(graph_Frame(container, f[counter], gN[counter])) 
                    counter += 1 
                graphFrame[-1].grid(row=y, column=x) 
        # BOTOS DE REGRESO 
        button1 = tk.Button(self, text="REGRESAR",command=lambda: 
controller.show_frame(StartPage)) 
        button1.config(bg='#75715E', foreground="white", bd=0, 
activebackground='#F92672', activeforeground='white', padx=8, font=LARGE_FONT) 
        button1.pack(side=tk.RIGHT)       
class gpsLabel(tk.Label): 
    """docstring for gpsLabel""" 
    def __init__(self, parent, text): 
        tk.Label.__init__(self, parent, fg="white", bg=cGrisM, padx=0, pady=1, 
font=LARGE_FONT, text=text) 
        tk.Label.pack(self, side=tk.BOTTOM) 
class resumeGraph(tk.Frame): 
    """docstring for resumeGraph""" 
    def __init__(self, parent): 
        tk.Frame.__init__(self, parent) 
        tk.Frame.config(self, bg=bgColor)         
        container1 = tk.Frame(self) 
        container1.config(background=bgColor) 
        container1.pack(side=tk.LEFT) 
        gpsAltPiChar = donutGraph(container1, "ALTITUD GPS", figAltGps) 
        gpsAltPiChar.grid(row=0, column=1) 
        pressAltPiChar = donutGraph(container1, "ALTITUD PRESION", figAltPres) 
        pressAltPiChar.grid(row=0, column=2)         
        gpsContainer0 = tk.Frame(container1, bg=bgColor) 
        gpsContainer0.grid(row=1, column=1) 
        gpsContainer1 = tk.Frame(container1, bg=bgColor) 
        gpsContainer1.grid(row=1, column=2) 





        gpsLabelList.append(gpsLabel(gpsContainer0, "LATITUD")) 
        gpsValList.append(gpsValFrame(gpsContainer0, figLat)) 
        gpsLabelList.append(gpsLabel(gpsContainer1, "LONGITUD")) 
        gpsValList.append(gpsValFrame(gpsContainer1, figLng)) 
        eleveSonde = elevacionSondeGraphPie(container1, "ELEVACION SONDA") 
        eleveSonde.grid(row=2, column=2) 
        azimutSonde = azimutSondeGraphPie(container1, "AZIMUT SONDA") 
        azimutSonde.grid(row=2, column=1) 
class gpsValFrame(tk.Frame): 
    """docstring for gpsVal""" 
    def __init__(self, parent, fig): 
        tk.Frame.__init__(self, parent, bg=cGrisC) 
        tk.Frame.pack(self) 
        # , font=LARGE_FONT, width=10, height=1) 
        canvas = FigureCanvasTkAgg(fig, self) 
        canvas.show() 
        canvas.get_tk_widget().pack() 
        canvas.get_tk_widget().config(bg=bgColor, highlightcolor=bgColor, 
highlightbackground=bgColor, bd=0) 
        # tk.Label.pack(self, side=tk.LEFT) 
        # self.var = tk.StringVar(self) 
        # self.var.set("....") 
        # tk.Label.config(self, textvariable=self.var)     
class donutGraph(tk.Frame): 
    """docstring for donutGraph""" 
    def __init__(self, parent, graphName, fig): 
        tk.Frame.__init__(self, parent, bg=bgColor) 
        label = tk.Label(self, text=graphName, font=("Century Gothic", 17), fg="white") 
        label.config(background=bgColor) 
        label.pack() 





        canvas.show() 
        canvas.get_tk_widget().pack(side=tk.BOTTOM, fill=tk.BOTH, expand=True) 
        canvas.get_tk_widget().config(bg=bgColor, highlightcolor=bgColor, 
highlightbackground=bgColor, bd=0) 
class azimutSondeGraphPie(tk.Frame): 
    """docstring for donutGraph""" 
    def __init__(self, parent, graphName): 
        tk.Frame.__init__(self, parent) 
        tk.Frame.config(self, background=bgColor) 
        label = tk.Label(self, text=graphName, font=LARGE_FONT, fg="white") 
        label.config(background=bgColor) 
        label.pack() 
        sizes = [24, 1, 10, 1, 64] 
        colors = ['#75715E','#F92672','#75715E' ,'#52D9EF', '#75715E'] 
        explode = (0, 0, 0, 0, 0)  
        pieWidge = axAz.pie(sizes, explode=explode, colors=colors, shadow=False)[0] 
        for x in pieWidge: x.set_lw(0) 
        centre_circle = mplPtchs.Circle((0,0), 0.75) 
        text = mplTxt.Text(0.07, 0.125, 'X', ha='center', va='center', fontsize='20', 
fontweight='bold')         
        canvas = FigureCanvasTkAgg(figAz, self) 
        canvas.show() 
        canvas.get_tk_widget().pack(side=tk.BOTTOM, fill=tk.BOTH, expand=True) 
        canvas.get_tk_widget().config(bg=bgColor, highlightcolor=bgColor, 
highlightbackground=bgColor) 
        axAz.add_artist(centre_circle) 
        axAz.add_artist(text) 
        axAz.axis('equal') 
class elevacionSondeGraphPie(tk.Frame): 
    """docstring for donutGraph""" 
    def __init__(self, parent, graphName): 





        tk.Frame.config(self, background=bgColor) 
        label = tk.Label(self, text=graphName, font=LARGE_FONT, fg="white") 
        label.config(background=bgColor) 
        label.pack() 
        sizes = [1, 10, 1, 13, 62, 13] 
        colors = ['#F92672', '#75715E', '#52D9EF', '#75715E', '#272822', '#75715E'] 
        explode = (0, 0, 0, 0, 0, 0)  
        pieWidge = axEl.pie(sizes, explode=explode, colors=colors, shadow=False)[0] 
        for x in pieWidge: x.set_lw(0) 
        centre_circle = mplPtchs.Circle((0,0), 0.75) 
        text = mplTxt.Text(0.07, 0.125, 'X', ha='center', va='center', fontsize='20', 
fontweight='bold')         
        canvas = FigureCanvasTkAgg(figEl, self) 
        canvas.show() 
        canvas.get_tk_widget().pack(side=tk.BOTTOM, fill=tk.BOTH, expand=True) 
        canvas.get_tk_widget().config(bg=bgColor, highlightcolor=bgColor, 
highlightbackground=bgColor) 
        axEl.add_artist(centre_circle) 
        axEl.add_artist(text) 
        axEl.axis('equal')              
class graph_Frame(tk.Frame): 
    """docstring for graphFrame""" 
    def __init__(self, parent, fig, graphName): 
        tk.Frame.__init__(self, parent) 
        tk.Frame.config(self, background=bgColor, bd=0) 
        label = tk.Label(self, text=graphName, font=LARGE_FONT, fg="white") 
        label.config(background=bgColor) 
        label.pack() 
        # tk.Frame.grid(self, row=1, column=1) 
        canvas = FigureCanvasTkAgg(fig, self) 





        canvas.get_tk_widget().pack(side=tk.BOTTOM, fill=tk.BOTH, expand=True) 
        canvas.get_tk_widget().config(bg=bgColor, highlightcolor=bgColor, 
highlightbackground=bgColor) 
        # toolbar = NavigationToolbar2TkAgg(canvas, self) 
        # toolbar.update() 
        canvas._tkcanvas.pack(side=tk.TOP, fill=tk.BOTH, expand=True) 
#-----------------------------------------------------------------+ 
#*************************** BACKEND *****************************| 
#-----------------------------------------------------------------| 





    """docstring for compressed""" 
    def __init__(self, enviar): 
        super(compressed, self).__init__() 
        self.Enviar = enviar 
        self.error = '' 
        self.uncompress()       
    def uncompress(self): 
        tramaGuarda = '' 
        # Es la trama que va a salir en ASCII  
        Nib = [0,0] 
        swh = False 
        # Switch de cabecera 
        swend = False 
        swh2 = True 
        # Switch para terminar, con un solo \n, sin este elemento se imprime doble \n 
        fCounter = 0 





        aux ='' 
        enviar = self.Enviar[1:] 
        # print "Trama compressed: ", enviar, len(enviar) 
        for x in enviar: 
            Nib[0] = x >> 4 
            Nib[1] = x & 15 
            # print Nib 
            for y in Nib: 
                if swh == False: 
                    if y == 0: swend = True 
                    elif y == 15: 
                        if swh2: 
                            swh = True 
                    else: 
                        try: 
                            aux = table[y] 
                        except Exception, e: 
                            aux = 'X'                         
                    if swh == False: 
                        tramaGuarda += aux 
                else: 
                    header = Nib[1] 
                    swh = False 
                    swh2 = False 
                    if (header & 4) >> 2: tramaGuarda = 'N\t' 
                    else: tramaGuarda = 'S\t'                     
                    if (header & 2) >> 1: tramaGuarda += 'E\t' 
                    else: tramaGuarda += 'W\t' 
                    if (header & 1): tramaGuarda += 'A'  





                if swend == True: break 
        self.tramaGuarda = tramaGuarda 
        # print tramaGuarda         
        if swh2: self.error += 'NE' 
    def getNMEASenteces(self): 
        return self.tramaGuarda 
    def splitting(self): 
        aux = self.tramaGuarda.split('\t') 
        
        if (len(aux) >= 10) & (len(aux) < 13): 
            if (aux[2] == 'V') | (aux[2] == 'A'): return aux 
            else: self.error += 'INCOMPLETO' 
        else: self.error += 'SP' 
class uint8(object): 
    """docstring for uint8""" 
    def __init__(self, arg): 
        super(uint8, self).__init__() 
        self.arg = arg      
class uint10(object): 
    """ make 2 int8 into one single int10""" 
    def __init__(self, val = [0, 0]): 
        super(uint10, self).__init__() 
        self.error = None 
        self.convert(val) 
        self.validate() 
    def convert(self, val): 
        self._val = val[0] << 8 | val[1] 
    def validate(self): 
        if self._val > 1023: 





    def getVal(self): 
        return self._val 
class int12(object): 
    """docstring for int12""" 
    def __init__(self, val=[0, 0]): 
        super(int12, self).__init__() 
        self.val = val 
        self.error = None 
        self.convert(val) 
    def convert(self, val): 
        aux = val[0] << 8 | val[1] 
        self._val = aux if (aux & 32768) == 0 else aux - 65536 
    def validate(self): 
        if self._val > 4095: 
            self.error = 'VIS'     
    def getVal(self): 
        return self._val         
class int16(object): 
    """ make 2 int8 into one single int10""" 
    def __init__(self, val= [0, 0]): 
        super(int16, self).__init__() 
        self.val = val 
        self.error = None 
        self.convert(val) 
    def convert(self, val): 
        aux = val[0] << 8 | val[1] 
        self._val = aux if (aux & 32768) == 0 else aux - 65536 
    def getVal(self): 






    """This could be sensors i.e., magnetometer, acelerometer, giroscope, pt-100 
(temperatura), 
    or Modules i.e., GPS, ... etc? """ 
    def __init__(self, name): 
        super(ModOrSen, self).__init__() 
        self.name = name 
        self.val = [] 
        self.error = None 
        self.OVal = [] 
    def setOVal(self, OVal): 
        self.OVal = OVal 
class PLDU(object): 
    """This is the pldu of frame""" 
    gpsReceiving = [] 
    def __init__(self): 
        super(PLDU, self).__init__() 
        self.error = '' 
    def setPLDUArchitecture(self, Architecture): 
        self.PLDUArchitecture = Architecture 
    def setPLDU(self, plduArray): 
        self.pldu = plduArray 
    def parsePLDU(self, typeOfTrama): 
        pldu = hamming.hammingDecoderArray(self.pldu) 
        # print pldu 
        # if not(len(self.pldu) % 2 == 0): 
        #     time.sleep(20) 
        counter = 0 
        self.mods = [] 
        tabs = 0 
        sensHeader = 0         





        x = 2 
        while x < (len(pldu) - 1): 
            if pldu[x] == 44: tabs += 1 
            x += 3         
        tabs += 1                 
        if tabs > sensHeader: self.error += 'PMF\t' 
        elif sensHeader > tabs: self.error += 'PMF\t' 
        else: 
            for x in typeOfTrama:                 
                f = len(pldu) - counter if 'GPS' in x[0] else 2                 
                # # x[0] stores the names of sensors 
                # # x[1] stores the quantity of certain sensor 
                if x[1] > 1: axName = self.axis 
                else: axName = [''] 
                for y in xrange(x[1]): 
                    self.mods.append(ModOrSen(x[0] + axName[y])) 
                    aux = (pldu[counter:counter + f]) 
                    counter += 3 
                    # This THREE to jump index and avoid wasting time during getting 
another value 
                    # that has been already taken. 
                    if 'GPS' in x[0]:                         
                        PLDU.gpsReceiving += aux 
                        self.mods[-1].val = 'downloading...'                         
                        if aux[-1] == 0: 
                            aux2 = x[2](PLDU.gpsReceiving) 
                            self.mods[-1].val = aux2.getNMEASenteces() 
                            self.mods[-1].setOVal(aux2.splitting()) 
                            self.mods[-1].error = aux2.error 
                            PLDU.gpsReceiving = [] 





                        try: 
                            aux2 = x[2](aux) 
                            self.mods[-1].val = aux2.getVal() 
                            self.mods[-1].error = aux2.error 
                        except Exception, e: 
                            self.mods[-1].val = 0 
                            self.mods[-1].error = 'Error_Gigante' 
return self.mods 
    def getPLDUError(self): 
        return self.error             
    @classmethod 
    def setSeparator(cls, separator): 
        cls.separator = hamming.hammingEncoder_v0_2(ord(separator)) 
    @classmethod 
    def setAxis(cls): 
        cls.axis = ['X','Y','Z'] 
class Header(object): 
    """docstring for Header""" 
    def __init__(self): 
        super(Header, self).__init__() 
    def setHeader(self, headerLocal): 
        self.header = headerLocal                
    def getFrameInfo(self): 
        self.frameInfo = [None] * len(self.frameInfoArchitecture) 
        counter = 0 
        counter2 = 0 
        for x in self.frameInfoArchitecture:             
            self.frameInfo[counter2] = ((x[0], self.header[counter:counter + x[1]])) 
            counter += x[1] 





        return self.frameInfo 
    def getParity(self): 
        paridad = self.frameInfo[3][1] 
        self.paridad = (paridad[0] & 15) << 4 | paridad[1] >> 4 
        header = self.header[0:len(self.header) - len(self.frameInfo[3][1])] 
        self.paridadChkd = parity.evenParityData(header) 
        return self.paridadChkd, self.paridad 
    def getParityFailed(self): 
        return self.paridad ^ self.paridadChkd[0] 
    def checkParity(self): 
        self.getParity() 
        if self.paridad == self.paridadChkd[0]: 
            return True 
        else: 
            return False 
    def getNumFrame(self): 
        numFrame = self.frameInfo[0][1][0] * 256 + self.frameInfo[0][1][1] 
        return numFrame     
    def getTypeOfTrama(self): 
        self.typeOfTrama = [None] * len(self.typeOfTramaArchitecture) 
        counter = 0 
        for x in self.typeOfTramaArchitecture: 
            numMods = (self.frameInfo[1][1][self.params[counter][2]] & 
self.params[counter][1]) >> self.params[counter][0] 
            self.typeOfTrama[counter] = ((x[0], numMods, x[2])) 
            counter += 1 
        return self.typeOfTrama 
    def getGPSControl(self): 
        self.GPSControl = [None] * 2 






        self.GPSControl[1] = (self.GPSControlArchitecture[1][0], self.frameInfo[2][1][0] & 
127) 
        return self.GPSControl 
    def getPLDULength(self, ): 
        total = 0 
        for x in self.typeOfTrama: total += x[1] 
        return total 
    @classmethod 
    def setFrameInfoArchitecture(cls, itemsOnHeader): 
        cls.frameInfoArchitecture = itemsOnHeader         
    @classmethod 
    def setTypeOfTramaArchitecture(cls, typeOfTrama): 
        cls.typeOfTramaArchitecture = typeOfTrama 
        typeOfTramaLen = len(typeOfTrama) 
        counterBit = 8 
        counterByte = 0 
        cls.params = [] 
        for x in xrange(typeOfTramaLen): 
            movForward = counterBit - typeOfTrama[x][1] 
            num = ((2 ** typeOfTrama[x][1]) - 1) << movForward 
            cls.params.append([movForward, num, counterByte])                         
            counterBit -= typeOfTrama[x][1] 
            if counterBit == 0: 
                counterBit = 8 
                counterByte += 1 
    @classmethod 
    def setGPSControlArchitecture(cls, GPSControl): 
        cls.GPSControlArchitecture = GPSControl 
class Frame(object): 
    """docstring for Frame""" 





        super(Frame, self).__init__() 
        self.error = '' 
    def setFrame(self, frame): 
        frame = hU.hex2dec(frame) 
        self.frame = frame 
        self.myHeader = Header() 
        self.myPLDU = PLDU() 
        self.myHeader.setHeader(frame[0:self.frameInfoSize]) 
        self.myPLDU.setPLDU(frame[self.frameInfoSize:len(frame)]) 
        self.getFrameInfoFromHeader() 
    def getFrameInfoFromHeader(self): 
        self.myHeader.getFrameInfo() 
    def getFrameError(self): 
        return self.error 
    def setFrameError(self, gotError): 
        self.error += gotError 
    @classmethod 
    def setFrameInfoSize(cls, frameInfoSize): 
        # This stablished frameInfoSize for all Object Frames will be created 
        cls.frameInfoSize = frameInfoSize        
class Packet(object): 
    """parse and origanize the Packet""" 
    def __init__(self): 
        super(Packet, self).__init__() 
        self.data = '' 
        self.frame = [] 
        # rest before the ending is detected 
        self.postChaff = [] 
        self.stack = [] 





    def getStack(self): 
        # Methode 
        self.fullFrame = True 
        while self.fullFrame: 
            frame = self.extractOneFrame() 
            if frame: 
                self.stack.append(Frame()) 
                self.stack[-1].setFrame(frame) 
        return self.stack     
    def extractOneFrame(self): 
        # Methode 
        self.detectBeginning() 
        self.detectEnd() 
        return self.frame 
    def detectBeginning(self): 
        # Methode 
        preChaff, frame = self.parseBySomething(self.data, self.FS) 
        self.frame = frame if frame else '' 
    def detectEnd(self): 
        # Methode 
        frame, self.postChaff = self.parseBySomething(self.frame, self.FE, self.skipping) 
        # 12 means skip the counter part to avoid 0d0a-counting  
        self.data = self.postChaff if frame else self.data 
        self.fullFrame = True if frame else False 
        self.frame = frame if frame else '' 
    def parseBySomething(self, dataLocal, separator ,lookFrom = 0): 
        # Function 
        length = len(separator) 
        previous = [] 





        for x in xrange(lookFrom, len(dataLocal)): 
            glb = dataLocal[x:x + length] 
            if separator in glb: 
                previous = dataLocal[0:x] 
                after = dataLocal[x + length:len(dataLocal)] 
                break         
        return previous, after 
    def concatenatePortion(self, newData): 
        # Methode 
        self.data += newData 
        self.stack = [] 
    def setBoundaryParams(self, beginningOfFrames, endingOfFrames): 
        self.FS = beginningOfFrames 
        self.FE = endingOfFrames 
        self.skipping = len(self.FS) + len(self.FE) 
def generateHeaderFile(fileName): 
    tramaInfoTxt = open(fileName + 'tramaInfo.txt','w') 
    giroInfoTxt = open(fileName + 'giroInfo.txt','w') 
    acelInfoTxt = open(fileName + 'acelInfo.txt','w') 
    magInfoTxt = open(fileName + 'magInfo.txt','w') 
    tempInfoTxt = open(fileName + 'tempInfo.txt','w') 
    presInfoTxt = open(fileName + 'presInfo.txt','w') 
    gpsInfoTxt = open(fileName + 'gpsInfo.txt','w') 
    tramaInfoTxt.write('nTrama\tparidad\terror\n') 
    giroInfoTxt.write('gX\teX\tgY\teY\tgZ\teZ\tn\n') 
    acelInfoTxt.write('aX\teX\taY\teY\taZ\teZ\tn\n') 
    magInfoTxt.write('mX\teX\tmY\teY\tmZ\teZ\tn\n') 
    tempInfoTxt.write('temperatura\tn\n') 







    giroInfoTxt.close() 
    acelInfoTxt.close() 
    magInfoTxt.close() 
    tempInfoTxt.close() 
def saveFiles(fileName, str2save): 
    tramaInfoTxt = open(fileName,'a') 
    tramaInfoTxt.write(str2save) 
    tramaInfoTxt.close() 
numTramaActual = 0 
def backend(myStack, fileName, mySendThread): 
    global presion 
    global temp 
    global magnetometerx 
    global magnetometery 
    global magnetometerz 
    global gyroscopex 
    global gyroscopey 
    global gyroscopez 
    global accelerometerx 
    global accelerometery 
    global accelerometerz 
    global altGPSColor 
    global altPresColor 
    global latGps 
    global lngGps 
    global idxMARG 
    global numTramaActual 
    isGravitySnsr = False 
    isMagneticSnsr = False 





    margSnsr = [0, 0, 0, 0, 0, 0, 0, 0, 0] 
    if len(myStack) == 0: numTramaActual += 1 
    else: numTramaActual = 0 
    if numTramaActual > 1: 
        stdout.write('\rESTADO: Desconectado\t| ULTIMA TRAMA RC:') 
        stdout.flush()     
    for x in myStack: 
        error = '' 
        parity = x.myHeader.checkParity() 
        numFrameGot = x.myHeader.getNumFrame() 
        if parity: 
            stdout.write('\rESTADO: Conectado\t| NUMERO DE TRAMA: %d\t' % 
numFrameGot) 
            stdout.flush() 
            myTypeOfFrame = x.myHeader.getTypeOfTrama() 
            myParsedPLDU = x.myPLDU.parsePLDU(myTypeOfFrame) 
            x.setFrameError(x.myPLDU.getPLDUError())             
            for y in myParsedPLDU:  
                if y.error == None: errorVal = '' 
                else: errorVal = y.error                 
                str2save = str(y.val) + '\t' + errorVal + '\t' 
                if y.name[-1] == 'Z': str2save += str(numFrameGot) + '\n' 
                if 'giro' in y.name: 
                    fileVarName = 'giroInfo.txt' 
                    # auxVal = (y.val + 32768) * (2000.0 / 65535.0) - 1000.0 
                    auxVal = y.val / 16.4 
                    if y.name[-1] == 'X': gyroscopex = gyroscopex[1:] + [auxVal] 
                    if y.name[-1] == 'Y': gyroscopey = gyroscopey[1:] + [auxVal] 
                    if y.name[-1] == 'Z': gyroscopez = gyroscopez[1:] + [auxVal] 
                    if (numFrameGot == (idxMARG + 2)): isAngularRateSnsr = True 





                elif 'acel' in y.name: 
                    fileVarName = 'acelInfo.txt'  
                    auxVal = y.val / 2048.0 
                    if y.name[-1] == 'X': accelerometerx = accelerometerx[1:] + [auxVal] 
                    if y.name[-1] == 'Y': accelerometery = accelerometery[1:] + [auxVal] 
                    if y.name[-1] == 'Z': accelerometerz = accelerometerz[1:] + [auxVal]                     
                    if (numFrameGot == (idxMARG + 1)): isGravitySnsr = True 
                    else: isMagneticSnsr = False 
                elif 'mag' in y.name: 
                    fileVarName = 'magInfo.txt' 
                    # auxVal = (y.val + 2048) / 660.0 - 2.5 
                    auxVal = y.val / 660.0 
                    if y.name[-1] == 'X': magnetometerx = magnetometerx[1:] + [auxVal] 
                    if y.name[-1] == 'Y': magnetometery = magnetometery[1:] + [auxVal] 
                    if y.name[-1] == 'Z': magnetometerz = magnetometerz[1:] + [auxVal] 
                    idxMARG = numFrameGot 
                    isMagneticSnsr = True 
                else:  
                    str2save += str(numFrameGot) + '\n' 
                    if 'temp' in y.name: 
                        fileVarName = 'tempInfo.txt' 
                        auxValV = y.val * 5.0 / 1023.0 
                        auxVal = (auxValV ** 2) * 8.2912 + 5.6916 * auxValV - 154.39 
                        temp = temp[1:] + [auxVal] 
                    elif 'pres' in y.name: 
                        fileVarName = 'presInfo.txt' 
                        auxValV = y.val * 4.93 / 1023.0 
                        auxVal = 3.795 * auxValV - 1.875 
                        auxValPascal = auxVal * 68.94757293178                         
                        if auxValPascal < 8.68: altPresColor = 32000.0 + 81660.7 * 





                        elif (auxValPascal >= 8.68) & (auxValPascal < 54.749): altPresColor = 
20000.0 + 216650.0 * (((auxValPascal / 54.749) ** (-0.0292173)) - 1.0) 
                        elif (auxValPascal >= 54.749) & (auxValPascal < 226.3203): 
altPresColor = 11000.0 + 6341.624 * math.log(auxValPascal / 226.3203) 
                        elif auxValPascal >= 226.3203: altPresColor = 44330.8 * (1.0 - 
((auxValPascal / 1013.25) ** 0.190263)) 
                        presion = presion[1:] + [auxVal]                    
                    elif 'GPS' in y.name: 
                        fileVarName = 'gpsInfo.txt' 
                        if not ('down' in y.val): 
                            if y.error == '': 
                                if (y.val[0] == 'S') | (y.val[0] == 'N'): 
                                    str2save = y.val + '\n' 
                                    try: altGPSColor = float(y.OVal[6]) 
                                    except Exception, e: altGPSColor = 0.0 
                                    latGps = y.OVal[7] + ' ' + y.OVal[0] 
                                    lngGps = y.OVal[8] + ' ' + y.OVal[1]                                     
                                else: str2save = '' 
                            else: 
                                fileVarName = 'downloading.txt' 
                    else: fileVarName = 'fatalError.txt' 
                saveFiles(fileName + fileVarName, str2save) 
            if (isAngularRateSnsr): 
                while mySendThread.swSend: pass 




                mySendThread.loadMARG(magnetometerx[-1], magnetometery[-1], 
magnetometerz[-1], gyroscopex[-1], gyroscopey[-1], gyroscopez[-1], accelerometerx[-
1], accelerometery[-1], accelerometerz[-1]) 
                # if isMagneticSnsr: mySendThread.loadMARG(magnetometerx[-1], 
magnetometery[-1], magnetometerz[-1], gyroscopex[-1], gyroscopey[-1], gyroscopez[-





                # else:              mySendThread.loadMARG(                0,                 0,                 
0, gyroscopex[-1], gyroscopey[-1], gyroscopez[-1], accelerometerx[-1], 
accelerometery[-1], accelerometerz[-1]) 
                mySendThread.enableSend() 
                isMagneticSnsr = False 
                isGravitySnsr = False 
                isAngularRateSnsr = False 
        else: 
            x.setFrameError('EPC') 
        toPrintTramaInfo = str(numFrameGot) +'\t'+ str(parity) + '\t' + x.getFrameError() 
+'\n' 
        saveFiles(fileName + 'tramaInfo.txt', toPrintTramaInfo)         
#-----------------------------------------------------------------+ 
#*************************** THREADS *****************************| 
#-----------------------------------------------------------------| 





    def __init__(self, threadID, name, file, takenBufferLen, myPacket, fileName, 
mySendThread): 
        threading.Thread.__init__(self) 
        self._stop = threading.Event() 
        self.threadID = threadID 
        self.name = name 
        self.file = file 
        self.takenBufferLen = takenBufferLen 
        self.myPacket = myPacket 
        self.fileName = fileName 
        self.mySendThread = mySendThread 





        read = 'x' 
        readBool = True 
        idxFile = 0 
        self.mySendThread.start() 
        while readBool & (not self._stop.isSet()): 
            # /-------------------------| 
            # ------ SIMULATION ------ # 
            # self.file.seek(idxFile) 
            # read = self.file.read(self.takenBufferLen) 
            # |-------------------------/             
            # ------ MODEL ------ #in_waiting 
            while self.file.in_waiting < self.takenBufferLen: 
                pass 
            readF = self.file.read_all() 
            read = readF.encode('hex') 
            # |-------------------------/ 
            readBool = True if read else False 
            self.myPacket.concatenatePortion(read) 
            myStack = self.myPacket.getStack() 
            backend(myStack, self.fileName, self.mySendThread) 
            idxFile += self.takenBufferLen             
            # /-------------------------| 
            # ------ SIMULATION ------ # 
            # time.sleep(0.1) 
            # |-------------------------/ 
        # terminite socket transfer  
        if not self.mySendThread.anubis: 
            self.mySendThread.anubis = True 
        if not readBool: 





    def stop(self): 
        self._stop.set() 
def main(comName): 
    threadsList = [None] * 2 
    # FIles: capture21012016.txt, capture.txt, capture29012016.txt 
    # /-------------------------| 
    # ------ SIMULATION ------ # 
    # file = open('prueba2607_2_2.txt') 
    # ------ MODEL ------ # 
    file = serial.Serial(comName) 
    # |-------------------------/ 
    fileName = "C:/Users/DINCI/Documents/" + string.translate(str(datetime.now()), 
string.maketrans(' :.', '_--')) 
    # fileName = "C:/Users/Christian/Documents/" + string.translate(str(datetime.now()), 
string.maketrans(' :.', '_--')) 
    # fileName = "/home/christian/Documents/" + string.translate(str(datetime.now()), 
string.maketrans(' :.', '_--'))     
    # takenBufferLen must be bigger than frame size 
    # /-------------------------| 
    # ------ SIMULATION ------ # 
    # takenBufferLen = 200 
    # ------ MODEL ------ # 
    takenBufferLen = 30 
    # |-------------------------/     
    frameInfoArchitecture = [('#trama', 2), ('tipoDeTrama', 3),('GPSControl', 1), 
('paridad', 2)] 
    tipoDeTramaArchitecture = [('temperatura', 3, uint10), ('presion', 3, uint10), 
('humedad', 2, uint10), ('imagen', 2, uint8), ('acelerometro', 3, int16), ('girocopio', 3, 
int16), ('magnetometro', 3, int12), ('otrosSensor', 3, uint10), ('GPS', 2, compressed)] 
    GPSControlArchitecture = [('MF', 1), ('Offset', 7)] 
    myPacket = Packet() 
    # Settings 





    # ------ SIMULATION ------ # 
    # myPacket.setBoundaryParams('40474C42', '0D0A') 
    # ------ MODEL ------ # 
    myPacket.setBoundaryParams('40474c42', '0d0a') 
    # |-------------------------/ 
    Frame().setFrameInfoSize(8) 
    Header().setFrameInfoArchitecture(frameInfoArchitecture) 
    Header().setTypeOfTramaArchitecture(tipoDeTramaArchitecture) 
    Header().setGPSControlArchitecture(GPSControlArchitecture) 
    PLDU().setSeparator(',') 
    PLDU().setAxis() 
    # /-------------------------------------------------------------------------------- 
    # Server initiation 
    myServerSocket = socket.socket() 
    # myServerSocket.bind(("192.168.1.241", 6969)) 
    myServerSocket.bind(("0.0.0.0", 6969)) 
    myServerSocket.listen(1) 
    print "Conectar cliente para proceder" 
    myClientSocket, datosCliente = myServerSocket.accept() 
    mySendThread = ThothKafranMARGServer.sendThread(0, "enviar", 
myClientSocket, myServerSocket) 
    # /------------------------------------------------------------------------------- 
    generateHeaderFile(fileName) 
    threadsList[0] = backendThread(1,'backend', file, takenBufferLen, myPacket, 
fileName, mySendThread) 
    app = SeaofBTCapp(threadsList[0]) 
    threadsList[0].start() 
    ani = animation.FuncAnimation(f[0], animatePress, blit=True, interval=1000) 
    ani1 = animation.FuncAnimation(f[1], animateTemp, blit=True, interval=1000) 
    ani2 = animation.FuncAnimation(f[2], animateMg, blit=True, interval = 100) 





    ani4 = animation.FuncAnimation(f[4], animateGyro, blit=True, interval = 100) 
    ani5 = animation.FuncAnimation(figAltGps, animatePieAltGps, blit=True, interval = 
2000) 
    ani6 = animation.FuncAnimation(figAltPres, animatePieAltPres, blit=True, interval = 
2000) 
    ani7 = animation.FuncAnimation(figLat, animateValLat, interval = 2000) 
    ani8 = animation.FuncAnimation(figLng, animateValLng, interval = 2000) 
    app.mainloop() 
if __name__ == '__main__': 
    main(argv[1]) 
 
F. Programación del movimiento inercial de la carga útil en 3D en tiempo real 
%% Free memory and prevent corruption 
clc, close all, clear all; 
%%  Create a vrworld object and open it 
world = vrworld('EV_PL_16.wrl', 'new'); 
open(world); 
%% Create the vrnode objects so that you can modify the properties within MATLAB 
airplane= vrnode(world, 'Radio_Sonda'); 
airplane_2= vrnode(world, 'Radio_Sonda_2'); 
spotlight=vrnode(world, 'Spot_Light_1'); 
%% Create the MATLAB GUI 
%% Create a figure and determine its size and location width:880 pixels, 






figure('Position',[100 450 3*view_width+4*clearance figure_height+clearance]) 





%% First create the vrcanvas object for the first view. Specify the location 
%% and size of the view in pixels 
c1 = vr.canvas(world, gcf, [corner_x   corner_y   view_width   figure_height]); 




%% Repeat the previous step for the second view 
c2 = vr.canvas(world, gcf, [corner_x+view_width+clearance   corner_y   view_width   
figure_height] );  
set(c2,'Units','normalized') 
c2.Viewpoint='Objeto_2 View'; 
%% Repeat the previous step for the second view 
c3 = vr.canvas(world, gcf, [corner_x+2*view_width+3*clearance   corner_y   view_width   
figure_height] );  
set(c3,'Units','normalized') 
c3.Viewpoint='Top View'; 
%% get the path to the wrl file with marker PROTOs 
pathtomarkers = which('vr_markers.wrl'); 
%% use the tetrahedron shape 
MarkerName = 'Marker_Sphere'; 
%% create an EXTERNPROTO with specified marker 
try 
  addexternproto(world, pathtomarkers, MarkerName); 
catch ME 
  %% if required PROTO is already contained don't throw an exception 
  if ~strcmpi(ME.identifier, 'VR:protoexists') 
    throwAsCaller(ME); 
  end 
end 





%Local_host = '192.168.101.55';    % N° IPv4 del Servidor 
Local_host = '169.254.183.195';    % N° IPv4 del Servidor 
Local_Port = 6969;               % N° de Puerto del Servidor 
Dim_Buffer = 40;                 % Numero máximo de datos del Buffer  
Wait_Time = 30                   % Tiempo de espera del Buffer 
tcpipClient = tcpip(Local_host,Local_Port,'NetworkRole','Client'); 
set(tcpipClient,'InputBufferSize',Dim_Buffer);  % Numero máximo de datos del Buffer 
set(tcpipClient,'Timeout',30);            
fopen(tcpipClient);              % Conectar con el Puerto 
%% Loop using quaternions 
%vector_3=[0 0 1]; 
vector_1 = [1  0  0];         %  Valores por Teclado 
theta    = 30;                % Angulo 
vector   = [1 0 0]; 
quat     = [ ];          % Storing data 





Rota=[0 0 0; 
      0  0 0; 
      0 0  0];       
Pos_Init_1  =  [-4200 -4500 -900];          % Initial Position del Radio Sonda 1   
Pos_Init_2  =  [0 0  0];                    % Initial Position del Radio Sonda 2  
% Initial Condition 
Reloj       = clock;               % Hour 
Hour        = Reloj(4); 
Minute      = Reloj(5); 





new_Minute  = Reloj(5); 
% FORMULA DE RODRIGUEZ 
% Ang_rot=pi/4; 
% K=[0 1 0]; 
% V=vector*cos(Ang_rot) + cross(K,vector)*sin(Ang_rot) + K*dot(K,vector) 
airplane_2.translation  =  Pos_Init_2; 
airplane.translation    =  Pos_Init_1; 
airplane.rotation       =  [vector   theta]; 
airplane_2.rotation     =  [vector   theta]; 
spotlight.direction     =  0.1*vector; 
epoch =0 
%% 
while  (new_Hour>=Hour )   
        % Initial Condition 
%         theta = 0; 
%         vector=[0 0 0]; 
%         airplane.rotation           =  1*[vector theta]; 
%         airplane_2.rotation      =  1*[vector theta]; 
        % use pause to control the speed of the simulation 
        %pause(0.018); 
        pause(0.0001); 
        epoch = epoch + 1; 
        %if (rem(epoch,2)~=0) 
            quat = fscanf(tcpipClient);  % data recibida   
            ancho= length(quat); 
            if  (length(quat)>25) 
                if (quat(1,2)=='@'  &  quat(1,3)==',')         
                   %% Finding the 1° Quaternión 
                   if (quat(1,4)=='-' & quat(1,11)==',') 






                   else  if (quat(1,4)=='0' & quat(1,10)==',') 
                              q1 = ((quat(1,6)-48)*1000+(quat(1,7)-48)*100+(quat(1,8)-
48)*10+(quat(1,9)-48))/10000; 
                         end 
                   end 
                   %% Finding the 2° Quaternión 
                   if (quat(1,12)=='-' & quat(1,19)==',') 
                       q2 = -((quat(1,15)-48)*1000+(quat(1,16)-48)*100+0*(quat(1,17)-
48)*10+0*(quat(1,18)-48))/10000; 
                   else  if (quat(1,12)=='0' & quat(1,18)==',') 
                             q2 = ((quat(1,14)-48)*1000+(quat(1,15)-48)*100+0*(quat(1,16)-
48)*10+0*(quat(1,17)-48))/10000; 
                         end 
                   end 
                   if (quat(1,11)=='-' & quat(1,18)==',') 
                       q2 = -((quat(1,14)-48)*1000+(quat(1,15)-48)*100+0*(quat(1,16)-
48)*10+0*(quat(1,17)-48))/10000; 
                   else  if (quat(1,11)=='0' & quat(1,17)==',') 
                            q2 = ((quat(1,13)-48)*1000+(quat(1,14)-48)*100+0*(quat(1,15)-
48)*10+0*(quat(1,16)-48))/10000; 
                         end 
                   end 
                   %% Finding the 3° Quaternión 
                   if (quat(1,20)=='-' & quat(1,27)==',') 
                       q3 = -((quat(1,23)-48)*1000+(quat(1,24)-48)*100+0*(quat(1,25)-
48)*10+0*(quat(1,26)-48))/10000; 
                   else  if (quat(1,20)=='0'  & quat(1,26)==',') 
                             q3 = ((quat(1,22)-48)*1000+(quat(1,23)-48)*100+0*(quat(1,24)-
48)*10+0*(quat(1,25)-48))/10000; 
                         end 
                   end 
                   if (quat(1,19)=='-' & quat(1,26)==',') 






                   else  if (quat(1,19)=='0'  & quat(1,25)==',') 
                             q3 = ((quat(1,21)-48)*1000+(quat(1,22)-48)*100+0*(quat(1,23)-
48)*10+0*(quat(1,24)-48))/10000; 
                         end 
                   end 
                   if (quat(1,18)=='-' & quat(1,25)==',') 
                       q3 = -((quat(1,21)-48)*1000+(quat(1,22)-48)*100+0*(quat(1,23)-
48)*10+0*(quat(1,24)-48))/10000; 
                   else  if (quat(1,18)=='0'  & quat(1,24)==',') 
                             q3 = ((quat(1,20)-48)*1000+(quat(1,21)-48)*100+0*(quat(1,22)-
48)*10+0*(quat(1,23)-48))/10000; 
                         end 
                   end 
                   %% Finding the 4° Quaternión 
                   if  (length(quat)==35 | length(quat)==36) 
                       if (quat(1,28)=='-' & quat(1,35)==',') 
                          q4 = -((quat(1,31)-48)*1000+(quat(1,32)-48)*100+0*(quat(1,33)-
48)*10+0*(quat(1,34)-48))/10000; 
                      else  if (quat(1,28)=='0'  & quat(1,34)==',') 
                                q4 = ((quat(1,30)-48)*1000+(quat(1,31)-48)*100+0*(quat(1,32)-
48)*10+0*(quat(1,33)-48))/10000; 
                            end 
                       end 
                  end 
                  if  (length(quat)==34 | length(quat)==35) 
                      if (quat(1,27)=='-' & quat(1,34)==',') 
                          q4 = -((quat(1,30)-48)*1000+(quat(1,31)-48)*100+0*(quat(1,32)-
48)*10+0*(quat(1,33)-48))/10000; 
                      else  if (quat(1,27)=='0'  &  quat(1,33)==',') 
                                q4 = ((quat(1,29)-48)*1000+(quat(1,30)-48)*100+0*(quat(1,31)-
48)*10+0*(quat(1,32)-48))/10000; 
                            end 





                  end 
                  if  (length(quat)==33 | length(quat)==34) 
                       if (quat(1,26)=='-' & quat(1,33)==',') 
                          q4 = -((quat(1,29)-48)*1000+(quat(1,30)-48)*100+0*(quat(1,31)-
48)*10+0*(quat(1,32)-48))/10000; 
                      else  if (quat(1,26)=='0'  &  quat(1,32)==',') 
                                q4 = ((quat(1,28)-48)*1000+(quat(1,29)-48)*100+0*(quat(1,30)-
48)*10+0*(quat(1,31)-48))/10000; 
                            end 
                       end 
                  end 
                  if  (length(quat)==32 | length(quat)==33) 
                       if (quat(1,25)=='-' & quat(1,32)==',') 
                          q4 = -((quat(1,28)-48)*1000+(quat(1,29)-48)*100+0*(quat(1,30)-
48)*10+0*(quat(1,31)-48))/10000; 
                       else  if (quat(1,25)=='0'  &  quat(1,31)==',') 
                                q4 = ((quat(1,27)-48)*1000+(quat(1,28)-48)*100+0*(quat(1,29)-
48)*10+0*(quat(1,30)-48))/10000; 
                            end 
                       end 
                  end 
                    %new_quat = [0.1 0 0 0]; 
                    new_quat = [q1 q2  q3  q4]; 
                    %new_quat = quatnormalize(new_quat); 
                    theta = 2*acos(new_quat(1,1));                                   % B_1 
                    theta = roundn(theta,-1);  
                    %theta    = 2*acos(new_quat(1,4)) 
    %                theta=pi/2; 
                    if theta ~=0 
                        %vector = [new_quat(1,4) -new_quat(1,2) -new_quat(1,3)]/sin(theta/2); 





                        vector = [  new_quat(1,3)   new_quat(1,4)   new_quat(1,2)]/sin(theta/2);               
% B_1 
                        vector = roundn(vector,-1);  
                        %vector = [  new_quat(1,2)   new_quat(1,3)   new_quat(1,1)]/sin(theta/2);   
                        %vector = [ new_quat(1,1)   new_quat(1,2)   new_quat(1,3)]/sin(theta/2); 
                       %vector = [-new_quat(1,2)    new_quat(1,1)   new_quat(1,3)]/sin(theta/2); 
                          %vector=[0  cos(pi/4)  cos(pi/4)]; 
    %                     ang_x=   -pi/2; 
    %                     ang_y=   pi/2; 
    %                     ang_z=  pi/4; 
    %                     Ang_rot=pi/2; 
    %                     K=[-1 0 0]; 
    %                    vector=vector*cos(Ang_rot) + cross(K,vector)*sin(Ang_rot) + 
K*dot(K,vector) 
    %                    vector= vector/norm(vector); 
                        %Q=[ 0.2 0.3 0.1]' 
    %                     Rot_X=[         1             0                       0              ; 
    %                                            0      cos(ang_x)     -sin(ang_x)     ; 
    %                                            0       sin(ang_x)      cos(ang_x)    ]; 
    %                     Rot_Y=[ cos(ang_y)   0   sin(ang_y); 
    %                                            0             1        0         ; 
    %                                    -sin(ang_y)   0   cos(ang_y)];    %  
    %                      Rot_Z=[ cos(ang_z)   -sin(ang_z)     0; 
    %                                     sin(ang_z)     cos(ang_z)   0 ; 
    %                                             0                     0            1];    %                        
    % %                      Rota= Rot_X*Rot_Z*Rot_Y*vector';                     
    %                      Rota= Rot_Z*Rot_Y*vector'; 
    %vector = [1 0 0]; 
    %                       Rota= Rot_Z*vector'; 
    %                      vector=Rota' 





                    else 
                        vector = [0 0 0]; 
                    end 
                    % Rotacion en el eje "Y" 
                end 
            end 
        %end        
       % OPCIONAL 
       %[yaw, pitch, roll]=quat2angle(new_quat); 
       %yaw = yaw*180/pi; 
       %pitch = pitch*180/pi; 
       %roll = roll*180/pi; 
       % Move of The Radio Sonda 
        Pos_Init_1              =  [-4200 -4500 -900];    % Initial Position del Radio Sonda 1   
        Pos_Init_2              =  [0 0 0];               % Initial Position del Radio Sonda 2  
        airplane_2.translation  =  Pos_Init_2; 
        airplane.translation    =  Pos_Init_1 + 500*vector_1; 
        airplane.rotation       =  [vector   theta];             % Sin signo   Ok 
        airplane_2.rotation     =  [vector   theta];             % sin signo    Ok 
        spotlight.direction     =  0.1*vector; 
        %quat = [ ];        %clean 
        %  Get the Time 
        Reloj        = clock;   
        new_Hour     = Reloj(4); 
        new_Minute   = Reloj(5);  
        % Exir the Loop 
%          if   (new_Minute==Minute+20) 
%                new_Hour=-2; 
%          end 





         %if   (new_Minute==Minute+2 & new_Hour==(Hour)) 
               new_Hour=-2; 
         end 
    %end 
end 
%% Close the communication 
disp('Final Time') 
fclose(tcpipClient);   
Exit gracefullyc 
close(fig) 
close(world)  
