We propose a new polygonal approximation method for soft objects. While the conventional polygonization methods decompose space into small-sized cells and compute many pieces of polygons for the cells, this new method polygonizes a soft object by smoothing an initial polygonal approximation using subdivision surface schemes. The initial polygonal approximation is generated by the union of the polygonal approximations of the components that constitute the soft object. Our method has many advantages over the conventional methods: faster computation time, regular-sized polygons, efficient robust results, and multiresolutional representation. These features will lead to an interactive modeling environment using soft objects as well as an efficient polygonal representation that is proper to be used in virtual reality and distributed environments.
Introduction
A soft object, also known as a "blobby object" or "metaball", is a kind of implicit surface that is a widely used model to represent smooth geometric objects [3, 35] . The methods used to visualize soft objects can be classified into two categories: ray tracing and polygonal approximation, where polygonal approximation is also called polygonization, polygonalization, tessellation, or tiling. In this paper, we focus on polygonal approximation, which is compatible with the standard representation of many conventional modeling softwares.
The conventional polygonization methods, for example [4, 16] , decompose the space containing a soft object into small symmetric cells such as cubes or tetrahedra. The edges of the cells are tested to determine whether they intersect the object or not. For an intersecting edge, the intersection point between the edge and the object is computed. Then, all intersection points in a cell are connected to form polygons. This process is performed on all of the intersecting cells, and the resulting set of polygons is the polygonal approximation of the object. The traditional polygonization methods, however, suffer from the following problems.
Heavy computational loads:
Space decomposition and searching for intersection points require long computation time and heavy memory requirements. Additionally, the evaluations of field functions at every vertex on the polygonal approximation also require long computational time. These computational loads have been the major obstacles to interactive modeling using soft objects.
Unstable results:
The result of polygonization depends on the decomposition of space. Largesized or ill-positioned cells cause a loss of topology and the detailed shapes of the object, while small-sized cells require unnecessarily long computation. Figure 1 shows an example of unstable results. With large-sized cells (left side of Figure 1(a) ), the number of polygons are reduced, while the topology of the object is not preserved. With small-sized cells (right side of Figure 1(a) ), the topology is preserved, while unnecessarily generating many polygons.
Irregular-sized polygons:
Since polygons are generated in the intersecting region between the cells and the object, the sizes of the polygons are irregular [26, 31] . Some cells only cover a very small part of a surface, while some cells include larger parts (see Figure   1 (a)). The ideal case is that the sizes of polygons for regions having similar curvature are nearly the same. However, the conventional methods do not guarantee this property. 
Hole problems:
The generation of a polygon by connecting the intersection points inside a cell bears ambiguous cases, where some holes appear in the resulting polygons [8] . As well, the adaptive decomposition of space, which leads to an adaptive polygonization, may create holes called cracks on the polygons [29, 30] .
We propose a new polygonal approximation method for a soft object without decomposing space. First, we build polygonal approximations for each component (a component defined by a skeleton) that constitutes a soft object. Then we deform each polygonal approximation according to its relations with neighboring components. The union of the deformed polygonal approximations constructs an initial polygonal approximation for a soft object. The initial polygonal approximation is smoothed using the subdivision surface technique to build a more exact and smooth approximation of the soft object. If needed for a more exact approximation of a soft object, the exact position of each vertex on the polygonal model is evaluated using numerical refinement. We also propose a blended smoothing method that provides the benefits of both smoothing schemes -subdivision and exact computation. Our method has the following advantages over the conventional polygonization methods.
Consistent response time:
The response time of the polygonization algorithm is the time required to generate the polygonal approximation of an input soft object. Since the conventional algorithms compute the field function values from all skeletons at all points of the polygonal approximation, their response time increases as more skeletons are included in a soft object. Our algorithm, however, evaluates the field function only for generating the initial polygonal approximation. Even in the exact computation stage, the number of the components that affect a vertex is restricted. From this point, our algorithm guarantees consistent response time with a fixed number of polygons regardless of the number of skeletons. The comparison between our algorithm and the conventional algorithm in terms of response time is presented in Section 7.
Efficiency: When the number of output polygons (i.e. the quality of the polygonizations) is nearly same, our algorithm is much faster than the conventional algorithm. Section 7 presents some comparisons between the conventional methods and our method in terms of speed. Additionally, since our algorithm generates regular polygons when building an initial polygonal approximation, and applies subdivision surface schemes for smoothing, the output polygons are regular-sized. This fact maintains the number of polygons on the resulting polygonal approximation (see Figure 1 (b)).
Robustness:
The procedures used in our method are polygonal approximation for each component, polyhedron deformation, polyhedra union, and subdivision. The utilization of conventional robust polyhedra union algorithms or tools guarantees the robustness of our method. However, when the numerical refinement of the coordinates of vertices is used in blended smoothing (see Sections 5.2, 5.3, and 6.2), the problem of numerical error still exists.
Multiresolution:
Since the subdivision surface scheme is a multiresolutional representation, the resulting polygons of this method are multiresolutionally represented, which is proper in many applications such as virtual reality and Internet transmission applications. Note that the conventional space decomposition method cannot directly generate a multiresolutional representation; the output polygonal mesh must be processed by some mesh simplification techniques [10, 14] .
When we smooth the initial polygonal approximation by only using the subdivision surface schemes, the vertices on the final approximation are not guaranteed to be on the soft object. The topology and geometric shape of the soft object, however, are nearly preserved in the approximation. Therefore, using the pure subdivision surface method for smoothing the polygonal approximation can be considered as a new modeling technique but not the exact polygonal approximation of a soft object. Later in this paper, we will consider this issue and develop a polygonal approximation method in two directions: a new modeling technique by mixing the concepts from soft object modeling and subdivision surface, and the exact polygonal approximation of a soft object.
Recently, Markosian et al. [20] proposed a modeling system called 'Skin' using a polygonal approximation that is similar to our method. In the 'Skin' system, a set of polyhedra is used as skeletons that control the shape of an object. They build an initial polygonal approximation by particle systems that surround the skeleton, and subdivide the initial polygonal approximation to generate a skin, the final polygonal approximation of the skeleton. The major difference between the 'Skin' system and our method is how the initial polygonal approximation is generated. The 'Skin' system uses the particle system, while our method uses polyhedra union, which is more stable and faster than the simulation of particles. Another major difference is that we try to simulate the conventional soft object modeling process in terms of the field functions of the soft objects.
Velho [33] has also done some notable previous work. He solved the polygonization problem for general implicit surfaces by generating an initial coarse polyhedron for an implicit surface and adaptively subdividing the polyhedron. The initial polyhedron is generated by the conventional space decomposition method (e.g., marching cube) with coarse sampling. The initial polyhedron is recursively decomposed and each computed vertex is projected onto the given implicit surface using the equation of the implicit surface. Although two stages, computation of the initial polyhedron and recursive subdivision, are the same as our algorithm, there are some differences between Velho's work and ours. Our algorithm concentrates on the interactive modeling process of a soft object; thus, we treat each skeleton of the soft object separately. In our method, the initial polyhedron is computed using the union of the simple polyhedra that are computed for the skeletons. By using the union operation, we can totally exclude any space decomposition approach (which is used in Velho's method) that may lead to some of the difficulties that are mentioned in the first part of this paper. Also, instead of trying to approximate the surface as exactly as possible, we exploit the subdivision surface technique, which is a standard tool for generating smooth objects for faster computation. From this point, our method can be said to be a hybrid method of free-form modeling (like the 'Skin' system) and exact implicit surface polygonization (like Velho's method). Our objective is to offer a more efficient polygonization tool to the users who use soft objects.
This paper is organized as follows. In Section 2, the previous methods for implicit surface polygonization and the subdivision surface are described. The definitions of a soft object and some subdivision surface schemes are introduced in Section 3. In Section 4, we present the overview of our new polygonal approximation method. The algorithms for generating the initial polygonal approximation and for smoothing the initial polygonal approximation are illustrated in Sections 5 and 6, respectively. In Section 7, implementations and results are presented.
Finally, we conclude this work and suggest some future research directions in Section 8.
Previous Work
The polygonization of implicit surfaces was initiated from the pioneering work of Wyvill et al. [35] . In 1987, Lorensen and Cline proposed the marching cube algorithm, which classifies the 256 possible cases of intersections between a surface and a cube [16] . In 1988, Bloomenthal proposed an enhanced method that decomposes space adaptively using an octree. He used a stack to trace a surface and decomposed cubes into tetrahedra for disambiguation [4] . The research on implicit surface polygonization in the 1990s may be classified into four categories:
disambiguation, adaptive polygonization, efficiency enhancement, and post-processing. Tetrahedral decomposition [27, 32] , the approximation of ambiguous faces [21, 25] , and the use of information of neighboring cells [11] have been suggested for disambiguation. For adaptive polygonization, most work focused on decomposing space adaptively by considering the geometry of the object [12, 24, 29, 30, 34] . To enhance efficiency, the exact intersection point is replaced by the mid-point of the intersecting edge [15, 23] . For post-processing, the irregularsized polygons are equalized [28, 31] , and the neighboring polygons are merged [26] .
The subdivision surface was initially proposed by both Catmull and Clark [5] , and Doo and Sabin [7] in 1978. Catmull and Clark's method subdivides an initial control mesh to converge to cubic spline surface, while Doo and Sabin's method is to converge to quadratic spline surface.
Both methods generate ½ continuous surfaces. In 1987, Loop proposed a subdivision method, named butterfly, which converges to quartic spline that is ½ continuous [17] . While this work approximates the initial mesh to spline, Dyn proposed a subdivision method that interpolates the initial mesh using spline [9] . In 1994, Hoppe et al. proposed a new subdivision mask that preserves the sharp features of the initial mesh [13] . McCrakent and Joy adapted this mask for free form deformation [22] , and DeRose developed a famous model, Geri, by improving this mask for faster convergence and various shape controls [6] .
Preliminaries

Definition of a soft object
To represent a geometric object using a soft object, we have to define a set of skeletons, the radii of the skeletons, a field function, and a threshold value. A Skeleton is a geometric object that determines the shape of the model. Though any solid geometric object such as a point, line segment, curve, polygon, surface, or polyhedron can be used as a skeleton, we restrict a skeleton to a point, line segment, or triangle in this paper.
A Field function, which maps a point in Ê ¿ into a value in Ê ½ , enables various blendings of the shapes of soft objects. Though many field functions are designed to diversify the modeling capability of the soft object and to improve efficiency, we use a function suggested by Blanc and Schlick [2] , which is defined by
where is an Euclidean distance between a point and a skeleton, which is normalized by the radius, and Ô is a hardness parameter.
The hardness parameter Ô is used to control the thickness of the blended area of a soft object.
A larger Ô generates a thinner blended area. Figure 2 (a) shows the difference in shapes of soft objects generated from two point skeletons with different Ô values.
Each skeleton has its radius Ö that fixes a limit of influence of the field function. Let ¼ denote the distance between a point and a skeleton. Using Ö, ¼ is normalized to ¼ Ö.
Thus, the field function does not affect any point whose distance from the skeleton is larger than Ö.
Let Õ be an arbitrary point and × be a skeleton. When × is a point skeleton, ¼ is the distance between Õ and ×. Other non-Euclidean distance metrics, such as the skeleton distance metric, anisotropic distance metric, axial distance metric, radial distance metric, and ellipsoidal distance metrics, can be used [2] . In this paper, we allow ellipsoidal distance metric to be used. The ellipsoidal metric is defined as follows:
is the parameter of the ellipsoidal distance metric that is specified by a user. The shape of a soft object using the ellipsoidal distance metric is illustrated in Figure 2 
(b).
Threshold Ì , known as an offset, is a value that determines the boundary of a soft object. A point whose value of the field function is greater than the threshold is inside the object, and a point with a smaller value is outside the object. Increasing the threshold will reduce the volume of the soft object, and vice versa.
We call a soft object whose skeleton is a single geometric object a component. 
Catmull-Clark subdivision surface
The Catmull-Clark subdivision surface [5] generates a smooth surface from a coarse mesh of polygons. This method decomposes an Ò-sided polygon into Ò rectangles. As the subdivision proceeds, the resulting shape converges to a cubic spline surface. The subdivision procedure is summarized as follows: 
Marching method
A marching method is a numerical method used to find a solution of a function from an initial seed point. Velho [33] applied this method to project a vertex that lies inside a soft object onto the object. To apply the marching method, we should determine the marching direction and the marching step. The seed point marches along the marching direction by the marching step until
Ô´Recursive Linear Interpolation(Ô ½ , Ô ¾ , , Ø); return Ô; After marching, we find two points Ô ½ and Ô ¾ which lie on different sides of the function boundary. For these points, we apply recursive linear interpolation to find the point that lies in a predefined tolerance. The algorithm for recursive linear interpolation is illustrated in Figure 5 .
Overview of Our Algorithm
The input of our algorithm is a soft object Å, which is composed of Ò components Ñ , ½ Ò. The output from the algorithm is a set of polygons that approximate Å. This algorithm consists of two phases: generating the initial polygonal approximation and smoothing the initial polygonal approximation. The first phase has three steps: building polygonal approximations of each component, binding the polygonal approximations, and merging them by polyhedra union.
The whole algorithm is summarized as follows (see also Figure 6 ). The units of related components are bound in this step. We bind the units by de- The deformed units are merged through the polyhedra union operation to generate an initial polygonal approximation of a soft object. We use the conventional polyhedra union algorithm for this merging.
Phase 2: Smoothing the Initial Polygonal Approximation
The initial polygonal approximation generated in the previous phase is progressed to create a more smooth and detailed approximation. We propose a blended smoothing method that is composed of subdivision surface schemes and exact computation schemes.
Generating an Initial Polygonal Approximation
Building Units
To construct a polygonal approximation of Å, we compute the polygonal approximations of its Ñ 's. A unit, denoted as Ù , is defined as a polyhedron that approximates a component Ñ . To build a unit, we first build a unit of coarsest level and refine it. Through the refinement, we can provide units of various levels of detail.
Building Units of coarsest level
A unit of coarsest level is defined as a coarse polyhedron that inscribes the corresponding component, whose shape depends on its skeleton. Three different shapes of components are illustrated in the first column of Figure 7 . For a component whose skeleton is a point, defined as (× , , Ö ), we build a octahedron that inscribes a sphere whose center is × and radius is , such that ´ Ö µ Ì . For a component whose skeleton is a line segment, we build a polyhedron that inscribes a cylinder whose top and bottom are covered with a hemisphere determined from both end points of the line segment skeleton. The axis of the cylinder is the line segment skeleton and the radius of the cylinder is determined from Ö and Ì as in the case of the point skeleton.
The polyhedra that inscribe the hemisphere and the cylinder are a quadrangular pyramid and a square pillar, respectively. For a component of triangle skeleton, we build a unit by extruding the triangle according to the radius and the threshold of the component. Then, we cover the sides of the extruded triangle with half cylinders generated from the corresponding side of the triangle. Finally, the corner of the extruded triangle is covered with a hemisphere generated from the vertex of the triangle. The shapes of the units of coarsest level-of-detail are illustrated in the second column of Figure 7 .
Refining the coarsest unit
We provide various levels-of-detail for the unit by refining the coarsest unit. The refinement process for the unit is composed of a 1-to-4 decomposition and vertex reposition. Using 1-to-4 decomposition, which decomposes a face into four triangles (see Figure 8(a) 
where × Ú is the nearest point on the skeleton × from Ú Ò (defined in Section 3.1), is an offset that is calculated from ´ Ö µ Ì , and is a unit gradient vector of at Ú Ò . Note that the gradient of a field function at Ú Ò for a point × is a vector from × Ú to Ú Ò . An example of repositioning for a point skeleton is illustrated in Figure 8 (b). In Figure 7 , the units of various levels-of-detail for a point, line segment, and triangle skeleton are illustrated. The decomposition algorithm is illustrated in Figure 9 .
The levels-of-detail, however, has a trade-off. The coarse level leads to fast computation time for generation, binding, and merging. However, since we bind the units by deforming their vertices (see the next subsection), the insufficient number of vertices cannot guarantee exact binding. Furthermore, the shape resulting from subdivision may not converge to a component (see Figure 10 ). The detailed level leads to a more exact binding, and faster shape converging in subdivision, while it suffers from long computation time. 
Binding Units
For a real soft object, two or more components are blended together by the sum of their field functions. To simulate this blending effect, we bind the units of the components by deforming the units. We denote the components that affect each other to be deformed or merged as Ö Ð Ø components. Any two related components have at least one vertex at which the added field function value is larger than Ì . Note that if two components Ñ and Ñ are related, the distance between × and × is less than Ö · Ö , though the reverse is not true.
The basic idea of our polygonal approximation algorithm is to simulate the effect of the sum of field functions by the union of deformed components. If a vertex Ú is on a unit Ù that approximates Ñ , then ´Úµ Ì . Assume that Ñ and Ñ are related so that the field function at Ú changes to ´Úµ · ´Úµ Ì . To preserve Ú on Ù , we translate Ú to Ú ¼ on the unit gradient direction of Ú, where Ú ¼ satisfies the following formula:
Ú ¼ is determined from the marching method. The marching direction is a unit gradient of at Ú and the marching step is a small value determined heuristically. In this case, the function for A degenerate case occurs when ´Úµ Ì , which means that unit Ù intersects Ù and thus Ú is already inside the intersection of units Ù and Ù . In that case, the computed Ú ¼ will be located at the opposite side of unit Ù , since ´Ú ¼ µ Ì in Ù (see Figure 11(a) ). To solve this degeneracy, we provide another condition that ends the marching process. If a vertex Ú on a unit Ù is translated to the outside of the component, where ´Úµ ¼, then we stop the marching.
Another degenerate case occurs if the marching step is greater than the distance between Ù and Ù . Suppose we translate a vertex Ú on Ù which is the nearest vertex to Ù among all the vertices on Ù . Even though the bound shape of Ù and Ù do not intersect, the translated position of Ú after first marching is inside Ù , which indicates that the two units become intersected (see Figure 11(b) ). We resolve this degeneracy by finding a marching step that is smaller than the distance between the binding units. 
Merging Units
We use a conventional polyhedra union algorithm for merging units [19] . After the union, some faces become concave and cannot be subdivided using the subdivision surface algorithm.
In such cases, we triangulate the concave faces. The initial polygonal approximations of the bound examples are illustrated in the right column of Figure 13 .
Smoothing the Initial Polygonal Approximation
To smooth the initial polygonal approximation, we first suggest two smoothing schemes: subdivision surface and exact computation. Then, we propose a blended smoothing scheme that provides the benefits of both schemes.
The subdivision surface scheme, which has been used to generate a smooth surface from a coarse polygonal mesh, provides fast smoothing and easy implementation. Besides the benefits of the scheme, the shape of the resulting polygonal approximation does not coincide with the soft object. Additionally, since the initial polygonal approximation is generated by polyhedron union operation, the unioned faces may cause some degeneracies, such as self intersections and creases. A self intersection can be removed by the triangulation of the faces, and a crease is removed by exact computation.
Exact computation, another smoothing scheme, projects the vertices of the initial polygonal approximation onto the soft object by the marching method. Though the smoothed shapes using this scheme show very similar shapes with the soft object, the smoothing process requires a longer computation time than the subdivision surface schemes.
Smoothing by subdivision surfaces
Among the various subdivision surface schemes, we test two of them: Catmull & Clark's subdivision surface scheme and the Modified Butterfly scheme.
Catmull & Clark's subdivision surface scheme
Catmull & Clark's subdivision surface scheme generates smooth surface from an initial polygonal approximation that approximates the initial polygonal approximation. Though the resulting polygonal approximation is smooth, the shape does not coincide with the soft object. Furthermore, none of the vertices on the polygonal approximation satisfy ´Úµ Ì . The shapes of the 
Modified Butterfly subdivision scheme
The Modified Butterfly scheme generates a smooth polygonal approximation that interpolates the vertices of the initial polygonal approximation. The shapes of the polygonal approximation of the initial polygonal approximations of Figure 13 are illustrated in the middle column of 
Smoothing by exact computation
For exact computation, we project the vertices of the polygonal approximation onto the soft object by the marching method. If a vertex Ú ¼ of the polygonal approximation is inside the object (i.e., ´Ú ¼ µ Ì ), the marching direction is the same as the gradient direction of at Ú ¼ . Otherwise, is reversed. The marching step that translates the vertex in a marching sequence is given as a sufficiently small constant. The marching function for the Marching algorithm (see Figure 4) is defined by È . In this paper, we set the tolerance of the marching method as ½¼ . The algorithm for the exact computation is illustrated in Figure 15 .
The computational cost of exact computation depends on the number of marching steps of the vertices on the polygonal approximation. This marching step is proportional to the number of vertices on the polygonal approximation and the approximation error of the vertices. The approximation error, denoted as , for a vertex Ú is defined by
where a vertex Ü on the soft object satisfies
The shape of the resulting polygonal approximation for the initial polygonal approiximations in Figure 13 is illustrated in the right column of Figure 14 .
Blended smoothing
Blended smoothing is a smoothing process of polygonal approximations by mixing the subdivision surface scheme and exact computation. The purpose of the blended smoothing is to obtain a high-quality shape of the final polygonal approximation while reducing the computational cost. Since exact computation takes more computational cost than subdivision surface computation, we use the exact computation smoothing only one time. For example, when we smooth a polygonal approximation Ò times, we can use Ò ½ subdivision surface smoothings and one exact computation smoothing. It is important to determine the sequence of smoothing schemes. Table 1 shows the results of various blended smoothing sequences. The initial polygonal approximation is smoothed by five subdivision surface schemes and one exact computation scheme. The -th row of the table represents the sequence of -times subdivision surface smoothing and one exact computation followed by times more subdivision surface smoothings. We compare two factors: the approximation error of the final polygonal approximation, and the computational cost of the exact computation at that time. The second and third column show the max( ) and min( ) of the final polygonal approximation, respectively. The fourth column shows the total computational time of each blended smoothing scheme including five subdivision surface computations and one exact computation. The tolerance of numerical refinement for the exact computation is given as ½¼ . Thus, the last row of Table 1 has max( ) = min( ) = ½¼ , since an exact computation is applied after five subdivision surface schemes.
From Table 1 we observe that the late execution of the exact computation requires much computational time because the number of polygons is increasing with the number of subdivisions, while the late exact computation guarantees that the shape of the final polygonal approximation is very similar to that of the soft object. Furthermore, the increasing rate of the proceeds, while the decreasing rate of approximation error shrinks rapidly. Consequently, for a blended smoothing with n times subdivision schemes and one exact computation, we can conclude that it is preferable to execute an exact computation after Ò ½ or Ò ¾ subdivisions.
The smoothed polygonal approximations of the initial polygonal approximations in Figure   13 are illustrated in Figure 14 . The results in the third column of the figure are obtained by the blended smoothing, which consists of three subdivision smoothings and one exact computation followed by one more subdivision smoothing. The modified Butterfly scheme is used as the subdivision surface scheme.
Implementation & Results
We implemented the proposed method on a Pentium II PC with Windows 98. The development environment was Visual C++ 5.0 with OpenGL and glut libraries, and we used the modified winged edge data structure [1] to represent the polyhedra. First, to compare the response time between our algorithm and the conventional space subdivision algorithm, we built a soft object whose skeletons are point skeletons. Increasing the number of skeletons from 5 to 100, we counted the number of polygons and measured the response time. The result is shown in Table   2 . Among the examples, a soft object that has 100 skeletons is illustrated in Figure 16 . From Table 2 , we can conclude that the response time of our algorithm depends only on the number of polygons generated, while that of the conventional algorithm strongly depends on the number We also tested the proposed algorithm in the following examples. The first example in 
Conclusion & Future work
In this paper, we have proposed a new polygonal approximation method for soft objects based on the subdivision surface technique. The proposed method polygonizes soft objects faster and more robust than the conventional polygonization methods based on space decomposition.
The resulting polygons from our method are regular in regions of similar curvature. Another important advantage of the proposed method is that the generated polygons have multiresolutional representation, which is important for storing and transmission of model data. For more correct approximation of exact soft objects, we used blended smoothing, a combination of the subdivision surface scheme and exact computation.
We are going to extend the result of this paper in the future. To enlarge the freedom of modeling, various geometric objects should be permitted as skeletons of soft object components.
This will enable the interactive polygonization of soft objects, which has long been an open problem. 
