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elétricas.	 Tratando-se	 de	 instrumentos	 dispendiosos,	 pretendeu-se	 com	 este	
trabalho	desenvolver	uma	alternativa	de	baixo	custo.	
O	equipamento	criado	trata-se	de	um	dispositivo	portátil	de	baixo	custo	que	
replica	 o	 funcionamento	 de	 um	 traçador	 de	 curvas,	 capaz	 de	 caracterizar	
transístores	de	junção	bipolar,	do	tipo	NPN	e	do	tipo	PNP,	e	transístores	de	efeito	de	
campo	de	semicondutor	óxido-metálico,	de	canal	N	e	canal	P.	O	dispositivo	assenta	
num	 microcontrolador	 Arduino,	 um	 circuito	 de	 condicionamento	 de	 sinal	 e	 um	
circuito	 de	 alimentação,	 integrados	 numa	 única	 placa	 de	 circuito	 impresso.	 A	
interface	 com	 o	 utilizador	 é	 feita	 através	 de	 uma	 aplicação	 compatível	 com	
dispositivos	 móveis	 de	 sistema	 operativo	 Android,	 que	 comunica	 com	 o	
microcontrolador	via	ligação	Bluetooth.	A	aplicação	permite	iniciar	a	ligação	com	o	





































A	 curve	 tracer	 is	 an	 electronic	measurement	 device	 which	 plots	 current-
voltage	characteristics	of	electronic	components,	such	as	diodes	and	transistors.	The	
results	are	presented	in	table	form	or	plotted	as	X-Y	graphs,	which	represent	the	




electric	measures,	 in	 a	 fast	 and	 intuitive	manner.	As	 curve	 tracers	 are	 expensive	
devices,	it	was	the	intention	with	this	project	to	develop	a	low-cost	solution.	




conditioning	 circuit	 and	a	power	 supply	 circuit,	 all	 integrated	 in	a	 single	printed	






































































































































































































































a	 sua	 funcionalidade	 aproximadamente	 replicada	por	unidades	de	 alimentação	 e	
medida	 (source	 measure	 unit,	 SMU)	 [2]	 com	 software	 próprio	 para	 esse	 efeito.	
Contudo,	 os	 traçadores	 de	 curvas	 continuam	 a	 ser	 populares,	 devido	 à	 sua	
simplicidade	de	utilização	face	às	SMU	[3].	Quer	os	traçadores	de	curvas	clássicos,	
quer	as	SMU,	são	instrumentos	dispendiosos,	com	modelos	de	entrada	a	custarem	
alguns	milhares	 de	 euros.	 Para	 além	 disso,	 em	 contexto	 de	 ensino	 à	 distância,	 a	
portabilidade	dos	instrumentos	de	medida	ganha	especial	relevo,	algo	que	este	tipo	
de	equipamentos	não	consegue	proporcionar.	
































Finalmente,	 o	 capítulo	 5	 (Conclusão)	 apresenta	 as	 conclusões	 e	 lições	








Este	 capítulo	 visa	 explicar	 alguns	 conceitos	 base	 para	 contextualizar	 o	






Existem	 diferentes	 tipos	 de	 transístores,	 dependendo	 da	 sua	 forma	 de	
funcionamento.	 No	 âmbito	 deste	 trabalho,	 serão	 abordados	 os	 transístores	 de	
junção	bipolar	(bipolar	junction	transistor,	BJT)	nas	suas	duas	configurações,	NPN	e	







Os	 semicondutores	 são	 normalmente	 feitos	 de	 silício,	 elemento	
semicondutor	 com	 quatro	 eletrões	 na	 camada	 de	 valência.	 Consegue-se	 um	
semicondutor	 do	 tipo	 N	 ao	 adicionar	 impurezas	 pentavalentes,	 num	 processo	















tipo	N	 transitam	para	o	semicondutor	do	 tipo	P,	ocupando	as	 lacunas	existentes.	
Quando	um	eletrão	abandona	o	seu	átomo	na	região	N,	este	fica	com	carga	positiva.	
Por	sua	vez,	quando	um	átomo	na	região	P	aceita	este	eletrão,	este	fica	com	carga	
negativa.	 Assim,	 são	 criadas	 cargas	 fixas	 em	 ambos	 os	 lados	 da	 junção,	 que	 dão	
origem	a	uma	barreira	de	potencial,	de	aproximadamente	0,7	V,	denominada	zona	




Figura 2. Formação da zona de depleção numa junção PN.2 
 
 
1 Fonte: retirado de [4]. 
















Figura 3. Construção e simbologia de transístores bipolares NPN e PNP.3 
	
	 A	 seguinte	 explicação	 do	 funcionamento	 do	 transístor	 bipolar	 supõe	 um	
transistor	bipolar	NPN	polarizado	na	zona	ativa,	isto	é,	que	a	junção	base-emissor	








Figura 4. Polarização de transístor bipolar NPN na zona ativa.4	
	
	 Ao	estar	diretamente	polarizada,	a	zona	de	depleção	da	junção	BE	estreita,	
dando	 origem	 à	 passagem	 de	 eletrões	 e	 lacunas	 entre	 o	 emissor	 e	 a	 base	 do	
transístor.	 Contudo,	 o	 emissor	 N	 é	 fortemente	 dopado	 enquanto	 a	 base	 P	 é	




campo	 elétrico	 criado	 pela	 tensão	 𝑉#! 	 os	 atrai	 até	 ao	 coletor,	 dando	 origem	 à	












4 Fonte: retirado de [4]. 
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Os	 transístores	MOSFET	são	outro	 tipo	de	 transístores	que,	 embora	o	 seu	
princípio	de	funcionamento	seja	diferente	dos	bipolares,	o	seu	funcionamento	como	






dois	 terminais	 do	 componente,	 a	 fonte	 (source,	 S)	 e	 o	 dreno	 (drain,	 D).	 Sobre	 a	
superfície	do	substrato,	entre	as	regiões	da	fonte	e	do	dreno,	é	colocada	uma	camada	
de	dióxido	de	silício	que	é	um	isolador	elétrico.	Sobre	esta	camada	é	inserido	um	
contacto	 metálico	 constituindo	 outro	 terminal,	 a	 porta	 (gate,	 G).	 Embora	 exista	
ainda	um	quarto	 terminal,	 o	 corpo	 (body,	 B),	 cuja	 ligação	é	 feita	 ao	 substrato	do	
NMOS,	normalmente	não	é	considerado	para	efeitos	de	polarização	do	transístor,	e	
é	ligado	diretamente	à	fonte	do	NMOS.	A	explicação	do	funcionamento	do	transístor	




Figura 5. Estrutura física de transístor MOSFET de canal N.5	
 









Assumindo	 uma	 ligação	 à	massa	 na	 fonte	 do	 NMOS,	 ao	 ser	 aplicada	 uma	
tensão	 positiva	 na	 porta,	 tensão	 porta-fonte	 (gate-to-source,	 𝑉&%),	 as	 lacunas	
presentes	no	substrato	são	repelidas	da	zona	junto	à	porta	do	transístor,	ao	mesmo	
tempo	 que	 são	 atraídos	 para	 esta	 zona	 os	 eletrões	 livres.	 Esta	 concentração	 de	






Figura 6. Canal criado entre a fonte e dreno de transístor NMOS.6	
	
O	 canal	 induzido	 é	 do	 tipo	N,	 o	 que	 identifica	 o	 transístor	MOSFET	 como	
sendo	de	 canal	N.	Os	 transístores	MOSFET	de	 canal	P,	 ou	PMOS,	 apresentam	um	
 




Ao	 valor	 de	 tensão	 𝑉&%	 necessário	 para	 que	 exista	 a	 indução	 do	 canal	
condutor,	e	por	sua	vez	condução	de	corrente	entre	a	fonte	e	o	dreno,	dá-se	o	nome	
de	 tensão	de	 threshold	 (𝑉'),	 e	 é	positivo	para	 transístores	NMOS	e	negativo	para	
PMOS.	Este	parâmetro	é	análogo	à	tensão	necessária	para	polarizar	diretamente	a	
junção	base-emissor	nos	transístores	bipolares.	
Como	 bloco	 funcional,	 os	 transístores	 bipolares	 e	 MOSFET	 podem	 ser	
tratados	de	forma	semelhante,	considerando	os	terminais	coletor,	base	e	emissor	
análogos	aos	terminais	dreno,	porta	e	fonte,	respetivamente.	A	principal	diferença	
entre	 estes	 tipos	 de	 transístores	 reside	 no	 facto	 de	 a	 corrente	 de	 porta	 dos	
transístores	MOSFET	ser	virtualmente	nula,	comparativamente	com	a	corrente	de	










Figura 7. Montagem em emissor comum de um transístor bipolar NPN.7	
 




junção	 BE	 funciona	 como	 um	díodo,	 e	 a	 corrente	 de	 emissor	 segue	 uma	 relação	
exponencial	dada	pela	seguinte	equação:	
	
(1)	 𝐼" =	 𝐼%	𝑒(!"/(# .	
	
























































Figura 8. Representação gráfica da curva de entrada de um transístor bipolar.8	
 













da	 corrente	 de	 base,	 ou	 seja,	 𝐼#(𝐼!),	 com	𝑉#" 	 constante.	 Com	base	na	 equação	3,	
obtém-se	a	seguinte	relação	proporcional:	
	









A	 curva	 de	 saída	 é	 a	 representação	 da	 corrente	 de	 coletor	 em	 função	 da	
tensão	 coletor-emissor,	 ou	 seja,	 𝐼#(𝑉#"),	 para	 um	 valor	 de	 𝑉!" 	 fixo.	 Como	 foi	






Figura 9. Representação gráfica da família de curvas de saída.9	
 
 Seria	expectável	que	a	corrente	de	coletor	não	dependesse	de	𝑉#" ,	visto	que	
𝐼# 	 depende	 somente	 da	 quantidade	 de	 eletrões	 emitidos	 pelo	 emissor	 e	 da	
recombinação	dos	mesmos	com	as	lacunas	existentes	na	base	do	transístor,	o	que	
daria	origem	a	curvas	horizontais	na	representação	gráfica.	Contudo,	o	aumentar	da	
tensão	 coletor-emissor	 faz	 aumentar	 a	 zona	de	depleção	da	 junção	BC,	por	 estar	
inversamente	 polarizada.	 Este	 alargamento	 da	 zona	 de	 depleção	 resulta	 no	
estreitamento	da	base	e	na	redução	do	número	de	lacunas	disponíveis,	o	que	implica	
que	 existe	 um	 maior	 número	 de	 eletrões	 provenientes	 do	 emissor	 a	 chegar	 ao	
coletor,	fazendo	assim	aumentar	𝐼# .		































o	 valor	 da	 tensão	 é	 dado	 pela	 diferença	 entre	 estas	 tensões,	 como	 demonstra	 a	
equação	10:		
	
(10)	 𝑉&$ = 𝑉&% − 𝑉$% = 𝑉' + 𝑉3( − 𝑉$%	
	
Visto	que	a	espessura	do	canal	depende	do	valor	de	𝑉&%,	a	sua	espessura	deixa	











dreno.	 A	 partir	 deste	 ponto,	 em	 que	 o	 canal	 se	 encontra	 em	 pinch-off,	 mesmo	







10 Fonte: retirado de [4]. 
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para	 dispositivos	 Android.	 Neste	 capítulo	 é	 abordado	 o	 processo	 de	
desenvolvimento	 do	 projeto	 nas	 suas	 várias	 vertentes.	 A	 secção	 3.1	 refere-se	 ao	
sistema	desenvolvido	 como	um	 todo,	 evidenciando	 como	 as	 diferentes	 partes	 se	







Neste	 trabalho	 adotou-se	 a	 arquitetura	 apresentada	 na	 Figura	 12.	 Esta	
estrutura	permite	segmentar	o	projeto	nas	suas	diferentes	vertentes:	desenho	do	




Figura 12. Diagrama de blocos da arquitetura geral do sistema de medida. 
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O	 DUT	 (device	 under	 test)	 é	 o	 transístor	 cujas	 curvas	 características	 se	
pretendem	extrair.	O	microcontrolador,	 constituído	por	um	Arduino	Nano	e	dois	







para	 polarizar	 o	 DUT	 e	 para	 converter	 as	 correntes	 em	 tensões	 e	 as	 tensões	








O	 dispositivo	 móvel	 serve	 como	 interface	 gráfica	 com	 o	 utilizador.	 Foi	
desenvolvida	uma	aplicação	que	permite	o	controlo	das	funcionalidades	do	Arduino	
e	a	visualização	e	exportação	dos	dados	dos	ensaios	realizados.	






Esta	 secção	 é	 dedicada	 ao	 hardware	 desenvolvido	 no	 âmbito	 desta	
dissertação.	 Está	 dividido	 em	 quatro	 partes	 que	 refletem	 o	 processo	 de	



















para	o	 cálculo	das	grandezas	das	 curvas	 características.	 	O	 terminal	DO2	 (digital	
output)	é	ligado	ao	respetivo	terminal	digital	do	Arduino	e	permite	fornecer	a	este	
terminal	tensões	de	5	V	ou	0	V	(ligação	à	massa).	








conversores	 analógico-digital	 para	 medição	 de	 tensões	 são	 de	 10	 bits.	 Os	 DACs	
utilizados	 permitem	 uma	 resolução	 de	 12	 bits,	 correspondente	 a	 4096	 valores	
diferentes,	o	que	permite	maximizar	a	resolução	das	leituras.	Além	disso,	as	saídas	
PWM	necessitariam	de	 filtros	 passa-baixo	 para	 alisar	 os	 sinais	 em	 tensão,	 o	 que	
aumentaria	a	complexidade	do	circuito	de	condicionamento.	
















dão	 origem	 a	 uma	 tensão	 entre	 0	 e	 5	 V	 em	AI2,	 que	 é	 precisamente	 a	 gama	 de	
























(5)	 𝐼# = 𝐼" − 𝐼! 	.		
	





Figura 15. Circuito de polarização de transístores BJT PNP e PMOS. 
 
Ao	contrário	do	que	acontece	com	os	transístores	bipolares	NPN	e	NMOS,	as	
tensões	 criadas	 no	 terminal	 de	 saída	 do	 AMPOP2	 são	 positivas,	 daí	 não	 ser	




















A	 alimentação	 necessária	 a	 todos	 os	 componentes	 é	 fornecida	 por	 um	
conversor	 DC-DC	 (direct	 current)	 DD1718PA	 fabricado	 pela	 Eletechsup.	 Este	
conversor	é	alimentado	por	uma	pilha	de	9	V	recarregável	e	disponibiliza	tensões	
simétricas	 de	 ±15	 V,	 utilizadas	 para	 alimentar	 os	 AMPOPs	 do	 circuito	 de	
condicionamento	de	sinal.	O	Arduino,	que	admite	tensões	de	alimentação	entre	+7	e	
+12	 V,	 é	 alimentado	 diretamente	 pelos	 +9	 V	 fornecidos	 pela	 bateria.	 Os	 DACs	 e	
módulo	Bluetooth	HC-05,	ambos	com	tensões	de	operação	de	+5	V,	são	alimentados	


























Figura 18. Face superior da PCB.	 Figura 19. Face inferior da PCB. 
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O	 protótipo	 final	 foi	 construído	 agregando	 todas	 as	 partes	 referidas	 nas	
secções	 anteriores.	 Na	 placa	 de	 circuito	 impresso	 soldaram-se	 suportes	 para	
conectar	o	Arduino	Nano,	o	módulo	Bluetooth	HC-05,	os	DACs,	o	conversor	DC-DC	
de	 15	 V	 e	 o	 circuito	 integrado	 LM324.	 Soldaram-se	 diretamente	 na	 placa	 as	
resistências	e	as	ligações	do	suporte	da	bateria	e	do	conector	onde	se	coloca	o	DUT.	
Criou-se	o	conector	demonstrado	na	Figura	20,	de	forma	a	simplificar	a	colocação	




Figura 20. Conector do DUT.	
	
	 A	Figura	21	demonstra	a	placa	de	circuito	 impresso	finalizada.	Fizeram-se	





Figura 21. Placa de circuito impresso finalizada.	
	
O	suporte	da	bateria	e	os	encaixes	dos	parafusos	da	PCB	foram	fixados	no	
interior	 de	 uma	 caixa	 utilizando	 resina	 epóxi,	 que	 garante	 a	 boa	 fixação	 destes	











Figura 23. Protótipo final - interior. 
 
	






estando	 divido	 em	 duas	 partes.	 A	 primeira	 parte	 refere-se	 à	 programação	 do	
microcontrolador	Arduino,	utilizando	o	ambiente	Arduino	IDE,	e	a	segunda	parte	






A	 programação	 do	 microcontrolador	 Arduino	 foi	 feita	 com	 recurso	 ao	





terminais	 D3	 (Rx)	 e	 D4	 (Tx)	 para	 comunicação	 via	Bluetooth	 com	 o	 dispositivo	
móvel,	 através	 do	 módulo	 HC-05	 e	 fazendo	 uso	 da	 biblioteca	 nativa	
“SoftwareSerial.h”	 [8].	 Declara-se	 também	 os	 terminais	 analógicos	 do	 Arduino	 a	
serem	 utilizados	 como	 input	 para	 aquisição	 de	 dados,	 e	 o	 terminal	 digital	 a	 ser	
utilizado	como	output.	
Dada	a	forma	de	funcionamento	do	ambiente	Arduino,	implementou-se	uma	
































Figura 25. Fluxograma do funcionamento das funções específicas do Arduino.	
	
	 A	 configuração	 de	 ambos	 os	 DACs	 é	 feita	 com	 recurso	 à	 biblioteca	
“Adafruit_MCP4725.h”	[9].	Esta	biblioteca,	disponibilizada	pelo	próprio	fabricante,	








A	 programação	 da	 aplicação	 móvel	 foi	 feita	 com	 recurso	 à	 plataforma	
Android	 Studio	 [10],	 desenvolvida	 pela	 Google.	 Trata-se	 do	 ambiente	 de	




Numa	 fase	 inicial,	 foi	 importante	 definir	 a	 estrutura	 e	 os	 requisitos	 da	
aplicação	a	ser	desenvolvida.	Consideraram-se	relevantes	os	seguintes	requisitos:	
	



















aceitar	 a	 ativação	 do	 Bluetooth,	 a	 aplicação	 começa	 imediatamente	 a	 procurar	
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seleciona	 o	mesmo,	 iniciando	 a	 ligação	Bluetooth	 com	 o	 dispositivo.	 Caso	 seja	 a	






Concluída	a	 ligação	 com	sucesso,	 a	 aplicação	exibe	a	 sua	página	principal,	
representada	na	Figura	29.	
Figura 27. Janela de solicitação para ativação 
do Bluetooth.	
Figura 28. Página inicial da aplicação. 
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superior	 da	 página.	 Os	 valores	 de	 ganho	 e	 de	 tensão	 de	 Early	 de	 transístores	








Figura 30. Spinner para seleção do tipo de 
transístor. 



















Figura 32. Visualização gráfica dos resultados 
do ensaio. 
Figura 33. Janela para exportação dos 




O	 presente	 capítulo	 contempla	 os	 resultados	 dos	 ensaios	 experimentais	
realizados	com	o	objetivo	de	aferir	o	funcionamento	do	traçador	de	curvas.	Foram	










Figura 34. Ensaio de transístor NPN: curva característica de entrada. 
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A	Figura	34	demonstra	 a	 representação	gráfica	dos	 resultados	obtidos	no	
ensaio	 da	 curva	 característica	 de	 entrada.	 Verifica-se	 que	 a	 curva	 obtida	 vai	 ao	




Figura 35. Ensaio de transístor NPN: curva característica de transferência. 
 
Os	 resultados	 obtidos	 no	 ensaio	 da	 curva	 característica	 de	 transferência	






Figura 36. Ensaio de transístor NPN: curvas características de saída. 
	
A	 Figura	 36	 mostra	 os	 resultados	 do	 ensaio	 experimental	 das	 curvas	
características	 de	 saída.	 Verifica-se	 mais	 uma	 vez	 que	 as	 curvas	 obtidas	 são	


















Figura 37. Ensaio de transístor PNP: curva característica de entrada. 
 
A	 Figura	 37,	 que	 representa	 os	 resultados	 do	 ensaio	 para	 a	 curva	







Figura 38. Ensaio de transístor PNP: curva característica de transferência. 
 






Figura 39. Ensaio de transístor PNP: curvas características de saída.	
	
A	Figura	39	representa	os	resultados	do	ensaio	para	as	curvas	características	

































Figura 41. Curva de saída de transístor MOSFET de canal P.	
	












Pretendeu-se	 com	 esta	 dissertação	 desenvolver	 um	 sistema	 portátil	 e	 de	
baixo	custo	que	replicasse	a	funcionalidade	de	um	traçador	de	curvas.	Deveria	ser	
capaz	 de	 extrair	 as	 curvas	 características	 de	 transístores	 bipolares	 e	 MOSFET,	
apresentar	 os	 resultados	 graficamente	 e	 permitir	 a	 exportação	 dos	 respetivos	
dados.	Com	base	nos	requisitos,	desenvolveu-se	um	dispositivo	portátil	de	pequenas	
dimensões	 e	 uma	 aplicação	 compatível	 com	 dispositivos	 móveis	 de	 sistema	




satisfatórios	 para	 o	 objetivo	 pretendido.	 O	 dispositivo	 equipará	 o	 laboratório	 de	
eletrónica	da	Escola	Naval,	onde	permitirá	aos	alunos	a	visualização	na	prática	de	




O	 desenvolvimento	 deste	 trabalho	 permitiu	 cimentar	 as	 competências	 e	
conhecimentos	adquiridos	no	percurso	académico	da	Escola	Naval,	quer	pela	sua	
vertente	 multidisciplinar,	 quer	 pela	 sua	 componente	 prática.	 Adicionalmente,	
permitiu	ganhar	competências	na	área	da	programação	de	aplicações	móveis	que	
poderão	ser	úteis	em	projetos	de	desenvolvimento	tecnológico	futuros.	
Com	 base	 no	 trabalho	 realizado	 e	 resultados	 obtidos,	 considera-se	 que	
existem	 aspetos	 onde	 é	 possível	 ampliar	 as	 capacidades	 do	 dispositivo	
desenvolvido.	 Nesse	 sentido,	 seguem-se	 algumas	 sugestões	 de	 desenvolvimento	
futuro:	
	














o via	 software,	 implementando	 uma	 funcionalidade	 em	 que	 o	
dispositivo,	na	extração	das	curvas	características	de	saída,	com	base	
nos	 valores	 de	 ganho	 ou	 tensão	 de	 threshold	 dos	 transístores,	





















































































































































































• R1	 	 100KW 	
• R2	 	 220W 	
• R3	 	 10KW 	
• R4	 	 10KW 	
• R5	 	 10KW 	
• R6	 	 10KW 	
• R7	 	 10KW 	
• R8	 	 10KW 	
• IC1	 	 LM324N	
• DAC1	 	 Adafruit	MCP4725	















































































char state = 'w'; // w-waiting, e-entrada, t-transferência, s-saída 
char dutType = 'n'; // n-npn, p-pnp, x-nmos, y-pmos 
char rcvByte; 
boolean newData = false; 
 
const float nr_samples = 10.00; //número de amostras por PF 
 
const float R1 = 100.00; // valor em KOhm para resultado ser em mA 
const float R2 = 0.22; 
 
float meanAI0, meanAI1, meanAI2, meanAI3, meanAI6; 
 
void setup()  
{ 
  Serial.begin(115200); // porta série nativa do Arduino 
   
  BT.begin(115200); // porta série via Bluetooth 
 
  pinMode(A0,INPUT); 
  pinMode(A1,INPUT); 
  pinMode(A2,INPUT); 
  pinMode(A3,INPUT); 
  pinMode(A6,INPUT); 
   
  pinMode(2,OUTPUT); 
 
  dac.begin(0x62); // DAC1 
  dac.setVoltage(0,false); 
 
  dac.begin(0x63); // DAC2  
  dac.setVoltage(0,false); 
 
  digitalWrite(2,LOW); 
 




void readDataBT()  
{ 
  if (BT.available() > 0)  
  { 
    rcvByte = BT.read(); 
    newData = true; 







  float AI0, AI1, AI2, AI3; 
  float samplesAI0 = 0; 
  float samplesAI1 = 0; 
  float samplesAI2 = 0; 
  float samplesAI3 = 0; 
 
  for (byte i = 1; i <= nr_samples; i++) 
  {  
      AI0 = analogRead(A0) * (5.00/1023.00); 
      AI1 = analogRead(A1) * (5.00/1023.00); 
      AI2 = analogRead(A2) * (5.00/1023.00); 
      AI3 = analogRead(A3) * (5.00/1023.00); 
 
      samplesAI0 += AI0; 
      samplesAI1 += AI1; 
      samplesAI2 += AI2; 
      samplesAI3 += AI3; 
  } 
 
  meanAI0 = samplesAI0/nr_samples; 
  meanAI1 = samplesAI1/nr_samples; 
  meanAI2 = samplesAI2/nr_samples; 






  float AI0, AI1, AI3, AI6; 
  float samplesAI0 = 0; 
  float samplesAI1 = 0; 
  float samplesAI3 = 0; 
  float samplesAI6 = 0; 
 
  for (byte i = 1; i <= nr_samples; i++) 
  {  
      AI0 = analogRead(A0) * (5.00/1023.00); 
      AI1 = analogRead(A1) * (5.00/1023.00); 
      AI3 = analogRead(A3) * (5.00/1023.00); 
      AI6 = analogRead(A6) * (5.00/1023.00); 
 
      samplesAI0 += AI0; 
      samplesAI1 += AI1; 
      samplesAI3 += AI3; 
      samplesAI6 += AI6; 
  } 
 
  meanAI0 = samplesAI0/nr_samples; 
  meanAI1 = samplesAI1/nr_samples; 
  meanAI3 = samplesAI3/nr_samples; 






void curvaEntradaNPN()  
{  
  Serial.println("curvaEntradaNPN(): started");  
   
  float VBE, IB;  
 
  digitalWrite(2,LOW); 
 
  dac.begin(0x63); // DAC2 
  dac.setVoltage(4095,false); // 5V 
 
  Serial.println(); 
  Serial.println("     VBE            IB"); 
  Serial.println(); 
 
  dac.begin(0x62); // DAC1 
         
  for (int i = 0; i <= 4095; i += 4)  
  { 
    dac.setVoltage(i,false); 
 
    delay(1); 
 
    measureInputsNPN(); 
 
    VBE = meanAI1; 
    IB = (meanAI0-meanAI1)/R1; 
 
    byte* byteVBE = (byte*) &VBE; 
    byte* byteIB = (byte*) &IB; 
 
    BT.write(byteVBE,4); 
    BT.write(byteIB,4); 
 
    Serial.print(VBE,DEC); 
    Serial.print(" , "); 
    Serial.println(IB,DEC);   
  } 
   
  dac.begin(0x62); // DAC1  
  dac.setVoltage(0,false); 
 
  dac.begin(0x63); // DAC2 
  dac.setVoltage(0,false); 
 




void curvaTransferenciaNPN()  
{ 
  Serial.println("curvaTransferenciaNPN(): started"); 
   
  float IB, IC, IE; 
 
  digitalWrite(2,LOW); 
 
  dac.begin(0x63); // DAC2 
  dac.setVoltage(4095,false); // 5V 
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  Serial.println(); 
  Serial.println("     IB             IC"); 
  Serial.println(); 
 
  dac.begin(0x62); // DAC1  
       
  for (int i = 0; i <= 4095; i += 4)  
  { 
    dac.setVoltage(i,false); 
 
    delay(1); 
 
    measureInputsNPN(); 
 
    IB = (meanAI0-meanAI1)/R1; 
    IE = meanAI2/R2; 
    IC = IE - IB;  
 
    byte* byteIB = (byte*) &IB; 
    byte* byteIC = (byte*) &IC; 
 
    BT.write(byteIB,4); 
    BT.write(byteIC,4); 
   
    Serial.print(IB,DEC); 
    Serial.print(" , "); 
    Serial.println(IC,DEC); 
  } 
 
  dac.begin(0x62); // DAC1 
  dac.setVoltage(0,false); 
 
  dac.begin(0x63); // DAC2  
  dac.setVoltage(0,false); 
 




void curvaSaidaNPN()  
{ 
  Serial.println("curvaSaidaNPN(): started"); 
   
  float IB, IC, IE, VCE; 
 
  int valuesVBE[5] = {820, 1638, 2458, 3276, 4095}; // corresponente a 
VBE = 1V, 2V, 3V, 4V e 5V 
 
  digitalWrite(2,LOW); 
 
  for (byte i = 0; i <= 4; i++) // VBE 
  { 
    dac.begin(0x62); 
    dac.setVoltage(valuesVBE[i],false); 
 
    delay(1); 
 
    Serial.println(); 
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    Serial.print("Curva para VBE = "); 
    Serial.print(i+1); 
    Serial.println(" V"); 
 
    Serial.println(); 
    Serial.println("     VCE            IC"); 
    Serial.println(); 
 
    for (int i = 0; i <= 4095; i += 4) // VCE 
    {      
      dac.begin(0x63); 
      dac.setVoltage(i,false); 
 
      delay(1); 
 
      measureInputsNPN(); 
 
      IB = (meanAI0-meanAI1)/R1; 
      IE = meanAI2/R2; 
      IC = IE - IB;  
      VCE = meanAI3; 
 
      byte* byteVCE = (byte*) &VCE; 
      byte* byteIC = (byte*) &IC; 
 
      BT.write(byteVCE,4); 
      BT.write(byteIC,4); 
       
      Serial.print(VCE,DEC); 
      Serial.print(" , "); 
      Serial.println(IC,DEC); 
    } 
  } 
 
  dac.begin(0x62); //DAC1 
  dac.setVoltage(0,false); 
 
  dac.begin(0x63); //DAC2  
  dac.setVoltage(0,false); 
 




void curvaEntradaPNP()  
{  
  Serial.println("curvaEntradaPNP(): started"); 
 
  float IB, VBE; 
   
  Serial.println(); 
  Serial.println("     VBE            IB"); 
  Serial.println(); 
   
  digitalWrite(2,HIGH); 
 
  dac.begin(0x63); // DAC2 
  dac.setVoltage(0,false); 
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  dac.begin(0x62); // DAC1 
         
  for (int i = 4095; i >= 0; i -= 4)  
  { 
    dac.setVoltage(i,false); 
 
    delay(1); 
 
    measureInputsPNP(); 
 
    VBE = meanAI1 - 5; 
    IB = (meanAI0-meanAI1)/R1; 
 
    byte* byteVBE = (byte*) &VBE; 
    byte* byteIB = (byte*) &IB; 
 
    BT.write(byteVBE,4); 
    BT.write(byteIB,4); 
 
    Serial.print(VBE,DEC); 
    Serial.print(" , "); 
    Serial.println(IB,DEC);   
  } 
   
  dac.begin(0x62); // DAC1 
  dac.setVoltage(0,false); 
 
  digitalWrite(2,LOW); 
 




void curvaTransferenciaPNP()  
{ 
  Serial.println("curvaTransferenciaPNP(): started"); 
   
  float IB, IC, IE; 
 
  Serial.println(); 
  Serial.println("     IB             IC"); 
  Serial.println(); 
   
  digitalWrite(2,HIGH); 
 
  dac.begin(0x63); // DAC2 
  dac.setVoltage(0,false); 
   
  dac.begin(0x62); // DAC1 
       
  for (int i = 4095; i >= 0; i -= 4)  
  { 
    dac.setVoltage(i,false); 
 
    delay(1); 
 
    measureInputsPNP(); 
 
    IB = (meanAI0-meanAI1)/R1; 
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    IE = -meanAI6/R2; 
    IC = IE + IB; 
 
    byte* byteIB = (byte*) &IB; 
    byte* byteIC = (byte*) &IC; 
 
    BT.write(byteIB,4); 
    BT.write(byteIC,4); 
   
    Serial.print(IB,DEC); 
    Serial.print(" , "); 
    Serial.println(IC,DEC); 
  } 
 
  dac.begin(0x62); // DAC1 
  dac.setVoltage(0,false); 
 
  digitalWrite(2,LOW); 
 




void curvaSaidaPNP()  
{ 
  Serial.println("curvaSaidaPNP(): started"); 
   
  float IB, IC, IE, VCE; 
 
  int valuesVBE[5] = {3276, 2458, 1638, 820, 0}; // corresponente a 
[4,3,2,1,0]V, ou seja, VBE = [1,2,3,4,5]V 
 
  digitalWrite(2,HIGH); 
 
  for (byte i = 0; i <= 4; i++) // VBE 
  { 
    dac.begin(0x62); // DAC1 
    dac.setVoltage(valuesVBE[i],false); 
 
    delay(1); 
 
    Serial.println(); 
    Serial.print("Curva para VBE = "); 
    Serial.print(i+1); 
    Serial.println(" V"); 
 
    Serial.println(); 
    Serial.println("     VCE            IC"); 
    Serial.println(); 
 
   
    for (int i = 4095; i >= 0; i -= 4) // VCE 
    {      
      dac.begin(0x63); // DAC2 
      dac.setVoltage(i,false); 
 
      delay(1); 
 
      measureInputsPNP(); 
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      IB = (meanAI0-meanAI1)/R1; 
      IE = -meanAI6/R2; 
      IC = IE + IB;   
      VCE = meanAI3 - 5; 
 
      byte* byteVCE = (byte*) &VCE; 
      byte* byteIC = (byte*) &IC; 
 
      BT.write(byteVCE,4); 
      BT.write(byteIC,4); 
       
      Serial.print(VCE,DEC); 
      Serial.print(" , "); 
      Serial.println(IC,DEC); 
    } 
  } 
 
  dac.begin(0x62); // DAC1  
  dac.setVoltage(0,false); 
 
  dac.begin(0x63); // DAC2  
  dac.setVoltage(0,false); 
 
  digitalWrite(2,LOW); 
 




void curvaSaidaNMOS()  
{ 
  Serial.println("curvaSaidaNMOS(): started"); 
   
  float IG, ID, IS, VDS; 
 
  int valuesVGS[5] = {1638, 1843, 2048, 2252, 2458}; // corresponente 
a VGS = 2V, 2.25V, 2.5V, 2.75V e 3V 
 
  digitalWrite(2,LOW); 
 
  for (byte i = 0; i <= 4; i++) // VBE 
  { 
    dac.begin(0x62); 
    dac.setVoltage(valuesVGS[i],false); 
 
    delay(1); 
 
    Serial.println(); 
    Serial.print("Curva para VGS = "); 
    Serial.print(valuesVGS[i]/4095*5); 
    Serial.println(" V"); 
 
    Serial.println(); 
    Serial.println("     VDS            ID"); 
    Serial.println(); 
 
    for (int i = 0; i <= 4095; i += 4) // VDS 
    {      
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      dac.begin(0x63); 
      dac.setVoltage(i,false); 
 
      delay(1); 
 
      measureInputsNPN(); 
 
      IS = meanAI2/R2; 
      ID = IS;  
      VDS = meanAI3; 
 
      byte* byteVDS = (byte*) &VDS; 
      byte* byteID = (byte*) &ID; 
 
      BT.write(byteVDS,4); 
      BT.write(byteID,4); 
       
      Serial.print(VDS,DEC); 
      Serial.print(" , "); 
      Serial.println(ID,DEC); 
    } 
  } 
 
  dac.begin(0x62); //DAC1 
  dac.setVoltage(0,false); 
 
  dac.begin(0x63); //DAC2  
  dac.setVoltage(0,false); 
 




void curvaSaidaPMOS()  
{ 
  Serial.println("curvaSaidaPMOS(): started"); 
   
  float IG, ID, IS, VDS; 
 
  int valuesVGS[5] = {2458, 2252, 2048, 1843, 1638}; // corresponente 
a [3, 2.75, 2.5, 2.25, 2]V, ou seja, VGS = [2, 2.25, 2.5, 2.75, 3]V 
 
  digitalWrite(2,HIGH); 
 
  for (byte i = 0; i <= 4; i++) // VBE 
  { 
    dac.begin(0x62); // DAC1 
    dac.setVoltage(valuesVGS[i],false); 
 
    delay(1); 
 
    Serial.println(); 
    Serial.print("Curva para VGS = "); 
    Serial.print(5-valuesVGS[i]/4095*5); 
    Serial.println(" V"); 
 
    Serial.println(); 
    Serial.println("     VDS            ID"); 
    Serial.println(); 
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    for (int i = 4095; i >= 0; i -= 4) // VDS 
    {      
      dac.begin(0x63); // DAC2 
      dac.setVoltage(i,false); 
 
      delay(1); 
 
      measureInputsPNP(); 
 
      IS = -meanAI6/R2; 
      ID = IS;   
      VDS = meanAI3 - 5; 
 
      byte* byteVDS = (byte*) &VDS; 
      byte* byteID = (byte*) &ID; 
 
      BT.write(byteVDS,4); 
      BT.write(byteID,4); 
       
      Serial.print(VDS,DEC); 
      Serial.print(" , "); 
      Serial.println(ID,DEC); 
    } 
  } 
 
  dac.begin(0x62); // DAC1  
  dac.setVoltage(0,false); 
 
  dac.begin(0x63); // DAC2  
  dac.setVoltage(0,false); 
 
  digitalWrite(2,LOW); 
 






  if (state == 'e' && dutType == 'n') 
  { 
    curvaEntradaNPN();  
    state = 'w'; 
  } 
 
  else if (state == 't' && dutType == 'n') 
  { 
    curvaTransferenciaNPN(); 
    state = 'w'; 
  } 
 
  else if (state == 's' && dutType == 'n') 
  { 
    curvaSaidaNPN();  
    state = 'w'; 
  } 
  else if (state == 'e' && dutType == 'p') 
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  { 
    curvaEntradaPNP();  
    state = 'w'; 
  } 
 
  else if (state == 't' && dutType == 'p') 
  { 
    curvaTransferenciaPNP(); 
    state = 'w'; 
  } 
 
  else if (state == 's' && dutType == 'p') 
  { 
    curvaSaidaPNP();  
    state = 'w'; 
  } 
 
  else if (dutType == 'x') // NMOS 
  { 
    curvaSaidaNMOS();  
    state = 'w'; 
  } 
 
  else if (dutType == 'y') // PMOS 
  { 
    curvaSaidaPMOS();  
    state = 'w'; 
  } 
} 
 
void loop()  
{ 
  readDataBT(); 
 
  if (newData == true) 
  { 
    if (rcvByte == 'n' || rcvByte == 'p' || rcvByte == 'x' || rcvByte 
== 'y') 
    { 
      dutType = rcvByte; 
    } 
 
    else  
    { 
      state = rcvByte; 
       
      selectFunc(); 
    } 
     
    newData = false; 





















































<?xml version="1.0" encoding="utf-8"?> 
<manifest xmlns:android="http://schemas.android.com/apk/res/android" 
    package="com.example.tese"> 
 
    <uses-feature android:name="android.hardware.bluetooth" /> 
 
    <uses-permission android:name="android.permission.BLUETOOTH" /> 
    <uses-permission android:name="android.permission.BLUETOOTH_ADMIN" 
/> 
    <uses-permission 
android:name="android.permission.ACCESS_FINE_LOCATION" /> 
    <uses-permission 
android:name="android.permission.ACCESS_COARSE_LOCATION" /> 
 
    <application 
        android:allowBackup="true" 
        android:icon="@mipmap/ic_launcher" 
        android:label="@string/app_name" 
        android:roundIcon="@mipmap/ic_launcher_round" 
        android:supportsRtl="true" 
        android:theme="@style/Theme.TESE"> 
 
        <activity android:name=".MainActivity" 
            android:screenOrientation="portrait"/> 
 
        <activity android:name=".FirstActivity"> 
            <intent-filter> 
                <action android:name="android.intent.action.MAIN" /> 
 
                <category 
android:name="android.intent.category.LAUNCHER" /> 
            </intent-filter> 
        </activity> 
 
       <provider 
           android:authorities="com.example.tese.fileprovider" 
           android:name="androidx.core.content.FileProvider" 
           android:grantUriPermissions="true" 
           android:exported="false"> 
           <meta-data 
               android:name="android.support.FILE_PROVIDER_PATHS" 
               android:resource="@xml/provider_paths" /> 
       </provider> 
 





























public class FirstActivity extends AppCompatActivity implements 
AdapterView.OnItemClickListener { 
 
    private static final String TAG = "MainActivity"; 
 
    BluetoothAdapter bluetoothAdapter; 
    BluetoothDevice bluetoothDevice; 
 
    Button refreshButton; 
    ListView listView; 
 
    public ArrayList<BluetoothDevice> foundBTDevices; 
    public DeviceListAdapter deviceListAdapter; 
 
    int ACTION_REQUEST_MULTIPLE_PERMISSION = 1; 
 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.activity_first); 
 
        int permissionsCheck; 
 
        // Verifica a versão do sistema operativo caso seja necessário 
solicitar permissões 
        if (Build.VERSION.SDK_INT >= Build.VERSION_CODES.M) { 
 
            permissionsCheck = 
this.checkSelfPermission("Manifest.permission.ACCESS_FINE_LOCATION"); 
            permissionsCheck += 
this.checkSelfPermission("Manifest.permission.ACCESS_COARSE_LOCATION")
; 
            permissionsCheck += 
this.checkSelfPermission("Manifest.permission.BLUETOOTH_ADMIN"); 
	 	 69	
            permissionsCheck += 
this.checkSelfPermission("Manifest.permission.BLUETOOTH"); 
 
            if (permissionsCheck != 0) { 





            } 
        } 
 
        bluetoothAdapter = BluetoothAdapter.getDefaultAdapter(); 
        foundBTDevices = new ArrayList<>(); 
 
        refreshButton = findViewById(R.id.connectButton); 
        listView = findViewById(R.id.myListView); 
 
        refreshButton.setOnClickListener(view -> findDevices()); 
 
        enableBT(); 
 
        findDevices(); 
 
        listView.setOnItemClickListener(FirstActivity.this); 
    } 
 
    @Override 
    protected void onDestroy() { 
        super.onDestroy(); 
        unregisterReceiver(enablingBroadcast); 
        unregisterReceiver(findingBroadcast); 
 
        bluetoothAdapter.cancelDiscovery(); 
    } 
 
    @Override 
    public void onItemClick(AdapterView<?> adapterView, View view, int 
i, long l) { 
 
        bluetoothAdapter.cancelDiscovery(); 
 
        String deviceName = foundBTDevices.get(i).getName(); 
        String deviceAddress = foundBTDevices.get(i).getAddress(); 
 
        bluetoothDevice = foundBTDevices.get(i); 
 
        // Gera um novo Intent para mudar de atividade, passando os 
dados de identificação do dispositivo Bluetooth 
        Intent changeActivity = new Intent(FirstActivity.this, 
MainActivity.class); 
        changeActivity.putExtra("bluetoothDeviceName", deviceName); 
        changeActivity.putExtra("bluetoothDeviceAddress", 
deviceAddress); 
        startActivity(changeActivity); 
    } 
 
    // Caso o Bluetooth do dispositivo se encontre desligado, solicita 
a sua ativação 
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    private void enableBT() { 
        Log.d(TAG, "enableBT: Started"); 
 
        IntentFilter intentFilter = new 
IntentFilter(BluetoothAdapter.ACTION_STATE_CHANGED); 
        registerReceiver(enablingBroadcast, intentFilter); 
 
        if(bluetoothAdapter == null) { 
            Log.d(TAG, "enableBT: Device does not have Bluetooth 
capabilities"); 
 
            finish(); 
        } 
 
        if(!bluetoothAdapter.isEnabled()) { 
            Log.d(TAG, "enableBT: Enabling Bluetooth..."); 
 
            Intent enableBTIntent = new 
Intent(BluetoothAdapter.ACTION_REQUEST_ENABLE); 
            startActivity(enableBTIntent); 
        } 
    } 
 
    // Inicia ou reinicia a procura por outros dispositivos Bluetooth 
    public void findDevices() { 
        Log.d(TAG, "findDevices: Started"); 
 
        IntentFilter intentFilter = new 
IntentFilter(BluetoothDevice.ACTION_FOUND); 
        registerReceiver(findingBroadcast, intentFilter); 
 
        if (bluetoothAdapter.isDiscovering()) { 
 
            bluetoothAdapter.cancelDiscovery(); 
 
            bluetoothAdapter.startDiscovery(); 
            Log.d(TAG, "findDevices: Looking for bluetooth devices"); 
        } 
 
        if(!bluetoothAdapter.isDiscovering()) { 
 
            bluetoothAdapter.startDiscovery(); 
            Log.d(TAG, "findDevices: Looking for bluetooth devices"); 
        } 
    } 
 
    // Escuta o sistema Android em busca de mensagens de alteração do 
estado do Bluetooth do dispositivo 
    private final BroadcastReceiver enablingBroadcast = new 
BroadcastReceiver() { 
        @Override 
        public void onReceive(Context context, Intent intent) { 
 
            final String action = intent.getAction(); 
 
            if(action.equals(BluetoothAdapter.ACTION_STATE_CHANGED)) { 
 





                switch(state) { 
                    case BluetoothAdapter.STATE_OFF: 
                        Log.d(TAG, "onReceive: STATE OFF"); 
                        break; 
                    case BluetoothAdapter.STATE_TURNING_OFF: 
                        Log.d(TAG, "onReceive: STATE TURNING OFF"); 
                        break; 
                    case BluetoothAdapter.STATE_ON: 
                        Log.d(TAG, "onReceive: STATE ON"); 
 
                        findDevices(); 
 
                        break; 
                    case BluetoothAdapter.STATE_TURNING_ON: 
                        Log.d(TAG, "onReceive: STATE TURNING ON"); 
                        break; 
                } 
            } 
        } 
    }; 
 
    // Escuta o sistema Android em busca de mensagens relativas à 
descoberta de dispositivos Bluetooth disponíveis 
    private final BroadcastReceiver findingBroadcast = new 
BroadcastReceiver() { 
        @Override 
        public void onReceive(Context context, Intent intent) { 
 
            final String action = intent.getAction(); 
 
            if(action.equals(BluetoothDevice.ACTION_FOUND)) { 
 
                BluetoothDevice device = 
intent.getParcelableExtra(BluetoothDevice.EXTRA_DEVICE); 
 
                Log.d(TAG, "DeviceFound: "+ device.getName() +" : 
"+device.getAddress()); 
 
                foundBTDevices.add(device); 
 
                deviceListAdapter = new DeviceListAdapter(context, 
R.layout.devicelistadapter_layout, foundBTDevices); 
                listView.setAdapter(deviceListAdapter); 
            } 
        } 



























































public class MainActivity extends AppCompatActivity implements 
AdapterView.OnItemSelectedListener { 
 
    private static final String TAG = "SecondActivity"; 
 




    BluetoothAdapter bluetoothAdapter; 
    BluetoothDevice bluetoothDevice; 
    BluetoothSocket bluetoothSocket; 
 
    Button startButton; 
    TextView xLabel, yLabel; 
    Spinner curveSpinner, typeSpinner; 
 
    ScatterChart scatterView; 
    ScatterDataSet scatterDataSet; 
    ScatterData scatterData; 
    Description description; 
    Legend legend; 
    XAxis xAxis; 
    YAxis yAxis; 
    ArrayList<Entry> entriesArray; 
 
    InputStream inStream; 
    OutputStream outStream; 
 
    String curveType, transistorType, deviceName, deviceAddress; 
    StringBuilder exportData; 
 
    byte[] dataArray, xBytesArray, yBytesArray; 
    ByteBuffer dataBuffer; 
 
    int rcvBytes, totalBytes; 
 
    float xPointMax, yPointMax, xPointMin, yPointMin, xPointA, 
yPointA, xPointB, yPointB; 
 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.activity_main); 
 
        Log.d(TAG, "SecondActivity: Started"); 
 
        IntentFilter intentFilter = new 
IntentFilter(BluetoothDevice.ACTION_BOND_STATE_CHANGED); 
        registerReceiver(bondingBroadcast, intentFilter); 
 
        // Recebe os dados de identificação do dispositivo Bluetooth 
        Intent receivingIntent = getIntent(); 
        deviceName = 
receivingIntent.getStringExtra("bluetoothDeviceName"); 
        deviceAddress = 
receivingIntent.getStringExtra("bluetoothDeviceAddress"); 
 
        bluetoothAdapter = BluetoothAdapter.getDefaultAdapter(); 
        bluetoothDevice = 
bluetoothAdapter.getRemoteDevice(deviceAddress); 
 
        startButton = findViewById(R.id.startButton); 
        xLabel = findViewById(R.id.xLabel); 
        yLabel = findViewById(R.id.yLabel); 
        description = new Description(); 
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        description.setTextSize(12); 
        scatterView = findViewById(R.id.scatterView); 
        scatterView.setNoDataText("NO DATA"); 
        scatterView.setDescription(description); 
        scatterView.setDrawBorders(true); 
        legend = scatterView.getLegend(); 
        legend.setForm(Legend.LegendForm.CIRCLE); 
        legend.setXEntrySpace(5); 
        xAxis = scatterView.getXAxis(); 
        xAxis.setPosition(XAxis.XAxisPosition.BOTTOM); 
        xAxis.setDrawLabels(true); 
        yAxis = scatterView.getAxisLeft(); 
        yAxis.setDrawLabels(true); 
 
        typeSpinner = findViewById(R.id.typeSpinner); 
        ArrayAdapter<CharSequence> typeSpinnerAdapter = 
ArrayAdapter.createFromResource(this, R.array.typeSpinnerOptions, 
R.layout.spinner_layout); 
        
typeSpinnerAdapter.setDropDownViewResource(R.layout.dropdown_layout); 
        typeSpinner.setAdapter(typeSpinnerAdapter); 
        typeSpinner.setOnItemSelectedListener(this); 
 
        curveSpinner = findViewById(R.id.curveSpinner); 
        ArrayAdapter<CharSequence> curveSpinnerAdapter = 
ArrayAdapter.createFromResource(this, R.array.curveSpinnerOptions, 
R.layout.spinner_layout); 
        
curveSpinnerAdapter.setDropDownViewResource(R.layout.dropdown_layout); 
        curveSpinner.setAdapter(curveSpinnerAdapter); 
        curveSpinner.setOnItemSelectedListener(this); 
 
        ConnectThread connectThread = new ConnectThread(); 
        connectThread.start(); 
 
        startButton.setOnClickListener(view -> { 
 
            GettingDataThread gettingDataThread = new 
GettingDataThread(); 
            gettingDataThread.start(); 
 
        }); 
    } 
 
    // Inicia a Thread para conexão com o dispositivo Bluetooth 
    private class ConnectThread extends Thread { 
 
        public void run() { 
            Log.d(TAG, "ConnectThread: run(): started"); 
 
            if (Build.VERSION.SDK_INT > 
Build.VERSION_CODES.JELLY_BEAN_MR2) { 
 
                Log.d(TAG, "ConnectThread: run(): Pairing to: " + 
deviceName + " : " + deviceAddress); 
 
                int bondState = bluetoothDevice.getBondState(); 
 
                // Verifica se o dispositivo Bluetooth já se encontra 
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emparelhado 
                if (bondState == BluetoothDevice.BOND_BONDED) { 
 
                    connectToDevice(bluetoothDevice); 
 
                } else { 
 
                    bluetoothDevice.createBond(); 
                } 
            } 
        } 
    } 
 
    // Thread responsável pela aquisição de dados 
    public class GettingDataThread extends Thread { 
 
        ProgressBar progressBar = findViewById(R.id.progressBar); 
 
        @SuppressLint("SetTextI18n") 
        public void run() { 
            Log.d(TAG, "GettingDataThread: run(): started"); 
 
            progressBar.setIndeterminate(false); 
            progressBar.setProgress(0); 
 
            // Indica ao Arduino o tipo de curva e de transístor 
            OutStreamWrite(transistorType); 
            OutStreamWrite(curveType); 
 
            if (curveType.equals("e") || curveType.equals("t")) { 
 
                totalBytes = 8192; 
 
            } else if (curveType.equals("s")){ 
 
                totalBytes = 40960; 
            } 
 
            progressBar.setMax(totalBytes); 
 
            dataArray = new byte[totalBytes]; 
            dataBuffer = ByteBuffer.wrap(dataArray); 
            dataBuffer.clear(); 
 
            rcvBytes = 0; 
            xPointMax = 0; 
            xPointMin = 0; 
            yPointMax = 0; 
            yPointMin = 0; 
 
            int nrBytes; 
            byte[] buffer = new byte[32]; 
 
            // Recebe os dados do Arduino enquanto existirem 
            while (true) { 
 
                try { 
 
                    if (inStream.available() > 0) { 
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                        nrBytes = inStream.read(buffer); 
 
                        dataBuffer.put(buffer, 0, nrBytes); 
 
                        rcvBytes += nrBytes; 
 
                        progressBar.incrementProgressBy(nrBytes); 
 
                        Log.d(TAG, "GettingDataThread: rcvBytes: " + 
rcvBytes); 
 
                        if (rcvBytes >= totalBytes) { 
 
                            break; 
                        } 
                    } 
 
                } catch (IOException e) { 
                    Log.d(TAG, "InputStream: IOException: " + 
e.getMessage()); 
                    break; 
                } 
            } 
 
            dataBuffer.rewind(); 
 
            plotGraph(); 
 
            runOnUiThread(() -> { 
 
                switch (curveType) { 
                    case "e": 
                        xLabel.setText("VBE (V)"); 
                        yLabel.setText("IB (mA)"); 
                        break; 
                    case "t": 
                        xLabel.setText("IB (mA)"); 
                        yLabel.setText("IC (mA)"); 
                        break; 
                    case "s": 
 
                        if (transistorType.equals("n") || 
transistorType.equals("p")) { 
 
                            xLabel.setText("VCE (V)"); 
                            yLabel.setText("IC (mA)"); 
 
                        } else if (transistorType.equals("x") || 
transistorType.equals("y")) { 
 
                            xLabel.setText("VDS (V)"); 
                            yLabel.setText("ID (mA)"); 
                        } 
                        break; 
                } 
 
                scatterView.invalidate(); 
            }); 
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        } 
    } 
 
    // Inicia a ligação com o dispositivo e abre a porta série de 
comunicação 
    public void connectToDevice(BluetoothDevice device) { 
 
        Log.d(TAG, "connectToDevice(): started, trying to connect"); 
 
        bluetoothSocket = null; 
 
        try { 
 
            bluetoothSocket = 
device.createInsecureRfcommSocketToServiceRecord(SPP_UUID); 
            bluetoothSocket.connect(); 
 
            Log.d(TAG, "connectToDevice(): Connection successful"); 
 
            outStream = bluetoothSocket.getOutputStream(); 
            inStream = bluetoothSocket.getInputStream(); 
 
        } catch (IOException e) { 
            Log.d(TAG, "connectToDevice(): Connection failed: " + 
e.getMessage()); 
        } 
    } 
 
    // Converte os dados recebidos em bytes para valores númericos 
    public void bytesToEntries() { 
        Log.d(TAG, "bytesToEntries: started"); 
 
        xBytesArray = new byte[4]; 
        yBytesArray = new byte[4]; 
 
        entriesArray = new ArrayList<>(); 
 
        for (int i = 1; i <= 1024; i++) { 
 
            int length = 4; 
 
            dataBuffer.get(xBytesArray, 0, length); 
            dataBuffer.get(yBytesArray, 0, length); 
 
            float xPoint = 
ByteBuffer.wrap(xBytesArray).order(ByteOrder.LITTLE_ENDIAN).getFloat()
; 




            // Pontos para cálculo das margens 
            if (xPoint > xPointMax) { 
                xPointMax = xPoint; 
            } else if (yPoint > yPointMax) { 
                yPointMax = yPoint; 
            } else if (xPoint < xPointMin) { 
                xPointMin = xPoint; 
            } else if (yPoint < yPointMin) { 
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                yPointMin = yPoint; 
            } 
 
            // Pontos para cálculo do ganho e tensão de Early 
            if (!curveType.equals("e")) { 
 
                if (i == 200) { 
                    xPointA = xPoint; 
                    yPointA = yPoint; 
                } else if (i == 922) { 
                    xPointB = xPoint; 
                    yPointB = yPoint; 
                } 
            } 
 
            exportData.append(xPoint).append(" , 
").append(yPoint).append("\n"); 
 
            entriesArray.add(new Entry(xPoint,yPoint)); 
            Log.d(TAG, "plotGraph(): dataPoint: " + xPoint + " : " + 
yPoint); 
        } 
    } 
 
    // Representa os dados em gráficos X-Y 
    public void plotGraph() { 
        Log.d(TAG, "plotGraph(): started"); 
 
        scatterData = new ScatterData(); 
        exportData = new StringBuilder(); 
 
        switch (curveType) { 
 
            case "e": 
 
                bytesToEntries(); 
 
                scatterDataSet = new ScatterDataSet(entriesArray, ""); 
                
scatterDataSet.setScatterShape(ScatterChart.ScatterShape.CIRCLE); 
                scatterDataSet.setScatterShapeSize(5); 
                legend.setEnabled(false); 
                description.setText(""); 
                scatterView.setDescription(description); 
 
                scatterData.addDataSet(scatterDataSet); 
 
                break; 
 
            case "t": 
 
                int transistorGain = 0; 
 
                bytesToEntries(); 
                 
                if (transistorType.equals("n")) { 
 
                    transistorGain = (int) ((yPointB - yPointA) / 
(xPointB - xPointA)); 
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                } else if (transistorType.equals("p")) { 
 
                    transistorGain = (int) ((-yPointB + yPointA) / (-
xPointB + xPointA)); 
                } 
 
                scatterDataSet = new ScatterDataSet(entriesArray, ""); 
                
scatterDataSet.setScatterShape(ScatterChart.ScatterShape.CIRCLE); 
                scatterDataSet.setScatterShapeSize(5); 
                legend.setEnabled(false); 
                description.setText("Ganho = ~" + transistorGain); 
                scatterView.setDescription(description); 
 
                scatterData.addDataSet(scatterDataSet); 
 
                break; 
 
            case "s": 
                 
                int earlyVoltage = 0; 
 
                if (transistorType.equals("n") || 
transistorType.equals("p")) { 
 
                    for (int i = 1; i <= 5; i++) { 
 
                        switch (i) { 
                            case 1: 
                                exportData.append("VBE = 
1V").append("\n"); 
                                break; 
                            case 2: 
                                exportData.append("\n").append("VBE = 
2V").append("\n"); 
                                break; 
                            case 3: 
                                exportData.append("\n").append("VBE = 
3V").append("\n"); 
                                break; 
                            case 4: 
                                exportData.append("\n").append("VBE = 
4V").append("\n"); 
                                break; 
                            case 5: 
                                exportData.append("\n").append("VBE = 
5V").append("\n"); 
                                break; 
                        } 
 
                        bytesToEntries(); 
 
                        switch (i) { 
                            case 1: 
                                scatterDataSet = new 
ScatterDataSet(entriesArray, "VBE = 1V"); 
                                
scatterDataSet.setColor(Color.MAGENTA); 
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                                break; 
                            case 2: 
                                scatterDataSet = new 
ScatterDataSet(entriesArray, "VBE = 2V"); 
                                scatterDataSet.setColor(Color.BLUE); 
                                break; 
                            case 3: 
                                scatterDataSet = new 
ScatterDataSet(entriesArray, "VBE = 3V"); 
                                scatterDataSet.setColor(Color.GREEN); 
                                break; 
                            case 4: 
                                scatterDataSet = new 
ScatterDataSet(entriesArray, "VBE = 4V"); 
                                scatterDataSet.setColor(Color.YELLOW); 
                                break; 
                            case 5: 
                                scatterDataSet = new 
ScatterDataSet(entriesArray, "VBE = 5V"); 
                                scatterDataSet.setColor(Color.RED); 
                                break; 
                        } 
 
                        
scatterDataSet.setScatterShape(ScatterChart.ScatterShape.CIRCLE); 
                        scatterDataSet.setScatterShapeSize(5); 
 
                        scatterData.addDataSet(scatterDataSet); 
                    } 
 
                    float m = ((yPointB - yPointA) / (xPointB - 
xPointA)); 
 
                    if (transistorType.equals("n")) { 
 
                        earlyVoltage = (int) (yPointB/m - xPointB); 
 
                    } else if (transistorType.equals("p")) { 
 
                        earlyVoltage = (int) -(yPointB/m - xPointB); 
                    } 
 
                    description.setText("VA = ~" + earlyVoltage); 
                    scatterView.setDescription(description); 
 
                } else if (transistorType.equals("x") || 
transistorType.equals("y")) { 
 
                    for (int i = 1; i <= 5; i++) { 
 
                        switch (i) { 
                            case 1: 
                                exportData.append("VGS = 
2V").append("\n"); 
                                break; 
                            case 2: 
                                exportData.append("\n").append("VGS = 
2.25V").append("\n"); 
                                break; 
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                            case 3: 
                                exportData.append("\n").append("VGS = 
2.5V").append("\n"); 
                                break; 
                            case 4: 
                                exportData.append("\n").append("VGS = 
2.75V").append("\n"); 
                                break; 
                            case 5: 
                                exportData.append("\n").append("VGS = 
3V").append("\n"); 
                                break; 
                        } 
 
                        bytesToEntries(); 
 
                        switch (i) { 
                            case 1: 
                                scatterDataSet = new 
ScatterDataSet(entriesArray, "VGS=2V"); 
                                
scatterDataSet.setColor(Color.MAGENTA); 
                                break; 
                            case 2: 
                                scatterDataSet = new 
ScatterDataSet(entriesArray, "VGS=2.25V"); 
                                scatterDataSet.setColor(Color.BLUE); 
                                break; 
                            case 3: 
                                scatterDataSet = new 
ScatterDataSet(entriesArray, "VGS=2.5V"); 
                                scatterDataSet.setColor(Color.GREEN); 
                                break; 
                            case 4: 
                                scatterDataSet = new 
ScatterDataSet(entriesArray, "VGS=2.75V"); 
                                scatterDataSet.setColor(Color.YELLOW); 
                                break; 
                            case 5: 
                                scatterDataSet = new 
ScatterDataSet(entriesArray, "VGS=3V"); 
                                scatterDataSet.setColor(Color.RED); 
                                break; 
                        } 
 
                        
scatterDataSet.setScatterShape(ScatterChart.ScatterShape.CIRCLE); 
                        scatterDataSet.setScatterShapeSize(5); 
 
                        scatterData.addDataSet(scatterDataSet); 
                    } 
 
                    description.setText(""); 
                    scatterView.setDescription(description); 
                } 
 
                legend.setEnabled(true); 
 
                break; 
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        } 
 
        float xMargin = 0; 
        float yMargin = 0; 
 
        if (transistorType.equals("n") || transistorType.equals("x")) 
{ // NPN ou NMOS 
            xMargin = (float) .1 * xPointMax; 
            yMargin = (float) .1 * yPointMax; 
        } else if (transistorType.equals("p") || 
transistorType.equals("y")) { // PNP ou PMOS 
            xMargin = (float) -.1 * xPointMin; 
            yMargin = (float) -.1 * yPointMin; 
        } 
 
        xAxis.setAxisMaximum(xPointMax + xMargin); 
        xAxis.setAxisMinimum(xPointMin - xMargin); 
        yAxis.setAxisMaximum(yPointMax + yMargin); 
        yAxis.setAxisMinimum(yPointMin - yMargin); 
 
        scatterView.setData(scatterData); 
    } 
 
    // Método para enviar dados pela porta série Bluetooth 
    public void OutStreamWrite(String text) { 
 
        try { 
 
            outStream.write(text.getBytes()); 
            Log.d(TAG, "outStream: sent bytes: " + text); 
 
        } catch (IOException e) { 
            e.printStackTrace(); 
        } 
    } 
 
    @Override 
    public boolean onCreateOptionsMenu(Menu menu) { 
        getMenuInflater().inflate(R.menu.sharebutton_layout, menu); 
        return true; 
    } 
 
 
    @Override 
    public void onDestroy() { 
        super.onDestroy(); 
        unregisterReceiver(bondingBroadcast); 
 
        bluetoothAdapter.cancelDiscovery(); 
    } 
 
    // Cria um ficheiro txt com os dados recebidos e possibilita a sua 
exportação 
    @Override 
    public boolean onOptionsItemSelected(@NonNull MenuItem item) { 
 
        Log.d(TAG, "menu: SAVE ICON selected"); 
 
        try { 
	 	 83	
 
            FileOutputStream fileOutputStream = 
openFileOutput("CurveTracerData.csv", MODE_PRIVATE); 
            fileOutputStream.write(exportData.toString().getBytes()); 
            fileOutputStream.close(); 
 
            Context context = getApplicationContext(); 
            File file = new File(getFilesDir(), 
"CurveTracerData.csv"); 
 
            Uri path = FileProvider.getUriForFile(context, 
"com.example.tese.fileprovider", file); 
 
            Intent fileIntent = new Intent(Intent.ACTION_SEND); 
            fileIntent.setType("text/csv"); 
            fileIntent.putExtra(Intent.EXTRA_SUBJECT, "Curve Tracer 
Data"); 
            
fileIntent.addFlags(Intent.FLAG_GRANT_READ_URI_PERMISSION); 
            fileIntent.putExtra(Intent.EXTRA_STREAM, path); 
 
            startActivity(Intent.createChooser(fileIntent, "Save 
File")); 
 
        } catch (Exception e) { 
            e.printStackTrace(); 
        } 
 
        return super.onOptionsItemSelected(item); 
    } 
 
    // Escuta o sistema Android em busca de mensagens de alteração do 
estado de emparelhamento com o dispositivo Bluetooth 
    private final BroadcastReceiver bondingBroadcast = new 
BroadcastReceiver() { 
        @Override 
        public void onReceive(Context context, Intent intent) { 
 
            final String action = intent.getAction(); 
 
            
if(action.equals(BluetoothDevice.ACTION_BOND_STATE_CHANGED)) { 
 
                BluetoothDevice device = 
intent.getParcelableExtra(BluetoothDevice.EXTRA_DEVICE); 
 
                if (device.getBondState() == 
BluetoothDevice.BOND_BONDED) { 
                    Log.d(TAG, "bondingBroadcast: BOND_BONDED"); 
 
                    connectToDevice(bluetoothDevice); 
                } 
                if (device.getBondState() == 
BluetoothDevice.BOND_BONDING) { 
                    Log.d(TAG, "bondingBroadcast: BOND_BONDING"); 
                } 
                if (device.getBondState() == 
BluetoothDevice.BOND_NONE) { 
                    Log.d(TAG, "bondingBroadcast: BOND_NONE"); 
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                } 
            } 
        } 
    }; 
 
    // Converte a opção selecionada nos spinners na respetiva variável 
de controlo 
    @Override 
    public void onItemSelected(AdapterView<?> adapterView, View view, 
int i, long l) { 
 
        int itemPosition = adapterView.getSelectedItemPosition(); 
        String item = adapterView.getItemAtPosition(i).toString(); 
 
        if (adapterView.getId() == R.id.curveSpinner) { 
 
            if (itemPosition == 0) { // Curva de entrada 
                curveType = "e"; 
            } else if (itemPosition == 1) { // Curva de transferência 
                curveType = "t"; 
            } else if (itemPosition == 2) { // Curva de saída 
                curveType = "s"; 
            } 
            Log.d(TAG, "curveSpinner.OnItemSelected: itemPosition: " + 
itemPosition +": item: " + item + ": state: " + curveType); 
 
        } else if (adapterView.getId() == R.id.typeSpinner) { 
 
            if (itemPosition == 0) { // BJT NPN 
                transistorType = "n"; 
            } else if (itemPosition == 1) { // BJT PNP 
                transistorType = "p"; 
            } else if (itemPosition == 2) { // MOSFET N 
                transistorType = "x"; 
                curveSpinner.setSelection(2); 
                curveType = "s"; 
            } else if (itemPosition == 3) { // MOSFET P 
                transistorType = "y"; 
                curveSpinner.setSelection(2); 
                curveType = "s"; 
            } 
 
            Log.d(TAG, "typeSpinner.OnItemSelected: itemPosition: " + 
itemPosition + ": item: " + item + ": state: " + transistorType); 
        } 
    } 
 
    // Opções default dos spinners 
    @Override 
    public void onNothingSelected(AdapterView<?> adapterView) { 
 
        if (adapterView.getId() == R.id.curveSpinner) { 
 
            curveType = "e"; 
 
        } else if (adapterView.getId() == R.id.typeSpinner) { 
 
            transistorType = "n"; 
        } 
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public class DeviceListAdapter extends ArrayAdapter<BluetoothDevice> { 
 
    private LayoutInflater layoutInflater; 
    private ArrayList<BluetoothDevice> foundBTDevices; 
    private int viewResourceID; 
 
    public DeviceListAdapter(Context context, int tvResourceID, 
ArrayList<BluetoothDevice> devices) { 
        super(context, tvResourceID, devices); 
        this.foundBTDevices = devices; 
        layoutInflater = (LayoutInflater) 
context.getSystemService(Context.LAYOUT_INFLATER_SERVICE); 
        viewResourceID = tvResourceID; 
    } 
 
    public View getView(int position, View convertView, ViewGroup 
parent) { 
        convertView = layoutInflater.inflate(viewResourceID, null); 
 
        BluetoothDevice device = foundBTDevices.get(position); 
 
        if (device != null) { 
            TextView deviceName = 
convertView.findViewById(R.id.tvDeviceName); 
            TextView deviceAddress = 
convertView.findViewById(R.id.tvDeviceAddress); 
 
            if (deviceName != null) { 
                deviceName.setText(device.getName()); 
            } 
            if (deviceAddress != null) { 
                deviceAddress.setText(device.getAddress()); 
            } 
        } 
 
        return convertView; 
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    <string name="app_name">CurveTracer</string> 
    <string name="connectButton">REFRESH</string> 
    <string name="startButton">START</string> 
 
    <string-array name="curveSpinnerOptions" > 
        <item>CARACTERÍSTICA DE ENTRADA</item> 
        <item>CARACTERÍSTICA DE TRANSFERÊNCIA</item> 
        <item>CARACTERÍSTICA DE SAÍDA</item> 
    </string-array> 
 
    <string-array name="typeSpinnerOptions" > 
        <item>BJT NPN</item> 
        <item>BJT PNP</item> 
        <item>MOSFET N</item> 
        <item>MOSFET P</item> 







<?xml version="1.0" encoding="utf-8"?> 
 
<paths> 
    <files-path 
        name="CurveTracerData.csv" 










    xmlns:app="http://schemas.android.com/apk/res-auto" 
    xmlns:tools="http://schemas.android.com/tools" 
    android:layout_width="match_parent" 
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    android:layout_height="match_parent" 
    tools:context=".FirstActivity"> 
 
    <ListView 
        android:id="@+id/myListView" 
        android:layout_width="match_parent" 
        android:layout_height="550dp" 
        android:layout_marginStart="32dp" 
        android:layout_marginLeft="32dp" 
        android:layout_marginTop="32dp" 
        android:layout_marginEnd="32dp" 
        android:layout_marginRight="32dp" 
        app:layout_constraintEnd_toEndOf="parent" 
        app:layout_constraintHorizontal_bias="0.0" 
        app:layout_constraintStart_toStartOf="parent" 
        app:layout_constraintTop_toTopOf="parent" /> 
 
    <Button 
        android:id="@+id/connectButton" 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" 
        android:layout_marginStart="16dp" 
        android:layout_marginLeft="16dp" 
        android:layout_marginEnd="16dp" 
        android:layout_marginRight="16dp" 
        android:layout_marginBottom="16dp" 
        android:text="@string/connectButton" 
        app:layout_constraintBottom_toBottomOf="parent" 
        app:layout_constraintEnd_toEndOf="parent" 










    xmlns:app="http://schemas.android.com/apk/res-auto" 
    xmlns:tools="http://schemas.android.com/tools" 
    android:layout_width="match_parent" 
    android:layout_height="match_parent" 
    tools:context=".MainActivity"> 
 
    <Button 
        android:id="@+id/startButton" 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" 
        android:layout_marginStart="16dp" 
        android:layout_marginLeft="16dp" 
        android:layout_marginEnd="16dp" 
        android:layout_marginRight="16dp" 
        android:layout_marginBottom="8dp" 
        android:text="@string/startButton" 
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        android:textSize="12sp" 
        app:layout_constraintBottom_toTopOf="@+id/progressBar" 
        app:layout_constraintEnd_toEndOf="parent" 
        app:layout_constraintHorizontal_bias="0.5" 
        app:layout_constraintStart_toStartOf="parent" /> 
 
    <Spinner 
        android:id="@+id/curveSpinner" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:layout_marginBottom="8dp" 
        android:spinnerMode="dialog" 
        app:layout_constraintBottom_toTopOf="@+id/startButton" 
        app:layout_constraintEnd_toEndOf="parent" 
        app:layout_constraintHorizontal_bias="0.5" 
        app:layout_constraintStart_toStartOf="parent" /> 
 
    <Spinner 
        android:id="@+id/typeSpinner" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:layout_marginBottom="8dp" 
        android:spinnerMode="dialog" 
        app:layout_constraintBottom_toTopOf="@+id/curveSpinner" 
        app:layout_constraintEnd_toEndOf="parent" 
        app:layout_constraintHorizontal_bias="0.5" 
        app:layout_constraintStart_toStartOf="parent" /> 
 
    <ProgressBar 
        android:id="@+id/progressBar" 
        style="?android:attr/progressBarStyleHorizontal" 
        android:layout_width="match_parent" 
        android:layout_height="10dp" 
        android:layout_marginStart="16dp" 
        android:layout_marginLeft="16dp" 
        android:layout_marginEnd="16dp" 
        android:layout_marginRight="16dp" 
        android:layout_marginBottom="16dp" 
        app:layout_constraintBottom_toBottomOf="parent" 
        app:layout_constraintEnd_toEndOf="parent" 
        app:layout_constraintHorizontal_bias="0.5" 
        app:layout_constraintStart_toStartOf="parent" /> 
 
    <com.github.mikephil.charting.charts.ScatterChart 
        android:id="@+id/scatterView" 
        android:layout_width="match_parent" 
        android:layout_height="350dp" 
        android:layout_marginStart="8dp" 
        android:layout_marginLeft="8dp" 
        android:layout_marginTop="24dp" 
        android:layout_marginEnd="8dp" 
        android:layout_marginRight="8dp" 
        app:layout_constraintEnd_toEndOf="parent" 
        app:layout_constraintStart_toStartOf="parent" 
        app:layout_constraintTop_toTopOf="parent" /> 
 
    <TextView 
        android:id="@+id/xLabel" 
        android:layout_width="wrap_content" 
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        android:layout_height="wrap_content" 
        android:layout_marginTop="8dp" 
        android:text="" 
        android:textColor="@color/black" 
        android:textSize="10sp" 
        app:layout_constraintEnd_toEndOf="parent" 
        app:layout_constraintHorizontal_bias="0.5" 
        app:layout_constraintStart_toStartOf="parent" 
        app:layout_constraintTop_toBottomOf="@+id/scatterView" /> 
 
    <TextView 
        android:id="@+id/yLabel" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:text="" 
        android:textColor="@color/black" 
        android:textSize="10sp" 
        app:layout_constraintStart_toStartOf="@+id/scatterView" 











    android:id="@+id/myListView" 
    android:layout_width="match_parent" 
    android:layout_height="match_parent" 
    android:orientation="vertical"> 
 
    <TextView 
        android:id="@+id/tvDeviceName" 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" 
        android:text="TextView" 
        android:textSize="16sp" /> 
 
    <TextView 
        android:id="@+id/tvDeviceAddress" 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" 
        android:text="TextView" 















    android:id="@android:id/text1" 
    style="?android:attr/spinnerDropDownItemStyle" 
    android:singleLine="true" 
    android:layout_width="match_parent" 
    android:layout_height="?attr/dropdownListPreferredItemHeight" 
    android:ellipsize="marquee" 
    android:textSize="12sp" 
    android:textAlignment="center" 





<?xml version="1.0" encoding="utf-8"?> 
 
<TextView 
    xmlns:android="http://schemas.android.com/apk/res/android" 
    xmlns:tools="http://schemas.android.com/tools" 
    android:layout_width="wrap_content" 
    android:layout_height="wrap_content" 
    android:textSize="12sp" 
    android:textColor="#000000" 
    android:padding="5dip" 





<?xml version="1.0" encoding="utf-8"?> 
 
<menu xmlns:android="http://schemas.android.com/apk/res/android" 
    xmlns:app="http://schemas.android.com/apk/res-auto"> 
 
    <item 
        android:id="@+id/saveIcon" 
        android:title="SAVE" 
        android:icon="@drawable/upload_icon" 
        app:showAsAction="always" /> 
 
</menu> 
	
 
