The challenge for system specijication is how to visually and precisely capture static, dynamic and real-time system properties in a highly structured way. Timed Cornmunicating Object-Z (TCOZ) is an integrated formal notation that build on Object-Z's strengths in modeling complex data structures, and on Timed CSP's strengths in modeling real-time interactions. In this paper; we demonstrate approaches of using XMUXSL as a transformation tool to visualize TCOZ models into various UML diagrams and to animate TCOZ specijications with a multi-paradigm programming language -Oz.
Introduction
Requirements capture is a key activity in software and system engineering. The challenge for the requirement specification of complex systems is how to precisely capture static and dynamic system properties in a highly structured way. The current research focus is on combining of state-based formalism with event-based formalisms (many approaches reported at recent formal methods conferences, i.e. IFM'99 [l] and FM'99[13] ). Timed Communicating Object Z (TCOZ) [6] is one of these combinations. TCOZ builds on the strengths of Object-2 [2] in modeling complex data and state with the strengths of Timed CSP [8] in modeling real-time concurrency.
In addition to the investigation of the integrated formal methods, it is also important to develop transformation tools (from those integrated formal models) to industry popular graphical notations and animation tools for validating the formal models. Unified Modeling Language (UML) [7] is commonly regarded as one of the dominate graphical notations for industrial software system modeling. It's important to develop links and tools from formal models to UML.
Animation plays an important role of validating the consistency between the formal model and the real world requirements. If the formal specification does not reflect the real world requirements it is useless to further pursue verification process. The purpose of animation is to exhibit the dynamic properties of a specification, and to bridge the gap between the real world problem and our interpretation of the requirements. Many approaches have been explored on animating Z using logic and functional programming languages, i.e., Prolog [ 121, Haskell [9] and so on. Obviously, the best candidates for animating IFM such as TCOZ are those multi-paradigm programming languages, such as Oz r41.
In this paper, we plan firstly to develop a projection tool for visualizing TCOZ specifications in UML diagrams. With the emergence of XML Metadata Interchange (XMI) as a standard, e.g. Rational Rose UML supports XMI input, it is possible to build a transformation link from TCOZ specifications (in extensible Markup Language -XML
[lo]) to UML (in XMI) via extensible Stylesheet Language (XSL) [l 13 technology. Secondly, we will demonstrate the approach of animating TCOZ models in a multi-paradigm programming language -Oz. Oz is based on a concurrent constraint model and merges several directions of programming language designs such as object-orientation. constraint and logic programming, functional programming and concurrent programming into a single coherent design. Integrated formal notations such as TCOZ could find a majority of its corresponding features in Oz. XSL is again used as a transformation tool for the code generation from TCOZ (in XML) to Oz.
The remainder of the paper is organized as follows. Section 2 briefly introduces the TCOZ notations. Section 3 presents the TCOZ to UML projection rules and the implementation of the transformation via X M M S L . Section 4 presents the approach of animating TCOZ specification in Oz. Section 5 concludes the paper. 
TCOZ features

Network topologies
Timed Communicating Object Z (TCOZ) [6] is essentially a blending of Object-Z [2] with Timed CSP [ti], for the most part preserving them as proper sub-languages of the blended notation. The essence of this blending is the identification of Object-Z operation specification schemas with terminating CSP processes. Thus operation schemas and CSP processes occupy the same syntactic and semantic category, operation schema expressions may appear wherever processes may appear in CSP and CSP process definitions may appear wherever operation definitions may appear in Object-Z. The primary specification structuring device in TCOZ is the Object-Z class mechanism.
In this section we briefly consider various aspects of TCOZ. A detailed introduction to TCOZ and its Timed CSP and Object-Z features may be found elsewhere [6]. The formal semantics of TCOZ is documented [51.
Channels
CSP channels are given an independent, first class role in TCOZ. In order to support the role of CSP channels, the state schema convention is extended to allow the declaration of communication channels. If c is to be used as a communication channel by any of the operations of a class, then it must be declared in the state schema to be of type chan. Channels are type heterogeneous and may carry communications of any type. Contrary to the conventions adopted for internal state attributes, channels are viewed as shared (global) rather than as encapsulated entities. This is an essential consequence of their role as communications interfaces between objects. The introduction of channels to TCOZ reduces the need to reference other classes in class definitions, thereby enhancing the modularity of system specifications.
Active objects
Active objects have their own thread of control, while passive objects are controlled by other objects in a system. In TCOZ, an identifier MAIN (non-terminating process) is used to determine the behaviour of active objects of a given class [3]. The MAIN operation is optional in a class definition. It only appears in a class definition when the objects of that class are active objects. Classes for defining passive objects will not have the MAIN definition, but may contain CSP process constructors. If obl and ob2 are active objects of the class C, then the independent parallel composition behaviour of the two objects can be represented as ob1 111 ob2, which means obl .MAIN I I I O~~. M A I N The syntactic structure of the CSP synchronisation o p erator is convenient only in the case of pipe-line like communication topologies. Expressing more complex communication topologies generally results in unacceptably complicated expressions. In TCOZ, a graph-based approach is adopted to represent the network topology. For example, consider that processes A and B communicate privately through the interface ab, processes A and C communicate privately through the interface ac, and processes B and C communicate privately through the interface bc. This network topology of A, B and C may be described by ( ( ( A A B ; B -C ; bc C A A ) . 
Two Communicating Buffers example
Note that the two buffers are communicating through the middle channel, which is depicted by the TCOZ network topology.
TCOZ UML projection
As requirement specifications of software systems, formal models can be precise and elegant but difficult to read and interpret by software engineers without relative mathematical background. 
Interaction View
In a composite system, objects of different classes interact with each other. The general arrangement of these interactions are captured with network topology in TCOZ. In UML, collaboration diagrams are used to illustrate the system from this interaction view. A collaboration ha$ a static part and a dynamic part. ObjectsKlasses in TCOZ are exactly the counterpart of static part-classifier roles in UML collaboration diagrams as the instantiation of the collaboration. They interact through communication interface (chan for synchronized communications). The dynamic interactions of classifier roles in UML are illustrated a$ messages between them, and their property can be set as synchronized
Effectively, UML diagrams can be Seen as the viewpoint visual projections from a unified formal TCOZ model. are given as:
In this section, we will define a set of translation rules between TCOZ and UML and develop a transformation tool via XMUXSL. The Buffer example will be used to illustrate the approach.
'Ikanslation Rules
communications, which happen to match well with the network topology in TCOZ. Based on such analysis, the rules 0 Classes in TCOZ are projected to classifier roles in UML collaboration diagrams while their communications depicted by network topology are projected to the messages between a5sociated classifiers. The communications are indicated by the awxiated arrow's direction (indicating the data flow direction).
A TCOZ model and a UML model are translated to each other from three views: static view, interaction view and state machine view, which represented by class, collaboration and statechart diagrams respectively. 0 If two classes in TCOZ model communicate through synchronous interface -chan, the corresponding data flow direction is set according to the event definitions (from ! to ?).
Static View
UML class diagrams are used to illustrate the static structure of a TCOZ model. Guidelines are defined as:
Each class in TCOZ is translated to a class in UML class diagrams and vice versa. In TCOZ, attributes and operations are encapsulated and private to classes. Therefore they are set to be private in UML class diagrams.
0 Active class In UML, an active class is a class whose instances are active objects, which have their own thread of control. Classes for defining active objects in TCOZ will have the MAIN operation.
0 Inheritance The inheritance relationship between two classes in TCOZ is directly translated into the inheritance relationship in UML.
Class
Behavior View
In TCOZ, operations of a class specify its computation be- 
Implementation and Examples
XML Metadata Interchange (XMI) is an industry standard for storing and sharing object programming and design information. Unisys Corporation has implemented the XMI for the UML tool Rational Rose 2000. Rose can generate UML diagrams from imported XMI documents, and export XMI documents for any existing UML diagrams. Our implementation is based on first defining a customized XML syntax for TCOZ; then via XSL [ 111 Transformations (XSLT) technology, define an XSL file to capture all translation rules from TCOZ (in XML) to UML (in XMI). XT is chosen as the XSLT processor and Rational Rose 2000 is used as the UML tool. By now we have fully implemented the visualization of UML class diagrams (including reverse transformation) and are looking into other dynamic UML diagrams, i.e. statecharts. In our approach, all elements from the static view, such as attributes, operations, classes and their relationships (inheritance and aggregation) can be successfully captured through the transformation process.
The main process and techniques for visualizing TCOZ are depicted by the upper part of Figure 1 . In the following sections, the TwoBiiffers example will be used to facilitate the detailed discussion of the XML/XSL implementation approaches.
TCOZ in XML and transformation via XSL
Firstly, a customized XML document for TCOZ is defined according to the TCOZ syntax definitions. We use the recommendation from World Wide Web Consortium (W3C) -XML Schema to define a structure syntax for the TCOZ notations. Part of the XML Schema (for defining a class and its operation schema) is as follows:
CElernentType name='classdef" content="eltOnly"> <element type="narne" rninOccurs="l" rnaxOccurs="l'/> <element type="inherit" rninOccurs="O" maxOccurs="*"/> <element type="state" minoccurs="O" rnaxOccurs="l"/> <element type="init" rninOccurs="O" maxOccurs="l"/> <element type="op" minOccurs="O" maxOccurs="'"/> </ElementType> It states that a classdef is mainly composed of an inheritance list inherit, a state schema state, an initializing schema init and a number of operation schemas op according to the TCOZ syntax.
The syntax definition of XMI for UML is specified as XMI 1.1 RTF UML DTD. This DTD file defines all entities and XMI syntax signatures for UML. The XMI file for UML diagrams consists of three parts: the header, content and extension. The XMI.header section includes some optional information about UML model. Elements in UML diagrams, such as classes in class diagrams and states in the statecharts, are specified in the XMl.content section, while their layout, colors and other displaying properties are specified in the XMI.extensions section.
The template technology plays a key role in implementing the translation rules. Let's consider the projection from TCOZ to the static view in UML, the class diagrams for instance. Classes and their relationships in TCOZ specifications (basically inheritance and aggregation) are captured according to the translation rules defined previously, which are more specified in detail for the implementation purpose as following:
0 If a type value in the Inherit part of a class matches the name of any other class in current XML file, we regard that former class inherits the second one and illustrate the inheritance relationship between these two classes in our class diagram.
0 If a type value in the stateldecl part, that is , the type of an attribute. matches the name of any class in current XML file, this is regarded as aggregation relationship between these two classes. The cardinality of the aggregation will be calculated and classified into UML aggregation ranges. 
. 2 . 2 Projection Case study -Two Communicating Buffers example
The following is part of the XML format for the TwoBuffers example in the previous section. As in Figure 2 , the UML class diagram depicts the static view of the two classes constructed from the TwoBuflers example. Note that this diagram was generated automatically from the XML specification via our XSL transformation. All attributes and operations match their definitions in the TCOZ model. The relationship between TwoBuffers and Buger is aggregation.
From above, we demonstrated a XMLRSL approach for visualizing TCOZ models in UML diagrams. The projections to other UML diagrams such as collaboration and statechart diagrams can be achieved in a similar manner (see Figure 3 ) according to the translation rules defined earlier.
The documentation about TCOZ to UML transformation and downloadable codes are available at:
http://nt-appn.comp.nus.edu.sg/fm/zml/xmi-uml/xmi.htm 
Specification validation
Animation plays an important role of validating the consistency between the formal model and the real world informal requirements. Besides the correcmess of formal specification itself there still lie a gap between the formal model and the real world informal requirements. If the formal model does not truly reflect the real world requirements it is useless to further verify its correctness. The process of verifying the consistency between the formal model and real world model could never be formalized. Animation is an engineering process that brings one step closer to this goal. It allows the system analysts to explore the behavior of the formal model thus helps to clarify their interpretation and track down the misunderstandings with the clients since requirements at this stage may have not been fully developed and clearly understood. Animation acts a vital part in the early stage of formal modeling.
Nature of animation
Animation is a mapping version of the specification that concerned with an abstraction of the required system. It is not a real computer system that provides the detailed functionalities, but rather a system that apparent to the specification. It is focused on the abstraction of logic relationships within the required system. The key difference between animation and implementation lies in two aspects as below.
0 Data types -Type information defines a membership relation between the variable and its type set. Data types inside an animation need not to be actual data sets that same as those within an implementation since the primary purpose of an animation is to explore the consequences of a specification, rather than produce a final implementation of the system or even a full scale prototype that is capable of handling realistically-sized data sets. It could be a virtual data set or even a subset as long as the type information would be demonstrated. In this way the focus is concentrated on the logic relationships and the behaviors of the specification.
0 Logical equivalence -Animation should ensure that each animated operation is equivalent to its corresponding specification, rather than a refinement. The underlying strategy of refinement is via weakening the precondition and strengthening the postcondition of a particular specification. These refinement steps would certainly make acceptable changes to the input and output domains of the system, which is keen to the implementation process but not adoptable in the animation stage. The translation from formal model into animation language should be kept as equivalent as possible to its original specification.
Animation language -Oz a candidate for TCOZ
Generally speaking, any programming language could be used for animation. However, each programming language has its own specialized features which are most suitable for coding particular types of problems. An animation system consists of a translator that translates original specifications into an animation language, and an evaluator that validates the corresponding executable specifications in the animation language. Thus the logic abstract level and degree of similarity in syntax and semantic with the formal notation should be a criteria of selection, i.e., animating Z using Prolog [12] . Since most animation languages have differences to the formal specification notation, one solution is to provide an equivalent library that handle the specification constructs. The completeness of the exiting library compare to the formal notation could be another measure for the selection. Thus select a programming language that has a high logic abstraction level, contains most of the features that common to the specification notation, and along with the help of properly designed library functions animation could be fulfilled more easily and directly.
The programming language Oz [4] is a multi-paradigm language based on the concurrent constraint model. It merges several directions of programming language designs such as object orientation, constraint and logic programming, functional programming and concurrent programming into a single coherent design. Oz provides the programmers and system developers with a wide range of programming abstractions to enable them to develop complex applications quickly and without the confinements of the underlying paradigm. Object orientation in Object-2, currency in timed CSP and the mixture of the two in TCOZ all could find a majority of their corresponding features in Oz. With a help of proper library functions and logic programming figures in Oz, integrated formal notations such as TCOZ could be well animated in this kind of multiparadigm language.
Translation rules -An executable interpretation for TCOZ in Oz
To provide a translation guideline from TCOZ to Oz is the same as offering a runnable semantics of TCOZ in Oz. Some rules are defined as follow. a set of possible values the variable can have, for the purpose of animation these sets could be much smaller. Firstly, a number of set functions such a s subset, power set, union, intersection and so on are defined for matching the TCOZ set constructs. Secondly, TCOZ communication constructs such as channel are implemented using the concurrent programming aspects in Oz. The last example shows aTCOZ channel, which is shared among an arbitrary number of threads. Note that these functions are implemented using the logic programming aspects in Oz, which shall preserve the same abstraction level with the specification notation.
TCOZ Oz projection
To animate TCOZ specifications in Oz, we first use XSL Transformation to project TCOZ model into Oz code frames, together with test cases and auxiliary library to perform the validation. Customized codes segments are needed during the process. The main procedure for animating TCOZ are depicted by the lower part of Figure 1 . The following is part of the XSL stylesheet for Oz projection.
<xsl:output method="text"/> <xsl:template match="/"> </xsl:template> <xsl:ternplate match="classdef"> <xsl:text>class </xsl:text> ixsl : value-of select ="name" / > <xsl:text> from </xsl:text> <xsl:apply-templates select="inherit"/> <xsl:if test="op/name[.='MAIN']"> </xsl:if> ...
<xsl:apply-templates select="state"/> <xsl:apply-templates select="init"/> <xsl:apply-templates select="op"/> <xsl:apply-templates select=m//classdef"/> <xsl:text> Time.repeat </xsl:text> ...
</xsl:template>
From the above, it states that a projection will be made on each defined TCOZ class in XML to construct their corresponding Oz classes, i.e., the inheritance relationships are captured through the inherit tags, the active objects are identified by their MAIN operations and so on.
Two Communicating Buffers example
Consider the Buffer example in the previous section, its translated specifications in Oz is as follow. The TwoBuffers example depicted by TCOZ network topology can be translated into the follow Oz segment.
From the translation rules defined in the previous section, we first create the instances of the lefr, middle and right channels; then associate these channels to its corresponding feature variables in the Bufler definition according to the network topology of the TCOZ specification. The function sefRepAlf is to set up a repeat action for the TCOZ active objects. After fulfilled the translation from TCOZ specification into Oz. it's time to build up test cases and carry out the validating process. As see from Figure 4 . we firstly invoked the two active objects and let them running concurrently in their own threads. Then, five inputs along the left channel of the TwoBuflers was put into the system. Note that one of them msgl2 is outside of the MSG type range. When obtaining three outputs through the right channel the results are msgl. msg2 and msg3. Note that msgl2 was checked by the state invariants and ignored effectively. Furthermore. the desired output is the consequence of the TwoBuffers communicating through its internal middle channel performed by two active Buflers, which match perfectly with the corresponding TCOZ specification and as well as the user requirements.
Conclusion
The first contribution of this paper is the investigation of the semantic links between TCOZ (in XML) with UML diagrams (in XMI). In our approach, UML diagrams are visual projections from a formal TCOZ model, therefore they are consistent with the formal model. Although we have some guidelines on TCOZ behaviour projections to statecharts. the development of the environment for systematic transformation from TCOZ to statechart diagrams remains a challenge.
The second contribution of this paper is the demonsuation of an approach to animate TCOZ specifications in a multi-paradigm language -Oz. With the availability of all kinds of programming concepts in Oz, i.e., 00, logic and concurrency. we defined TCOZ constructs library so that animating TCOZ model in Oz can be easily and effectively achieved. We also constructed a XSLT stylesheet for the automatic transformation from TCOZ specification into Oz code frames. However, our translating and validating processes still need human interaction at the moment. A more sophisticated translation tool can be built based on the TCOZ XML format to Oz syntax. This will be part of our future works.
Although our project is in the initial stage, the essential ideas and techniques for visualizing and animating TCOZ models through XML as a common medium have been demonstrated in this paper. We also plan to build 'heavy' tools support such as model checker (perhaps to build projection tools to FDR and Alloy) and reason tools (perhaps to encode TCOZ semantics into Isabel and PVS).
