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II Resumen
Resumen
En los u´ltimos an˜os se ha producido un gran avance en la industria del juguete. Hoy en
d´ıa gracias a los progresos en la tecnolog´ıa utilizada los juguetes permiten un aprendizaje
interactivo. Muchos de ellos integran aplicaciones visuales gra´ficas con interacciones en
tiempo real. Hecho que facilita el aprendizaje. Hasta el momento en su mayor´ıa, dichas
aplicaciones han sido incorporadas a dispositivos mo´viles, tabletas, o PC, con algunas
limitaciones, como la dependencia del modelo y sistema operativo, baja capacidad de
procesamiento en algunos dispositivos, la imposibilidad de separar la ca´mara del disposi-
tivo en el caso de interaccio´n con el mundo real, poca adaptabilidad al espacio y forma
del juguete, el coste, y finalmente la complejidad que conlleva la integracio´n con otros
elementos que generan movimiento, como motores o actuadores.
En este trabajo de fin de ma´ster se ha realizado un estudio sobre la viabilidad de
la construccio´n de un prototipo hardware que posibilite el desarrollo de aplicaciones
gra´ficas embebidas, y que permita superar las limitaciones mencionadas. Inicialmente
se realizo´ una bu´squeda de diferentes dispositivos programables disponibles en el merca-
do que permitieran realizar esta tarea de una manera o´ptima. Entre ellos, cabe citar: las
FPGAs (Field Programmable Gate Array) que combinan lo mejor de los circuitos integra-
dos de aplicacio´n espec´ıfica (ASICs) y sistemas basados en procesador, los DSPs (Digital
Signal Processing), los procesadores ARM Cortex y las diferentes plataformas para el
desarrollo de aplicaciones de adquisicio´n y procesamiento de imagen que combinan el uso
de DSPs con los procesadores ARM, como la plataforma OMAP de Texas Instruments. Se
opto´ por implementar una aplicacio´n gra´fica sobre la plataforma embebida BeagleBoard
xM debido a las caracter´ısticas que posee, entre otras, el ser una plataforma de desarrollo
especializada en multimedia que se compone de un procesador ARM cortex y un DSP
C64P, operada por un nu´cleo GNU/Linux, que permite acceder a los diferentes perife´ricos,
como teclado, rato´n o ca´mara web.
Se instalaron dos sistemas operativos en la BeagleBoard xM; Linux (Ubuntu) y An-
droid. Adema´s se utilizaron diferentes herramientas (Librer´ıas - Toolkit) para el desarrollo
de aplicaciones gra´ficas, como ARToolKit, OpenCV, entre otras, en el caso de Linux; para
Android se trabajo´ con NyARToolKit, y otros. Por u´ltimo, se implemento´ una aplicacio´n
con la herramienta de mayores prestaciones para ilustrar el funcionamiento y rendimiento.
Para concluir el trabajo, se calculo´ el rendimiento de cada sistema operativo y librer´ıa,
se presentaron resultados comparativos que permitieron plantear recomendaciones finales
en cuanto al hardware y software, para el prototipo de pruebas. Finalmente se plantearon
las ventajas y desventajas de cada herramienta y se sugirieron algunas diferentes que
permitir´ıan mejorar el rendimiento de las aplicaciones gra´ficas embebidas.
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Introduccio´n
Las aplicaciones gra´ficas tienen un campo de accio´n muy amplio, tanto en el entreteni-
miento como a nivel industrial, llaman especial atencio´n las aplicaciones interactivas que
permiten al usuario intervenir en un mundo virtual. Dicha interaccio´n puede ampliarse al
mundo real utilizando un dispositivo de adquisicio´n de v´ıdeo, como una ca´mara, adema´s
si es posible modificar una escena real an˜adiendo objetos virtuales, Realidad Aumentada
(RA), se abre un mundo de posibilidades de desarrollo. A trave´s de los an˜os se ha traba-
jado por mejorar el rendimiento de las aplicaciones gra´ficas y de los dispositivos hardware
necesarios para ejecutarlas. En general se han utilizado ordenadores por su capacidad
de procesamiento, y en los u´ltimos an˜os tele´fonos mo´viles y tabletas para hacer dichas
aplicaciones portables. Sin embargo para propo´sitos espec´ıficos, como en la industria del
juguete, se requiere integrar estas aplicaciones en dispositivos con una mayor funcionali-
dad, posibilidades de programacio´n, bajo coste y que sean adaptables a cualquier tipo de
estructura.
Teniendo en cuenta las razones expuestas, se plantea el presente trabajo de fin de
ma´ster con el objetivo de evaluar la viabilidad del desarrollo de aplicaciones gra´ficas en
dispositivos que puedan ser personalizados de acuerdo a requerimientos espec´ıficos, se
trabajo´ con los sistemas embebidos debido a que su arquitectura es adecuada para este
fin.
1.1. Motivacio´n
En los u´ltimos an˜os se ha requerido de un mayor uso de aplicaciones gra´ficas en
distintos campos, como en la industria juguetera, en el a´rea de robo´tica, en el campo
educativo, entre otros. Dichas aplicaciones permiten la percepcio´n e interaccio´n con el
mundo virtual y en algunos casos se complementan con la interaccio´n con el mundo
real, donde el usuario puede estar en un entorno real con informacio´n generada por el
ordenador. Algunas de estas aplicaciones incluyen: los videojuegos, el reconocimiento de
formas o colores, OCR y en el a´rea de RA; programacio´n quiru´rgica, visualizacio´n de
ima´genes me´dicas, gu´ıa en la fabricacio´n y reparacio´n, planificacio´n de rutas en tele-
robo´tica, efectos especiales para propo´sitos de entretenimiento y plataformas educativas
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Debido a la necesidad de hacer las aplicaciones gra´ficas portables se ha optado por
utilizar dispositivos mo´viles o tabletas para su ejecucio´n. Sin embargo se ha visto que un
dispositivo personalizado presentar´ıa mayores ventajas, ya que ser´ıa posible adaptarlo a las
necesidades espec´ıficas de cada a´rea. Diferentes caracter´ısticas de las aplicaciones gra´ficas
motivan el uso de hardware reconfigurable, una de ellas es el procesamiento intensivo
que se requiere ya que objetos sinte´ticos tienen que ser generados y en el caso de la RA
deben ser integrados con v´ıdeo en tiempo real. Por otro lado se sabe que el procesamiento
de ima´genes y los gra´ficos por computador son a´reas donde se requiere la aceleracio´n del
hardware. Las aplicaciones gra´ficas, con frecuencia, involucran interacciones con el usuario
en tiempo real o adaptaciones a las variaciones del entorno, por lo que la velocidad y
la flexibilidad de ejecucio´n de los procesadores reconfigurables tiene ventajas sobre los
dispositivos con funciones fijas.
Desde hace varios an˜os el procesamiento digital dejo´ de ser realizado en su mayor´ıa,
por ordenadores de uso personal, y paso´ a ser tarea de circuitos electro´nicos integrados
en dispositivos comunes de uso diario, como los automo´viles, electrodome´sticos, juguetes,
entre otros. Dichos circuitos electro´nicos integrados, se denominan sistemas embebidos
(Gru¨ner, 2012). Con el fin de personalizar estos sistemas se han creado las plataformas
de desarrollo, que son sistemas embebidos de propo´sito general con diversos perife´ricos
y mo´dulos incorporados. En este tipo de plataformas, los desarrolladores pueden concen-
trarse en probar algoritmos y aplicaciones sin tener que preocuparse por problemas de
hardware (Gru¨ner, 2012).
Inicialmente se realizo´ una bu´squeda exhaustiva de diferentes dispositivos programa-
bles disponibles en el mercado, entre ellos cabe citar los de tipo FPGA (Field Programma-
ble Gate Array) que combinan lo mejor de los circuitos integrados de aplicacio´n espec´ıfica
(ASICs) y los sistemas basados en procesador, DSPs (Digital Signal Processing) y los
procesadores ARM Cortex. Sin embargo, las plataformas de desarrollo mencionadas an-
teriormente combinan el uso de DSPs con los procesadores ARM, como la plataforma
OMAP de Texas Instruments, lo que presenta ventajas sobre los dema´s dispositivos. Por
esta razo´n para el presente trabajo se selecciono´ dicha clase de plataforma. Luego de eva-
luar diferentes variables como coste y prestaciones se opto´ por trabajar con la Beagleboard
xM, teniendo en cuenta que es una plataforma especializada en multimedia, se compone
de un procesador ARM cortex y un DSP C64P, esta´ operada por un nu´cleo GNU/Linux
y permite el acceso a diferentes perife´ricos, como teclado, rato´n o ca´mara web.
La Beagleboard xM tiene caracter´ısticas similares a un ordenador, por lo tanto es posi-
ble trabajar con diferentes sistemas operativos instalados en dicha tarjeta. Se ha realizado
el estudio utilizando dos sistemas operativos: Linux (Ubuntu) y Android. Cabe destacar,
que son de co´digo abierto y por tanto se tiene ma´s posibilidades de personalizar la parte
software. En el caso de Android, es el sistema operativo ma´s utilizado en la actualidad,
as´ı que es posible encontrar numerosas herramientas de desarrollo y documentacio´n. Por
otro lado, se evaluaron diferentes librer´ıas y herramientas para el desarrollo de aplicacio-
nes gra´ficas, para Linux se realizaron pruebas con OpenCV y ARToolKit y en el caso de
1http://www.aprendra.es/
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Android se utilizo´ NyARToolKit. Luego del estudio se han establecido las caracter´ısticas
que debe tener un sistema embebido, para la ejecucio´n de aplicaciones gra´ficas, tenien-
do en cuenta variables como las herramientas disponibles en el mercado, rendimiento,
funcionalidad, programacio´n, eficiencia y facilidad de uso.
Finalmente, cabe mencionar que la principal motivacio´n para el desarrollo de esta
investigacio´n esta´ basada en los diferentes beneficios que se obtendr´ıan al desarrollar un
prototipo hardware que pueda ser personalizado y utilizado en la ejecucio´n de aplicaciones
gra´ficas. Teniendo en cuenta que el mundo acade´mico ha empezado a introducir el uso de
aplicaciones gra´ficas en algunas de sus disciplinas, el desarrollo de iniciativas en la utiliza-
cio´n de estas aplicaciones en la educacio´n y su divulgacio´n, puede brindar grandes aportes
para la comunidad docente. Por otro lado dichas aplicaciones podr´ıan ser integradas en
un juguete y dado que un gran nu´mero de empresas de la industria juguetera espan˜ola se
encuentra en Alicante, considerando su cercan´ıa, y los lazos investigadores que unen a los
miembros de grupos de investigacio´n de la Universidad Polite´ncina de Valencia con AIJU
(Instituto Tecnolo´gico del Juguete) sito en Ibi (Alicante), se considera que podr´ıa ser una
aportacio´n muy importante para este sector. Otro sector que podr´ıa beneficiarse de estas
aplicaciones ser´ıa el a´rea de robo´tica. Por ejemplo, para veh´ıculos de conduccio´n asistida
en los que la RA supondr´ıa una gran mejora en la seguridad del conductor, ya que ser´ıa
posible mostrar la trayectoria que deber´ıa llevar la carretilla. Finalmente, existen muchas
otras aplicaciones industriales de inspeccio´n o reconocimiento de productos, donde ser´ıa
viable incorporar este tipo de dispositivos.
1.2. Objetivos
El principal objetivo del presente trabajo de investigacio´n consiste en realizar un es-
tudio sobre la viabilidad del desarrollo y ejecucio´n de aplicaciones gra´ficas en sistemas
embebidos, con el fin de construir un prototipo hardware que pueda ser personalizado de
acuerdo a requerimientos espec´ıficos. Para ello se tienen en cuenta dos aspectos principa-
les: el hardware y el software del prototipo.
En cuanto al hardware, se requiere de un prototipo funcional, de un taman˜o adecuado,
que permita ser fa´cilmente integrado en un juguete, automo´vil, electrodome´stico o en un
dispositivo industrial. Adema´s, es fundamental que sea posible adaptar una pantalla ta´ctil
para una mejor interaccio´n del usuario, por otro lado es importante que el dispositivo tenga
conexio´n inala´mbrica a Internet. Finalmente, debera´ contar con una bater´ıa recargable,
para aumentar la portabilidad del prototipo.
En cuanto al software, es necesario realizar una bu´squeda exahustiva de herramientas
libres disponibles para la programacio´n de los sistemas embebidos.
Para el desarrollo de aplicaciones gra´ficas existen mu´ltiples herramientas libres para
diferentes sistemas operativos, se debera´ realizar una investigacio´n previa, para seleccionar
las ma´s adecuadas para ejecutar las pruebas en el prototipo.
Una vez construido el prototipo y realizadas las pruebas, se implementara´ una aplica-
cio´n sencilla para evaluar el funcionamiento y rendimiento del prototipo, de esta manera
se conocera´ si es viable implementarlo en las aplicaciones propuestas.
4 Objetivos
Finalmente, se debera´ hacer un ana´lisis comparativo entre las diferentes herramientas
investigadas y ejecutadas en el prototipo, con el fin de sen˜alar las ventajas y desventajas
de cada una, para as´ı plantear unas recomendaciones finales.
Con el fin de alcanzar el objetivo principal del presente proyecto, se han planteado los
siguientes objetivos espec´ıficos:
Para empezar, se hara´ una revisio´n de los sistemas embebidos disponibles en el
mercado. Se seleccionara´ el sistema de mayores prestaciones, teniendo en cuenta las
caracter´ısticas de procesamiento, rendimiento de gra´ficos y herramientas de progra-
macio´n. Con el sistema seleccionado se construira´ un prototipo de pruebas.
Realizar un estudio sobre los trabajos previos, relacionados con el desarrollo e im-
plementacio´n de aplicaciones gra´ficas en sistemas embebidos, de esta manera se
conocera´n los sistemas ma´s utilizados, el tipo de aplicaciones desarrolladas, el ren-
dimiento alcanzado y las herramientas software disponibles para su programacio´n.
Construir un prototipo de pruebas con diferentes accesorios, como una pantalla
ta´ctil, botones de navegacio´n, conexio´n inala´mbrica (WiFi), ca´mara integrada y
bater´ıa recargable, de esta manera se conseguira´ un prototipo funcional y porta´til.
Desarrollar un estudio sobre las diferentes herramientas libres de programacio´n dis-
ponibles, para el sistema embebido seleccionado. Escoger por lo menos dos para
instalar en el prototipo y de esta manera conocer y solventar problemas de instala-
cio´n y configuracio´n, as´ı como los alcances y limitaciones de cada herramienta.
Hacer un ana´lisis comparativo entre las dos herramientas de programacio´n selec-
cionadas en el punto anterior, y plantear las ventajas y desventajas de cada una.
Realizar recomendaciones finales.
Realizar un estudio sobre las herramientas software libres para el desarrollo de apli-
caciones gra´ficas, y seleccionar algunas para ejecutar pruebas de gra´ficos 2D, 3D
y para programar e implementar aplicaciones gra´ficas de interaccio´n con el mundo
real que requieran el uso de una ca´mara, en el prototipo de pruebas.
Seleccionar la herramienta software ma´s adecuada de acuerdo a los resultados del
punto anterior para implementar una aplicacio´n sencilla en el prototipo, de manera
que pueda ser evaluado su rendimiento y funcionamiento.
Evaluar la viabilidad de utilizar el prototipo construido, en las aplicaciones plantea-
das en un principio y realizar sugerencias para mejorar el prototipo y para trabajos
futuros relacionados.
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1.3. Estructura del Documento
El resto del presente trabajo de fin de ma´ster esta´ organizado en los siguientes cap´ıtu-
los:
Cap´ıtulo 2 : Se plantea el estado del arte sobre los temas relacionados con el traba-
jo de investigacio´n: conceptos ba´sicos sobre sistemas embebidos, dispositivos hardware,
aplicaciones gra´ficas, herramientas libres para la programacio´n de aplicaciones gra´ficas y
trabajos previos sobre aplicaciones gra´ficas en sistemas embebidos.
Cap´ıtulo 3 : Se describe la construccio´n del prototipo hardware con todos los accesorios
que lo componen, como la pantalla ta´ctil, los botones de navegacio´n, la antena WiFi, la
ca´mara, la bater´ıa recargable y otros perife´ricos.
Cap´ıtulo 4 : Se describen detalladamente las pruebas realizadas con el sistema embe-
bido seleccionado y con las diferentes herramientas software. Se ejecutan varias aplica-
ciones y se hace un ana´lisis del funcionamiento de la herramienta hardware. Finalmente,
se presentan los resultados obtenidos en las diferentes pruebas y un ejemplo sencillo de
aplicacio´n.
Cap´ıtulo 5 : Se concluye con las principales contribuciones del trabajo y se presentan
los trabajos futuros de investigacio´n.
6 Estructura del Documento
Cap´ıtulo 2
Estado del Arte
En este cap´ıtulo se hace una breve introduccio´n a la historia y conceptos generales sobre
los sistemas embebidos. Se definen las posibles aplicaciones gra´ficas para dichos sistemas,
teniendo en cuenta algunos trabajos previos relacionados. Finalmente se describen las
herramientas hardware y software ma´s relevantes para la programacio´n de las aplicaciones.
2.1. Introduccio´n a los Sistemas Embebidos
Se han planteado varias definiciones para los sistemas embebidos. Para los propo´sitos del
presente trabajo, un sistema embebido se puede definir, como un producto electro´nico que
contiene uno o ma´s procesadores y software integrado para ejecutar funciones espec´ıficas
(Kleidermacher and Kleidermacher, 2012). En el caso de ejecucio´n de aplicaciones gra´ficas,
el sistema debe contar con un dispositivo de salida o inferfaz que represente visualmente
la informacio´n gra´fica virtual o de su entorno en tiempo real, y que adema´s permita la
interaccio´n del usuario con la ma´quina.
Con el fin de entender la funcionalidad de un sistema embebido y sus repercusiones,
es importante conocer algo de su historia:
En los an˜os 40 se desarrollaron los primeros ordenadores programables (ENIAC, Z3,
etc.) (Peddie, 2013). En 1947, se implemento´ el primer transistor funcional en los la-
boratorios Bell (Brinkman et al., 1997). En 1959, Jack S. Kilby creo´ el primer circuito
integrado (CI) funcional (Brock and Laws, 2012). En 1971, Texas Instruments presenta
el TMS 1000 e Intel el 4004, los dos candidatos para ser el primer microprocesador de
propo´sito general (Faggin et al., 1996). Luego se desarrollaron los DSP (Digital Signal
Processor), que son microprocesadores optimizados para el procesamiento de sen˜ales di-
gitales (Parker, 2010). Ya en los an˜os 80, los sistemas embebidos son asequibles para ser
dispositivos de consumo y son integrados a cohetes (Wolf and Madsen, 2000). Ma´s tarde,
en la misma de´cada se crean los microcontroladores que consisten en un chip sencillo, con
un procesador, memoria RAM y controladores (entrada/salida), los microcontroladores
tienen menor coste. Pero, son menos flexibles que los microprocesadores de propo´sito ge-
neral. El desarrollo de los microcontroladores causa el auge de los sistemas embebidos en
los an˜os 80 (Pal, 2012). A mediados de los 80 se crean los FPGA (Field Programmable
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Gate Array); chips de Silicio reprogramables para funciones personalizadas, que trabajan
a una gran velocidad (Parker, 2010). Ma´s tarde, en 1987 se vendio´ el primer ordenador
basado en un procesador ARM; el Arcon Archimedes. Durante la de´cada de los 90 despue´s
de la salida al mercado de los ordenadores porta´tiles, diferentes compan˜´ıas se dedicaron a
desarrollar CPUs cada vez ma´s potentes. Sin embargo ARM oriento´ sus investigaciones a
la creacio´n de una arquitectura que proporcionara soluciones para que los usuarios fueran
capaces de construir sus propios sistemas. Hoy en d´ıa estamos en medio de una revolucio´n
mo´vil y los procesadores ARM esta´n integrados en la mayor´ıa de los tele´fonos mo´viles y
tabletas. ARM ha creado procesadores gra´ficos incluso ma´s potentes que algunas tarjetas
gra´ficas para ordenadores de escritorio, utilizando una fuente de alimentacio´n de bajo
voltaje (Langbridge, 2014).
En los u´ltimos an˜os el procesamiento digital ha dejado de ser realizado en su mayor´ıa,
por ordenadores de uso personal, y paso´ a ser tarea de sistemas embebidos en aparatos
comunes de uso diario, como los automo´viles, electrodome´sticos e incluso juguetes; o de
uso industrial, como robots y controladores (Gru¨ner, 2012).
Un sistema embebido tiene la funcio´n de cumplir un nu´mero limitado de procesos o
tareas predefinidas. A continuacio´n se mencionan algunas de sus principales caracter´ısti-
cas:
Son sensibles al coste, de acuerdo a sus alcances y componentes.
La mayor´ıa de sistemas embebidos tienen limitaciones en tiempo real.
Existe una gran variedad de arquitecturas de CPU para sistemas embebidos, por
ejemplo:
• ARM R©
• MIPS R©
• PowerPCTM
Utilizan procesadores con disen˜os espec´ıficos para cada aplicacio´n.
El manejo de energ´ıa es cr´ıtico en la mayor´ıa de sistemas embebidos.
Normalmente cuentan con circuitos de depuracio´n construidos internamente.
Se disen˜an teniendo en cuenta la perspectiva de hardware y software.
Normalmente, los sistemas embebidos mencionados pueden ser programados con len-
guajes gene´ricos como C o Java, o espec´ıficos como el lenguaje ensamblador o el VHDL.
Sin embargo en la actualidad existen gran cantidad de lenguajes y herramientas para rea-
lizar desarrollos gra´ficos o de otro tipo, que no pueden ser utilizadas en dichos sistemas.
Es por ello que se crearon las plataformas de desarrollo. Dichas plataformas son sistemas
embebidos de propo´sito general, que combinan la potencia de un ordenador corriente y
la capacidad de incorporar perife´ricos y mo´dulos e instalar diferentes SO con la porta-
bilidad de un dispositivo mo´vil. En este tipo de plataformas los desarrolladores pueden
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concentrarse en hacer pruebas con algoritmos y aplicaciones sin tener que preocuparse
por problemas de hardware (Gru¨ner, 2012).
Se realizo´ una bu´squeda exhaustiva de sistemas embebidos disponibles en el mercado
actualmente, profundizando en las plataformas de desarrollo, una vez analizadas sus ven-
tajas. A continuacio´n se mencionan los productos ma´s relevantes para el objeto de estudio
del presente trabajo.
2.1.1. FPGAs
Las FPGAs son chips de silicio reprogramables utilizados ampliamente en la industria
debido a que combinan lo mejor de los circuitos integrados de aplicacio´n espec´ıfica (ASICs)
y sistemas basados en procesador1. Las FPGAs ofrecen velocidades temporizadas por
hardware y fiabilidad, pero sin requerir altos volu´menes de recursos.
La gran ventaja de las FPGAs sobre los procesadores normales, es que tienen la misma
flexibilidad que un software que se ejecuta en un sistema basado en procesador. Pero no
esta´ limitado por el nu´mero de nu´cleos de procesamiento disponibles. Por otro, lado los
FPGAs procesan las tareas de forma paralela. As´ı las diferentes operaciones de proce-
samiento no tienen que competir por los mismos recursos. Cada tarea de procesamiento
independiente es asignada a una seccio´n del chip y puede ejecutarse de manera auto´noma
sin ser afectada por otros bloques de lo´gica. Como resultado, el rendimiento de una parte
de la aplicacio´n no se ve afectado cuando se agregan otros procesos.
Figura 2.1: Diagrama de funcionamiento de una FPGA.
La principal ventaja de utilizar una FPGA para el desarrollo de aplicaciones gra´ficas,
en lugar de sistemas basados en procesador, es que la lo´gica de aplicacio´n ser´ıa imple-
mentada en circuitos de hardware en lugar de ejecutarse aparte de un Sistema Operativo,
controladores y software de aplicacio´n. Hecho que mejorar´ıa la velocidad de procesamien-
to, ejecucio´n, y captura de la imagen en tiempo real.
Sin embargo, se presentar´ıan problemas al utilizar u´nicamente un FPGA para el pro-
cesamiento y la conectividad de E/S en el sistema. Teniendo en cuenta que las FPGAs no
tienen el ecosistema controlador y base del co´digo IP que tienen las arquitecturas de los
1National Instruments NI. Fpgas a fondo. http://www.ni.com/white-paper/6983/es/
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sistemas operativos, para los perife´ricos, como la WebCam y la pantalla de visualizacio´n.
Por esta razo´n se ha optado por desarrollar arquitecturas h´ıbridas en plataformas de desa-
rrollo. Adema´s, ser´ıa necesario crear librer´ıas espec´ıficas para el desarrollo de aplicaciones
gra´ficas en una FPGA, lo que representa un trabajo exhaustivo y no permite utilizar las
herramientas software disponibles para este fin.
2.1.2. Plataforma OMAP
La plataforma OMAP de Texas Instruments es una buena opcio´n para la implemen-
tacio´n de aplicaciones gra´ficas debido que posee una ca´mara ISP de buena calidad y un
potente procesador ARM MPCores, lo que genera una alta capacidad de procesamiento
gra´fico.
Un ejemplo de la tecnolog´ıa OMAP son los procesadores OMAPTM 3 que esta´n basa-
dos en procesadores ARM Cortex/A8 core y TIs C64x + DSP. Tienen una velocidad de
hasta 720MHz. Permiten el desarrollo de una interfaz de usuario avanzada, tienen mejoras
en los gra´ficos, el v´ıdeo y la conectividad para las aplicaciones1.
Figura 2.2: Plataforma de desarrollo OMAP35X con pantalla LCD.
En la Figura 2.2 se presenta la plataforma de desarrollo OMAP35X. Dicha plataforma
esta´ disen˜ada con una arquitectura modular y extensible compuesta por cuatro mo´dulos.
Cuenta con un procesador ARM/Cortex A8, con un DSP de C64x y tiene integrada una
pantalla LCD de 7 pulgadas.
El coste sin embargo, es bastante elevado, esta´ en alrededor de 1.300 Euros.
Existen diferentes plataformas de desarrollo de este estilo que son o´ptimas para el
desarrollo de aplicaciones gra´ficas. Dichas plataformas en su mayor´ıa hacen uso de proce-
sadores ARM combinados con procesadores DSP.
2.1.3. Arduino Due
Las placas de Arduino se conocen principalmente como ordenadores con una sola tar-
jeta de 8 bits. Son una excelente herramienta en el campo de la electro´nica y el desarrollo
1http://www.ti.com/
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embebido. La familia Arduino viene con un rango completo de mo´dulos, que van desde
puertos E/S hasta el almacenamiento de datos en tarjetas SD. Arduino ha sido utilizado
en una gran cantidad de proyectos, desde controles para acuarios, hasta robo´tica para
automatizar cortadoras de ce´sped (Oxer and Blemings, 2009).
Aunque una generacio´n entera de Arduino ha utilizado un microcontrolador PIC de
8 bits, Arduindo Due, utiliza un microcontrolador Cortex-M. Cabe mencionar que estas
tarjetas no esta´n disen˜adas para un procesamiento potente, incluso si la CPU ARM es de
84 MHz. Pero, esta´n disen˜adas para proyectos electro´nicos basados en E/S. Cuenta con
54 puertos digitales E/S que pueden ser programados como entrada o salida, 12 entradas
ana´logas y 2 salidas ana´logas.
Las tarjetas de Arduino se pueden encontrar en una gran cantidad de proyectos re-
lacionados con robo´tica o sensores, simplemente porque el procesador esta´ fuertemente
basado en E/S. Tambie´n son altamente populares porque esta´n basadas en un Cortex-M.
Por otro lado, tienen un manejo eficiente de la energ´ıa. Es comu´n ver a las tarjetas Ar-
duino trabajar con una bater´ıa. El sistema Arduino ha sido usado en robo´tica mo´vil o en
sistemas de piloto automa´tico para el control remoto de aviones (Langbridge, 2014).
En la Figura 2.3, se observa la tarjeta Arduino Due1.
Figura 2.3: Arduino Due.
2.1.4. Raspberry Pi
Es una placa ordenador de muy bajo coste. Tiene el taman˜o de una tarjeta de cre´di-
to. Desarrollada en el Reino Unido por la fundacio´n Raspberry Pi, con la intencio´n de
estimular la ensen˜anza de programacio´n ba´sica en los colegios2
La placa esta´ basada en los procesadores ARM y puede ser utilizada para la mayor´ıa de
funciones que realiza un PC, como hojas de ca´lculo, procesamiento de palabras y juegos.
Tambie´n permite reproducir v´ıdeos en alta definicio´n.
La Raspberry Pi es una plataforma Open Source que permite descargar e instalar un
sistema operativo como Linux o Windows y tambie´n algunas herramientas de software,
como Ubuntu Linux, Mozilla Firefox, Office package Koffice (Ana´logo a Word/Excel sobre
Windows), Python y Vı´deo en formato HD. Una de las principales ventajas de esta placa
1http://arduino.cc/en/Main/ArduinoBoardDue
2The Raspberry PiFoundation. What is a raspberry pi? http://www.raspberrypi.org/
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Figura 2.4: Raspberry Pi.
es la relacio´n precio / calidad ya que el coste es de alrededor de unos 40 Euros y permite
una gran variedad de aplicaciones de buena calidad.
Cuenta con un procesador ARM11 de 700MHz, con una memoria RAM de 512MB
SDRAM. Por otro lado tiene incluida una variante de la API gra´fica OpenGL que esta´ di-
sen˜ada para dispositivos integrados tales como tele´fonos mo´viles, PDAs y consolas de
videojuegos, y el v´ıdeo tiene una resolucio´n de 1080p30.
A pesar de las excelentes caracter´ısticas de esta placa, las aplicaciones gra´ficas re-
quieren de una unidad ma´s potente de procesamiento gra´fico. Por esta razo´n se opto´ por
buscar una plataforma con mayores prestaciones en este aspecto.
2.1.5. BeagleBoard
BeagleBoard.org es una organizacio´n sin a´nimo de lucro creada para proporcionar
educacio´n y promocionar el disen˜o y el uso de hardware y software libre, en computacio´n
embebida1. Dicha organizacio´n se ha dedicado a crear placas de desarrollo de bajo coste,
que funcionan como un ordenador sin ventilador y con una u´nica tarjeta, su procesador
esta´ basado en los procesadores serie ARM Cortex-A de baja potencia, desarrollados por
Texas Instruments. Dichos procesadores poseen toda la capacidad de expansio´n de las
ma´quinas de escritorio.
Existen diferentes versiones de las placas desarrolladas por la organizacio´n, entre ellas
cabe citar; la BeagleBone, la BeagleBone Black y la BeagleBoard. La u´ltima versio´n
de las ma´s potentes, disponible en el mercado es la BeagleBoard xM, que se describe
detalladamente a continuacio´n:
La BeagleBoard xM es una plataforma de desarrollo especializada en multimedia;
consta de un procesador ARM Cortex A8 como procesador de propo´sito general y un
segundo procesador DSP C64x, especializado en procesamiento digital de sen˜ales.
En la Figura 2.5, se observan las caracter´ısticas de la BeagleBoard xM; como se
ilustra, la BeagleBoard xM cuenta con cuatro puertos USB para la conexio´n de diferentes
1jkridner.wordpress.com. What is beagleboard-xm? http://beagleboard.org/beagleboard-xm
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perife´ricos, como un teclado, un rato´n o una ca´mara web.
En la versio´n ma´s potente de la BeagleBoard xM, el procesador tiene una velocidad de
1GHz y una memoria de 512MB de bajo voltaje DDR RAM, la conectividad es soportada
por un puerto Ethernet 10/100. Tiene la posibilidad de conectarse a la pantalla de un
monitor o televisor a trave´s de un puerto HDMI o de S-Video. Por otro lado tiene un slot
para una microSD de hasta 16 GB, donde va contenida toda la programacio´n del sistema.
En cuanto al software, es open source y compatible con Angstrom Linux, Android,
Ubuntu, XBMC y Windows CE.
Una de las principales ventajas de esta plataforma de desarrollo es su coste reducido,
que es de aproximadamente 150 Euros.
Figura 2.5: BeagleBoard xM.
2.2. Herramientas para la Programacio´n de Sistemas
Embebidos
En esta seccio´n se hace una revisio´n de las herramientas disponibles para la programacio´n
de los diferentes sistemas embebidos mencionados en el apartado anterior.
2.2.1. Programacio´n de FPGAs
Tradicionalmente la programacio´n de las FPGAs se ha realizado con lenguajes de ba-
jo nivel, de descripcio´n de hardware (HDLs), como VHDL y Verlog. Sin embargo, el
surgimiento de herramientas de disen˜o de alto nivel gra´fico (HLS), como LabVIEW, ha
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facilitado la programacio´n de las FPGAs para los usuarios sin experiencia, adema´s, la pro-
piedad intelectual anterior no es requerida. Por lo tanto es posible integrar co´digo VHDL
existente con LabVIEW para los disen˜os con FPGAs. Por otro lado, las herramientas
LabVIEW FPGA automatizan el proceso de compilacio´n, de esta manera se facilita el
depurar y verificar errores en el co´digo de programacio´n.
2.2.2. Programacio´n de Arduino Due
La tarjeta de Arduino Due debe ser programada con un software espec´ıfico desarrollado
por Arduino. Disponible para su descarga gratuita, en la pa´gina web de la corporacio´n. En
dicha pa´gina se pueden encontrar tutoriales y soporte para el uso del software. El software
Arduino se instala en un entorno de Windows, Linux o iOS, ejecutado en un ordenador.
Se utilizan los dos puertos USB disponibles en la placa para realizar la programacio´n. El
co´digo fuente del software es libre, esta´ disponible y puede ser modificado por el usuario.
2.2.3. Sistemas Operativos Embebidos
Las plataformas que tienen integrado un procesador ARM, como la BeagleBoard y otras
mencionadas en el apartado anterior, funcionan bajo un sistema operativo.
El sistema operativo es el cerebro del sistema embebido. Un sistema operativo permi-
te al usuario concentrarse en el desarrollo de la aplicacio´n, dejando de lado detalles de
hardware. La configuracio´n de memoria, la conexio´n a la red, y los perife´ricos de Entra-
da/Salida pueden ser manejados directamente por el sistema operativo. Existen diferentes
opciones para los sistemas embebidos, cada una con ventajas y desventajas, a continuacio´n
se mencionan las disponibles (Langbridge, 2014).
Linux
Linux ha sido utilizado en los sistemas ARM por de´cadas. Tiene una gran cantidad
de usuarios, y la posibilidad de compilar el kernel de origen; que es una gran ventaja
para los sistemas embebidos. El kernel se puede configurar de tal manera que se habiliten
u´nicamente las opciones de hardware mı´nimas y eliminar las que no son necesarias. Por
otro lado, si se requiere an˜adir nuevo hardware, existen mu´ltiples fuentes para obtener
los drivers, y tambie´n es posible que la comunidad programadora de co´digo abierto ha-
ya desarrollado el driver requerido. Para los sistemas embebidos esta´n disponibles, las
distribuciones Angstrom y Ubuntu.
VxWorks
Es un sistema operativo en tiempo real, con un kernel multitarea y soporte de un
multiprocesador. Es utilizado en una gran cantidad de sistemas cr´ıticos para misiones
complejas, donde la fiabilidad es una prioridad. VxWorks potencia numerosos proyectos
espaciales.
Android
Android es un sistema operativo basado en Linux, disen˜ado inicialmente por Android
Inc. y luego adquirido por Google. La mayor´ıa del desarrollo para Android se hace en
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el entorno en tiempo de ejecucio´n de Java. Sin embargo es de co´digo abierto y se puede
adquirir de manera gratuita. Cabe mencionar que antes lanzar al mercado la ma´quina
virtual de Java, exist´ıan mu´ltiples aplicaciones escritas en C, adema´s del kernel de linux,
que au´n requieren entornos de programacio´n de bajo nivel.
iOS
Es posible ejecutar iOS en los procesadores ARM, con algunas extensiones de Apple.
Sin embargo el sistema operativo es privado, lo que significa que no se puede tener acceso
al co´digo fuente, de arranque. Las aplicaciones de Apple iOS esta´n escritas en Objective-
C. Pero tambie´n se pueden escribir en lenguaje ensamblador, ya sea escribiendo co´digo
o an˜adiendo un fichero ensamblador. Este proceso permite desarrollar aplicaciones alta-
mente optimizadas.
Windows CE
Windows CE es un sistema operativo disen˜ado por Microsoft, especialmente para
sistemas embebidos. Esta´ optimizado para sistemas con un mı´nimo de memoria. Algunas
herramientas para el desarrollo de aplicaciones en Windows CE son; Visual Studio, la
versio´n libre de Pascal y Lazarus, Platform Builder que se utiliza para modificar el kernel,
entre otros.
2.3. Aplicaciones Gra´ficas en Sistemas Embebidos
La computacio´n gra´fica esta´ relacionada con la generacio´n y s´ıntesis de objetos reales o
artificiales a partir de modelos geome´tricos y f´ısicos (Foley, 1996); abarca una gran varie-
dad de to´picos, como el procesamiento de ima´genes, la edicio´n de fotograf´ıa, numerosos
videojuegos para ordenador y consolas, RA, visio´n por computador y tambie´n efectos es-
peciales para el cine y la televisio´n. Incluso un procesador de palabras puede ser clasificado
en esta categor´ıa (Ferguson, 2013).
La computacio´n gra´fica es en gran parte interactiva, el usuario controla el contenido,
la estructura y la apariencia de los objetos o de las ima´genes, utilizando dispositivos como,
el teclado, el rato´n o un panel ta´ctil (Foley, 1996).
Teniendo en cuenta el gran campo de accio´n de los desarrollos relacionados con la
computacio´n gra´fica, ha surgido la necesidad de crear aplicaciones gra´ficas portables que
sean integradas en objetos como: GPS para automo´viles, con el objetivo de visualizar
rutas o informacio´n aumentada del entorno; en juguetes para visualizar animaciones; en
controladores industriales para visualizar informacio´n sobre variables de temperatura o
presio´n; en electrodome´sticos para interactuar con el sistema; y en diversos dispositivos
con aplicaciones visuales espec´ıficas en general.
En esta seccio´n se analizan algunas propuestas y trabajos relacionados con la imple-
mentacio´n de sistemas gra´ficos embebidos, desarrollados en los u´ltimos an˜os. Se profundiza
en el uso de las plataformas de desarrollo, en especial la BeagleBoard xM, teniendo en
cuenta que es una de las ma´s potentes e ido´nea para el objeto de estudio del presente
trabajo.
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A principios del an˜o 2009, unos meses despue´s del lanzamiento de la primera tarje-
ta de BeagleBoard, el laboratorio de Nueva Zelanda, HITLabNZ (EmbeddedAR, 2011),
comenzo´ con la tarea de desarrollar aplicaciones de RA embebidas. Se genero´ un gran mo-
vimiento en el mercado de los Smartphone, con la llegada de nuevas y potentes plataformas
como el iPhone, Palm-Pre y Android. El hardware de estos dispositivos se desarrollo´ en
una nueva generacio´n creciente de procesadores embebidos y chips. Por lo tanto, la inves-
tigacio´n se centro´ en desarrollar procesadores embebidos potentes para el procesamiento
multimedia, aprovechando las ventajas de los sistemas tradicionales y conservando las
caracter´ısticas de portabilidad y de duracio´n de la bater´ıa de un sistema embebido.
El proyecto realizado, consistio´ en el desarrollo de una librer´ıa de RA para ejecutar
aplicaciones en la plataforma BeagleBoard, se basaron en el ARToolKit y la API gra´fica
de OpenGL. Los resultados obtenidos se presentan en la Figura 2.6.
Figura 2.6: RA Embebida.
Uno de los primeros trabajos publicados sobre, aplicaciones gra´ficas implementadas
en una tarjeta de BeagleBoard fue el de Poudel and Shirvaikar (2010), donde se menciona
que las aplicaciones de visio´n por computador en tiempo real, como el v´ıdeo streaming
en los mo´viles, la vigilancia remota y la realidad virtual tienen requerimientos estrictos
para un funcionamiento o´ptimo. Por lo tanto esta´n inmensamente restringidas por recursos
limitados de los dispositivos hardware. Es por ello que el uso de algoritmos optimizados es
vital para lograr estos requerimientos, especialmente, en las plataformas embebidas. Dicho
trabajo de investigacio´n consistio´ en realizar una evaluacio´n comparativa y optimizar el
desempen˜o de algoritmos comunes para visio´n por computador en el procesador Intel
Pentium, en la BeagleBoard y en una plataforma basada en un procesador OMAP y un
DSP. Se utilizo´ la librer´ıa especializada en visio´n por computador OpenCV. Finalmente se
concluyo´ que para obtener un alto rendimiento en tiempo real, es necesario optimizar los
algoritmos utilizando te´cnicas espec´ıficas de programacio´n, tambie´n se obtuvo un mejor
rendimiento con la plataforma de arquitectura similar a la BeagleBoard xM.
En Aby et al. (2011) se implementa y optimiza un sistema embebido para la detec-
cio´n de rostros. Se hace uso de algoritmos optimizados como Viola Jones. Finalmente se
realiza una evaluacio´n comparativa de la aplicacio´n, utilizando un procesador Intel y una
BeagleBoard xM. Al igual que en el trabajo anterior, se hace uso de OpenCV, librer´ıa
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desarrollada por la corporacio´n Intel. Con la BeagleBoard xM se obtuvo un tiempo de
ejecucio´n de 0.95 segundos; tiempo solo un poco superior al tiempo de ejecucio´n de un
ordenador, que fue de 0.5 segundos. Se concluye que la arquitectura de la BeagleBoard
xM (ARM + DSP) es la ideal para ejecutar aplicaciones en tiempo real.
Teniendo en cuenta el impacto del tra´fico de veh´ıculos para la estabilidad social y el
desarrollo de la comunidad; ya que sin un sistema de control apropiado para la sen˜ali-
zacio´n, las posibilidades de congestio´n de veh´ıculos se incrementan, Al Afif et al. (2011)
pensaron en disen˜ar un sistema automa´tico para el control de las sen˜ales de tra´fico utili-
zando un sensor de ca´mara de v´ıdeo, integrado a una BeagleBoard xM. El sistema utiliza
el me´todo de Viola Jones y el entrenamiento Haar para la deteccio´n de un objeto veh´ıculo
en un frame de v´ıdeo. Luego, para el rastreo del veh´ıculo se utiliza el ca´lculo de la distancia
euclidiana y el filtro de Kalman. La habilidad del filtro de Kalman para predecir la pro´xi-
ma posicio´n del objeto es una caracter´ıstica muy importante del rastreo multiobjetivo.
El conteo de los veh´ıculos se realizo´ utilizando te´cnicas de lo´gica difusa. Los algoritmos
se implementaron con ayuda de la librer´ıa OpenCV. La aplicacio´n implementada en la
BeagleBoard permitio´ desarrollar un sistema ligero y fiable para una futura optimizacio´n.
En el trabajo de Lipinski et al. (2012) se integra la nueva generacio´n de los sensores de
imagen 3D a los sistemas embebidos. Se desarrollo´ una plataforma robo´tica, denominada
RoboKinect, de bajo coste para visio´n 3D. RoboKinect esta´ compuesta por una Kinect
de Microsoft, una BeagleBoard y un microcontrolador. Se utiliza co´digo abierto para la
programacio´n del sistema. Como valor agregado se implementa una nueva te´cnica para la
deteccio´n de objetos 2.5D con el mapa de profundidad de la Kinect. Para la programacio´n
de la BeagleBoard se utilizo´ la distribucio´n de Angstrom y OpenCV para ejecutar el
procesamiento de ima´genes. De este modo se evito´ la necesidad de utilizar el DSP integrado
en la BeagleBoard. El RoboKinect es un sistema asequible, con un coste inferior a los 600
dolares que puede ser vendido como dispositivo de ensen˜anza para las universidades o
como juguete para propo´sitos de vigilancia.
Teoh et al. (2012) indican, que la visio´n por computador es un campo que incluye
me´todos para la adquisicio´n, el procesamiento y la interpretacio´n de ima´genes. En el
mundo embebido, la visio´n por computador tiene que enfrentarse con la baja potencia de
procesamiento y recursos limitados para lograr algoritmos optimizados y un alto rendi-
miento. En dicho trabajo se implemento´ un sistema de rastreo de personas utilizando un
ordenador de escritorio con una plataforma Intel y a su vez un sistema embebido para
optimizar los algoritmos y as´ı obtener un alto rendimiento. Los algoritmos son evaluados
en la plataforma de procesador Intel y en la BeagleBoard xM. Utilizaron las librer´ıas
de OpenCV para construir los algoritmos de rastreo. Se obtuvieron buenos resultados al
utilizar la BeagleBoard xM en cuanto a velocidad de procesamiento adema´s de lograr la
potabilidad de la aplicacio´n.
Desde hace algunos an˜os se esta´ dando una convergencia entre la realidad virtual
y la electro´nica de consumo. Basu et al. (2012) presentaron una interfaz 3D inmersiva,
integrada en un dispositivo que se ubica en la cabeza del usuario. El disen˜o consta de una
BeagleBoard xM, que es el sistema de control central del sistema, un iPod touch que se
encarga de rastrear la orientacio´n del usuario mediante el uso de un acelero´metro, unas
18 Aplicaciones Gra´ficas en Sistemas Embebidos
gafas de v´ıdeo para la visualizacio´n, un control de videojuegos con detector de movimiento
y orientacio´n, y una bater´ıa. El sistema tiene un coste inferior a los 900 do´lares, es robusto,
portable, liviano y no requiere de cables. El dispositivo tiene un buen rendimiento en el
procesamiento. Sin embargo presenta algunos errores de precisio´n, al orientar el usuario.
La visio´n artificial sirve de apoyo para los sistemas de navegacio´n, por medio de ima´ge-
nes de profundidad y del reconocimiento de objetos. En el trabajo de Celis and Molano
(2012) se disen˜o´ un sistema de navegacio´n para un robot mo´vil, utilizando una Kinect de
Microsoft, OpenCV y Arduino. Se utilizo´ la Kinect para la captura de la imagen RGB
y la imagen de profundidad. Los resultados obtenidos en la investigacio´n indican que las
ima´genes de profundidad capturadas por la Kinect requieren de escenarios con ilumina-
cio´n controlada. Este aspecto es compensado con la creacio´n del algoritmo de navegacio´n
con procesamiento digital de ima´genes. En el trabajo futuro de este proyecto se desea
realizar todo el procesamiento de las ima´genes con un procesador ARM; se contempla la
BeagleBoard xM como una posibilidad.
Majumder and Rathna (2013) desarrollaron una aplicacio´n muy interesante, un dispo-
sitivo para el control de un ordenador mediante gestos, utilizando una BeagleBoard xM
y una ca´mara web para la adquisicio´n de la imagen. El objetivo del trabajo consist´ıa en
implementar una nueva forma de interaccio´n con el ordenador, reemplazando el rato´n y el
teclado por el aparato disen˜ado. El dispositivo tuvo una velocidad ma´xima de 15 fps con
una resolucio´n de la imagen de entrada de 640x480, presento´ un buen comportamiento en
la ejecucio´n de tareas ba´sicas.
Solak and Bolat (2013) realizaron una aplicacio´n industrial para la deteccio´n del co-
lor de diferentes productos. El sistema desarrollado consta de una BeagleBoard xM, una
ca´mara USB, una banda transportadora de objetos y una pantalla LCD ta´ctil de 7 pul-
gadas. Para la programacio´n de la aplicacio´n se utilizo´ OpenCV. El sistema es capaz de
detectar cualquier tonalidad de color y varias formas ba´sicas de objetos. Se obtuvo un
excelente rendimiento y una alta velocidad de procesamiento en la aplicacio´n. El sistema
disen˜ado es de bajo coste y de acuerdo a las prestaciones mostradas, es viable implemen-
tarlo en procesos de inspeccio´n industriales.
De los antecedentes de propuestas y proyectos mencionados, se puede concluir que
en su mayor´ıa han tenido un buen desempen˜o al utilizar alguna tarjeta de BeagleBoard
como unidad central de procesamiento. Por otro lado la integracio´n de esta placa ha
permitido la portabilidad de diferentes dispositivos con aplicaciones gra´ficas embebidas
de todo tipo, a un bajo coste y con un bajo consumo de energ´ıa. La librer´ıa ma´s o´ptima
para el procesamiento de ima´genes es sin duda OpenCV, que adema´s cuenta con diferentes
funciones y herramientas u´tiles para cualquier tipo de aplicacio´n de visio´n artificial. El
sistema operativo ma´s utilizado para la programacio´n de la BeagleBoard fue la distribucio´n
de Linux de Angstrom y Ubuntu. Finalmente, cabe mencionar que se implementaron
diferentes algoritmos optimizados para incrementar la velocidad de procesamiento de las
aplicaciones, y as´ı no depender totalmente de las caracter´ısticas de aceleracio´n gra´fica del
dispositivo hardware.
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2.4. Herramientas para la Programacio´n de Aplica-
ciones Gra´ficas Embebidas
Como se menciona en la Seccio´n 2.2.3, los sistemas embebidos basados en procesador
ARM funcionan bajo un sistema operativo, en esta seccio´n se hace una revisio´n de las he-
rramientas libres disponibles y los lenguajes de programacio´n; que posibilitan el desarrollo
de aplicaciones gra´ficas embebidas.
En el a´rea de visio´n artificial y procesamiento de ima´genes, una herramienta funda-
mental es la librer´ıa OpenCV, una de las ma´s utilizadas para programar aplicaciones
gra´ficas en los sistemas embebidos ARM. OpenCV fue lanzada bajo una licencia BSD,
por lo tanto es libre tanto en la parte acade´mica como en la comercial. Tiene interfaces
para los lenguajes de programacio´n C++, C, Python y Java. OpenCV puede ser utilizada
en Linux embebido. Sin embargo en Android embebido tiene algunas limitaciones que se
aclararan en cap´ıtulos posteriores. OpenCV fue especialmente disen˜ada para incremen-
tar la eficiencia computacional, con un fuerte enfoque en aplicaciones de tiempo real, un
aspecto fundamental, teniendo en cuenta los recursos limitados de los sistemas ARM en
comparacio´n con un ordenador. Escrita en C/C++ optimizado, OpenCV puede tomar
ventaja del procesamiento con mu´ltiples nu´cleos. Habilitada con OpenCL, tambie´n pue-
de tomar ventaja de la aceleracio´n del hardware del dispositivo ARM donde se ejecute.
Reconocida mundialmente, OpenCV tiene ma´s de 47 mil miembros en la comunidad de
usuarios y el nu´mero de descargas estimadas, exceden los 7 millones. Su uso va desde arte
interactivo e inspeccio´n de minas, hasta robo´tica avanzada1.
Figura 2.7: Caracter´ısticas de la librer´ıa OpenCV.
En la Figura 2.7 se presentan las principales caracter´ısticas de la librer´ıa OpenCV.
Como se observa, tiene mu´ltiples funciones para el a´rea de visio´n artificial, procesamiento
de ima´genes y ana´lisis de caracter´ısticas.
1Opencv (open source computer vision). http://opencv.org/
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Figura 2.8: Aplicacio´n DSP+ARM similar a la arquitectura de la plataforma Beagle-
Board.
En la Figura 2.8 se presenta un sistema embebido, disen˜ado por Texas Instruments
utilizando la librer´ıa OpenCV, para aplicaciones de captura y procesamiento de v´ıdeo
(Coombs and Prabhu, 2011). En conclusio´n se puede decir que la librer´ıa OpenCV ha
sido ampliamente utilizada en aplicaciones de visio´n por computador y que esta´ siendo
implementada en dispositivos embebidos, con buenos resultados en plataformas de ar-
quitectura DSP + ARM, permitiendo un alto desempen˜o, ya que la configuracio´n de la
memoria y la adquisicio´n de v´ıdeo se comparte entre el procesador DSP y el ARM. Estas
plataformas permiten la integracio´n del bajo consumo de energ´ıa con un framework de
fa´cil interaccio´n para el usuario.
En ocasiones las aplicaciones gra´ficas requieren de ana´lisis nume´rico con matrices y
vectores o el desarrollo de funciones matema´ticas, en el caso del ca´lculo de a´reas o para
ubicar objetos 2D o 3D en coordenadas determinadas. Para ello existe la herramienta
NumPy, una extensio´n de Python que le agrega soporte, constituyendo una librer´ıa de
funciones matema´ticas de alto nivel. Al utilizar NumPy, la funcionalidad de Python es
comparable a la de Matlab ya que permite al usuario escribir programas de una alta
eficiencia y velocidad, basados en operaciones con vectores y matrices. Otra herramienta
relacionada con Python, es Pygame, que consiste en un conjunto de mo´dulos disen˜ados
para escribir juegos. Pygame permite crear juegos con todas las funciones y programas
multimedia en el lenguaje Python. Pygame es altamente portable y funciona en casi todas
las plataformas y sistemas operativos. Por u´ltimo, es importante mencionar que el lenguaje
Python puede utilizarse sin problemas en entornos embebidos basados en ARM.
Para las aplicaciones gra´ficas de RA, es posible utilizar la librer´ıa ARToolKit (Ka-
to and Billinghurst, 1999) en los sistemas embebidos; en su versio´n para Linux. En los
siguientes apartados se profundizara´ en este aspecto en particular. ARToolKit es una li-
brer´ıa especializada en aplicaciones de RA. Utiliza el seguimiento de v´ıdeo para calcular
en tiempo real la posicio´n de la ca´mara y la orientacio´n relativa a la posicio´n de los mar-
cadores f´ısicos. Al conocer la posicio´n real de la ca´mara, se ubica una ca´mara virtual en
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el mismo punto y se sobreponen modelos 3D sobre el marcador real. De esta manera se
realiza el seguimiento del punto de vista y la interaccio´n del objeto virtual.
Otra librer´ıa que posibilita el desarrollo de aplicaciones de RA embebidas es ARUco
(Munoz-Salinas, 2012), librer´ıa desarrollada por un grupo de investigadores de la Univer-
sidad de Co´rdoba, Espan˜a, basada en OpenCV. Algunas de sus caracter´ısticas principales
son; la deteccio´n de marcadores con una l´ınea de co´digo en C++, la deteccio´n de tableros
para RA. Es posible integrarla con OpenGL y OGRE, es ra´pida y multiplataforma. Debido
a que se basa en OpenCV, contiene diversos ejemplos que permiten ejecutar aplicaciones
de RA en poco tiempo y tiene licencia BSD, por lo tanto es libre y modificable.
Las librer´ıas de RA previamente mencionadas, se ejecutan u´nicamente bajo Linux, pa-
ra Android embebido esta´ disponible NyARToolKit(NyARTK, 2012), un SDK de co´digo
abierto para el desarrollo de aplicaciones de RA basadas en el reconocimiento de marca-
dores. Es un framework multiplataforma disponible para Android, Java, C#, AS3, C++
y Processing, que puede ser utilizado en sistemas embebidos basados en ARM. Utiliza
marcadores del tipo ARToolKit, y dispone de soporte para diferentes formatos 3D (.mqo,
.md2, .obj), mediante el uso de la librer´ıa min3D (Serrano, 2012). Las aplicaciones de RA
para Android, se pueden crear, modificar y compilar en la interfaz de desarrollo Android
Studio, integrada en eclipse, que cuenta con un emulador de dispositivos mo´viles y las
diferentes versiones de Android.
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Cap´ıtulo 3
Construccio´n y configuracio´n del
prototipo de pruebas
Tras un estudio inicial de las herramientas hardware y software disponibles para el desarro-
llo de aplicaciones gra´ficas embebidas y teniendo en cuenta la informacio´n presentada en
el Cap´ıtulo anterior, se decide seleccionar el sistema embebido con mayores prestaciones,
con el objetivo de construir un prototipo de pruebas.
Haciendo un balance entre funcionalidad, potencia de procesamiento, precio y la posi-
bilidad del uso de herramientas software libres y gene´ricas, se opta por trabajar con una
BeagleBoard xM.
En esta seccio´n se describe el proceso para la construccio´n y configuracio´n del prototipo
de pruebas, utilizando la BeagleBoard xM, y se realiza una descripcio´n detallada de sus
caracter´ısticas y configuracio´n.
3.1. Hardware del Prototipo
Como se menciono´ en la seccio´n 2.1.5, la BeagleBoard xM es un sistema embebido de bajo
coste, que tiene un rendimiento comparable al de un ordenador porta´til. El procesador
ARM Cortex - A8 que tiene integrado, es el corazo´n del sistema y por lo tanto el encargado
de gestionar todas las tareas relacionadas con el hardware (perife´ricos). El prototipo
construido se compone de varios elementos hardware, descritos en esta seccio´n.
3.1.1. Dispositivo de visualizacio´n
Teniendo en cuenta que el principal objetivo el presente trabajo es ejecutar aplicaciones
gra´ficas, el aspecto ma´s importante para la construccio´n del prototipo, es el dispositivo
de visualizacio´n.
La BeagleBoard xM cuenta con un conector para interfaz de v´ıdeo digital DVI-D, uno
de s-video y uno HDMI. Por lo tanto es posible conectar cualquier monitor o televisor
corriente, o un LCD de pantalla plana y alta definicio´n. Sin embargo existen otros ac-
cesorios que permiten personalizar el sistema de visualizacio´n, como la BeagleBoard xM
Expansion V2, que es una pantalla LCD de 7 pulgadas, disen˜ada y construida por la
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compan˜´ıa ChipSee, para agregarle algunas funcionalidades a la BeagleBoard xM. Dicha
pantalla es ta´ctil, con resolucio´n de 800*480 p´ıxeles y tiene integrado un mo´dulo WiFi,
botones de navegacio´n y un acelero´metro digital. En la Figura 3.1 se presenta una imagen
de la pantalla y sus diferentes componentes.
Figura 3.1: BeagleBoard xM Expansion.
Las caracter´ısticas de esta pantalla, la hacen ideal para integrarla a la BeagleBoard xM,
ya que permite interactuar con el sistema de manera ta´ctil o con botones de navegacio´n.
Por otro lado, el acelero´metro es un valor agregado para la ejecucio´n de videojuegos u
otras aplicaciones gra´ficas que requieran el movimiento del dispositivo. Adema´s, su disen˜o
agrega portabilidad al sistema de visualizacio´n y permite su integracio´n a juguetes, robots
o controles industriales. Finalmente, la antena WiFi agrega propiedades de conectividad,
con lo que se consigue un prototipo totalmente inala´mbrico. En la Figura 3.2 se muestra
la pantalla ta´ctil integrada a la BeagleBoard xM (ChipSee Info and Tech Co., 2011).
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Figura 3.2: Integracio´n de la Pantalla Ta´ctil con la BeagleBoard xM.
3.1.2. Tarjeta Micro SD
Para ejecutar cualquier sistema operativo en la BeagleBoard xM es necesario crear una
imagen del software en una tarjeta micro SD e insertarla en el slot correspondiente. Se
recomienda utilizar una tarjeta uSD Sandisk Clase 10 con mı´nimo 4 GB de espacio, otro
tipo de marcas como Kingston pueden funcionar de manera incorrecta. Para el prototipo
se utilizo´ una micro SD de 16 GB (Figura 3.3).
Figura 3.3: Tarjeta uSD Sandisk Clase 10 de 16 GB.
3.1.3. Fuente de Alimentacio´n
La BeagleBoard se alimenta con 5 Voltios DC. Se puede utilizar un adaptador de
5V/2A como se hizo en el presente trabajo, o existe un mo´dulo creado por la compan˜´ıa
Liquidware que contiene una bater´ıa de ion de litio que proporciona los 5V directamente
a la BeagleBoard. Dicho dispositivo puede montarse en la parte trasera de la tarjeta,
mediante separadores, manteniendo un fa´cil acceso a los puertos de expansio´n. La bater´ıa
tiene un circuito de carga especializado, que aumenta el rendimiento de las aplicaciones, en
especial las de mayor duracio´n. El mo´dulo suministra alimentacio´n a trave´s de un conector
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de dos pines, igual al del adaptador, o a trave´s de cables conectores macho duales. Para
la recarga de la bater´ıa se puede utilizar un puerto mini USB y para la carga acelerada
un puerto USB (Liquidware.Corp, 2014).
El uso de este mo´dulo aumentar´ıa la portabilidad del prototipo.
Figura 3.4: Bater´ıa Recargable para BeagleBoard de 5V.
3.1.4. Ca´mara
La seleccio´n de la ca´mara es un aspecto fundamental para las aplicaciones gra´ficas
en tiempo real, por ejemplo las de visio´n por computador y RA. Como se observa en la
Figura 2.5, la BeagleBoard xM tiene un conector para mo´dulos de ca´maras. La compan˜´ıa
Leopard Imaging Inc, tiene disponibles un gran nu´mero de mo´dulos para ser conectados.
Dichas ca´maras se acoplan directamente al procesador digital de sen˜ales y de esta manera
la velocidad de adquisicio´n de v´ıdeo se incrementa. En la Figura 3.5 se observa la ca´mara
LI5M03 integrada a la BeagleBoard xM. Dicha ca´mara tiene una resolucio´n de 5 Mega
P´ıxeles, un formato de salida en RGB y soporte para 720p, 60fps, a un precio de 60
Euros.
Figura 3.5: Ca´mara LI integrada a la BeagleBoard xM.
Otra opcio´n, de menor coste, es utilizar una ca´mara web corriente. Para la construccio´n
del prototipo de pruebas se utilizo´ la Webcam Logitech c170, que tiene una resolucio´n en
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la captura de v´ıdeo de 1024 x 768 p´ıxeles y tecnolog´ıa Fluid CrystalTM que permite ma´s
fluidez, nitidez y detalles en las ima´genes en movimiento. La ca´mara se conecta a trave´s
de un puerto USB, como se ilustra en la Figura 3.6.
Figura 3.6: Ca´mara web Logitech y BeagleBoard xM.
3.1.5. Otros Perife´ricos
Otros perife´ricos, como el teclado y el rato´n, se conectan a la BeagleBoard xM a
trave´s de puertos USB. Adema´s se comunica con cualquier ordenador utilizando el puerto
serial que tiene disponible. Por otro lado tiene la opcio´n de an˜adir audio, con altavoces
y micro´fono. La conexio´n a internet puede realizarse a trave´s de un cable Ethernet y
finalmente tiene la posibilidad de comunicarse con cualquier dispositivo con entrada a un
puerto USB 2.0 de alta velocidad o cable OTG.
3.2. Software del Prototipo
Como se menciono´ en la seccio´n 2.2.3, el cerebro de la BeagleBoard es el sistema ope-
rativo. Tambie´n se observo´ que esta´n disponibles diversos sistemas operativos embebidos.
Entre dichos sistemas se seleccionaron Linux y Android para realizar pruebas en el pro-
totipo, ya que son los ma´s utilizados en el desarrollo de aplicaciones gra´ficas y adema´s
permiten el uso de mu´ltiples herramientas de software libre.
3.2.1. Instalacio´n y Configuracio´n de Ubuntu
Para los sistemas basados en ARM, Linux ofrece varias distribuciones, en el caso del
prototipo, se utilizo´ Ubuntu, debido a que es una de las distribuciones ma´s estables y a
su facilidad de uso.
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Ubuntu ha sido portado extraoficialmente a mu´ltiples arquitecturas. A partir de la
versio´n 9.04 se empezo´ a ofrecer soporte extraoficial para los procesadores ARM.
Cannonical (Empresa creadora de Ubuntu) proporciona ayuda te´cnica y actualizacio-
nes de seguridad por 18 meses a las versiones de corta duracio´n y por 5 an˜os a las versiones
LTS o de larga duracio´n. Por lo tanto las u´nicas versiones con soporte al d´ıa de hoy son:
Ubuntu 12.04 LTS, Ubuntu 13.10 y la versio´n actual Ubuntu 14.04 LTS.
Para configurar el dispositivo de visualizacio´n BeagleBoard xM Expansion V2 (Ver
Seccio´n 3.1.1), es necesario contar con una versio´n de Ubuntu con el driver para pantalla
ta´ctil y otras caracter´ısticas, configuradas desde el Kernel de Linux. La u´ltima versio´n
disponible en Chipsee (Empresa creadora de la BeagleBoard xM Expansion V2) es la
Ubuntu 11.04 (Ver Figura 3.1 ), una versio´n que como se indico´ anteriormente, ya no
tiene soporte de Cannonical. En un principio se intento´ utilizar esta versio´n. Pero se pre-
sentaron dificultades enormes para la instalacio´n de los paquetes ya que no se encontraban
en los repositorios actuales y se deb´ıan buscar en repositorios antiguos. Hecho que gene-
raba errores de dependencias y pe´rdida de tiempo en la instalacio´n de los programas. Se
opto´ entonces por utilizar la versio´n 12.04 LTS (Quantal) para ARM, la u´ltima versio´n
disponible para la BeagleBoard xM al inicio del presente proyecto. Cabe mencionar que
al d´ıa de hoy ya esta´ disponible para su descarga la versio´n 14.04 LTS.
Figura 3.7: Ubuntu 11.04 portado en la BeagleBoard xM (Versio´n Ta´ctil).
A continuacio´n se describen detalladamente los pasos realizados para la instalacio´n
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de Ubuntu 12.04 LTS en la BeagleBoard xM. Antes de empezar, se debe contar con un
ordenador o ma´quina virtual con Linux instalado, se recomienda la versio´n Ubuntu 10.04
o superior.
1. Descarga del Software: El primer paso consiste en buscar y descargar la versio´n
requerida de Ubuntu, para ello, se utiliza el siguiente enlace:
Link: http://rcn-ee.net/deb/rootfs
Una vez encontrada la versio´n, se descarga desde la ventana de comandos el paquete
.tar correspondiente.
wget http://rcn-ee.net/deb/rootfs/quantal/ubuntu-12.10-consolearmhf-
2013-06-14.tar.xz
2. Crear Disco de Arranque: Como se menciona en la Seccio´n 3.1.2, es necesario
crear un disco de arranque para la instalacio´n del sistema operativo. Se utilizo´ una
micro SD con las caracter´ısticas requeridas para crear la imagen de Ubuntu. Primero
se descomprime el paquete .tar previamente descargado, en la carpeta de preferencia.
Luego se localiza en dicha carpeta un script con el nombre setup sdcard.sh, por lo
general este fichero esta´ disponible en todas las versiones de Ubuntu y es bastante
u´til para agilizar el proceso. Dicho script se encarga de realizar automa´ticamente
las particiones necesarias para crear la imagen del sistema operativo. Antes de su
ejecucio´n, se identifica la unidad donde esta´ alojada la micro SD.
df -h
En este caso la micro SD esta´ localizada en /dev/sdb1. Sin embargo es importante
utilizar el nombre /deb/sdb para incluirla ubicacio´n completa de la unidad externa.
Figura 3.8: Unidades externas en Linux.
Finalmente se ejecuta el script como se indica.
sudo ./setup_sdcard.sh --mmc /dev/sdb --uboot beagle_xm
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El proceso tarda entre 5 y 15 minutos, dependiendo de la velocidad de procesamiento
del ordenador. Una vez completo el proceso, se genera una ventana de confirmacio´n,
que muestra que todo esta´ correcto. Se retira la micro SD del ordenador y luego se
inserta en la BeagleBoard xM.
Es importante tener en cuenta que la BeagleBoard xM solo se debe encender con la
micro SD conectada, de lo contrario pueden generarse problemas de corto circuito.
3. Configuracio´n Inicial: Luego de conectar la BeagleBoard xM a la fuente de ali-
mentacio´n, se entra al entorno de Ubuntu no gra´fico, con la siguiente informacio´n:
Username:ubuntu
Password:temppwd
Dicha informacio´n viene por defecto en el SO. Lo primero que se debe hacer en el
sistema, es ejecutar todas las actualizaciones disponibles.
sudo apt-get update
sudo apt-get upgrade
Luego de actualizar el sistema, se configura la conexio´n Ethernet.
sudo ifconfig -a
sudo dhclient eth0
sudo ifconfig -a
Se habilitan todos los perife´ricos, para el correcto funcionamiento del teclado, rato´n,
ca´mara web y pantalla LCD.
cd ~
cd boot/uboot
nano uEnv.txt
Se debe modificar el fichero uEnv.txtborrando la almohadilla # de la l´ınea de co´digo
buddy=spidev.
#SPI: enable for userspace spi access on expansion header
#buddy=spidev
4. Interfaz Gra´fica: Es necesario descargar e instalar una interfaz gra´fica para faci-
litar la interaccio´n del usuario con la BeagleBoard xM. Para ello se busca un GUI
compatible con la versio´n de Ubuntu instalada.
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sudo apt-get install gdm xfce4 network-manager
Se utiliza el siguient script para configurar la interfaz gra´fica de manera automa´tica.
/bin/bash /boot/uboot/tools/ubuntu/minimal_lxde_desktop.sh
Debido a que se tiene como dispositivo de salida una pantalla LCD de 7 pulgadas
con una resolucio´n de 800x480 p´ıxeles, se deben asignar estos para´metros para una
correcta visualizacio´n del GUI. Este proceso se realiza como se indica:
Listando las distintas resoluciones disponibles
xrandr -q
Estableciendo la resolucio´n de la pantalla LCD
xrandr -s 800x480
Al ajustar la resolucio´n se observa que los dpi difieren de la resolucio´n de la pantalla.
Hecho que afecta el disen˜o de las ventanas, su taman˜o, entre otros aspectos. Por
lo tanto es necesario modificar este factor de manera manual hasta lograr un buen
ajuste:
xrandr -dpi 96 -s 800x480
Se debe seleccionar algu´n valor ente 96, 72 y 135.
Figura 3.9: Ubuntu Quantal portado en la BeagleBoard xM.
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En la Figura 3.9 se observa la interfaz gra´fica utilizada y el entorno de la distribucio´n
de Ubuntu instalado en la plataforma BeagleBoard xM. La interfaz permite utilizar
dos escritorios e interactuar con la placa de manera sencilla, mediante la barra de
inicio t´ıpica, ventanas y carpetas.
El procedimiento descrito, se construyo´ con base en la informacio´n disponible en
(Nelson, 2014) donde se profundiza en la personalizacio´n de Ubuntu Quantal para
los procesadores ARM.
3.2.2. Instalacio´n y Configuracio´n de Android
Como se menciona en la Seccio´n 2.2.3, Android es un sistema operativo basado en el
kernel de Linux especialmente disen˜ado para dispositivos mo´viles con pantalla ta´ctil. Es
de co´digo abierto y por lo tanto configurable y adaptable a requerimientos espec´ıficos. La
comunidad de desarrolladores de Google, rowboat, se ha centrado en habilitar Android
para los dispositivos de Texas Instruments, entre ellos la BeagleBoard xM. En el siguiente
enlace se pueden encontrar una gran variedad de herramientas u´tiles para el desarrollo de
proyectos con Android y la familia BeagleBoard:
https://code.google.com/p/rowboat/downloads/list
Sin embargo para la BeagleBoard xM Expansion V2 (Ver Seccio´n 3.1.1) es necesario
contar con una versio´n de Android modificada para las caracter´ısticas del dispositivo, como
la pantalla ta´ctil, la antena WiFi, los botones de navegacio´n y el acelero´metro digital. Para
ello, Chipsee (Empresa creadora de la BeagleBoard xM Expansion V2) lanzo´ la versio´n
modificada de Android GingerBread 2.3. En un principio se instalo´ esta versio´n. Pero
su funcionamiento no era o´ptimo; contaba con pocas herramientas de configuracio´n y
la velocidad en la ejecucio´n de tareas y aplicaciones era muy baja. Luego, a mediados
del 2013, Chipsee lanzo´ la versio´n personalizada de Android Ice Cream Sandwich (ICS -
4.0.3), la u´ltima versio´n desarrollada hasta el d´ıa de hoy. Se decidio´ entonces por trabajar
con esta versio´n.
A continuacio´n se describen detalladamente los pasos realizados para la instalacio´n
de Android Ice Cream Sandwich (ICS - 4.0.3) en la BeagleBoard xM. Antes de empezar,
se debe contar con un ordenador o ma´quina virtual con Linux instalado. Se recomien-
da especialmente trabajar con la versio´n Ubuntu 10.04 de 32 Bits, ya que se realizaron
modificaciones en el kernel de Linux para Android y con otras versiones se presentaron
inconvenientes para su compilacio´n.
1. Descarga del Software: El primer paso consiste en descargar la versio´n de Android
(ICS - 4.0.3) desarrollada por Chipsee, el paquete se localiza en el siguiente enlace:
http://www.chipsee.com/media/pdf_folder/ICS-Chipsee-Beagle-Release-20
13-0407.rar
Dicho paquete contiene una imagen previamente compilada de Android, el co´digo
fuente del kernel y de Android, algunas aplicaciones de ejemplo (.apk) y el manual
de instrucciones para su instalacio´n.
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2. Configuracio´n de la Ca´mara Web: Aunque la versio´n de Android descarga-
da es muy completa, pasa por alto algunos detalles de hardware. Uno de ellos y
fundamental para el prototipo de pruebas, es la configuracio´n de la Ca´mara Web.
Como se indico´ en la Seccio´n 3.1.4, para el prototipo se utilizo´ una ca´mara web
conectada por puerto USB a la BeagleBoard xM. En general, ninguna versio´n de
Android tiene habilitada por defecto esta opcio´n ya que los dispositivos mo´viles
cuentan con ca´maras integradas de otro tipo y no requieren el uso de ca´maras
externas.
El proceso para habilitar la ca´mara web, se divide en dos partes:
Modificar y compilar nuevamente el co´digo fuente del kernel y de Android.
Modificar las aplicaciones desarrolladas en Android para adquirir el v´ıdeo a
trave´s del puerto USB. Este proceso en particular se explica detalladamente
en el siguiente Cap´ıtulo.
3. Modificar y Compilar el Kernel de Android: El kernel es el nu´cleo del sistema
operativo Android. Es el encargado de administrar todos los dispositivos hardware
del sistema y sus funciones. Por lo tanto para agregar la ca´mara web es necesario
hacer algunas modificaciones de hardware en el kernel.
Figura 3.10: Esquema de la Ca´mara Web en Android.
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Antes de empezar el procedimiento, es importante conocer el esquema de ejecucio´n
de una ca´mara conectada por puerto USB en Android.
Como se ilustra en la Figura 3.10, dicho esquema se compone de:
La aplicacio´n para la ca´mara (.apk), programada en Java para Android.
Las librer´ıas para la ca´mara de Android, entre las que se encuentran las librer´ıas
dina´micas libcamera.so y libcameraservice.so, que se encargan de actualizar el
sistema de archivos ra´ız.
El kernel de linux, donde se debe habilitar la API de captura de v´ıdeo Vi-
deo4Linux y el esta´ndar para dispositivos USB, UVC (USB Video Class).
Para modificar el kernel se siguen unos pasos previos que se explican en el siguiente
punto, luego se abre la carpeta del co´digo fuente, descargado en el punto 1 y se ubica
el paquete del kernel, se descomprime y se escribe la instruccio´n menuconfig, luego
de ejecutar una instruccio´n para limpiar las variables.
> cd Source
> tar zxvf kernel-chipsee.tar.gz
> cd kernel-chipsee/
> make CROSS_COMPILE=arm-eabi- distclean
> make ARCH=arm menuconfig
Al ejecutar dicha instruccio´n, se abre la ventana de configuracio´n del kernel. Una
vez all´ı se habilita el v´ıdeo (UVC), que se encuentra en los dispositivos V4L (Vi-
deo4Linux), luego se guardan cambios y se cierra la ventana.
Figura 3.11: Configuracio´n del Kernel.
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Por u´ltimo, se compila el kernel con la siguiente l´ınea de co´digo:
> make ARCH=arm CROSS_COMPILE=arm-eabi- uImage -j<N>
El valor de N, debe ser el doble del nu´mero de procesadores del ordenador, por
ejemplo para una ma´quina de doble nu´cleo, como en este caso, se utilizo´ -j4.
Si la compilacio´n culmino´ con e´xito, al finalizar se genera el archivo uImage en la
ruta; arch/arm/boot/.
4. Modificar y Compilar Android: Para el correcto funcionamiento de la ca´mara
USB, tambie´n es necesario realizar algunas modificaciones en el co´digo fuente de
Android, dichas modificaciones y el proceso de compilacio´n, se describe a continua-
cio´n:
En primer lugar, se descarga el paquete de co´digo fuente original desarrollado
por Texas Instruments.
http://software-dl.ti.com/dsps/dsps_public_sw/sdo_tii/TI_Android
_DevKit/TI_Android_ICS_4_0_3_DevKit_3_0_0/exports/TI-Android-ICS
-4.0.3_AM37x_3.0.0.bin
Se requiere la instalacio´n de algunos paquetes para configurar el anfitrio´n de
la compilacio´n de Android.
Instalar la versio´n sun-6 de Java
Se escriben dos l´ıneas de co´digo en el fichero sources.list para descargar la
versio´n de Java requerida, luego se descarga e instala.
>sudo gedit /etc/apt/sources.list
>deb http://ppa.launchpad.net/sun-java-community-team/sun->java6/
ubuntu maverick main
>deb-src http://ppa.launchpad.net/sun-java-community-team/>sun-
java6/ubuntu maverick main
>sudo add-apt-repository ppa:sun-java-community-team/sun-java6
>sudo apt-get update
>sudo apt-get install sun-java6-jdk
Una vez instalado Java, es necesario seleccionar la versio´n a utilizar.
sudo update-alternatives --config java
36 Software del Prototipo
Figura 3.12: Seleccio´n de la Versio´n de Java.
La opcio´n 2 es la versio´n adecuada para la compilacio´n de Android.
Instalar los paquetes necesarios
>sudo add-apt-repository "deb http://archive.canonical.com/
lucid partner"
>sudo apt-get install git-core gnupg sun-java6-jdk flex bison
curl gperf libsdl-dev libesd0-dev libwxgtk2.6-dev
build-essential zip libncurses5-dev zlib1g-dev minicom
tftpd uboot-mkimage expect
Se extrae el paquete pre-compilado, se acepta la licencia y se instala.
>mkdir $HOME/rowboat-android
>cd $HOME/rowboat-android
>chmod a+x TI-Android-ICS-4.0.3_AM37x_3.0.0.bin
>./TI-Android-ICS-4.0.3_AM37x_3.0.0.bin
Una vez instalado el paquete se ingresa a la carpeta rowboat-android y se
buscan los siguientes ficheros para hacer las modificaciones respectivas:
BoardConfig.mk
# Habilita la ca´mara USB
20 #USE_CAMERA_STUB := true
21 BOARD_USB_CAMERA := true
device.mk
# Direcciona el fichero de permisos de escritura
20 device/ti/xxx/ueventd.xxx.rc:root/ueventd.xxx.rc \
79 #Camera
80 PRODUCT_PACKAGES += \
81 camera.omap3 \
82 Camera
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init.rc
# Modifica el fichero de inicio del sistema
38 symlink /mnt/sdcard /sdcard
39
40 # mount sdcard third partition on /part-3
41 mkdir /part-3
42 mount vfat /dev/block/mmcblk0p3 /part-3/
ueventd.xxx.rc 1
# Modifica el nodo del video USB, para la BeagleBoard es el 9
1 /dev/video9 0666 root root
Finalmente se entra al directorio hardware/ti/xxx/camera y se modifican los
ficheros de configuracio´n de la ca´mara.
Android.mk
41 ifeq ($(BOARD_USB_CAMERA), true)
42 LOCAL_CFLAGS += -D_USE_USB_CAMERA_
43 endif
CameraHardware.cpp
81 #ifdef _USE_USB_CAMERA_
82 mCamera->Open(VIDEO_DEVICE_0); /*USB camera use this node*/
83
84 #else
98 #endif
Configurar el PATH para las herramientas arm-eabi- que esta´n disponibles en
el directorio prebuilt/linux-x86/toolchain/arm-eabi-4.4.3/bin
>export PATH=$HOME/rowboat-android/prebuilt/linux-x86/toolchain
/arm-eabi-4.4.3/bin:$PATH
Generar los archivos ba´sicos del sistema para Android.
>cd $HOME/rowboat-android
> make TARGET_PRODUCT=omap3evm OMAPES=5.x -j<N>
# N es el nu´mero de procesadores del ordenador
1El nodo del v´ıdeo USB para la BeagleBoard es 9 de acuerdo al manual de desarrollo de Te-
xas Instruments para Android ICS, disponible en: http://processors.wiki.ti.com/index.php/
TI-Android-ICS-PortingGuide
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Este proceso generara´ los archivos del sistema ba´sicos para Android en los
directorios:
out/target/product/omap3evm/root/
out/target/product/omap3evm/system/
Al modificar los ficheros del co´digo fuente, se debe compilar nuevamente el
sistema de arranque de Android (Bootloader).
[x-loader]
> cd Source
> tar zxvf x-load-omap3.tar.gz
> cd x-loader-omap3/
> make CROSS_COMPILE=arm-eabi- distclean
> make ARCH=arm CROSS_COMPILE=arm-eabi- omap3beagle_config
> make ARCH=arm CROSS_COMPILE=arm-eabi-
> ./signGP ./x-load.bin
Se genera el fichero MLO.
[u-boot]
> cd Source
> tar zxvf u-boot-omap3.tar.gz
> cd u-boot-omap3/
> make CROSS_COMPILE=arm-eabi- distclean
> make ARCH=arm CROSS_COMPILE=arm-eabi- omap3_beagle_config
> make ARCH=arm CROSS_COMPILE=arm-eabi-
Se genera el fichero u-boot.bin.
Los siguientes ficheros debera´n ser reemplazados para el correcto funciona-
miento de todas las funciones de la BeagleBoard xM, como el G-sensor, teclas
GPIO, entre otros.
/system/lib/hw/sensors.omap3evm.so [Binary]
/system/usr/keylayout/Generic.kl [ASCII]
/system/build.prop [ASCII]
/calibrate [ASCII]
/init.rc [ASCII]
/init.chipsee.sh [ASCII]
5. Crear Disco de Arranque: En este punto se describe el proceso de creacio´n del
disco de arranque de Android, utilizando los binarios generados en los pasos anterio-
res. Los para´metros de arranque predeterminados esta´n ubicados en el script boot
del directorio -/RowboatTools/mk-bootscr/boot.scr. Para modificar dichos para´me-
tros se debe generar nuevamente el script boot.scr, como se indica:
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cd ~/RowboatTools/mk-bootscr
Editar los para´metros y generar el script.
./mkbootscr
Los argumentos de arranque para la BeagleBoard xM son los siguientes:
setenv bootargs ’console=ttyO2,115200n8 androidboot.console=ttyO2
mem=256M root=/dev/mmcblk0p2 rw rootfstype=ext3 rootdelay=1
init=/init \ ip=off omap_vout.vid1_static_vrfb_alloc=y vram=8M
omapfb.vram=0:8M omapdss.def_disp=dvi omapfb.mode=dvi:1024x768-16’
Co´digo fuente para la tarjeta micro SD
Se crea un directorio y se copian los binarios compilados con anteriormente:
>mkdir ~/image_folder
>cp $HOME/rowboat-android/kernel/arch/arm/boot/uImage ~/image_folder
>cp $HOME/rowboat-android/u-boot/u-boot.bin ~/image_folder
>cp $HOME/rowboat-android/x-loader/MLO ~/image_folder
>cp ~/RowboatTools/mk-bootscr/boot.scr ~/image_folder
>cp $HOME/rowboat-android/out/target/product/omap3evm/rootfs.tar.bz2
~/image_folder
>cp ~/RowboatTools/mk-mmc/mkmmc-android.sh ~/image_folder
Preparar la tarjeta Micro SD
Se requiere un formato espec´ıfico en la tarjeta micro SD, para que funcione correc-
tamente con al archivo boot de Android. Calcular el taman˜o de la tarjeta con el
siguiente procedimiento:
sudo fdisk -l /dev/<nombre_de_la_tarjeta>
Se obtiene la siguiente informacio´n.
Disk /dev/mmcblk0: 1990 MB, 1990197248 bytes
Se divide el taman˜o de la tarjeta en bytes entre 255 cabeceras, 63 sectores y 512
bytes y finalmente se redondea el nu´mero obtenido al entero ma´s cercano, de esta
manera calculara´ el nu´mero de cilindros de la tarjeta:
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1990197248/255/63/512 = 241.96 = 241 cylinders
241 cilindros es un taman˜o adecuado para las particiones que requiere Android.
Crear la imagen de Android:
Se conecta la tarjeta micro SD al ordenador con GNU/Linux, y se entra al directorio
creado en el apartado anterior.
En el directorio se encuentra el script mkmmc-android.sh. Dicho script se encarga
de hacer las particiones necesarias y de crear el disco de arranque. Luego se debe
localizar la unidad donde se encuentra la tarjeta micro SD, como se indica en la
en Seccio´n 2, en el apartado Crear Disco de Arranque, y seguir el mismo
procedimiento. Sin embargo, previo a ello, es necesario cambiar la l´ınea 27 del script
mkmmc-android.sh, pues tiene un error de configuracio´n:
SIZE=‘fdisk -l $DRIVE | grep $DRIVE | awk ’{print $5}’‘
6. Iniciar Android en la BeagleBoard xM: Cuando finaliza el proceso anterior,
se inserta la micro SD en la BeagleBoard xM y se enciende. Una vez ha cargado
Android, en los ajustes, se configura para que permanezca encendida.
Figura 3.13: Android ICS 4.0.3 portado en la BeagleBoard xM.
Los botones de usuario esta´n definidos como; Menu, Principal, Volumen +, Volumen
- y Regreso. El driver WiFi no tiene soporte para el protocolo WEP, u´nicamente so-
porta WPA/WPA2 PSK. En la Figura 3.13 se observa el sistema operativo Android
ICS 4.0.3 portado en la BeagleBoard xM.
Cap´ıtulo 4
Pruebas y Desarrollos Realizados
Al finalizar la configuracio´n de cada sistema operativo, se decidio´ hacer una seleccio´n de
herramientas software libres, para el desarrollo de diferentes aplicaciones gra´ficas de prue-
ba. Para esta eleccio´n se tuvo en cuenta la revisio´n bibliogra´fica realizada en el Cap´ıtulo
2. Se observo´ que en el a´rea de RA hay muy pocos desarrollos para sistemas embebidos
ARM y que la librer´ıa ma´s utilizada de todas las publicaciones investigadas es OpenCV.
Adema´s de estar especialmente disen˜ada para arquitecturas DSP+ARM como se men-
ciona en la Seccio´n 2.4. Por lo tanto las pruebas y desarrollos realizados, se basaron en
diferentes librer´ıas de RA y en OpenCV.
En esta seccio´n se detallan las pruebas ejecutadas con cada sistema operativo, descri-
biendo los alcances y limitaciones de cada uno.
4.1. Aplicaciones gra´ficas en Ubuntu Embebido
Luego de hacer una bu´squeda de herramientas libres para el desarrollo de aplicaciones
gra´ficas en Linux, y teniendo en cuenta las utilizadas en trabajos previos, se seleccionaron
las presentadas en los siguientes apartados, para Ubuntu.
4.1.1. ARToolKit
Se utilizo´ la u´ltima versio´n disponible de la librer´ıa ARToolKit (Ver Seccio´n 2.4),
para la distribucio´n de Ubuntu (Quantal). Cabe mencionar, que las u´ltimas versiones son
multiplataforma.
La funcionalidad de cada versio´n es la misma. Pero su desempen˜o puede variar de-
pendiendo de la configuracio´n del hardware. En el caso de la BeagleBoard, depende de la
velocidad de procesamiento del sistema y de la ca´mara.
Instalacio´n y Configuracio´n
Las herramientas requeridas para la instalacio´n de ARToolKit son: OpenGL, GLUT
y las librer´ıas para aplicaciones audiovisuales. En este caso se trabajo´ con GStreamer.
Se instalan entonces, las dependencias requeridas.
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> sudo apt-get install freeglut3-dev libgstreamer0.10-dev
libgstreamer-plugins-base0.10-dev libxi-dev libxmu-headers
libxmu-dev libjpeg62-dev libglib2.0-dev libgtk2.0-dev
Se extrae y se compila ARToolKit.
> wget "http://sourceforge.net/projects/artoolkit/files/artoolkit/
2.72.1/ARToolKit-2.72.1.tgz/download" -O ARToolKit-2.72.1.tgz
> tar xzvpf ARToolKit-2.72.1.tgz
> cd ARToolKit
> ./Configure
> make
A continuacio´n se configura la herramienta para adquirir el v´ıdeo a trave´s de una
ca´mara USB. La opcio´n 5 (Framework GStreamer).
"1: Video4Linux" para capturadoras de video (mediante V4L
versio´n 1).
"2: Video4Linux+JPEG Decompression (EyeToy)" para ca´maras Play
Station EyeToy (mediante V4L versio´n 1).
"3: Digital Video Camcoder throught IEEE 1394 (DV Format)" para
ca´maras firewire.
"4: Digital Video Camera throught IEEE 1394 (VGA NONCOMPRESSED
Image Format)" para ca´maras firewire.
"5: GStreamer Media Framework" para webcams USB.
Para crear los Makefiles1 de la instalacio´n, es necesario crear un fichero de configuracio´n
para el pkg-config2. De esta manera se definen las rutas de las nuevas librer´ıas y sus ficheros
de cabecera. Una vez realizado y guardado el fichero con los para´metros correspondientes,
se crean los Makefiles.
> pkg-config --cflags AR
-I/usr/local/include/AR
> pkg-config --libs AR
-L/usr/local/lib -lARgsub -lARgsub_lite -lARgsubUtil -lARMulti -
lARvideo -lAR
Es importante configurar la ruta principal, en el fichero / .bashrc.
> export LD_LIBRARY_PATH=/usr/local/lib
1Fichero de texto que se utiliza en Linux para llevar la gestio´n de la compilacio´n de programas.
2Programa que provee una interfaz unificada para llamar a bibliotecas instaladas, cuando se esta´ com-
pilando un programa a partir del co´digo fuente.
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Se crea una variable para configurar el nodo de la captura del v´ıdeo y su formato.
De acuerdo a la resolucio´n de la pantalla utilizada (Ver Figura 2.7), se configuran los
para´metros de altura y ancho (height - width). El nodo del v´ıdeo en este caso es el 0
(/dev/video0).
> export ARTOOLKIT_CONFIG="v4l2src device=/dev/video0
use-fixedfps=false ! ffmpegcolorspace ! capsfilter
caps=video/x-rawrgb,bpp=24,width=640,height=480 ! identity
name=artoolkit ! fakesink"
Se realizaron las pruebas correspondientes y se confirmo´ que la ca´mara utilizada (ver
Figura 3.6) soporta el mo´dulo gra´fico de ARToolKit con OpenGL, usando el siguiente
comando:
> gst-launch-0.10 v4l2src ! xvimagesink
Ejecucio´n de Ejemplos
Una vez configurados y verificados todos los para´metros de la ca´mara y la librer´ıa,
se ejecutaron diferentes ejemplos disponibles en ARToolKit, con el fin de verificar su
funcionamiento y rendimiento en la BeagleBoard.
Figura 4.1: Test de gra´ficos de ARToolKit en la BeagleBoard xM.
GraphicsTestd: El ejemplo realiza la prueba de los gra´ficos con un objeto simple.
En la Figura 4.1 se observa una tetera girando a una tasa de aproximadamente 10
fps.
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SimpleTest: Para validar algunos de los ejemplos disponibles en la librer´ıa, se
utilizo´ el marcador Hiro3, presentado en la Figura 4.2. En la Figura 4.3 se observa
la ejecucio´n de SimpleTest, con un objeto ba´sico de 6 caras (cubo). Para este caso
los fps disminuyen considerablemente a 0.5.
Figura 4.2: Marcador Hiro, para validar la aplicacio´n de RA.
Figura 4.3: ARToolKit portado en la BeagleBoard xM.
SimpleLite: El ejemplo anterior se ejecuto´ con una resolucio´n de 640 x 480 p´ıxeles.
Se decide bajar la resolucio´n a 320 x 240 y se obtiene una tasa de 4 fps. Para este
caso se ejecuta el ejemplo simpleLite, como se observa a continuacio´n.
3Hiro es el marcador ba´sico, utilizado en aplicaciones de RA. Al reconocer este marcador, el sistema
genera el render de un objeto.
Aplicaciones gra´ficas en Ubuntu Embebido 45
Figura 4.4: Cubo de Colores con Marcador Hiro, en BeagleBoard xM.
Exviewd: Utilizando el ejemplo exviewd se calcula y se muestra la posicio´n de la
ca´mara con respecto al marcador Hiro. Las coordenadas de la ca´mara se muestran
en color rojo y en la esquina inferior izquierda se observa el objeto renderizado
ubicado en el plano virtual.
Figura 4.5: Ca´lculo de las coordenadas de la ca´mara.
Varios ejemplos y marcadores: Se ejecutan varios ejemplos con los marcadores
Hiro e Hito1. En la Figura 4.6 superior izquierda se observa una esfera dibujada
sobre el marcador Hiro, en la figura superior derecha se dibuja una esfera sobre Hiro
y un cono sobre Hito. Se hace uso de diferentes marcadores para comprobar que
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el reconocimiento se hace de manera correcta, ejecutando paddleTestd se dibuja
una raqueta de paddle sobre Hiro, luego al ejecutar modeTestd se dibuja un cubo
sobre Hiro, un toroide sobre Hito, un cono sobre samppatt11 y una esfera sobre
samppat21.
Figura 4.6: Diferentes objetos y marcadores en la BeagleBoard xM.
RangeTestd: Finalmente se ejecuta rangeTestd, donde existe interaccio´n entre la
ca´mara y los marcadores. Dibuja una tetera sobre la plantilla Hiro y a medida que
se acerca el marcador a la ca´mara, el objeto se hace ma´s pequen˜o.
1Marcadores ba´sicos para RA
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Figura 4.7: Tetera con diferentes taman˜os.
Una vez realizadas las diferentes pruebas, se observa que el renderizado de los obje-
tos se ejecuta correctamente en la BeagleBoard xM. Sin embargo los fps no superan
el valor de 10 y se consumen todos los recursos de la placa. Este hecho puede ser con-
secuencia de la capacidad de la memoria RAM y la velocidad del procesador ARM,
adema´s que el ARToolKit no tiene optimizada la adquisicio´n de v´ıdeo. Por esta
razo´n se decide realizar pruebas con una librer´ıa diferente donde se logre optimizar
los recursos en la adquisicio´n y el procesamiento de la imagen.
4.1.2. OpenCV
De acuerdo a lo expuesto en la Seccio´n 2.4, se considera una buena opcio´n utilizar la
librer´ıa OpenCV para implementar aplicaciones de RA en la BeagleBoard xM.
Instalacio´n y Configuracio´n
Se instalo´ la u´ltima versio´n de OpenCV con soporte para OpenGL, soporte de lectura
y escritura de v´ıdeos, acceso a la ca´mara Web, interfaces en Python, C y C++.
Para empezar la instalacio´n, es necesario obtener primero todas las dependencias re-
queridas:
> sudo apt-get install build-essential libgtk2.0-dev libjpeg-dev
libtiff4-dev libjasper-dev libopenexr-dev cmake python-dev
python-numpy python-tk libtbb-dev libeigen2-dev yasm libfaac-dev
libopencore-amrnb-dev libopencore-amrwb-dev libtheora-dev
libvorbis-dev libxvidcore-dev libx264-dev libqt4-dev
libqt4-opengl-dev sphinx-common texlive-latex-extra libv4l-dev
libdc1394-22-dev libavcodec-dev libavformat-dev libswscale-dev
Se obtiene el co´digo fuente del enlace:
> cd ~
> wget http://downloads.sourceforge.net/project/opencvlibrary/opencvunix
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/2.4.2/OpenCV-2.4.2.tar.bz2
> tar -xvf OpenCV-2.4.2.tar.bz2
> cd OpenCV-2.4.2
Luego, se genera el Makefile usando la instruccio´n cmake. En este punto se define que
parte de OpenCV se requiere compilar. Si se utilizara´ Python, TBB, OpenGl, una ca´mara
Web, entre otros. En este caso se utilizan todas las herramientas para el desarrollo de las
aplicaciones gra´ficas.
> mkdir build
> cd build
> cmake -D WITH_TBB=ON -D BUILD_NEW_PYTHON_SUPPORT=ON-D
WITH_V4L=ON -D INSTALL_C_EXAMPLES=ON -D
INSTALL_PYTHON_EXAMPLES=ON -D BUILD_EXAMPLES=ON -D WITH_QT=ON -D
WITH_OPENGL=ON ..
> make
> sudo make install
Se debe editar el archivo de configuracio´n de OpenCV, escribiendo la ruta correspon-
diente (/usr/local/lib).
Es necesario de igual manera configurar la variable PATH con la ruta correspondiente
a la librer´ıa OpenCV. Finalmente se debe comprobar que no se produce ningu´n error en
la instalacio´n y que en particular se reporte FFMPEG como activo o de lo contrario no
sera´ posible leer o escribir v´ıdeos. Python, TBB, OpenGL, V4L, OpenGL y Qt deben ser
detectados.
Una vez se ha hecho lo anterior, se comprueba con un ejemplo ba´sico de deteccio´n de
rostro en la fotograf´ıa de lena.jpg incluida en los ejemplos, que las librer´ıas de OpenCV
funcionan correctamente en la BeagleBoard xM.
Figura 4.8: Reconocimiento de Rostros con OpenCV en la BeagleBoard xM.
Para configurar la ca´mara Web y la entrada de v´ıdeo, se desarrolla un script en Co-
de::Blocks que permite activar la ca´mara con las herramientas de OpenCV. Se comprueba
que la adquisicio´n de v´ıdeo funciona correctamente y con buena velocidad.
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4.1.3. ArUCO
Se realizaron pruebas con ArUCO debido a que esta´ basada en openCV y por lo tanto
la adquisicio´n de v´ıdeo esta´ optimizada.
Para profundizar en la descripcio´n de librer´ıa, consultar la Seccio´n 2.4.
Instalacio´n y Configuracio´n
Al igual que en apartados previos, es necesario obtener algunas dependencias y paque-
tes antes de realizar la instalacio´n de ArUCO, para Ubuntu 12.04 se requiere lo siguiente:
> sudo apt-get libicu-dev freeglut3 freeglut3-dev libgstreamer0.10-dev
libgstreamer-plugins-base0.10-dev libxine-dev
Las librer´ıas de ArUco se descargan en:
> wget http://sourceforge.net/projects/aruco/files/1.2.4/aruco-1.2.4.tgz
Se compilan e instalan las librer´ıas. Se comprueba que la instalacio´n ha sido correcta
ejecutando un ejemplo para crear una tabla de marcadores:
> ./aruco_create_board 5:2 board.png board.yml
Figura 4.9: Marcadores Generados en ArUCO.
Calibracio´n de la Ca´mara
En ArUCO es necesario calibrar la ca´mara para obtener para´metros espec´ıficos y
as´ı generar objetos renderizados de acuerdo a los mismos. En la calibracio´n de la ca´mara,
se obtienen los valores que permiten determinar el punto 3D que se proyecta espacialmente
en el sensor de la ca´mara. Existen para´metros intr´ınsecos y extr´ınsecos. OpenCV permite
obtener los para´metros intr´ınsecos de la ca´mara. Solo se deben presentar frente a la misma,
varias ima´genes de un tablero de ajedrez con dimensiones conocidas como el que se muestra
en la Figura 4.10.
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Figura 4.10: Tablero para calibrar la ca´mara en ArUCO.
Figura 4.11: Calibracio´n de la ca´mara en ArUCO.
La ca´mara se calibra de acuerdo a los siguientes para´metros:
> ./calibration 0 -w 9 -h 6 -s 0.025 -o camera.yml -op ?oe
Donde, 0 es el para´metro de la ca´mara, -w es el ancho del tablero, -h la altura, -s el
taman˜o en metros de los cuadrados y camera.yml, el fichero de salida para la ejecucio´n
de las aplicaciones. ArUco permite trabajar con ma´s de 1024 marcadores, en la Figura 4.12
se presenta una prueba realizada con uno de ellos. En la prueba se reconoce el marcador, el
sistema sobrepone los ejes de coordenadas y un cubo sin aristas sobre el a´rea del marcador,
lo que quiere decir que la ca´mara se calibro´ correctamente.
> cd aruco-1.2.4/
> cd build/utils
> ./aruco_test live camera.yml 0.025
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Figura 4.12: Deteccio´n de un marcador con ArUco y OpenCV.
La siguiente prueba se realizo´ con el tablero de marcadores completo.
> ./aruco_test_board live board.yml camera.yml 0.025
Figura 4.13: Diferentes marcadores en ArUco con OpenCV.
Se comprueba que ArUCO tiene mejor rendimiento que las librer´ıas anteriores, ya que
tiene una tasa de 15 fps.
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Por otro lado, para generar objetos render es necesario integrar ArUco con librer´ıas
de renderizado como OpenGL y OGRE.
Renderizado de objetos con OGRE
La librer´ıa de ArUco incluye un ejemplo de OGRE para ser ejecutado con diferentes
marcadores. Se debe instalar una versio´n espec´ıfica de Ogre3D para ArUco. El proyecto
ha sido probado u´nicamente en Linux, por los desarrolladores, por lo tanto es posible que
no funcione en un sistema operativo diferente.
Se procede entonces a instalar OGRE.
> sudo add-apt-repository ppa:ogre-team/ogre
> sudo apt-get update
> sudo apt-get install libogre-dev
> sudo apt-get install ogre-samples-media ogre-samples-bin
Al realizar el procedimiento anterior, se observa que existen mu´ltiples errores en los
repositorios, esta´n desactualizados y no permiten la descarga de los ejemplos y objetos
render. Esta versio´n de OGRE para ArUCO, esta´ disponible y funciona u´nicamente para
Ubuntu 10, y como ya se explico´ al inicio del Cap´ıtulo, dicha versio´n de Ubuntu no tiene
soporte de Cannonical y por lo tanto no es conveniente instalarla en la BeagleBoard xM.
En la aplicacio´n, al reconocer el tablero de marcadores, el sistema generar´ıa el render
animado que se observa en la siguiente imagen.
Figura 4.14: RA con ArUco y OGRE.
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4.1.4. Pygame - Numpy
De las pruebas anteriores se concluye que las aplicaciones de RA requieren por lo
general del uso de librer´ıas render para generar objetos 3D. Dichos objetos consumen
la mayor parte de los recursos de la tarjeta. Por lo tanto se decide trabajar con una
aplicacio´n que no requiera del uso de objetos render, con el fin de observar la velocidad
de procesamiento y rendimiento de la BeagleBoard xM.
Como se menciono´ en la Seccio´n 2.4, la librer´ıa Pygame se compone de un conjunto
de mo´dulos de Python y esta´ disen˜ada para escribir juegos ba´sicos. Dicha librer´ıa permite
desarrollar aplicaciones gra´ficas sencillas, de RA o de reconocimiento de patrones. Su
instalacio´n es simple y se realizo´ en el apartado de OpenCV (Ver 4.1.2), dentro de la
instalacio´n de los dema´s paquetes.
Caracter´ısticas de la Aplicacio´n
Esta´ disponible para la descarga gratuita, una aplicacio´n de RA, desarrollada con
Python, Pygame y Numpy. El funcionamiento de dicha aplicacio´n consiste en entrenar
como marcador1 un objeto real de forma simple, por medio del reconocimiento de colores.
Una vez entrenado, el marcador puede interactuar con objetos virtuales 2D, como pelotas,
y a su vez activa o desactiva botones virtuales que ejecutan acciones determinadas.
Funcionamiento
El programa esta´ contenido en un solo script. Es necesario guardar las librer´ıas reque-
ridas en la misma ubicacio´n de dicho script. Para ejecutar la aplicacio´n simplemente se
escribe la siguiente instruccio´n en la ruta correspondiente:
> Python Aplicacio´n.py
Al ejecutar la aplicacio´n, se abre una interfaz que muestra el a´rea donde se debe ubicar
el objeto a calibrar y que actuara´ como marcador. Dicha a´rea esta´ representada por un
recuadro rojo, por otro lado, en la esquina superior izquierda se ubica un cuadro con el
color del objeto contenido en el a´rea de calibracio´n. El recuadro rojo se puede adaptar a la
forma del objeto, aumentando de taman˜o con las teclas +/- o desplaza´ndose de izquierda
a derecha y de arriba hacia abajo con las flechas del teclado. En la Figura 4.15 se observa
la zona de calibracio´n.
Para empezar, se debe ubicar un objeto de forma simple frente a la ca´mara. Con el
teclado se ajustan las 3 componentes RBG del color, aumentando o disminuyendo los
niveles de las mismas hasta que el objeto se distinga claramente del fondo; como se ilustra
en la Figura 4.16, para varios objetos circulares de color rojo, azul y amarillo.
Una vez se ha calibrado el color correctamente la aplicacio´n reconocera´ el objeto como
un marcador.
1S´ımbolos o ima´genes donde se superpone informacio´n aumentada. En este caso se denomina marcador
al objeto a calibrar.
54 Aplicaciones gra´ficas en Ubuntu Embebido
Figura 4.15: Zona de Calibracio´n.
Figura 4.16: Reconocimiento de color con Pygame - Numpy.
Aplicaciones gra´ficas en Ubuntu Embebido 55
Ahora, en modo de ejecucio´n, el marcador es capaz de interactuar con objetos 2D,
como las pelotas que se generan en la siguiente imagen.
Figura 4.17: Interaccio´n con objetos 2D.
El marcador puede golpear las pelotas para que se desplacen de un lado a otro. Tambie´n
es posible utilizar el marcador sin el recuadro rojo. En la siguiente figura se realiza una
prueba con un objeto de color amarillo.
Figura 4.18: Marcador Amarillo Calibrado.
De igual manera, el marcador interactu´a con botones. En la siguiente figura, se observa
que al estar en contacto con el boto´n azul aparecen dos botones ma´s, uno verde y uno
rojo. Al estar en contacto con el boto´n verde aparece nuevamente el azul y al estar en
contacto con el boto´n rojo se cierra la aplicacio´n.
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Figura 4.19: Interaccio´n del Marcador con Botones.
La aplicacio´n permite reconocer cualquier color de objetos so´lidos con formas ba´sicas.
En algunas ocasiones la iluminacio´n var´ıa el color de los objetos. Por lo tanto las pruebas
se deben realizar con una buena fuente de luz. La aplicacio´n se ejecuta a una tasa de 12
fps; un rendimiento mayor al de las aplicaciones ejecutadas en los apartados anteriores.
Finalmente se realizaron pruebas con otros objetos de diferentes formas y colores,
como se ilustra en la Figura 4.20. En dichas pruebas se obtuvo resultados similares, en
el reconocimiento y rendimiento.
Figura 4.20: Aplicacio´n de RA en Pygame - Numpy.
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En la Tabla 4.1 se presenta un resumen del rendimiento de las librer´ıas utilizadas para
las pruebas en un Ubuntu embebido.
Tabla 4.1: Rendimiento de Gra´ficos en Ubuntu Embebido.
4.2. Aplicaciones Gra´ficas en Android Embebido
Existe una gran variedad de herramientas libres para el desarrollo de aplicaciones
gra´ficas en Android. Sin embargo para la versio´n embebida no es posible utilizar todas
las herramientas. En los siguientes apartados se describen los alcances de algunas apli-
caciones desarrolladas para Android, desde las ma´s ba´sicas, como juegos sencillos, hasta
aplicaciones de interaccio´n con el mundo real con una ca´mara.
Antes de empezar, es importante mencionar que en la BeagleBoard xM no se pueden
adquirir las aplicaciones a trave´s de la tienda de Android, ya que no tiene asociada una
cuenta de correo.
4.2.1. Programacio´n de Videojuego Ba´sico
Para crear un videojuego y ejecutarlo en la BeagleBoard xM, se utilizaron las herra-
mientas comunes de programacio´n en Android.
Software Requerido
Google ha disen˜ado un paquete de software Android SDK, que incorpora todas las
herramientas necesarias para el desarrollo de aplicaciones en Android. En e´l se incluye
conversor de co´digo, debugger, librer´ıas, emulador, documentacio´n, entre otros1. Para
desarrollar las aplicaciones se deben obtener las siguientes herramientas:
Ma´quina virtual Java http://java.com/es/download/
1Ma´s informacio´n sobre herramientas para Android en: http://www.androidcurso.com/index.php/
tutoriales-android-fundamentos/31-unidad-1-vision-general-y-entorno-de-desarrollo/
100-instalacion-del-entorno-dedesarrollo
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Android Studio http://developer.android.com/sdk/installing/studio.html
Android SDK de Google http://developer.android.com/sdk
Desarrollo del Videojuego
Se programo´ un juego de tres en raya para ejecutarlo en la BeagleBoard xM. El
juego se disen˜o´ para un 1 jugador y multijugador. Como se menciona anteriormente,
se utilizo´ Android Studio. Por lo tanto el co´digo fuente fue escrito en eclipse. Para la
simulacio´n se hace uso de la herramienta Android Device Manager, de la interfaz de
eclipse, donde es posible seleccionar diferentes dispositivos mo´viles con caracter´ısticas
espec´ıficas. De esta manera se puede crear una BeagleBoard xM virtual. Dicha interfaz,
se abre en la opcio´n Window de la barra de herramientas superior. En la siguiente figura
se muestra la interfaz para configurar los emuladores.
Figura 4.21: Android Virtual Device Manager.
Para empezar, se crea un proyecto nuevo en Android1. El juego se disen˜o´ con la
plataforma de desarrollo 4.0.3 de Android2.
1Para crear un proyecto en Android consulte: http://www.androidcurso.com/index.php/147
2Ma´s informacio´n sobre las plataformas de desarrollo para Android en: http://www.androidcurso.
com/index.php/463
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Descripcio´n del Juego Tres en Raya
Una vez creado el proyecto se disen˜an el ı´cono del juego y los layouts correspondientes.
En el layout principal se ubican los botones para un jugador, multijugador y para salir
del juego. El objetivo del juego es formar tres objetos en raya, para este caso los objetos
son galletas o donuts. Los tres objetos pueden formar l´ıneas de tres elementos de manera
vertical, horizontal y en diagonal.
Figura 4.22: I´cono del Juego.
Cada boto´n del layout corresponde a una clase que implementa una actividad. En el
modo de 1 jugador, el usuario juega con la ma´quina en diferentes niveles de dificultad. En
el modo multijugador pueden jugar dos usuarios cambiando el turno cuando lo indique la
ma´quina y finalmente el boto´n salir permite cerrar la interfaz del juego.
Figura 4.23: Layout principal.
Al utilizar el modo de 1 jugador se observan los tres niveles de dificultad; ba´sico,
intermedio y experto. En el nivel ba´sico la ma´quina lanza tiros aleatorios. En el nivel
intermedio se ha implementado inteligencia al juego de manera que bloquea algunos de
los caminos para el usuario. Finalmente en el modo experto el usuario debe hacer un doble
juego para engan˜ar a la ma´quina y ganar.
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Figura 4.24: Layout para 1 jugador.
En la Figura 4.25 se observa el juego en ejecucio´n, el usuario juega en modo ba´sico.
En este caso, es el ganador al formar las tres galletas en raya.
Figura 4.25: Modo para un Jugador.
En la Figura 4.26 se presenta el juego en modo multijugador. Cada jugador escoge un
objeto y lanza cuando sea su turno. En este caso, el turno es para el jugador de la Do´nut.
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Figura 4.26: Modo Multijugador.
Es posible instalar el juego en cualquier dispositivo con Android, con una versio´n
inferior a la 4.0.3. Finalmente se genera el archivo con extensio´n .apk y se instala en la
BeagleBoard xM. Esto puede hacerse guardando la aplicacio´n en el correo electro´nico o
en Dropbox y desde all´ı se descarga y se ejecuta en la placa.
Figura 4.27: Instalacio´n del Juego en la Beagleboard xM.
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Figura 4.28: Ejecucio´n del Juego en la BeagleBoard xM.
Figura 4.29: Ejecucio´n del Juego en la BeagleBoard xM.
De lo anterior se concluye que un juego ba´sico para Android, se ejecuta correctamente
en la BeagleBoard xM, a una velocidad adecuada.
4.2.2. Videojuegos y Rendimiento de gra´ficos
En cuanto a los videojuegos, la BeagleBoard xM tiene la capacidad de ejecutar una
gran variedad. Entre ellos cabe citar, Angry Birds, en las diferentes versiones para An-
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droid, con un excelente rendimiento en la parte gra´fica, como se puede observar en la
Figura 4.30. Por otro lado es posible adaptar dispositivos de audio para el juego e inter-
actuar con la pantalla ta´ctil. Los videojuegos en la BeagleBoard xM, se ejecutan a una
tasa aproximada de 30 fps.
Figura 4.30: Angry Birds en la BeagleBoard xM.
Otro ejemplo de videojuegos para la BeagleBoard xM, es el que se observa en la
siguiente figura, donde se muestra un juego de carreras de veh´ıculos. Para mover el veh´ıculo
de un lado a otro se utiliza el acelero´metro que tiene integrada la tarjeta de la pantalla
ta´ctil. El juego se ejecuta a una tasa de aproximadamente 30 fps, con un excelente detalle
gra´fico.
Figura 4.31: Acelero´metro en la BeagleBoard xM.
Pruebas de Gra´ficos
Se realizaron diferentes pruebas para evaluar el rendimiento de los gra´ficos en 2D y
3D para Android 4.0.3, en la BeagleBoard xM. Se utilizo´ la herramienta RowboPERF,
que incluye demos en 2D y 3D, como los que se ilustran en la Figura 4.32. En cuanto
a gra´ficos 2D, incluye ejemplos para; dibujar arcos, c´ırculos y recta´ngulos; rellenar a´reas;
ejecutar animaciones con formato de mapa de bits y escribir texto. Para los gra´ficos en
3D incluye; aplicaciones para dibujar un cubo con colores, teteras, estrellas, entre otros
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objetos, y por otro lado incluye demos para evaluar la iluminacio´n, texturas, canal1 alfa,
efectos de la reflexio´n y multitexturas.
Figura 4.32: Pruebas de gra´ficos en 2D y 3D.
En la Figura 4.32 se presentan algunas de las diferentes demos 3D, incluidas en la
herramienta RowboPERF. En la imagen superior derecha se observa la demo del hombre
Camaleo´n, donde se muestra un personaje con la piel disen˜ada con matrices e iluminado
con la te´cnica de 3 puntos por p´ıxel. El modelo del hombre Camaleo´n tiene 19 huesos
y un ciclo de animacio´n de 16 frames. La figura inferior izquierda muestra un jarro´n
con reflexiones dina´micas en sus secciones meta´licas. Finalmente, en la figura inferior
derecha, la demo ilustra una coleccio´n de efectos de sombreado, que incluye efectos de
textura, efectos basados en el medio ambiente e iluminacio´n compleja aplicada objetos de
geometr´ıa procesal.
En las tablas 4.2 y 4.3 se presentan los resultados de las pruebas realizadas con
diferentes objetos para gra´ficos en 2D y 3D.
Una vez finalizadas las pruebas y analizados los resultados, se comprueba el alto ren-
dimiento de la BeagleBoard xM bajo Android embebido.
4.2.3. Aplicacio´n de la Ca´mara USB
La interaccio´n con el mundo real es requerida en gran parte de las aplicaciones gra´ficas.
Para ello es necesario el uso de una ca´mara. Para este caso se utilizo´ una ca´mara USB,
teniendo en cuenta las razones expuestas en apartados anteriores.
Como se menciona en la Seccio´n 3.2.2, para desarollar aplicaciones que requieran el
uso de una ca´mara USB, es necesario configurar la aplicacio´n para adquirir el v´ıdeo a
trave´s del esta´ndar UVC (USB Video Class).
1Es el proceso de combinar una imagen con el fondo para crear la apariencia de transparencia.
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Tabla 4.2: Rendimiento de Gra´ficos en 2D.
Tabla 4.3: Rendimiento de Gra´ficos en 3D.
Se parte de la configuracio´n del nodo del dispositivo de v´ıdeo USB. Para la BeagleBoard
xM, es el nu´mero 9, como se ha mencionado en apartados anteriores.
// Se utiliza /dev/videox (x=cameraId+cameraBase).
// Para la BeagleBoard xM /dev/video[9].
private int cameraId=9;
private int cameraBase=0;
Se configura la ca´mara web para una resolucio´n de 640x480 con el formato YUV1.
static final int IMG_WIDTH=640;
static final int IMG_HEIGHT=480;
Teniendo en cuenta que, para este caso es necesario escribir un me´todo nativo para
adquirir la imagen por el puerto USB, se deben utilizar algunas funciones nativas JNI2,
como las que se presentan a continuacio´n:
// Funciones JNI
1YUV es un espacio de color, usado como parte de un sistema de procesamiento de imagen en color.
2Es un framework que permite la interaccio´n entre programas de Java y C/C++
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public native int prepareCamera(int videoid);
public native int prepareCameraWithBase(int videoid, int camerabase);
public native void processCamera();
public native void stopCamera();
public native void pixeltobmp(Bitmap bitmap);
static {
System.loadLibrary("ImageProc");
}static final int IMG_WIDTH=640;
static final int IMG_HEIGHT=480;
Utilizando dichas funciones, se crea un me´todo para adquirir una imagen de la ca´mara
UVC, en formato bitmap. Una vez generado el .apk e instalado en la BeagleBoard xM, se
ejecuta la aplicacio´n como se ilustra en la Figura 4.33.
Figura 4.33: Ca´mara USB en la BeagleBoard xM portando Android.
4.2.4. Librer´ıas de RA y OpenCV
Algunas herramientas para desarrollar aplicaciones de RA en Android, como AndAR,
Vuforia y Metaio Mobile SDK (Serrano, 2012), esta´n configuradas para las ca´maras pre-
determinadas de los dispositivos mo´viles o tabletas. Por lo tanto no es posible utilizar una
ca´mara USB para ejecutar aplicaciones disen˜adas en dichos entornos.
La librer´ıa OpenCV tiene una versio´n para Android. Sin embargo sucede algo similar a
lo mencionado, y aunque esta´ disponible el co´digo fuente y adema´s es libre, el modificar la
programacio´n de la ca´mara para utilizar librer´ıas nativas, como se describe en el apartado
anterior, es una tarea compleja.
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NyARToolKit es una librer´ıa para RA de uso libre (Serrano, 2012). Tiene disponible
el co´digo fuente para su descarga. Dicho co´digo puede ser modificado y compilado sin
inconvenientes, utilizando Android Studio.
Para adaptar la ca´mara USB al NyARToolKit, es necesario modificar la clase de la
vista previa de la ca´mara, combinando la aplicacio´n desarrollada en el apartado anterior
con los me´todos de dicha clase. Una vez realizadas las modificaciones, se compila el co´digo,
se genera el .apk correspondiente y se instala en la BeagleBoard xM. Al ejecutar la apli-
cacio´n se genera un render animado que se desplaza sobre el marcador Hiro. El resultado
obtenido se presenta en la Figura 4.34. La aplicacio´n se ejecuta a una tasa aproximada
de 15 fps.
Figura 4.34: NyARToolKit en la BeagleBoard xM portando Android.
En la Tabla 4.4 se presenta un resumen del rendimiento de las librer´ıas utilizadas para
las pruebas en un Android embebido.
Tabla 4.4: Rendimiento de Gra´ficos en Android Embebido.
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4.3. Comparacio´n de Resultados entre Ubuntu y An-
droid
Luego de finalizar las pruebas realizadas con los dos sistemas operativos: Android
y Ubuntu, se hace un ana´lisis sobre las ventajas y desventajas de cada uno. Por una
parte, Ubuntu permite fa´cilmente el uso de una ca´mara USB para las aplicaciones de
reconocimiento de patrones o de RA. Sin embargo no tiene disponible una versio´n con
pantalla ta´ctil y con los dema´s dispositivos habilitados, como el acelero´metro, los botones
de navegacio´n y la antena de WiFi. Para ello hay que modificar y compilar el Kernel de
Linux, una tarea larga y compleja. Adema´s la conexio´n a la red debe realizarse por medio
de un cable ethernet.
Por otro lado, Android no permite en un principio el uso de una ca´mara USB, por lo
que se debe compilar el kernel nuevamente, an˜adiendo los controladores necesarios para
el esta´ndar de v´ıdeo USB (UVC), y de igual manera se deben modificar todas las librer´ıas
en el caso de RA ya que vienen configuradas para otro tipo de ca´maras. Sin embargo
Android tiene un mejor rendimiento de gra´ficos 2D, 3D y una mejor interaccio´n para el
usuario con la pantalla ta´ctil y la conectividad mediante WiFi, comparado con Ubuntu.
A continuacio´n se presenta una tabla donde se resumen las caracter´ısticas ma´s impor-
tantes de cada sistema operativo, teniendo en cuenta los aspectos mencionados previa-
mente.
Tabla 4.5: Tabla comparativa entre Android y Ubuntu portados en la BeagleBoard xM.
Cap´ıtulo 5
Conclusiones y Trabajo Futuro
La principal motivacio´n de este trabajo de investigacio´n consistio´ en construir un dis-
positivo hardware que permitiera ejecutar diferentes aplicaciones gra´ficas, con un rendi-
miento comparable a los dispositivos mo´viles o a las tabletas. Se seleccionaron los sistemas
embebidos teniendo en cuenta sus altas capacidades de procesamiento y las mu´ltiples he-
rramientas disponibles para su programacio´n. Por otro lado, se requer´ıa que el dispositivo
se adaptara fa´cilmente a diferentes estructuras, de manera que fuera posible integrarlo
a juguetes, veh´ıculos u otro tipo de dispositivos para el entretenimiento, aprendizaje o
procesos industriales.
5.1. Conclusiones
Durante el desarrollo del presente trabajo se han conseguido una serie de objetivos
planteados en un principio:
1. Se realizo´ una bu´squeda exhaustiva de diferentes sistemas embebidos que cumplie-
ran con las condiciones requeridas para la construccio´n del dispositivo hardware. Se
estudiaron las caracter´ısticas y herramientas de programacio´n de cada uno. Final-
mente fue seleccionada la BeagleBoard xM, para la construccio´n de un prototipo de
pruebas, teniendo en cuenta sus prestaciones y precio.
2. Se hizo una revisio´n bibliogra´fica sobre las aplicaciones gra´ficas existentes, desa-
rrolladas en la BeagleBoard xM, con el fin de conocer sus alcances, limitaciones,
rendimiento y las herramientas software utilizadas en los diferentes proyectos.
3. Una vez seleccionada la BeagleBoard xM, se buscaron diferentes accesorios para la
construccio´n del prototipo, como la pantalla ta´ctil, la ca´mara, la bater´ıa porta´til,
diferentes perife´ricos, entre otros. Por otro lado se analizaron algunos aspectos, como
el taman˜o, la conectividad y el precio final.
4. Se realizo´ un estudio sobre los diferentes sistemas operativos disponibles para la
BeagleBoard xM, y luego de un ana´lisis exhaustivo, se selecciono´ Android y Linux
para realizar las pruebas, teniendo en cuenta que son sistemas operativos libres y
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con una gran variedad de herramientas gratuitas, disponibles para el desarrollo de
aplicaciones.
5. Tanto Android como Ubuntu fueron portados en la BeagleBoard xM. Se trabajo´ con
varias versiones y se describieron detalladamente los problemas presentados en la
instalacio´n y configuracio´n de cada sistema operativo. Finalmente, se sen˜alaron las
ventajas y desventajas de cada uno.
6. Teniendo en cuenta la revisio´n bibliogra´fica realizada en un principio, se utilizaron
diferentes herramientas software para evaluar el rendimiento de las aplicaciones
gra´ficas de 2D y 3D en la BeagleBoard xM, haciendo e´nfasis en aplicaciones de
interaccio´n en tiempo real, como el reconocimiento de patrones y la RA.
Con respecto al primer objetivo, se encontro´ una gran variedad de sistemas embebidos,
entre ellos esta´n; las FPGAs, las plataformas OMAP, Arduino, Raspberry Pi y la Beagle-
board. Las FPGAs y las plataformas OMAP tienen un coste elevado y su programacio´n
es compleja. Arduino se especializa fundamentalmente en aplicaciones de electro´nica y
robo´tica. Por lo tanto no esta´ orientado hacia la parte gra´fica. Raspberry Pi, es una tar-
jeta de bajo coste y especializada en multimedia. Pero su procesador no tiene la potencia
suficiente para la ejecucio´n de aplicaciones gra´ficas. Finalmente la BeagleBoard, combina
su gran capacidad de rendimiento con un precio asequible, adema´s de la gran cantidad
de herramientas libres y disponibles para su programacio´n. Teniendo en cuenta estos as-
pectos se selecciono´ la u´ltima versio´n de la BeagleBoard para construir un prototipo de
pruebas.
En el segundo objetivo, se encontraron una gran cantidad de aplicaciones gra´ficas
desarrolladas en las diferentes versiones de la BeagleBoard, en su mayor´ıa aplicaciones
para el reconocimiento de patrones, como el color o la forma y el conteo de objetos. En
cuanto a aplicaciones de RA se han hecho principalmente trabajos utilizando FPGAs y
solo algunos utilizando la BeagleBoard. La librer´ıa ma´s utilizada para las diferentes apli-
caciones gra´ficas ha sido OpenCV, debido a que es gratuita y posee diversas herramientas
u´tiles para el desarrollo de aplicaciones gra´ficas.
Teniendo en cuenta que se requer´ıa la portabilidad del prototipo, se encontraron varios
accesorios de la BeagleBoard xM, para cumplir este objetivo. Se selecciono´ un dispositivo
de visualizacio´n con pantalla ta´ctil, que incluye una antena WiFi, acelero´metro, y boto-
nes de navegacio´n. De igual manera hay disponibles ca´maras y bater´ıas porta´tiles para
la BeagleBoard xM. Sin embargo dichos accesorios incrementan el coste del prototipo
significativamente. Por lo tanto se decidio´ utilizar una ca´mara web. Finalmente para la
alimentacio´n se utilizo´ un adaptador de 5 Volts.
Con respecto al cuarto objetivo, se encontro´ que existen varios sistemas operativos para
la BeagleBoard xM, como Linux, VxWorks, Android, iOS y Windows CE. Teniendo en
cuenta que el objetivo es desarrollar aplicaciones gra´ficas, se selecciono´ Android y Linux,
para hacer las pruebas en el prototipo, ya que son libres, gratuitos y han sido utilizados
ampliamente en diferentes proyectos de reconocimiento de patrones, RA y videojuegos.
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En el quinto objetivo se instalo´ Ubuntu y Android en la BeagleBoard xM. En cuanto
a la instalacio´n de Ubuntu, se presentaron problemas con las versiones inferiores a la
12, ya que no tienen soporte de Cannonical, y por lo tanto solo es posible utilizar las
versiones LTS o con soporte de larga duracio´n. Adema´s, no existe una versio´n disponible de
Ubuntu, con soporte, que tenga configurada la pantalla ta´ctil, el acelero´metro y los botones
de navegacio´n. Para su funcionamiento, se debe cambiar la configuracio´n del Kernel y
compilarlo nuevamente. Por esta razo´n la interaccio´n del usuario y la BeagleBoard xM,
se debe realizar mediante el teclado y el rato´n, lo que disminuye la portabilidad del
prototipo. Finalmente, fue necesario instalar una interfaz gra´fica para interactuar con el
sistema operativo.
En cuanto a la instalacio´n de Android, no se presentaron inconvenientes de soporte.
Existen mu´ltiples versiones disponibles de descarga gratuita para Android, con la pantalla
ta´ctil, el acelero´metro y la antena WiFi habilitada. En este caso se trabajo´ con la u´ltima
disponible, que es la Ice Cream Sandwich 4.0.3. Sin embargo, en Android se presentaron
problemas para utilizar la ca´mara web, ya que no viene habilitado el controlador por de-
fecto. Para habilitar el controlador UVC que permite activar la ca´mara USB, fue necesario
modificar y compilar el Kernel de Linux. Esta tarea fue compleja y requirio´ de una larga
investigacio´n y diferentes pruebas.
En el objetivo final, se realizaron diferentes pruebas con varias herramientas para el
desarrollo de aplicaciones gra´ficas en Ubuntu y Android. En Ubuntu se utilizo´ NyARToo-
likt, OpenCV, ArUCO y Python. NyARToolKit se instalo´ y ejecuto´ correctamente en la
BeagleBoard xM. Sin embargo su rendimiento no fue el esperado, ya que los gra´ficos en
2D se ejecutaron a una tasa ma´xima de 10 fps y los gra´ficos en 3D a una tasa ma´xima de
4 fps para una resolucio´n de 320 x 240. ArUCO y Python utilizan OpenCV para activar
el v´ıdeo de la ca´mara, adema´s de otras funciones. Por lo tanto el primer paso fue instalar
la librer´ıa de OpenCV, dicha librer´ıa se instalo´ y configuro´ correctamente tras solventar
algunos problemas y fue un proceso largo. En el caso de ArUCO, fue posible su instala-
cio´n y el entrenamiento de los marcadores. Sin embargo la adaptacio´n de OGRE como
librer´ıa de objetos render, no se logro´ debido a problemas de repositorios desactualizados.
Se decidio´ trabajar con aplicaciones ma´s sencillas. Por ello se instalo´ una aplicacio´n de RA
sencilla con reconocimiento de color, desarrollada en Python. Dicha aplicacio´n presento´ un
buen rendimiento y se ejecuto´ a una tasa de 12 fps.
En Android, se programo´ un juego ba´sico con Android Studio, el juego se ejecuto´ co-
rrectamente. Por otro lado se observo´ que los videojuegos como Angry Birds y de carreras
de coches tienen un alto rendimiento gra´fico. Adema´s pueden interactuar con el ace-
lero´metro, integrado en la tarjeta de la pantalla ta´ctil. Tambie´n, se realizaron pruebas
para evaluar el rendimiento de los gra´ficos 2D y 3D, utilizando la herramienta Rowbo-
PERF. Los gra´ficos en 2D se ejecutaron a una tasa ma´xima de 60 fps y los gra´ficos en 3D
a una tasa ma´xima de 61 fps. De estas pruebas se concluye, que notablemente Android
tiene un rendimiento gra´fico superior a Ubuntu. Sin embargo, la principal desventaja de
Android, esta´ en las aplicaciones con interaccio´n en tiempo real que requieren una ca´mara
USB; como las de reconocimiento de patrones y las de RA, ya que es necesario configurar
las librer´ıas para el uso de una ca´mara web. En algunos casos esto es posible, como en
NyARToolKit. Aunque es una tarea compleja debido al volumen de co´digo y a que la do-
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cumentacio´n esta´ escrita en Japone´s. En otros casos como en AndAR, Vuforia y Metaio
Mobile SDK se debe utilizar la ca´mara nativa.
Para finalizar, se realiza un ana´lisis global de los resultados en la Tabla 5.1.
Tabla 5.1: Resumen global de los resultados obtenidos en el prototipo de pruebas.
5.2. Trabajo Futuro
El trabajo presentado, es el primer paso en el desarrollo de prototipos hardware para
la ejecucio´n de aplicaciones gra´ficas. Como continuacio´n de la investigacio´n se proponen
los siguientes puntos:
Modificar Versiones de Ubuntu. Modificar el Kernel de manera que la u´ltima
versio´n disponible de Ubuntu, permita el uso de la pantalla ta´ctil, el acelero´metro
y los botones de navegacio´n. En el presente trabajo se describio´ el proceso para
programar y compilar el kernel de Linux.
Modificar Herramientas Software. Programar algunas de las herramientas soft-
ware libres de Android, como OpenCV, para el uso de una ca´mara USB. Hecho que
permitir´ıa la ejecucio´n de diversas aplicaciones de interaccio´n con el mundo real en
la BeagleBoard xM.
Ca´mara Integrada en la BeagleBoard xM. Realizar pruebas con la ca´mara LI
(Ver Seccio´n 3.5), que esta´ especialmente disen˜ada para la BeagleBoard xM. Dicha
ca´mara tiene una mayor velocidad de procesamiento y al utilizarla posiblemente se
superar´ıan los problemas de programacio´n que se presentan con la ca´mara USB.
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Por otro lado, ser´ıa posible emplear las herramientas para Android, como AndAR,
Vuforia y Metaio Mobile SDK en la BeagleBoard xM.
Bater´ıa Porta´til. Al utilizar una bater´ıa porta´til recargable, se incrementar´ıa la
portabilidad del prototipo hardware.
Tarjeta PandaBoard. La PandaBoard es una placa de desarrollo similar a la
BeagleBoard xM. Sin embargo tiene un procesador ma´s potente (ARM Cortex-A9).
Por otro lado cuenta con un procesador gra´fico integrado (SGX540), su precio solo
se incrementar´ıa en un porcentaje pequen˜o, con respecto a la BeagleBoard xM.
Adema´s, dicha tarjeta se ha utilizado con e´xito en aplicaciones de RA donde se
requiere un alto nivel en el procesamiento gra´fico. Al emplear la PandaBoard para
la construccio´n del prototipo, probablemente se incrementar´ıa el rendimiento de las
aplicaciones gra´ficas.
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