This is the portion of the design process which provides a description of the system used as input to the implementation phase of the software life cycle. We believe that this design must accurately describe all the intended operations of the system to avoid the risk of 'interpretation' by programmers.
Our discussion will make it clear that strict top down design techniques do not provide the designer an opportunity to specify the error handling features of a system. Acknowledging the mounting interest in 'structured design methods, ' we must be certain that these methods address all of our requirements as designers, and that adopting them would not preclude certain design decisions. Additionally, the heightened reliability requirements of our systems necessitate that design methods provide the opportunity to address error handling issues.
Section 2 describes the software design environment we are considering.
Section 3 defines techniques, standards, and tools often applied in the detailed design phase.
The software design process is investigated By examining the activities performed during that effort in section 4. Section 5 details the problem encountered when using generic top-down methods in relation to the design of error handling facilities.
Finally, section 6 describes how a bottom-up substep can be incorporated into existing methods to eliminate the problem.
SOFTWARE DESIGN ENVIRONMENT
For purposes of this paper, we will adhere to the definitions for 'life cycle' and 'method' found in [MCDE84] . The software life cycle defines a series of system views, each progressing from the abstract to the more concrete.
A development method is concerned with the activities on one or more of these levels and comprises three distinct pieces: notation, guidelines, and analysis.
The guidelines define rules for transforming the system at the previous level to the system at the current level.
The current level is expressed in the notation defined by the method.
Analysis is used to verify consistency within a level as well as that Between levels.
A software development effort includes selection of a method to Be applied in each life cycle phase. As indicated in the introduction, we are primarily concerned with the 'detailed design phase' where a representation of the system that can be used as a baseline for the coding or implementation phase is produced. In the case of Object Oriented Design, once the objects and operations have been defined, the designer must define the interfaces to these operations, perform a stepwise decomposition of the highest level module, and then repeat the entire design process for the newly defined operations.
The stepwise decomposition of the highest module defines the interaction of this module with the newly defined operations. The implementation of these operations is not considered; they are 'abstractions.' Structured design incorporates a similar set of tasks for the design process, the main difference being the rules (guidelines) used to define the modules that 'implement' the current module.
In structured design, only the structure of the system is defined.
No method for defining the algorithmic portion of each module is proposed.
If the technique employed to define each module's implementation section applies a top-down approach, then the entire detailed design phase is considered top-down.
Additionally, DoD standards and guidelines [DOD] for developing software systems impose a top-down structure on the development process.
Unless alternate development techniques are approved by the contracting agency (see [SDSTSS] ), top-down design, top-down coding, and top-down testing are required.
As will be argued in the remainder of this paper, the use of a top-down ordering of the entire detailed design process is not desirable. 
SOFTWARE DESIGN PROCESS
Consider the activities that occur during a typical detailed design effort.
The selected method defines a set of guidelines which describe the steps a designer must undertake during the design process. As stated above, the design at this level typically includes module definitions, their relationships with each other, data definitions, and a description of the processing each module should undertake.
The generic top-down design techniques being considered proceed as follows. First, select an undefined module and follow the guidelines specified by the technique. These guidelines result in additional modules and data definitions being defined.
Second, determine the interfaces of these new modules and data objects. The guidelines may then suggest one of two possibilities.
In the case of Object Oriented Design, stepwise refinement or some other technique is adopted to define the processing of the module.
Once this is accomplished, the method is recursively applied to any resulting modules too large to be described as a single unit. An alternative approach, which might be found in a Structured Design, would be to first repeatedly apply the method to any undefined modules, completely defining the modular structure of the system and the interfaces to these modules.
Once the entire system is decomposed, each module's processing is described, most likely in a top-down order. Two assumptions concerning the error handling facilities of a module, which will be justified below, are that these facilities will not be known until the module's implementation is designed, and that these facilities will change the interface of the module.
Based on these two assumptions, the design of every implementation section may change the associated interface.
Therefore, the design of the processing section described above may become invalid when the subordinate modules' processing sections are defined.
Since Accordingly, at the outset, the response to these errors will also be unknown. Therefore, there is a considerable potential that the interface of a module will be changed after that interface has been defined and used during earlier design activities.
The basic flaw described above is a consequence of the designer's reliance on the abstractions of other modules. The principle of abstraction has proven very useful in defining the structure of a system. However, it generally does not apply to the entire design process. It is unwise to design the implementation section of a module based on a number of abstractions if there is a likelihood that the abstractions will change. Doing so creates the potential for considerable rework and deviation from contractual standards and procedures. The assumption made above that "a complete design, at the detailed level, will specify the potential error situations as well as the desired response to those errors," should be discussed.
The content of a detailed design is a subjective decision.
The life cycle phase considered in this paper, labeled 'detailed design,' was more accurately defined as the phase prior to implementation.
Thus, the output of this phase, a description of the system in the selected notation, will be given to a programming staff for purposes of implementation. Alternatives to the above assumption are to not specify the error handling facilities to be incorporated by the system, or to specify them only partly.
Consequently, the programmer must decide between not including any error handling facilities since they were not defined, or in the case of Ada, providing a general error handler that catches any error raised in or propagated to a module. 
Letter on ERTS and LEGO Richard Currey
In your July 86 issue, David Bunting wrote to you on Embedded Real Time Systems (ERTS).
Included was his wish list for the "perfect" data base system and the implied reference that building this system would be less complex than building with LEGO® bricks.
As an employee of LEGO Systems, Inc. (the U.S. division) and a Computer Scientist, I resent that! Anyone who has worked with our product knows how easy it is to build the models (our instructions don't even have any words in them). Can any computer manufacturer claim that their instructions don't have any words?
Any one of our bricks can be used with any other brick in some way without any changes (recompling or relinking).
I only know of one manufacturer who even claims that they can use any of their pieces with any other (software with hardware that is).
At any rate, LEGO ~ bricks and computer systems are very similar. In both cases you take individual pieces, put them together, change them when they turn out not quite right, go through many iterations of this process, and when you're all done, look back and say "was it really worth all that?
No. But it sure was fun!" Good luck to all those waging war against "the enemy" (neo-Napoleonic method, of course).
Logistics Systems Analyst LEGO Systems, Inc.
