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Cílem této práce je vytvořit vytvořit demonstrační program na téma Fourierova transfor-
mace. V úvodní části je shrnuta teorie týkající se jednotlivých typů Fourierovy transformace
a je ukázán postup jejich numerické aproximace. V další kapitole jsou popsány již existu-
jící applety. Následně je navržena vlastní demonstrace, je popsána její implementace. Jsou
uvedeny příklady použití výsledné aplikace a shrnuty reakce jejích uživatelů.
Abstract
The aim of this work is to create a program demonstrating the Fourier transform. The
introductory section summarizes the theory of Fourier transform and shows the procedure
for its numerical approximation. The following chapter describes the existing applets. Sub-
sequently, the concept of the demonstration and its implementation are described. The final
part contains tutorial examples of using the application and summary of users’ reactions.
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Zpracování signálů je oborem informatiky, který je využíván v řadě různých oblastí. Jeho
nejvýraznější uplatnění je při zpracování audiovizuálních dat, jako je třeba rozpoznávání
hlasu nebo komprimace obrazových souborů. Dále nalézá využití např. při kódování infor-
mací pro vysokorychlostní přenos dat na internetu, či při předpovídání vývoje na finančních
trzích.
Jedním z používaných postupů je spektrální analýza, často realizovaná pomocí Fou-
rierovy transformace (FT). Pro studenty je tedy jistě důležité chápat principy FT. Toto
pochopení výrazně znesnadňuje existence několika různých variant FT. Jednotlivé varianty
FT poskytují obdobné výsledky, ale odlišují se zejména tím, jaký druh signálu jim slouží
za vstup a jaké spektrum produkují (je-li signál spojitý či diskrétní, zda je periodický či
nikoliv, obdobně spektrum může být spojité i čárové, (ne)periodické). Z tohoto důvodu je
první setkání s FT pro většinu studentů matoucí.
Významným mezníkem v oblasti zpracování signálů, který výrazně urychlil výpočty
spektra a tím umožnil tak široký rozvoj, byl objev algoritmu FFT (Fast Fourier Trans-
form) [1]. Tento algoritmus je názornou ukázkou programátorské zásady ”divide et impera“,
je jednoduchý na implementaci a výrazně urychluje výpočet. Z těchto důvodů ho lze označit
jako ”populární algoritmus“ a na internetu se vyskytuje řada appletů, které ho ilustrují.
Takovéto demonstrace sice lze použít na ukázání vazby mezi signálem a spektrem, už ale
neukazují další vlastnosti FT a jejích jednotlivých variant. Úkolem mojí práce proto bude
vytvoření internetové demonstrace FT, která by názorně ukázala vlastnosti FT a osvětlila
vztahy mezi jejími variantami.
Tato práce si klade za cíl shrnout a zhodnotit aktuálně existující demonstrační applety
na téma Fourierova transformace, poté navrhnout a implementovat vlastní demonstraci,
která bude použitelná pro výukové účely, a následně tuto demonstraci otestovat a vyhod-
notit její přínos pro výuku.
Kapitola 2 je věnována teorii, popisuji zde jednotlivé typy Fourierovy transformace,
zejména jejich vzájemné vztahy a způsob, jak je lze numericky spočítat. V kapitole 3 ana-
lyzuji existující demonstrace, hledám jejich slabiny i silné stránky. Následující kapitoly se
zabývají návrhem (kapitola 4), implementací demonstrace (kapitola 5), popisem dokončené




V této kapitole vypisuji vzorce pro jednotlivé typy transformace a popisuji jejich vlast-
nosti. Dále stručně popisuji postup při vzorkování. Největší význam kladu na poslední
část kapitoly, ve které jsou odvozeny vztahy, pomocí nichž lze aproximovat jednotlivé typy
transformace. Tato kapitola je zpracována podle [2] a [3].
2.1 Fourierova transformace
2.1.1 Fourierova řada (FŘ)
Jako Fourierovu řadu označujeme rozklad periodického signálu se spojitým časem x(t) s pe-





kde ω1 označuje základní kruhovou frekvenci ω1 = 2piT1 .
Reálnou funkci kosinus lze rozložit na součet dvou komplexně sdružených komplexních
exponenciál cos(x) = e
jx+e−jx
2 (imaginární složky se navzájem odečtou). Proto pro reálné
signály můžeme definiční rovnici FŘ přepsat do tvaru
x(t) = c0 +
∞∑
k=1
2|ck| cos(kω1t+ arg ck).
Vidíme, že koeficient c0 tvoří stejnosměrnou složku, zbylé dvojice ck a c−k tvoří jednotlivé
harmonické složky.
Spektrum reálného signálu tedy tvoří komplexně sdružené koeficienty, při jejich grafic-
kém znázornění se to projeví tak, že absolutní hodnoty budou tvořit sudou funkci, argu-
menty lichou.








2.1.2 Fourierova transformace (FT)
FŘ je omezená pouze na periodické signály, jejím zobecněním i pro neperiodické signály












2.1.3 Fourierova transformace s diskrétním časem
Fourierovu transformaci s diskrétním časem (zkr. DTFT1) získáme výpočtem FT ze signálu












DTFT je spojitá, protože signál může být jakýkoliv, a periodická, neboť signál je dis-
krétní.
2.1.4 Diskrétní Fourierova řada (DFŘ)
DFŘ slouží ke spektrální analýze diskrétních periodických signálů. Spektrum bude perio-
dické, protože je signál diskrétní, a bude tvořené jednotlivými koeficienty, protože je signál
periodický.
Signál je vyjádřen jako součet komplexních exponenciál na násobcích základní normo-


















2.1.5 Diskrétní Fourierova transformace (DFT)
DFT se od DFŘ liší pouze typem uvažovaného signálu, jedná se pouze o jednu periodu,
tedy o N vzorků (jak u signálu, tak ve spektru). Číselně nabývá stejných hodnot; stejné





















Algoritmus FFT Výše uvedené vztahy již umožňují přímou implementaci na počítači
prostřednictvím cyklů, takováto implementace ale není příliš efektivní – pro výpočet jednoho
vzorku je potřeba 2N komplexních operací, pro výpočet celého spektra o N vzorcích je tedy
třeba 2N2 operací.
V roce 1965 James Cooley a John Tukey znovuobjevili (algoritmus byl znám již C. F.
Gaussovi) algoritmus FFT (Fast Fourier transform) [3], který umožňuje DFT spočítat se
složitostí N log2N . Je založen na principu ”divide et impera“, vstupní pole dělí rekurzivně
vždy na dvě části, pro něž je výpočet DFT stále jednodušší.
Nejpoužívanější podobou je dělení vstupního pole na poloviny – odtud plyne omezení,




e[N/2] := x[sudé indexy];
d[N/2] := x[liché indexy];
E[N/2] := fft(e);
D[N/2] := fft(d);
foreach D[k]: D[k] *= e^(-2pik/N);
for (k := 0..N/2)
X[k] = E[k] + D[k];
X[k + N/2] = E[k] - D[k];
return X;
}
Na obrázku 2.1 je nakresleno schéma výpočtu FFT. Na základě jeho vizuální podoby se
říká, že výpočet je rozdělen do tzv. ”motýlků“.
Při praktickém použití se tento algoritmus dále optimalizuje: kopírování dat do dvou
menších polí se nahrazuje změnou indexování v poli původním, odstraňuje se rekurze, před-
počítávají se faktory e−2pi
k
N , případně se provádí paralelizace výpočtu.
2.1.6 Vlastnosti FT
Vlastnosti popsané v této kapitole platí pro všechny typy transformace, budou se lišit pouze
typy signálu a spektra. Např. v případě FŘ není možné uvažovat jeden Diracův impuls, ale
protože signál musí být periodický, lze uvažovat pouze periodický sled Diracových pulsů.
Spektrum kosinového signálu Spektrem kosinusovky je dvojice pulsů. Názorně to
lze demonstrovat na příkladu FŘ. Mějme spektrum tvořené koeficienty c1 = Aejϕ0 a
c−1 = Ae−jϕ0 , ostatní jsou nulové. Signál x(t) se pak podle definice FŘ rovná Aejϕ0e1jω1t+










































































































































































































Obrázek 2.1: Schéma výpočtu FFT – tzv. ”motýlci“
Spektrum obdélníkového signálu Mějme periodický sled obdélníkových impulsů a















Vidíme tedy, že spektrem obdélníku je kardinální sinus.2
Spektrum Diracova impulsu Diracův (jednotkový) impuls je nulový ve všech bo-
dech s výjimkou bodu t = 0, kde nabývá hodnoty δ(0) = ∞. Pro jeho mocnost platí∫ +∞




δ(t)e−jωt dt = e0 = 1.
Spektrum Diracova impulsu je tedy tvořeno rovnoměrným zastoupením všech frekvencí.
Posun signálu Chování při posouvání signálu ukáži na příkladu posunutého jednotko-
vého impulsu. Mějme jednotkový impuls posunutý do času τ (tedy pouze v čase τ má




δ(t− τ)e−jωt dt = ejωτ .
Amplituda tedy zůstává stejná, |ejωτ | = 1. Mění se fáze, arg ejωτ = τω. Grafem fáze je
přímka, ale oproti předchozímu případu je nakloněná.





±jyz dz = 2xsinc(xy)
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Roztažení signálu Při roztažení signálu dochází k zúžení spektra. Protože pokud mě-
níme časové měřítko signálu, měníme i jeho základní frekvenci









Linearita Všechny typy FT zachovávají lineární kombinaci: spektrum součtu signálů od-
povídá součtu spekter a naopak
ax(t) + by(t) F←→ aX(jω) + bY (jω).
2.2 Vzorkování
Vzorkování signálu je proces převodu spojitého signálu na posloupnost diskrétních vzorků.
Teoretickým vysvětlením vzorkování je vynásobení vzorkovaného signálu periodickým sle-
dem Diracových impulsů. Diracův impuls δ(t− τ) má vzorkovací schopnost, platí že∫ +∞
−∞
x(t)δ(t− τ) dt = x(τ).
Výsledkem vynásobení signálu a sledu Diraců s periodou T je sled Diracových pulsů, které
ale nemají jednotkovou mocnost, nýbrž mocnost danou hodnotou signálu v bodech nT .
Diskretizací signálu dochází ke zperiodizování spektra. Je to dáno tím, že v případě
diskrétních kosinusovek platí
cos[(ω + 2kpi)n+ ϕ] = cos(ωn+ 2kpin+ ϕ) = cos(ωn+ ϕ).
Obsahuje-li tedy spektrum frekvenci ω, musí obsahovat i frekvence ω + 2kpi.
Při vzorkování je nutné dodržovat vzorkovací (Shannonův) teorém, který říká, že
při vzorkování musí být nejvyšší frekvence zastoupená v signálu menší nebo rovna polovině
vzorkovací frekvence:
ΩS > 2ωmax.
Při jeho nesplnění dochází k aliasingu a tím destrukci původního signálu. V takovém
případě je potřeba zvýšit vzorkovací frekvenci ΩS , aby opět platilo ΩS > 2ωmax. Není-li toto
možné, lze použít antialiasingový filtr – dolní propusť, který sníží nejvyšší frekvenci ωmax
vstupního signálu. Při zpětné transformaci z takto upraveného spektra nevznikne zcela
shodný signál, ale bude původnímu signálu alespoň podobný.
2.3 Aproximace pomocí DFT
Z hlediska mojí práce je tato podkapitola nejdůležitější částí této sekce, odvozuji zde pra-
vidla použitá při implementaci demonstrace jednotlivých typů transformace.
2.3.1 Aproximace FŘ
Nejprve je třeba navzorkovat jednu periodu T1 spojitého signálu, vzorkováním se vzorkovací
periodou T získáme N vzorků, platí T1 = TN , základní frekvence je ω1 = 2piTN . Ve vztahu
9
pro výpočet koeficientů FŘ pak můžeme spojitý čas t nahradit násobky vzorkovací periody

























Přesně tato rovnost platí jen v případě, že je splněn vzorkovací teorém, tedy všechny
koeficienty spektra s indexem větším než N2 musí být nulové, a dále N diskrétních vzorků
musí pokrýt přesně jednu periodu spojitého signálu (případně celý počet period). V opač-
ném případě nevznikne při zpětné transformaci původní signál, dojde k jeho zkreslení.
Při zpětné transformaci se hodnotou N vynásobí spočítané hodnoty signálu. Tímto
výpočtem získáme pouze N hodnot původně spojitého signálu, ostatní hodnoty signálu
získáme interpolací. Počet získaných vzorků signálu lze zvýšit tím, že do spektra vložíme
další nulové vzorky odpovídající vyšším frekvencím – tzv. zero-padding.
2.3.2 Aproximace FT
Je třeba navzorkovat vstupní signál, proto bude muset být splněn vzorkovací teorém, jinak
nebude možné přesně nasyntetizovat původní signál. Další podmínkou je, aby byl signál
v čase omezen v rozmezí 0 . . . T1. (Je-li omezen jinde, jde to vyřešit posunem signálu a
úpravou fáze ve spektru.)
Integrál v definičním vztahu FT lze aproximovat pouze pro násobky N -tého dílu vzor-
kovací frekvence kΩsN (kde ΩS =
2pi



























Tímto výpočtem jsme získali jenN diskrétních vzorků teoreticky spojitého spektra, další
hodnoty získáme interpolací. Přesnější průběh spektrální funkce X(jω) lze získat doplněním
signálu dalšími nulovými vzorky (zero-padding).
Postup při odvozování zpětné transformace je podobný, integrál nahradíme sumou, spo-
jitou frekvenci násobky dílu vzorkovací frekvence (ω → kΩSN = k 2piTN ), spojitý čas diskrétními












Opět je vhodné použít interpolaci a zero-padding.
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2.3.3 Aproximace DTFT
DTFT není nic jiného, než FT spočítaná z navzorkovaného signálu, podmínky při její
aproximaci jsou tedy podobné, jako v předchozím případě. Vstupní signál musí být omezen
v rozsahu 0 . . . N − 1, při zobrazování spektra provádíme interpolaci.
2.3.4 Aproximace DFŘ
Hodnoty DFT a DFŘ se od sebe prakticky neliší, DFŘ je zperiodizovaná DFT. Při výpočtu
DFŘ vezmeme jednu periodu ze signálu, spočteme DFT a výsledek zperiodizujeme. Stejný




V této kapitole bych chtěl popsat několik existujících webových demonstrací. Nebude se jed-
nat o úplný výčet všech existujících appletů (to by ani nebylo možné), ale o jistý vzorek, na
jehož základě budu moci poukázat na chyby, které brání příjemnému používání, a současně
najít pozitivní vlastnosti, kterými se budu inspirovat při návrhu své vlastní demonstrace.
3.1 Kostadin Dabov, Tampere University of Technology
http://www.cs.tut.fi/~dabov/fft/index.html, viz obr. 3.1.
Toto je uživatelsky příjemný applet ačkoliv má poměrně omezené možnosti. Předvádí
algoritmus FFT, pouze transformaci ze signálu na spektrum, opačně nikoliv. Uživatel si
může zvolit mezi zobrazením spektra v algebraickém nebo goniometrickém tvaru a má na
výběr několik stylů zobrazení (diskrétní vzorky, analogový signál, . . . ).
Nejsou zde žádné předdefinované signály, jedinou možností je ruční zadávání. Vstup je
možný v několika režimech – normální vkládání, posun celého signálu, znegování aktuální
hodnoty a vynulování. Je velmi příjemné, že na úpravu vstupu reaguje ihned během zadá-
vání. Bohužel zde nejsou vyřešeny rychlejší pohyby myší při zadávání signálu, dochází při
nich k vynechávání vzorků.
3.2 Johns Hopkins University
Na stránkách http://www.jhu.edu/signals/index.html se nachází řada appletů z růz-
ných oblastí zpracování signálů, obvykle demonstrují jeden konkrétní jev a nemají uživa-
telsky přívětivé rozhraní.
3.2.1 Fourierova řada
http://www.jhu.edu/~signals/fourier2/index.html, viz obr. 3.2.
Tento applet demonstruje aproximaci signálu pomocí Fourierovy řady. Uživatel si zvolí
z nabídky určitý signál, ještě ho může ručním dokreslením modifikovat, po stisknutí tlačítka
Calculate je ve spodní části zobrazeno spektrum zadaného signálu a spolu s původním
signálem je zobrazena i jeho aproximace získaná Fourierovou řadou.
Zobrazení spektra zde má spíše doplňující charakter, je mu proto věnován jen velmi
malý prostor. Při ručním zadávání občas dochází k chybnému chování.
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Obrázek 3.1: Demonstrace FFT, Kostadin Dabov [5]
Obrázek 3.2: Fourierova řada, JHU [6]
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3.2.2 Vlastnosti Fourierovy transformace
http://www.jhu.edu/signals/ctftprops/indexCTFTprops.htm, viz obr. 3.3.
Zde je ukázáno chování Fourierovy transformace při základních modifikacích vstupu
(např. změna časového měřítka, posun časové osy). Z menu si uživatel zvolí typ signálu
a pomocí tlačítek si vybere požadovanou modifikaci, pomocí posuvníku může měnit míru
uplatnění této modifikace. Výstupem jsou grafy původního a modifikovaného signálu a grafy
magnitudy a fáze jejich spekter.
Applet velmi jasně ukazuje chování FT při jednotlivých modifikacích vstupu. Negativně
hodnotím nemožnost vlastního vstupu a to, že v jednu chvíli je možné uplatnit jen jednu
modifikaci. Nelíbí se mi uživatelské rozhraní, tlačítka s modifikacemi jsou přehnaně velká;
naopak tlačítka pro výběr signálu nejsou nijak vizuálně označena, takto na okraji mimo
aktivní plochu by je uživatel mohl i přehlédnout.
Obrázek 3.3: Vlastnosti FT, JHU [7]
3.3 Stanford Exploration Project
http://sepwww.stanford.edu/oldsep/hale/FftLab.html, viz obr. 3.4.
Jednoduchý applet, který demonstruje přímou i inverzní transformaci. Nemá předdefi-
nované signály, umožňuje jen ruční vstup v několika módech (kreslení, negace, vynulování
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a posun). Mezi další volby patří výběr počtu vzorků (z několika nabídnutých hodnot) a
možnost centrování grafů kolem počátku.
Je to jednoduchý přehledný applet; grafy jsou překreslovány při zadávání vstupu, avšak
ne bezprostředně při pohybu kurzoru, ale až při puštění tlačítka. Bohužel jsou komplexní
čísla zobrazena v algebraickém tvaru a nejde to změnit.
Obrázek 3.4: FFT na stránkách SEP [8]
3.4 Paul Falstad
http://www.falstad.com/fourier/, viz obr. 3.5.
Ze zde popsaných appletů je tento nejkomplexnější. Uživatel si může zvolit z několika
předdefinovaných signálů, které může ještě upravit ručním dokreslením. Aplikace obsahuje
i několik filtrů a operací se signálem. Lze nastavit, zda má být spektrum zobrazeno jako
sinus/kosinus nebo amplituda/fáze.
Po dokončení změn signálu je přes tento vstupní signál zobrazena jeho aproximace
pomocí FŘ. Po najetí kurzorem myši nad vzorek ve spektru se v grafu signálu zobrazí
průběh této složky a je vypsána příslušná rovnice.
K přepočítání dochází až při puštění tlačítka, nikoliv přímo při pohybu kurzoru. Dalším
negativem je struktura menu, nejsou odlišena tlačítka generující nový signál od těch, která
pouze provádějí úpravu stávajícího průběhu. Vykreslováním několika jevů najednou trochu
utrpěla přehlednost.
Applet se spouští v samostatném okně, díky tomu si může uživatel změnit velikost zob-
razované plochy. Zajímavou vlastností je schopnost generovat zvuk, odpovídající zadanému
signálu. Lze nastavit základní frekvenci přehrávaného zvuku a určit, které složky signálu
budou přehrávány. Domnívám se, že přehrávání zvuku nemá přímý vliv na pochopení FT,
může ale výrazně zvýšit zájem o daný applet.
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Obrázek 3.5: Fourierova řada, Paul Falstad [9]
3.5 Shrnutí vlastností stávajících implementací
Na každém appletu je možné najít nějaké nedostatky, v každém se ale vyskytují i pozitivní
rysy. Nedostatky již byly zmíněny výše, pozitivní vlastnosti, které by bylo vhodné uplatnit
ve vlastním návrhu, ještě jednou shrnu v následujícím seznamu:
• uživatelsky přívětivý vzhled
• intuitivní ovládání
• dostatek místa pro grafy
• vzorové typy signálů, je možné měnit jejich parametry
• transformace se přepočítává bezprostředně při kreslení
• při ručním zadávání signálu nedochází k vynechávání vzorků
• možnost prezentovat vlastnosti transformace – posun signálu, zúžení spektra . . .




Z hlediska návrhu tvoří aplikaci dvě relativně samostatné části. Jednou částí je komponenta,
která zobrazuje graf a obsahuje kontrolní prvky, kterými se vybírá druh signálu a nastavují
jeho parametry. Těchto komponent bude v aplikaci použito několik. Druhou částí návrhu je
celkové uspořádání aplikace, interakce mezi komponentami, nastavení společná všem grafům
apod.
4.1 Volba implementačních prostředků
Zadáním je, aby aplikace byla dostupná online na webu, proto jsem se rozhodl využít ja-
zyka Java. Jedná se o plně přenositelné, platformě nezávislé prostředí, jsou tedy prakticky
vyloučeny problémy s dostupností (nebudu-li uvažovat situace, že na daném počítači není
Java nainstalovaná či je zakázána). Jednou podobou programů v jazyce Java jsou Java-
Applety, tedy malé aplikace spouštěné uvnitř webové stránky, toto bude případ i mnou
programované demonstrace.
Jazyk Java poskytuje prostředky pro tvorbu uživatelských rozhraní, v současné době
je tímto prostředím knihovna Swing. Moje demonstrace bude tuto knihovnu využívat, jed-
nak by bylo zbytečné programovat i uživatelské rozhraní, jednak díky tomu bude aplikace
přístupnější – bude možné (alespoň částečně) ovládat ji i jinak, než pomocí myši.
4.2 Komponenta Ovládání grafu
Jak již bylo zmíněno výše, tato komponenta bude zapouzdřovat zobrazování grafu a jeho
ovládání. Bude se vyskytovat ve dvou variantách, určených na zobrazení signálu a na zob-
razení spektra. Po vizuální stránce ji tedy bude tvořit jeden nebo dva grafy (zobrazující
reálný signál, respektive amplitudu a fázi spektra) a rozbalovací menu s výběrem druhu
signálu. Konkrétní průběh generovaného signálu bude možné upravit pomocí několika kon-
trolních bodů. Kromě grafického zobrazení budou data zobrazena i formou tabulky, kde
bude možné odečítat a zadávat přesné hodnoty. Z prostorových důvodů ale tabulkové zob-
razení nebude součástí této komponenty, bude řešeno samostatně až v rámci celé aplikace.
To ale znamená, že data musí být přístupná i mimo svoji komponentu. K datům musí být
plný přístup mimo jejich ”mateřskou“ komponentu také proto, že jsou použita a měněna při
výpočtech Fourierovy transformace a lineární kompozice. Data tedy budou implementována
jako samostatný objekt. Schéma těchto vazeb je na obrázku 4.1.
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Samotné vykreslování grafu bude realizováno jako samostatná nezávislá komponenta
(i když celá aplikace je navrhována v souladu s objektovým paradigmatem, Vykreslování
grafu je jedna z mála částí, u nichž je reálné uvažovat o budoucí znovupoužitelnosti). Proto
je nutné dosáhnou odstínění mezi hodnotami zobrazovanými v grafu a daty v komponentě
Ovládání grafu. Toto je možné realizovat pomocí principu rozhraní, které je využíváno (ne-
závisle na své implementaci) uvnitř Vykreslování grafu, a které bude implementováno uvnitř
Ovládání grafu, kde bude převádět hodnoty z datového objektu na hodnoty zobrazované
v grafu.
4.3 Celá aplikace
Základ aplikace budou tvořit komponenty Ovládání grafu. Mezi odpovídajícími si Signály a
Spektry musí existovat mechanismus vzájemného informování se o změnách vygenerovaných
z uživatelského vstupu. Když uživatel změní data v jedné komponentě, tato komponenta
zašle oznámení na sebe navázaným komponentám, které si (pokud jsou v naslouchajícím
režimu) přepočítají své hodnoty. Celkem těchto komponent bude v aplikaci použito šest, tři
pro signál a tři pro spektrum. Dva Signály spolu s posuvníky (kterými se bude nastavovat
váha daného signálu) budou použitelné jako zdrojová data pro lineární kompozici, výsledný
vážený součet bude zobrazován ve třetím Signálu. Současně se změnami ve zdrojových
signálech se budou zobrazovat i jejich aktualizovaná spektra, signál vzniklý skládáním a jeho
spektrum. Obdobné chování bude možné i pro skládání spekter. Tyto vazby jsou načrtnuty
na obrázku 4.2.
V aplikaci se dále budou nacházet tabulky, kde budou vypsány číselné hodnoty aktu-
álně prezentované v grafech, a konfigurační prvky společné celé aplikaci: typ prezentované
transformace, počet počítaných vzorků.
Toto všechno je třeba nějak přehledně zobrazit, proto bude aplikace rozdělena do ně-
kolika záložek: na první budou grafy a jejich ovládání, na druhé nastavení, ve třetí tabul-
ková data. Jednotlivé grafy budou uspořádány pomocí kontejnerů typu JSplitPane (roz-
děluje plochu na dva dceřiné kontejnery a mezi nimi zobrazuje posuvnou dělící lištu, která
umožňuje měnit poměr, v jakém je prostor rozdělen). Tím bude uskutečněno výchozí rov-
noměrné rozdělení prostoru, ale současně uživateli zůstane možnost měnit rozměry grafů,


















Obrázek 4.1: Schéma komponenty Ovládání grafu



















































Tato kapitola pojednává o jednotlivých idejích implementace konkrétněji, než jen na úrovni
základního konceptuálního návrhu. V rámci popisu jednotlivých tříd však nezachází až k po-
pisu metod a proměnných, toto už je popsáno jako programová dokumentace prostředkem
JavaDoc přímo ve zdrojových textech.
5.1 Diagram tříd
Diagram na obrázku 5.1 zobrazuje třídy tvořící objektový model aplikace. Kvůli názor-
nosti zde nejsou zobrazeny všechny závislosti (například ComplexNumber nebo Strings
jsou použity i v jiných třídách, než je znázorněno; či jsou zcela vypuštěny vztahy mezi grafy
a spektrem, neboť by byly stejné jako mezi grafy a signálem).
5.2 Třídy Main, GUI, Strings
Třída Main je vstupním bodem aplikace, umožňuje její spuštění dvěma různými způsoby.
Buď jako JavaApplet (čímž je umožněná prezentace na webu), neboť tato třída je zděděna
z třídy javax.swing.JApplet a přepisuje metodu init() (vstupní bod pro JavaApplet);
nebo jako běžně spustitelnou aplikaci, protože obsahuje i metodu main() (vstupní bod pro
program).
Uživatelské rozhraní aplikace je tvořeno v třídě GUI (volané z třídy Main). Jsou vy-
tvořeny jednotlivé komponenty grafického rozhraní, inicializovány datové objekty, objekty
typu Signal a Spectrum jsou navzájem zaregistrovány, aby naslouchaly změnám u svých
protějšků, zrovna tak došlo k registraci posluchačů pro lineární skládání signálu a spektra.
Třída Strings slouží jen jako knihovna všech textových řetězců, použitých v aplikaci.
5.3 Třídy GraphControl, Signal, Spectrum
Tato skupina tříd koresponduje s komponentou Ovládání grafu z návrhu aplikace. Třídy
Signal, Spectrum implementují konkrétní vlastnosti jednotlivých zobrazování – generování
grafů, datové modely pro zobrazené grafy, natáčení fáze ve spektru.
Třída GraphControl je abstraktní třídou, která implementuje (případně jen předepi-
suje) společné vlastnosti – datový model komponenty, registrace posluchačů, informování



























Obrázek 5.1: Diagram tříd
5.4 Třídy GraphControlDataModel, ISSData
Třída GraphControlDataModel představuje rozhraní využívané v objektech typu Graph-
Control a ve výpočtech ve třídě Calc. Představuje pole komplexních čísel, zejména tedy
předepisuje metody pro zpřístupnění a změnu prvku na daném indexu.
Třída ISSData je konkrétní implementací tohoto rozhraní, z pohledu aplikace jsou zob-
razovaná data uložena právě v této třídě. Mimo to tato třída dědí i z datového modelu
AbstractTableModel pro tabulku knihovny Swing, uložené hodnoty tedy mohou být přímo
zobrazovány v tabulkách JTable (a také mohou být editací v tabulce změněny).
5.5 Třídy Graph, ControlledGraph, GraphDataModel
Třída Graph představuje vizuální komponentu vykreslující graf zadaný jednou řadou čísel.
Umožňuje zobrazit spojitý průběh (lomená čára určená jednotlivými body) nebo diskrétní
vzorky (kolečko v místě každého bodu spojené svislou čárou s vodorovnou osou). Dále je
možné nastavit polohu svislé osy a zadat popisky na koncích vodorovné osy. Popisky u svislé
osy jsou nastaveny automaticky na základě zobrazovaných hodnot.
GraphDataModel definuje rozhraní obsahující zobrazovaná data. Jedná se o pole re-
álných čísel doplněné o údaje o maximální a minimální vertikální souřadnici zobrazené
v grafu. Toto rozhraní je pro každý graf implementováno ve vnořené třídě v objektech typu
GraphControl. V těchto vnořených třídách dochází k převodu z pole komplexních čísel (da-
tového úložiště pro Fourierovu transformaci) na jedno nebo dvě (reálné hodnoty signálu,
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respektive absolutní hodnota a argument ve spektru) pole reálných čísel (datový model
zobrazovaný v grafu).
Objekt ControlledGraph rozšiřuje zobrazování grafu o vykreslení dvou kontrolních
bodů a reagování na uživatelské události. Většina zpracování události se ale nachází ve
třídách GraphControl, Signal a Spectrum, protože ve třídě ControlledGraph není k dis-
pozici informace o tom, která funkce je aktuálně vykreslovaná. Ve třídě ControlledGraph
jsou tedy jen zjištěny souřadnice události v zobrazeném grafu a přepočítány z celočíselné
pozice pixelu na reálnou hodnotu v poli zobrazených dat, dále je rozpoznáno, zda událost
vznikla v místě kontrolního bodu, a tyto údaje jsou předány do nadřazené třídy Signal
či Spectrum, kde je vytvořen nový průběh funkce. V režimu ručního kreslení docházelo
k vynechávání některých bodů, neboť události nebyly při prudkých pohybech generovány
dostatečně často, bylo proto třeba použít algoritmus vykreslování úsečky na interpolaci
průběhu mezi dvěma událostmi.
5.6 Třída Calc
Tato třída obsahuje matematické funkce – funkce pro výpočty Fourierovy transformace a
pro generování jednotlivých průběhů signálu či spektra.
5.6.1 Generování funkcí
Parametry funkcí jsou nastavovány pomocí dvou kontrolních bodů. U obdélníku jsou body
umístěny v protilehlých rozích, souřadnice jednoho udávají hodnotu nízké úrovně signálu a
souřadnici vzestupné hrany, souřadnice druhého vysokou úroveň a sestupnou hranu.
U kosinového průběhu je jeden kontrolní bod umístěn v místě maxima funkce (pro
základní průběh funkce to je bod [0; 1]), druhý je v místě průsečíku s vodorovnou osou
(bod [pi2 ; 0]). Čtyři souřadnice bodů (x1, y1, x2, y2) jsou přepočítány na koeficienty do rov-
nice y = A sin(Bx + C) + D. Amplituda A je určena jako rozdíl vertikálních souřadnic
obou bodů; stejnosměrné složce D odpovídá vertikální poloha druhého kontrolního bodu.
Kruhová frekvence B je dána vztahem B = 2pi4(x2−x1) , pro fázový posun C platí C = −x1B.
Pro kardinální sinus jsou kontrolní body umístěny ve vrcholu (bod [0; 1]) a v místě
prvního dotyku s vodorovnou osou (bod [pi; 0]). Amplituda, stejnosměrná složka a fázový
posun jsou stejné jako u funkce kosinus, kruhová frekvence je určená jako B = pi(x2−x1) .
Na obrázku 5.2 je ukázána poloha kontrolních bodů u jednotlivých funkcí a naznačen
význam jednotlivých koeficientů v rovnicích.
5.6.2 Jednotlivé typy Fourierovy transformace
Všechny zobrazované transformace jsou počítány pomocí DFT. Zda nalézají využití pravidla
odvozená v kapitole 2.3. Protože není možné implementovat spojitý průběh, jsou i spojité
grafy generovány jako diskrétní, pouze s větším počtem vzorků. Touto odlišností od teorie
pak dochází k tomu, že ne vždy mohou být dodrženy teoreticky odvozené postupy.
Samotný výpočet DFT je implementován pomocí dvou algoritmů. Je-li to možné (délka
pole je mocnina dvou), je použit efektivní algoritmus FFT. V opačném případě je každá






























x ∈ 〈y1, y2〉 : x2
x1
Obrázek 5.2: Generování jednotlivých funkcí
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Funkce použité při výpočtech
Vzorkování Jak již bylo řečeno, spojité grafy jsou realizovány s násobně větším počtem
vzorků, než je uživatelem nastavený počet. Tento poměr budu označovat jako koef . Vzorko-
vání ”spojitého“ signálu tedy probíhá tak, že je ze zdroje do diskrétního signálu zkopírován
každý koef -tý vzorek.
Prohození polovin Prohození polovin umožňuje zobrazovat signál a spektrum centro-
vané kolem nulové souřadnice, zatímco výpočet DFT předpokládá, že vzorky jsou uspořá-
dány v rozsahu 0 až N . U sudého počtu stačí zaměnit vzorky na indexech i a i + N2
([0][1][2] [3][4][5] → [3][4][5] [0][1][2]). U lichého počtu je situace složitější, ještě je potřeba
jednu polovinu o jeden vzorek posunout a přemístit poslední vzorek, postup je odlišný
jedná-li se o úpravu z centrovaného na DFT ([0][1][2] [3] [4][5][6] → [3][4][5] [0][1][2] [6] →
[3] [4][5][6] [0][1][2]) nebo z DFT na centrované ([0] [1][2][3] [4][5][6] → [3][4][5] [0][1][2] [6]
→ [4][5][6] [0] [1][2][3]).
Vložení nul Vložením nul (tzv. zero-padding) je docíleno přesnějšího průběhu při gene-
rování spojitého výstupu z diskrétního vstupu. Tato funkce očekává pole délky N , kde ale
jsou vzorky jen do indexu M = Nkoef . Funkce čísla z indexů
M
2 až M překopíruje na indexy
N − M2 až N a do zbylého volného prostoru uloží nulové hodnoty ([0][1] [2][3] [ ][ ] [ ][ ] →
[0][1] [2][3] [ ][ ] [2][3] → [0][1] [o][o][o][o] [2][3]).
Generování jednotlivých transformací
Fourierova řada Provádí se transformace ze spojitého centrovaného signálu na diskrétní
centrované spektrum a zpět.




foreach dst /= N;
prohoď(dst);
}
iFŘ (dst[N ∗ koef], src[N]) {







Fourierova transformace Zde jsem narazil na největší problémy, teoreticky by se mělo
provádět vzorkování a vkládání nul, v praxi se mi ale nejlépe osvědčil přímý výpočet DFT,
pouze s úpravou amplitudy ve spektru.
Provádí se transformace ze spojitého centrovaného signálu na spojité centrované spek-
trum a zpět.
FT (dst[N ∗ koef], src[N ∗ koef]) {
prohoď(src);
dst = DFT(src);
foreach dst /= N ∗ koef;
prohoď(dst);
}
iFT (dst[N ∗ koef], src[N ∗ koef]) {
prohoď(src);
dst = iDFT(src);
foreach src *= N ∗ koef;
prohoď(dst);
}
DTFT Teoreticky by se DTFT měla získat výpočtem FT z navzorkovaného signálu, ale
protože se mi FT nepodařilo rozumně vypočítat, nelze tento přístup uplatnit. DTFT proto
simuluji nezávisle na FT.
Provádí se transformace z diskrétního centrovaného signálu na spojité necentrované
spektrum a zpět.
DTFT (dst[N ∗ koef], src[N]) {
prohoď(src);
aux[N ∗ koef] = src; // zde vznikají nedefinované hodnoty
vlož nuly(aux); // zde jsou nedef. hodnoty přepsány nebo vynulovány
dst = DFT(aux);
}






DFT Hodnoty DFT jsou počítány přímo, buď podle definičního vzorce, nebo algorit-
mem FFT. Transformace převádí diskrétní necentrovaný signál na diskrétní necentrované
spektrum.
DFT (dst[N], src[N]) {
if (N&(N-1) == 0) // N je mocninou dvou
dst = FFT(src, -1);
else
foreach dst =
∑ · · ·; // rovnice (2.2)
}
iDFT (dst[N], src[N]) {
if (N&(N-1) == 0) // N je mocninou dvou
dst = FFT(src, 1);
foreach dst /= N;
else
foreach dst = 1N
∑ · · ·; // rovnice (2.1)
}
5.7 Třída ComplexNumber
Při implementaci komplexních čísel jsem testoval možnost použít netypický způsob uložení
v goniometrickém tvaru, místo obvykle používaného algebraického. Vedla mě k tomu před-
stava, že operace násobení je v goniometrickém tvaru jednodušší než v algebraickém. Dále
je možné přímo implementovat i další operace, jako například umocnění přirozeným expo-
nentem, násobení reálným číslem, násobení komplexní jednotkou (tedy hodnotou eiarg – což
je ve zpracování signálů velmi častá operace).
Oproti tomu jsou výrazně složitější operace sčítání a odčítání. Tyto operace jsem imple-
mentoval převodem do algebraického tvaru, výpočtem a převodem zpět do goniometrického
tvaru. Teoreticky by mělo být možné použít upravené vztahy pro počítání s vektory [10,
str. 32]
|c| = |a + b| =
√




kde α je úhel mezi vektory a a b a α1 mezi c a a. Avšak při jejich použití by byla potřeba
řada podmínek na ošetření extrémních případů (například vlivem nepřesností při počítání
v plovoucí řádové čárce se pod odmocninou může objevit i záporné číslo, ačkoliv analyticky
vychází vždy nezáporné), čímž se efektivnost takovéto implementace vytrácí.
Celková efektivnost tedy výrazně závisí na operacích používaných při výpočtech v dané
aplikaci. Je tedy nutné efektivnost vždy alespoň zběžně ověřit.
5.7.1 Testování výkonnosti
Během testů jsem měřil čas potřebný na výpočet DFT, při použití algoritmu FFT a při
použití implementace přímo podle definičního vztahu. Tuto dobu jsem určoval z rozdílu
systémového času (získaného funkcí System.currentTimeMillis()) před a po výpočtu. Při
měření jsem po dobu cca 20 sekund (tato doba byla dostatečná, aby se vyrovnalo zatížení
procesoru, neboť se při zahájení výpočtů prudce mění) pohyboval řídícím bodem definujícím
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průběh signálu a na výstup programu zaznamenával dobu trvání výpočtu transformace.
Posledních pět hodnot jsem pak zaznamenal jako výsledek testu.
Testy jsem uskutečnil na svém notebooku (s procesorem AMD TL64 2,2 GHz, 3 GB
RAM). Naměřené časy v tabulce 5.1 jsou v milisekundách.
transformace naměřené časy průměr
FFT [65536] abs/arg 829 836 822 881 759 825,4
FFT [65536] re+im 301 294 375 402 376 349,6
DFT [1025] abs/arg 1332 1329 1350 1349 1321 1336,2
DFT [1025] re+im 401 309 401 397 393 398,2
Tabulka 5.1: Výsledky testu komplexních čísel
Testy ukázaly, že při výpočtech Fourierovy transformace je výhodnější počítat v alge-
braickém tvaru. Také ukázaly, že v případě této demonstrace nemá snaha o optimalizaci
žádný praktický význam, neboť počty vzorků, pro které nastane pozorovatelné zpoždění
(16 384 pro FFT, 500 pro DFT), výrazně přesahují hodnoty, které budou běžně používané
při demonstracích (32 diskrétních vzorků, 128 spojitých).
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Kapitola 6
Výsledná aplikace a její použití
6.1 Vstupy programu
Vstupem programu jsou události na jednotlivých komponentách tvořících uživatelské roz-
hraní. Primárně jsem uvažoval ovládání pomocí myši, ale díky použití standardních kom-
ponent prostředí Swing je možné demonstraci do určité míry ovládat i pomocí klávesnice.
Vstupními komponentami jmenovitě jsou:
1. roletková menu (JComboBox), kde se volí druh signálu
2. posuvníky (JSlider), kterými se nastavuje poměr, v jakém se míchají signály při
demonstraci lineárního skládání
3. posuvník (JSlider), kterým je možné naklánět fázi ve spektru
4. přepínače (JRadioButton) na výběr druhu transformace
5. přepínač (JCheckBox), který umožňuje skrýt část GUI (tím se získá více místa pro
grafy)
6. číselník (JSpinner), kde se volí počet vzorků v signálu a spektru
7. tabulky (JTable), které obsahují přesné číselné hodnoty signálu, je možné je měnit či
kopírovat do externích programů
8. záložky (JTabbedPane), pomocí kterých se přepíná mezi jednotlivými panely aplikace
9. dělicí lišty (JSplitPane), které oddělují prostor jednotlivých grafů
10. řídící body vykreslované v komponentě ControlledGraph
11. volné ruční kreslení v komponentě ControlledGraph
Na obrázcích 6.1, 6.2 a 6.3 jsou vyznačeny jednotlivé vstupní komponenty.
6.2 Výstupy programu
Základní podobou výstupu je grafický ve formě grafů. Je k dispozici i textová reprezentace
zobrazovaných údajů, ta má však spíše doplňkový charakter, není zamýšlena jako primární
výstup.
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Obrázek 6.1: První záložka v aplikaci
Obrázek 6.2: Druhá záložka v aplikaci
Obrázek 6.3: Třetí záložka v aplikaci
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1. vykreslené grafy v komponentách ControlledGraph
2. tabulky (JTable)
3. stavový řádek, zde se vypisuje rovnice pro aktuálně generovanou funkci, případně
souřadnice kurzoru v režimu ručního kreslení
6.3 Scénář použití
Demonstrace nabízí poměrně široké možnosti, jak ji použít. Přesný postup, jak demonstro-
vat jednotlivé jevy, je uveden v kapitole 6.4. Zde způsob použití demonstrace popíšu jen
v obecných rysech.
Po spuštění je demonstrace nastavena do režimu Fourierova řada, 32 vzorků a je otevřena
na záložce s grafy. Signály i spektra jsou v režimu ”ruční kreslení“, jejich hodnoty jsou
vynulované.
Uživatel může rovnou začít kreslit signál, či si z nabídky zvolí předdefinovaný typ,
který pak může modifikovat pomocí kontrolních bodů. Současně s kreslením se zobrazuje
odpovídající spektrum. Analogicky může začít upravovat spektrum, signál se automaticky
přepočítá. Při úpravách spektra může využít i posuvník zobrazený vedle argumentů, pomocí
kterého dojde k naklánění argumentů komplexních čísel a tím k horizontálnímu posunu
vzniklého signálu.
Na druhé záložce se nachází ovládací prvky, uživatel si zde může vybrat jiný typ trans-
formace a změnit počet používaných vzorků.
Ve třetí záložce jsou pomocí tabulek vypsány všechny číselné hodnoty jednotlivých grafů.
Komplexní čísla jsou uvedena v aritmetickém i goniometrickém tvaru.
Obrázek 6.4: Snímek dokončené demonstrace
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Na obrázku 6.4 je snímek mojí demonstrace, jak vypadá při běžném použití. Signál (levá
polovina) je nastaven do režimu obdélníku, v jeho protilehlých rozích jsou vidět kontrolní
body. Ve spektru (pravá část) je zobrazeno odpovídající vypočítané spektrum. V části signál
je otevřena nabídka s výběrem typu grafu. Spodní grafy jsou skryté.
6.4 Zobrazení základních pravd ISS
6.4.1 Kosinusovka, jednotlivé frekvence ve spektru
Spektrum kosinového signálu lze nejlépe demonstrovat v režimu FŘ, tedy ve výchozím
nastavení demonstrace. Pochopení tohoto jevu je velmi důležité, tvoří základ celé teorie
Fourierových transformací.
Uživatel si v menu zvolí typ signálu Kosinus, zobrazí se jedna perioda kosinusovky, ve
spektru uživatel uvidí dvojici pulsů poloviční amplitudy. V grafu argumentu vidí nahodilé
hodnoty (nemají žádný vliv, příslušné absolutní hodnoty jsou nulové), pouze pulsy mají
argument vždy roven nule.
Uživatel pohybuje kontrolními body: pohybem bodu umístěného v amplitudě ve svislém
směru dochází k měnění amplitudy kosinového signálu, mění se velikost pulsů ve spektru;
pohybem vodorovným směrem dochází ke změně frekvence a současně k posunu signálu –
spektrum se začne měnit výrazněji, pulsy se přesouvají na vedlejší koeficienty, v argumentu
se objevuje ”naklonění“ fází. Pohybem kontrolního bodu umístěného na vodorovné ose také
dochází ke změně argumentu a frekvence, mění se ale i stejnosměrná složka signálu, ve
spektru se proto objeví koeficient c0.
Dále uživatel může pozorovat syntézu kosinového signálu ze spektra – zvolí si režim
jednotkový impuls, jeho pohybem do stran pak mění frekvenci generovaného kosinu, změnou
výšky pulsů mění amplitudu kosinu. Když změní fázi (buď pomocí postranního posuvníku
u všech vzorků, nebo – po přepnutí do ručního režimu – pouze na příslušném indexu), dojde
k posunu signálu. Přetáhne-li puls na nulovou souřadnici, místo kosinu se vygeneruje pouze
přímka – stejnosměrný signál.
6.4.2 Obdélník, vzorkovací teorém
Spektrem obdélníku je kardinální sinus, tuto skutečnost je možné stejně dobře ukazovat ve
všech režimech.
Uživatel si jako typ signálu zvolí Obdélník, pomocí kontrolních bodů ho roztahuje,
zvyšuje a posouvá. Pozoruje, jak se spektrum zužuje, zvyšuje a naklání.
Lze ukázat i syntézu obdélníku z jednotlivých frekvencí, ale od uživatele to vyžaduje
trochu cviku. Musí postupně ručně naklikávat jednotlivé frekvence ve spektru na vhodné
hodnoty, tak aby dohromady tvořily průběh kardinálního sinu. (Nesmí zapomenout ještě
nakreslit zápornou frekvenci u každého druhého laloku) Už po pár vzorcích začne vznikat
”obdélníku podobný“ signál. Alternativní postup, méně náročný na schopnosti uživatele, je
použít připravený Kardinální sinus, pak nastavit Vynulování a postupně vymazávat vysoké
frekvence.
Při zpětné syntéze dochází k projevu vzorkovacího teorému. Obdélník není možné doko-
nale rekonstruovat, protože jeho spektrum je nekonečné. K jeho dokonalému navzorkování
by byla potřeba nekonečná vzorkovací frekvence, to ale není technicky možné. Syntézou
tedy nevzniká dokonale pravoúhlý signál, zejména v oblasti hran jsou výrazné zákmity a
rozvlnění.
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Zajímavý jev nastává, pokud obdélník roztáhneme tak, že zabírá většinu periody signálu.
Je to tedy velmi široký obdélník, kterému odpovídá velmi úzké spektrum. Na takovýto
signál ale můžeme nahlížet také tak, že to je stejnosměrný signál, ke kterému je přičtený
úzký záporný obdélník. Spektrum by tedy měl tvořit jeden stejnosměrný koeficient sečtený
s velmi širokým kardinálním sinem. Skutečně tomu tak je, kardinální sinus ve spektru má
totiž tak vysokou frekvenci, že nejvyšší lalok vypadá jen jako impuls, ostatní velmi nízké
laloky splývají dohromady. (Toto je ale i umocněno či zkresleno tím, že všechny výpočty
probíhají diskrétně a spojitého výstupu je dosaženo jen spojováním spočítaných bodů.)
6.4.3 Skládání kardinálního sinu z jednotlivých frekvencí
Signál typu kardinální sinus nejlépe vynikne ve spojitém zobrazení, při modifikaci jednotli-
vých frekvencí ve spektru je výhodné je mít zobrazené diskrétně; syntéza kardinálního sinu
proto nejlépe vynikne v režimu FŘ.
Uživatel si zvolí spektrum Obdélník a posune kontrolní bod v jeho spodním rohu na
koeficient c0. Druhým kontrolním bodem zúží obdélník na šířku jeden vzorek. Pak začne ob-
délník postupně rozšiřovat a pozoruje postupnou změnu signálu: od stejnosměrného signálu,
přes posunutý kosinus až po stále rychlejší kardinální sinus.
Vznikající kardinální sinus bude stále užší, prostřední lalok se bude zvyšovat, ostatní
laloky se stále snižují, takový signál stále více připomíná Diracův impuls. Přesný impuls
ale v režimu FŘ vzniknout nemůže, jeho spektrum by muselo být tvořeno nenulovými
koeficienty v rozsahu c−∞ až c+∞. Pokud stejný postup uživatel vyzkouší v režimu DFT,
nakonec mu vznikne jeden přesný impuls.
6.4.4 Impuls
Chování impulsu je vhodné ukazovat v režimu DFT, protože je možná jeho přesná syntéza
(v režimu FŘ vznikne jen kardinální sinus).
Uživatel si jako typ signálu zvolí Jednotkový impuls. Vzniklé spektrum má ve všech
vzorcích stejně velkou amplitudu. Uživatel pohybuje jednotkovým signálem pomocí kont-
rolního bodu, při změně jeho výšky se mění i amplituda všech vzorků ve spektru (ale fáze
zůstává stejná), při posunu do stran se mění fáze (aniž by se změnila amplituda).
6.4.5 FFT
Efektivnost algoritmu FFT lze demonstrovat v libovolném režimu na libovolném typu sig-
nálu. Je ale nutné si uvědomit, že u demonstrace spojitých transformací probíhají výpočty
na násobně větším počtu vzorků. Proto bych doporučil používat režim DFT. Přímý výpočet
DFT má kvadratickou časovou složitost, proto se zpoždění výpočtu s rostoucím počtem
vzorků projevuje stále výrazněji.
Uživatel nastaví počet vzorků na 1024 (tedy 210, může proto být použit FFT) a přesvědčí
se zadáním libovolného signálu, že výpočet je dostatečně rychlý. Po té sníží počet vzorků
na 1023 a, ačkoliv by se mohlo zdát, že výpočet menšího počtu vzorků by měl být rychlejší,
dojde k výraznému zpomalení. Je to způsobeno tím, že je použit méně efektivní způsob
výpočtu, přímá implementace podle definiční rovnice DFT.
Pak může uživatel hledat, pro jak velký počet přestane FFT dostačovat. Počet vzorků
musí zvětšovat vždy na dvojnásobek, tedy 2048, 4096 . . . Až dospěje k počtu, kdy už rychlost
výpočtu FFT shledává neuspokojivou, může počet vzorků o jedna snížit, čímž si vynutí
použití přímé implementace. Je pravděpodobné, že uživatel ani nebude mít trpělivost čekat
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na výsledek. Například na mém notebooku (CPU 2,2 GHz) trval výpočet DFT pro 8 191
vzorků cca 6 min.
6.4.6 Roztažení a posun signálu
Tyto jevy již byly obsaženy v předchozích popisech, nebudu je proto znovu popisovat.
6.4.7 Lineární skládání
Linearitu je možné ukázat ve všech režimech, jako typ signálů je vhodné zvolit něco s do-
statečně odlišnými spektry, např. obdélník a kosinus, nebo dvě různě rychlé kosinusovky.
Uživatel nejprve musí horní signál nastavit do režimu Lineární skládání a otevřít spodní
grafy (buď přetažením dělící lišty nahoru, nebo rozkliknutím šipek na liště). Pak si ve
spodních grafech navolí signál. V horním signálu se automaticky zobrazí průběh vzniklý
sečtením spodních signálů a ve spektru jeho spektrum (které odpovídá součtu spodních
spekter). Uživatel pohybuje posuvníky nad spodními grafy, tím mění poměr, v jakém se
signály skládají, v souladu s tím se mění i zastoupení zdrojových signálů ve spektru.
6.4.8 Podmínky pro spektrum reálného signálu, jejich porušení
Z vlastností komplexních exponenciál plyne, že má-li být signál reálný, musí být koeficienty
komplexně sdružené (neboli jejich absolutní hodnoty musí tvořit sudou funkci a argumenty
lichou). Všechny úpravy spektra tuto symetrii zachovávají, s výjimkou koeficientů, které
nemají komplexně sdružený protějšek (koeficient c0; koeficient s indexem N2 u sudého počtu
vzorků) – hodnotou těchto koeficientů může být pouze reálné číslo – tato podmínka již není
hlídána automaticky, zodpovědnost je na uživateli, který si tak může i ověřit platnost tohoto
pravidla a následky jeho nedodržení. V režimu FŘ je třeba na přebývající vzorek u sudého
počtu dávat ještě větší pozor: nestačí jen reálná hodnota, musí být nulový. Zpětný výpočet
FŘ probíhá na větším počtu vzorků – po přidání nul, podmínka na prostřední vzorek není
jako u DFT, aby byl sdružený sám se sebou, ale musí být sdružený s právě přidanou nulou.
Demonstrace neřeší zobrazování komplexních signálů. Chce-li uživatel zjistit hodnoty
komplexního signálu, či si ověřit, zda signál je či není reálný, musí se přepnout na záložku
Data, kde si příslušné hodnoty přečte v tabulce.
V tabulkách je také možné zadat libovolné hodnoty, lze tedy zadat i komplexní signál.
Pak je ale nutné přepnout se zpět na grafy a alespoň jeden vzorek změnit – aby se vyvolalo
přepočítání a překreslení. Zadávání do tabulek není nijak ošetřeno, jsem přesvědčen, že to
není na újmu: tabulky s daty jsou již nad rámec běžného použití demonstrace a pokud se
někdo rozhodne experimentovat, měl by mít možnost vyzkoušet si vše, co chce.
6.5 Dostupnost demonstrace
Prozatím jsem demonstraci zpřístupnil na svých školních stránkách
http://www.stud.fit.vutbr.cz/~xhyrsm00/ISS/.






Abych mohl svou demonstraci objektivně vyhodnotit, je potřeba získat reakce od jejích
uživatelů. Proto jsem po dokončení implementace nahrál demonstraci na internet a vytvořil
jednoduchý dotazník, který jsem spolu s odkazem na demonstraci a prosbou o vyplnění
zveřejnil na studentském fóru.
Dotazník tvořilo několik otázek, cílem bylo vyhodnotit, nakolik jsem splnil požadavky,
které jsem si stanovil ve fázi návrhu, a případně získat náměty na další vylepšení demon-
strace:
1. Jak hodnotíte přívětivost vzhledu uživatelského rozhraní? (stupnice 1 . . . 5, 1 nejlepší,
5 nejhorší)
2. Jak hodnotíte intuitivnost ovládání? (1 . . . 5)
3. Jak hodnotíte názornost demonstrace? (1 . . . 5)
4. Jak byste ohodnotili přínos demonstrace pro výuku? (1 . . . 5)
5. Jak byste ohodnotili přínos demonstrace pro samostudium? (1 . . . 5)
6. Jak vám vyhovuje způsob zadávání signálu pomocí řídicích bodů? (1 . . . 5)
7. Jaká je vaše důvěra v zobrazované grafy? (1 . . . 5)
8. Jmenujte alespoň jednu věc, která se vám na demonstraci nelíbí.
9. Máte nějaké další připomínky?
10. Jaký byl váš vztah ke kurzu ISS? (1 . . . 5)
7.2 Vyhodnocení dotazníku
Dotazník vyplnilo 18 studentů. Na uzavřené otázky odpověděli všichni (až na jednu vý-
jimku). Průměrné odpovědi jsou shrnuty v tabulce 7.1
Na otázku č. 8 odpověděla necelá polovina dotázaných. Z toho můžu vyvodit, že většina
studentů byla s demonstrací zcela spokojena. Odpovědi měly charakter spíše poznámek či
kosmetických detailů, výraznější nespokojenost projevil jen jeden člověk.
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4 Přínos pro výuku 1,78
5 Přínos pro samostudium 2,22
6 Zadávání signálu 1,89
7 Důvěra 2,00
10 Vztah k ISS 2,47
Tabulka 7.1: Průměrné odpovědi v dotazníku
Všechny odpovědi jsou uvedeny v Dodatku A.
Na základě odpovědí mohu prohlásit, že demonstrace splňuje požadavky, které jsem si





Hlavním úkolem mé práce bylo vytvořit demonstrační aplikaci, která by názorně ukázala
vlastnosti Fourierovy transformace. Věřím, že tohoto cíle se mi podařilo dosáhnout.
Mnou vytvořená demonstrace byla ostatními studenty kladně ohodnocena; z jejich ko-
mentářů vyplynulo, že se myslí, že demonstrace je názorná, intuitivní a uživatelsky přívětivá
a bude přínosem pro výuku i pro samostudium.
Při jejím programování jsem se výrazně procvičil v jazyce Java a v principech objek-
tového programování. Při tvorbě své práce jsem si musel zopakovat velkou část z kurzu
Signály a systémy a musel jsem vyzkoušet existující applety.
Výhledově by bylo vhodné doplnit applet i o další používané způsoby zobrazení spektra
(algebraický tvar, sinus/kosinus). Tato úprava bude obnášet změnu implementace rozhraní
GraphDataModel uvnitř třídy Spectrum a úpravu způsobů zadávání průběhu spektra.
V budoucnu by applet mohl být doplněn o generování zvuku, případně o vstup signálu
z mikrofonu. Pak by bylo hezké rozšířit nabídku předdefinovaných signálů o zvuk několika
hudebních nástrojů a přidat přesné nastavení vygenerované frekvence (aby šlo modifikovat
výšku tónu). Další alternativou může být použití zvuků jednotlivých hlásek. Aplikace by se
pak změnila v hudební nástroj či hlasový syntetizátor.
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ot. 1 ot. 2 ot. 3 ot. 4 ot. 5 ot. 6 ot. 7 ot. 10
2 1 1 1 1 3 2 3
2 1 1 2 3 2 2 2
2 3 1 2 2 1 3 3
4 4 2 2 4 3 3 2
2 2 1 2 2 1 2 3
2 4 3 2 4 1 2 2
2 1 1 1 2 1 2 3
2 2 1 1 1 1 1 4
4 3 1 2 1 1 1 1
1 2 1 1 1 1 2 3
2 2 1 2 2 3 3
2 2 2 2 2 2 2 4
1 1 1 2 1 1 1 2
2 1 1 1 2 1 1 3
5 4 2 2 2 4 3 1
2 3 3 2 4 2 2 3
4 4 3 3 4 5 3 2
2 3 2 2 2 1 1 1
2,39 2,39 1,56 1,78 2,22 1,89 2,00 2,47
Tabulka A.1: Číselné odpovědi v dotazníku
otázka 8
• Při zadávání mě trochu vadila neustálá změna měřítka (když jsem tam udělal peek a
pak ho chtěl opravit, tak lítala nulová osa) - líbilo by se mi víc, když by 0 byla stále
na místě a teda měřítko y se měnilo jak je potřeba
• příliš malé spodní panely v zavřením stavu
• Hodnoty v samostatnej zalozke. Kym mi doslo, ze sa potrebujem prekliknut na inu
zalozku tak to trvalo dost dlho. Pripadne nejakym sposobom zvyraznit, ze je v apli-
kacii viacero zaloziek. Hodnoty by som umiestnil bud napravo od grafov alebo pod
ne.
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• Když jsem se nepodíval do toho
”
helpu“ dole, nevšimnul jsem si posuvníku u argu-
mentu. Možná bych ho trošku zvýraznil nebo vyřešil tlačítky.
• nevidim tlacitko pro vymazani vsech grafu
cely ten tab Nastaveni je divny, dej tam spis nahoru listu s menu a rozbalovacim
podmenu
• Nic mě nenapadá
• Není jasná funkce combo boxů s výběrem grafu a ručního zadávání (je jich tam moc,
nedá se v tom vyznat). Prvky jsou nedostatečně popsané. Procenta jsou nešťastná
(netechnická), zvolil bych floaty (0 až 1).
• Pri vyberu linearni kompozice bych ocekaval ze ty dolni panely vyskoci samy. Potom
je to dostatecne intuitivni i bez navodu.
K tabulkam nakonci bych pridal moznost import/export, naroste tim univerzalnost
aplikace + mozna i nejake popisky co ktera tabulka znamena (pokud teda ty tabulky
jsou i k necemu jinemu nez debug)
otázka 9
• Pěkný aplet ;)
• moc hezké :)
• to kresleni mysi je pekne
• Určitě budu zvědavý na zdroják, pokud bude zveřejněn (pro výuku má dost velký
význam právě on, přece jenom jsme na IT škole). Jinak to vypada moc hezky. Na




• demo-cs/ – přeložená demonstrace, česká jazyková mutace
• demo-en/ – přeložená demonstrace, anglická jazyková mutace
• latex/ – zdrojové kódy tohoto textu
• src/ – zdrojové kódy demonstrace
• BP.pdf – elektronická verze tohoto textu
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