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Resumen 
 
 
En la sociedad actual cada día es más difícil tener tiempo libre para poder 
relacionarse con otras personas, creándose de esta manera individuos cada 
vez más introvertidos en cuanto a contacto directo. Esta situación ha facilitado 
un auge de las relaciones sociales por medio de servicios de comunicaciones 
globales en red. Si a todo esto se le añade la integración en la vida diaria de 
dispositivos electrónicos portátiles como teléfonos móviles o pdas, es fácil 
entender el motivo de este proyecto.  
 
El objetivo general es la creación de un sistema de comunicación próximo, 
multiusuario, multiplataforma, libre, gratuito e independiente de servicios 
externos. Claro está, que en ningún momento trate de substituir los grandes 
servicios globales como Messenger, Google Talk u otros, sino siendo éste más 
un complemento que aporte la facilidad de relacionarse de estos, pero en un 
entorno más inmediato al usuario. 
 
A tal efecto se ha desarrollado una aplicación distribuida para grupos basada 
en comunicación inalámbrica y encaminamiento ad-hoc, capaz de funcionar en 
la mayoría de los dispositivos móviles actuales. Más concretamente, la 
implementación de una aplicación de habitación de chat para grupos, que es 
uno de los ejemplos de mayor facilidad de implementación y uso a la hora de 
ser utilizado en grupos dinámicos de dispositivos. 
 
La aplicación se desarrolla en lenguaje Java por ser una tecnología soportada 
por la mayor parte de dispositivos móviles actuales. Las comunicaciones 
inalámbricas se implementan sobre tecnología Bluetooth, que también ha sido 
escogida por los mismos motivos. La tecnología WLAN 802.11 se ha 
descartado porque a pesar de ofrecer un mayor rango de cobertura, tiene por 
el contrario un mayor consumo y una menor integración en dispositivos 
inalámbricos. 
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Overview 
 
 
In nowadays society, every day it is more difficult to have free time to interact 
with other people, which makes people be more and more introverted in terms 
of direct contact with others. Thus, social relationships through global network 
communication systems have increased. If we add to this situation an 
increasing integration into our everyday life of small portable electronic devices 
such as mobile phones or pdas, it is easy to understand the objective of this 
project. 
 
The aim is to create a near, multiuser, multiplatform communication system, 
free and independent of external services. Of course, it doesn't want to replace 
the big global services such as Messenger, Google Talk or others. It is 
supposed to be a complement that provides the same connection easiness as 
these great services but in our immediate surroundings. 
 
With such purpose we have developed a distributed group application based 
on wireless communication and ad-hoc routing, capable of working in most 
current mobile devices. More specifically, the application is a chat for groups, 
chosen for its easy implementation and use when it comes to be used in 
dynamic wireless groups. 
 
Java technology is used for programming because most of current wireless 
devices support it. Bluetooh wireless communication is used for these same 
reasons. WLAN 802.11 is discarded because although it provides us with a 
wider range of coverage, it also has a higher energy consumption and a lower 
integration into small devices. 
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INTRODUCCIÓN 
 
 
En la sociedad actual multitud de servicios de comunicaciones como 
Messenger, Google Talk, Skype o ICQ están plenamente integrados. El acceso 
a estos servicios empieza a ser una necesidad y es prácticamente obligado 
garantizar un acceso más local y accesible. Por este motivo nos hemos 
decidido a crear un sistema de comunicación multiusuario, libre, independiente 
y sin ningún coste de servicio; un sistema acorde a esa nueva comunidad más 
cercana, más interactiva y más atractiva. 
 
El objetivo de este TFC es el desarrollo de una aplicación para grupo basada 
en comunicación inalámbrica y encaminamiento ad-hoc. Es decir, una 
aplicación distribuida multi-usuario en red para dispositivos móviles en la que 
no exista la necesidad ni de un proveedor de servicios ni de un servidor 
centralizado. 
 
En concreto, en este trabajo se desarrolla una aplicación distribuida de chat 
para grupos. Se ha escogido esta aplicación por tres factores: 1) muchos 
dispositivos inalámbricos, por ejemplo PDAs, no incluyen voz de serie; 2) en 
determinadas situaciones un usuario o bien no puede o bien no quiere hablar; y 
3) el servicio de chat es el ejemplo de mayor facilidad/limpieza de 
implementación de una aplicación dinámica y con múltiples comunicaciones. 
 
La forma en que se realiza esta comunicación viene determinada por la 
realidad de los dispositivos actuales. Si bien, por el amplio radio de cobertura, 
inicialmente se había pensado en realizarla vía WLAN, lo cierto es que en la 
fecha de escritura de este TFC, no todos los dispositivos incluyen dicha 
tecnología. Por ese motivo, nos hemos decantamos por una comunicación vía 
Bluetooth, tecnología ampliamente extendida en ordenadores portátiles, 
teléfonos móviles y PDAs. No obstante cada día son más los “gadgets” con 
WLAN y no se descarta una posible continuación del proyecto por esta 
variante. 
 
Bluetooth consiste en una tecnología inalámbrica de comunicación de corto 
alcance y bajo consumo ideada para interconectar dispositivos electrónicos 
manteniendo altos niveles de fiabilidad y seguridad con un mínimo coste. La 
comunicación se realiza mediante redes ad-hoc de corto alcance denominadas 
piconets. Dentro de su radio de acción estas piconets se establecen 
automáticamente de forma dinámica permitiendo conectarse simultáneamente 
hasta ocho dispositivos. Además, estos dispositivos pueden pertenecer a varias 
piconets al mismo tiempo formando lo que se conoce como Red Scatternet, 
ampliando notoriamente las posibilidades de comunicación. 
 
Por tanto, en este TFC se diseña un servicio distribuido sobre una red 
Bluetooth Scatternet en la que no existe un servidor central del que depender 
sino que toda la comunicación se realiza bajo tecnología multisalto. 
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Como plataforma de trabajo se ha barajado la opción de utilizar C++ por su 
potencia a la hora de programar pensado únicamente en dispositivos con 
Symbian, que incluyen muchos móviles y PDAs. Pero finalmente nos 
decantamos por realizarlo sobre Java, más específicamente J2ME que es el 
lenguaje de programación más universal y estandarizado para los dispositivos 
móviles existentes. J2ME facilita, por tanto, la realización de un único programa 
para todos los dispositivos, y su distribución. 
 
Finalmente, como herramienta para poder programar y realizar simulaciones de 
código se utiliza la NetBeans IDE y terminales móviles que soportan J2ME e 
incluyen Bluetooth para poder realizar las pruebas finales. 
 
En el capítulo 1 realizamos un estudio del protocolo Bluetooth y detallamos el 
funcionamiento tanto de las Piconets como de las Scatternets. A continuación, 
en el capítulo 2, presentamos las herramientas de trabajo para este TFC, que 
son J2ME y NetBeans. El capítulo 3 se detalla el desarrollo de la aplicación 
sala de chat y mostramos su uso sobre dispositivos reales. Finamente en el 
capítulo 4 se extraen las conclusiones y se dan apuntes sobre las posibles 
líneas futuras tras la finalización de este TFC. 
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CAPÍTULO 1. BLUETOOTH Y REDES SCATTERNET 
 
 
Bluetooth es un sistema de comunicaciones inalámbrica de corto alcance, que 
opera bajo una red tipo WPAN (Red Inalámbrica de Área Personal – Wireless 
Personal Area Network), diseñado principalmente para trabajar sobre 
dispositivos de bajo consumo y prestaciones. 
 
A diferencia del sistema de comunicaciones por infrarrojos, que se podría 
considerar su predecesor en los dispositivos móviles, cuenta con una 
capacidad de transmisión omnidireccional y tiene un ancho de banda mayor, 
alcanzando hasta los 3 Mbps, por lo que permite el uso de servicios tanto de 
transmisión de datos como de voz. 
 
Esta tecnología permite la conexión y comunicación de dispositivos 
electrónicos de forma inalámbrica mediante redes ad-hoc de corto alcance 
denominadas Piconets, pudiendo conectarse cada dispositivo con hasta otros 
siete dentro de una misma Piconet. Además, un dispositivo puede pertenecer a 
varias Piconets al mismo tiempo. Estas conexiones se establecen de forma 
automática cuando los dispositivos Bluetooth se encuentran dentro de un 
mismo radio de acción. 
 
Sus prestaciones, su estandarización, su nimio gasto de producción y su bajo 
consumo la sitúan como la tecnología ideal para todo tipo de dispositivos 
electrónicos que requieran una pequeña red inalámbrica de comunicaciones, 
tales como teléfonos móviles y sus múltiples accesorios, impresoras, ratones, 
teclados, GPSs, mandos a distancia, y un largo etc.  
 
 
1.1. Historia 
 
El término utilizado para identificar esta tecnología remonta sus orígenes al 
siglo X cuando el rey danés (958-986) y noruego (970-986), Harald Blatand (tez 
oscura en la lengua danesa aunque era conocido entre los angloparlantes 
como Harold Bluetooth, es decir, diente azul), fue conocido por ser una figura 
crucial para la unificación de las distintas facciones guerreras que poblaban las 
tierras hoy conocidas como Noruega, Suecia y Dinamarca. El nombre Harald 
Blatand, tez oscura en lengua danesa, fue deformado por los angloparlantes 
como Harold Bluetooth, literalmente Harold Diente-Azul. Como la idea 
conceptual del protocolo era la unión de las diversas tecnologías electrónicas 
como la informática, telefonía móvil o la automoción bajo un único protocolo de 
comunicación, los creadores de este protocolo tomaron su nombre para definir 
esta tecnología. El logotipo de Bluetooth (Fig. 1.1) procede de la unión de los 
alfabetos rúnicos de sus iníciales  (Harald) y  (Blatand) y su color azul hace 
referencia a su nombre inglés Bluetooth (blue = azul). 
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Fig. 1.1 Logotipo de Bluetooth 
 
Partiendo de un estudio que inició Ericsson en 1994 cuando investigaba una 
interfaz vía radio de bajo costo y consumo para eliminar los cables de inter-
conexionado entre teléfonos móviles y otros accesorios se creó el proyecto MC 
link. 
 
A comienzos de 1997, conforme el proyecto tomaba forma, Ericsson consiguió 
despertar el interés de otros fabricantes. Finalmente, en septiembre de 1998, 
se formó el SIG (Grupo de Interés Especial - Special Interest Group) como un 
consorcio de las empresas más importantes en el mercado de las 
telecomunicaciones, chipsets y PCs; que en aquel momento eran Nokia, IBM, 
Toshiba, Intel y Ericsson. El principal objetivo del SIG fue establecer un 
estándar de software y hardware para la comunicación inalámbrica entre 
diversos dispositivos electrónicos. A finales de ese mismo año ya eran más de 
400 y actualmente el SIG continúa en expansión con más de 9.000 socios. 
 
Adoptando oficialmente el nombre de Bluetooth en 1998, no fue hasta 1999 
cuando se publicaría la primera versión: la especificación Bluetooth 1.0. A 
fecha de publicación de este proyecto se trabaja con la versión 2.1 + EDR 
publicada en 2007 y que hace más fácil la conexión entre dispositivos, reduce 
el consumo de energía y mejora la seguridad. 
 
 
1.2. Especificaciones de la tecnología Bluetooth 
 
El espectro de frecuencias del Bluetooth opera en la banda de frecuencia ISM 
(Industrial, Científica y Médica - Industrial, Scientific and Medical) de 2,4 GHz 
que abarca entre los 2400,0 y los 2483,5 MHz. No requiere licencia y está 
disponible en la mayoría de los países. 
 
Se utiliza una banda de guarda en los extremos inferior y superior de gama de 
frecuencias de 2,0 MHz y 3,5 MHz respectivamente para salvaguardar el 
reglamento de transmisiones fuera de banda de cada país. 
 
Se trata de una señal bidireccional bajo un espectro ensanchado por el salto de 
frecuencia a una velocidad nominal de 1600 saltos/segundo. 
 
Como protección a las interferencias se utiliza la tecnología AFH diseñada 
específicamente para las tecnologías inalámbricas que utilizan el espectro de 
los 2,4 GHz. Ésta funciona de modo que detecta los dispositivos conectados y 
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descarta las frecuencias a las que trabajan mejorando así la eficacia dentro del 
espectro. La señal salta entre 79 frecuencias en intervalos de 1 MHz para 
contrarrestar las interferencias y la pérdida de intensidad. 
 
El alcance de estos dispositivos Bluetooth viene marcado según la clase con el 
que se haya fabricado. Estas son las tres posibles clases que podemos 
encontrar: 
 
• Clase 1. Alcanzando hasta los 100 m se utiliza principalmente en 
el sector industrial. 
• Clase 2. Con un alcance de 10 m vienen siendo habituales en 
dispositivos portátiles. 
• Clase 3. Suelen tener un alcance de 1 a 3 m. 
 
La potencia del transmisor Bluetooth viene también determinada por la Clase 
que se utilice tal y como se muestra en la siguiente tabla: 
 
Tabla 1.1. Potencias según Clase en la tecnología Bluetooth 
 
 
* Potencia de salida mínima con el máximo ajuste de potencia. 
** El límite inferior de potencia Pmin<-30dBm es el recomendado, pero no es obligatorio, y 
puede elegirse según las necesidades de la aplicación. 
 
 
Los dispositivos de Clase 1 disponen de un control de potencia que puede 
emplearse tanto para controlar el consumo energético como el nivel global de 
interferencias. 
 
Las velocidades máximas alcanzables varían según la versión de Bluetooth 
bajo la que se trabaje. Hasta la fecha son las siguientes: 
 
Tabla 1.2. Velocidades de trasmisión según versión del Bluetooth. 
 
Versión Ancho de banda 
1.2 1 Mbit/s 
2.0 + EDR 3 Mbit/s 
UWB Bluetooth (propuesto) 53 - 480 Mbit/s 
 
 
Potencia 
Clase 
Potencia de 
salida máxima 
Potencia de 
salida nominal
Potencia de salida 
mínima* Control de potencia 
1 100 mW (20 dBm) No corresponde 1 mW (0 dBm) 
Pmin<+4 dBm a Pmax 
Opcional: Pmin** a Pmax 
2 2,5 mW (4 dBm) 
1 mW 
(0 dBm) 
0,25 mW 
(-6 dBm) 
Opcional: 
Pmin** a Pmax 
3 1 mW (0 dBm) No corresponde No corresponde 
Opcional: 
Pmin2** a Pmax 
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1.3. Perfiles de la tecnología Bluetooth 
 
Los perfiles Bluetooth son un conjunto de protocolos o instrucciones 
específicas para poder trabajar con distintas aplicaciones. Por tanto para que 
un dispositivo funcione ha de saber interpretarlos. Estos perfiles hacen de 
guías que indican los procedimientos adecuados para una correcta 
comunicación en estos dispositivos, tanto en los diversos usos como 
aplicaciones. 
 
Cada perfil incluye también información sobre dependencia con otros perfiles, 
propuestas de formato de interfaz de usuario y, características concretas de la 
pila de protocolos Bluetooth. 
 
A continuación se resumen estos perfiles en la siguiente tabla: 
 
Tabla 1.3. Tipos de perfiles de la tecnología Bluetooth. 
Perfiles Descripción 
Perfil de distribución 
de audio avanzado 
(A2DP) 
El perfil A2DP describe cómo transferir sonido estéreo de alta 
calidad de una fuente de sonido a un dispositivo receptor. [8] 
Protocolo de control 
de audio y vídeo 
(AVRCP) 
El perfil AVRCP proporciona una interfaz estándar para manejar 
televisiones, equipos de alta fidelidad o cualquier otro equipo 
electrónico, y permitir así que un único control remoto, o cualquier 
otro tipo de mando, controle todo el equipo de audio y vídeo al que 
el usuario tiene acceso. [9] 
Perfil básico 
de imagen (BIP) 
El perfil BIP establece cómo puede controlarse remotamente un 
dispositivo de imagen, así como la forma de enviarle órdenes de 
impresión y de transferencia de imágenes a un dispositivo de 
almacenamiento. [10] 
Perfil básico 
de impresión (BPP) 
El perfil BPP permite enviar mensajes de texto, de correo 
electrónico, tarjetas de visita electrónicas e imágenes, entre otras 
cosas, a las impresoras disponibles dependiendo de las tareas de 
impresión. [11] 
Perfil de acceso 
RDSI común (CIP) 
El perfil CIP establece cómo se deben transferir las señales RDSI a 
través de una conexión inalámbrica Bluetooth. [12] 
Perfil de telefonía 
inalámbrica (CTP) 
El perfil CTP describe la implementación de un teléfono 
inalámbrico a través de un enlace inalámbrico Bluetooth. [13] 
Perfil de red 
de marcado (DUN) 
El perfil DUN proporciona un acceso telefónico estándar a Internet 
y a otros servicios de marcado a través de una conexión Bluetooth. 
[14] 
Perfil de fax (FAX) El perfil FAX describe cómo un dispositivo terminal puede utilizar a otro como puerta de enlace para la transmisión de faxes. [15]  
Perfil 
de transferencia 
de archivos (FTP) 
El perfil FTP establece los procedimientos de exploración de 
carpetas y archivos de un servidor a través de un dispositivo 
cliente. [16]  
Perfil de distribución 
genérica de audio 
y vídeo (GAVDP) 
El perfil GAVDP sienta las bases de los perfiles A2DP y VDP, pilar 
de los sistemas diseñados para la transmisión de sonido e imagen 
mediante la tecnología Bluetooth. [17]  
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Perfil genérico de 
intercambio de objetos 
(GOEP) 
El GOEP se utiliza para transferir objetos de un dispositivo a otro. 
[18]  
Perfil manos libres  
(HFP) 
El perfil HFP describe cómo un dispositivo que actúa como puerta 
de enlace puede utilizarse para realizar y recibir llamadas a través 
de un dispositivo manos libres. [19]  
Perfil de sustitución de 
cable de copia 
impresa (HCRP) 
El perfil HCRP describe cómo imprimir archivos mediante un 
enlace inalámbrico Bluetooth utilizando controladores en el 
proceso. [20]  
Perfil 
de auricular (HSP)
El HSP describe cómo un auricular con tecnología Bluetooth se 
comunica con otro dispositivo con tecnología Bluetooth. [21]  
Perfil 
de dispositivo 
de interfaz 
humana (HID) 
El perfil HID recoge los protocolos, procedimientos y características 
empleados por las interfaces de usuario Bluetooth tales como 
teclados, dispositivos punteros, consolas o aparatos de control 
remoto. [22] 
Perfil de 
intercomunicador 
(ICP) 
El perfil ICP establece cómo conectar dos teléfonos móviles con 
tecnología Bluetooth dentro la misma red sin utilizar la red 
telefónica pública. [23]  
Perfil de introducción 
de objetos (OPP) 
Este perfil distingue entre servidor y cliente de introducción (push) 
de objetos. [24]  
Perfil de redes de área 
personal (PAN) 
El perfil PAN describe cómo dos o más dispositivos con tecnología 
Bluetooth pueden formar una red ad hoc y cómo ese mismo 
mecanismo permite acceder a la red de forma remota a través de 
un punto de acceso. [25]  
Perfil de aplicación de 
descubrimiento de 
servicio (SDAP) 
El perfil SDAP detalla cómo una aplicación debe utilizar el perfil 
SDP para identificar los servicios de un dispositivo remoto. [26]  
Perfil de servicio 
de puerto (SPP) 
El perfil SPP describe cómo configurar puertos de serie y conectar 
dos dispositivos con tecnología Bluetooth. [27]  
Perfil 
de sincronización 
(SYNC) 
El perfil SYNC se utiliza junto al GOEP para sincronizar los 
elementos del administrador de información personal (PIM), como 
agendas y datos de contacto, entre dispositivos con tecnología 
Bluetooth. [28]  
Perfil 
de distribución 
de vídeo (VDP) 
Este perfil dicta los pasos que deben seguir los dispositivos 
Bluetooth con tecnología Bluetooth para la transferencia de flujos 
de datos de vídeo. [29]  
 
 
 
1.4. Modos y procedimientos de operación 
 
El método principal para conectar un dispositivo Bluetooth con otro es mediante 
una Piconet. Para poder intercambiar datos se conectan directamente, 
comunicación ad-hoc, de modo que pueden participar simultáneamente en 
distintos procedimientos y modos. 
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1.4.1. Procedimientos de búsqueda (inquiry) 
 
Son los métodos utilizados por los dispositivos Bluetooth para detectarse entre 
ellos dentro de su propio radio de alcance. 
 
Este procedimiento es asimétrico, es decir, por una parte el dispositivo 
Bluetooth que realiza la búsqueda envía activamente solicitudes de detección 
mientras que los dispositivos que están a la espera de ser detectados 
escuchan estos mensajes de búsqueda y los contestarán. Este procedimiento 
es realizado en un canal físico específico para esta finalidad. 
 
1.4.2. Procedimientos de conexión 
 
También conocido como procedimiento de paginación, se trata de un 
procedimiento asimétrico. 
 
Básicamente se definen cuatro canales físicos de comunicación, los canales 
básicos y adaptados que se utilizan para la comunicación propiamente dicha 
entre los dispositivos conectados en una piconet concreta. El resto de canales 
se utilizan para detectar los dispositivos Bluetooth, canal de búsqueda, y para 
conectarlos, canal de paginación. 
 
1.4.3. Protocolos de conexión 
 
A continuación mostramos una tabla con los posibles modos de conexión que 
podemos realizar según el protocolo elegido. 
 
Tabla 1.4. Tipos de protocolos de comunicación de la tecnología Bluetooth. 
 
Protocolos Descripción 
Protocolo de control 
de audio y vídeo 
(AVCTP) 
El protocolo AVCTP describe los mecanismos de transferencia 
para intercambiar mensajes que permitan controlar los 
dispositivos de audio y vídeo. [30] 
Protocolo de distribución 
de audio y vídeo (AVDTP) 
El AVDTP detalla los procedimientos de negociación, 
establecimiento y transmisión del flujo de audio y vídeo. [31] 
Protocolo Bluetooth de 
encapsulación de red 
(BNEP) 
El protocolo BNEP se utiliza para transportar protocolos de red 
comunes, como IPv4 o IPv6, entre los distintos medios de 
transmisión Bluetooth. [32] 
Protocolo 
de intercambio 
de Objetos (OBEX) 
OBEX es un protocolo de transferencia que define los objetos de 
datos y el protocolo de comunicaciones que deben utilizar dos 
dispositivos para intercambiar objetos. [33] 
Protocolo 
de control 
de telefonía (TCP) 
Este protocolo establece la señalización para el establecimiento 
de llamadas de voz y datos en dispositivos con tecnología 
Bluetooth. [34] 
RFCOMM 
con TS 07.10 
El protocolo RFCOMM emula los parámetros de un cable serie y 
el estado de un puerto RS-232 para transmitir datos en serie. [35]
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1.5. Seguridad 
 
Este es uno de los puntos más importantes para este sistema de comunicación, 
dado que los dispositivos que utilizan este protocolo contienen en su mayoría 
datos personales o privados, incluso acceso a servicios de cobro, como podría 
ser la realización de llamadas o conexión de datos por la red. 
 
Actualmente Bluetooth dispone de tres modos de seguridad para las 
conexiones entre dos dispositivos. Estos modos vienen definidos por los 
fabricantes y se diferencian en: 
 
• Modo 1. No seguro. 
• Modo 2. Seguridad impuesta a nivel de servicio. 
• Modo 3. Seguridad impuesta a nivel de enlace. 
 
Los dispositivos y los servicios cuentan con diferentes niveles de seguridad, 
estos pueden ser “dispositivos de confianza”, es decir que ya ha sido 
emparejado con anterioridad y tiene acceso sin restricción a todos los servicios, 
o pueden ser un “dispositivo poco fiable”. 
 
Los servicios cuentan con tres niveles de seguridad: 
 
• Servicios que requieren autorización y autentificación. 
• Servicios que solo precisan autorización. 
• Servicios abiertos a todos los dispositivos. 
 
 
1.6. Las piconets 
 
Se define como la red creada cuando un grupo de dispositivos trabajando bajo 
Bluetooth comparten un mismo canal físico, donde siempre uno hace de 
maestro y el resto, los esclavos, se conectan a éste. Este es el método 
principal de comunicación usado en Bluetooth. 
 
El maestro de la piconet es quien define las características del canal físico que 
se usa para la comunicación a través de su reloj y dirección de dispositivo 
Bluetooth, pero estos ajustes de la piconet solo son válidos mientras perdure la 
comunicación. Este maestro es también el encargado de controlar el tráfico en 
dicho canal. Estos canales físicos solo son posibles entre maestro y esclavo 
quedando excluidos los enlaces físicos directos entre esclavos. 
 
La transmisión bidireccional se consigue mediante la tecnología de acceso 
múltiple o TDMA (Acceso Múltiple por División de Tiempo - Time Division 
Multiple Access). 
 
Sobre el canal físico existe una capa de enlaces y canales con sus protocolos 
de control, tal y como se muestra en la (Fig. 1.2). 
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Fig. 1.2 Arquitectura de transporte de datos genérica en Bluetooth 
 
Los enlaces lógicos, que admiten tráfico síncrono, asíncrono e isócrono de 
unidifusión y tráfico de difusión, utilizan como medio de comunicación los 
enlaces físicos donde se multiplexan ocupando las ranuras asignadas por el 
gestor de recursos. 
 
Además de transmitir los datos del usuario a través de los enlaces lógicos 
también se transporta el protocolo de control de la banda base y las capas 
físicas, conocido como LMP (Protocolo de Gestión de Enlace - Link Manager 
Protocol), el cual tiene asignada una comunicación lógica asíncrona 
predeterminada para el transporte de la señalización de éste. 
 
El protocolo LMP también es utilizado por el gestor de enlaces para controlar el 
funcionamiento de los dispositivos en la piconet y gestionar las capas inferiores 
de la arquitectura, es decir, la capa de radio y de banda base. 
 
La capa que está por encima de la banda base es la L2CAP (Protocolo de 
Adaptación y Control del Enlace Lógico - Logical Link Control and Adaptation 
Protocol) que se encarga de ofrecer una abstracción de los canales de 
comunicación a las aplicaciones y servicios. También se encarga de realizar la 
segmentación y unificación de los datos de las aplicaciones, y la multiplexación 
y demultiplexación de varios canales a través de un enlace lógico compartido. 
 
 
1.7. Las redes Scatternet 
 
Si bien es cierto que tenemos ciertas limitaciones en las piconets, donde nos 
vemos restringidos por el radio de cobertura del maestro y el número máximo 
de esclavos que pueden participar que se ve limitado por el direccionamiento a 
23 dispositivos, también nos podemos aprovechar del principio donde un solo 
dispositivo puede ser maestro en una piconet a la vez que puede ser esclavo 
de otras piconets. Y partiendo de esta última característica nace el concepto de 
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Scatternet, o red dispersa, es decir, que cuando un dispositivo Bluetooth 
participa en dos o más piconets, tal y como se muestra en la (Fig. 1.3), se dice 
que forma parte de una Scatternet. Hay que tener en cuenta que esto no 
significa que se tenga capacidad de ruteo por defecto entre ellas. 
 
De esta manera, donde un esclavo hace de nexo de unión comunicando las 
dos piconets, se aumenta ampliamente tanto el número de usuarios que 
participan en la red, como el radio de cobertura original de la piconet al ir 
superponiendo las áreas de coberturas de las diferentes piconets que forman 
parte de la red Scatternet. Pero se ha de tener en cuenta que el límite de 
piconets que pueden participar en una red Scatternet es aproximadamente de 
10, debido a la reducción del rendimiento del sistema. Cada vez que 
aumentamos el número de piconets que participan en la red Scatternet se ha 
visto que esto se refleja en una reducción del rendimiento de un 10% 
aproximadamente por cada piconet. 
 
 
 
 
Fig. 1.3 Ejemplo una red Scatternet formada por varias piconets 
 
Como hemos mencionado anteriormente, participar en una red Scatternet no 
implica que el dispositivo tenga funciones de direccionamiento, ya que los 
protocolos básicos de la tecnología Bluetooth no soportan estas funciones, por 
tanto éste es un servicio de direccionamiento que depende de los protocolos 
soportados en las capas superiores. 
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CAPÍTULO 2. HERRAMIENTAS DE TRABAJO 
 
 
En este capítulo introducimos qué herramientas y qué lenguaje hemos utilizado 
para la creación de esta aplicación. Empezamos introduciendo de una manera 
genérica este lenguaje de programación orientado a objetos, Java, para 
centrarnos posteriormente en la versión específica utilizada, J2ME, y por último 
la IDE utilizada para la realización del proyecto, la NetBeans IDE. 
 
 
2.1. Java 
 
La compañía Sun describe el lenguaje Java como “simple, orientado a objetos, 
distribuido, interpretado, robusto, seguro, de arquitectura neutra, portable, de 
altas prestaciones, multitarea y dinámico”. 
 
Esta descripción, bajo una lógica subjetividad de sus creadores, enumera con 
cierta precisión las cualidades de este lenguaje de programación. 
 
Desde sus inicios, este lenguaje se utilizó tanto para la creación de 
componentes interactivos integrados en páginas Web, denominados applets, 
como aplicaciones independientes en ejecución conocidos como aplicaciones 
stanalone. Estas primeras fueron sin duda las más explotadas inicialmente, 
aunque con el paso de los años ha ido ampliando sus ámbitos de operación, 
abarcando desde servicios HTTP, servidores de aplicaciones, hasta trabajando 
con bases de datos JDBC (Base de Datos de Comunicaciones Java - Java 
Data Base Connectivity). 
 
2.1.1. Historia 
 
La tecnología Java empezó a desarrollarse en el año 1991 por un equipo de 
Sun Microsystems que pretendía crear un lenguaje de programación que fuera 
independiente del dispositivo en que se ejecutara, intentando anticiparse a la 
convergencia entre los dispositivos digitales y los ordenadores.  
 
Tras 18 meses de trabajo, este equipo denominado Green Team, presento un 
lenguaje de programación al que nombraron Oak, creando un controlador para 
dispositivos de televisión digital por cable. Pero finalmente el proyecto no llegó 
a buen puerto quedando abandonado hasta el año 1995, cuando en plena 
eclosión de Internet, los ingenieros pudieron dar una nueva utilidad a dicha 
tecnología incorporándola al navegador Netscape Navigator. De esta manera 
finalmente este producto pudo ser presentado al gran público. 
 
Actualmente, pasados más de 10 años de existencia y con cerca de 4 millones 
de desarrolladores de software trabajando sobre la plataforma Java, nos 
encontramos con más de 2.500 millones de dispositivos que utilizan esta 
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tecnología, tales como ordenadores, teléfonos móviles y otros dispositivos de 
bolsillo, tarjetas inteligentes, sintonizadoras, impresoras, videojuegos, sistemas 
de navegación, cajeros automaticos, y un largo etc. 
 
La primera versión, JDK 1.0, fue lanzada el 23 de enero de 1996. La última 
versión, aún en desarrollo a fecha de escritura de este documento, es la Java 
SE 7, cuyo lanzamiento se estima para este mismo año (2008). 
 
2.1.2. Ediciones de Java 2 
 
Actualmente se han ido distanciando cada vez más las necesidades de los 
diferentes tipos de usuarios de Java, desarrollándose finalmente soluciones 
específicas para cada ámbito tecnológico.  
 
Como resultado obtenemos tres ediciones bien diferenciadas. J2SE (Java 2 
Standard Edition) como el estándar orientado al desarrollo de aplicaciones 
independientes y applets, J2EE (Java 2 Enterprise Edition) orientado al entorno 
empresarial y, J2ME (Java 2 Micro Edition) para dispositivos móviles y/o 
máquinas limitadas en cuanto a proceso y memoria. 
 
En la (Fig. 2.1) mostramos como se distribuyen las distintas ediciones. 
 
 
 
Fig. 2.1 Arquitectura de las plataformas Java 2 
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2.1.2.1. Java 2 Standard Edition 
 
Siendo la versión principal, sus principales características son: 
• Código independiente de la plataforma ejecutado en el cliente por una 
JVM (Java Virtual Machine). 
• Independencia del Sistema Operativo bajo el que se opera. 
• Modelo de seguridad tipo sanddox proporcionado por la JVM. 
• Inspirado en C++ y añadiendo mejoras como soporte nativo de strings, 
recolector de basura y con componentes de alto nivel. 
Las herramientas ofrecidas por esta edición permiten tanto el desarrollo de 
applets como de APIs orientadas a aplicaciones tipo usuario final como 
interfaces gráficas, multimedia, redes de comunicación, etc. 
 
2.1.2.2. Java 2 Enterprise Edition 
 
Basado en el J2SE, se trata de una ampliación necesaria para poder trabajar 
bajo entornos empresariales aportando mejoras referentes a redes, bases de 
datos, y mayor capacidad para trabajar con grandes volúmenes de datos en 
todos los ámbitos. 
 
Esta plataforma está pensada para ejecutarse no sobre una sola máquina sino 
sobre una red de ordenadores de manera distribuida y remota mediante EJBs 
(Enterprise Java Beans), siendo capaz de trabajar con datos provenientes de 
entornos heterogéneos. 
 
2.1.2.3. Java 2 Micro Edition 
 
Como respuesta a un mercado donde el uso de pequeños dispositivos 
portátiles se está masificando a un ritmo vertiginoso, nació la necesidad de 
poder incluir Java en este tipo de dispositivos, limitados en hardware respecto a 
las máquinas estándar. 
 
Por tanto, estamos ante una versión reducida del J2ME con unas 
configuraciones que describen las características básicas en cuanto a la 
configuración de hardware y software, omitiendo cierto tipo de operaciones 
matemáticas avanzadas y tipos de datos, y reduciendo la máquina virtual 
donde corren las aplicaciones. 
 
Sobre estas características hablamos en el siguiente capítulo. 
 
2.1.3. Entornos de desarrollo 
 
En el mercado encontramos distintos programas comerciales para desarrollar 
código Java. La propia compañía Sun distribuye gratuitamente su JDK (Kit de 
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Desarrollo de Java - Java Development Kit) que consiste en conjunto de 
programas y librerías que permiten desarrollar, compilar y ejecutar programas 
en Java. Destaca en este caso el Debugger, que nos permite ejecutar 
parcialmente el programa y estudiar paso a paso la evolución de la ejecución 
del código. 
 
Otro programa ofrecido por la propia Sun es el denominado JRE (Java Runtime 
Environment) creado únicamente para poder ejecutar el código Java. 
 
Encontramos también las IDEs (Entorno de Desarrollo Integrado - Integrated 
Development Environment), es decir, entornos de desarrollo integrados, 
permitiéndonos en una sola aplicación escribir, compilar, depurar y ejecutar el 
código Java además de, en muchos casos, contar con un entorno de desarrollo 
mucho más logrado y cómodo para la realización de proyectos.  
 
2.1.4. La Java Virtual Machine 
 
Partiendo de la idea de crear un software capaz de ejecutarse 
independientemente en cualquier tipo de máquina y procesador, los ingenieros 
de Sun tuvieron que idear el modo para que un único código sirviera para todas 
las máquinas. Esto se consiguió gracias a la JVM que es un programa capaz 
de interpretar un código intermedio (Bytecode) neutro, el Java, y luego 
convertirlo al código particular de cada máquina. De esta manera se consigue 
proporcionar independencia de la plataforma respecto al sistema operativo y el 
hardware subyacente. 
 
 
2.2. J2ME 
 
En 1999 Sun Microsystems presentó la edición Java 2 Micro Edition orientada a 
dispositivos limitados en hardware. Más concretamente presentó una nueva 
Java Virtual Machine que podía ejecutarse en dispositivos Palm. 
 
En el entorno principal de ejecución en J2ME hay que determinar 
principalmente la Máquina Virtual Java y la Configuración elegida, según los 
recursos de que disponga la máquina donde se va a ejecutar. Los Perfiles, 
dependen de la familia del dispositivo. Y por último la elección de unos 
paquetes opcionales. De todas estas características hablamos a continuación. 
 
2.2.1. Máquinas Virtuales de J2ME 
 
El motivo por que se crearon unas máquinas virtuales específicas para 
diferentes sistemas, es que las implementaciones tradicionales de JVM ocupan 
una gran cantidad de memoria y requieren grandes capacidades 
computacionales respecto a las posibilidades que nos ofrecen los dispositivos 
de bolsillo. Por lo cual se vieron obligados a crear unas JVM específicas, 
suprimiendo algunas de las características de la original. 
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Tal y como se ha comentado anteriormente, en J2ME, existen varias 
configuraciones posibles: la configuración CLDC (Connected Limited Device 
Configuration) y la CDC (Connected Device Configuration). Para poder trabajar 
con estas necesitamos unas VM (máquinas virtuales) específicas. La VM 
correspondiente a la configuración CDC se llama CVM y la de la CLDC se 
denomina KVM. 
 
2.2.1.1. Kilo Virtual Machine (KVM) 
 
Es la VM más pequeña desarrollada por SUN. Su nombre viene del Kilobyte 
haciendo referencia al reducido tamaño ocupado en memoria, está escrita en 
lenguaje C ocupando aproximadamente 2400 líneas de código, y fue diseñada 
para trabajar bajo dispositivos de reducidas capacidades computacionales y 
memoria. 
 
Como principales características tenemos: 
 
• Carga de memoria, dependiendo de las capacidades de la plataforma, 
entre los 40 y 80Kb. 
• Modulable. 
• Verificador de clases reducido y capaz de rechazar clases no válidas en 
tiempo de ejecución. 
• No soporta coma flotante, JNI (Java Native Interface), cargadores de 
clases definidos por el usuario, reflexión, referencias débiles, grupos de 
hilos, y no existe la finalización de instancias de clase. 
 
2.2.1.2. Compact Virtual Machine (CVM) 
 
Esta Virtual Machine soporta las mismas características que la JVM y está 
orientada a dispositivos electrónicos con unas prestaciones mínimas de 
proceso y memoria, 32bits y un mínimo de 2Mb de memoria RAM, con las 
siguientes características destacables: 
 
• Soporte de las características de Java2 v1.3, referencias débiles, JNI, 
RMI (Invocación Remota de Métodos), Interfaz de Depuración de la 
máquina virtual JVMDI, y librerías de seguridad. 
• Soporte e interfaces para servicios en Sistemas Operativos en Tiempo 
Real. 
• Baja ocupación en memoria de las clases. 
• Soporte nativo de hilos. 
• Recolector de basura modularizado. 
• Ejecución de clases Java fuera de la memoria ROM. 
  
 
2.2.2. Configuraciones 
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Las configuraciones son el conjunto mínimo de APIs Java que permiten 
desarrollar aplicaciones para cierto tipo de dispositivos donde se incluyen las 
características comunes y básicas de ese grupo de dispositivos. 
 
Como hemos nombrado anteriormente, J2ME utiliza dos tipos de 
configuraciones según las posibilidades de los dispositivos donde vaya a 
trabajar. CLDC para los dispositivos limitados en capacidad de proceso y 
memoria y aptos para conexión y CDC para los dispositivos con mayores 
capacidades también con conexión. 
 
2.2.2.1. Connected Limited Device Configuration (CLDC) 
 
Estos dispositivos, limitados en capacidad de proceso, memoria, capacidades 
gráficas y dotadas de conexión, responden generalmente a teléfonos móviles, 
PDAs, y cualquier otro tipo de dispositivo móvil reducido. 
 
También suelen tener algún tipo de conexión de red, generalmente inalámbrica 
con ancho de banda limitado, y requieren trabajar con un bajo consumo 
energético ya que suelen trabajar con baterías como alimentación. 
 
Pero deben, como mínimo, cumplir dos requisitos: 
 
• Tener un procesador de 16 bits funcionando a 25 Mhz de velocidad 
• Disponer de 160 Kb de memoria total, donde, 128 Kb debén ser de 
memoria no volátil para la JVM y las bibliotecas CLDC, y 32 Kb de 
memoria volátil para la VM en tiempo de ejecución. 
 
La configuración CLDC nos ofrece las siguientes prestaciones: 
 
• Subconjunto del lenguaje Java y las restricciones de su KVM. 
• Subconjunto de las bibliotecas Java del núcleo. 
• Seguridad. 
• Soporte para acceso a redes, E/S básica. 
 
Respecto a la seguridad de la configuración CLDC, ésta posee un modelo de 
seguridad tipo sandbox. 
 
Las librerías incluidas en esta configuración se muestran en la siguiente tabla:  
 
Tabla 2.1. Librerías CLDC 
 
Librería Descripción 
javax.microedition.io Clases e interfaces de conexión genérica CLDC 
java.lang Clases e interfaces de la Máquina Virtual (Sub. de J2SE) 
java.util Clases, interfaces y utilidades estándar (Subc. de J2SE) 
java.io Clases y paquetes estándar de E/S (Subconju. de J2SE) 
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2.2.2.2. Connected Device Configuration (CDC) 
 
Esta configuración está orientada a dispositivos con cierta capacidad de 
proceso, sin duda mayor que la de la CLDC, como por ejemplo decodificadores 
de televisión digital, sistemas de navegación, algunos electrodomésticos, 
televisores con internet, etc. La Máquina Virtual que trabaja con esta 
configuración, la CVM, es prácticamente la misma que la de J2SE pero con 
limitaciones de memoria y en el apartado gráfico. 
 
Estos dispositivos se deben corresponder, mínimo, a: 
 
• Disposición de un procesador de 32 bits. 
• Tener 2 Mb de memoria incluyendo RAM y ROM. 
 
En la mayoría de los casos estos dispositivos tienen acceso a la red. 
 
Esta configuración está basada en J2SE v1.3 pero con unas librerías 
específicas incluidas en el paquete javax.microedidion.io que incluye soporte 
para comunicaciones basadas en datagramas y http que mostramos en la 
siguiente tabla: 
 
Tabla 2.2. Librerías CDC 
 
Librería   Descripción 
java.io Clases y paquetes estándar de E/S 
javax.microedition.io Clases e interfaces de conexión genérica CDC 
java.net Clases e interfaces de red 
java.lang Clases básicas del lenguaje Java 
java.lang.ref Clases de referencia 
java.lang.refect Clases e interfaces de reflection 
java.util Clases de utilidades estándar 
java.util.jar Clases y utilidades para archivos JAR 
java.util.zip Clases y utilidades para archivos comprimidos y ZIP 
java.math Paquete de matemáticas 
java.text Paquete de texto 
java security  Clases e interfaces de seguridad 
java security.cert Clases de certificados de seguridad 
 
2.2.3. Perfiles 
 
Los perfiles son los encargados de definir las APIs controlando la interfaz del 
usuario, ciclo de vida, etc. Estos identifican por grupos los dispositivos según 
las funcionalidades que tienen y las aplicaciones que van a ejecutar. 
 
Por tanto mientras que el perfil establece unas APIs para definir las 
características de un dispositivo, las configuraciones las definen para toda una 
familia de ellos. Y esto hace que los perfiles siempre sean definidos para 
trabajar bajo una configuración determinada. 
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Todo esto queda mucho más claro tras mostrar, (Fig.2.2) la arquitectura 
completa del entorno de ejecución de J2ME. 
 
 
 
 
Fig. 2.2 Arquitectura del entorno de ejecución de J2ME 
 
De este modo para la configuración CDC tenemos los siguientes perfiles:  
 
• Foundation Profile. 
• Persona Profile. 
• RMI Profile. 
 
Y para la configuración CLDC: 
 
• PDA Profile. 
• Mobile Information Device Profile. 
 
A continuación detallamos cada uno de ellos. 
 
2.2.3.1. Foundation Profile: 
 
Este perfil está siempre incluido en las configuraciones CDC y puede ser 
combinado con otros perfiles. 
 
Está orientado a dispositivos que carecen de interfaz gráfica, y contiene la 
mayoría de los paquetes de la J2SE, pero excluye todos los paquetes que 
conforman la GUI (Interfaz Gráfica de Usuario). Los paquetes incluidos en perfil 
se muestran en la siguiente tabla. 
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Tabla 2.3. Librerías del Foundation Profile 
 
Librería Descripción 
java.io Clases E/S de J2SE 
java.net Clases de red que incluyen sockets TCP/IP y conex. HTTP 
java.lang Soporte del lenguaje Java 
java.util Incluye soporte completo para ZIP y otras funciones java.util.* 
java.text Incluye soporte para idiomas internacionales 
java security  Incluye códigos y certificados 
 
2.2.3.2. Personal Profile: 
 
Se trata de un subconjunto de la plataforma J2SE que proporciona el soporte 
gráfico AWT para poder dotar a la configuración CDC de una interfaz completa 
gráfica con capacidades web y soporte de applets. 
 
Tal y como hemos explicado anteriormente, este perfil requiere trabajar junto 
con el Foundation Profile. En la Tabla 2.4 mostramos las librerías incluidas. 
 
 
Tabla 2.4. Librerías del Personal Profile 
 
Librería Descripción 
java.applet Clases utilizadas por los applets o para crearlos  
java.beans Clases que soportan JavaBeans 
java.awt Clases para crear GUIs con AWT 
java.awt.font Clases e interfaces para manipular fuentes 
java.awt.datatransfer Clases e interfa. para transmitir datos entre aplicaciones 
java.awt.event Clases e interfaces para manejar eventos AWT 
java.awt.im Clases e interfac. para def. métodos editores de entrada 
java.awt.im.spi Interfaces para añadir el desarrollo de métodos editores de entrada para 
cualquier entorno de ejecución Java 
java.awt.image Clases para crear y modificar imágenes 
 
 
2.2.3.3. RMI Profile: 
 
Este perfil soporta un subconjunto de las APIs del J2SE v.1.3 RMI ya que 
algunas de las características originales excedían las capacidades de proceso 
y memoria. Al igual que el Personal Profile también exige convivir con el 
Foundation Profile. 
 
2.2.3.4. PDA Profie: 
 
Muy similar al MIDP pero pensado para acoger a dispositivos tipo PDA con una 
mejor pantalla, capacidad de proceso y con una interfaz táctil tipo puntero. 
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2.2.3.5. Mobile Information Devide Profile (MIDP): 
 
Esta fue la primera interfaz definida para esta plataforma y está orientado para 
dispositivos tipo teléfonos mobiles, PDAs básicas, con conectividad que 
cumplan con los siguientes requisitos: 
 
• Display mínimo de 96 x 54 pixeles monocromo. 
• Entrada de datos alfanumérica. 
• 128 Kb de memoria no volátil para componentes MIDP. 
• 8 Kb de memoria no volátil para datos persistentes de aplicaciones. 
• 32 Kb de memoria volátil para la pila Java. 
• Disponer de algún tipo de red. 
• Incluir temporizadores. 
 
Como hemos advertido a estas aplicaciones se les conoce bajo el acrónimo de 
MIDlets, por simpatía hacia la denominación de los applets. 
 
Los paquetes incluidos en esta aplicación son: 
 
Tabla 2.5. Librerías MIDP 
 
Librería Descripción 
java.io Clases y paquetes básica de E/S 
javax.microedition.io Clases e interfaces de conexión genérica 
java.lang Clases básicas del lenguaje Java 
java.util Clases de utilidades estándar 
javax.microedition.lcdui Clases e interfaces para GUIs 
javax.microedition.rms Record Management Storage. Soporte para almacenamiento 
persistente. 
javax.microedition.midlet Clases de definición de la aplicación 
javax.microedition.media Clases e interfaces multimedia 
javax.microedition.pki Permite trabajar con certificados para conexiones seguras 
 
 
2.3. NetBeans 
 
NetBeans es una herramienta de desarrollo, modular y extensible, de 
aplicaciones de escritorio, esta escrita en java pero es multiplataforma y de 
código abierto. 
 
Esta plataforma permite desarrollar aplicaciones a partir de un conjunto de 
componentes de software denominados módulos. Estos módulos consisten en 
un archivo Java que contiene clases de Java escritas para interactuar con las 
APIs de NetBeans y un archivo nombrado “manifest” que identifica estos 
módulos. 
 
Estas aplicaciones modulares pueden exportar parte de sus módulos para ser 
reutilizados en otras aplicaciones o viceversa dando así un gran dinamismo a la 
programación. 
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2.3.1. NetBeans IDE 
 
El IDE de NetBeans es un entorno de desarollo diseñado para escribir, 
compilar, depurar y ejecutar programas. 
 
Es un IDE desarrollado en lenguaje Java pero que puede ser utilizado con 
múltiples lenguajes de programación. Cuenta además con la posibilidad de 
extenderse con una gran cantidad de módulos de extensión desarrollados por 
una amplia comunidad de usuarios, ya que se trata de un producto de código 
abierto y completamente gratuito. 
 
2.3.2. Historia 
 
NetBeans empezó a tomar forma en 1996 fruto de un proyecto de final de 
carrera de unos estudiantes de la Universidad de Charles, en Praga, bajo la 
tutoría de la Facultad de Matemáticas y Física. El objetivo de este proyecto era 
crear una IDE tipo Delphi pero escrita completamente en Java, algo que no se 
había hecho hasta el momento, y nombrada inicialmente Xelfi. 
 
Los estudiantes, tras graduarse y comprobar el interés generado, ya que en 
esa época no eran demasiado comunes las IDEs, decidieron continuar con el 
proyecto de forma comercial comenzando bajo un entorno familiar y de 
amistades y despertando finalmente el interés de Roman Stanek, un conocido 
empresario relacionado con múltiples iniciativas dentro de la República Checa. 
 
El actual nombre de la herramienta de desarrollo viene de uno de sus 
creadores, Jarda Tulach, quién diseño la arquitectura básica de ésta y, cuyo 
enfoque inicial dirigía a los componentes JavaBeans para redes. Ahí fue 
cuando Jarda quiso nombrar el proyecto como NetBeans como clara 
identificación de las funciones de red para la que estaba creada. 
 
No sería hasta el 1999 cuando empezaría la verdadera revolución. En 
primavera se lanzó NetBeans Developer X2 soportando Swing. En verano, el 
lanzamiento del JDK1.3 y la muestra de interés de Sun Microsystems por una 
herramienta de desarrollo mejor, hizo que el equipo trabajara duramente en el 
rediseño de éste presentando un producto más modular y con un mayor 
rendimiento en otoño. Fue esta versión presentada en otoño bajo la que se 
firmaría en acuerdo con Sun y se presentaría oficialmente como NetBeans en 
beta. 
 
Al mismo tiempo Sun adquirió otra compañía de herramientas llamada Forté, y 
decidió renombrar NetBeans como “Forté for Java”. 
 
Seis meses después, Sun liberaría NetBeans bajo su nombre original, como 
open source bajo un gran enriquecimiento de líneas de código por parte de los 
ingenieros de la propia Sun y siendo el primer proyecto de código abierto 
patrocinado por ellos. En julio del 2000 NetBeans.org fue lanzado.
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CAPÍTULO 3. DESARROLLO DEL PROGRAMA 
 
 
Una vez definidos los parámetros principales para la realizació y diseño de la 
aplicación, siendo el lenguaje de programación J2ME y utilizando para el 
desarrollo de este la NetBeans IDE 6.1, pasamos a establecer el orden de 
realización del proyecto. 
 
Como introducción, y puesto que ha sido nuestra primera toma de contacto con 
esta herramienta, mostramos brevemente en el siguiente apartado como se 
crea un proyecto nuevo con la NetBeans IDE 6.1 desde el principio. 
 
Tras el apartado de creación de proyectos con la IDE mostramos nuestro 
proceso de desarrollo de la aplicación, que se divide en tres partes. La primera 
en que establecemos una interfaz básica para poder interactuar con la 
aplicación, definiendo los menús, pantallas, botones, etc. Una vez diseñada 
esta mínima interfaz de trabajo pasamos a crear un servidor y un cliente de 
manera separada para comprobar la comunicación básica entre estos dos, una 
vez conseguido, se procede a fusionar este cliente y servidor en un solo 
individuo al que denominamos ChatRoom. Como última fase, y principal 
objetivo del trabajo, adaptamos nuestro ChatRoom para que pueda trabajar 
bajo una red Scatternet. 
 
Una vez introducida la IDE y explicadas las tres fases de realización del 
proyecto, nos centramos en las distintas clases utilizadas enumerándolas y 
describiendo sus principales funciones y características. 
 
 
3.1 Creación de proyectos con la NetBeans IDE 6.1 
 
NetBeans IDE 6.1 está disponible desde la propia página web 
http://www.netbeans.org/, donde tenemos el link de descarga directa, y también 
posibilita el envío a casa en formato DVD, igualmente de manera gratuita. Una 
vez en el sitio de descarga podemos elegir idioma, sistema operativo bajo el 
cual se trabaja, y los packs que queremos incluir dentro de la IDE, pudiendo 
seleccionar uno determinado: JavaSE, Web & Java EE, Ruby, C/C++, etc, o 
uno que los incluya todos.  
 
Una vez instalado procedemos a crear nuestra primer MIDlet. Este proceso 
resulta realmente sencillo con esta IDE. 
 
Ejecutamos la IDE y nos dirigimos a: 
 
• File ? New Project 
• Choose Project ? Mobility ? MIDP Application ? Next 
 
En la siguiente ventana se nos ofrecen dos posibilidades extras, “Set as Main 
Project” y “Create Hello MIDlet”, siendo esta última muy recomendable en caso 
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de no haber tenido contacto antes con J2ME pues nos presenta un ejemplo 
muy básico e interesante que puedes ejecutar tanto en el emulador de la IDE 
como en un terminal móvil estándar que soporte Java. 
 
• Name and Location ? Next/Finish. Se nos ofrece la posibilidad de 
cambiar el nombre del proyecto, la localización de éste en la máquina y 
se nos muestra donde están los archivos con los que trabaja la IDE. 
• Default Platform Selection ? Emulator Platform: J2ME Wireless Toolkit 
2.2 ?DefaultColorPhone ? Next/Finish. También escogemos si 
queremos trabajar con la configuración CLDC-1.0 o CLDC-1.1, y el perfil 
MIDP-1.0, o las versiones 2.0 o 2.1. 
 
En nuestro caso escogemos las versiones de configuración más antiguas, 
CLDC-1.0 y MIDP-1.0, para tener una mayor compatibilidad con el máximo de 
terminales posibles. 
 
La siguiente opción nos permite trabajar con templates (plantillas) por lo que al 
no utilizarlas anteriormente pulsamos Finish. 
 
Finalmente nos quedamos en la siguiente ventana, Fig. 3.1, el cual es nuestro 
entorno de trabajo durante toda la realización el proyecto. 
 
 
 
Fig. 3.1. Entorno de trabajo de la NetBeans IDE 6.1 
 
En esta pantalla, Fig. 3.3., podemos observar que la pantalla inicial está 
subdividida en otras ventanas, donde, en la superior izquierda encontramos la 
lista de proyectos de la IDE que tenemos en nuestro ordenador. La inferior a 
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esta, nos muestra un índice con todas las subclases, métodos y componentes 
que forman parte de la clase en edición. A su derecha, y de mayor tamaño, 
encontramos la ventana principal desde donde introducimos el código 
necesario para la creación de la aplicación. Y por último, en la ventana inferior 
a todas, es donde tenemos el registro de la compilación del código, 
“debugado”, e información del sistema al emularlo. Cabe decir igualmente que 
esta configuración de las ventanas es completamente editable para adaptarlas 
a las preferencias de cada usuario según sean sus necesidades. 
 
 
3.2 Fases de desarrollo 
 
Como hemos enunciado anteriormente, ahora desglosamos el proceso de 
realización el proyecto en tres partes. Diferenciamos la creación del entorno 
gráfico, el sistema de comunicación cliente-servidor por separado y posterior 
fusión en una sola denominada ChatRoom, y por último, la habilitación de este 
ChatRoom para poder trabajar como una red Scatternet. 
 
Tanto la parte gráfica como el sistema de comunicación cliente – servidor, y 
posterior agrupación  de estos dos en el denominado ChatRoom pueden ser 
simuladas con la IDE de NetBeans. Pero no es posible la simulación de la red 
Scatternet, pues necesitaríamos que la IDE nos brindara más posibilidades de 
simulación, como poder variar los radios de cobertura del Bluetooth, que en 
este caso tiene que ser comprobada bajo terminales reales.  
 
Esta fase inicial de creación del entorno gráfico, y más sencilla dentro de la 
realización del proyecto, también sirve como toma de contacto con la IDE, tal y 
como se ve reflejado en el transcurso de este primer apartado. 
 
3.2.1 Entorno gráfico 
 
Hemos desarrollado un entorno gráfico básico pero operativo que garantiza la 
usabilidad de la aplicación desarrollada. Empezamos a crear la interfaz 
pensando en su funcionamiento dentro de una sala de chat y según las 
posibilidades que nos ofrece la IDE de desarrollo. Lógicamente esta interfaz va 
variando y evolucionando según requiere la aplicación desarrollada, por tanto 
esta fase aunque inicial es continua durante todo el proyecto 
 
3.2.1.1 Form 
 
Los Form son tipo de ventanas, lo que nosotros entenderíamos como la 
pantalla del móvil, donde podemos añadir campos de texto editables o no 
editables, barras de carga, imágenes, botones, campos de fecha, menús de 
selección, etc.  
Como configuración básica para crear este Form, tenemos que asignarle: un 
título, que definimos al inicializarlo, para que el usuario sepa en qué parte del 
programa se encuentra al visualizarlo; y un contenido, que se añade con un 
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append, como puede ser una imagen, una barra de tiempo, gauge, un campo 
para introducir texto, TextField, o simplemente información en modo de texto 
añadido también con un simple append. 
 
Para finalizar la creación de este Form, siempre necesitamos unos comandos, 
Command, para poder interactuar con la aplicación, como saltar a otro Form, 
aceptar, cancelar algo o simplemente finalizar la aplicación. Estos son añadidos 
con un addCommand. Como último paso hay que poner este Form en “modo 
escucha” para que se puedan utilizar estos Command. 
 
A continuación en la figura Fig. 3.2 mostramos un ejemplo de cómo se ve un 
Form en la pantalla de un terminal móvil, bajo el simulador incluido en la 
NetBeans IDE, y parte del código utilizado para la creación de este mismo. 
 
 
 
Fig. 3.2 Ejemplo de un Form en el emulador y parte del código necesario. 
 
3.2.1.2 TextField 
 
Como hemos nombrado anteriormente los TextField trabajan dentro de los 
Form y sirven para introducir caracteres alfanuméricos a través de estas 
ventanas. 
 
Para definir estos TextField tenemos que definir inicialmente el título que 
muestra, si deseamos colocar un texto predefinido, que después el usuario 
puede editar, sobrescribir o borrar, la extensión máxima que puede tener este 
conjunto de caracteres y, por último, el tipo de caracteres que se van a poder 
introducir, pudiendo escoger si queremos que se pueda introducir cualquier tipo 
ANY, números de telefono, passwords (al escribir solo muestra asteriscos), etc. 
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En la anterior figura, Fig. 3.2., encontramos también un ejemplo de TextField 
en la simulación del terminal móvil podemos observar el campo de texto vacío 
que sigue al texto Nickname. En la ventana de edición de código, en la línea 
140 se muestra el código necesario para la creación de este mismo 
TextField. 
 
3.2.1.3 Command 
 
Los comandos Command definen acciones que se ejecutan cuando se produce 
un determinado evento. En nuestro caso se definen los comandos para las 
acciones sobre los botones que utilizamos dentro del Form. Estos comandos 
son asignados a las “teclas” de las que dispone el dispositivo, ya que excepto 
las numéricas el resto de teclas pueden variar en cantidad y hubicación según 
el terminal que se utilice, y por tanto se les asigna un tipo de acción genérica 
con una prioridad. Los comandos son asignados según la disponibilidad de 
teclas y prioridad a la hora de mostrarse por pantalla. 
 
Para poder utilizar estos Command tenemos que “declararlos” e “inicializarlos” 
asignándoles un nombre, que se muestra en pantalla para indicar su función, 
definiendo que tipo de acción realiza este Command y la prioridad dentro de 
este tipo. Finalmente, tal como se muestra en el código de la Fig. 3.5., le 
asignamos una o varias acciones a realizar en función del Form en que se 
encuentre. 
 
 
 
Fig. 3.3. Ejemplo de asignación de acciones a los Command y simulación. 
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En el ejemplo mostrado en la Fig. 3.3. podemos observar claramente como 
cuando estamos dentro de la pantalla, Form, “Escribe un mensaje” se nos 
muestran los dos Command asignados, en este caso, a los dos botones que 
encontramos justo debajo de los títulos de estos, “Volver” y “Enviar”. A la 
derecha de la figura podemos ver el código que define las acciones que se 
realizan al ser pulsados estos comandos.  
 
Como indicábamos anteriormente, en caso de tener más de dos comandos 
asignados a este Form, o en el caso que tengamos un solo botón de acción en 
el teléfono, este nos muestra en pantalla el título “Menú” sobre ese botón, que 
al pulsarlo nos muestra un desplegable en forma de listado con los Command 
que nosotros hemos asignado a ese Form y en con el orden aparición 
establecido. 
 
3.2.2 Comunicación cliente servidor 
 
Una vez tenemos una interfaz gráfica básica definida con la que poder 
interactuar procedemos a decidir cuál es el mejor método para realizar la 
comunicación entre el cliente y el servidor, la creación de estos mismos, y una 
vez comprobado la correcta comunicación entre los dos realizamos la fusión en 
uno solo, ChatRoom, con las correspondientes adaptaciones de los métodos y 
clases para poder trabajar en un solo individuo. Todos estros procedimientos 
se explican en los siguientes apartados. 
 
3.2.2.1 Comunicación 
 
Inicialmente en las aplicaciones MIDP podemos utilizar los paquetes 
javax.microedition.io y java.io., que nos permiten realizar las 
comunicaciones mediante datagramas, sockets, HTTP, etc. Pero al utilizar la 
API javax.bluetooth obtenemos dos nuevos mecanismos de 
comunicación: el L2CAP y el SPP. 
 
Con L2CAP las conexiones se realizan enviando y recibiendo arrays de bytes 
mientras que con las conexiones SPP obtenemos un InputStream y un 
OutputStream para poder comunicarnos libremente una vez establecidos y 
hasta que se cierrer los mismos. Por lo que consideramos que la conexión más 
adecuada y sencilla para realizar las comunicaciones de nuestra aplicación es 
mediante una conexión Streaming con el protocolo de Bluetooth btspp. 
 
Para poder realizar estas conexiones, simplemente se utiliza la clase 
Connector y ya podemos comunicarnos sin preocuparnos de cómo se 
implementa cualquiera de los protocolos nombrados anteriormente. 
 
Esta conexión se realiza con el siguiente mensaje genérico, en el que se indica 
principalmente el protocolo a utilizar y la dirección: 
  
 Connector.open (“protocolo: dirección; parámetros”);  
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Para establecer estas comunicaciones utilizamos distintas interfaces, entre las 
cuales destacamos: 
 
public abstract interface InputConnection extends 
Connection, que representa una conexión basada en streams de entrada.  
 
Contiene los siguientes métodos: 
 
• DataInputStream openDataInputStream() 
• InputStream openInputStream() 
 
public abstract interface OutputConnection extends 
Connection, que representa una conexión basada en streams de salida. 
 
Con los siguientes métodos: 
 
• DataOutputStream openDataOutputStream() 
• OutputStream openOutputStream() 
 
public abstract interface StreamConnection extends 
InputConnection, OutputConnection, que representa una conexión 
basada en streams de entrada y salida. Hereda los métodos de las dos 
interfaces anteriores. 
 
public abstract interface StreamConnectionNotifier extends 
Connection, que deriva directamente de Connection y representa el 
establecimiento de conexiones lanzadas por clientes remotos, donde si la 
conexión se realiza con éxito se devuelve un StreamConnection para 
establecer la comunicación. 
 
Contiene el siguiente método: 
 
• public StreamConnection acceptAndOpen() 
 
Una vez hemos introducido brevemente estas interfaces de conexión 
procedemos a explicar en los siguientes puntos cómo se crea el servidor, el 
cliente y la posterior fusión de estos dos en una sola aplicación que a la 
llamamos ChatRoom y que hace a la vez de servidor y cliente. 
 
3.2.2.2 ServidorSPP 
 
Una vez determinado el mejor método para realizar las comunicaciones entre 
servidor y cliente, procedemos a crear nuestro servidor mostrando los pasos 
más importantes para la realización de éste. 
 
Cabe destacar que es mucho más sencilla y corta la realización del servidor 
que la del cliente, pues el servidor solo tiene que ofrecer el servicio y estar a la 
espera de un cliente, en vez de preocuparse de estar buscando dispositivos y 
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sus respectivos servicios. Esto también queda reflejado en el número de líneas 
de código necesarias para la creación de estos dos, tal y como se puede 
observar en los anexos donde hemos incluido sus correspondientes códigos. 
 
Inicialmente declaramos las variables necesarias para realizar las funciones de 
servidor, entre ellas: 
 
Creamos un UUID, identificador de conexión único, para identificar el servicio 
ofrecido, al que le asignamos un nombre de servicio y un código. Este código 
puede ser uno de los estándares preestablecidos o crear uno propio. En este 
caso utilizamos el código especifico para los SerialPort: 0x1101”. 
 
Es también imperativo crear un objeto LocalDevice para poder recuperar 
nuestra configuración del Bluetooth, ya que este objeto es primordial para la 
mayoría de operaciones de comunicación sobre Bluetooth. 
 
El siguiente paso es poner nuestro dispositivo en modo visible, es decir que 
otros dispositivos Bluetooth dentro de su radio de operación puedan verlo, 
activando el Bluetooth, siempre previa obtención del objeto LocalDevice, 
mediante el método de la clase javax.bluetooth setDiscoverable(). En 
caso de que no fuera posible utilizar el Bluetooth nos daría una excepción, que 
nosotros podemos mostrar en la pantalla para informar al usuario. 
 
A continuación, nos centramos en la función de servidor propiamente dicha: 
 
Mediante la clase Connector, incluida en javax.microedition.io, ya 
mencionada anteriormente, creamos el objeto de conexión donde 
especificamos el protocolo de conexión y la dirección de red, que en nuestro 
caso es: btspp://localhost:. 
 
Con todos estos datos ya podemos crear nuestra URL, que contiene el 
protocolo de comunicación, dirección de red, UUID, nombre del servicio que 
ofrecemos y permisos. 
 
Con la interfaz StreamConnectionNotifier definimos un notificador con las 
capacidades de nuestra conexión. 
 
Seguidamente rellenamos el Bluetooth Profile Description List 
usando el SerialPort versión 1. Este paso en un principio no parecía 
necesario, pues al utilizar el simulador de terminal móvil de la NetBeans IDE 
nos funcionaban correctamente las comunicaciones cliente - servidor. Pero al 
intentar realizar estas comunicaciones sobre terminales móviles reales, no 
ofrecían los servicios y por tanto no se podía completar el proceso de 
asociación. 
 
Una vez en marcha el servidor, tenemos que poner nuestro dispositivo en 
modo escucha para que pueda responder a los intentos de conexión de los 
clientes mediante el método acceptAndOpen. 
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Ahora ya podemos almacenar los flujos de salida y entrada del cliente con las 
interfaces openDataOutputStream() y openDataInputStream() 
respectivamente. 
 
Una vez establecida la conexión con el cliente, siempre tras confirmación del 
usuario final en ambos lados de la comunicación, ya podemos escribir y leer 
libremente datos en el stream mediante las sencillas instrucciones, 
out.writeUTF() e in.readUTF(). Esta conexión es válida hasta que 
cerramos la conexión con el cliente.  
 
3.2.2.3 ClienteSPP 
 
Al igual que el servidor, empezamos por hacer las declaraciones principales 
para poder trabajar como clientes: 
 
• Como código UUID le asignamos 0x1101, el especifico del SerialPort. 
• Un objeto LocalDevice igual que en el servidor. 
• Y otro objeto que sea ServiceRecord para poder buscar los servicios 
de los servidores que vamos encontrando. 
 
Ponemos nuestro dispositivo en modo visible, previa obtención del objeto 
LocalDevice, y mediante el método setDiscoverable(int) llamamos al 
DiscoveryAgent que nos proporciona los métodos para buscar dispositivos y 
servicios y, que debe ser recuperado por el objeto LocalDevice mediante un 
getDiscoveryAgent. 
 
El siguiente paso es llamar a una clase para que nos busque los terminales, en 
este caso está ejecutándose bajo un hilo aparte para que una vez realizada la 
llamada inicial, ésta permanece buscando terminales periódicamente. Esta 
clase llama al método startInquiry quien se encarga de iniciar los métodos 
deviceDiscovered e inquiryCompleted. 
 
deviceDiscovered es el método encargado de buscar dispositivos gracias al 
cual vamos almacenando las direcciones Bluetooth, .getBluetoothAddress, 
y friendlyName .getFriendlyName, este último solo en caso de disponer de 
él, de cada dispositivo encontrado. Posteriormente, y tras llamar a 
servicesDiscovered, se encarga también de buscar que servicios nos 
ofrecen estos dispositivos con discoveryAgent.searchServices() y, 
almacenar estos identificadores de los mismos. En caso de no encontrar 
ningún servicio en el servidor encontrado nos informa de ello pudiendo 
mostrarlo por pantalla si se cree conveniente. 
 
inquiryCompleted, el otro método llamado por startInquiry, es el 
encargado de notificarnos como ha sucedido la búsqueda de dispositivos, 
donde, nos informa de si la búsqueda ha finalizado normalmente, 
INQUIRY_COMPLETED, ha sido cancelada, INQUIRY_TERMINATED, o si ha 
habido algún error durante el proceso de búsqueda, INQUIRY_ERROR.  
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Este método, como otros tantos, que en un principio tienen una función 
meramente informativa se pueden utilizar para otras funciones, como por 
ejemplo en este caso, que se aprovecha este método para que una vez 
finalizada la búsqueda se elimine la barra de búsqueda que habíamos incluido 
para señalizar la búsqueda de dispositivos. Finalmente esta barra de búsqueda 
ha sido eliminada a lo largo del desarrollo por motivos de máxima 
compatibilidad de dispositivos y por tanto no está incluido en la versión final del 
ChatRoom. 
 
En este caso, a diferencia del ServidorSPP, le damos al cliente la posibilidad de 
poder conectarse con más de un servidor a la vez. 
 
servicesDiscovered, que es llamado por deviceDiscovered, se encarga 
de descubrir los servicios que nos ofrecen los servidores encontrados 
anteriormente. En este caso mediante el método .getConnectionURL() con 
el que se obtiene la URL de cada servicio, implementamos un recorrido con un 
bucle for por todos los servicios que vamos almacenando en vector de 
manera que posibilita el poder trabajar con varios servidores a la vez. Para 
cada uno de estos servicios abrimos y almacenamos los Connector, 
DataInputStream y DataOutputStream necesarios para las 
comunicaciones. 
 
A partir de aquí ya podemos escribir y leer a los servidores mediante los, 
out.writeUTF() e in.readUTF(), donde cada uno de los servidores a los 
que nos conectamos tienen sus propios DataOutputStream y 
DataInputStream que son almacenado sus correspondientes vectores de 
conectores. 
 
3.2.2.4 ChatRoom 
 
Una vez tenemos un ClienteSPP y ServidorSPP, por separado tal y como se 
muestra en la captura de pantalla siguiente Fig. 3.4., plenamente operativos en 
el simulador del NetBeansIDE y comprobando su correcto funcionamiento con 
dos terminales móviles reales, procedemos a la fusión de estos dos en una 
sola aplicación independiente, en la que cada usuario es cliente y servidor a la 
vez. Esta fusión se basa en la complementación de ciertas funciones de uno y 
otro. 
 
Al iniciar ChatRoomMIDlet se llama a la función inicializaBluetooth, y las 
clases ChatServer y ChatClient.  
 
inicializaBluetooth se encarga de poner en nuestro dispositivo 
Bluetooth en modo visible, recuperar el objeto LocalDevice, y capturar nuestra 
dirección blueetoth. 
 
La parte de servidor, ChatServer, se encarga de poner la aplicación en modo 
servidor y de ir almacenando las conexiones de los clientes. Recordemos que 
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como ChatRoom es cliente y servidor a la vez, esta vez almacenamos 
únicamente los DataOutputStream de los clientes que se vayan conectando. 
 
 
 
Fig. 3.4 Ejemplo de comunicación Cliente – Servidor simulada con la IDE. 
 
Mientras que la parte encargada de hacer de cliente, ChatClient, es la 
encargada de buscar los servidores y servicios, y almacenar los 
DataInputStream de estos servicios. En este caso también es el encargado 
de enviar y recibir los mensajes mediante las subclases EnviaMensajes, 
RecibeMensajes y BuscaTerminales. 
 
Al trabajar con las mismas conexiones en las distintas clases nos hemos visto 
obligados a introducir las HashTables en nuestro ChatRoom para simplificar 
al máximo el control de conexiones y la interactuación entre las clases que la 
utilizan. Esta simplificación viene dada por el hecho de trabajar directamente 
con la direcciones Bluetooth de los dispositivos a modo de índice. De este 
modo cada clase o función podrá almacenar, recuperar o modificar todos los 
datos referentes a ese individuo. A continuación mostramos en la figura Fig. 
3.5. como estructuramos esta HashTable: 
 
@ teléfono móvil StreamConnection DataInputStream DataOutputStream
 
Fig. 3.5. HashTable utilizada para almacenar conexiones. 
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Como vemos en la representación, el campo utilizado para indexar la 
HashTable es la dirección física del dispositivo Bluetooth y posteriormente 
vamos asignando tipos de campos y sus contenidos. En este caso 
almacenamos los StreamConnection, DataInputStream y 
DataOutputStream. 
 
A continuación mostramos una pantalla, Fig. 3.5., donde podemos ver una 
simulación de la IDE donde se están comunicando tres teléfonos a la vez en la 
misma sala ChatRoom. Se observa por la información en la pantalla de los 
terminales como incialmente hay dos terminales, “uno” y “dos”, que se 
comunican entre ellos y como posteriormente se añade un tercero, “tres” y 
como las comunicaciones se realizan si problema alguno entre los tres. 
 
 
 
Fig. 3.5. Simulación con tres dispositivos ChatRoom compartiendo habitación. 
 
Esta habitación de chat se puede ver tanto ampliada en número como reducida 
sin que ello conlleve ningún problema pues las listas con conexiones son 
completamente dinámicas si van actualizando en tiempo real tal y como 
explicaremos más concretamente en los siguientes apartados. 
3.2.3 Red Scatternet 
 
Una vez tenemos unos ChatRoomMIDlets operativos al 100% en entre ellos, 
es decir que pueden interactuar diversos terminales a la vez entrando y 
saliendo tranquilamente de la habitación de chat sin fallo alguno gracias a las 
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listas dinámicas, nos falta realizar el paso final, y principal, del proyecto. 
Conseguir que puedan realizar una comunicación Scatternet entre ellos. 
 
Lo que quiere decir que, aunque algunos de los componentes de la sala chat 
no se vean directamente entre ellos en lo que a radio de cobertura se refiere, si 
que puedan recibir lo escrito por todos los componentes de la habitación de 
chat gracias a una red inteligente de intercambio de datos entre todos los 
componentes de la sala de chat. 
 
Esto lo realizamos de un modo relativamente sencillo: mediante un mecanismo 
de enrutamiento basado en el conocimiento de vecinos de los vecinos que 
procedemos a explicarlo a continuación. 
 
Cada ChatRoom cuando envía un mensaje nuevo, aparte de mostrarlo por la 
propia pantalla, adjunta al mensaje: su identificador como emisor o fuente, un 
listado de vecinos con los identificadores de todos los terminales a los que está 
conectado y por tanto que se les envía este mensaje, y el identificador único 
del mensaje. El formato de mensaje enviado és el que se representa en la 
figura Fig. 3.6. 
 
@ de origen Listado de vecinos ID. mensaje Mensaje 
 
Fig. 3.6. Representación del formato de los mensajes transmitidos. 
 
El identificador único, que es el que nos permite tener un control de mensajes 
mostrados por pantalla y reenviados, es un simple contador que se va 
incrementando cada vez que se escribe un nuevo mensaje, el cual junto a su 
identificador de origen hace que siempre sea diferente para cada mensaje y de 
los demás usuarios. El formato de este controlador único es el mostrado en la 
figura Fig. 3.7. 
 
@ de origen ID
 
Fig. 3.7. Formato del ID único para cada mensaje transmitido. 
 
Cuando un terminal recibe un mensaje realiza dos controles básicos: 
Primero comprueba que el mensaje no ha sido mostrado con anterioridad 
mediante el ID único buscando en su propia HashTable que ID tiene asignado 
esa @ de origen. 
 
Esto se resuelve con dos posibilidades: si ya lo ha mostrado anteriormente, es 
decir la HashTable ya contiene un ID asignado a esa @ de origen con un 
valor menor o igual, elimina el mensaje finalizando aquí el proceso de mostrado 
por pantalla y retransmisión del mensaje. En este caso tampoco será necesario 
reenviarlo porqué ya se habría hecho anteriormente en caso de que fuera 
necesario. En caso de no haberlo recibido antes, es decir que el ID del mensaje 
de este origen es mayor al contenido en nuestra HashTable o en caso de que 
no contiene a ese vecino, almacena el nuevo ID de mensaje a esa @ de origen 
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o almacena la nueva @ de origen junto al ID de mensaje según el caso y se 
muestra el mensaje por pantalla. 
 
Como segunda comprobación, es decir que el mensaje es nuevo,  compara el 
listado de vecinos contenido en el mensaje recibido con el suyo propio 
contenido en la HashTable. 
 
En el caso de que los identificadores de los vecinos de la HashTable estén 
contenidos en la lista de vecinos del mensaje recibido, procede a borrar 
automáticamente el mensaje, ya que esto significaría que ya se ha enviado 
anteriormente el mensaje a todos los terminales que éste tiene a su alcance. 
 
En caso contrario, donde la lista de vecinos de la HashTable contiene algún 
usuario más que la lista de vecinos del mensaje, se procede a reenviarlo a 
esos terminales que no han podido recibir el mensaje anteriormente, añadiendo 
antes al mensaje nuestro listado de vecinos que contendrá todos los vecinos a 
nuestro alcance y que por tanto ya habrán recibido el mensaje. 
 
De esta manera se distribuye el mensaje por todos los terminales que forman la 
sala de chat de una manera lógica. 
 
 
 
Fig. 3.8. Esquema proceso de recepción de mensajes red Scatternet. 
 
En la figura anterior, Fig. 3.8., mostramos un esquema básico del proceso 
explicado en este apartado. 
 
Una de las excepciones prevista es que un terminal reciba el mismo mensaje 
dos veces, al provenir de dos terminales con los mismos listados de vecinos. 
Para evitar que el receptor muestre el mensaje por pantalla otra vez, y reenviar 
Mensaje Recibido 
ID(@) Mensaje ≤ 
ID(@) HashTable 
ID(@) HashTable = 
ID(@) Mensaje   
 
Eliminamos Mensajes 
Mostramos Mensaje Por 
Pantalla 
Vecinos( Mensaje) ≠ 
Vecinos( HashTable) 
 
Eliminamos Mensaje  
Reenviamos Mensaje 
SI
NO
NO
SI
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este mensaje dos veces, se utiliza la técnica enumerada anteriormente de 
discriminación de mensajes recibidos mediante el identificador de mensaje 
único y el ID de fuente. 
Con esta misma técnica evitamos que se borren erróneamente mensajes con 
contenidos idénticos enviados por la misma fuente. 
 
Los listados de vecinos de la HashTable, terminales a los que estamos 
conectados, son siempre dinámicos, de manera que se van actualizando según 
varía nuestro entorno de operación ampliándose o reduciéndose la lista. 
 
Los listados de identificadores de mensajes de la HashTable solo almacenan 
el identificador  de mayor valor por @ de origen. De esta manera se ocupa 
menos memoria siendo igual de efectivo. 
 
Cabe destacar que finalmente, y a pesar de las limitaciones del simulador de la 
IDE que no permite realizar ajustes en cuanto a parámetros de 
interconexionado de los dispositivos a la hora de comunicarse, hemos 
encontrado una manera de “engañar” al simulador y poder comprobar la 
capacidad de enrutamiento que permite trabajar como una red Scatternet. 
 
El proceso es siguiente: Tras comprobar que el simulador siempre utiliza las 
mismas direcciones de máquina, MAC, y en el mismo orden al realizar 
simulaciones nuevas, variamos nuestro código de enrutamiento evitando que 
en la lista de vecinos de los terminales simulados se puedan agregar las dos 
primeras direcciones MAC de los terminales simulados. De esta manera al 
iniciar los dos primeros terminales estos ni se ven ni se pueden comunicar. 
Pero al iniciar el tercer terminal, este sí que ve a los dos primeros terminales 
los cuales se pueden comunicar entre ellos gracias a la capacidad de ruteo del 
tercer terminal que puede ver a estos dos. De esta manera logramos 
comprobar el correcto funcionamiento de nuestra red Scatternet mediante el 
simulador de la IDE.  
 
La línea de código que excluye la visibilidad entre los dos primeros terminales, 
y solo entre ellos, es la siguiente: 
 
if(!(myAddress.equals("0123456789AF")&& remote_mac.equals("0000000DECAF"))&&! 
( myAddress.equals ("0000000DECAF") && remote_mac.equals ("0123456789AF"))). 
 
Se encuentra ubicada en el servicesDiscovered y solo la activamos para 
comprobar el correcto funcionamiento en el simulador.  
3.3 Clases 
 
Nuestro MIDlet final, el ChatRoomMIDlet, incluye cinco clases, que han sido 
portadas y adaptadas de las versiones originales que hemos creado para 
ClienteSPP y ServidorSPP. Ahora las mostramos tal y como son en su versión 
definitiva dentro del ChatRoomMIDlet. 
 
A continuación mostramos el esquema de la estructura de clases dentro del 
ChatRoomMIDlet en la figura Fig. 3.9. 
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Fig. 3.9. Estructura de las clases dentro de ChatRoomMIDlet. 
 
3.3.1 ChatRoomMIDlet 
 
Esta es la clase principal bajo la cual trabajan todas las demás clases de la 
aplicación. 
 
Se encarga de definir e inicializar todas las variables y componentes generales 
que utilizamos a lo largo de la aplicación, y forma el esqueleto sobre el cual se 
van ejecutando las diferentes clases mediante comandos y funciones.  
 
Al iniciarse se ejecuta el método StartMIDLet(), que se encarga de llamar a 
IncialForm(), que es nuestra interfaz (pantalla) principal en la se introduce 
al usuario en la aplicación. Le solicita un nickname, que es el nombre que 
muestra al resto de componentes de sala de chat al escribir, y se le da al 
usuario la opción de empezar el servicio de chat, mediante el comando 
comenzar, o cerrar la aplicación si lo prefiere con el comando salir. 
 
Al ejecutar el comando para empezar el servicio vamos a la función 
comenzar(), esta se encarga de: 
 
• Capturar el sobrenombre mediante la instrucción getNickName() que 
ha introducido el usuario . 
• Inicializar las diferentes variables que utilizamos en la aplicación. 
• Llamar a la función inicializaBluetooth(). 
• Iniciar las clases ChatClient y ChatServer. 
• Y salta a la pantalla ChatForm. 
 
La función inicializaBluetooth(), tal y como su nombre indica, tiene 
como finalidad poner en marcha el dispositivo Bluetooth a través de la clase 
LocalDevice y el método setDiscoverable(). 
ChatRoomMIDlet
ChatServer 
 
ChatClient
 
BuscaTerminales EnviaMensajes
RecibeMensajes
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Una vez inicializado el Bluetooth, son el resto de clases las encargadas del 
funcionamiento del servicio de la sala de chat tal y como explicamos a 
continuación. 
 
3.3.2 Vecino 
 
Esta clase ha sido añadida durante la realización de la red Scatternet con el 
único fin de facilitar el trabajo a la hora de manejar las conexiones de los 
vecinos. De modo que cuando se llame a esta clase, en una única llamada 
podremos obtener aparte de la dirección física del vecino, mac_address, 
todos sus conectores necesarios para establecer las comunicaciones, 
StreamConnection, DataOuputStream, DataInputStream. 
 
También nos permitirá con una sola llamada cerrar de golpe todas las 
conexiones con este vecino una vez detectemos que no está conectado o ante 
una excepción imprevista evitando así el cuelgue de la aplicación. 
 
Se trata de un .java aparte del ChatRoomMIDlet pero integrado en el paquete 
del ChatRoom. 
 
3.3.3 ChatServer 
 
La función principal de ChatServer, que implementa a Runnable para poder 
ser ejecutado por un hilo, es hacer de servidor de la aplicación ChatRoom. 
 
Cabe reseñar que en esta aplicación final todos los componentes de sala de 
chat son clientes y servidores a la vez, de modo que esto posibilita las 
comunicaciones directas entre todos ellos, al contrario del funcionamiento 
limitado de las piconets donde los clientes no pueden hablar entre ellos 
directamente sino que todas las comunicaciones tienen que pasar previamente 
por el único servidor que forma su red. 
 
Esta clase es llamada por la función comenzar(), la cual es ejecutada de 
manera automática tras pulsar el comando comenzar el la interfaz inicial 
inicialForm. 
 
Al ser llamada, esta clase requiere que le envíen un objeto LocalDevice, 
que es el que proporciona el acceso y control de nuestro dispositivo Bluetooth. 
Este objeto, es asignado inicialmente y, también llamado por comenzar() al 
inicializar el Bluetooth. 
 
Al ejecutar la clase ChatServer se llama a las dos funciones que contiene: 
creaServicio() y conectaClientes(). 
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creaServicio() es la función encargada de: 
 
• Establecer nuestra url, donde definimos el protocolo, dirección de red, 
UUID, nombre del servicio que estamos ofreciendo, y los permisos de la 
conexión. 
• Crear, con el StreamConnectionNotifier, el notificador notifier 
que contiene las capacidades de nuestra conexión y que al final de la 
aplicación es retornado.  
• Obtener el ServiceRecord, que es una interfaz que describe las 
características del servicio Bluetooth. 
• Definir el BluetoothProfileDescriptionList usando el SerialPort versión 1. 
 
conectaClientes() es llamada posteriormente ya que para poder hacerlo 
debe incluir en la llamada el StreamConnectionNotifier, proporcionado 
por creaServicio(), que es necesario para abrir las conexiones como 
servidor. Por tanto, esta función es la encargada de: 
 
• Definir y abrir los StreamConnection connection, y 
DataOuputStream out. 
• Guardar estos Connection y Out en vecino, y almacenar en la 
ht_vecinos la dirección MAC de este nuevo vecino. 
 
Por tanto conectaClientes() nos proporciona los DataOutputStream, es 
decir, las direcciones de salida por las que enviamos los mensajes a todos los 
componentes de la sala que están a nuestro alcance. 
 
Como podemos apreciar en este caso, no almacenamos los 
DataInputStream de los clientes. Esto es debido a que se almacenan más 
adelante, y es explicado posteriormente. 
 
3.3.4 ChatClient 
 
Esta clase también es llamada por comenzar(), la cual también es ejecutada 
de manera automática tras pulsar el comando comenzar en la interfaz inicial. 
 
El objetivo principal de ChatClient, que implementa a Runnable para poder 
ser ejecutada por un hilo e incluye la interfaz DiscoveryListener que 
proporciona los métodos para descubrir dispositivos y servicios, es hacer de 
cliente que busca dispositivos y los servicios que ofrecen los otros servidores. 
 
Al ser llamada, al igual que ChatServer, requiere que le envíen un objeto 
LocalDevice que es el que proporciona el acceso y control de nuestro 
dispositivo Bluetooth. 
 
Al ejecutar la clase ChatClient se llama a las dos subclases que contiene: 
BuscaTerminales() y EnviaMensajes() explicadas detallamente en los 
puntos 3.3.6. y 3.3.5., respectivamente, en este mismo subcapítulo. 
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3.3.5 BuscaTerminales 
 
Esta subclase pertenece, y es llamada, desde el run de chatCliente que a 
su vez es llamada por comenzar() al iniciar la aplicación. 
 
El objetivo principal de esta clase es, ejecutándose ésta también bajo un hilo en 
paralelo al principal, estar constantemente buscando nuevos terminales que se 
puedan unir a nuestro ChatRoom. 
 
Bajo el run de esta clase se hace una llamada inicial a la función 
busquedaDispositivosServicios(), incluida en la clase ChatClient, 
que posteriormente mediante un loop se va repitiendo en el tiempo a la espera 
de poder conectarse a nuevos usuarios. 
 
La función busquedaDispositivosServicios(), que es llamada 
periódicamente, se encarga de: 
 
• mediante la clase DiscoveryAgent recupera sobre un objeto 
LocalDevice los métodos de descubrimiento de dispositivos y 
servicios. 
• y con el objeto discoveryAgent, se inicia la búsqueda mediante el 
método startInquiry. 
 
Al iniciar startInquiry, éste llama a deviceDiscovered e 
inquiryCompleted . 
 
deviceDiscovered se encarga de solicitar y almacenar los 
BluetoothAddress y los friendlyNames, este último si es posible, de los 
dispositivos conforme se van descubriendo. Una vez identificados estos 
dispositivos comprobamos si ya tenemos en nuestra Hastable, ht_vecinos, a 
este dispositivo. Si ya está contenido deja el proceso, y en caso contrario lo 
añade a nuestra ht_vecinos y procede a buscar los servicios ofrecidos por 
este llamando a servicesDiscovered, y almacenándolos posteriormente 
cuando son devueltos por este método. 
 
El método servicesDiscovered, que es llamado siempre que se encuentre 
un nuevo dispositivo, se encarga de hacer un recorrido por los servicios 
ofrecidos por el nuevo vecino y mediante la url del servicio va almacenando 
su correspondiente StreamConnection y DataInputStream. en vecino. 
En este caso no almacena el conector de salida porque en este ChatRoom se 
encarga de hacerlo el conectaClientes del ChatServer. 
 
En este caso, además, cada vez que se almacena un conector de entrada se 
llama a RecibeMensajes, que permanece durante toda la conexión a la 
espera de recibir mensajes de ese dispositivo. Se van ejecutando en paralelo 
tantos RecibeMensajes como dispositivos tengamos a nuestro alcance. 
 
44                                                                           Aplicación chat de grupo basada en tecnología Bluetooth Scatternet 
Tanto la búsqueda de dispositivos como la de servicios tienen sus métodos de 
finalización de búsqueda, inquiryCompleted y serviceSearchCompleted 
respectivamente, que nos informan de si han sido completadas con éxito, no se 
han encontrado, han sido canceladas o han dado algún tipo de error.  
 
3.3.6 RecibeMensajes 
 
Esta subclase es llamada desde el método servicesDiscovered cada vez 
que conseguimos un nuevo DataInputStream, es decir, cada vez que 
encontramos un nuevo usuario de la sala ChatRoom, el cual es añadido en la 
llamada. 
 
La función principal de esta clase es, ejecutándose bajo un hilo en paralelo al 
principal, estar constantemente a la espera de que se reciba un mensaje por el 
conector incluido en vecino el cual se envía al realizar la llamada a esta clase. 
Este conector es el DataInputStream in, que contiene la conexión para 
poder leer a ese usuario.  
 
Al iniciar esta clase se ejecuta un while cuya única condición es que 
readloop valga true. Este readloop es iniciado a true al principio de la 
clase, de manera que siempre está así a no ser que tengamos algún error a la 
hora de recibir mensajes, momento en el que automáticamente le asignaría un 
null y finalizaría el hilo. 
 
Por tanto, inicialmente y en caso de no producirse ningún error durante el 
proceso de lectura de ese DataImputStream, va leyendo continuamente 
hasta que le llega un mensaje, el cual es almacenado automáticamente en el 
string mrecibido. 
 
Una vez recibida la cadena de caracteres hay que separarla en los distintos 
campos que forman este mensaje. Este proceso se conoce como parseo, y lo 
realizamos mediante la función parseaMensaje. Una vez tenemos los 
campos del mensaje separados obtenemos el id de mensaje y procedemos con 
dos condicionales para saber si el mensaje ha sido ya recibido anteriormente y 
por tanto es descartado o por el contrario hay q mostrarlo por pantalla y 
reenviarlo si fuera necesario. 
 
El primer condicional comprueba si ya tenemos a este vecino en nuestra 
Hashtable mensajes, si no es así almacenamos a este vecino nuevo junto a 
su identificador de mensaje, mostramos el mensaje por pantalla y llamamos a 
la función enviarAVecinosNoComunes para que reenvíe el mensaje si es 
necesario. 
 
El segundo condicional, en caso de no cumplirse el primero, es en caso de que 
ya conozcamos a ese vecino pero el id de mensaje sea mayor que el contenido 
en nuestra Hashtable de registro, por tanto un mensaje nuevo. Donde se repite 
el proceso de mostrar el mensaje por pantalla, almacenar el nuevo id de 
Desarrollo del programa   45 
mensaje junto a su origen y pasar el mensaje a enviarAVecinosNoComunes 
por si es necesario reenviarlo a otros terminales. 
 
Finalmente, o en caso de no cumplirse ninguna las dos condiciones anteriores 
se le asigna un valor null a mrecibido. Este hilo se está ejecutando siempre 
hasta que no se finaliza la aplicación o se sufre algún error. 
 
Conforme encontramos usuarios del ChatRoom, se van haciendo llamadas a 
RecibeMensajes, y estos se van ejecutando en paralelo, cada uno con su 
propio conector. 
 
parseaMensaje es la función encargada de parsear el mensaje que se le 
envía al llamarla. Este mensaje originalmente es una cadena de caracteres que 
contienen diferentes campos separados por unos caracteres conocidos, en 
este caso “ | “, que han sido introducidos al enviar el mensaje. El formato de 
mensaje utilizado consta de cuatro campos diferenciados, y por tanto a la hora 
de extraer estos campos los colocamos en un vector de strings. El formato 
escogido es el siguiente: myAddress, que es el origen del mensaje, 
lista_vecinos, un listado con todos los terminales a los que está conectado 
el terminal que envía el mensaje, ID, que forma junto al origen el identificador 
único de mensaje, y por último el mensaje que ha escrito el usuario. Por último 
este mensaje ya separado es retornado en un vector de strings. 
 
La función enviarAVecinosNoComunes es la encargada de comparar el 
listado de vecinos incluido en el mensaje, es decir los vecinos de quien nos ha 
enviado el mensaje, con nuestro propio listado de vecinos. De esta manera, en 
el caso de que en nuestro listado haya algún vecino qué no contenido en el del 
mensaje significara que no han recibido este mensaje y por tanto tendrá que 
ser reenviado a este vecino. El mensaje que se tenga que reenviar antes debe 
ser reconstruido con exactamente el mismo formato pero substituyendo la lista 
de vecinos del mensaje por la nuestra, ya que de esta manera evitamos 
aumentar el tamaño del listado con información innecesaria. 
 
Otra función muy importante de esta subclase es la de detectar la desconexión 
de cualquiera de nuestros vecinos, ya sea voluntaria o por perdida de señal, de 
esta manera en cuanto esto sucede, la clase lanza automáticamente una 
excepción, catch (IOException ex), que nosotros aprovechamos para 
que llame a la función terminar(). Esta función se encargara de cerrar las 
conexiones de este vecino, y eliminarlo tanto de la clase vecino como de la 
Hashtable de vecinos. 
 
3.3.7 EnviaMensajes 
 
Esta subclase es llamada desde el run de la subclase ChatClient, por tanto 
se ejecuta de manera automática tras pulsar el comando comenzar en la 
interfaz inicial. 
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La función principal de esta clase es, ejecutándose también bajo un hilo 
paralelo al principal, estar a la espera de que se escriba un mensaje. En el 
momento que se escribe algo, esto es automáticamente enviado a todos los 
usuarios que tenemos a nuestro alcance, y por tanto, que tenemos listados en 
nuestra Hashtable de vecinos. 
 
Una vez llamada la clase, esta está pendiente de que se escriba algún 
mensaje, y por tanto, que mensaje deje de valer null. Cuando esto suceda, 
nada más ejecutarse se encuentra con dos condicionales tipo while. El 
primero ha de cumplir que el booleano whrite_loop valga true, y el 
segundo while ha cumplir que el string mensaje valga null.  
 
Este sendloop, igual que el readloop anterior, es iniciado a true al principio 
de la clase, de manera que siempre está así a no ser que tengamos algún error 
a la hora de enviar mensajes, donde automáticamente le asigna un null y 
finaliza de esta manera el hilo. Por tanto, también en este caso, damos por 
hecho que siempre está a true para poder continuar con la explicación. 
 
Una vez en el segundo while, tenemos dos posibilidades. Si mensaje vale 
null, ponemos el while a dormir durante medio segundo mediante una 
función sleep. Una vez pasado este tiempo se vuelve a ejecutar de nuevo el 
while haciendo la misma comprobación. Este sleep está colocado para no 
saturar el procesador intentando enviar mensajes constantemente. 
 
En el caso de que el string mensaje tenga algún contenido, ya no se está 
cumpliendo el condicional y saltamos a un for que hace un recorrido por toda 
la Hashtable de vecino enviado el mensaje escrito por el usuario a todo el 
resto de componentes del ChatRoom que están a nuestro alcance. Para enviar 
este mensaje llama a la función generarMsjAEnviar, que es la encargada 
de encapsular en mensaje de texto bajo el protocolo que hemos creado para 
trabajar en la red Scatternet. Esta función devuelve una cadena de caracteres 
que es la que finalmente se envía a todos los vecinos que tengamos a nuestro 
alcance. Una vez enviado el mensaje se le asigna al string mensaje un valor 
null de manera que vuelve al while a la espera de que se escriba otro 
mensaje nuevo. 
 
La función generarMsjAEnviar como hemos descrito anteriormente se 
encarga del encapsulado del mensaje en una cadena de strings con el 
siguiente formato: myAddress, es decir nuestra dirección de máquina, 
lista_vecinos, un listado con todos los terminales a los que estamos 
conectados en este momento y que vamos a enviar este mensaje, ID, que 
forma junto al origen el identificador único de mensaje y se incrementa cada 
vez que el usuario escribe algo, y por último el mensaje que ha escrito el 
usuario. Finalmente este string es devuelto y enviado automáticamente a 
todos los vecinos. 
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3.4 Muestra de funcionamiento sobre terminales reales 
 
A continuación mostramos mediante imágenes el funcionamiento, paso a paso, 
de la aplicación desarrollada corriendo sobre terminales reales. Para esta 
prueba hemos utilizado, Fig. 3.10., un Nokia 6500 slide, a la izquierda de las 
fotos en color negro, con una interfaz de usuario Serie 40, 3ª edición, y soporte 
de Java y Bluetooth. El otro terminal móvil es un Nokia 6267, a la derecha de 
las fotos en color plata también con una interfaz de usuario Serie 40, y soporte 
de Java y Bluetooth. 
 
  
 
Fig. 3.10. Ejecución de la aplicación en terminales reales. 
 
La aplicación se ubica en diferentes sitios según desde donde sea haya 
transmitido el archivo, en este caso, Fig. 3.10., se encuentra dentro del gestor 
de archivos del terminal. Nada más iniciar la aplicación nos solicita Nickname 
para la sala de chat. 
 
  
Fig. 3.11. Ejecución de la aplicación en terminales reales. 
 
Tras escribir un sobrenombre y pulsar Iniciar chat, Fig. 3.11., nos preguntará si 
queremos iniciar el Bluetooth, solo en caso de que esté desactivado, y nos 
solicitará permiso para que la aplicación pueda hacer uso de la conectividad del 
terminal. Una vez en la habitación de chat esperaremos a que aparezca algún 
otro usuario de nuestro programa al alcance del Bluetooth. 
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Fig. 3.12. Ejecución de la aplicación en terminales reales. 
 
Cuando los terminales se ven entre ellos, Fig. 3.12., nos vuelven a solicitar 
permiso para establecer la comunicación entre ellos. Una vez abiertas las 
conexiones ya podemos escribir dentro de la habitación de chat. 
 
 
  
 
Fig. 3.13. Ejecución de la aplicación en terminales reales. 
 
Como podemos observar, Fig. 3.13., para introducir texto nos abre una ventana 
nueva, Form, donde tras enviar el texto nos retorna a la habitación de chat con 
el mensaje enviado, este mensaje es también recibido y mostrado por pantalla 
en el otro terminal inmediatamente. 
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Fig. 3.14. Ejecución de la aplicación en terminales reales. 
 
Tanto en la habitación de chat como en la ventana para escribir mensajes 
tenemos los menús tanto para salir como, en el caso de la escritura, borrar o 
cancelar la escritura del mensaje que podemos apreciar en la figura Fig. 3.14.. 
 
 
  
 
Fig. 3.15. Ejecución de la aplicación en terminales reales. 
 
Como podemos observar en la fingura Fig. 3.15. cuando un usuario sale de la 
habitación de chat el resto de usuarios son notificados de ello. 
 
A pesar de estar trabajando con una plataforma supuestamente 100% 
estándar, nos hemos encontrado con problemas a la hora de ejecutar estos 
MIDlets en según qué terminales, con la consecuente dificultad a la hora de 
testear el programa en estos. 
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CAPÍTULO 4. CONCLUSIONES Y LÍNEAS FUTURAS 
 
 
Finalmente procedemos a cerrar este TFC con las conclusiones obtenidas tras 
el desarrollo del mismo, las líneas futuras con que se podría ampliar este 
proyecto  y un pequeño apunte referente a posibles efectos secundarios en el 
medio ambiente. 
 
 
4.1. Conclusiones 
 
Sin duda alguna ha sido un proyecto muy agradecido de realizar, tanto por lo 
interesante que resulta el lenguaje de programación, como por la interactuación 
directa y práctica de los resultados durante todo el desarrollo de éste al ir 
comprobando siempre como evolucionaba mediante el simulador de la IDE y 
posteriormente terminales reales. 
 
En este TFC se ha desarrollado una aplicación de habitación de chat sobre 
redes Bluetooth y utilizando encaminamiento multi-salto ad-hoc. Toda la 
implementación se ha desarrollado en J2ME [6]. Se ha optado por esta 
tecnología por estar ampliamente soportada en dispositivos móviles actuales, 
aunque, como comentamos más adelante, la estandarización de la misma  
dista todavía mucho de ser idónea. La tecnología de comunicación inalámbrica 
utilizada ha sido Bluetooth. Se opta por Bluetooth y no por WLAN por ser una 
tecnología más extendida y por tener un consumo menor de batería, lo que es 
especialmente importante en dispositivos móviles.  
 
NetBeansIDE 6.1 ha sido el entorno de programación utilizado y ha resultado 
ser una herramienta completamente fiable y práctica, facilitando en todo 
momento el proceso de diseño gracias sobre todo al fantástico emulador 
incluido, el cual también permitía instalar simuladores específicos de terminales 
móviles comerciales. 
 
Durante el desarrollo de este TFC nos hemos encontrado con algunas 
limitaciones a la hora de realizar pruebas en terminales reales. En primer lugar, 
hubiera sido muy interesante poder compartir de móvil a móvil la aplicación 
para poder instalarlo a quien no la tuviera, pero por seguridad la mayoría de los 
teléfonos móviles no permiten el envío de archivos .jar, que es el ejecutable 
que instala la aplicación, y por tanto hemos estado limitados a que el usuario lo 
tenga que descargar por red directamente o mediante un PC con Bluetooth. En 
segundo lugar, otro gran inconveniente ha sido la incompatibilidad con algunos 
terminales móviles a la hora de trabajar con Java. Hemos tenido serios 
problemas a la hora de realizar pruebas sobre terminales reales, pues, una 
versión del programa que corriera perfectamente bajo el simulador y un 
determinado modelo de teléfono móvil podía no funcionar en otros modelos. 
Por tanto, si se piensa en una distribución comercial, se necesita realizar tests 
en múltiples plataformas para la adaptación del programa o esperar a una 
correcta estandarización de uso de Java y Bluetooth sobre terminles móviles. 
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Independientemente de los problemas encontrados, se ha podido desarrollar 
una aplicación totalmente funcional y que cumple los objetivos que nos 
planteamos en un principio. Salvando criterios estéticos, de estandarización de 
dispositivos y de depurado de código se ha presentado una aplicación de 
habitación de chat con encaminamiento multisalto que funciona sobre 
dispositivos reales. El encaminamiento multisalto ad-hoc y las aplicaciones 
multiusuario son sin lugar a dudas uno de los campos de investigación más 
atrayentes sobre los dispositivos móviles, y donde seguro aparecerán 
productos novedosos y muy interesantes. 
 
4.2. Líneas futuras 
 
Quizás la evolución más lógica en este proyecto sería la implementación de la 
tecnología Wifi sobre este ChatRoom, ya que combinando esta tecnología de 
comunicación junto el Bluetooth se podría incrementar exponencialmente las 
posibilidades de operación de esta sala de chat, tanto en nombre de usuarios 
como en radio de operación. 
 
También seria mejorable la interfaz gráfica, pudiendo añadir pequeños perfiles 
de usuario, avatares o grupos de usuarios con distintos intereses por poner 
algunos ejemplos. Pero esto hubiera significado dividir el proyecto en diferentes 
versiones según las capacidades tecnológicas de los dispositivos en vez de 
hacerlo 100% compatible con cualquier dispositivo móvil que soporte Java y 
Bluetooth. 
 
Sin duda, la estandarización de un programa de estas características 
terminaría por ser tremendamente interesante como herramienta social de 
comunicación, pues, permitiría a un individuo que llegara a un lugar nuevo 
realizar un primer contacto con su entorno de una manera más sencilla y 
cómoda. 
 
Otro punto muy interesante, como se ha comentado anteriormente, hubiera 
sido habilitar el envío del ejecutable .jar para poder compartirlo al instante. De 
modo que cualquier persona que no lo tuviera instalado en su terminal móvil y 
deseara poder participar en esta habitación de chat solo tuviera que solicitarlo a 
un usuario del mismo y que este se lo pasara de móvil a móvil, y así facilitar la 
expansión de uso. Pero en este caso nos enfrentamos, aparte de supuestos 
problemas de seguridad, a los intereses por parte de las compañías telefónicas 
por proteger sus sistemas cerrados de distribución por la red previo pago. 
 
4.3. Estudio ambientalización 
 
El único punto negro que podemos encontrar en este proyecto, referente a 
contaminación medioambiental, es la contaminación electromagnética.  
 
Pero lo cierto es, que dado el reducido radio de acción de esta tecnología, ya 
que en los dispositivos móviles trabajamos sobre la clase 2 cuyo radio de 
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acción es de solo 10 metros, y sumado a la baja potencia de transmisión, entre 
los 0,25 y 2,50 mW, no podemos considerar que sea una tecnología dañina, ni 
mucho menos peligrosa, en comparación con las cantidades de radiaciones 
que solemos encontrar en cualquier espacio público, donde convivimos con 
ondas de radio, telefonía móvil, telefonía inalámbrica domestica, Wifi, 
televisión, radio, etc. 
 
Es decir, podemos asegurar que estamos ante una tecnología de comunicación 
inalámbrica poco dañina en términos de radiación y que, por tanto, no refleja 
ninguna problemática destacada en el campo medioambiental real. 
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ANEXOS 
 
 
A continuación adjuntamos los Javadocs de la clase ChatRoomMIDlet y Vecino 
utilizados en la aplicación. 
 
 
JAVADOC  
Class ChatRoomMIDlet 
java.lang.Object 
  javax.microedition.midlet.MIDlet 
      chatroom.ChatRoomMIDlet 
All Implemented Interfaces:  
javax.microedition.lcdui.CommandListener 
 public class ChatRoomMIDlet 
extends javax.microedition.midlet.MIDlet 
implements javax.microedition.lcdui.CommandListener 
 
Field Summary 
static int[] ATRIBUTOS
            
static java.lang.String SEPARADOR_CAMPOS
            
static javax.bluetooth.UUID[] SERVICIOS
            
   
Constructor Summary 
ChatRoomMIDlet()
          Constructor del ChatRoomMIDlet.  
   
Method Summary 
 void commandAction(javax.microedition.lc
dui.Command command, 
javax.microedition.lcdui.Displayabl
e displayable)  
          Aquí definimos que funciones 
realizan los comandos. 
 void destroyApp(boolean unconditional)
          Llamado cuando se manda finalizar el 
MIDlet 
 void exitMIDlet()
          Acciones a realizar cuando salgamos 
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del MIDlet - Exits MIDlet. 
protected static int[] getATRIBUTOS()
          Devuelve ATRIBUTOS inicializado. 
 javax.microedition.lcdui.StringIte
m
getBienvenida()
          Define y devuelve el string 
bienvenida inicializado. 
 javax.microedition.lcdui.Form getChatForm()
          Define y devuelve inicializado el 
chatForm. 
protected 
 javax.microedition.lcdui.Command
getComenzarCommand()  
          Devuelve el comando 
comenzarCommand inicializado. 
 javax.microedition.lcdui.Display getDisplay()
          Devuelve la instancia del display. 
protected 
 javax.microedition.lcdui.Command
getEnviarCommand()
          Devuelve el comando 
enviarCommand inicializado. 
 javax.microedition.lcdui.Form getEscribeForm()
          Define y devuelve inicializado el 
escribeForm. 
protected 
 javax.microedition.lcdui.Command
getEscribirCommand()  
          Devuelve el comando 
escribirCommand inicializado. 
 javax.microedition.lcdui.Command getExitCommand()
          Devuelve el comando exitCommnad 
inicializado. 
 java.util.Hashtable getHt_vecinos()
          Devuelve inicializado el hashtable 
ht_vecinos. 
 javax.microedition.lcdui.Form getInicialForm()
          Define y devuelve inicializado el 
inicialForm. 
 java.lang.String getMensaje()
          Devuelve la captura del texto 
introducido en el texfiel tf_mensaje. 
 java.lang.String getNickname()
          Captura y devuelve el Nickname 
introducido en el InicialForm. 
protected static java.lang.String getSERVICE_NAME()
          Devuelve el string SERVICE_NAME 
inicializado. 
protected 
static javax.bluetooth.UUID
getSERVICE_UUID()
          Devuelve el SERVICE_UUID 
inicializado. 
protected 
static javax.bluetooth.UUID[]
getSERVICIOS()
          Devuelve el UUID SERVICIOS 
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inicializado. 
 java.util.Vector getVecinos()
          Devuelve inicializado el vector 
connections. 
protected 
 javax.microedition.lcdui.Command
getVolverCommand()
          Devuelve el comando 
volverCommand inicializado. 
 void pauseApp()
          Llamado si el MIDlet esta pausado 
 void resumeMIDlet()
          No utilizado en el programa. 
 void setHt_vecinos(java.util.Hashtable h
t_vecinos)  
          Devuelve a quien le llama el valor de 
la Hashtable. 
protected  void setMensaje(java.lang.String mensaje
)  
          Devuelve al string que le llama el 
valor de mensaje. 
protected  void setNickname(java.lang.String nickna
me)  
          Devuelve al string que le llama el 
valor de nickname. 
 void startApp()
          Llamado cuando se inicia MIDlet. 
 void startMIDlet()
          Punto de inicio del MIDlet. 
 void switchDisplayable(javax.microeditio
n.lcdui.Alert alert, 
javax.microedition.lcdui.Displayabl
e nextDisplayable)  
          Método utilizado para realizar todos 
los cambios de visualización en la pantalla. 
   
Methods inherited from class javax.microedition.midlet.MIDlet 
getAppProperty, notifyDestroyed, notifyPaused, resumeRequest 
   
Methods inherited from class java.lang.Object 
equals, getClass, hashCode, notify, notifyAll, toString, wait, wait, 
wait 
   
Field Detail 
SERVICIOS 
public static final javax.bluetooth.UUID[] SERVICIOS 
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ATRIBUTOS 
public static final int[] ATRIBUTOS 
 
SEPARADOR_CAMPOS 
public static final java.lang.String SEPARADOR_CAMPOS 
Constructor Detail 
ChatRoomMIDlet 
public ChatRoomMIDlet() 
Constructor del ChatRoomMIDlet. Pone a null el setNickname  
Method Detail 
getSERVICE_UUID 
protected static javax.bluetooth.UUID getSERVICE_UUID() 
Devuelve el SERVICE_UUID inicializado.  
Returns: 
the initialized component instance 
 
getSERVICIOS 
protected static javax.bluetooth.UUID[] getSERVICIOS() 
Devuelve el UUID SERVICIOS inicializado.  
Returns: 
the initialized component instance 
 
getSERVICE_NAME 
protected static java.lang.String getSERVICE_NAME() 
Devuelve el string SERVICE_NAME inicializado.  
Returns: 
the initialized component instance 
 
getATRIBUTOS 
protected static int[] getATRIBUTOS() 
Devuelve ATRIBUTOS inicializado.  
Returns: 
the initialized component instance 
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getExitCommand 
public javax.microedition.lcdui.Command getExitCommand() 
Devuelve el comando exitCommnad inicializado.  
Returns: 
the initialized component instance 
 
getComenzarCommand 
protected javax.microedition.lcdui.Command getComenzarCommand() 
Devuelve el comando comenzarCommand inicializado.  
Returns: 
the initialized component instance 
 
getEscribirCommand 
protected javax.microedition.lcdui.Command getEscribirCommand() 
Devuelve el comando escribirCommand inicializado.  
Returns: 
the initialized component instance 
 
getVolverCommand 
protected javax.microedition.lcdui.Command getVolverCommand() 
Devuelve el comando volverCommand inicializado.  
Returns: 
the initialized component instance 
 
getEnviarCommand 
protected javax.microedition.lcdui.Command getEnviarCommand() 
Devuelve el comando enviarCommand inicializado.  
Returns: 
the initialized component instance 
 
getInicialForm 
public javax.microedition.lcdui.Form getInicialForm() 
Define y devuelve inicializado el inicialForm. Llamado por startMIDLET. Solo 
en caso de que inicialForm valga null se encarga de definirlo. Añadimos un 
título, texfield, comandos y lo ponemos en escucha.  
Returns: 
the initialized component instance 
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getChatForm 
public javax.microedition.lcdui.Form getChatForm() 
Define y devuelve inicializado el chatForm. Llamado por "comenzar", "volver" 
o "enviarCommnad".Solo en caso de que chatForm valga null se encarga de 
definirlo. Añadimos un título, comandos y lo ponemos en escucha.  
Returns: 
the initialized component instance 
 
getEscribeForm 
public javax.microedition.lcdui.Form getEscribeForm() 
Define y devuelve inicializado el escribeForm. Llamado por 
escribirCommnad.Solo en caso de que chatForm valganull se encarga de 
definirlo. Añadimos un título, texfield, comandos y lo ponemos en escucha.  
Returns: 
the initialized component instance 
 
getBienvenida 
public javax.microedition.lcdui.StringItem getBienvenida() 
Define y devuelve el string bienvenida inicializado. Llamado por 
getInicialForm. Solo en caso de que bienvenida valga null lo define.  
Returns: 
the initialized component instance 
 
getNickname 
public java.lang.String getNickname() 
Captura y devuelve el Nickname introducido en el InicialForm. Llamado por 
getInicialForm. Solo lo captura en caso de que nickname valga null. Si no solo 
de devuelve ya inicializado.  
Returns: 
the initialized component instance 
 
setNickname 
protected void setNickname(java.lang.String nickname) 
Devuelve al string que le llama el valor de nickname. Llamado por el constructor 
del ChatRoomMIDlet.  
 
getMensaje 
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public java.lang.String getMensaje() 
Devuelve la captura del texto introducido en el texfiel tf_mensaje. Llamado por 
enviarCommand.  
Returns: 
the initialized component instance 
 
setMensaje 
protected void setMensaje(java.lang.String mensaje) 
Devuelve al string que le llama el valor de mensaje.  
 
getVecinos 
public java.util.Vector getVecinos() 
Devuelve inicializado el vector connections. Llamado por comenzar. Solo lo 
inicializa en caso de que el vector vecinos valga null. Si no solo lo devuelve.  
Returns: 
the initialized component instance 
 
getHt_vecinos 
public java.util.Hashtable getHt_vecinos() 
Devuelve inicializado el hashtable ht_vecinos. Llamado por comenzar. Solo lo 
inicializa en caso de que el vector iconnectedServicesns valga null. Si no solo lo 
devuelve.  
Returns: 
the initialized component instance 
 
setHt_vecinos 
public void setHt_vecinos(java.util.Hashtable ht_vecinos) 
Devuelve a quien le llama el valor de la Hashtable.  
 
startMIDlet 
public void startMIDlet() 
Punto de inicio del MIDlet. Llama a getInicialForm.  
 
resumeMIDlet 
public void resumeMIDlet() 
No utilizado en el programa. Realiza una acción atribuida a los dispositivos 
móviles  
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switchDisplayable 
public void switchDisplayable(javax.microedition.lcdui.Alert alert, 
                              
javax.microedition.lcdui.Displayable nextDisplayable) 
Metodo utilizado para realizar todos los cambios de visualización en la pantalla. 
Switches a current displayable in a display. The display instance is taken from 
getDisplay method. This method is used by all actions in the design for 
switching displayable.  
Parameters: 
alert - the Alert which is temporarily set to the display; if null, then 
nextDisplayable is set immediately 
nextDisplayable - se encarga de mostrar por pantalla lo que se indique. 
 
commandAction 
public void commandAction(javax.microedition.lcdui.Command command, 
                          
javax.microedition.lcdui.Displayable displayable) 
Aquí definimos que funciones realizan los comandos. Llamado por el sistema 
para indicar que un comando se ha invocado en un determinado Form.  
Specified by: 
commandAction in interface javax.microedition.lcdui.CommandListener 
Parameters: 
command - Que Command se ha invocado. 
displayable - Muestra el Form donde se ha invocado el Command 
 
getDisplay 
public javax.microedition.lcdui.Display getDisplay() 
Devuelve la instancia del display.  
Returns: 
the display instance. 
 
exitMIDlet 
public void exitMIDlet() 
Acciones a realizar cuando salgamos del MIDlet - Exits MIDlet.  
 
startApp 
public void startApp() 
Llamado cuando se inicia MIDlet. Comprueba si el MIDlet está pausado. En 
caso contrario lo incializa.  
Specified by: 
startApp in class javax.microedition.midlet.MIDlet 
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pauseApp 
public void pauseApp() 
Llamado si el MIDlet está pausado  
Specified by: 
pauseApp in class javax.microedition.midlet.MIDlet 
 
destroyApp 
public void destroyApp(boolean unconditional) 
Llamado cuando se manda finalizar el MIDlet  
Specified by: 
destroyApp in class javax.microedition.midlet.MIDlet 
Parameters: 
unconditional - if true, then the MIDlet has to be unconditionally terminated 
and all resources has to be released. 
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JAVADOC  
Class Vecino 
java.lang.Object 
  chatroom.Vecino 
 public class Vecino 
extends java.lang.Object 
 
Constructor Summary 
Vecino(java.lang.String mac_address)
             
   
Method Summary 
protected  void cerrarConexiones()  
          Con esta función cerramos de 
golpe todas las conexiones del vecino 
desde el que se le ha llamado. 
 javax.microedition.io.StreamConnection getIn_conn()
          Devuelve inicializado el 
StreamConnection. 
 boolean getIn_establecida()  
          Devuelve inicializado el 
DataInputStream getIn_establecida. 
 java.io.DataInputStream getIn()
          Devuelve inicializado el 
DataInputStream getIn. 
 java.lang.String getMac_address()  
          Devuelve inicializada la 
direccion MAC. 
 javax.microedition.io.StreamConnection getOut_conn()
          Devuelve inicializado el 
StreamConnection. 
 boolean getOut_establecida()  
          Devuelve inicializado el 
DataOutputStream getOut_establecida.
 java.io.DataOutputStream getOut()
          Devuelve inicializado el 
DataOutputStream. 
 void setIn_conn(javax.microedition.i
o.StreamConnection in_conn)  
          Devuelve a quien le llama el 
valor del StreamConnection in_conn. 
 void setIn(java.io.DataInputStream i
n)  
          Devuelve a quien le llama el 
Anexos   69 
valor delDataInputStream in. 
 void setOut_conn(javax.microedition.
io.StreamConnection out_conn)  
          Devuelve a quien le llama el 
valor del StreamConnection out_conn.
 void setOut(java.io.DataOutputStream
 out)  
          Devuelve a quien le llama el 
valor del DataOutputStream out. 
   
Methods inherited from class java.lang.Object 
equals, getClass, hashCode, notify, notifyAll, toString, wait, wait, 
wait 
   
Constructor Detail 
Vecino 
public Vecino(java.lang.String mac_address) 
Method Detail 
getIn 
public java.io.DataInputStream getIn() 
Devuelve inicializado el DataInputStream getIn. Solo lo inicializa en caso que 
stopped valga null. Si no puede retorna un null.  
 
setIn 
public void setIn(java.io.DataInputStream in) 
Devuelve a quien le llama el valor delDataInputStream in. Y pone a true 
in_establecida.  
 
getIn_conn 
public javax.microedition.io.StreamConnection getIn_conn() 
Devuelve inicializado el StreamConnection. Solo lo inicializa en caso que 
stopped valga null. Si no solo lo devuelve.  
 
setIn_conn 
public void setIn_conn(javax.microedition.io.StreamConnection in_conn) 
Devuelve a quien le llama el valor del StreamConnection in_conn.  
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getMac_address 
public java.lang.String getMac_address() 
Devuelve inicializada la direccion MAC.  
 
getOut 
public java.io.DataOutputStream getOut() 
Devuelve inicializado el DataOutputStream. Solo lo inicializa en caso que 
stopped valga null. Si no solo lo devuelve.  
 
setOut 
public void setOut(java.io.DataOutputStream out) 
Devuelve a quien le llama el valor del DataOutputStream out.  
 
getOut_conn 
public javax.microedition.io.StreamConnection getOut_conn() 
Devuelve inicializado el StreamConnection. Solo lo inicializa en caso que 
stopped valga null. Si no solo lo devuelve.  
 
setOut_conn 
public void 
setOut_conn(javax.microedition.io.StreamConnection out_conn) 
Devuelve a quien le llama el valor del StreamConnection out_conn.  
 
getOut_establecida 
public boolean getOut_establecida() 
Devuelve inicializado el DataOutputStream getOut_establecida.  
 
getIn_establecida 
public boolean getIn_establecida() 
Devuelve inicializado el DataInputStream getIn_establecida.  
 
cerrarConexiones 
protected void cerrarConexiones() 
Con esta función cerramos de golpe todas las conexiones del vecino desde el que 
se le ha llamado.  
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ChatRoomMIDlet.java
  1 package chatroom; 
  2  
  3 import java.io.*; 
  4 import java.util.Enumeration; 
  5 import java.util.Hashtable; 
  6 import java.util.NoSuchElementException; 
  7 import java.util.Vector; 
  8 import javax.bluetooth.*; 
  9 import javax.microedition.io.*; 
 10 import javax.microedition.midlet.*; 
 11 import javax.microedition.lcdui.*; 
 12  
 13 /** 
 14  * @author Jofre Puig 
 15  */ 
 16 public class ChatRoomMIDlet extends MIDlet implements CommandListener { 
 17  
 18     private static final UUID SERVICE_UUID = new UUID(0x1101); 
 19     public static final UUID[] SERVICIOS = new UUID[]{SERVICE_UUID}; 
 20     private static final String SERVICE_NAME = new String("ChatRoom"); 
 21     public static final int[] ATRIBUTOS = null;  //no necesitamos ningun atributo de 
servicio  
 22     public static final String SEPARADOR_CAMPOS = new String("|"); 
 23     //public static final String SEPARADOR_ITEMS = new String(";;");    //</editor-
fold> 
 24     private boolean barraBorrada = false,  midletPaused = false; 
 25     private Command exitCommand,  comenzarCommand,  escribirCommand,  volverCommand,  
enviarCommand; 
 26     private Form inicialForm,  chatForm,  escribeForm; 
 27     private StringItem bienvenida; 
 28     private String nickname,  mensaje,  myAddress; 
 29     private TextField tf_nickname,  tf_mensaje; 
 30     private Vector vecinos; 
 31     private Hashtable ht_vecinos;// MAPEADO ENTRE ID Y OBJETO 
 32     private int ID = 0; 
 33     private int outs_count = 0; 
 34     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: SERVICE_UUID "> 
 35     /** 
 36      * Devuelve el SERVICE_UUID inicializado. 
 37      * @return the initialized component instance 
 38      */ 
 39     protected static UUID getSERVICE_UUID() { 
 40         return SERVICE_UUID; 
 41     } 
 42     //</editor-fold> 
 43     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: SERVICIOS "> 
 44     /** 
 45      * Devuelve el UUID SERVICIOS inicializado. 
 46      * @return the initialized component instance 
 47      */ 
 48     protected static UUID[] getSERVICIOS() { 
 49         return SERVICIOS; 
 50     } 
 51     //</editor-fold> 
 52     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: SERVICIOS "> 
 53     /** 
 54      * Devuelve el string SERVICE_NAME inicializado. 
 55      * @return the initialized component instance 
 56      */ 
 57     protected static String getSERVICE_NAME() { 
 58         return SERVICE_NAME; 
 59     } 
 60     //</editor-fold> 
 61     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: ATRIBUTOS "> 
 62     /** 
 63      * Devuelve ATRIBUTOS inicializado. 
 64      * @return the initialized component instance 
 65      */ 
 66     protected static int[] getATRIBUTOS() { 
 67         return ATRIBUTOS; 
 68     } 
 69     //</editor-fold> 
 70     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: exitCommand "> 
 71     /** 
 72      * Devuelve el comando exitCommnad inicializado. 
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 73      * @return the initialized component instance 
 74      */ 
 75     public Command getExitCommand() {   //SOLO LOS CREAMOS. MAS ADELANTE LES  
ASIGNAMOS FUNCIONES 
 76  
 77         if (exitCommand == null) { 
 78             exitCommand = new Command("Salir", Command.EXIT, 0); 
 79         } 
 80         return exitCommand; 
 81     } 
 82     //</editor-fold> 
 83     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: comenzarCommand 
"> 
 84     /** 
 85      * Devuelve el comando comenzarCommand inicializado. 
 86      * @return the initialized component instance 
 87      */ 
 88     protected Command getComenzarCommand() { 
 89         if (comenzarCommand == null) { 
 90             comenzarCommand = new Command("Iniciar chat", Command.ITEM, 1); 
 91         } 
 92         return comenzarCommand; 
 93     } 
 94     //</editor-fold> 
 95     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: escribirCommand 
"> 
 96     /** 
 97      * Devuelve el comando escribirCommand inicializado. 
 98      * @return the initialized component instance 
 99      */ 
100     protected Command getEscribirCommand() { 
101         if (escribirCommand == null) { 
102             escribirCommand = new Command("Escribir", Command.ITEM, 1); 
103         } 
104         return escribirCommand; 
105     } 
106     //</editor-fold> 
107     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: volverCommand 
"> 
108     /** 
109      * Devuelve el comando volverCommand inicializado. 
110      * @return the initialized component instance 
111      */ 
112     protected Command getVolverCommand() { 
113         if (volverCommand == null) { 
114             volverCommand = new Command("Volver", Command.BACK, 0); 
115         } 
116         return volverCommand; 
117     } 
118     //</editor-fold> 
119     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: enviarCommand 
"> 
120     /** 
121      * Devuelve el comando enviarCommand inicializado. 
122      * @return the initialized component instance 
123      */ 
124     protected Command getEnviarCommand() { 
125         if (enviarCommand == null) { 
126             enviarCommand = new Command("Enviar", Command.ITEM, 1); 
127         } 
128         return enviarCommand; 
129     } 
130     //</editor-fold> 
131     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: InicialForm 
PANTALLA DE INICIO"> 
132     /** 
133      * Define y devuelve inicializado el inicialForm. Llamado por startMIDLET. Solo 
en caso de que inicialForm 
134      * valga null se encarga de definirlo. Añadimos un título, texfield, comandos y 
lo ponemos en escucha. 
135      * @return the initialized component instance 
136      */ 
137     public Form getInicialForm() {  //LLAMADO POR EL "startMIDLET" 
138  
139         if (inicialForm == null) { 
140             // write pre-init user code here 
141             //inicialForm = new Form("Bienvenido", new Item[]{getBienvenida()}); 
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142             inicialForm = new Form("Bienvenido"); 
143             inicialForm.append(getBienvenida());    //LLAMAMOS A "getBienvenida" 
144             tf_nickname = new TextField("NickName: ", getNickname(), 9, 
TextField.ANY); //LLAMAMOS A "getNickname" 
145             inicialForm.append(tf_nickname); 
146             inicialForm.addCommand(getExitCommand());   //AÑADIMOS LOS COMANDOS 
NECESARIOS 
147             inicialForm.addCommand(getComenzarCommand()); 
148             inicialForm.setCommandListener(this);   //LO HABILITAMOS PARA QUE 
ESCUCHE 
149  
150         } 
151         return inicialForm; 
152     } 
153     //</editor-fold> 
154     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: chatForm "> 
155     /** 
156      * Define y devuelve inicializado el chatForm. Llamado por "comenzar", "volver" 
o "enviarCommnad".Solo en caso 
157      * de que chatForm valga null se encarga de definirlo. Añadimos un título, 
comandos y lo ponemos en escucha. 
158      * @return the initialized component instance 
159      */ 
160     public Form getChatForm() {    // LLAMADO POR "comenzar" "volver" 
"enviarCommnad" 
161  
162         if (chatForm == null) {    //TITULO + COMANDOS + MODOESCUCHA   
163             // write pre-init user code here 
164             chatForm = new Form("Habitación de chat"); 
165             chatForm.addCommand(getExitCommand()); 
166             chatForm.addCommand(getEscribirCommand()); 
167             chatForm.setCommandListener(this); 
168         } 
169         return chatForm; 
170     } 
171     //</editor-fold> 
172     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: escribeForm "> 
173     /** 
174      * Define y devuelve inicializado el escribeForm. Llamado por 
escribirCommnad.Solo en caso de que chatForm 
175      * valganull se encarga de definirlo. Añadimos un título, texfield, comandos y 
lo ponemos en escucha. 
176      * @return the initialized component instance 
177      */ 
178     public Form getEscribeForm() {  //LLAMADO POR "escribirCommnad" 
179  
180         if (escribeForm == null) {  //TÍTULO + TEXTFIELD + COMANDOS + ESCUCHA 
181             // write pre-init user code here 
182  
183             escribeForm = new Form("Escribe un mensaje:"); 
184             tf_mensaje = new TextField(getNickname(), null, 80, TextField.ANY);    
//LLAMAMOS A "getNickname" 
185             escribeForm.append(tf_mensaje); 
186             escribeForm.addCommand(getVolverCommand()); 
187             escribeForm.addCommand(getEnviarCommand()); 
188             escribeForm.setCommandListener(this); 
189         } 
190         return escribeForm; 
191     } 
192     //</editor-fold> 
193     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: bienvenida "> 
194     /** 
195      * Define y devuelve el string bienvenida inicializado. Llamado por 
getInicialForm. 
196      * Solo en caso de que bienvenida valga null lo define. 
197      * @return the initialized component instance 
198      */ 
199     public StringItem getBienvenida() {     //LLAMADO POR "getInicialForm" 
200  
201         if (bienvenida == null) {   //CONDICIONAL SOLO SI VALE "null" 
202              
203             String str_bienvenida = "Aplicación de chat multiusuario y" +  
204                     "multisalto basada en tecnología bluetooth.\n\n"; 
205             str_bienvenida = str_bienvenida + "Escribe tu nickname y" +  
206                     "pulsa Iniciar chat para empezar a chatear con tus amigos"; 
207  
208             bienvenida = new StringItem("ChatRoom v0.2", str_bienvenida.toString()); 
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209         } 
210         return bienvenida; 
211     } 
212     //</editor-fold> 
213     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: nickname "> 
214     /** 
215      * Captura y devuelve el Nickname introducido en el InicialForm. Llamado por 
getInicialForm. 
216      * Solo lo captura en caso de que nickname valga null. Si no solo de devuelve ya 
inicializado. 
217      * @return the initialized component instance 
218      */ 
219     public String getNickname() {    //LLAMADO POR "getInicialForm" 
220  
221         if (nickname == null && tf_nickname != null) {  //SI AÚN NO LO TIENES 
PIDELO. 
222             nickname = tf_nickname.getString();     //SINO RETORNA EL QUE TIENE 
223         }   //capturamos el texto introducido por el usuario como NickName en el 
InicalForm 
224         return nickname; 
225     } 
226     //</editor-fold> 
227     //<editor-fold defaultstate="collapsed" desc=" Generated Setter: nickname "> 
228     /** 
229      * Devuelve al string que le llama el valor de nickname. Llamado por el 
constructor del ChatRoomMIDlet. 
230      */ 
231     protected void setNickname(String nickname) {   ///LLAMADO POR EL CONSTRUCTOR 
DEL "ChatRoomMIDlet" 
232         this.nickname = nickname; 
233     } 
234     //</editor-fold> 
235     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: mensaje "> 
236     /** 
237      * Devuelve la captura del texto introducido en el texfiel tf_mensaje. Llamado 
por enviarCommand. 
238      * @return the initialized component instance 
239      */ 
240     public String getMensaje() {    //LLAMADO POR "enviarCommand" 
241         mensaje = tf_mensaje.getString();   //CAPTURAMOS EL TEXTO DEL TEXTFIELD 
242         return mensaje; 
243     } 
244     //</editor-fold> 
245     //<editor-fold defaultstate="collapsed" desc=" Generated Setter: mensaje "> 
246     /** 
247      * Devuelve al string que le llama el valor de mensaje. 
248      */ 
249     protected void setMensaje(String mensaje) { 
250         this.mensaje = mensaje; 
251     } 
252     //</editor-fold>  
253     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: vecinos "> 
254     /** 
255      * Devuelve inicializado el vector connections. Llamado por comenzar. 
256      * Solo lo inicializa en caso de que el vector vecinos valga null. Si no solo lo 
devuelve. 
257      * @return the initialized component instance 
258      */ 
259     public Vector getVecinos() {      //LLAMADO POR comenzar() 
260         if (vecinos == null) { 
261             vecinos = new Vector(); 
262         } 
263         return vecinos; 
264     } 
265     //</editor-fold>     
266     //<editor-fold defaultstate="collapsed" desc=" Generated Getter: ht_vecinos "> 
267     /** 
268      * Devuelve inicializado el hashtable ht_vecinos. Llamado por comenzar. 
269      * Solo lo inicializa en caso de que el vector iconnectedServicesns valga null. 
Si no solo lo devuelve. 
270      * @return the initialized component instance 
271      */ 
272     public Hashtable getHt_vecinos() { 
273         if (ht_vecinos == null) { 
274             ht_vecinos = new Hashtable(); 
275         } 
276         return ht_vecinos; 
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277     } 
278     //</editor-fold> 
279      /** 
280      * Devuelve a quien le llama el valor de la Hashtable. 
281      */ 
282     public void setHt_vecinos(Hashtable ht_vecinos) { 
283         this.ht_vecinos = ht_vecinos; 
284     } 
285     //<editor-fold defaultstate="collapsed" desc=" ChatRoomMIDlet constructor "> 
286     /** 
287      * Constructor del ChatRoomMIDlet. Pone a null el setNickname 
288      */ 
289     public ChatRoomMIDlet() {       //CONSTRUCTOR DEL MIDLET 
290         setNickname(null);  //PONE A NULL EL "setNickname" 
291     } 
292     //</editor-fold> 
293     //<editor-fold defaultstate="collapsed" desc=" Generated Methods "> 
294     //</editor-fold> 
295  
296     //<editor-fold defaultstate="collapsed" desc=" Generated Method: initialize "> 
297     /** 
298      * Initilizes the application. 
299      * No utilizado en esta aplicación. Se llama una sola vez cuando el MIDlet se 
inicia. 
300      * El método se llama antes del método startMIDle. 
301      */ 
302     private void initialize() { 
303         // write pre-initialize user code here 
304         // write post-initialize user code here 
305     } 
306     //</editor-fold> 
307  
308     //<editor-fold defaultstate="collapsed" desc=" Generated Method: startMIDlet "> 
309     /** 
310      * Punto de inicio del MIDlet. Llama a getInicialForm. 
311      */ 
312     public void startMIDlet() { //  SE EJECUTA AL INICIAR EL PROGRAMA 
313         switchDisplayable(null, getInicialForm());  //LLAMA A "getInicialForm" 
314     // POR HACER: ejecuto los hilos de servidor y de cliente        
315     // POR HACER: ejecuto los hilos de recibir y enviar mensajes 
316  
317     } 
318     //</editor-fold> 
319  
320     //<editor-fold defaultstate="collapsed" desc=" Generated Method: resumeMIDlet "> 
321     /** 
322      * No utilizado en el programa. Realiza una acción atribuida a los dispositivos 
móviles  
323      */ 
324     public void resumeMIDlet() { 
325         // write pre-action user code here 
326         // write post-action user code here 
327     } 
328     //</editor-fold> 
329  
330     //<editor-fold defaultstate="collapsed" desc=" Generated Method: 
switchDisplayable "> 
331     /** 
332      * Método utilizado para realizar todos los cambios de visualización en la 
pantalla. 
333      * Switches a current displayable in a display. The <code>display</code> 
instance is taken from  
334      * <code>getDisplay</code> method. This method is used by all actions in the 
design for switching displayable. 
335      * @param alert the Alert which is temporarily set to the display; if 
<code>null</code>, then  
336      * <code>nextDisplayable</code> is set immediately 
337      * @param nextDisplayable se encarga de mostrar por pantalla lo que se indique. 
338      */ 
339     public void switchDisplayable(Alert alert, Displayable nextDisplayable) { 
340         // write pre-switch user code here 
341         Display display = getDisplay(); 
342         if (alert == null) { 
343             display.setCurrent(nextDisplayable); 
344         } else { 
345             display.setCurrent(alert, nextDisplayable); 
346         } 
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347     // write post-switch user code here 
348     } 
349     //</editor-fold> 
350  
351     //<editor-fold defaultstate="collapsed" desc=" Generated Method: commandAction 
for Displayables "> 
352     /** 
353      * Aquí definimos que funciones realizan los comandos. 
354      * Llamado por el sistema para indicar que un comando se ha invocado en un 
determinado Form. 
355      * @param command Que Command se ha invocado. 
356      * @param displayable Muestra el Form donde se ha invocado el Command 
357      */ 
358     public void commandAction(Command command, Displayable displayable) { 
//ASIGNAMOS FUNCIONES A LOS COMANDOS 
359         // write pre-action user code here 
360         if (displayable == inicialForm) { 
361             if (command == exitCommand) { 
362                 exitMIDlet(); 
363             } else if (command == comenzarCommand) { 
364                 comenzar();     //LLAMAMOS A COMENZAR 
365             } 
366         } else if (displayable == chatForm) { 
367             if (command == exitCommand) { 
368                 exitMIDlet(); 
369             } 
370             if (command == escribirCommand && outs_count > 0) { 
371                 switchDisplayable(null, getEscribeForm()); 
372             } 
373         } else if (displayable == escribeForm) { 
374             if (command == volverCommand) { 
375                 switchDisplayable(null, getChatForm()); 
376             } 
377             if (command == enviarCommand) { 
378                 chatForm.append(nickname + ": " + getMensaje() + "\n");//MOSTRAMOS 
POR PANTALLA LO CAPTURADO 
379                 switchDisplayable(null, getChatForm()); //MOSTRAMOS DE NUEVO LA 
PANTALLA DE CHAT 
380                 tf_mensaje.delete(0, tf_mensaje.getString().length()); //BORRAMOS EL 
CONTENIDO DEL TEXTFIELD 
381                 ID++; 
382             } 
383         } 
384     } 
385  
386     private void comenzar() {   //LLAMADO DESDE "comenzarCommand" INICIAMOS TODAS 
LAS CONEXIONES 
387  
388         nickname = getNickname();   //LLAMAMOS A getNickname Y NOS DEVUELVE EL 
NICKNAME INTRODUCIDO 
389         vecinos = getVecinos(); //VECTOR VACÍO 
390         ht_vecinos = getHt_vecinos(); 
391         switchDisplayable(null, getChatForm()); //PASAMOS AL ChatForm  
392         LocalDevice ld = inicializaBluetooth();     //LLAMA A "inicializaBluetooth" 
393         ChatServer cs = new ChatServer(ld); //LLAMB A "ChatServer" 
394         ChatClient cc = new ChatClient(ld); //LLAMA A "ChatClient" 
395         cs.thread.start();  //LOS INICIAMOS 
396         cc.run(); 
397     } 
398     //</editor-fold> 
399     /** 
400      * Devuelve la instancia del display. 
401      * @return the display instance. 
402      */ 
403     public Display getDisplay() { 
404         return Display.getDisplay(this); 
405     } 
406     /** 
407      * Acciones a realizar cuando salgamos del MIDlet - Exits MIDlet. 
408      */ 
409     public void exitMIDlet() { 
410         switchDisplayable(null, null); 
411         destroyApp(true); 
412         notifyDestroyed(); 
413     } 
414     /** 
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415      * Llamado cuando se inicia MIDlet.  Comprueba si el MIDlet está pausado. En 
caso contrario lo incializa. 
416      */ 
417     public void startApp() { 
418         if (midletPaused) { 
419             resumeMIDlet(); 
420         } else { 
421             initialize(); 
422             startMIDlet(); 
423         } 
424         midletPaused = false; 
425     } 
426     /** 
427      * Llamado si el MIDlet está pausado 
428      */ 
429     public void pauseApp() { 
430         midletPaused = true; 
431     } 
432     /** 
433      * Llamado cuando se manda finalizar el MIDlet 
434      * @param unconditional if true, then the MIDlet has to be unconditionally 
435      * terminated and all resources has to be released. 
436      */ 
437     public void destroyApp(boolean unconditional) { 
438     } 
439     /** 
440      * Inicializa el bluetooth del dispositivo. Llamado por comenzar.  
441      */ 
442     private LocalDevice inicializaBluetooth() { //LLAMADO POR "comenzar()" 
443  
444         LocalDevice dispositivoLocal = null; 
445         try { 
446             dispositivoLocal = LocalDevice.getLocalDevice(); //ASIGNA LOS DATOS DE 
NUESTRO DISPOSITIVO BLUETOOTH 
447             dispositivoLocal.setDiscoverable(DiscoveryAgent.GIAC);  //PONEMOS 
NUESTRO DISPOSITIVO VISIBLE 
448             myAddress = dispositivoLocal.getBluetoothAddress(); 
449         //chatForm.append("Iniciado bluetooht: "+dispositivoLocal+"\n");  
450         } catch (BluetoothStateException ex) {      //SI NO PUEDE NOS DA EL ERROR 
451             ex.printStackTrace(); 
452         } 
453         return dispositivoLocal;    //DEVUELVE dispositivoLocal 
454     } 
455  
456     private class ChatServer implements Runnable { //LLAMADO POR "comenzar()" 
457  
458         LocalDevice dispositivoLocal; 
459         private boolean stopped; 
460         Thread thread; 
461  
462         public ChatServer(LocalDevice dispositivoLocal) { 
463             //chatForm.append("inic. ChatServer\n"); 
464             stopped = false; 
465             thread = new Thread(this); 
466             this.dispositivoLocal = dispositivoLocal;   //IMPORTAMOS 
dispositivoLocal DE inicializaBluetooth 
467         } 
468  
469         public void run() { 
470             StreamConnectionNotifier servicio = creaServicio(); //LLAMA A 
"creaServicio()" 
471             conectaClientes(servicio);  //LLAMA A "conectaClientes()" Y LE PASA EL 
NOTIFICADOR 
472         } 
473  
474         protected void stopServer() { 
475             stopped = true; 
476         } 
477  
478         private StreamConnectionNotifier creaServicio() {   //LLAMADO POR "run" DEL 
"ChatServer" 
479  
480             String url = "btspp://localhost:" + getSERVICE_UUID().toString() + 
481                     ";name=" +getSERVICE_NAME() + ";authorize=true"; 
482             StreamConnectionNotifier notifier = null; 
483             try {           //PONEMOS EL SERVIDOR EN MARCHA A LA ESPERA DE CLIENTES 
484                 notifier = (StreamConnectionNotifier) Connector.open(url); 
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485                 ServiceRecord rec = dispositivoLocal.getRecord(notifier);   
//OBTENEMOS EL SERVICE RECORD 
486                 //Rellenamos el BluetoothProfileDescriptionList usando el SerialPort 
version 1 
487                 DataElement e1 = new DataElement(DataElement.DATSEQ); 
488                 DataElement e2 = new DataElement(DataElement.DATSEQ); 
489                 e2.addElement(new DataElement(DataElement.UUID, 
getSERVICE_UUID()));//agregamos el uuid 
490                 e2.addElement(new DataElement(DataElement.INT_8, 1));//version 1 
491                 e1.addElement(e2); 
492                 rec.setAttributeValue(0x0009, e1); //agregamos al service record el 
BluetoothProfileDescriptionList 
493             //chatForm.append("Servidor en marcha\n "); 
494             } catch (IOException ex) { 
495                 ex.printStackTrace(); 
496             } 
497             return notifier; 
498         } 
499         //PONEMOS EN MARCHA EL SERVIDOR LOCAL 
500         private void conectaClientes(StreamConnectionNotifier notifier) {   
//LLAMADO POR "run" DEL "ChatServer" 
501  
502             while (!stopped) {  //EL SERVIDOR SOLO TRABAJA CON LOS OUTS 
503                 try { 
504                     //chatForm.append("Llega a conectaClientes\n");     
505                     StreamConnection connection = null; 
506                     //DataInputStream in = null; 
507                     DataOutputStream out = null; 
508                     connection = notifier.acceptAndOpen(); //METODO USADO XLOS 
SERVIDORES PARA ESCUCHAR A LOS CLIENTES 
509                     RemoteDevice neighbor = 
RemoteDevice.getRemoteDevice(connection); 
510                     String neighbor_address = neighbor.getBluetoothAddress(); 
511                     System.out.println("\n\n neighbor_address=" + neighbor_address); 
512                     //chatForm.append("connection = notifier.acceptAndOpen()"+"\n"); 
513                     //in = connection.openDataInputStream(); //El servidor sólo 
envía 
514                     out = connection.openDataOutputStream(); //ALMACENAMOS EL 
OUTPUTSTREAM CONECTION 
515                     //chatForm.append("agrega conexión cliente\n");  
516                     //ins.addElement(in); 
517  
518                     Vecino vecino; 
519                     if (ht_vecinos.containsKey(neighbor_address)) { 
520                         vecino = (Vecino) ht_vecinos.get(neighbor_address); 
521                         System.out.println("\n\nht_vecinos (out): " + 
neighbor_address + "ya está en la tabla"); 
522                     } else { 
523                         vecino = new Vecino(neighbor_address); 
524                     } 
525                     vecino.setOut_conn(connection); 
526                     vecino.setOut(out); 
527                     ht_vecinos.put(neighbor_address, vecino); 
528                     outs_count++; 
529                     System.out.println("\n\nHt_vecinos (out): " + 
ht_vecinos.toString() + "\n\n"); 
530  
531                 } catch (IOException ex) { 
532                     ex.printStackTrace(); 
533                 } 
534             } 
535         } 
536     } 
537  
538     private class ChatClient implements Runnable, DiscoveryListener { //LLAMADO POR 
"comenzar()" 
539  
540         LocalDevice ld; 
541         DiscoveryAgent discoveryAgent; 
542         private int id_barra;   //INDEXACIÓN NECESARIA PARA PODER BORRA LA BARRA DE 
BUSQUEDA 
543  
544         public ChatClient(LocalDevice ld) { //IMPORTAMOS dispositivoLocal DE 
inicializaBluetoot 
545             //chatForm.append("inic. ChatClient\n"); 
546             this.ld = ld; 
547         } 
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548  
549         public void run() { 
550             BuscaTerminales bt = new BuscaTerminales(); 
551             EnviaMensajes em = new EnviaMensajes(); 
552             em.start();   //LLAMAMOS A "EnviaMensajes" PARA SE EJECUTE EN PARALELO. 
553             bt.start();   //LLAMAMOS A "BuscaTerminales" 
554         }                 //"RecibeMensajes" ES LLAMADO DENTRO DEL 
"servicesDiscovered" 
555  
556         private class BuscaTerminales extends Thread { 
557  
558             private boolean loop = true; 
559              
560             public BuscaTerminales() { 
561             } 
562              
563             public void run() { 
564  
565                 while (loop) { 
566                     busquedaDispositivosServicios();    //LLAMAMOS A 
"busquedaDispositivosServicios" 
567                     //chatForm.append("llamamos busqueda disp/serv \n"); //VISTO 
568                     try { 
569                         sleep(10000); //TIEMPO ENTRE BUSQUEDA Y BUSQUEDA DE NUEVOS 
SERVIDORES 
570                     } catch (InterruptedException ex) { 
571                         ex.printStackTrace(); 
572                         destroyApp(true); 
573                     } 
574                 } 
575             } 
576         } 
577                                //SE CREA APARTE PARA IR BUSCANDO NUEVOS SERVIDORES 
PERIODICAMENTE 
578         private void busquedaDispositivosServicios() {  
579                               //LA CLASE QUE PROVEE DE METODOS PARA REALIZAR 
BUSQUEDAS DE DISPOSITIVOS/SERVICIOS 
580             discoveryAgent = ld.getDiscoveryAgent();  
581             try { 
582                 //chatForm.append("iniciamos busq. disp.\n"); 
583                 discoveryAgent.startInquiry(DiscoveryAgent.GIAC, this);  
584             } catch (BluetoothStateException e) { //INICIAMOS LA BUSQUEDA CON 
deviceDiscovered/inquiryCompleted 
585                 //chatForm.append("error busq. disp.\n"); 
586                 e.printStackTrace(); 
587 //                Alert alert = new Alert("Error", "No se pudo comenzar la 
busqueda", null, AlertType.ERROR); 
588 //                switchDisplayable(alert, inicialForm); 
589             } 
590         } 
591                                                                     //METODO 
INICIADO POR STARTINQUIRY  
592         public void deviceDiscovered(RemoteDevice remoteDevice, DeviceClass 
deviceClass) { 
593             //chatForm.append("capturamos @ disp.\n"); //ALMACENAMOS LA DIRECC. 
BLUETOOTH DEL DISP. DESCUBIERTO 
594             String neighbor_address = remoteDevice.getBluetoothAddress();  
595             String neighbor_friendly_name = null;   //PONEMOS EL NICKNAME A NULL 
596             try {                                 //PROBAMOS DE CAPTURAR EL NICKNAME 
DEL DISPOSITIVO REMOTO 
597                 neighbor_friendly_name = remoteDevice.getFriendlyName(true);  
598             } catch (IOException ex) { 
599                 ex.printStackTrace(); 
600             } 
601             if (neighbor_friendly_name == null) { 
602                 neighbor_friendly_name = neighbor_address; //EN CASO CONTRARIO LE 
ASIGNAMOS LA DIRECC. COMO NICKNAME 
603             } 
604             if (!vecinos.contains(neighbor_address)) { //EN CASO DE NO TENER A ESTE 
VECINO LO AÑADIMOS A LA LISTA 
605                 getVecinos().addElement(neighbor_address); 
606                 //chatForm.append("Nuevo dispositivo detectado: " + 
neighbor_friendly_name + "\n"); 
607             } 
608             if (!ht_vecinos.containsKey(neighbor_address) ||  
609                     !((Vecino) 
ht_vecinos.get(neighbor_address)).getIn_establecida()) { 
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610                 try {     //INICIAMOS LA BUSQUEDA DE SERVICIOS Y ALMACENAMOS LOS id 
DE SERVICIO 
611  
612                     //System.out.println("Busqueda servicios en: " + 
neighbor_friendly_name); 
613                     //chatForm.append("Busqueda servicios en: " + 
neighbor_friendly_name + "\n"); 
614                     int transId = discoveryAgent.searchServices(ATRIBUTOS, 
SERVICIOS, remoteDevice, this); 
615                 //chatForm.append("Busqueda servicios en: " + neighbor_address + "; 
" + transId + "\n"); 
616                 } catch (BluetoothStateException e) {   //## MOSTRADO EN PANTALLA ##  
617                     e.printStackTrace(); 
618                     System.err.println("No servicios en " + neighbor_friendly_name); 
619                     chatForm.append("No servicios en " + neighbor_friendly_name + 
"\n"); 
620                 } 
621             } 
622         } 
623  
624         //CON ESTE SERVICE DISCOVERED E IDENTIFICANDO LAS URLs IREMOS AÑADIENDO  
625         //CONNECTEDSERVICES LOS DISTINTOS SERVIDORES QUE ENCONTREMOS 
626         public void servicesDiscovered(int transID, ServiceRecord[] servRecord) { 
//LLAMDO POR "deviceDiscovered"  
627             ServiceRecord service = null; 
628             for (int i = 0; i < servRecord.length; i++) {   //RECORRIDO POR LA LISTA 
DE SERVICIOS OFRECIDOS 
629                 service = servRecord[i]; 
630                 String url = 
service.getConnectionURL(ServiceRecord.NOAUTHENTICATE_NOENCRYPT, false); 
631                 String remote_mac = (service.getHostDevice()).getBluetoothAddress(); 
632                 String remote_friendly_name = null; 
633                 try { 
634                     remote_friendly_name = 
(service.getHostDevice()).getFriendlyName(true); 
635                 } catch (IOException ex) { 
636                     ex.printStackTrace(); 
637                 } 
638                 if (remote_friendly_name == null) { 
639                     remote_friendly_name = remote_mac;   
640                      
641                 //******************La siguiente línea sirve para probar el 
enrutamiento ********************** 
642                      
643                 //if( !( myAddress.equals("0123456789AF") && 
remote_mac.equals("0000000DECAF") ) && 
644                 //  !( myAddress.equals("0000000DECAF") && 
remote_mac.equals("0123456789AF") ) ) 
645                 } 
646                 if (!ht_vecinos.containsKey(remote_mac) || !((Vecino) 
ht_vecinos.get(remote_mac)).getIn_establecida()) {  
647                     try { 
648                         System.out.println("Abriendo conexión a :" + 
url.toString()); 
649                         chatForm.append("Abriendo conexión a 
:"+remote_friendly_name+"\n"); 
650                         StreamConnection connection = (StreamConnection) 
Connector.open(url); 
651  
652                         DataInputStream in = connection.openDataInputStream(); 
653  
654                         Vecino vecino; 
655                         if (ht_vecinos.containsKey(remote_mac)) { 
656                             vecino = (Vecino) ht_vecinos.get(remote_mac); 
657                             System.out.println("\n\nht_vecinos (in): " + 
remote_friendly_name + "ya está en la tabla"); 
658                         } else { 
659                             vecino = new Vecino(remote_mac); 
660                         } 
661  
662                         vecino.setIn_conn(connection); 
663                         vecino.setIn(in); 
664  
665                         ht_vecinos.put(remote_mac, vecino); 
666  
667                         RecibeMensajes rm = new RecibeMensajes(vecino); 
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668                         rm.start();     //  LLAMAMOS A "RecibeMensajes" ENVIANDOLE 
EL in Y EL connection 
669  
670                         System.out.println("\n\nHt_vecinos (in): " + 
ht_vecinos.toString() + "\n\n"); 
671                     } catch (IOException e) { 
672                         e.printStackTrace(); 
673                     } 
674                 } 
675             } 
676         } 
677  
678         public void serviceSearchCompleted(int transID, int respCode) { 
679             System.out.println("Busqueda de servicios " + transID + " 
completada\n"); 
680             switch (respCode) { 
681                 case DiscoveryListener.SERVICE_SEARCH_COMPLETED: 
682                     System.out.println("Busqueda completada con normalidad"); 
683                     //chatForm.append("Busqueda en " + transID + " completada \n"); 
684                     break; 
685                 case DiscoveryListener.SERVICE_SEARCH_TERMINATED: 
686                     System.out.println("Busqueda cancelada"); 
687                     chatForm.append("Busqueda en " + transID + " cancelada \n"); 
688                     break; 
689                 case DiscoveryListener.SERVICE_SEARCH_DEVICE_NOT_REACHABLE: 
690                     System.out.println("Dispositivo no alcanzable"); 
691                     //chatForm.append("Dispositivo " + transID + " no alcanzable 
\n"); 
692                     break; 
693                 case DiscoveryListener.SERVICE_SEARCH_NO_RECORDS: 
694                     System.out.println("No se encontraron registros de servicio"); 
695                     //chatForm.append("Busqueda en " + transID + ": no servicios 
\n"); 
696                     break; 
697                 case DiscoveryListener.SERVICE_SEARCH_ERROR: 
698                     System.out.println("Error en la busqueda"); 
699                     chatForm.append("Busqueda en " + transID + ": ERROR \n"); 
700                     break; 
701             } 
702         } 
703  
704         public void inquiryCompleted(int discType) { 
705             if (!barraBorrada) {    //CONDICIONAL PARA QUE NO SE LIE CON LOS INDICES 
DE MANERA Q SOLO LO HAGA UNA VEZ  
706                 System.out.println("Borro item " + id_barra); //PONEMOS LO Q 
QUEREMOS Q PASE UNA VEZ FINALIZADA LA BUSQUEDA. 
707                 //chatForm.delete(id_barra);   //BORRAMOS LA BARRA DE BUSQUEDA. SOLO 
ES POSBILE MEDIANTE EL id DEL ITEM 
708                 barraBorrada = true;//problemas con la barrabusqueda y la borramos 
709             } 
710  
711             switch (discType) { //RESULTADO DE LA BUSQUEDA. 
712  
713                 case DiscoveryListener.INQUIRY_COMPLETED: 
714                     System.out.println("Busqueda de dispositivos concluida con 
normalidad"); 
715                     //chatForm.append("Búsqueda completada \n"); 
716                     break; 
717                 case DiscoveryListener.INQUIRY_TERMINATED: 
718                     System.out.println("Busqueda de dispositivos cancelada"); 
719                     chatForm.append("Búsqueda cancelada \n"); 
720                     break; 
721                 case DiscoveryListener.INQUIRY_ERROR: 
722                     System.out.println("Busqueda de dispositivos finalizada debido a 
un error"); 
723                     //chatForm.append("Error en la búsqueda \n"); 
724                     break; 
725             } 
726         } 
727     } 
728                   //LLAMADO POR servicesDiscovered DESPUES DE ABRIR CONEXIONES DE 
ENTRADA 
729     private class RecibeMensajes extends Thread {  
730  
731         private Vecino vecino; 
732         private String mrecibido; 
733         private boolean read_loop; 
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734         private Hashtable mensajes = new Hashtable(); 
735  
736         public RecibeMensajes(Vecino vecino) { 
737             //chatForm.append("inic. recibemensajes\n"); 
738             this.vecino = vecino; 
739             read_loop = true; 
740             mrecibido = null; 
741         } 
742  
743         public void run() { 
744             DataInputStream in; 
745             while (read_loop) { 
746                 in = vecino.getIn(); 
747                 try { 
748                     mrecibido = in.readUTF(); 
749  
750                     String[] campos = parseaMensaje(mrecibido); 
751  
752                     Integer id_msg = Integer.valueOf(campos[2]); 
753  
754                     //chatForm.append(mrecibido + "\n"); 
755                     System.out.println("\n listado vecinos: " + campos[1]); 
756                      // System.out.println("\n listado vecinos leido: " + 
parseaVecinos(campos[1])[1]); 
757                     if (!mensajes.containsKey(campos[0])) { //comprueba si no 
tenemos a este vecino 
758                         mensajes.put(campos[0], id_msg); //si no lo tenemos lo añade 
a mensajes junto su ID de mensaje 
759                         chatForm.append(campos[3] + "\n");  //imprime el campo3 que 
es el mensaje 
760                               //si ya teniamos a este vecino comprobamos si el ID de 
mensaje ya se ha escrito antes 
761                         enviarAVecinosNoComunes(campos);  
762                     } else if (((Integer) mensajes.get(campos[0])).intValue() < 
id_msg.intValue()) {    
763                         chatForm.append(campos[3] + "\n"); 
764                         mensajes.put(campos[0], id_msg); 
765                         enviarAVecinosNoComunes(campos); 
766                     } 
767  
768                     mrecibido = null; 
769  
770                 } catch (IOException ex) { 
771                     chatForm.append("\n usuario desconectado: " + 
vecino.getMac_address() + "\n"); 
772                     ex.printStackTrace(); 
773                     terminar(); 
774                 } 
775             } 
776         } 
777  
778         protected String[] parseaMensaje(String mrecibido) { 
779             String[] campos = new String[4]; 
780  
781             int current_pos = 0; 
782             for (int i = 0; i < campos.length - 1; i++) { 
783                 campos[i] = mrecibido.substring(current_pos, 
mrecibido.indexOf(SEPARADOR_CAMPOS, current_pos)); 
784                 current_pos = current_pos + campos[i].length() + 
SEPARADOR_CAMPOS.length(); 
785             } 
786             campos[campos.length - 1] = mrecibido.substring(current_pos); 
787  
788             return campos; 
789         } 
790  
791         protected void enviarAVecinosNoComunes(String[] campos) { 
792             String mac_origen = campos[0]; 
793             String sus_vecinos = campos[1]; 
794             String msg_id = campos[2]; 
795             String msg_data = campos[3]; 
796             String forward_msg = mac_origen + SEPARADOR_CAMPOS + vecinos + 
797                     SEPARADOR_CAMPOS + msg_id + SEPARADOR_CAMPOS + msg_data; 
798  
799             String mac_vecino = vecino.getMac_address(); 
800  
801             boolean vecino_compartido; 
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802             for (Enumeration e = ht_vecinos.elements(); e.hasMoreElements();) { 
803                 Vecino mi_vecino = (Vecino) e.nextElement();  //SI HAY UN SIGUIENTE 
VECINO 
804                 String mi_vecino_address = mi_vecino.getMac_address(); 
805                 System.out.println("\n mi_vecino_address: " + mi_vecino_address + 
806                         " El msg llega de: " + mac_vecino + " y tiene como origen: " 
+ mac_origen); 
807  
808                 if (mi_vecino_address.compareTo(mac_vecino) != 0 && 
mi_vecino_address.compareTo(mac_origen) != 0) { 
809                     String[] vecinos_vecino = parseaVecinos(sus_vecinos); 
810                     System.out.println("AUHHHH"); 
811                     vecino_compartido = false; 
812                     for (int i = 1; i < vecinos_vecino.length && vecino_compartido 
== false; i++) { 
813                         if (vecinos_vecino[i].compareTo(mi_vecino_address) == 0) { 
814                             vecino_compartido = true; 
815                         } 
816                     } 
817                     if (vecino_compartido == false) { 
818                         // le reenvío el mensaje 
819                         System.out.println("\nAQUÍ NO PUEDE ENTRAR EL 
SIMULADORRRRRRR\n"); 
820                         Vecino proximoVecino = (Vecino) 
ht_vecinos.get(mi_vecino_address); 
821                         DataOutputStream out = (DataOutputStream) 
proximoVecino.getOut(); //CAPTURAMOS EL OUT DEL VECINO 
822                         try { 
823                             //out.writeUTF(nickname + ": " + mensaje);   //ESTOS SON 
LOS MENSAJES ENVIADOS 
824                             out.writeUTF(forward_msg); 
825                             out.flush(); 
826                         } catch (IOException ex) { 
827 //                            vecino.cerrarConexiones(); //SI HACEMOS ESTO PETA Y 
BORRA AL VECINO QUE NO TOCA !!! 
828 //                            ht_vecinos.remove(vecino.getMac_address()); 
829                             ex.printStackTrace(); 
830                             chatForm.append("\n Vecino desconectado: " + 
vecino.getMac_address()); 
831                         } 
832                     } 
833                 } 
834             } 
835         } 
836  
837         protected String[] parseaVecinos(String list_vecinos) { 
838             int num_mac = list_vecinos.length() / 14; 
839             //System.out.println("\n list_vecinos.length(): " + 
list_vecinos.length()); 
840             //System.out.println("\n num_mac: " + num_mac); 
841             String[] macs = new String[num_mac + 1]; 
842             macs[0] = myAddress; 
843  
844             int current_pos = 1; 
845             for (int i = 1; i < macs.length; i++) { 
846                 //System.out.println("i = "+i); 
847                 macs[i] = list_vecinos.substring(current_pos, current_pos + 12); 
848                 //System.out.println("\n macs["+i+"]: " + macs[i]); 
849                 current_pos = current_pos + 14; 
850             //System.out.println("\n current_pos: " + current_pos); 
851             } 
852              
853             return macs; 
854         } 
855  
856         protected void terminar() { 
857             read_loop = false; 
858             vecino.cerrarConexiones(); 
859             ht_vecinos.remove(vecino.getMac_address()); 
860             vecinos.removeElement(vecino.getMac_address()); 
861             outs_count--; 
862         } 
863     } 
864  
865     private class EnviaMensajes extends Thread {  //SUBCLASE EJECUTADA EN PARALELO. 
LLAMADO POR ChatClient 
866  
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867         private boolean write_loop; 
868  
869         public EnviaMensajes() { 
870             write_loop = true; 
871         } 
872  
873         public void run() { 
874             while (write_loop) { 
875                 while (mensaje == null) { //A LA ESPERA DE QUE MENSAJE CONTENGA ALGO 
876                     try { 
877                         sleep(500); //LOOP DE 1/2s PARA NO SATURAR 
878                     } catch (InterruptedException ex) { 
879                         ex.printStackTrace(); 
880                         chatForm.append("CAGADAAAAAA"); 
881                         terminar(); 
882                     } 
883                 } 
884                 //chatForm.append("\n\nht_vecinos (enviamensajes): " + 
ht_vecinos.toString() + "\n\n"); 
885                 for (Enumeration e = ht_vecinos.elements(); e.hasMoreElements();) { 
//RECORIDO POR TODOS LOS VECINOS 
886                     Vecino vecino; 
887                     try { 
888                         vecino = (Vecino) e.nextElement();  //SI HAY UN SIGUIENTE 
VECINO 
889                         DataOutputStream out = (DataOutputStream) vecino.getOut(); 
// CAPTURAMOS EL OUT DEL VECINO 
890                         try { 
891                             //out.writeUTF(nickname + ": " + mensaje);   //ESTOS SON 
LOS MENSAJES ENVIADOS 
892                             out.writeUTF(generarMsgAEnviar()); 
893                             out.flush(); 
894                         } catch (IOException ex) { 
895 //                            vecino.cerrarConexiones(); //SI HACEMOS ESTO PETA Y 
BORRA AL VECINO QUE NO TOCA !!! 
896 //                            ht_vecinos.remove(vecino.getMac_address()); 
897                             ex.printStackTrace(); 
898                             chatForm.append("\n Vecino desconectado: " + 
vecino.getMac_address()); 
899                         } 
900                     } catch (NoSuchElementException ex) { 
901                         //System.out.println("\nNo quedan más vecinos"); 
902                         ex.printStackTrace(); 
903                     } 
904                 } 
905                 //chatForm.append("MSG enviado"); 
906                 mensaje = null; // A NULL TRAS ENVIAR EL MENSAJE 
907             } 
908         } 
909  
910         protected void terminar() { 
911             write_loop = false; 
912         } 
913  
914         protected String generarMsgAEnviar() { 
915             String lista_vecinos = ""; 
916             int i = 0; 
917             for (Enumeration e = ht_vecinos.keys(); e.hasMoreElements();) { 
918                 if (i == 0) { 
919                     lista_vecinos = "["; 
920                 } else { 
921                     lista_vecinos += ", "; 
922                 } 
923                 lista_vecinos += e.nextElement(); 
924                 i++; 
925             } 
926             lista_vecinos += "]"; 
927             String msg = myAddress + SEPARADOR_CAMPOS + lista_vecinos + 
SEPARADOR_CAMPOS + ID + SEPARADOR_CAMPOS +  
928                     nickname + ": " + mensaje; 
929             //System.out.println("Envío mensaje: " + msg); 
930             return msg; 
931         } 
932     } 
933 } 
934  
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Vecino.java
  1 /* 
  2  * To change this template, choose Tools | Templates 
  3  * and open the template in the editor. 
  4  */ 
  5  
  6 package chatroom; 
  7  
  8 import java.io.DataInputStream; 
  9 import java.io.DataOutputStream; 
 10 import java.io.IOException; 
 11 import javax.microedition.io.StreamConnection; 
 12  
 13 /** 
 14  * 
 15  * @author putojou 
 16  */ 
 17 public class Vecino { //CREAMOS ESTA CLASE PARA PODER TRABAJAR MÁS COMODAMENTE 
CONLOS VECINOS Y SUS CONEXIONES 
 18     String mac_address; 
 19     StreamConnection in_conn; 
 20     StreamConnection out_conn; 
 21     DataInputStream in; 
 22     DataOutputStream out; 
 23      
 24     private boolean stopped = false; 
 25     private boolean in_establecida = false; 
 26     private boolean out_establecida = false; 
 27  
 28     public Vecino(String mac_address) { 
 29         this.mac_address = mac_address; 
 30     } 
 31  
 32     /** 
 33     * Devuelve inicializado el DataInputStream getIn. Solo lo inicializa en caso que 
stopped valga null. 
 34     * Si no puede retorna un null. 
 35     */ 
 36     public DataInputStream getIn() { 
 37         if(!stopped) { 
 38             return in; 
 39         } 
 40         else { 
 41             return null; 
 42         } 
 43     } 
 44  
 45     /** 
 46     * Devuelve a quien le llama el valor delDataInputStream in. Y pone a true 
in_establecida. 
 47     */ 
 48     public void setIn(DataInputStream in) { 
 49         this.in = in; 
 50         in_establecida = true; 
 51     } 
 52      
 53     /** 
 54     * Devuelve inicializado el StreamConnection. Solo lo inicializa en caso que 
stopped valga null. 
 55     * Si no solo lo devuelve. 
 56     */ 
 57     public StreamConnection getIn_conn() { 
 58         if(!stopped) { 
 59             return in_conn; 
 60         } else { 
 61             return null; 
 62         }  
 63     } 
 64  
 65     /** 
 66     * Devuelve a quien le llama el valor del StreamConnection in_conn. 
 67     */ 
 68     public void setIn_conn(StreamConnection in_conn) { 
 69         this.in_conn = in_conn; 
 70     } 
 71      
86                                                                           Aplicación chat de grupo basada en tecnología Bluetooth Scatternet 
 72     /** 
 73     * Devuelve inicializada la direccion MAC. 
 74     */ 
 75     public String getMac_address() { 
 76         return mac_address; 
 77     } 
 78      
 79     /** 
 80     * Devuelve inicializado el DataOutputStream. Solo lo inicializa en caso que 
stopped valga null. 
 81     * Si no solo lo devuelve. 
 82     */ 
 83     public DataOutputStream getOut() { 
 84         if(!stopped) { 
 85             return out; 
 86         } else { 
 87             return null; 
 88         }  
 89     } 
 90  
 91     /** 
 92     * Devuelve a quien le llama el valor del DataOutputStream out. 
 93     */ 
 94     public void setOut(DataOutputStream out) { 
 95         this.out = out; 
 96         out_establecida = true; 
 97     } 
 98      
 99     /** 
100     * Devuelve inicializado el StreamConnection. Solo lo inicializa en caso que 
stopped valga null. 
101     * Si no solo lo devuelve. 
102     */ 
103     public StreamConnection getOut_conn() { 
104         if(!stopped) { 
105             return out_conn; 
106         } else { 
107             return null; 
108         }  
109     } 
110  
111     /** 
112     * Devuelve a quien le llama el valor del StreamConnection out_conn. 
113     */ 
114     public void setOut_conn(StreamConnection out_conn) { 
115         this.out_conn = out_conn; 
116     } 
117      
118     /** 
119     * Devuelve inicializado el DataOutputStream getOut_establecida. 
120     */ 
121     public boolean getOut_establecida() { 
122         return out_establecida; 
123     } 
124      
125     /** 
126     * Devuelve inicializado el DataInputStream getIn_establecida. 
127     */ 
128     public boolean getIn_establecida() { 
129         return in_establecida; 
130     } 
131      
132     /** 
133     * Con esta función cerramos de golpe todas las conexiones del vecino desde el 
que se le ha llamado.  
134     */ 
135     protected void cerrarConexiones() { 
136         stopped = true; 
137         try { 
138             out.close(); 
139         } catch (IOException ex) { 
140             ex.printStackTrace(); 
141         } 
142         try { 
143             in.close(); 
144         } catch (IOException ex) { 
145             ex.printStackTrace(); 
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146         } 
147         try { 
148             out_conn.close(); 
149         } catch (IOException ex) { 
150             ex.printStackTrace(); 
151         } 
152         try { 
153             in_conn.close(); 
154         } catch (IOException ex) { 
155             ex.printStackTrace(); 
156         } 
157     } 
158 } 
159  
160  
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ClienteSPP.java 
 
1 /* ClienteSPP.java 
2 * CLIENTE SPP que devuelve un StreamConnection. Requiere que se ejecute el servido 
3 * Created on 19 de noviembre de 2007, 19:09 
4 */ 
5 import javax.microedition.midlet.*; 
6 import javax.microedition.lcdui.*; 
7 import javax.microedition.io.*; 
8 import javax.bluetooth.*; 
9 import java.util.*; 
10 import java.io.*; 
11 
12 public class ClienteSPP extends MIDlet implements CommandListener, DiscoveryListener 
13 
14 public static final UUID SERVICIO_CHAT = new UUID(0x1101); //UUID del Serial Po 
15 public static final UUID[] SERVICIOS = new UUID[]{SERVICIO_CHAT}; // 
16 //public static final String SERV_NAME = new String("ClienteChat"); 
17 public static final int[] ATRIBUTOS = null; //no necesitamos ningun atributo de 
18 private Command comenzar, acabar, escribir, enviar, cancelar; //COMANDOS(BOT 
19 private Form principal, chat, escribe; //PANTALLAS 
20 private Vector busquedas, connections, outs, ins, connectedServices; //ar 
21 private DiscoveryAgent discoveryAgent; //.. 
22 private TextField tf, tf1; 
23 private String nickname, nrecibido, mensaje = null, friendlyName = null, testi 
24 //private ServiceRecord myServiceRecord; //describe las características de un se 
25 private BuscaTerminales bt; //PARA PODER TRABAJAR CON ESA CLASE 
26 private boolean barraBorrada = false; //BOLEANO PARA ELIMINAR LA BARRA DE E BU 
27 private int id_barra; //INDEXACIÓN NECESARIA PARA PODER BORRA LA BARRA DE BUSQ 
28 
29 public void startApp() { 
30 busquedas = new Vector(); //ALMACENAMOS EN EL VECTOR BUSQUEDAS LOS ID DE L 
31 connections = new Vector(); 
32 outs = new Vector(); 
33 ins = new Vector(); 
34 connectedServices = new Vector(); 
35 
36 principal = new Form("Cliente SPP: Menú de inicio"); // INICAMOS LOS FOR 
37 chat = new Form("Cliente SPP: Sala de Chat"); 
38 escribe = new Form("Cliente SPP: Escribe a continuación"); 
39 
40 // TEXTFIELD: tamaño de 15 y cualquier tipo de texto, puede ser solo numero 
41 tf = new TextField("Introduce tu NickName", "Clientón", 9, TextField.ANY); 
42 tf1 = new TextField("Escribe al servidor", "", 75, TextField.ANY); 
43 
44 comenzar = new Command("Buscar servidor", Command.OK, 1); //COMANDOS, TITUL 
45 acabar = new Command("Finalizar chat", Command.EXIT, 4); 
46 escribir = new Command("Escribir mensaje", Command.ITEM, 2); 
47 enviar = new Command("Enviar mensaje", Command.ITEM, 3); 
48 cancelar = new Command("Cancelar mensaje", Command.EXIT, 5); 
49 
50 principal.append(tf); //ASIGNAMOS A LOS FORM COMANDOS, TEXTFIELDs, MODO ES 
51 principal.addCommand(comenzar); 
52 principal.addCommand(acabar); 
53 principal.setCommandListener(this); 
54 
55 chat.addCommand(escribir); 
56 chat.addCommand(acabar); 
57 chat.setCommandListener(this); 
58 // id_barra = chat.append(new Gauge("Buscando servicio...", 
59 // false, Gauge.INDEFINITE, 
60 // Gauge.CONTINUOUS_RUNNING)); 
61 
62 escribe.append(tf1); 
63 escribe.addCommand(enviar); 
64 escribe.setCommandListener(this); 
65 escribe.addCommand(cancelar); 
66 
67 LocalDevice localDevice = null; 
68 
69 try { 
70 localDevice = LocalDevice.getLocalDevice(); // CAPTURAMOS LOS DATOS D 
71 localDevice.setDiscoverable(DiscoveryAgent.GIAC); //PONEMOS NUESTRO DI 
72 discoveryAgent = localDevice.getDiscoveryAgent(); //LISTAMOS EN DISCOV 
73 Display.getDisplay(this).setCurrent(principal); //UNA VEZ CONCLUIDA LA B 
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74 } catch (Exception e) { 
75 e.printStackTrace(); 
76 Alert alert = new Alert("Error", "No se puede hacer uso de Bluetooth", n 
77 Display.getDisplay(this).setCurrent(alert); //EN CASO DE ERROR NOS MOSTR 
78 } 
79 
80 EnviaMensajes em = new EnviaMensajes(outs); //Y ACTIVAMOS ENVIAR MENSAJES 
81 em.start(); 
82 } 
83 
84 public void pauseApp() { 
85 } 
86 
87 public void destroyApp(boolean unconditional) { //EN CASO DE CERRRAR CERRAMOS TO 
88 try { 
89 for (Enumeration e = outs.elements(); e.hasMoreElements();) { 
90 DataOutputStream out = (DataOutputStream) e.nextElement(); 
91 out.close(); 
92 } 
93 for (Enumeration e = ins.elements(); e.hasMoreElements();) { 
94 DataInputStream in = (DataInputStream) e.nextElement(); 
95 in.close(); 
96 } 
97 for (Enumeration e = connections.elements(); e.hasMoreElements();) { 
98 StreamConnection conn = (StreamConnection) e.nextElement(); 
99 conn.close(); 
100 } 
101 } catch (IOException ex) { 
102 ex.printStackTrace(); 
103 } 
104 notifyDestroyed(); 
105 } 
106 
107 public void commandAction(Command c, Displayable s) { //ASIGNAMOS LAS FUNCIONE 
108 if (c == comenzar) { //COMANDO INICIAL QUE NOS EJECUTA BUSCATERMINALES Y 
109 bt = new BuscaTerminales(); // (1) 
110 bt.start(); 
111 Display.getDisplay(this).setCurrent(chat); 
112 } else if (c == acabar) { //COMANDO QUE FINALIZA LA APLICACION 
113 destroyApp(true); //readloop = false; 
114 } else if (c == escribir) { //NO LLEVA AL FORM ESCRIBIR PARA INTRODUCIR LOS 
115 Display.getDisplay(this).setCurrent(escribe); 
116 } else if (c == enviar) { //CAPTURA EL MENSAJE ESCRITO EN EL FORM ESCRIBE 
117 mensaje = new String(tf1.getString()); 
118 Display.getDisplay(this).setCurrent(chat); 
119 tf1.delete(0, tf1.getString().length()); 
120 } else if (c == cancelar) { //COMANDO QUE RETORNA AL FORM CHAT 
121 Display.getDisplay(this).setCurrent(chat); 
122 } 
123 } 
124 
125 private void saludo(DataOutputStream out) { //REQUIRE QUE LE ENTREGUEMOS EL STRE 
126 
127 nickname = new String(tf.getString()); 
128 try { 
129 out.writeUTF(nickname); //SOLO LA PRIMERA VEZ. ENVIAMOS SOLO NUESTRO NI 
130 } catch (IOException ex) { 
131 ex.printStackTrace(); 
132 } 
133 try { 
134 out.flush(); 
135 } catch (IOException ex) { 
136 ex.printStackTrace(); 
137 } 
138 } 
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139 
140 private void busquedaDispositivos() { //SE CREA APARTE PARA IR BUSCANDO NUEVOS 
141 try { 
142 discoveryAgent.startInquiry(DiscoveryAgent.GIAC, this); //INICIAMOS LA B 
143 } catch (BluetoothStateException e) { 
144 e.printStackTrace(); 
145 Alert alert = new Alert("Error", "No se pudo comenzar la busqueda", null 
146 Display.getDisplay(this).setCurrent(alert); 
147 } 
148 } 
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149 
150 public void deviceDiscovered(RemoteDevice remoteDevice, DeviceClass deviceClass) 
151 String address = remoteDevice.getBluetoothAddress(); //ALMACENAMOS LA DIR 
152 try { 
153 friendlyName = remoteDevice.getFriendlyName(true); //SI SE PUEDE ALMACE 
154 } catch (IOException e) { 
155 } 
156 String device = null; 
157 if (friendlyName == null) { //SI NO HAY FRIENDLYNAME ALMACENAMOS EN "DEV 
158 device = address; 
159 } else { 
160 device = friendlyName + " (" + address + ")"; //SINO ALMACENAMOS EN "D 
161 } 
162 try { //INICIAMOS LA BUSQUEDA DE SERVICIOS Y ALMACENAMOS LOS id DE SERVI 
163 int transId = discoveryAgent.searchServices(ATRIBUTOS, SERVICIOS, remote 
164 System.out.println("Busqueda servicios en: " + device + "; " + transId); 
165 //chat.append("Busqueda servicios en: " + device + "; " + transId + "\n" 
166 busquedas.addElement(new Integer(transId)); //ALMACENAMOS EN EL VECTOR B 
167 } catch (BluetoothStateException e) { 
168 e.printStackTrace(); 
169 System.err.println("No servicios en " + device); 
170 chat.append("No servicios en " + device + "\n"); 
171 } 
172 } 
173 
174 public void inquiryCompleted(int discType) { //SE INICIA AUTOMATICAMENTE TRAS L 
175 if (!barraBorrada) { //CONDICIONAL PARA QUE NO SE LIE CON LOS INDICES DE 
176 System.out.println("Borro item " + id_barra); //PONEMOS LO Q QUEREMOS 
177 // chat.delete(id_barra); //BORRAMOS LA BARRA DE BUSQUEDA. SOLO ES POSB 
178 barraBorrada = true; 
179 } 
180 switch (discType) { //UNO DE LOS SIGUIENTES CASOS SERÁ EL RESULTADO DE LA BU 
181 case DiscoveryListener.INQUIRY_COMPLETED: 
182 System.out.println("Busqueda de dispositivos concluida con normalida 
183 //chat.append("Búsqueda completada \n"); 
184 break; 
185 case DiscoveryListener.INQUIRY_TERMINATED: 
186 System.out.println("Busqueda de" + "dispositivos cancelada"); 
187 chat.append("Búsqueda cancelada \n"); 
188 break; 
189 case DiscoveryListener.INQUIRY_ERROR: 
190 System.out.println("Busqueda de" + "dispositivos finalizada debido a 
191 chat.append("Error en la búsqueda \n"); 
192 break; 
193 } 
194 } 
195 //CON ESTE SERVICE DISCOVERED E IDENTIFICANDO LAS URLs IREMOS AÑADIENDO CON 
196 public void servicesDiscovered(int transID, ServiceRecord[] servRecord) { // 
197 ServiceRecord service = null; 
198 for (int i = 0; i < servRecord.length; i++) { //RECORRIDO POR LA LISTA DE 
199 service = servRecord[i]; 
200 String url = service.getConnectionURL(ServiceRecord.NOAUTHENTICATE_NOENC 
201 if (!connectedServices.contains(url)) { // CONDICIONAL: SI EL VECTOR NO 
202 connectedServices.addElement(url); //AGREGA LA URL AL VECTOR CO 
203 chat.append("Conectando a " + url.toString() + "\n"); 
204 try { 
205 //myServiceRecord = service; //GUARDAMOS LAS CARACTERISTICA 
206 System.out.println(url.toString()); 
207 StreamConnection connection = (StreamConnection) Connector.open( 
208 connections.addElement(connection); // ALMACENAMOS EN EL VECTO 
209 
210 DataInputStream in = connection.openDataInputStream(); 
211 ins.addElement(in); // ALMACENAMOS EN EL VECTOR "INS" EL "CONE 
212 RecibeMensajes rm = new RecibeMensajes(in); 
213 rm.start(); 
214 
215 DataOutputStream out = connection.openDataOutputStream(); 
216 testigo = null; 
217 outs.addElement(out); // ALMACENAMOS EN EL VECTOR "OUTS" EL "C 
218 saludo(out); 
219 } catch (IOException e) { 
220 e.printStackTrace(); 
221 } 
222 } 
223 } 
224 } 
225 
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226 private class EnviaMensajes extends Thread { //CREAMOS ESTE NUEVA SUBCLASE PAR 
227 
228 private boolean sendloop; 
229 private Vector outs; //HAY QUE CREAR DE NUEVO EL VECTOR POR QUE ESTAMOS E 
230 
231 public EnviaMensajes(Vector outs) { 
232 this.outs = outs; //ahora asignamos a este vector OUTS el valor del cr 
233 sendloop = true; 
234 } 
235 
236 public void run() { 
237 while (sendloop == true) { 
238 while (mensaje == null && sendloop == true) { // Si no hay ningun me 
239 try { 
240 sleep(500); //ESPERA 1/2 SEGUNDO A REPETIR EL LOOP PARA NO S 
241 } catch (InterruptedException ex) { 
242 ex.printStackTrace(); 
243 destroyApp(true); 
244 } 
245 } 
246 for (Enumeration e = outs.elements(); e.hasMoreElements();) { 
247 DataOutputStream out = (DataOutputStream) e.nextElement(); 
248 try { 
249 out.writeUTF(nickname + ": " + mensaje); //ESTOS SON LOS M 
250 } catch (IOException ex) { 
251 ex.printStackTrace(); 
252 } 
253 try { 
254 out.flush(); 
255 } catch (IOException ex) { 
256 ex.printStackTrace(); 
257 } 
258 } 
259 chat.append(nickname + ": " + mensaje + "\n"); //LEE SOLO EL SALUD 
260 mensaje = null; 
261 } 
262 } 
263 
264 protected void terminar() { 
265 sendloop = false; 
266 } 
267 } 
268 
269 private class BuscaTerminales extends Thread { // -->(1) 
270 
271 private boolean loop = true; 
272 
273 public BuscaTerminales() { 
274 } 
275 
276 public void run() { 
277 busquedaDispositivos(); // (2) 
278 while (loop) { 
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279 try { 
280 sleep(15000); //TIEMPO ENTRE BUSQUEDA Y BUSQUEDA DE NUEVOS SERVI 
281 } catch (InterruptedException ex) { 
282 ex.printStackTrace(); 
283 destroyApp(true); 
284 } 
285 busquedaDispositivos(); 
286 } 
287 } 
288 
289 } 
290 
291 private class RecibeMensajes extends Thread { // CREAMOS ESTE NUEVA SUBCLASE PAR 
292 
293 private boolean readloop; 
294 private DataInputStream in; 
295 private String mrecibido; 
296 public RecibeMensajes(DataInputStream in) { 
297 this.in = in; 
298 readloop = true; 
299 mrecibido = null; 
300 } 
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301 
302 public void run() { 
303 while (readloop == true) { 
304 try { 
305 mrecibido = in.readUTF(); 
306 if (mrecibido != null && testigo == null) { 
307 nrecibido = mrecibido; 
308 testigo = "visto"; //PARA DESCRIMINAR LA PRIMERA LECTURA(NI 
309 chat.append(nrecibido + ": Hola " + nickname + "\n"); 
310 mrecibido = null; 
311 } else { 
312 chat.append(mrecibido + "\n"); //LEE SOLO EL SALUDO DEL CL 
313 mrecibido = null; 
314 } 
315 } catch (IOException ex) { 
316 ex.printStackTrace(); 
317 readloop = false; 
318 } 
319 } 
320 } 
321 
322 protected void terminar() { 
323 readloop = false; 
324 } 
325 } 
326 
327 public void serviceSearchCompleted(int transID, int respCode) { 
328 System.out.println("Busqueda de servicios " + transID + " completada"); 
329 switch (respCode) { 
330 case DiscoveryListener.SERVICE_SEARCH_COMPLETED: 
331 System.out.println("Busqueda completada " + "con normalidad"); 
332 //chat.append("Busqueda en " + transID + " completada \n"); 
333 break; 
334 case DiscoveryListener.SERVICE_SEARCH_TERMINATED: 
335 System.out.println("Busqueda cancelada"); 
336 chat.append("Busqueda en " + transID + " cancelada \n"); 
337 break; 
338 case DiscoveryListener.SERVICE_SEARCH_DEVICE_NOT_REACHABLE: 
339 System.out.println("Dispositivo no alcanzable"); 
340 chat.append("Dispositivo " + transID + " no alcanzable \n"); 
341 break; 
342 case DiscoveryListener.SERVICE_SEARCH_NO_RECORDS: 
343 System.out.println("No se encontraron registros" + " de servicio"); 
344 chat.append("Busqueda en " + transID + ": no servicios \n"); 
345 break; 
346 case DiscoveryListener.SERVICE_SEARCH_ERROR: 
347 System.out.println("Error en la busqueda"); 
348 //chat.append("Busqueda en " + transID + ": ERROR \n"); 
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349 break; 
350 } 
351 } 
352 
353 public void run() { 
354 } 
355 } 
356 /** 
357 * @author Jofre Puig 
358 * @version 0.2 
359 */ 
360 
361 
362 
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ServidorSPP.java 
 
1 /* ServidorSPP.java 
2 * SERVIDOR SPP (trabaja con el cliente "ejemplo6") (SERIAL PORT) 
3 * Created on 19 de noviembre de 2007, 19:07 
4 */ 
5 
6 import javax.microedition.midlet.*; 
7 import javax.microedition.lcdui.*; 
8 import javax.microedition.io.*; 
9 import javax.bluetooth.*; 
10 import java.io.*; 
11 import java.util.*; 
12 
13 /** 
14 * Runnable para ejecutar hilos(threads) / CLASE PRINCIPAL 
15 * @servidorSPP [] Etiqueta procesada por Javadocs 
16 */ 
17 public class ServidorSPP extends MIDlet implements CommandListener, Runnable { 
18 // DECLARAMOS LAS VARIABLES QUE PODRAN UTILIZAR TODAS LAS SUBCLASES DE SERVIDOR 
19 public static final UUID SERVICIO_CHAT = new UUID(0x1101); //UUID del Serial Port: 
0x1101 (16-bit) 
20 public static final String SERV_NAME = new String("ServidorChat"); 
21 public LocalDevice dispositivoLocal; 
22 private Command comenzar, escribir, enviar, acabar, cancelar; //declaramos los 
comandos (BOTONES PANTALLA) 
23 private Form chat, principal, escribe; //Declaramos los contenedores de interfaces de 
usuario derivado de la clase screen. 
24 private Vector connections, outs, ins; //array de obj. indexable y variable n 
longitud CREAMOS ESTOS VECTORES PARA PODER 
25 private Thread thread; //Algo así como un hilo de ejecucion(run), permitiendo tener 
varios de ellos con distintas prioridades. 
26 private TextField tf, tf1; //ventanas de escritura 
27 private String nickname, ncliente, mensaje = null; //gnamos valor null para poder 
trabajar en el loop 
28 private boolean loop; //loop para ejecutar los bucles en modo espera "escribir o 
leer" 
29 
30 public void startApp() { 
31 // EMPIEZA LA APLICACION. INICIAMOS VARIABLES Y MOSTRAMOS LA PRIMERA PANTALLA 
32 connections = new Vector(); 
33 outs = new Vector(); 
34 ins = new Vector(); 
35 
36 thread = new Thread(this); //hilo de ejecución 
37 
38 comenzar = new Command("Iniciar servidor", Command.ITEM, 1); //Definimos funciones de 
los comandos y sus prioridades 
39 escribir = new Command("Escribir mensaje", Command.ITEM, 2); 
40 enviar = new Command("Enviar mensaje", Command.ITEM, 3); 
41 acabar = new Command("Finalizar chat", Command.EXIT, 5); 
42 cancelar = new Command("Cancelar mensaje", Command.EXIT, 4); 
43 
44 chat = new Form("Servidor SPP: Sala de Chat"); //Entre comillas el título de la 
"ventana" 
45 principal = new Form("Servidor SSP: Menú de inicio"); 
46 escribe = new Form("Servidor SPP: Escribe a continuación"); 
47 
48 tf = new TextField("Introduce tu NickName: ", "Megaemón", 9, TextField.ANY); 
49 tf1 = new TextField("Escribe al cliente:", "", 80, TextField.ANY); //Se muestra el 
cuadre de escritura 
50 // AÑADIMOS A LAS PANTALLAS LOS COMANDOS, RECUADROS DE TEXTO, Y LOS PONEMOS EN MODO 
ESCUCHA 
51 principal.append(tf); 
52 principal.addCommand(comenzar); //añadimos los botones al form "chat" 
53 principal.addCommand(acabar); 
54 principal.setCommandListener(this); 
55 
56 chat.addCommand(escribir); 
57 chat.addCommand(acabar); 
58 chat.setCommandListener(this); 
59 
60 escribe.append(tf1); // hacemos que ese recuadro aparezca en princial! 
61 escribe.addCommand(enviar); 
62 escribe.addCommand(cancelar); 
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63 escribe.setCommandListener(this); 
64 
65 Display.getDisplay(this).setCurrent(principal); //DE LA PANTALLA PRINCIPAL NOS 
MOVEREMOS CON LOS COMANDOS 
66 } 
67 
68 public void pauseApp() { 
69 } 
70 
71 public void destroyApp(boolean unconditional) { 
72 notifyDestroyed(); 
73 } 
74 // ASIGNAMOS LAS FUNCIONES DE LOS COMANDOS DESDE DONDE CONTROLAREMOS TODO 
75 public void commandAction(Command c, Displayable s) { 
76 if (c == comenzar) { //EMPIEZA EL HILO (SALTAMOS AL RUN) Y MOSTRAMOS LA PANTALLA CHAT 
77 thread.start(); 
78 Display.getDisplay(this).setCurrent(chat); 
79 } else if (c == escribir) { //SE MUESTRA LA PANTALLA DE ESCRITURA DE MENSAJES 
80 Display.getDisplay(this).setCurrent(escribe); 
81 } else if (c == enviar) { //CAPTURAMOS LO TECLEADO Y VOLVEMOS A LA PANTALLA CHAT 
82 mensaje = new String(tf1.getString()); //UNA VEZ MENSAJE TIENE TEXTO ESTE SE ENVIA 
SOLO CON ENVIARMENSAJES 
83 Display.getDisplay(this).setCurrent(chat); 
84 tf1.delete(0, tf1.getString().length()); 
85 
86 } else if (c == acabar) { //loop=false; FINALIZAMOS LA APLICACION 
87 destroyApp(true); 
88 } else if (c == cancelar) { //VOLVEMOS A LA PANTALLA DE CHAT 
89 Display.getDisplay(this).setCurrent(chat); 
90 } 
91 } 
92 
93 public void run() { 
94 //PONEMOS NUESTRO DISPOSITIVO EN MODO VISIBLE(DISCOVERABLE) 
95 try { 
96 dispositivoLocal = LocalDevice.getLocalDevice(); //ASIGNA LOS DATOS DE NUESTRO 
DISPOSITIVO BLUETOOTH 
97 dispositivoLocal.setDiscoverable(DiscoveryAgent.GIAC); //PONEMOS NUESTRO DISPOSITIVO 
VISIBLE 
98 } catch (BluetoothStateException be) { //SI NO PUEDE NOS DA EL ERROR 
99 System.out.println("Se ha producido un error al inicializar el hilo servidor"); 
100 chat.append("Error al inicializar el hilo servidor" + be + "\n"); 
101 } 
102 //PONEMOS EL SERVIDOR EN MARCHA A LA ESPERA DE CLIENTES 
103 try { 
104 String url = new String("btspp://localhost:" + SERVICIO_CHAT.toString() + ";name=" + 
SERV_NAME + ";authorize=true"); 
105 StreamConnectionNotifier notifier = (StreamConnectionNotifier) 
Connector.open(url.toString()); 
106 ServiceRecord rec = dispositivoLocal.getRecord(notifier); //Obtenemos el service 
record 
107 
108 //Rellenamos el BluetoothProfileDescriptionList usando el SerialPort version 1 
109 DataElement e1 = new DataElement(DataElement.DATSEQ); 
110 DataElement e2 = new DataElement(DataElement.DATSEQ); 
111 e2.addElement(new DataElement(DataElement.UUID, new UUID(0x1101))); //agregamos el 
puerto serie 
112 e2.addElement(new DataElement(DataElement.INT_8, 1));//version 1 
113 e1.addElement(e2); 
114 
115 rec.setAttributeValue(0x0009, e1); //agregamos al service record el 
BluetoothProfileDescriptionList 
116 
117 StreamConnection connection = null; 
118 DataInputStream in = null; 
119 DataOutputStream out = null; 
120 
121 connection = notifier.acceptAndOpen(); //METODO USADO XLOS SERVIDORES PARA ESCUCHAR 
A LOS CLIENTES 
122 in = connection.openDataInputStream(); //ALMACENAMOS LOS IMPUT/OUTPUTSTREAM 
CONECTIONS 
123 out = connection.openDataOutputStream(); 
124 chat.append("conex. abiertas\n"); //JOFRREEEEEEEEEEEEEEE 
125 connections.addElement(connection); 
126 ins.addElement(in); //Y LOS ALMACEMANOS EN VECTORES PARA PODER TRABAJAR CON MAS DE 
UN CLIENTE 
127 outs.addElement(out); 
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128 
//**************************************************************************************
*********** 
129 chat.append("conex. establecidas\n"); //JOFRREEEEEEEEEEEEEEE 
130 //ANTENTIOOOOON! ******COMO COÑO HAGO PARA HACER MULTIPLES BUSQUEDAS DE 
CLIENTESSSSS!!!! *********** 
131 
132 nickname = new String(tf.getString()); //CAPURAMOS EL TEXTO ESCRITO 
133 // *** SALUDO *** 
134 ncliente = in.readUTF(); //AQUÍ NOS ENVIA SOLO EL NICK DEL CLIENTE <ESTE SOLO LO 
HACE LA PRIMERA VEZ> 
135 chat.append(ncliente + ": Hola " + nickname + "\n"); //SALUDO INICIAL APARECE EN 
SERVIDOR 
136 out.writeUTF(nickname); //ENVIA EL SALUDO AL CLIENTE (EN ESTE CASO SOLO EL NICKANME) 
137 
138 out.flush(); //VACÍA EL BUFER PARA ASEGURAR QUE LLEGA EL MENSAJE ENTERO 
139 
140 LeeMensajes lm = new LeeMensajes(in, chat); //LLAMAMOS A LA CLASE LEERMENSAJES 
141 lm.start(); 
142 
143 
144 //*** ENVIA MENSAJES *** 
145 loop = true; // 
146 while (loop == true) { 
147 while (mensaje == null && loop == true) { //SOLO CONTINUARÁ CUANDO MENSAJE TENGA 
ANGUN VALOR=ESCRITO ALGO 
148 try { 
149 thread.sleep(500); // LOOP DE MEDIO SEGUNDO PARA NO SATURAR LA MAQUINA. 
150 } catch (InterruptedException ex) { 
151 ex.printStackTrace(); 
152 } 
153 } 
154 for (Enumeration e = outs.elements(); e.hasMoreElements();) { //RECORRIDO PARA 
ENVIAR EL MENSAJE A TODOS LOS CLIENTES. 
155 out = (DataOutputStream) e.nextElement(); 
156 try { 
157 out.writeUTF(nickname + ": " + mensaje); //ENVIAMOS EL MENSAJE 
158 out.flush(); 
159 } catch (IOException ex) { 
160 ex.printStackTrace(); 
161 } 
162 } 
163 chat.append(nickname + ": " + mensaje + "\n"); //Y MOSTRAMOS LO ENVIADO AL CLIENTE 
164 mensaje = null; 
165 } 
166 if (in != null) { 
167 lm.paraDeLeer(); // PONE EL READLOOP A FALSE 
168 in.close(); 
169 } 
170 if (out != null) { 
171 out.close(); 
172 } 
173 if (connection != null) { 
174 connection.close(); 
175 } 
176 } catch (IOException e) { 
177 e.printStackTrace(); 
178 Display.getDisplay(this).setCurrent( 
179 new Alert("Error: " + e)); 
180 } 
181 } 
182 
183 
184 private class LeeMensajes extends Thread { //SUBCLASE QUE CREA CON EXTENSION THREAD 
PARA PODER EJECUTAR UN HILO PARALELO 
185 //HAY QUE DECLARAR DE NUEVO TODAS LA VARIABLES QUE SE UTILIZEN AQUÍ DENTRO 
186 private boolean readloop; 
187 private DataInputStream in; 
188 private Form current_display; 
189 private String s; 
190 
191 public LeeMensajes(DataInputStream in_stream, Form display) { 
192 this.in = in_stream; 
193 this.current_display = display; 
194 readloop = true; 
195 } 
196 
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197 public void run() { 
198 while (readloop == true) { 
199 try { 
200 //chat.append("lee mensajes ok\n"); //JOFRREEEEEEEEEEEEEEE 
201 s = in.readUTF(); // LEE LOS MENSAJES QUE NOS ENVIA EL CLIENTE 
202 current_display.append(s + "\n"); // MOSTRAMOS DIRECTAMENTE: EL CLIENTE DICE:(NOS 
ENVIA NICK: MENSAJE) 
203 } catch (IOException ex) { 
204 ex.printStackTrace(); 
205 readloop = false; 
206 } 
207 } 
208 } 
209 
210 public void paraDeLeer() { 
211 readloop = false; 
212 } 
213 } 
214 } 
215 /** 
216 * @author Jofre Puig 
217 * @version 0.2 
218 */ 
219 
220 
 
 
