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ABSTRACT 
 
Approach to application development is now very varied and all have one goal which is 
to facilitate the work of the programmer. In addition to a variety of approaches, also available 
tools for application development (also called framework) which is popularly referred to. The 
use of the framework is considered to facilitate the design process and accelerate the 
programming process. One popular concept adopted by various frameworks, particularly in 
an environment of web-based applications is the concept of MVC (Model, View, Controller). 
In this concept, programmer makes the separation between the model (which handles the 
data), View (dealing with the user interface), and controller (handle transactions and data 
modification). This concept can be applied without use a particular framework, as long as the 
programmer understand the basic principle, which is how to separate the program code into 
three sections and prepare a programming structure that supports the concept. Case study 
demonstrates how to apply these concepts in a sub module accompanied by relevant script. 
The case study  is attempt to provide example that can help programmers understand and 
apply the concept of MVC without relying on a particular framework and can be used in 
various environments programming language that supports object-oriented concepts. 
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PENDAHULUAN 
Saat ini, pendekatan dalam 
pengembangan aplikasi sudah sangat 
beragam dan sudah banyak tersedia 
berbagai alat bantu yang memudahkan 
pembuat program dalam menyelesaikan 
tugas mereka.  Alat bantu tersebut 
dibangun berdasarkan beberapa konsep 
dasar yang populer saat ini, misalnya 
berbasis obyek, berbasis komponen, dan 
lain-lain.   
Salah satu konsep dasar arsitektur 
pengembangan aplikasi yang saat ini 
banyak dijadikan dasar dalam pembuatan 
alat bantu pengembangan aplikasi yaitu 
konsep MVC (Model, View and Controller).  
Pada konsep ini, arsitektur aplikasi dibuat 
menjadi tiga lapis yaitu lapisan Model yang 
menangani data, lapisan View yang 
menangani antarmuka pengguna, dan 
lapisan Controller yang menangani proses 
dan operasi pada data, yang dilakukan 
oleh penggunan melalui antarmuka. 
Konsep MVC ini secara luas digunakan 
baik pada aplikasi berbasis web maupun 
desktop.  Pada aplikasi berbasis web, 
konsep MVC banyak diterapkan pada 
berbagai framework yang populer seperti 
code igniter, yii, symfony dan lain-lain.  
Kebanyakan pembuat program belajar 
menggunakan framework tersebut dengan 
mengikuti tutorial yang sudah disediakan, 
tetapi banyak yang belum memahami 
benar bagaimana dasar penerapan konsep 
MVC tersebut.  Pada dasarnya, konsep 
MVC dapat diterapkan tanpa harus 
menggunakan framework apapun, asalkan 
pembuat program memahami prinsip 
dasarnya dan merancang program  
mengikuti konsep tersebut.  Dengan 
memahami prinsip dasar tersebut, 
penerapan MVC dapat dilakukan pada 
lingkungan pemrograman apapun, baik 
yang berbasis web maupun desktop, dan 
dapat diterapkan pada bahasa 
pemrograman apapun, selama bahasa 
pemrograman tersebut mendukung konsep 
obyek. 
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KONSEP MODEL, VIEW, CONTROLLER 
Model View Controller atau MCV adalah 
arsitektur yang memisahkan antara model, 
view dan controller. Dalam suatu aplikasi, 
bagian yang paling sering mengalami 
perubahan adalah bagian user interface, 
dimana terkadang user interface ini 
berkaitan erat dengan bisnis logic dari 
aplikasi tersebut, sehingga perubahan 
pada user interface sedikit banyak akan 
mempengaruhi bisnis logic yang ada. 
Sebagai solusi atas permasalahan 
tersebut, maka banyak developer yang 
membagi pengembangan sistem dalam 3 
bagian, yaitu Model - View – Controller[1]. 
Lapisan Model berfungsi untuk 
merepresentasikan data yang digunakan 
oleh aplikasi, komponen yang termasuk ke 
dalam lapisan model ini adalah 
penampungan data, persistance dan 
proses manipulasi data. 
Lapisan View adalah lapisan yang 
berinteraksi langsung dengan user. Hanya 
lapisan inilah yang digunakan untuk 
berinteraksi dengan user, dan di lapisan 
inilah letak user interface. 
Terakhir adalah lapisan Controller, 
lapisan ini berfungsi menyediakan detail 
alur program dan transisi antar lapisan, 
lapisan ini juga bertanggung jawab 
terhadap event yang dibuat oleh user dari 
View untuk melakukan manipulasi data 
melalui lapisan Model.  
 
 
 
Gambar 1. Konsep Model, View dan 
Controller [1] 
 
Kelebihan dari pemisahan Model View dan 
Controller ini adalah [4]: 
1. Mempermudah proses pemeliharaan 
aplikasi karena user interface, bisnis 
proses dan manipulasi data terletak 
pada bagian-bagian yang terpisah 
2. Dengan adanya pemisahan antara 
Model View dan Controller, maka akan 
memudahkan komponen-komponen 
tersebut untuk digunakan di aplikasi 
lain. 
3. Memungkinkan ketersediaan multiple 
interface, karena posisi View terpisah 
dengan bisnis proses dan manipulasi 
data. 
4. Mengurangi ketergantungan antara 
user interface, manipulasi data dan 
bisnis proses, sehingga memudahkan 
dalam menambah atau mengurangi 
modul di dalam aplikasi tersebut. 
5. Memudahkan pembagian tugas antar 
developer dalam membangun aplikasi. 
Selain kelebihan-kelebihan tersebut, 
konsep MVC juga memiliki kekurangan-
kekurangan yaitu [4]: 
1. Peningkatan kompleksitas aplikasi 
karena arsitektur aplikasi terbagi 
menjadi tiga bagian. 
2. Menimbulkan loosely coupled 
(komponen aplikasi yang membuat/ 
mengacu kepada komponen lainnya 
dengan sedikit/tanpa informasi detil dari 
komponen yang diacu tersebut). 
Pada aplikasi berbasis web, dikenal 
beberapa jenis MVC yaitu [3]: 
 Server side MVC, dimana seluruh 
proses bisnis dilakukan pada sisi 
server. 
 Campuran Server Side dan Client Side 
MVC, yaitu proses dilakukan di sisi 
client dan sisi server, bisa 
menggunakan atua tidak menggunakan 
model dalam koneksi ke server dan 
biasanya memiliki kompleksitas yang 
tinggi. 
 Rich Internet Application (RIA), atau fat 
client, yaitu merupakan aplikasi web 
yang memiliki kemampuan mirip 
aplikasi desktop, dan memiliki bagian 
yang mengambil data sendiri (MVC 
tersendiri) dan hanya bagian model 
yang ada di bagian server. 
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Saat ini, sudah banyak platform 
pemrograman yang mendukung konsep 
MVC, khususnya pada aplikasi berbasis 
web.  Di Indonesia, framework aplikasi 
web berbasis MVC yang saat ini banyak 
digunakan antara lain yii, code igniter, dan 
symfony.  Penggunaan framework 
tersebut dianggap dapat mempercepat 
proses pemrograman dan memudahkan 
dalam modifikasi program akibat 
perubahan struktur data.  Meskipun sudah 
tersedia banyak framework siap pakai, ada 
baiknya dipahami prinsip dasar MVC itu 
sendiri, dan pemahaman bahwa kita dapat 
membangun aplikasi berbasis arsitektur 
MVC tanpa menggunakan framework [2]. 
Berdasarkan pertimbangan tersebut, 
maka pada tulisan ini akan dibahas konsep 
dasar dan contoh-contoh yang relevan 
dengan penerapan arsitektur MVC pada 
aplikasi berbasis web, tanpa menggunakan 
framework. 
 
PENERAPAN KONSEP MVC 
Ilustrasi Studi Kasus 
Sebagai studi kasus, akan dicontohkan 
bagaimana membuat rancangan program 
berbasis arsitektur MVC pada salah satu 
sub modul aplikasi berbasis web.  Aplikasi 
yang akan digunakan sebagai contoh 
adalah aplikasi sistem informasi 
pengelolaan asset, yang disebut sebagai 
SIMBADA (Sistem Informasi Barang 
Daerah).  Secara umum, sistem ini memiliki 
dua kelompok pengguna utama yaitu 
selaku user (pengelola asset), dan 
administrator (administrator sistem dan 
penanggung jawab / pengelola data 
master).  Sistem informasi ini dibuat untuk 
digunakan oleh salah satu pemerintahan 
daerah.  SIMBADA memiliki beberapa fitur 
utama yaitu modul perencanaan, 
pengadaan, pemakaian, dan pengendalian.  
Pada contoh ini, akan diambil sub modul 
pengadaan, khususnya pada proses 
pencatatan hasil pengadaan.  
Pencatatan hasil pengadaan dilakukan 
setelah seluruh proses pengadaan selesai 
dilakukan. Proses pengadaan sendiri 
melalui serangkaian tahapan panjang 
seperti analisis permintaan, lelang, 
evaluasi harga, pemasok, dan lain-lain 
yang tidak dicakup dalam bahasan ini. 
Secara singkat, proses ini dapat dilihat  
pada gambar 2 yang menampilkan 
Business Object Model untuk pengadaan. 
 
 
 
 
Gambar 2. Business Object Model 
Proses Pengadaan Barang 
 
Satu proses pengadaan berupa form 
pengadaan yang dibuat oleh petugas 
terkait. Form ini memuat informasi periode 
pengadaan, jenis pengadaan, dan 
spesifikasi barang yang diminta. Satu kali 
pengadaan dapat memuat beberapa item 
permintaan barang.  Oleh karena itu, 
bentuk umum form pengadaan adalah 
header dan detail, dimana detil memuat 
item permintaan barang. Berdasarkan 
fungsi proses pengadaan, maka dilakukan 
identifikasi kebutuhan fungsional seperti 
contoh yang tercantum pada tabel 1.  
Pada tabel tersebut terlihat ada 4 proses 
utama yang merupakan operasi dasar 
pengelolaan data yaitu CRUD (Create, 
Read, Update, Delete) 
 
Tabel 1.  Kebutuhan Fungsional untuk 
Pengadaan 
No  
Kode 
Kebutuhan Deskripsi Kebutuhan 
1 Req-P01 
Mengelola Data Header Daftar 
Hasil Pengadaan Barang 
2 Req-P01.1 
Mencatat Data Header Daftar Hasil 
Pengadaan Barang 
3 Req-P01.2 
Mengedit Data Header Daftar Hasil 
Pengadaan Barang 
4 Req-P01.3 
Menghapus Data Header Daftar 
Hasil Pengadaan Barang 
5 Req-P02 
Mengelola Data Daftar Hasil 
Pengadaan Barang 
6 Req-P02.1 
Mencatat Data Daftar Hasil 
Pengadaan Barang 
7 Req-P02.2 
Mengedit Data Daftar Hasil 
Pengadaan Barang 
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8 Req-P02.3 
Menghapus Data Daftar Hasil 
Pengadaan Barang 
 
Gambar 3 memperlihatkan fungsionalitas 
modul pengadaan dari sudut pandang 
pengguna (user) yaitu panitia pengadaan.  
 
 
Gambar  3. Use Case Proses 
Pengadaan 
 
Perancangan Menggunakan Konsep 
MVC 
Pada pengembangan aplikasi ini, 
pendekatan yang digunakan dalam 
melakukan analisis adalah pemodelan 
RUP (rational unified process).  Pada 
RUP, kelas dibagi menjadi tiga yaitu 
Boundary Class, Control Class dan  Entity 
Class.  Pada konsep MVC, pemodelan 
kelas tersebut diterjemahkan menjadi tiga 
kelas juga yaitu Entity Class menjadi 
Model Class, Boundary Class menjadi 
View Class, Control Class akan tetap 
menjadi Control Class.    
Pada konsep MVC, ketiga kelas di atas 
perlu disiapkan untuk setiap tabel yang 
akan diakses.  Pada contoh kasus ini, 
didefinisikan kelas-kelas untuk setiap 
bagian seperti yang tercantum pada tabel 
2.     Pada tabel terlihat bahwa untuk satu 
kelompok operasi CRUD pada tabel yang 
sama (Req P01.1, P01.2, dan P01.3) 
dapat dicakup oleh satu class Model, View 
dan Controller yang sama.   Kebutuhan 
Req-P01 mewakili operasi pada data 
bagian header dan Req-P02 mewakili 
operasi pada data bagian detil (item 
pengadaan barang). 
 
Tabel 2.  Rancangan Model, View dan 
Controller 
No Nama 
Proses 
Model View Contr
oller 
Req-
P01 
Kelola Data 
Header 
Tbl_heade
r_pengada
V_header_
pengadaan 
C_hea
der_pe
Daftar  Hasil 
Pengadaan 
an ngada
an 
Req-
P01.1 
Catat Data 
Header 
Daftar Hasil 
Pengadaan 
Barang 
Tbl_heade
r_pengada
an, 
Tbl_lokasi 
F_header_p
engadaan 
C_hea
der_pe
ngada
an 
Req-
P01.2 
Edit Data 
Header 
Daftar Hasil 
Pengadaan 
TBL_head
er_pengad
aan, 
TBL_loaks
i 
E_header_
pengadaan 
C_hea
der_pe
ngada
an 
Req-
P01.3 
Hapus Data 
Header 
Daftar Hasil 
Pengadaan 
TBL_head
er_pengad
aan 
V_header_
pengadaan 
C_hea
der_pe
ngada
an 
Req-
P02 
Kelola Data 
Daftar  Hasil 
Pengadaan 
TBL_peng
adaan 
V_pengada
an 
C_pen
gadaa
n 
Req-
P02.1 
Catat Data 
Daftar Hasil 
Pengadaan 
Barang 
TBL_peng
adaan, 
TBL_asset 
F_pengada
an 
C_pen
gadaa
n 
Req-
P02.2 
Edit Data 
Daftar Hasil 
Pengadaan 
TBL_peng
adaan, 
TBL_asset 
E_pengada
an 
C_pen
gadaa
n 
Req-
P02.3 
Hapus Data 
Daftar Hasil 
Pengadaan 
TBL_peng
adaan 
V_pengada
an 
C_pen
gadaa
n 
 
Implementasi Konsep MVC 
Setelah dilakukan identifikasi class-
class yang diperlukan, untuk 
implementasinya maka setiap kelompok 
class tersebut dibuat dalam satu folder.   
Pada contoh kasus ini, karena aplikasi 
akan digunakan oleh dua kelompok 
pengguna yaitu admin dan user, dengan 
spesifikasi fungsionalitas yang berbeda, 
maka pada folder aplikasi disiapkan dua 
subfolder yaitu admin dan user. Hal ini 
untuk memudahkan pengelolaan kode 
program.   
Selanjutnya, pada setiap subfolder 
tersebut, dibuat subfolder untuk 
mengelompokan kelas-kelas tadi 
berdasarkan konsep MVC sehingga dibuat 
tiga folder yaitu control (untuk kelas 
Control), entity (untuk kelas Model), dan ui 
(untuk kelas View).  Struktur folder ini 
dapat dilihat pada gambar 4. 
Pada masing-masing folder kemudian 
ditempatkan class yang sesuai. Sebagai 
contoh, misalnya akan dibahas struktur 
kode untuk proses CRUD header 
pengadaan.    Contoh berikut 
(tbl_head_pengadaan.php) adalah skrip 
bagian “entity” untuk tabel “head_ 
pengadaan”.  Skrip ini memuat fungsi-
fungsi utama yaitu koneksi ke database, 
menambahkan data baru (fungsi 
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input_head_pengadaan yang mewakili 
fungsi Create), membaca dan 
menampilkan data (fungsi get_data_head 
dan get_head yang mewakili fungsi Read), 
memodifikasi data (fungsi 
edit_head_pengadaan yang mewakili 
fungsi Update) dan menghapus data 
(delete_head_pengadaan yang mewakili 
fungsi Delete).  
 
 
 
Gambar 4. Struktur Folder Aplikasi 
 
tbl_head_pengadaan.php 
 
<? 
require_once("mysql.php"); 
require_once("../control/ctrl_head_pengadaan.php
"); 
………………… 
class tbl_head_pengadaan{ 
function konek(){…………..} 
function get_data_head_pengadaan($I_pengadaan) 
{ …………..} 
………………… 
function get_head_pengadaan(){…………..} 
function 
input_head_pengadaan($C_skpd,$C_kab,$C_prov,$D_p
engadaan,$I_kep_skpd,$N_kep_skpd,$Y_periode) 
{…………..} 
………………… 
function 
edit_head_pengadaan($I_pengadaan,$C_skpd,$C_kab,
$C_prov,$D_pengadaan,$I_kep_skpd,$N_kep_skpd,$Y_
periode){ …………..} 
function delete_head_pengadaan($I_pengadaan){ 
………………… 
function get_dataset(){ 
function tampil(){…………………} 
 
 
Kemudian, dibuat kelas control dengan 
nama ctrl_head_pengadaan.php yang 
diletakkan pada folder control.  Kelas ini 
akan memanggil tbl_head_pengadaan.php 
sebagai kelas model yang akan diakses.  
Pada kelas ini, dimuat fungsi-fungsi utama 
seperti membaca data (get_data), 
modifikasi data (update_head 
_pengadaan), menambahkan data baru 
(get_insert_head), dan menghapus data 
(delete_head_pengadaan).  
 
ctrl_head_pengadaan.php 
 
<? 
require "../entity/tbl_head_pengadaan.php"; 
 
class ctrl_head_pengadaan{ 
function get_data($I_pengadaan){ 
$tbl = new tbl_head_pengadaan(); 
$tbl->get_data_head_pengadaan($I_pengadaan); 
……………… 
function get_edit($I_pengadaan){ 
……………… 
 
function 
get_insert_head_pengadaan($C_skpd,$C_kab,$C_prov
,$D_pengadaan,$I_kep_skpd,$N_kep_skpd,$Y_periode
) 
{………………} 
function get_head_pengadaan(){………………} 
function 
update_head_pengadaan($I_pengadaan,$C_skpd,$C_ka
b,$C_prov,$D_pengadaan,$I_kep_skpd,$N_kep_skpd,$
Y_periode) 
{………………} 
function delete_head_pengadaan($I_pengadaan) 
{………………} 
 
Selanjutnya, disiapkan kelas untuk 
menampilkan data yang diletakkan pada 
folder ui (r_head_pengadaan.php). Kelas 
ini berperan sebagai bagian View, yang 
didalamnya memuat fungsi-fungsi 
membaca dan menampilkan data 
(get_data, tampil_head_pengadaan), dan 
modifikasi data (yang berperan 
meneruskan parameter ke bagian 
controller).   
 
r_head_pengadaan.php 
 
<? 
require "../control/ctrl_head_pengadaan.php"; 
require "../display_header_admin.php"; 
class r_head_pengadaan{ 
function insert_data_head_pengadaan(){……….} 
function 
edit_data_head_pengadaan($I_pengadaan,$C_skpd,$C
_kab,$C_prov,$D_pengadaan,$I_kep_skpd,$N_kep_skp
d,$Y_periode) 
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{……….} 
function get_data(){….} 
function get_cetak_I_pengadaan(){……….} 
function get_I_pengadaan(){……….} 
………………… 
function get_data_I_pengadaan(){……….} 
………………… 
function get_deletehead_pengadaan(){……….} 
function get_insert_head_pengadaan(){……….} 
function get_edit_head_pengadaan(){……….} 
function tampil_head_pengadaan(){……….} 
 
Konsep ini diterapkan pada semua 
tabel yang akan diakses dan dimodifikasi 
pada aplikasi.   Dengan menerapkan 
konsep ini, meskipun awalnya terkesan 
bahwa aplikasi menjadi lebih kompleks, 
tetapi dalam proses modifikasi aplikasi 
akibat perubahan struktur database, akan 
menjadi lebih mudah karena setiap tabel 
dikelola pada script yang terpisah sehingga 
mudah mengisolasi perubahan pada 
kelompok script tertentu.   Hal yang sama 
juga terjadi pada  proses pengujian karena 
kesalahan dapat segera diidentifikasi dan 
diarahkan pada kelompok script tertentu. 
 
KESIMPULAN  
Berdasarkan kajian atas konsep MVC 
ini dapat disimpulkan hal-hal sebagai 
berikut: 
1. Konsep MVC adalah konsep dasar 
yang dapat diterapkan pada berbagai 
bahasa pemrograman sejauh bahasa 
pemrograman tersebut  mendukung 
konsep pemrograman berorientasi 
obyek. 
2. Pada penerapan MVC, pembuat 
program perlu melakukan analisis atas 
proses bisnis yang ada dan 
mengidentifikasi kelas-kelas yang harus 
disiapkan sebelum membuat kode. 
Kelas ini harus dirancang sedemikian 
rupa sehingga untuk setiap sumber 
data  yang diakses (tabel) perlu 
disiapkan minimal tiga kelas yang 
saling berinteraksi satu sama lain. 
3. Penerapan konsep MVC pada 
pemrograman memungkinkan 
kemudahan pada proses modifikasi dan 
pemeliharaan program akibat 
perubahan antarmuka ataupun 
perubahan struktur sumber data. Hal ini 
karena dengan adanya pemisahan, 
akan memudahkan pembuat program 
dalam mengisolasi perubahan dan 
mengidentifikasi perubahan dan 
penelusuran kesalahan. 
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