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2D two dimensional dvodimenzionalen
3D three dimensional tridimenzionalen
CPE central processing unit centralna procesna enota
GPE graphics processing unit graficˇna procesna enota
I/O input/output vhodno/izhodni
CCM core coupled memory z jedrom uprajen pomnilnik
GPIO general-purpose input/output splosˇno-namenski vhod/izhod
RGB red, green and blue rdecˇa, zelena in modra
SPI serial peripheral interface sinhrona serijska povezava
FSMC flexible static memory control-
ler
krmilnik za zunanji pomnilnik

Povzetek
Naslov: Razvoj igralnega pogona in 3D igre za platformo STM32
Avtor: Janko Knez
Uporaba igralnih pogonov skrajˇsa proces izdelave igre v primerih, ko na-
menski pogoni, razviti za eno igro, niso potrebni. Igralni pogoni vsebujejo
koncepte upodabljanja, predvajanja animacij in zvokov, podporo vecˇigralskemu
nacˇinu, izracˇunavanje fizike in podpirajo objektno usmerjeno programiranje.
V diplomski nalogi predstavimo razvoj igralnega pogona za nizko zmo-
gljivo platformo, ki zdruzˇuje funkcionalnosti popularnih igralnih pogonov.
Prilagoditve funkcionalnosti za nizko zmogljive sisteme vkljucˇujejo zmanjˇsanje
sˇtevila operacij v plavajocˇi vejici in optimizacije dostopa do I/O naprav.
Osrednje vezje predstavlja platforma STM32 z omejeno kolicˇino virov,
na katero smo prikljucˇili ostale potrebne komponente. Za implementacijo
igralnega pogona smo omejeni na programski jezik C, v katerem smo kot
primer uporabe razvili tudi igro asteroidov. Z razvojem igre pokazˇemo
splosˇnost implementiranega igralnega pogona in zmogljivost izbrane plat-
forme ob ucˇinkoviti izrabi virov.
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Using game engines shortens the process of game development in cases with
no need for specialized engines, used for a single game. They implement
concepts of rendering, playing animations and sound, support for multiplayer,
physics calculations and object-oriented programming.
In the thesis we present the development of a game engine for a low
performance platform, which combines the functionalities of popular game
engines. Design changes for low performance systems include reducing the
amount of floating point operations and optimizations towards I/O device
accesses.
The platform STM32 represents the main circuit board with limited re-
sources onto which we connected other required components. For the imple-
mentation of the game engine, we are limited to the programming language
C, in which we developed a game of asteroids as the use case. By doing so,
we show the general implementation of the game engine and the performance
of the chosen platform when its resources are used efficiently.





Igralni pogoni danes zelo vplivajo na razvoj sodobnih iger. Sˇe pred nekaj leti
je bila vecˇina iger ustvarjenih v namenskih igralnih pogonih, razvitih za tudi
le eno igro. Danes se veliko posameznikov in podjetij odlocˇa za uporabo orodij
in ogrodij. Ta so lahko v razvoju vecˇ let in jih avtorji redno dopolnjujejo in
razsˇirjajo s podporo najnovejˇsih tehnologij, tako strojnih kot algoritmicˇnih.
Uporaba igralnih pogonov bistveno skrajˇsa proces razvoja igre in preusmeri
fokus iz potrebe po namenskem igralnem pogonu na razvoj igre. Razvijalci
se tako osredotocˇijo na strukturo okolja, glasbo, zvocˇne efekte, zgodbo in
vecˇigralski nacˇin.
Z ucˇinkovito izrabo strojne opreme lahko igralni pogoni procesirajo velike
kolicˇine splosˇnih podatkov na CPE. Na zaslon se lahko izrisuje veliko 2D in
3D objektov z namensko enoto GPE. Z napredovanjem uporabljenih tehno-
logij v igrah razvijalci ustvarjajo vecˇje in podrobnejˇse svetove, ki se danes
priblizˇujejo fotorealizmu.
V sodobno okolje sodijo tudi cenovno dostopnejˇse razvojne plosˇcˇe, kot
sta Arduino1 in ESP322. Njihov glavni namen je upravljanje manjˇsih na-
prav preko senzorjev in aktuatorjev. Za kompleksnejˇse probleme obstajajo
ucˇinkovitejˇse resˇitve, zato smo za potrebe diplomske naloge izbrali platformo
1Arduino. Dosegljivo: https://www.arduino.cc. [Dostopano: 8. 8. 2019]
2ESP32 A Different IoT Power and Performance. Dosegljivo: https://www.
espressif.com/en/products/hardware/esp32/overview. [Dostopano: 8. 8. 2019]
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STM32, razvito v podjetju STMicroelectronics3.
1.1 Cilji
Cilj naloge je najprej vzpostaviti logicˇno vezje, kjer povezˇemo razvojno plosˇcˇo
z zaslonom, igralnim vhodom, napajalnikom in cˇipom za razsˇiritev delovnega
pomnilnika.
Drugi cilj zajema razvoj igralnega pogona s podporo sledecˇih funkcional-
nosti:
• vzpostavitev zacˇetnega stanja vezja;
• upravljanje s pomnilnikom in razporejanje sredstev po njem;
• predstaviti razvoj igre kot ustvarjanje primerkov struktur;
• komunikacija med primerki na lokalni (v sceni) in globalni ravni (med
scenami);
• izrisovanje 2D in 3D elementov s teksturami ali le barvami;
• stikala za natancˇnost izrisa za vecˇjo kvaliteto ali hitrost;
• enostavnost posodabljanja igralnega pogona za lastno igro.
Tretji cilj naloge je razviti 3D igro v napisanem igralnem pogonu, v kateri
se uporabijo zgoraj nasˇtete funkcionalnosti.
1.2 Struktura naloge
V drugem poglavju sledi pregled podrocˇja igralnih pogonov, strojne opreme
in splosˇne tehnologije ter pristopi, ki so se razvili na podrocˇju igralnih po-
gonov. V tretjem poglavju opiˇsemo postopek vezave vezja in vzpostavitev
komunikacije. Pri tem si pomagamo s prostodostopnimi knjizˇnicami. V
3STMicroeletronics. Dosegljivo: https://www.st.com. [Dostopano: 8. 8. 2019]
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cˇetrtem poglavju sledi razvoj igralnega pogona, od upodabljanja do uporabe
primerkov struktur in sestavljanje teh v scene. Kljucˇne so tudi optimizacije,
ki so potrebne za hitrejˇse izvajanje programske kode na izbrani platformi. V
petem poglavju predstavimo primer uporabe na primeru igre asteroidov, v




V poglavju predstavimo kratko zgodovino igralnih pogonov, pristopov do
upodabljanja 3D grafike in strojne opreme, od zacˇetka uporabe graficˇnih
kartic in vgrajenih sistemov do najsodobnejˇsih naprav.
2.1 Igralni pogoni
Predhodniki igralnih pogonov so se pojavili z izdajo igre Pinball construc-
tion set [9, 13] leta 1983. V osnovi so bili taksˇni programi igre z dodano
funkcionalnostjo ustvarjanja lastnih scen. Uporabnost le-teh je bila omejena
na dolocˇen tip igre. Razvite igre so se med seboj razlikovale po porazdelitvi
objektov v sceni in uporabljenih slikovnih elementih. Leta 1985 je Activision
izdal razvojno okolje imenovano Garry Kitchen’s GameMaker [7] za sisteme
Commodore 64, Apple II in racˇunalnike IBM. Z okoljem so lahko razvijalci
razvijali 2D igre s poljubnim izgledom, zvokom in logiko vodenja igre, ki je
bila napisana v programskem jeziku. Ta je bil podoben obstojecˇemu pro-
gramskemu jeziku BASIC.
XnGine je bil izdan leta 1995 pod podjetjem Bethesda in je bil prvi igralni
pogon s podporo 3D grafiki v celotni sceni. Kljub podpori operacijskih sis-
temov Dos in Windows 95 je bilo zaradi tezˇav pri prehodu na novejˇse ope-
racijske sisteme v njem narejenih le 7 iger. Ena izmed teh je NIRA Intense
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Import Drag Racing [4] na sliki 2.1. S kasnejˇso podporo za graficˇne kartice
3dfx so lahko razvijalci ustvarili vecˇje svetove in izrisovali v viˇsji locˇljivosti.
Slika 2.1: Igra NIRA Intense Import Drag Racing [2].
Danes v industriji razvijanja iger prevladujejo igralni pogoni Unity, Un-
real Engine, GameMaker, Godot, AppGameKit in CryEngine. Razlogov za
uporabo igralnih pogonov je veliko, naprimer hitrejˇsi razvoj prototipov, vgra-
jeno razhrosˇcˇevanje, izvoz za vecˇ platform, podrobno dokumentacijo, vodicˇe
in celotni ekosistem pogona, ki vkljucˇuje trgovino s sredstvi za igre. V na-
daljevanju predstavimo Unity, igralni pogon s podporo najsodobnejˇsih funk-
cionalnosti.
2.1.1 Unity
Prva razlicˇica programa Unity1 je izsˇla leta 2005 s podporo za sisteme macOS.
Danes je Unity najbolj razsˇirjen 3D igralni pogon, v zadnjih letih je prejel
tudi precejˇsnjo podporo za 2D igre. Programiranje poteka v programskem
jeziku C#, preko katerega lahko izvozimo igre za 25 platform. Med njimi
so najbolj razsˇirjene Windows, macOS, Linux, PS4, Xbox One, Android,
1Unity Real-Time Development Platform. Dosegljivo: https://www.unity.com. [Do-
stopano: 8. 8. 2019]
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iOS, WebGL in vecˇino trenutnih platform VR. Igre se razvijajo z objektno
usmerjenim pristopom in dogodkovno vodenim izvajanjem. Razvijalci piˇsejo
programsko kodo, ki se sprozˇi ob dogodkih, kot so zacˇetek igre, korak igre,
faza upodabljanja in ob trkih fizikalnih objektov.
Slika 2.2: Razvojno okolje Unity.
2.2 Upodabljanje
Na zacˇetku je bila 3D grafika upodobljena s cˇrtami, ki so predstavljale robove
objektov (angl. wireframe). Taksˇen pristop je zamenjal polni izris poligona z
enotno barvo (angl. flat shading), kjer sˇe ni bilo potrebe po GPE. Zaradi zˇelje
po osvetljenih objektih v realnocˇasovnem upodabljanju so razvijalci razvili
tehnike gladkega sencˇenja (angl. soft shading), kot je Gouradov algoritem.
Ta razporedi sencˇenje v ogliˇscˇih trikotnika na vse njegove pripadajocˇe tocˇke.
Z napredovanjem strojne opreme so lahko razvijalci pisali kompleksnejˇse
sencˇilnike, ki temeljijo na fizikalno osnovanem upodabljanju (angl. physically
based rendering). Ti v izracˇun koncˇne barve vkljucˇijo vecˇ faktorjev, ki se v
praksi odrazˇajo med drugimi v odsevnosti, prosojnosti, fresnelovem efektu,
kovinski lastnosti materiala, ohranitvi energije in njeni razprsˇenosti po sceni.
Danes se uporablja tudi metoda sledenja zˇarkov, ki je bila prvicˇ definirana
leta 1982, za njeno uporabo v realnocˇasovnih aplikacijah pa je bilo potrebno
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na GPE dodati namenske racˇunske enote. Razlicˇni pristopi k upodabljanju
skozi zgodovino so prikazani na sliki 2.3.
Slika 2.3: Trije nacˇini upodabljanja od levega proti desnem: upodabljanje s
cˇrtami, glajeno sencˇenje in sledenje zˇarkom.
2.3 Strojna oprema
Na hitrost upodabljanja vpliva ogromno faktorjev, eden izmed teh je tudi
strojna oprema. Na podrocˇju strojne opreme si velikokrat zˇelimo hitrejˇso
centralno procesno enoto in graficˇno procesno enoto, ki sta imeli skozi zgo-
dovino veliko skokov v tehnologiji.
2.3.1 Graficˇna procesna enota
Prve racˇunalniˇske igre so izrisovale objekte s CPE, kar je nekje do leta 1970
predstavljalo ozko grlo. S tezˇnjo po razbremenitvi CPE z izrisovanjem so se
zacˇeli pojavljati graficˇni pospesˇevalniki, ki so lahko prevzeli dolocˇena opravila
graficˇnega cevovoda. Na podrocˇju osebnih racˇunalnikov so se prve sodobne
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graficˇne kartice pojavile z izidom GeForce 256 [8]. To je bil prvi cˇip z inte-
griranimi operacijami za transformacijo ogliˇscˇ, osvetlitvijo in obrezovanjem
z zmogljivostjo procesiranja do 10 milijonov trikotnikov na sekundo.
Naslednji mejnik je bil izdaja tehnologije CUDA2, ki je omogocˇala vsem
izvajalnim enotam na graficˇnih karticah NVIDIA3 izvajati ukaze neodvisno
od namena. Tako ni bilo potrebe po locˇenih izvajalnih enotah za sencˇilnike
fragmentov in ogliˇscˇ. Sedaj so se lahko GPE uporabljale za splosˇnejˇse pro-
bleme z visoko stopnjo paralelizma, predvsem za simulacije fizikalih pojavov
in kemijskih procesov.
Najnovejˇsa tehnologija v cevovodu upodabljanja je metoda sledenja zˇar-
kom (angl. raytracing), ki se v nasprotju s klasicˇno rasterizacijo zˇeli foto-
realizmu priblizˇati s simulacijo odboja in absorbcije zˇarkov v materialih. S
taksˇnim pristopom lahko dobimo bolj natancˇno globalno osvetljevanje scen
brez nezazˇelenih posledic klasicˇnih pristopov. Generacija graficˇnih kartic Nvi-
dia RTX4 vsebuje izvajalne enote, specializirane za sledenje zˇarkov po sceni.
Z implementacijo tehnologije v cenejˇse razlicˇice GPE se bo v prihodnosti
tehnologija razsˇirila v vecˇ iger in igralnih pogonov.
2.3.2 Centralna procesna enota
Z opustitvijo potrebe po izrisovanju so se lahko centralne procesne enote spe-
cializirale za resˇevanje splosˇnih problemov [6]. Z zacˇetkom in vse do leta 2005
so se te izboljˇsevale s povecˇevanjem frekvence, ki je bila velikokrat posledica
zmanjˇsanja velikosti tranzistorjev na CPE. Leta 2005 AMD izda prvi jav-
nosti dostopen dvojedrni procesor Athlon 64 X2 3800+, ki je naslednje leto
prisilil Intel v izdajo sˇe lastnega dvojedrnega procesorja. S tem se je zacˇela
tekma za vecˇje sˇtevilo jeder. Danes imajo najsodobnejˇsi javnosti namenjeni
procesorji med 4 in 12 jeder, ki pa v igrah velikokrat ostanejo neizkoriˇscˇeni.
2CUDA Zone. Dosegljivo: https://developer.nvidia.com/cuda-zone. [Dostopano:
20. 8. 2019]
3NVIDIA. Dosegljivo: https://www.nvidia.com. [Dostopano: 10. 8. 2019]
4NVIDIA RTXTM platform. Dosegljivo: https://developer.nvidia.com/rtx. [Do-
stopano: 21. 8. 2019]
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Izvajanje glavne logike igre vecˇinoma poteka v eni niti jedra, medtem ko ope-
racije nalaganja v ozadju, vecˇigralski nacˇin, izracˇunavanja fizikalnega sveta,
predvajanje glasbe in zvoka pa se izvajajo v ostalih nitih.
2.3.3 Vgrajeni sistemi
Vgrajeni sistemi so kontrolerji z dolocˇenim namenom uporabe. Ob vpeljavi v
uporabo teh velikokrat ni mogocˇe posodobiti ali nadgraditi, zato se pogosto
pricˇakuje visoka stopnja zanesljivosti proti odpovedim. To velja predvsem v
misijsko-kriticˇnih sistemih (angl. mission critical systems), kjer so lahko ob
odpovedi sistema ogrozˇena cˇlovesˇka zˇivljenja. Nahajajo se v mnozˇici naprav
kot so pametne ure, semaforji, letala in igralne konzole.
Za referenco igralne konzole smo izbrali igralno konzolo Game Boy Ad-
vance5. Leta 2001 je Nintendo izdal prenosno igralno konzolo Game Boy
Advance s procesorjem ARM7TDMI in frekvenco 16.78 Mhz, razvijalcu do-
stopnih 256 kilobajtov pomnilnika, zaslonom z locˇljivostjo 240×160 in 32,768
razlicˇnimi barvami. V nasprotju s pricˇakovanji o zmogljivosti komponent so
razvijalci ustvarjali tudi 3D igre, primer igre Smashing Drive na sliki 2.4.
Ta je imela tezˇave pri hitrosti zaradi podpore upodabljanja celotnega sveta v
3D okolju. Ucˇinkovitejˇse implementacije 3D iger kot so Doom, The Simpsons
Road Rage in Driv3r se niso odrekle hitrosti. S pristopom vnaprejˇsnjega upo-
dabljanja in shranjevanja rezultata v slikovne elemente so lahko razvijalci v
igrah izbrali primerno sliko v odvisnosti od polozˇaja kamere in s tem ustva-
rili iluzijo 3D objekta v sceni. Taksˇnih tehnik v nasˇem igralnem pogonu
nismo vkljucˇili, saj smo zˇeleli ustvariti igralni pogon s podporo upodabljanja
celotnega sveta v 3D prostoru.
5Game Boy Advance. Dosegljivo: https://en.wikipedia.org/wiki/Game_Boy_
Advance. [Dostopano: 9. 8. 2019]
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V tem poglavju so za temeljitejˇsi pregled nad celotnim potekom najprej pred-
stavljene posamezne komponente koncˇnega vezja. Sledi pregled uporabljenih
razvojnih okolij ter gradiv, ki so v pomocˇ pri razumevanju delovanja kom-
ponent in protokolov, po katerih se izvaja komunikacija. Vecˇino podrobnosti
se lahko izpusti zaradi poenostavitve z uporabo okolja STM32CubeMX1, ki
nadomesti pisanje inicializacijske programske kode z graficˇnim vmesnikom in
samodejnim generiranjem le-te.
Za potrebe diplomske naloge smo uporabili naslednje komponente:
• razvojna plosˇcˇa STM32F407-Disc1;
• zaslon ILI9341;
• cˇip SRAM 23LC1024-E/P;
• vhodna matrika gumbov 4×4;
• napajalnik YwRobot V2;
• 2× 830 pin breadboard.
Napajalnik, polnilec, breadboard in povezovalni kabli so staticˇne kompo-
1STM32CubeMX. Dosegljivo: https://www.st.com/en/development-tools/
stm32cubemx.html. [Dostopano: 6. 3. 2019]
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nente, ki nimajo primarne vloge v vezavi, zato jih ne predstavljamo podrob-
neje, so pa prikazane v koncˇni vezavi.
3.1 Razvojna plosˇcˇa STM32F407G-Disc1
Razvojna plosˇcˇa STM32F407G-Disc1 spada v druzˇino mikrokontrolerjev STM32,
na katerih se nahajajo 32-bitna ARM jedra. Plosˇcˇe v druzˇini se med se-
boj razlikujejo po frekvenci CPE, kolicˇini trajnega in delovnega pomnilnika,
sˇtevilu I/O pinov in njihovi podpori za komunikacijo.
Najprej smo si ogledali specifikacije plosˇcˇe za boljˇse razumevanje njene
zmogljivosti. Na razvojni plosˇcˇi STM32F407G-Disc1 se nahaja mikrokontro-
ler STM32F407VGT6 z naslednjimi specifikacijami:
• 32-bitno ARM Cortex M4 jedro s frekvenco do 168 Mhz;
• podpora za operacije v plavajocˇi vejici;
• 1024 KB trajnega pomnilnika;
• 128 KB delovnega pomnilnika;
• 64 KB CCM pomnilnika.
Na razvojni plosˇcˇi je prikljucˇek mini USB, preko katerega lahko na plosˇcˇo
nalozˇimo program in podatke. Program lahko razhrosˇcˇujemo po koracˇnem
izvajanju operacij ali z izpisom v konzolo preko vmesnika ST-Link. Na plosˇcˇi
je tudi 100 I/O pinov, ki podpirajo protokola FSMC in SPI. Zacˇetno stanje
pinov vzpostavimo preko okolja STM32CubeMX, zato si poglejmo njegove
osnovne funkcionalnosti.
3.1.1 STM32CubeMX
Ob zagonu programa STM32CubeMX se prikazˇe seznam za izbiro plosˇcˇe, ki
jo zˇelimo v nadaljevanju konfigurirati. Ob potrditvi nasˇe plosˇcˇe se prenese
paket STM32F407VGTx, v katerem se nahaja podpora za mikrokontroler na
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nasˇi plosˇcˇi. Po prenosu paketa smo lahko zacˇeli konfigurirati zacˇetno stanje
plosˇcˇe. Z izbiro pina lahko neposredno nastavimo njegov namen, na levem
meniju pa lahko vklopimo posamezne protokole, ki vzpostavijo zacˇetno stanje
vseh potrebnih pripadajocˇih pinov. Na sliki 3.1 se nahaja nasˇe zacˇetno stanje
pinov, s potrebnimi komunikacijski protokoli za dostop do treh naprav. Preko
protokola FSMC se dostopa do zaslona ILI9341, preko protokola SPI do cˇipa
SRAM in z direktnim dostopom do pinov GPIO beremo stanje gumbov na
vhodni matriki.
Slika 3.1: Konfiguracija I/O pinov v STM32CubeMX.
Ob koncˇanem nastavljanju zacˇetne konfiguracije pinov smo za hitrejˇse iz-
vajanje nastavili frekvence ur na plosˇcˇi. Najpomembnejˇse izvorne vrednosti
za nasˇo nalogo so vidne na sliki 3.2. Te kasneje znizˇamo v programski kodi
z minimalnimi posledicami na zanesljivost in veliko pohitritev prenosa po-
datkov. Projekt smo lahko sedaj izvozili za mnozˇico razvojnih okolij, vsako
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Slika 3.2: Nastavitve frekvenc komponent.
s svojimi prednostmi in pomanjkljivostmi. Odlocˇili smo se za okolje Atollic
TrueSTUDIO2 zaradi enostavnega procesa vzpostavitve povezave s plosˇcˇo.
Poleg tega je pred konkurencˇnimi okolji z neomejeno dolzˇino izvorne kode,
ki jo ostala okolja omejijo na 32 KB. Z izvozom projekta se v njega doda
tudi izvorna koda knjizˇnice HAL. Ta vsebuje zbirko ovojnih funkcij za bolj
kompleksne operacije kot so pisanje v trajni pomnilnik in posˇiljanje podatkov
preko protokola SPI.
3.1.2 Atollic TrueSTUDIO
Atollic TrueSTUDIO je razvojno okolje za platformo STM32, ki temelji na
popularnem okolju Eclipse. Med pisanjem naloge so se funkcionalnosti orodij
TrueStudio in STM32CubeMX zdruzˇile v samostojno orodje. Za namen na-
loge se uporabljata izvorni razlicˇici locˇenih programov. Ob zagonu programa
se srecˇamo z vmesnikom, prikazanim na sliki 3.3.
Strukturno je razdeljen na okna, ki jih lahko uporabnik poljubno presta-
vlja. Osnovna okna so vpogled v projektno strukturo s seznamom map in
2TrueSTUDIO. Dosegljivo: https://atollic.com/truestudio/. [Dostopano: 7. 3.
2019]
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datotek v odprtem projektu, osrednje okno z vsebino trenutno odprte da-
toteke, okno s porabo pomnilnika na plosˇcˇi v pravkar prevedenem projektu
in konzola, kjer se izpisuje stanje prevajanja. V stanju razhrosˇcˇevanja se
prikazˇe okno za vpogled v stanje delovnega pomnilnika, kar se je velikokrat
izkazalo za najboljˇse orodje iskanja semanticˇnih napak v programski kodi.
Slika 3.3: Razvojno okolje Atollic TrueSTUDIO.
3.2 Zaslon ILI9341
Cˇeprav beseda ILI9341 poimenuje kontroler, ki se nahaja na plosˇcˇi z za-
slonom, se to ime v spletnih trgovinah uporablja za genericˇne zaslone, kjer
isto ime priredi vsem velikostim in podporam za komunkacijske protoke. Da
ne pride do zmede, se z ILI9341 nanasˇamo na celotno vezje, na katerega se
posˇilja podatke preko protokola FSMC [14]. Obstaja tudi razlicˇica z SPI
podporo, na katero se posˇilja podatke pocˇasneje.
Na plosˇcˇi ILI9341 se nahaja 8 podatkovnih pinov. Oznacˇeni so LCD Dx
in po njih lahko naenkrat posˇljemo 1 B podatkov, za barvo enega piksla pa
potrebujemo 2 B. Poleg tega ima sˇe 5 kontrolnih pinov, od katerih 4 povezˇemo
na razvojno plosˇcˇo, zadnji pin LCD RST pa zaradi potrebe po konstantnem
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Slika 3.4: Plosˇcˇa ILI9341.
visokem stanju s pinom 3.3v na YwRobot V2. Vezava preostalih je sledecˇa:
• FSMC PDx - LCD Dx;
• FSMC NOE - LCD RD;
• FSMC NWE - LCD RW;
• FSMC A18 - LCD RS;
• FSMC NE1 - LCD CS.
Na sliki 3.4 je razporeditev pinov na nasˇi plosˇcˇi ILI9341.
Ob generiranju projekta v STM32CubeMX se je vzpostavilo zacˇetno sta-
nje vmesnika FSMC na razvojni plosˇcˇi in sˇtevilo urinih ciklov za zadrzˇevanje
naslovov in podatkov, da so ti zanesljivo prenesˇeni na ILI9341. Privzete
vrednosti lahko v datoteki fsmc.c znizˇamo tik nad mejo pojavitve napak ob
prenosu, vidno na sliki 3.5.
Za programski dostop do zaslona uporabimo prostodostopno knjizˇnico3
z inicializacijsko kodo, ki preklopi zaslon na 16-bitni nacˇin, lezˇecˇo postavi-
tev in stanje pisanja vrednosti pikslov. Vsebuje tudi funkcije za izrisovanje
3ILI9341 library. Dosegljivo: https://drive.google.com/file/d1f4WZ3Bz8Tb-
dCiqacXoX_CF3trXw5EcH. [Dostopano: 15. 6. 2019]
Diplomska naloga 19
osnovnih oblik, kjer je za nas najpomembnejˇsa funkcija za izrisovanje piksla,
ki jo vzamemo kot osnovo za vso izrisovanje na zaslon. V poglavju igralnega
pogona se zbirka razsˇiri z naprednejˇsimi funkcijami, ki med drugimi izrisujejo
osvetljene poligone s teksturami.
Slika 3.5: Spremenjeni urini cikli zadrzˇevanja vsebine za ILI9341.
3.3 Cˇip SRAM 23LC1024-E/P
Cˇip 23LC1024-E/P je delovni pomnilnik tipa SRAM s 128 KB pomnilnika.
Zakaj bi sploh potrebovali taksˇno razsˇiritev na razvojni plosˇcˇi? Na razvojni
plosˇcˇi je le 192 KB delovnega pomnilnika, od katerega je 100 KB zasedenih
za igralni pogon. Za pomocˇ pri vzpostavitvi komunikacije smo si pomagali
z dokumentacijo, ki opiˇse delovanje cˇipa4. Potrebno je bilo povezati pine z
enako oznako v dokumentaciji cˇipa SRAM s pini na razvojni plosˇcˇi, ki so na
sliki 3.1 s predpono SPI.
Pred zacˇetkom programskega dostopa potrebujemo seznam konstant, ki
spremenijo nacˇin delovanja naprav. Za uporabljeni cˇip se iz dokumentacije
pridobijo vrednosti, prikazane v tabeli 3.1. Za spremembo nacˇina dostopa se
najprej posˇlje konstanta 0x01 in nato konstanta 0x00 za nacˇin dostopa po
bajtih ali 0x70 za sekvencˇni nacˇin dostopa, ki avtomatsko povecˇuje naslov
na cˇipu.
423LC1024-E/P. Dosegljivo: https://www.arrow.com/en/products/23lc1024-ep/
microchip-technology. [Dostopano: 20. 6. 2019]
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Konstanta Pomen
0x01 Preklop med nacˇinom dostopa
0x00 Vzpostavitev bajt nacˇina dostopa
0x70 Vzpostavitev sekvencˇnega nacˇina dostopa
0x02 Zacˇetek zapisovanja
0x03 Zacˇetek branja
Tabela 3.1: Konstante za nacˇine delovanja cˇipa SRAM.
3.4 Vhodna matrika gumbov 4×4
Potrebovali smo sˇe prenos igralcˇevih dejanj v igro. Za vhodno vezje smo
izbrali matriko 16-ih multipleksiranih gumbov v porazdelitvi 4×4. Za ve-
zavo vhoda na razvojno plosˇcˇo je potrebno povezati preostale neuporabljene
GPIO Input pine z zgornjimi sˇtirimi in GPIO Output s spodnjimi sˇtirimi
pini na sliki 3.6.
Slika 3.6: Vhodna matrika gumbov 4×4.
Za programski dostop do vhoda uporabimo prostodostopno knjizˇnico5,
ki jo je potrebno dopolniti. Zaradi prehitrega branja stanja vhoda lahko
5STM32-Tutorials. Dosegljivo: https://github.com/MYaqoobEmbedded/STM32-
Tutorials. [Dostopano: 15. 6. 2019]
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prebrane vrednosti vsebujejo nepravilno stanje gumbov, zato se med bra-
nje posameznih vrstic vkljucˇi zamik 1 ms - najmanjˇsi zamik, ki ga knjizˇnica
HAL podpira. Sedaj lahko ekskluzivno nastavljamo izhodne pine in prebe-
remo stanje pripadajocˇe vrstice sˇtirih gumbov. Po branju sˇtirih vrstic imamo
stanje 16-ih gumbov. Programska koda branja prve vrstice je prikazana na
sliki 3.7.
Slika 3.7: Branje stanja gumbov prve vrstice na vhodnem vezju.
Z zakljucˇkom vezave komponent smo izdelali sˇe celotno shemo vezja s kom-
ponentami, ki je vidna na sliki 3.8 in narejena v programu Fritzing6.
6Fritzing. Dosegljivo: https://fritzing.org/home/. [Dostopano: 12. 8. 2019]
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Slika 3.8: Shema vezja.
Poglavje 4
Igralni pogon
V prejˇsnjem poglavju smo opisali postopek vezave in vzpostavitve komunika-
cije, ki nam sedaj ponuja funkcionalnosti izrisovanja osnovnih oblik na zaslon,
hranjenje in branje vsebine cˇipa SRAM ter branje 16-ih vhodnih gumbov.
Na vzpostavljeni osnovi smo sedaj zacˇeli razvijati igralni pogon. V igralni









Vse strukture razen pogona lahko razvijalci v igri ustvarijo, ter jih di-
namicˇno dodajajo ali briˇsejo iz scene. Pri tem so razvijalcem na voljo funk-
cije za alociranje in sprosˇcˇanje zasedenega pomnilnika. Preden smo lahko
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implementirali zgoraj nasˇtete strukture, smo morali prenesti sredstva igre na
plosˇcˇo in ob zahtevi v delovni pomnilnik za hitrejˇsi dostop.
4.1 Pretvorba in struktura sredstev
Na razvojni plosˇcˇi se nahaja 1024 KB trajnega pomnilnika, v katerega lahko
prenasˇamo vsebine binarnih datotek s programom ST-Link Utility. Za pre-
tvorbo sredstev igre v binarno datoteko smo napisali program, ki na vhod
prejme slike formata PNG in modele formata OBJ. Pri pretvorbi slik smo
uporabili knjizˇnico LodePNG1, kjer smo morali barvno globino 3 B pretvo-
riti v 1 B. Razporeditev bitov po barvnih kanalih je v razmerju 2:4:2 zaradi
majhne kolicˇine delovnega pomnilnika na plosˇcˇi.
Ob zagonu programa se iz mape models preberejo modeli in iz mape
textures preberejo slike. Primer mape s programom in sredstvi je prikazan
na sliki 4.1.
Slika 4.1: Zaslonska slika izpisa vsebine mape.
Po zakljucˇku izvajanja programa se ustvari binarna datoteka z njeno
zacˇetno vsebino na sliki 4.2, zajeto s programom HxD2. Strukturno je raz-
deljena na glavo in telo. V glavi se nahajajo sˇtiri 32-bitne vrednosti. Te
vsebujejo odmike zacˇetka vsebine pretvorjenih sredstev iz slike 4.1 v binarni
1LodePNG. Dosegljivo: https://lodev.org/lodepng/. [Dostopano: 17. 4. 2019]
2HxD. Dosegljivo: https://mh-nexus.de/en/hxd/. [Dostopano: 23. 5. 2019]
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datoteki. Kako pa povezˇemo odmike s sredstvi? Poleg generiranja binarne
datoteke se za programski jezik C ustvari sˇe glava (angl. header), prikazana
v izseku programske kode 4.1, ki za posamezno sredstvo definira polozˇaj od-
mika v glavi.
Slika 4.2: Zaslonska slika vsebine binarne datoteke.
Prvo sredstvo v binarni datoteki je torej model ladje z vrednostjo odmika
na polozˇaju 0x0. Z odmikom 0x10 se zacˇetek sredstva v datoteki nahaja na
polozˇaju 0x10. Prva vrednost vsebuje sˇtevilo trikotnikov v modelu, zato sledi
100 (sˇestnajstiˇsko 0x64) trojic polozˇaja in UV koordinat ogliˇscˇ za lepljenje
tekstur. Pri slikah se namesto sˇtevila trikotnikov na zacˇetku vsebine nahajata




#define sh ip model 0x0
#define s tar mode l 0x4
// Textures
#define map completed texture 0x8
#define map current texture 0xc
#endif
Programska koda 4.1: Generirana glava.
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Z nalozˇeno vsebino sredstev na plosˇcˇi smo sedaj morali prenesti le-ta v
delovni pomnilnik, ki je za sredstva razdeljen na bloke.
4.2 Bloki sredstev
Namesto vsakokratne dodelitve pomnilnika kazalcem na podatke tekstur ali
modelov smo implementirali rezervacijo pomnilnika za sredstva v igri. Re-
zerviran pomnilnik je v programski kodi razdeljen na n blokov velikosti m
bajtov. S prenosom sredstev v delovni pomnilnik se poiˇscˇe prvo zaporedje
praznih blokov, v katerega lahko prenesemo celotno teksturo ali model. Sta-
nje 32-ih zaporednih blokov se hrani v zaporedju bitov 32-bitnih sˇtevilih,
zato je stanje bloka i potrebno pridobiti iz pravilnega sˇtevila stanja in bita
v sˇtevilu z izsekom programske kode 4.2.
u i n t 3 2 t num = i / 32 ;
u i n t 3 2 t b i t = i % 32 ;
u i n t 3 2 t s t a t u s = ge−>gpuBlockStatus [num] & (1 << b i t ) ;
Programska koda 4.2: Sˇtevilka bloka.
Bloki, ki jih zasede posamezna tekstura ali model, se hranijo v pripadajocˇi
strukturi. Za sprostitev bloka je potrebna pretvorba obmocˇja zasedenih blo-
kov v sˇtevila stanja in bite v sˇtevilu, ki se nastavijo na 0 ob sprostitvi. Sedaj
smo lahko zacˇeli implementirati strukture igre, preko katerih v delovni po-
mnilnik nalozˇimo sredstva.
4.3 Tekstura
Tekstura je element, ki jo lahko nastavimo kameri za ozadje, objektu in 2D
sliki pa za uporabo med fazo upodabljanja. Njena struktura je v izseku
programske kode 4.3.
typedef struct t e x t u r e {
u i n t 1 6 t width , height , b lockStart , blockEnd ;
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u i n t 8 t ∗ p i x e l ;
} t ex tu re ;
Programska koda 4.3: Struktura teksture.
Tekstura vsebuje kazalec na polje vrednosti pikslov v delovnem pomnil-
niku. Za prenos pikslov teksture v delovni pomnilnik se mora funkciji za
ustvarjanje strukture podati polozˇaj odmika v glavi sredstev, dostopen preko
ustvarjenih konstant ob pretvorbi sredstev. Barve pikslov so hranjene v 8 bi-
tnih vrednostih, s katerimi lahko predstavimo 256 barv. Celotna barvna
paleta v nizki natancˇnosti je vidna na sliki 4.3. Podrobnejˇsa razlaga o na-
tancˇnosti barv in njihovi uporabi v napisanem igralnem pogonu sledi v po-
glavju 4.10.3.
Slika 4.3: Barvna paleta teksture.
4.4 Model
Model je element, ki ga lahko upodobimo v 3D prostoru z dodelitvijo le-tega
strukturi objekta. Njegova struktura je v izseku programske kode 4.4.
typedef struct model{
u i n t 1 6 t vertexCount , b lockStart , blockEnd ;
vec3∗ p o s i t i o n ;
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vec2∗ t ex tu re ;
} model ;
Programska koda 4.4: Struktura modela.
Enako kot pri teksturah se pri modelih poda polozˇaj odmika v glavi sred-
stev. Struktura modela vsebuje kazalca na polozˇaje in UV koordinate, kjer
zaporedne trojice tvorijo trikotnik. Indeksirano naslavljanje ogliˇscˇ smo iz-
pustili zaradi potrebe po vecˇkratnem dostopu do glavnega pomnilnika, ki v
dolgih zankah predstavlja vecˇje ozko grlo kot kolicˇina porabljenega pomnil-
nika.
4.5 Besedilo
Besedilo je element v igri, s katerim lahko neposredno na zaslon izriˇsemo
dodeljeno niz znakov. Njegova struktura je v izseku programske kode 4.5.
typedef struct t e x t {
u i n t 1 6 t x , co lo r , bg ;
u i n t 8 t y , s i z e ;
char∗ s t r i n g ;
} t ex t ;
Programska koda 4.5: Struktura besedila.
Besedilu lahko nastavimo polozˇaj, velikost, barvo ospredja in barvo ozadja.
Cˇe se barvi ujemata, se izriˇsejo samo piksli z barvo ospredja, ki pripadajo
cˇrkam, sicer pa se izriˇse sˇe barva ozadja besedila, ki prekrije obstojecˇo vse-
bino na zaslonu. Podpora za izrisovanje je omogocˇena s knjizˇnico za zaslon
ILI9341, s primeri izrisov razlicˇnih besedil na sliki 4.4.
4.6 2D slika
2D slika je element v igri, ki ga lahko izriˇsemo neposredno na zaslon. Njena
struktura je v izseku programske kode 4.6.
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Slika 4.4: Zaslonska slika elementov besedila.
typedef struct image{
u i n t 1 6 t x , width ;
u i n t 8 t y , he ight ;
struct t e x t u r e ∗ t ex tu re ;
} image ;
Programska koda 4.6: Struktura 2D slike.
Sliko lahko izriˇsemo s poljubno sˇirino in viˇsino na zaslon, ki po metodi naj-
blizˇjega soseda raztegne dodeljeno teksturo. Primeri izrisa slike z razlicˇnimi
sˇirinami in viˇsinami so na sliki 4.5.
Slika 4.5: Zaslonska slika elementov 2D slike.
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4.7 Kamera
Kamera je igralcˇev pogled v 3D prostor, zato je prisotnost obvezna ob izri-
sovanju modelov. Njena struktura je v izseku programske kode 4.7.
typedef struct camera{
f loat near , fa r , fov ;
vec3 po s i t i on , r o t a t i o n ;
mat4 proj , view ;
u i n t 8 t background ;
struct t e x t u r e ∗ t ex tu re ;
} camera ;
Programska koda 4.7: Struktura kamere.
Ob upodabljanju lahko kameri nastavimo teksturo, ki se izriˇse s pona-
vljajocˇim vzorcem na zaslon preden se upodobijo modeli, vrednost barve
ozadja se pa uporabi le, cˇe tekstura ni nastavljena. Poleg polozˇaja in usmer-
jenosti v 3D prostoru se mora kameri nastaviti sˇe oddaljenost prednje in za-
dnje rezalne ravnine ter zorni kot, da jo lahko uporabimo za pogled v sceno.
Kameri sta namenjeni sˇe dve funkciji, ki locˇeno izracˇunata matriki pogleda
in projekcije [12]. V cevovodu upodabljanja imamo dostop do omenjenih
matrik ter matrike sveta, ki pripada upodobljenemu modelu.
4.8 Usmerjena lucˇ
Za osvetlitev scene lahko vanjo dodamo usmerjeno lucˇ s strukturo v izseku
programske kode 4.8.
typedef struct d i r e c t i o n a l {
vec3 vec to r ;
} d i r e c t i o n a l ;
Programska koda 4.8: Struktura usmerjene lucˇi.
Naenkrat imamo lahko nastavljeno le eno lucˇ. Vecˇ istocˇasnih lucˇi upocˇasni
Diplomska naloga 31
izracˇunavanje osvetlitve pikslov kadar upodabljamo model s teksturo, ob zˇelji
izboljˇsave igralnega pogona pa lahko to enostavno dodamo. Izracˇunavanje
vpliva lucˇi na enobarvne trikotnike potrebuje enkraten izracˇun koncˇne barve,
saj se vsem pripadajocˇim tocˇkam trikotnika dodeli ena normala. Pri modelih
s teksturo je za vsak pripadajocˇi piksel na zaslonu potrebno izracˇunati vpliv
lucˇi.
4.9 Objekt
Objekt je glavni element v igri, ki vodi dogajanje in ga lahko med drugimi
uporabimo za predstavitev igralca, nasprotnikov, ovir in okolja. Programska
koda strukture objekta je v izseku 4.9.
typedef struct o b j e c t {
vec3 po s i t i on , ro ta t i on , s c a l e ;
mat4 world ;
u i n t 8 t c o l o r ;
struct model∗ model ;
struct t e x t u r e ∗ t ex tu re ;
void (∗ update ) ( ) ;
} ob j e c t ;
Programska koda 4.9: Struktura objekta.
Objektu lahko priredimo teksturo in model, kjer lahko slednjega nato
upodobimo glede na nastavljen polozˇaj, rotacijo in velikost. Pred upodobi-
tvijo je potrebno izracˇunati matriko sveta za objekt, ki jo lahko po potrebi
ponovno izracˇunamo. Kadar objektu ni nastavljena tekstura, se za upodobi-
tev uporablja vrednost barve, ki celotni model izriˇse v nastavljeni barvi.
V strukturo smo dodali kazalec na funkcijo update z namenom posoda-
bljanja stanja objekta ob koraku igre. S taksˇnimi funkcijami lahko vodimo
potek igre in gibanje objektov po sceni. Najpomembnejˇsa funkcija za objekte
je funkcija vstavljanja objekta v vrsto za upodabljanje, saj lahko enostavno
izriˇsemo model v 3D prostoru.
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4.9.1 Vrsta upodabljanja
Vrsta upodabljanja je koncˇna vrsta trikotnikov, implementirana kot tabela,
ki vsebuje vse trikotnike modelov zˇelenih za upodobitev v koraku igre. Na
vseh trikotnikih v vrsti uporabljanja se izvedejo sledecˇe faze [11]:
• preslikaj ogliˇscˇa v koordinate sveta;
• izracˇunaj normalo trikotnika;
• izlocˇi trikotnike obrnjene procˇ od kamere;
• preslikaj ogliˇscˇa v koordinate pogleda;
• izlocˇi trikotnike pred prednjo in za zadnjo ravnino;
• preslikaj preostale trikotnike s projekcijsko matriko;
• preslikaj trikotnike v koordinate ekrana (v pikslih);
• rezˇi trikotnike s koordinatami izrisa na zaslon;
• dodaj dobljene trikotnike na konec vrste upodabljanja.
Za pravilni vrstni red upodabljanja trikotnikov smo uporabili slikarjev
algoritem. Ta temelji na vrsti poligonov, urejenih po oddaljenosti tezˇiˇscˇa tri-
kotnika od kamere, kjer najprej izriˇsemo bolj oddaljene. S taksˇnim pristopom
dosezˇemo v vecˇini primerih pravilen vrstni red izrisa.
4.10 Pogon
Pogon je element v igri, s katerim imamo dostop do nastavitev upodablja-
nja. V ozadju upravlja z bloki sredstev in medpomnilnikom upodabljanja,
nastavlja trenutno aktivno kamero in usmerjeno lucˇ, osvezˇuje stanje vhodnih




Namesto upodabljanja 3D modelov neposredno na zaslon, smo celotni CCM
pomnilnik (64 kilobajtov) rezervirali za medpomnilnik upodabljanja. Vanj
se izrisujejo vsi trikotniki v vrsti upodabljanja, dokler se ne zahteva prenos
vsebine na zaslon. V praksi hranjenje rezultata upodabljanja v pomnilniku
izboljˇsa proces upodabljanja saj:
• imamo krajˇsi dostopni cˇas do pomnilnika kot zaslona;
• moramo na celotni zaslon poslati najvecˇ 65,536 pikslov vsak korak igre;
• enkrat naslovimo obmocˇja zaslona, kamor se poslane barve pikslov
zapiˇsejo;
• se izognemo pojavu trganja (angl. tearing) zaradi neodvisnega osvezˇevanja
zaslona od posˇiljanja podatkov nanj.
V primeru zasedenosti celotne sˇirine zaslona lahko ustvarimo najvecˇji
medpomnilnik pravokotne velikosti z dimenzijami 320×204 pikslov.
4.10.2 Prepleteno upodabljanje
Prepleteno upodabljanje je nastavitev, kjer se izmenicˇno posˇiljajo sode in lihe
vrstice medpomnilnika upodabljanja na zaslon. S tem pohitrimo izrisovanje
na zaslon. Posledica taksˇnega pristopa je popacˇena koncˇna slika ob hitrem
gibanju objektov. V vsakem koraku igre je potrebno na zaslon poslati le
polovico vrstic medpomnilnika upodabljanja, ki se kljub optimizacijam pri
urinih ciklih drzˇanja podatkov na pinih izkazˇe za ucˇinkovito pohitritev.
4.10.3 Natancˇnost barv
Barvna globina piksla na zaslonu je 16 bitov, v medpomnilniku upodabljanja
pa hranimo le 8 bitov na piksel, zato je potrebna pretvorba med prenosom
na zaslon. Pri pretvorbi smo dodali mozˇnost izbire natancˇnosti barv, kjer
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lahko izberemo hitrejˇse pretvarjanje in manjˇso natancˇnost ali pocˇasnejˇse pre-
tvarjanje in vecˇjo natancˇnost. Primeri pretvorbe mejnih vrednosti in splosˇne
pretvorbe so v tabeli 4.1. Izvorne vrednosti so z razporeditvijo bitov 2:4:2
po kanalih RGB pretvorjene pa z razporeditvijo bitov 5:6:5.
Izvorna vrednost Nizka natancˇnost Visoka natancˇnost
00 0000 00 00000 000000 00000 00000 000000 00000
11 1111 11 11000 111100 11000 11111 111111 11111
ab cdef gh ab000 cdef00 gh000 ababa cdefcd gfgfg
Tabela 4.1: Primeri pretvorb barv v bitih.
Iz tabele 4.1 smo izpeljali programsko kodo v izseku za visoko natancˇnost
barv, nizka natancˇnost pa le doda 3:2:3 nicˇel med kanale RGB izvorne vre-
dnosti.
u i n t 3 2 t send = bu f f [ i ] ;
u i n t 3 2 t r , g , b ;
r = ( send & 0xC0) >> 3 ;
r = r | ( r >> 2) | ( r >> 4 ) ;
g = ( send & 0x3C ) ;
g = g | ( g >> 4 ) ;
b = ( send & 0x03 ) << 3 ;
b = b | (b >> 2) | (b >> 4 ) ;
send = ( r << 11) | ( g << 5) | b ;
Programska koda 4.10: Izracˇun visoke natancˇnost barve.
4.10.4 Izrisovanje na zaslon
Pred izrisom na zaslon je potrebno trikotnike v vrsti upodabljanja urediti po
oddaljenosti od kamere. Za uporabo funkcije qsort iz standardne knjizˇnice
programskega jezika C smo potrebovali primerjalno funkcijo, ki je v izseku
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programske kode 4.11. Globina je oddaljenost tezˇiˇscˇa trikotnika od kamere
in se izracˇuna ob vstavljanju trikotnikov v vrsto upodabljanja. Tako moramo
le enkrat izracˇunati globino, po njej pa lahko urejamo trikotnike.
int cmpfunc ( const void∗ t1 , const void∗ t2 ) {
t r i a n g l e ∗ t 1 = ( t r i a n g l e ∗) t1 ;
t r i a n g l e ∗ t 2 = ( t r i a n g l e ∗) t2 ;
return ( t2−>depth − t1−>depth ) ;
}
Programska koda 4.11: Primerjalna funkcija za urejanje trikotnikov po od-
daljenosti od kamere.
Z urejeno vrsto trikotnikov lahko sedaj izriˇsemo vse trikotnike v pred-
pomnilnik upodabljanja. V strukturi trikotnika se nahajajo vse potrebne
vrednosti za rasterizacijo s teksturo ali polno barvo, kjer lahko dodamo sˇe
usmerjeno lucˇ z ambientno vrednostjo osvetlitve.
Celoten postopek vstavljanja v vrsto in rasterizacije v medpomnilnik upo-
dabljanja lahko ponovimo vecˇkrat v enem koraku igre, kar nam omogocˇi
ucˇinkovito izrabo sortiranja na ravni objektov. Kadar imamo v igri objekt,
za katerega smo prepricˇani, da se nikoli ne bo izrisal pred ostalimi, ga lahko
prvega upodobimo v medpomnilnik. S tem se trikotniki v vrsti upodabljanja
uredijo hitreje in hkrati lahko izriˇsemo vecˇ trikotnikov v enem koraku igre
zaradi omejene dolzˇine vrste.
Ob zakljucˇku upodabljanja v medpomnilnik lahko njegovo vsebino izriˇsemo
na zaslon, kjer uposˇtevamo nastavitve upodabljanja.
4.10.5 Rasterizacija
Postopek rasterizacije pogosto vkljucˇuje operacije v plavajocˇi vejici. Kljub
podpori taksˇnim operacijam na plosˇcˇi STM32F407G-Disc1, se je dobro taksˇnim
operacijam izogniti zaradi pocˇasnega izvajanja in jih nadomestimo z opera-
cijami v fiksni vejici. Nasˇa rasterizacija v izseku programske kode 4.12 je
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prilagojena razlicˇica prostodostopne implementacije [10], v kateri smo nado-
mestili operacije v plavajocˇi veijici z operacijami v fiksni vejici.
int l e f t S l o p e = ( ve r t exLe f t . x − vertexTop . x << 22)
/ y D i f f e r e n c e ) ;
int r i g h t S l o p e = ( vertexRight . x − vertexTop . y ) << 22)
/ y D i f f e r e n c e ) ;
int xCurrentFi r s t = vertexTop . x << 22 ;
int xCurrentSecond = vertexTop . x << 22 ;
for ( int y = vertexTop . y ; < y <= ver t exLe f t . y ; y++)
{
for ( int x = ( xCurrentFi r s t >> 2 2 ) ; x <
( xCurrentSecond >> 2 2 ) ; x++){
bu f f [ y∗width + x ] = c o l o r ;
}
xCurrentFi r s t += l e f t S l o p e ;
xCurrentSecond += r i g h t S l o p e ;
}
Programska koda 4.12: Algoritem za rasterizacijo z operacijami v fiksni vejici.
4.10.6 Stanje scene in igre
Stanje scene in igre se hrani v strukturah, ki jih ustvari razvijalec. V strukturi
stanja scene hranimo vse objekte v sceni in z njimi povezane podatke, v stanju
igre pa hranimo celotno stanje igre, ki ga zˇelimo prenasˇati med scenami. V
programski kodi sta stanji implementirani kot kazalca na strukture, zato je
potrebna rocˇna sprostitev kazalca na stanje scene, kadar se le-ta zamenja.




switch ( ge−>scene ){
case SCENE0:
handleScene0 ( ge ) ;
break ;
case SCENE1:
handleScene1 ( ge ) ;
break ;
case SCENE2:




Programska koda 4.13: Operacije v fiksni vejici.
4.10.7 Menjava scen
V igralni pogon smo vkljucˇili koncept scen, saj imajo igre pogosto vecˇ le-teh:
glavni meni, izbira nivoja, posamezni nivoji, scena za zmago in poraz ter
izbira nastavitev igre. Za prehod med scenami mora poskrbeti razvijalec s
programsko kodo 4.13.
Ob izbrani sceni se zacˇne izvajati pripadajocˇa funkcija, v kateri se naha-




Z zakljucˇeno implementacijo igralnega pogona smo sedaj zacˇeli uporabljati
ravnokar ustvarjene funkcionalnosti. Odlocˇili smo se ustvariti igro asteroidov.
5.1 Asteroids
Igro Asteroids [5] je leta 1979 izdalo podjetje Atari, Inc. Cilj igre je upra-
vljati vesoljsko ladjo, unicˇiti vse asteroide in sovrazˇne ladje, kjer se je igralec
moral izogibati dotikom vseh objektov. V igri so bili nivoji, v katerih se je
povecˇevalo sˇtevilo asteroidov in nasprotnikovih ladij.
Slika 5.1: Igra Asteroids [5].
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Za nasˇo implementacijo igre smo se izognili nasprotnikom, zato pa dopol-
nili asteroide. Najprej smo zacˇeli s 3D modeliranjem v odprtokodnem orodju
Blender1. Glavni modeli v igri so:
• vesoljska ladja igralca;
• asteroidi razlicˇnih oblik;
• pilotska kabina ladje.
V celotnem procesu smo morali uporabiti cˇim manj poligonov zaradi upo-
dabljanja na CPE. Za ustvarjanje tekstur smo uporabili program Paint.NET,
ki je prostodostopna zmogljivejˇsa razlicˇica programa Slikar za sisteme Win-
dows.
5.2 Modeli
Pri modeliranju vesoljske ladje smo kot osnovo vzeli kocko, ki smo jo preobli-
kovali v obliko trulpa vesoljske ladje. Z razdelitvijo ploskev smo lahko dodali
sˇe krila, s koncˇnim rezultatom na sliki 5.2. Teksturo modela smo pobarvali
s tremi barvami, saj se le-ta v igri izrisuje precej oddaljeno od kamere, zato
podrobnosti niso bile potrebne.
Slika 5.2: Model vesoljske ladje.
1Blender. Dosegljivo: https://www.blender.org/. [Dostopano: 20. 8. 2019]
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Modeliranje asteroidov se je zacˇelo s kroglo z nizkim sˇtevilom trikotnikov,
ki smo ji dodali stopnjo nakljucˇnosti v ogliˇscˇih. Z dodano nakljucˇno rotacijo
preprecˇimo podobnost med primerki asteroidov, prikazanih na sliki 5.3. V
igri se asteroidi pojavijo v treh velikostih, kar smo dosegli z nastavljanjem
velikosti objekta.
Slika 5.3: Modeli asteroidov.
Najzahtevnejˇsi model za izdelavo se je izkazala kabina ladje, kjer je bilo
potrebno dodati najvecˇ podrobnosti. Zacˇeli smo z osnovno obliko, kjer smo
postopoma dodajali podrobnosti. Izdelali smo tudi teksturo, ki je kombina-
cija sivega sˇuma, s katerim smo dosegli kovinski izgled, rocˇnega barvanja in
zapecˇenih izvorov lucˇi, ki predstavljajo razne gumbe in kazalce stanja ladje.
Koncˇni model je prikazan na sliki 5.4, tekstura pa na sliki 5.5.
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Slika 5.4: Model kabine vesoljske ladje.
Slika 5.5: Tekstura kabine vesoljske ladje.
5.3 Scene




• shranjevanje stanja igre;
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Vhodna animacija predstavlja nasˇo idejo o ohranjevalniku zaslona, ki spod-
buja igralca v nadaljevanje igranja igre. Za glavni element scene smo upo-
rabili model kabine ladje, v ozadju pa dodali animirane zvezde, ki ustvarijo
vtis potovanja skozi prostor. Zvezde so animirane v 3D prostoru, kjer smo
vnaprej definirali najvecˇje sˇtevilo zvezd. Ob padcu izven pogleda igralca,
smo zvezde postavili nazaj na nakljucˇni polozˇaj okoli zacˇetka, ki je omejen v
pravokotni obliki. Zajem vhodne animacije je na sliki 5.6.
Slika 5.6: Zajeta vhodna animacija.
5.3.2 Glavni meni
S sprozˇitvijo prehoda v glavni meni se ta pricˇne postopoma animirati v po-
gled, kjer se cˇrke besed izpisujejo na zaslon v stilu pisalnega stroja. Igralec
izbira med tremi scenami ali se pa vrne nazaj na vhodno animacijo. Pri tem
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smo uporabili le en objekt, ki je poskrbel za izrisovanje besedila in interakcijo
z gumbi menija. Slika glavnega menija je na sliki 5.7.
Slika 5.7: Zajeti glavni meni.
5.3.3 Stanje igre
Sceni, v katerih se shranjuje stanje igre ali nalaga iz shranjenega stanja, imata
glavno vlogo pri nadaljevanju igre ob prekinitvi napajanja plosˇcˇe. Cˇeprav
imamo na plosˇcˇi 1 megabajt trajnega pomnilnika, lahko vanj zapisujemo
podatke le destruktivno, kjer ni mogocˇe posameznega bita vzpostaviti nazaj
na visoko vrednost brez brisanja vsebine vecˇjih sektorjev. Zato smo se odlocˇili
implementirati hranjenje stanja igre v 32 bitnem sˇtevilu.
Igralcu se ob zˇelji po shranjevanju igre na zaslon izpiˇse 8 znakov. To
sˇtevilo je potrebno vnesti v primeru nadaljevanja igranja shranjene igre.
Racˇunanje vrednosti sˇtevila je v izseku programske kode, ki vkljucˇi trenutne
zˇivljenjske tocˇke, tocˇke pridobljene skozi nivoje in zadnji dosezˇen nivo. Za-
dnja Booleanova operacija OR pripne sˇe varnostni bajt, ki zagotavlja osnovno
varnost proti nakljucˇnemu generiranju sˇtevil.
u i n t 3 2 t encrypted ;
encrypted = ( ( g loba l−>hp & 0xF) << 28 ) ;
encrypted |= ( ( g loba l−>l e v e l & 0x7 ) << 25 ) ;
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encrypted |= ( ( g loba l−>s co r e & 0x1FFFF) << 8 ) ;
encrypted |= 255 − ( ( g loba l−>hp + globa l−>l e v e l +
g loba l−>s co r e ) % 256 ) ;
Programska koda 5.1: Shranjevanje stanja igre.
5.3.4 Izbira nivoje
Scena z izbiro nivoja vsebuje navidezno pot, po kateri napreduje igralec z
uspesˇno opravljenimi nivoji. Pri tem se z izbiro viˇsjih nivojev povecˇuje
tezˇavnost, kjer se ustvari vecˇ in tudi vecˇje asteroide. Ob potrditvi izbire
nivoja se vedno nalozˇi ista scena, ki se ji preko podatkov v strukturi stanja
igre posˇlje sˇtevilo asteroidov posamezne velikosti. S taksˇnim pristopom lahko
enostavno spreminjamo tezˇavnost nivojev na enem mestu v programski kodi.
Scena je prikazana na sliki 5.8.
Slika 5.8: Zajeta izbira nivoja.
5.3.5 Nivo
Zadnja in najpomembnejˇsa scena v igri je scena z nivoji, ki vsebuje glavni del
igre. Igralec upravlja vesoljsko ladjo s ciljem unicˇenja vseh asteroidov v sceni.
Po prehodu v sceno se ustvarijo zacˇetni asteroidi. Priredi se jim nakljucˇen
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vektor hitrosti. Ob unicˇenju vecˇjih asteroidov se ustvarita dva manjˇsa, ki se
jima dolocˇita novi smeri premikanja.
Ob dotiku asteroidov z ladjo se igralcu vzame ena zˇivljenjska tocˇka in
se mu dodelijo 3 sekunde odpornosti na dotike. Zaradi okrogle oblike vseh
elementov v sceni smo lahko racˇunanje dotikov poenostavili na dotike krogov.
Primer nivoja je na sliki 5.9.
Slika 5.9: Zajeti nivo 4.
V sceni smo uporabili funkcionalnost prepletenega upodabljanja in kameri
nastavili sliko za ozadje [3]. Prisotna je tudi usmerjena lucˇ, ki poudari izgled
asteroidov v 3D prostoru. S tem smo zakljucˇili nasˇo implementacijo igre
asteroidov za platformo STM32.
Poglavje 6
Sklepne ugotovitve
Glavni cilj diplomske naloge je bila vzpostavitev igralnega pogona na integri-
ranem sistemu platforme STM32. Z zacˇetno vezavo smo ustvarili podlago za
nadaljnji razvoj, primer uporabe pa dokazuje uporabnost igralnega pogona
v praksi.
Z zakljucˇkom prve iteracije implementacije igralnega pogona smo bili pre-
pricˇani, da lahko veliko komponent optimiziramo. Lotili smo se posodobitve
pogona, predvsem v fazi upodabljanja, kjer smo vpeljali koncepte nastavitve
upodabljanja, ki so imele velik vpliv na hitrost. Zˇe od zacˇetka smo imeli
tezˇave s hitrostjo zapisovanja na zaslon, le-ta se je proti koncu povecˇevala,
zato smo se potrudili funkcionalnost izrisovanja optimizirati.
Ob nadaljevanju razvoja bi se poglobili v dokumentacijo razvojne plosˇcˇe,
bolje izrabili omejeno kolicˇino virov ter vkljucˇili vse komponente v primer
uporabe. Kljub razmeroma visoki velikosti smo v nasˇi razlicˇici igre Asteroi-
dov izpustili uporabo cˇipa SRAM zaradi pocˇasnega dostopa. Glavni funkcio-
nalnosti, ki bi jih nadgradili sta upodabljanje in objektno usmerjeno progra-
miranje. Za slednjega smo prepricˇani, da ga lahko ucˇinkoviteje implemen-
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