Enterprise communications rely on the hardware and the network infrastructure through which clients connect to gain access to enterprise server resources and services. The communication protocols used in enterprise networks however, do not always take into account the optimization of data communications between the client and the server, and this may hamper the efficiency of the enterprise systems. The networking infrastructure that connects the clients to the server is a major source of communication inefficiency. This paper aims at proposing an intelligent protocol algorithm which dynamically senses the state of the network and determines the best mode for sending files from the server to the clients. The protocol algorithm uses multiple data compression algorithms to provide for data compression and decompression during communication. It initially learns by considering different communication scenarios whereby the protocol payload is compressed using different compression algorithms. After this learning curve, the protocol algorithm intelligently decides on and uses the best compression algorithm to optimize data transfer on the network, therefore increasing the efficiency of enterprise systems communications. Using TCP as Transport Layer protocol, the protocol algorithm can achieve up to an 80% gain in efficiency.
Another drawback is that "many businesses and organizations have implemented service oriented style architectures using older technologies like CORBA" [18] . Enterprises will be less likely to opt for CORBA or similar technologies since these technologies will be replaced by alternatives with enhanced flexibility, scalability, performance and lesser cost to implement.
Remote Procedure Call (RPC)
RPC enables programs to call program functions across the network [19] . RPC has bindings for multiple operating systems and programming languages making it a very simple solution for cross-platform distributed system programming [20] . This means that the use of RPC in the enterprise is not limited to the platforms on which the applications are running. RPC also provides for automatic marshalling and unmarshalling of messages [19] , thus reducing implementation time and easing implementation costs. [21] is an extension of RPC to provide for Enterprise Information Integration "which uses XML messages traveling on HTTP to represent client-server remote procedure calls (RPC)" [22] .
XML-RPC
However, RPC also has drawbacks. It has been stated [23] that clients and servers are tightly-coupled and client applications can only invoke methods by using proprietary communication protocols. RPC is also disadvantageous whereby it does not support group communication, asynchronous communication, replication and load balancing [19] .
Simple Object Access Protocol (SOAP)
SOAP is a protocol using XML messages transmitted over HTTP during request-response communications. "SOAP XML-based object serialization format can be used to perform asynchronous messaging and RPC between non-XML applications" [21] , a major achievement over RPC. The XML nature of SOAP accounts for advantages like loose coupling of services and network transparency [24] .
"Web services allow different applications from different sources to communicate with each other without timeconsuming custom coding, and because all communication is in XML, Web services are not tied to any one operating system, programming language, or communication protocols" [23] . XML is also advantageous over the implementation of Electronic Data Interchange (EDI) for enterprise systems [25] "including readability, popularity, flexibility, heterogeneity, rich format, and low cost" [26] .
However, SOAP also has various disadvantages. SOAP has been developed with "a poor set of default security features" [27] . Hence, complex and large scale implementations require additional security implementations which might be timeconsuming and costly. SOAP is also responsible for "low operation speed, which is more complex problem, as developers cannot change protocol specification in order to reduce response delay" [27] .
Distributed Component Object Model (DCOM)
As an extension of the Component Object Model [28] , the Distributed Object Component Model [29] makes it possible to achieve software systems based on modular or component based software modules.
DCOM is considered as a high-level network protocol because it is built on top of several layers of existing protocols [30] . DCOM is an application-level protocol for objectoriented remote procedure call (ORPC). The DCOM protocol is layered on top of the OSF DCE RPC specification [31] . However, DCOM has drawbacks and limitations. Support for DCOM will most likely decrease since other technologies have quickly gained greater industry acceptance and support than predecessors like DCOM or CORBA [18] . This means that enterprises will be plagued with high maintenance cost and limitations as a result of enterprise systems evolution. Technologies like DCOM "are often tied to vendor specific implementations and usually require a highly administered, costly, and complex environment to implement and manage" [18] .
SPDY
SPDY is a protocol from Google which has already been implemented in browsers such as Chromium and an Internet Draft is available [33] . The SPDY protocol has been designed "for low-latency transport of content over the World Wide Web" [34] and therefore "SPDY provide a significant improvement in speed over HTTP" [33] .
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However, the design of SPDY is such that "regardless of the Accept-Encoding sent by the user-agent, the server may always send content encoded with gzip or deflate encoding" [33] . This means that the SPDY protocol compresses information prior to transmission over the network, but does not take into account whether it would be more efficient to send uncompressed data over a fast network or whether the network is slow and then in such case it would be more efficient to compress data.
ANALYSIS 3.1 Critical analysis of existing protocols
The analysis of existing communication protocols used in enterprises enables us to have much information on their use, their benefits but also their limitations. Some of these protocol characteristics and features are common to some protocols, if not all. These characteristics have been grouped and analyzed in the following section.
Heterogeneity
Protocols such as XML-RPC and CORBA are applicationprotocols which are specific to their scope of use and therefore these protocols are not readily open to other applications, making these protocols heterogeneous.
However, heterogeneity has been reduced to a minimum in the case of Hypertext Transport Protocol (HTTP), since HTTP is used as an application protocol which is multiplatform, open and widely adopted.
Stateless
HTTP is a stateless transaction-based protocol. By stateless, we mean that the server need not store any information about a client or its requests. This means that every request is completely self contained; it includes all the information needed by the server to answer the request. By transactionbased, we mean that the fundamental element of interaction is a simple transaction in which the client opens a network connection to a server, sends a single request over the connection, receives a response, and the connection is closed. This may be contrasted with session-based protocols in which connections persist over many transactions [35] .
However, stateless protocols also have drawbacks. HTTP is a vulnerable, stateless protocol unsuitable for persistent state applications [36] . The problems of entity authentication, resource-access authorization, and session management are not unique to the HTTP environment [37] and information security is important in the enterprise.
Asynchronous
Communication protocols can be grouped into two categories, namely synchronous and asynchronous. While DCOM is mainly synchronous [38] , CORBA, XML-RPC and SOAP are also synchronous, whereby the client issues a blocking request each time it invokes a service at the server side.
However it should be noted that HTTP is asynchronous. Since HTTP can be used as a wrapper for other communication protocol messages, the asynchronous nature of HTTP does not make it dependent on the communication response nor any blocking waits.
Flexibility
The flexibility of communication protocols is dependent on their design. While DCOM and CORBA are limited in scope to their use in the distributed computing environment, protocols like HTTP are much more flexible since it can transport any data type [8] .
Acceptance
DCOM and CORBA are considered as ageing technologies [18] and these technologies will cause increasing costs related to support, maintenance and administration. In contrast, the nature of the HTTP protocol makes it possible to encapsulate any communication type across the network.
Moreover, the increased use of HTTP for sensitive applications has required security measures [39] , for example using Secure Socket Layer (SSL) and the Transport Layer Security (TLS).
DESIRABLE FEATURES OF AN IDEAL PROTOCOL
An ideal protocol should be able to provide for the benefits and the desirable features amongst the analyzed features of existing protocols. The protocol we proposed therefore adopts the most desirable features of existing communication protocols.
Cross-platform compatibility
An ideal communication protocol should not have any restriction on the hardware and/or software platform on which it is being used. This is often the case in enterprises, whereby servers run on different platforms than client computers.
Transaction-based
In order to provide for ordered interactions between the client and server requests and responses, the interactions should be based on atomic or distinct transaction or events to handle the connection establishment, data request, data response and closing of the connection between the client and the server.
Flexibility of communication
An ideal communication protocol should be able to transport any kind of data on the network. The protocol should be able to act as a wrapper for other protocols and any type of data.
Data compression

DESIGN
In order to address the issues of enterprise systems communications, the solution that we proposed is to provide for an Application Layer communication protocol with realtime data compression before the data being handled by the underlying protocol, thus providing for more efficient data communication. The decision to use data compression, however, relies on the intelligent protocol algorithm to learn about all client-server communication and then decide on the best way to transfer data between the client and the server.
The ideal communication protocol should be able to transport any kind of information prior to transmission. Efficiency of information over the network is achieved through transport layer protocols such as TCP. The proposed protocol is therefore designed to represent information over the network in an optimized way so as to enhance enterprise systems communications.
High level design
A high level architecture for the proposed protocol is shown in Figure 1 . To maintain compatibility with HTTP, the existing set of header messages of HTTP/1.1 are reused in the proposed protocol, while also using additional messages that extends the capabilities of the proposed protocol.
Data compression is used for the payload. This has the advantage of reducing the payload size, therefore reducing the time taken to transfer the information.
The protocol must be able to handle data compression dynamically since different data compression algorithms has different compression ratios and at different speeds.
Detailed protocol design considerations
A desirable feature of the protocol is to provide for an intelligent algorithm for adaptive data compression, since this will reduce unnecessary data compression overheads in the case of a fast network. An intelligent approach to learn and adapt to network changes means that the proposed protocol is able to decide for the best decision on the way information is exchanged between the client and the server.
In order to automatically determine whether data communication by the proposed protocol is based on a high performance, slow, congested or uncongested network, multiple factors can be considered by the protocol to take its decisions.
One way to compare a fast network to a slow network is by calculating the round trip time (RTT); that is, the time taken for a message to be sent to a destination computer and a reply sent back to the source computer. On a slow network, the RTT will be a much larger value than the RTT for a fast network. The decision to provide for data compression can thus be based on a calculated threshold value. Using RTT as a means to decide for data compression is entirely feasible since the calculated value for the RTT can be justified by a slow network, or a fast network which is heavily congested; in the latter case, the fast network will still experience increased delays in network communication.
The algorithm considers several communication scenarios during its learning curve. It initially sends a file uncompressed. When another client requests a similar file, it compresses the file using the first compression algorithm and sends the file and note the time taken and the compression and decompression time. When another client requests another similar file, another entry is added. The protocol uses a list to store information for each client-server communication. Using various metrics, the protocol algorithm takes the decision whether it is efficient to use data compression, and if so, which data compression algorithm will be most efficient for the transmission of a similar file.
Algorithm design
The protocol algorithm stores communication information in its list as follows:
MimeType;Filesize;RTT;Algorithm;TransferTime;Compressi onTime;DecompressionTime
Using stored entries in a list, the protocol algorithm checks for similar communication scenarios for similar mime-type, file size and round trip time. The similar file size and round trip time is in a range of 0.5 to 1.5 times the current round trip time and the entry file size.
The protocol algorithm to decide on the most efficient mode of communication for each client request is described in the pseudo code below.
Step  If the mime-type of the requested resource is found in the list, mimeExist = true.
 If the requested resource filesize is within range of 0.5 to 1.5 times the protocol entries, sizeExist = true.
 If the RTT is within range of 0.5 to 1.5 times the protocol entries, rttExist = true.
If mimeExist = true AND sizeExist = true AND rttExist = true, then add entry to list algorithmList.
For all entries in algorithmList, retrieve compression algorithm used :
If protocol entry = "none", then noneFound = true.
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If protocol entry = "GZip", then gzipFound = true.
If protocol entry = "ZIP", then zipFound = true.
If protocol entry = "Bzip2", then bzip2Found = true.
Step 2: Deciding on the most efficient communication mode
Low level design
The proposed protocol comprises of a Header and a Body section, as shown in Figure 2 :
Figure 2: Proposed protocol header and body
Compatibility with the HTTP protocol is maintained by adopting the HTTP header messages as defined in RFC 2616. The proposed protocol also uses additional request-response messages which are useful especially in an Enterprise context. Figure 3 shows the interactions between the client and server components.
Figure 3: Interactions between the client and the server
The implementation scope of our proposed protocol focuses on the intelligent use of data compression to determine the most efficient data compression algorithm according to the state of the network. The algorithm is able to learn from the different compression algorithms and becomes increasingly efficient over time.
The proposed protocol has been implemented in Java using available libraries for data compression and decompression. The three compression algorithms used for the implementation are Zip, Gzip and Bzip2.
The protocol algorithm first learns about the different communication scenarios with and without data compression and then takes decisions as to which communication mode is most efficient. This means that the protocol algorithm does have a learning curve. However the greater the number of client requests, the faster the protocol learns.
TESTING
In For a second file transfer, the protocol considers Gzip compression algorithm as a possible scenario and stores an entry after the acknowledgement as shown in Figure 6 .
Figure 6: Protocol entries with new Client 1 entry
The Gzip compression is also considered for the second JPEG data transfer for Client 2 as shown in Figure 7 . From the results obtained as shown in Table 1 , the protocol compares the total time taken for each file request as shown in Table 2 . The protocol therefore chooses Gzip as the best algorithm for Client 1 (HTML file) while no compression algorithm is considered for Client 2 (JPEG file). After deciding on the most efficient communication mode for each client, the protocol updates its communication entries after receiving acknowledgements from each client as shown in Figure 12 . The intelligent protocol that we developed with a server and client application to transfer different data types is able to largely enhance the communication between the client and the server. The protocol algorithm successfully learns from all client-server communication which allows it to consider the most efficient means of communication for each data transfer. The algorithm is also able to adapt to new data types and becomes most efficient at the end of its learning curve.
Three compression algorithms have been used in this protocol implementation, namely Gzip, Zip and Bzip2. The data compression functionality used by the protocol can also be extended to other compression algorithms as well. While SPDY offers, by design, data compression through Gzip or Deflate algorithms by default, the proposed protocol offers the choice of either compressing the data or not, and if so, which compression algorithm would be best.
An important point to consider is that the protocol first builds up a list of communication scenarios before deciding on the best algorithm. Therefore the most efficient communication is determined after a number of learning trials. As the protocol handles more and more client requests, the protocol algorithm is able to learn faster by building up the communication entries faster but also allowing the protocol to perform data analysis and comparison with a larger pool of data. The efficiency achieved with our proposed protocol for different data types has been calculated and listed in Table 3 . From the communication scenarios listed above, our proposed protocol can achieve an average of 69.7% communication efficiency increase over a range of data types while the efficiency increase for HTML files is more than 80%.
A fast communication will have the enterprise tasks done quickly and effectively while inefficient communication will not be able to heighten the efficiency and use of the enterprise system [40] . Slow communication also means that users will be more frustrated with their tasks taking time to complete and not being able to be productive [41] .
CONCLUSION AND FUTURE WORKS
This section highlights the achievements of this research project, along with limitations encountered and future works to further enhance the protocol.
In this research paper, the protocol algorithm that we proposed highlights the efficiency increase in communication that can be achieved and therefore heighten enterprise system communications performance. The algorithm can achieve an average of 69.7% communication efficiency increase over a range of data types while the efficiency increase for HTML files is more than 80%. The protocol uses an intelligent algorithm that learns through all communications and is able to decide on the most efficient means of communication. The algorithm can also adapt to new data types and is most efficient after its learning time.
The protocol is not only suitable for the enterprise, but also for any computer system, since the design does not restrict the protocol only in the enterprise context. By addressing issues regarding enterprise systems communications, the enterprise is able to operate more efficiently and effectively. Without having a proper means to enhance enterprise communication performance means that the enterprise system will not be used efficiently.
Although the protocol algorithm brings a considerable increase in communication efficiency, it can be further improved in the following ways. E.g. the sorting algorithms can be enhanced by using more efficient algorithms. The comparison of the round trip time and the file size can be enhanced so as for the comparison thresholds to vary dynamically. Also, the protocol can be made to use a wider range of compression algorithms. The protocol algorithm can be made to estimate the comparison values to reducing the computational time before sending the data over the network. The CPU usage can also be taken into account by the protocol algorithm during data compression and decompression so as to consider the battery life of mobile devices. Last but not least, the protocol headers can also be compressed prior to data transfer over the network. This will help to achieve more than the efficiency increase that our proposed protocol can achieve.
