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Abstrakt
Tato práce popisuje současné způsoby vytváření webových stránek a nástroje potřebné k je-
jich vytvoření. Práce také implementuje nový nástroj — editor webových stránek s vizuál-
ním návrhářem, který je na rozdíl od ostatních editorů zaměřen na generování složitějších
webových komponent.
Abstract
This thesis describes today’s techniques for creating web pages and tools needed for their
creation. Thesis also implements a new tool — webpage editor with visual designer, which
can in contrast to other editors generate more complex web components.
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Kapitola 1
Úvod
Tato práce se zabývá porovnáním způsobů vytváření webových stránek a vytvořením desk-
topové aplikace implementující jeden z nich. Prvním způsobem je psaní webové stránky
ručně v textovém editoru a je používán tvůrci stránek, kteří ovládají potřebné jazyky, tedy
HTML, CSS a JavaScript. Pro zobrazení náhledu stránky je však potřeba v editoru stránku
uložit a poté zobrazit ve webovém prohlížeči.
Druhým způsobem je tzv. WYSIWYG1 (nebo také metoda vizuálních návrhářů), který
je původně určen spíše pro nezkušené uživatele2. Tímto způsobem se stránka vytváří prak-
ticky přímo ve webovém prohlížeči3 a tvůrce ji tak vidí již při procesu vytváření. Editory,
které implementují tento způsob, v sobě mají paletu obsahující HTML komponenty (např.
tabulka, obrázek nebo odkaz), které se dají do náhledu stránky jednoduše přesunout, a tím
je ve stránce vytvořit. Díky tomu tvůrce stránky nemusí znát HTML, CSS ani JavaScript,
které jsou přetáhnutím komponenty automaticky vygenerovány.
Problém u obou způsobů nastává při psaní dynamické webové stránky, tedy stránky,
která je vytvářena na serveru za použití jazyků jako PHP, ASP, nebo Java. Díky těmto
jazykům může stránka pracovat se serverovou databází. Protože je stránka generována
jazykem na základě uživatelských vstupů4, nejde ji zobrazit pouhým použitím renderovacího
jádra5. Problém částečně řeší např. Visual Studio, ve kterém je v náhledu stránky zobrazena
pouze přibližná podoba komponenty. Na rozdíl od implementace v této práci však Visual
Studio generuje pouze jeden jazyk — ASP.NET.
Cílem této práce je vytvořit software — webový editor, který uživateli umožní stáhnout
si sadu webových komponent (podle požadovaného jazyka) a vytvořit z nich kompletní
webovou stránku metodou vizuálních návrhářů. Práce nezahrnuje popis ani porovnání Ja-
vaScriptových WYSIWYG editorů HTML, které se používají např. pro napsání nového
článku do stávajícího webu (např. editor TinyMCE).
V kapitole 2 je uveden popis a srovnání obou způsobů, kapitola 3 popisuje některé
existující implementace vizuálních návrhářů. Vlastní implementací vizuálního návrháře se
zabývají kapitoly 4 a 5. Celkové zhodnocení implementace, její možné pokračování a po-
rovnání s existujícími vizuálními návrháři je pak v kapitole 6.
1WYSIWYG je zkráceně What You See Is What You Get, česky
”
co vidíš, co dostaneš“.
2Používá se však i zkušenými uživateli k rychlému návrhu stránky.
3Konkrétně v jádře webového prohlížeče.
4Uživatelské vstupy jsou COOKIES, GET a POST.
5Renderovací jádro je program, který interpretuje HTML, CSS, obrázky aj. do vizuální podoby. Nejčastěji
používáno ve webových prohlížečích.
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Kapitola 2
Přehled a porovnání způsobů
vytváření stránek
Tato kapitola popisuje jak populární způsoby vytváření webových stránek (ruční psaní
kódu a vizuální navrhování), tak i některé alternativní, méně používané. V sekci 2.4 je
detailněji provedeno srovnání těchto způsobů a jsou zde uvedeny výsledky průzkumu jejich
uživatelského ohodnocení.
2.1 Ruční psaní kódu
Ruční psaní kódu dává tvůrci webové stránky největší volnost, jelikož je omezován jen svými
znalostmi. Musí ale ovládat nejen všechny potřebné jazyky, ale v případě jazyků na straně
serveru a JavaScriptu i algoritmy, popř. nástroje v jazyku, které jsou určeny pro použití
na webovém serveru. Příkladem takového nástroje v jazyku PHP je proměnná $ SERVER,
která je vytvářena serverem, a uchovává informace hlavičkách protokolu HTTP1, cestách
k souboru apod.2 Tento způsob je tedy nevhodný k použití neprogramátory. Stránky se
tímto způsobem vytváří ve všech textových editorech, které nejsou primárně určeny pro
vytváření HTML (Notepad, Nano3, aj.).
Mírná variace ručního psaní kódu je psaní kódu v editoru s pomocnými nástroji jako je
automatické doplňování kódu, zvýrazňování syntaxe, kontroly pravopisných chyb, automa-
tická validace HTML. Zástupci této variace jsou HTML editory jako např. PSPad4, Golden
HTML Editor, nebo HotDog Professional 75.
2.2 Vizuální navrhování
Je oproti přímému psaní kódu určeno spíše pro začátečníky, kteří neznají HTML a CSS,
protože dovoluje navrhnout jednoduchou stránku vizuálně pomocí obsažených komponent
a kód se z nich generuje automaticky, na pozadí. Jelikož však tento způsob nedává úplnou
kontrolu nad elementy, je často kombinován s ručním psaním kódu, kdy si tvůrce webu
1HTTP (Hypertext Transfer Protocol) je bezestavový protokol používaný pro přenos HTML dokumentů
(viz http://tools.ietf.org/html/rfc2616).
2http://php.net/manual/en/reserved.variables.server.php
3http://www.nano-editor.org/
4http://www.pspad.com/
5http://www.sausagetools.com/hotdog-professional/
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Obrázek 2.1: Výběr šablony ve webovém tvůrci stránek Google Websites.
navrhne stránku vizuálně a následně si zobrazí její kód, který si ručne upraví. Takto kombi-
novaný přístup používá podle průzkumu až 51,4% vývojářů[10]. Editory pro tento způsob
jsou detailněji porovnány v kapitole 3.
2.3 Alternativní přístupy
Existují však i další způsoby vytváření stránek. Jeden z nich je implementován v experi-
mentálním editoru RUMUEditoru[4], ve kterém je vytvořen interní sémantický značkovací
jazyk, který je interpretován do HTML a CSS. Tento jazyk je pro tvůrce webu jednodušší
než HTML a CSS, a proto je vhodný pro netechnické uživatele (příklad kódu v 2.1).
Další možností vytvoření webové stránky je použití a následné úpravy jiné, existující.
Tento způsob je sice nejrychlejší, ale dává tvůrci nejmenší možnost individuální úpravy.
Za podobný přístup se dá považovat vygenerování stránky podle určených kritérií, jako je
např. na Google Websites6, kde si uživatel vybere typ svojí stránky z dostupných šablon
(rodinný web, firemní web, fotoalbum, aj. — viz obr. 2.1) a design stránky z připravených
stylů. Tuto stránku pak edituje ve webovém (online) vizuálním návrháři.
#Nadpis první úrovně
##Nadpis druhé úrovně
[ odkaz na faku l tu ] ( http ://www. f i t . vutbr . cz )
−prvek seznamu
−d a l š í prvek seznamu
{http ://www. f i t . vutbr . cz / images / l o g o f i t . png : Logo FIT}
Kód 2.1: Příklad použítí sémantického jazyka v editoru RUMUEditor[4].
6https://sites.google.com
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Textové editory HTML editory Vizuální návrháře
Počet odpovědí 104 89 74
Celková spokojenost 4,76 5,93 4,70
Jednoduchost osvojování znalostí 5,41 5,48 5,19
Jednoduchost ovládání 5,40 5,75 5,20
Funkčnost 4,21 5,67 4,49
Rozšiřitelnost 3,60 5,57 4,07
Tabulka 2.1: Uživatelské ohodnocení nástrojů pro vytváření webových stránek (stupnice
ohodnocení: 1=nízké, 7=vysoké)[10].
2.4 Srovnání
Každý způsob vytváření stránek má svoje výhody i nevýhody. Protože se tyto výhody
a nevýhody mění podle typu, velikosti nebo účelu použití stránek, rozdělil jsem webové
stránky do 3 kategorií:
• Malé stránky, kam patří sem např. osobní stránky nebo firemní prezentace.
• Středně velké stránky jsou malé stránky obsahující složitější prvky jako např.
administraci, fórum, chat, galerii.
• Rozsáhlé stránky jsou složité stránky jako webové informační systémy, internetové
obchody aj.
Dále je nutné rozlišovat uživatele vytvářející stránky podle jejich dovedností (znalost HTML,
stylů, jazyků na straně serveru):
• Začátečník je uživatel, který neumí jak HTML, CSS, tak ani jazyk na straně serveru.
• Designér je uživatel, který umí designovat webové stránky, umí jazyky HTML a CSS,
ale ne jazyk na straně serveru.
• Programátor neumí styly ani HTML, ale umí jazyk na straně serveru (v praxi velmi
nepravděpodobné).
• Programátor-designér je uživatel, který umí jak HTML a CSS, tak jazyk na straně
serveru.
Několik následujících odstavců srovnává přístup vizuálního navrhování oproti ručnímu psaní
kódu z několika pohledů.
Uživatelská základna
Zatímco vizuální editory mohou používat všechny skupiny uživatelů, u ručního psaní kódu
tomu tak není. Nutnost znát HTML a CSS jej omezuje pouze na designéry (v případě
malých stránek), nebo programátory. To je jedna z hlavních výhod vizuálních editorů —
jsou určeny pro všechny skupiny uživatelů.
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Rychlost vytváření stránek
Kombinovaný přístup je využíván právě proto, že vizuální navrhnutí stránky je oproti psaní
kódu velmi rychlé (jednoduché malé stránky se v něm dají napsat během několika minut).
Rychlost vytvoření celého webu však srovnává s přibývající složitostí a pro rozsáhlé stránky
je téměř stejná. To je dáno tím, že pro složitější stránky se vývoj přesouvá z návrhu designu
více na logiku.
Generovaný kód
Jednou z největších nevýhod vizuálního vytváření je generování kódu. Vygenerovaný kód
totiž obsahuje mnoho zbytečných HTML tagů, atributů, JavaScriptů a kaskádových stylů.
Toto se však dá velmi omezit pomocí následujících optimalizovacích technik (převzato z [8]):
• odstranění proprietárních značek,
• spojování za sebou jdoucích bílých znaků, popřípadě jejich mazání,
• odstranění kódu bez efektu na stránku,
• vytvoření tříd kaskádových stylů (místo popisu stylů v každém elementu zvlášť),
• použití dynamického programování k nalezení nejlepšího uspořádání atributů a ele-
mentů v dokumentu (viz ukázka kódu 2.2).
Opět se ale jedná o strojovou úpravu, a tak např. názvy kaskádových stylů nebudou séman-
ticky vyjadřovat jejich použití. Tento vygenerovaný kód je problémem hlavně v pozdějších
fázích vývoje stránek, kdy programátor nebo designér musí upravovat vygenerovaný kód.
Díky chybějícím komentářům a nesémantickým názvům proměnných musí strávit čas navíc
studováním kódu.
< ! -- Původní HTML -->
<p s t y l e="color:red;"> červený text </p>
<p s t y l e="color:red;"> d a l š í červený text </p>
< ! -- Optimalizované HTML -->
<div s t y l e="color:red;">
<p> červený text </p>
<p> d a l š í červený text </p>
<div>
Kód 2.2: Ukázka uspořádání atributů a vytvoření nového elementu pro optimalizaci
vygenerovaného kódu.
Uživatelské ohodnocení existujích editorů
V průzkumu [10] hodnotili tvůrci webu lépe HTML editory než vizuální editory (viz tabulka
2.1). K negativním komentářům pro vizuální editory patřil hlavně špatně generovaný kód
popsaný v předchozím odstavci, průzkum byl však proveden jen na zkušenějších uživatelích
stránek7.
7V průzkumu má 69,6% uživatelů zkušenosti s vývojem delší než 2 roky.
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Kapitola 3
Existující vizuální editory
Editory se dají rozdělit na 3 skupiny:
• Textový editor, což je jednoduchý textový editor, který není určený pro psaní
HTML.
• HTML editor s pomocnými nástroji je textový editor se zvýrazněním syntaxe
HTML, validací HTML a jinými nástroji.
• Vizuální editor, nebo přesněji
”
Vývojové prostředí s vizuálním návrhářem“.
V kapitole 3.2 je přehled nejpopulárnějších komerčních i nekomerčních vizuálních návrhářů.
Ostatním typům editorů se tato práce nevěnuje, i když je způsob vytváření stránek v nich
porovnáván v kapitole 2.
3.1 Historie editorů
Při vzniku prvních webových stránek existovaly pouze textové editory jako Vi1, Emacs2,
nebo MS Notepad. S rychle expandujícím internetem však vznikla příležitost vytvořit vizu-
ální editor, který vytvoří webové stránky za krátkou dobu a bez potřeby znalosti HTML.
Vůbec prvním vizuálním editorem se stal program Adobe PageMill, vydaný v roce 19943.
Dalším úspěšným editorem se stal FrontPage vytvořený firmou Vermeer Technologies Incor-
porated (VTI), která byla později získaná společností Microsoft4. [1] V současné době exis-
tuje velmi mnoho editorů, mezi nejznámější patří například nástroj Writer z kancelářského
balíku OpenOffice, i když je to software pro vytváření textových dokumentů a možnost
tvorby webových stránek je v něm spíš jen doplněk. Více v kapitole 3.2.
3.2 Přehled populárních vizuálních editorů
Adobe Dreamweaver
Tento editor se dá považovat za jeden z nejrobustnější, editor s nejvíce volnými i placenými
přídavky. Byl vytvořený firmou Macromedia, která však byla v roce 2005 odkoupena spo-
1http://www.vim.org/, Vim je považován za nástupce editoru Vi.
2http://www.gnu.org/software/emacs/
3V roce 2000 nahrazen Adobe GoLive, na kterém byl ukončen vývoj v roce 2008.
4Od roku 2006 Microsoft Expression Web.
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lečností Adobe5, která jej dále vyvíjí. Adobe Dreamweaver v současnosti používá pro náhled
stránek ve vizuálním návrháři jádro WebKit vyvíjené firmou Apple6 7. Podporuje práci se
soubory pomocí FTP8 , SFTP9, nebo WebDAV10 a v nejnovější verzi (CS4) i verzovacího
systému Subversion. Je dostupný pro operační systémy Mac OS X a Windows. Jeho hlavní
nevýhodou je však to, že je komerční, tedy jeho vysoká cena.
Microsoft Expression Web
Další známý komerční editor je nástupce známého Microsoft FrontPage — Microsoft Ex-
pression Web, který je součástí balíku Microsoft Exression Studio. Pro vykreslování náhledu
používá vlastní renderovací jádro, které se liší od Tridentu (Internet Explorer). Podporuje
i ASP.NET a PHP, kromě zvýrazňování jejich syntaxe i vlastními servery a množstvím
útržků kódu (code snippets). Jeho nejnovější verze (Microsoft Expression Web 4 Service
Pack 1) obsahuje automatické doplňování kódu pro HTML5, CSS3 a například také nový
nástroj SEO Checker, který doporučuje úpravy stránky pro lepší dohledatelnost přes vy-
hledávače.
Visual Studio
Je druhým editorem od firmy Microsoft, který je možno použít pro editaci webu. Editace se
provádí pomocí jeho webového návrháře (má návrháře i pro WPF, WinForms, modelování
UML, . .), a i když je tento návrhář primárně určený pro ASP.NET, díky rozšiřitelnosti
Visual Studia se dají přidat externí knihovny pro podporu jiných jazyků na straně serveru11.
Ve Visual Studiu je použito vlastní jádro, které je společné s Microsoft Expression Web.
Oproti Microsoft Expression Web, které je určené pro designery, je Visual Studio cílené
pro vývojáře kódu na straně serveru. Obsahuje totiž nástroje jako debugger, Intellisense12,
překladač, nástroje pro testování aj.
NVU
NVU (vyslovovaný jako New View) je open source alternativou pro Adobe Dreamweaver
a Microsoft Expression Web. Navazuje na editor Mozilla Composer, který je součástí balíku
Mozilla Suite. Editor je jednoduchý k použití i začátečníky díky svému velmi intuitivnímu
rozhraní. Toto rozhraní je napsané v GTK a pro renderování používá jádro Gecko od firmy
Mozilla Foundation. Vývoj editoru se zastavil v roce 2005, kdy vyšla jeho poslední verze,
ale i přesto je pořád používaný. Jeho přímý nástupce je editor BlueGriffon nebo známější
Kompozer. Editor je dostupný pro operační systémy Linux, Mac OS X a Windows.
5http://www.adobe.com/aboutadobe/invrelations/adobeandmacromedia.html
6WebKit původně vychází z jádra KHTML.
7V minulosti (do verze CS3) používal Adobe Dreamweaver jádro Presto od společnosti Opera Software.
8File Transfer Protocol je protokol pro síťový přenos dat.
9SSH File Transfer Protocol — FTP protokol, který využívá SSH pro autentizaci a zabezpečení dat.
10Web-based Distributed Authoring and Versioning je kolekce metod rozšiřující protokol HTTP, která
umožňuje kolektivní editaci souborů na serveru. Mezi vlastnosti patří např. zamykání, metadata, nebo
kolekce.
11Například VS.PHP (http://www.jcxsoftware.com/vs.php).
12Implementace automatického doplňování názvů tříd, metod, proměnných aj. V nabídce pro automatické
doplnění je navíc implementovaná nápověda pro metody, proměnné a třídy generovaná z komentářů.
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Počet Procentuální část
Adobe Dreamweaver 3 637 48,74 %
Kompozer 1 669 22,31 %
Jiný 848 11,33 %
Microsoft Expression Web 739 9,88 %
iWeb 361 4,82 %
Flux 218 2,91 %
Tabulka 3.1: Průzkum použití WYSIWYG editorů (zdroj [2]).
Kompozer
Kompozer je open source editor, který vychází z upraveného editoru NVU a vývojově na
něj navazuje. Jeho poslední verze využívá jádro Gecko ve verzi 1.8.1 a je stejně jako NVU
dostupný pod systémy Linux, Windows a Mac OS X.
Quanta Plus
Quanta Plus je část desktopového prostředí KDE13 (obsažen v jeho balíku KDEWebdev), je
napsána pod knihovnou Qt a používá renderovací jádro KHTML. Quanta Plus má mnoho
funkcí podporující projektový management (podpora vzdálených projektů, podpora pro
CVS14, Subversion, role vývojářů projektu, a další). Editor je opensource a nekomerční, ale
má i svou komerční verzi Quanta Gold, která na rozdíl od Quanty Plus podporuje kromě
operačního systému Linux i systémy Windows a Mac OS X.
iWeb
Je další WYSIWYG editor webových stránek, je vyvíjený firmou Apple a určený jen pro
Mac OS X. Editor je založený na bázi šablon blogů a osobních stránek, a proto je určený
spíše pro uživatele, kteří chtějí sdílet fotky, videa, popřípadě psát blog. Editor používá
stejně jako Adobe Dreamweaver jádro WebKit.
Další editory
Protože v této sekci není možné popsat všechny existující vizuální editory, uvedl jsem
příklady komerčních i nekomerčních editorů s ohledem na průzkum populárních editorů
(viz sekce 3.3). Přehled dalších editorů jako SiteGrinder, iWeb, Seamonkey Composer, aj.
je uveden v [9].
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3.3 Průzkum uživatelů
Nejpoužívanější editor
Podle průzkumu zveřejněného na serveru lifehacker.com [2] je v současnost nejpopulárnějším
WYSIWYG editorem Adobe Dreamweaver (48,74 %). Hned za tímto komerčním editorem
je s 22,31 % nekomerční editor Kompozer.
Vlastnosti editoru
Nejvíce vyžadovanou vlastností u editoru je podle [5] intuitivní a jednoduché použití, dále
pak integrace s ostatními nástroji a obsažený vizuální návrhář. Uživatelé také vyžadují
zvýrazňování syntaxe a aby byl editor esteticky moderní. Méně časté, i když existující
vyžadované vlastnosti, jsou kvalita (vygenerovaného) kódu, stabilita, popularita, rychlost,
aj.
Naopak nejvíce nechtěné negativní vlastnosti editoru jsou podle průzkumu [5] např.
obtížné ovládání, chybějící nástroje, pomalá odezva, padání programu, špatně zobrazující
vizuální návrhář, špatná kvalita vygenerovaného kódu a cena programu. Další jmenované
negativní vlastnosti s menším výskytem v průzkumu jsou např. nedostatečná podpora syn-
taxe, špatná nebo již neexistující podpora nebo chybějící příklady kódu.
13Je součástí pouze KDE3, v KDE4 je zatím ve vývoji a staví na existujících knihovnách z KDE4 —
KDevplatform.
14Concurrent Versions System, verzovací systém podobný Subversion.
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Kapitola 4
Program
Tato kapitola se zabývá návrhem implementace WYSIWYG editoru obohaceného o gene-
rování skriptové části (dále jen Program), vizuální koncepcí Programu, krátkým popisem
použitých nástrojů a způsobem generování výsledného kódu. Dále je zde popsána imple-
mentace zásuvných modulů a krátký popis technologií nutných nebo doporučených k použití
při vytváření modulů.
4.1 Návrh
4.1.1 Grafické rozložení
Hlavní okno Programu je rozděleno do několika grafických částí (viz obrázek 4.1).
Panel modulů je panel vlevo a stará se o načítání, popřípadě přenačtení zásuvných
modulů z nastaveného adresáře. Podle načtených modulů dále vytvoří rolovací menu s na-
bídkou jazyků dostupných v modulech a zobrazí pouze moduly implementující daný jazyk.
Panel modulů dále umožňuje moduly přetahovat do druhé části — části editace stránky.
Část editace stránky obsahuje otevřené projekty přepínatelné v tabech. Každý projekt
aktivní projekt se pak skládá z dalších dvou podtabů:
• tab WYSIWYG náhledu, ve kterém se zobrazuje náhled výstupu projektu, který je
editovatelný - lze sem přetahovat moduly z levého panelu,
• tab přímé editace projektového kódu.
Panel vlastností je poslední hlavní částí, nachází se zde seznam editovatelných vlastností
konkrétní instance zvoleného modulu.
Panel nástrojů obsahující klasické nástroje pro wysiwyg editaci textu, jako změna písma
na tučné, podtržené nebo kurzívu.
Stavová lišta informuje o provedených akcích a jejich úspěchu či neúspěchu.
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Obrázek 4.1: Grafické rozložení hlavního okna.
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4.1.2 Volba nástrojů pro implementaci
Protože zadání nespecifikuje jak Program napsat, mohl jsem zvolit framework, jazyky a ná-
stroje, kterými bude implementován. Rozhodl jsem se pro framework .NET, vyvinutý
firmou Microsoft.
.NET obsahuje velké množství knihoven pro běžné problémy nižších úrovní a je to
framework nejen pro desktopové aplikace, ale i pro mobilní zařízení nebo i vestavěné systémy
s velmi malou výpočetní kapacitou.
Programy v něm spuštěné běží v softwarovém Common Language Runtime (CLR), což
je virtuální stroj srovnatelný s Java Virtual Machine (JVM), oproti které má velice malé
výkonnostní rozdíly[7] a velkou výhodu díky možnosti použití jiných jazyků a jazykových
paradigmat, než jsou objektově orientované jazyky.
Jazyky přeložené jako řízený kód (managed code) pak můžou využívat služeb CLR jako
je například v Programu potřebná interoperabilita (4.5.2)1, podpora garbage collectoru,
vysoká bezpečnost nebo podpora pro verzování.
C#
C# je objektově orientovaný jazyk se syntaxí podobnou Javě nebo jazyku C. Jeho jazyko-
vým konkurentem je v .NETu jazyk Visual Basic se zcela odlišnou syntaxí a v minulosti
i částečně chováním, ale v současné době je strategie Microsoftu vyvíjet oba jazyky stejně
a zároveň, je tedy téměř jedno, který z těchto dvou jazyků je použit [6].
V Programu jsem tento jazyk použil jen z osobních preferencí, protože jsem navyklý na
syntaxi jazyka C.
Windows Forms
Windows Forms (WinForms) jsou součástí frameworku .NET jako grafické API (graphi-
cal application programming interface), podobně jako AWT (Abstract Window Toolkit)
v Javě. Od verze 3.0 je však v .NETu Windows Presentation Foundation (WPF),
přímá konkurence pro WinForms.
WPF se velmi hodí pro aplikace, které obsahují např. videa, obrázkové slidy, pokročilá
uživatelská rozhraní nebo animace, díky např. své podpoře pro DirectX2. Protože však
v programu nejsou potřeba, využil jsem v Programu právě WinForms, které mají výhodu
právě v tom, že jsou používány déle, což znamená, že mají větší komunitní podporu a je
napsáno více modulů třetích stran. Navíc jsou WinForms méně náročné jak na paměť, tak
na procesor3.
4.2 Struktura generovaného kódu
Jeden z přístupů generování kódu v editorech je vygenerování jej do jednoho HTML sou-
boru, který obsahuje jak CSS, tak Javascript soubory. Díky umožnění generování kódu na
straně serveru v modulech už ale generování veškerého výstupu do jednoho souboru nestačí
— vznikaly by možné konflikty mezi názvy proměnných a navíc by byl tvůrce modulu velmi
1Více o volání neřízeného kódu z CLR na http://msdn.microsoft.com/en-us/library/ms973872.aspx.
2DirectX je sada knihoven pro obsluhu úkolů spojených s multimédii, je použita hlavně v počítačových
hrách.
3Podle testu provedeného v projektu http://www.codeproject.com/KB/dotnet/RuntimePerformance.aspx.
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omezován, např. při použití AJAX technologie by musela stránka volat sama sebe, což by
vedlo jak k nepřehlednosti, tak i ke zbytečné kompikovanosti kódu.
Místo generování do jednoho souboru tedy program vytváří pro každý modul zvlášť
složku, která má název jako unikátní ID modulu. V modulu je vždy generována html část,
ze které jsou volány další soubory pomocí tohoto ID. Více o struktuře modulů v 4.4.
Příklad struktury generovaného kódu
./
index.html.........................................hlavní vygenerovaný soubor
modules/.............................složka obsahující pomocné soubory modulů
module111/.....................................unikátní ID pro každý modul
style.css
backend.php
javascript.js
module222/
style.css
backend.php
javascript.js
4.3 Mezikód
Aby mohla být stránka přepnuta z tabu přímé editace projektového kódu do tabu WY-
SIWYG náhledu projektu, editována v obou tabech a zároveň uložena do souboru jako
projekt, je v Programu vytvořen bezestavový mezikód, ze kterého je vždy možné stránku
vygenerovat. Tento mezikód je rozdělen do dvou typů:
• kód projektu, který editovatelný v tabu přímé editace projektového kódu (4.1.1),
• náhledový kód projektu, který je editovatelný v tabu WYSIWYG náhledu pro-
jektu (4.1.1).
Rozdíl mezi těmito kódy je v tom, že náhledový kód obsahuje zároveň náhled všech
modulů, tedy navíc obsah šablony preview.tpl (s nahrazenými uživatelskými vstupy).
Kód projektu
Kód projektu obsahuje HTML, které se zobrazuje tak jak je, a XML elementy vytvořených
modulů, které mají v atributech uloženy uživatelské vstupy (viz ukázka 4.1).
<module name="MyModule" userVar1="val1" userVar2="val2" />
Kód 4.1: Mezikód modulu v kódu projektu.
Náhledový kód projektu
Náhledový kód projektu musí obsahovat jak kompletní informace o uživatelských vstupech
v modulech (některé nemusí být viditelné v náhledu, např. přihlašovací údaje do databáze,
názvy SESSION proměnných, aj.), tak i jejich aktuální náhled s nahrazenými uživatelskými
vstupy (viz ukázka 4.2).
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<div c l a s s="modulecontainer">
<module name="MyModule" userVar1="val1" userVar2="val2" />
<h1>my module that shows userVar1 ( va l1 ) and userVar2
( va l2 )</h2>
</ div>
Kód 4.2: Mezikód modulu v náhledovém kódu projektu.
Přepínání mezi taby
Uživatel může měnit jak náhledovou stránku ve WYSIWYG náhledu projektu, tak kód
projektu v tabu přímé editace. Změny v jednom pohledu se musí projevit ihned po přepnutí
do pohledu druhého, aby se dosáhlo transparentnosti.
Toto je vyřešeno transformováním mezikódu z jednoho typu do druhého — při přepnutí
do přímé editace projektového kódu se u každého modulu smažou náhledy a obalovací
element modulu. Při přepnutí do WYSIWYG náhledu se naopak obalovací element okolo
modulu vytvoří a vygeneruje se příslušný náhled.
Problém změny jazyka
Při změně jazyka na jazyk podporovanými všemi moduly proběhne změna v pořádku, ale
když alespoň jeden modul nový jazyk nepodporuje (nemá pro něj šablony), vzniká problém,
který se dá řešit více způsoby.
Jedním z nich je ponechání veškerého kódu projektu s tím, že se ve výsledné stránce
vygenerují pouze moduly dostupné v generovaném jazyce. Potom by ale buď vznikaly mrtvé
XML elementy modulů, které by mohly odkrývat citlivé informace jako přihlašovací jména
a hesla, nebo by se tyto mrtvé elementy musely smazat.
V Programu je přepínání jazyků vyřešené způsobem druhým — smazáním všech nepod-
porovaných modulů hned při přepnutí jazyka.
Dalším problémem jsou moduly, které nemají žádný kód na straně serveru, obsahují
tedy jenom HTML, CSS a JavaScript. Pro ně je v Programu v jazykové volbě vytvořena
položka Nothing, ve které se tyto moduly zobrazují. Tyto moduly jsou však zobrazeny i ve
všech ostatních jazycích.
4.4 Moduly
Zásuvný modul je v Programu assembly nebo část assembly, která má danou strukturu a ob-
sahuje třídy, které dědí z potřebných rozhraní. V této assembly jsou informace o potřebných
uživatelských vstupech (např. barva, nadpis, písmo), dále pak šablony pro generování vý-
sledného kódu a náhledu modulu.
Náhled modulu je potřebný při vytváření stránky, kdy není dostupný překladač nebo
interpret jazyka na straně serveru — může tedy obsahovat jen HTML, CSS a Javascript
a jazyk na straně serveru je nutno nahradit statickým textem.
Každá assembly v sobě může mít více modulů, a proto jsou šablony modulů uloženy
v předem definované struktuře složek (jmenných prostorů). Jako šablonovací systém je
použit systém DotLiquid (popis projektu v 4.5.1). Ten umožňuje v šablonách využít např.
příkaz if nebo for, což je při vyvíjení složitějšího modulu takřka nutností.
Více o vytváření modulu, potřebných abstraktních třídách a požadavcích v kapitole 5.
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4.4.1 Integrace modulů do Programu
Protože je Program modulární, musí umožňovat uživateli přidávat komponenty i po zkom-
pilování Programu. Toho je docíleno použitím reflexe — Program si načte všechny moduly
až za běhu z nastavené složky. Tato složka je implicitně nastavena na ./modules/. Díky
použití .NETového objektu FileSystemWatcher lze moduly přidávat i za běhu Programu,
moduly i jazyky se při přidání modulu znovu načtou.
4.4.2 Technologie
V této sekci je přehled technologií použitých v kódu generovaném moduly. I když mohou
vytvářené moduly používat jakékoliv jazyky na straně serveru a není možné je všechny
vypsat, uvádím zde alespoň přehled dvou jazyků, pro které jsou vytvořeny demonstrační
moduly dle zadání.
HTML
Tento značkovací jazyk byl navržen v roce 1990 zároveň s protokolem HTTP (Hypertext
Transfer Protocol). Jeho zkratka znamená Hypertext Markup Language, neboli značkovací
jazyk pro hypertext. Současná verze jazyka je 4.01 vydaná v roce 1999 [3], ve vývoji je
verze 5, kterou ale již některé prohlížeče podporují. Vývoj jazyka dost závisí na zpětné
vazbě prohlížečů, kteří určují konečný vzhled prvků.
Při editaci stránky lze díky HTMLAgilityPacku (4.5.3) použít jak HTML, tak i XHTML4,
které však Trident (4.5.2) přeformátuje na HTML.
Javascript
Javascript je objektově orientovaný skriptovací jazyk, vyvinutý společností Netscape, který
se používá hlavně pro přidání dynamičnosti webových stránek na straně klienta. Ve všech
moderních aplikacích zaměřených na uživatelskou přívětivost je použití Javascriptu nut-
ností. Právě té dává Javascript velký prostor pro kreativitu programátora. Pokročilé apli-
kace mají např. frontend napsaný čistě v Javascriptu, jenom se pomocí AJAXu (popsaného
níže) dotazují webových služeb na data, které sám zpracuje a zobrazí (místo tradičnějšího
posílání celého zobrazení ze serveru, kde je ale nutnost znovu načíst stránku při každém
dotazu).
V modulech je Javascript možný použít jak v náhledu, tak ve výsledném výstupu, a to
buď přímo v html.tpl šabloně, nebo pomocí odkázání se v html.tpl na javascriptový soubor
v adresáři modulu (viz kód 4.3).
<s c r i p t s r c="modules/{{_setup.id}}/javascriptfile.js" ></ s c r i p t>
Kód 4.3: Příklad odkazování se na šablony JavaScriptu.
AJAX
Největší nevýhoda skriptů na straně klienta je ta, že se nijak nedomluví se serverem. Na-
příklad, když si v javascriptovém kalendáří vybereme den, server už se nedozví, který den
jsme vybrali. Toto velmi dobře řeší technologie AJAX. Z klienta se pošle požadavek na
4XHTML je reformulací HTML jako XML (viz http://www.w3.org/TR/xhtml1/).
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server, ten vrátí odpověd, která se může pomocí DOMu5 přidat do dokumentu bez nutnosti
znovunačtení stránky. Bezpečnostní omezení ovšem neumožňuje posílat dotazy na jinou do-
ménu, než ze které požadavek přišel. AJAX používá většina moderních webových aplikací6.
Technologie AJAX používá rozhraní XMLHttpRequest (zkráceně XHR), které v současné
době (2011) není přesně specifikováno, a proto se mezi různými webovými prohlížeči chová
různě.
Použití AJAXu je nutnost při vytváření modulu s kódem na straně serveru.
CSS
Cascading style sheets, neboli tabulky kaskádových stylů doplňují HTML o některé mož-
nosti formátování grafických objektů. Navíc oddělují, nebo lépe řečeno umožňují oddělit
HTML od samotné definice vzhledu objektů v něm. Umožňují větší kontrolu obecného
vzhledu elementů pomocí tzv. selektorů. Selektor tvoří první část popisu objektů, je to na-
příklad
”
všechny tabulky“, nebo
”
všechny objekty s atributem class rovným x“. V nových
verzích jsou už i pokročilejší selektory, jako
”
každý n-tý řádek tabulky“. Specifikace CSS je
udržována konzorciem World Wide Web7, přesto se ale často v různých prohlížečích chová
různě. To někdy nutí programátora psát styly, nebo alespoň část stylů, pro každý prohlížeč
zvlášť.
Kaskádové styly se podobně jako JavaScript dají v modulech buď vložit přímo do hlav-
ního html.tpl, nebo odkazovat se v něm na šablony CSS (viz kód 4.4).
< l i n k r e l="stylesheet" h r e f="modules/{{_setup.id}}/style.css"
type="text/css" />
Kód 4.4: Příklad odkazování se na šablony CSS.
PHP
Jazyk PHP, původně PHP/FI (Personal Home Page/Forms Interpreter) byl vytvořen Ras-
mem Lerdorfem v roce 1995 pro jeho potřeby — za účelem zjištění přístupů na jeho stránky.
První verze byla napsána v jazyku Perl, ale později jej Lerdorf přepsal do Jazyka C. Díky
tomu, že vydal zdrojové kódy se k projektu vytvořila komunita a PHP dostalo velkou
podporu. Aktuální verze je PHP 5, vydaná v roce 2004, která jako první verze umožňuje
objektově orientovaný přístup programování. Ve vývoji je již však PHP verze 6.
ASP.NET
Framework ASP.NET byl vytvořený firmou Microsoft jako další generace jazyka ASP
(Active Server Pages), tedy ne jenom jako jeho nová verze. Z toho plyne, že není ani zpětně
kompatibilní s jazykem ASP. ASP.NET je postaven na Common Language Runtime (CLR)
a umožňuje tak programátorům použít libovolný podporovaný jazyk (např. C#, Visual Ba-
sic, C++) pro tzv. Code-behind (backendový kód). Díky robustní platformě .NET má navíc
tento kód přístup k velkému množství pomocných tříd.
5DOM, neboli Document Object Model je objektový model XML nebo HTML dokumentu. Umožňuje
tento dokument procházet jako datovou strukturou stromu.
6např. http://gmail.com
7Zkráceně W3C, je to konzorcium vyvíjející webové standardy (HTML, CSS, DOM, aj.) — viz
http://www.w3.org/.
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V modulech s ASP.NET šablonami se využívá systém webových služeb8.
4.5 Externí knihovny
V Programu jsou použité knihovny třetích stran:
• DotLiquid jako šablonovací systém,
• HTMLAgilityPack pro práci s HTML DOM strukturou,
• Trident — jádro prohlížeče Internet Explorer — pro zobrazení náhledu stránky a mož-
nost editace v něm (použit společně s jeho .NET wrapperem HTMLEditor).
4.5.1 DotLiquid
V modulech je nutné používat šablony, aby došlo k oddělení logiky zpracování uživatelských
proměnných modulu od logiky jejich generování. Jednou možností je vytvoření souboru —
šablony a prosté nahrazení klíčových slov uživatelskými proměnnými. Tím by byl ale vývojář
modulu velmi omezován, protože by nemohl např. jednoduše schovat HTML element nebo
vytvořit naopak několik elementů dynamicky v závislosti na hodnotě uživatelské proměnné
(muselo by být řešeno zbytečně složitě JavaScriptem).
Tohle řeší šablonovací systém DotLiquid9, portovaný z projektu LiquidMarkup10 psa-
ného v jazyce Ruby. Systém dovoluje v šablonách použít mnoho užitečných příkazů a metod,
které zajišťují dynamičnost kódu v šabloně. Mimo užitečných příkazů jako if, for, case,
jsou zde i tzv. filtery — metody, které se dají volat z šablony11.
<ul id=”products”>
{% for product in products %}
< l i >
<h2>{{product . name}}</h2>
Only {{ product . p r i c e | p r i c e }}
{{ product . d e s c r i p t i o n | p r e t t y p r i n t | paragraph }}
</ l i>
{% endfor %}
</ul>
Kód 4.5: Ukázka DotLiquid šablony.
4.5.2 Trident
Jedna z největších částí Programu je vizuální návrhář, který zobrazuje návrh webové
stránky, a zároveň do něj umožnuje přetahovat nové elementy nebo moduly (viz obrá-
zek 4.1). Pro to je vhodné použít jedno z renderovacích jader prohlížečů, jako WebKit12,
8http://msdn.microsoft.com/en-us/library/ms972326.aspx
9http://dotliquidmarkup.org/
10http://www.liquidmarkup.org/
11Popis příkazů, výrazů a použití filterů na https://github.com/tobi/liquid/wiki/Liquid-for-Designers.
12http://www.webkit.org/
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Obrázek 4.2: Zachytávání eventů jádra pomocí edit designerů
(http://msdn.microsoft.com/en-us/library/aa753625).
Trident (jádro Internet Exploreru), nebo Gecko13, které v sobě mají tzv. design/edit mód,
ve kterém lze zobrazenou stránku vizuálně editovat.
V Programu je použité jádro Trident (MSHTML), jehož funkce jsou zpřístupněny na-
linkováním mshtml interop assembly do projektu. Protože však nestačí funkce využít, ale
je potřeba funkčnost jádra i upravit pro potřeby modulů (např. odchytávání eventu onclick
na modul), je potřeba využít .NET COM interoperability přes tzv. Marshaling — tedy
namapování COM rozhraní a struktur na jejich ekvivalenty v .NETu.
HTMLEditor14 .NET control je wrapperem pro jádro Trident, umožňuje v implementaci
edit designerů a edit hostů, které v mshtml interop .NET assembly implementovat nelze.
Edit Designer
Edit designer je objekt implementující rozhraní IHTMLEditDesigner, který po registraci
v instanci jádra odchytává veškeré jeho eventy. To umožňuje jak potlačit, tak upravit nativní
chování jádra při eventu (viz obrázek 4.2).
V jádře je možné registrovat více edit designerů, ale v Programu je registrován pouze
jeden, pro potlačení eventu kliknutí na modul.
Edit Host
Pomocí edit hostů lze v Tridentu upravit přesouvání a změnu velikosti objektů. Vykresluje
také např. obdelník při držení elementu (SnapRect).
Drop Target
Registrací vlastního objektu implementující rozhraní IDropTarget lze v Tridentu vytvořit
nové drag and drop chování, které je nutné pro drop modulu ze seznamu modulů, bohužel
13http://www.mozilla.org/
14http://www.itwriting.com/htmleditor/
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se tím ale přepíše původní chování, které proto v Programu není.
4.5.3 HTMLAgilityPack
Protože se v Programu často pracuje s HTML a jeho DOM strukturou (nejvíce u převádění
projektového kódu do zobrazení náhledu a zpět), je v něm potřeba použít vhodnou pomoc-
nou třídu. Ve frameworku .NET existuje jmenný prostor System.Xml, ve kterém třídy sice
umí vše potřebné, ale nedokáží pracovat s HTML kvůli jeho nekompatibilitě s XML (exis-
tence nepárových tagů, aj.) [3]. Toto sice lze ošetřit povolením pouze XHTML v šablonách,
což je jak nevhodné pro použití (např. nutnost kořenového elementu), tak nemožné použít
s edit módem jádra Trident (4.5.2), které generuje pouze HTML 4.01.
Třídy v projektu HTMLAgilityPack15 jsou velmi podobné třídám z jmenného prostoru
System.Xml, navíc však umožňují práci s HTML (i například jazyka XPATH16) a zároveň
nejsou tak striktní při načítání kódu.
15http://htmlagilitypack.codeplex.com/
16http://www.w3.org/TR/xpath/
21
Kapitola 5
Tvorba modulů
Modul je assembly nebo část assembly (jedna assembly v sobě může mít více modulů),
která obsahuje třídy, které jsou potomci abstraktních tříd AModule a AModuleUserSetup
(obrázek 5.1). Tyto třídy jsou v assembly Core.dll, proto je na tuto knihovnu v projektu
modulu potřebná reference.
5.1 AModule
Je hlavní třídou modulu, má implementovány metody pro načítání šablon a generování vý-
stupů. Tyto metody se dají přetížit k docílení např. změny vnitřní struktury modulu, nebo
načítání šablon (změny šablonovacího systému aj.).V potomkovi třídy AModule je nutné
nastavit vlastnosti name na unikátní jméno modulu a WSLanguages na seznam jazyků
implementovaných v modulu (v modulu můžou existovat šablony i pro jazyk, který nebude
zobrazován v Programu). Dále je možné změnit volitelnou vlastnost group pro zařazení
modulu do skupiny, která je implicitně nastavena na generic. Příklad modulu pojmenova-
ného MyModule, zařazeného do skupiny Examples a generujícího jazyky PHP a ASP.NET
je v ukázce kódu 5.1.
using System ;
using System . C o l l e c t i o n s . Generic ;
using Core . Modules ;
namespace Modules
{
class MyModule : AModule
{
new public stat ic String group = "Examples" ;
new public stat ic String name = "MyModule" ;
new public stat ic List<String> WSLanguages = new
List<String>(new String [ ] { "php" , "aspx" }) ;
public MyModule( AModuleUserSetup setup ) : base ( setup ) { }
}
}
Kód 5.1: Ukázka vytvoření nového modulu.
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5.2 AModuleUserSetup
Její potomek je třída, která uchovává veškerý uživatelský vstup, členové této třídy se tedy
mění podle konkrétního nastavení v Programu. V této třídě je nutné předefinovat vlastnost
moduleName, kterou je tato třída spojena s třídou AModule.
Pro přídání nových uživatelských vstupů je nutno vytvořit nový člen třídy, který je
pojmenován setup var, kde var je libovolné jméno vstupu. Pomocí setteru se dá omezo-
vat zadaná hodnota vstupu, a to pomocí vyhazovaní výjimek (zpráva výjimky je uživateli
ukázána v okně). V ukázce kódu 5.2 je vytvořena třída uživatelských vstupů pro modul
MyModule, obsahující jen jeden uživatelský vstup myshortvar, který je implicitně nastaven
na hodnotu foo, a když jej bude chtít uživatel změnit, program mu nedovolí nastavit hod-
notu delší než 5 znaků.
using System ;
using Core . Modules ;
namespace Modules
{
class MyModuleUserSetup : AModuleUserSetup
{
new public stat ic String moduleName = "MyModule" ;
#reg i on User Var iab l e s
private String setup myshortvar = "foo" ;
public String setup myshortvar
{
get
{
return this . s e tup myshortvar ;
}
set
{
i f ( this . s e tup myshortvar . Length > 5)
throw new Exception ("max 5 chars" ) ;
this . s e tup myshortvar = value ;
}
}
#endreg ion
}
}
Kód 5.2: Příklad vytvoření uživatelských vstupů pro modul MyModule.
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5.3 Šablony
Šablony jsou v assembly modulu implicitně uloženy v adresáři nazvaném jméno Templates,
kde jméno je jméno modulu1. V modulu jsou potřebné jenom šablony html.tpl, která gene-
ruje HTML modulu do finální podoby stránky a preview.tpl, která generuje náhled modulu
v Programu. Na tyto dvě šablony je to rozděleno, aby bylo umožněno napodobovat výsledný
modul i s kódem na straně serveru. Další šablony jsou volitelné a jsou rozděleny do složek
podle názvu jazyka na straně serveru. Všechny tyto šablony jsou generovány do adresáře
výsledného modulu.
Z hlavního souboru je pak k těmto šablonám přistupováno jako ke stejnojmenným sou-
borům ve složce modules/moduleid, kde moduleid je unikátní jméno modulu2.
Aby v šablonách nedocházelo ke konfliktum názvů, unikátních ID, názvů proměnných
v JavaScriptu apod., je možné v šablonách použít unikátní id konkrétní instance modulu.
To sice generuje velmi nepřehledný kód, ale umožňuje to použít např. dva stejné moduly
bez konfliktů názvů proměnných (viz příklad kódu 5.3).
var FooVar {{ s e tup . id }} = new FooFunc {{ s e tup . id }} ( ) ;
FooVar {{ s e tup . id }} . doSomething ( ) ;
function FooFunc {{ s e tup . id }} ( )
{
this . doSomething = function ( )
{
a l e r t ("moo!" ) ;
}
}
Kód 5.3: Použití unikátních ID pro odstranění konfliktů názvů.
Příklad adresářové struktury šablon v modulu
./
CFoo.cs
CFooUserSetup.cs
Foo Templates/..................................................složka modulů
html.tpl..................potřebná šablona pro generování výsledného HTML
preview.tpl........................potřebná šablona pro generování náhledu
php/............................obsah složky generován v případě zvolení php
servercode.php
javascript.js
style.css
asp/ ............................ obsah složky generován v případě zvolení asp
servercode.asp
javascript.js
style.css
1Struktura je možná změnit přetížením metod, které načítají šablony, ale prakticky k tomu není důvod.
2V HTML šabloně modulu je k nim přistupováno pomocí kotvy {{ setup.id}}.
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5.4 Požadavky na assembly
Aby se modul v programu správně načetl, musí assembly modulu splňovat všechny tyto
požadavky:
• kořenový jmenný prostor je Modules (to i u šablon — u nich se namespace nastaví
implicitním jmenným prostorem projektu),
• cílový framework nastavený na .NET Framework 4.0,
• všechny šablony zkompilované jako Embedded Resource.
5.5 Postup při tvorbě modulu
• vytvoření Visual Studio projektu — knihovny,
• nastavení vlastností projektu podle 5.4,
• nalinkování knihovny Core.dll,
• vytvoření potomků tříd AModule a AModuleUserSetup (5.1 a 5.2),
• vytvoření složky šablon a šablon podle struktury v 5.3 — povinné jsou jen šablony
html.tpl a preview.tpl,
• přidání modulu do Programu, tzn. zkopírování zkompilované knihovny do nastavené
složky modulů (implicitně složka ./modules/).
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Obrázek 5.1: Třída příkladového modulu a jeho uživatelského nastavení.
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Kapitola 6
Závěr
Cílem této práce bylo nastudovat současné způsoby použití vizuálních návrhářu, porovnat
je a vytvořit vlastní modulární návrhář, který bude generovat nejen HTML a CSS, ale
i jazyk na straně serveru pro dynamické moduly. Protože vizuálních návrhářů určených pro
začátečníky je hodně (viz sekce 3.2), kladl jsem důraz právě na generování kódu na straně
serveru, a proto jsou pro Program hlavní cílovou skupinou tvůrci stránek, kteří ovládají
HTML a CSS, ale ne jazyk na straně serveru.
6.1 Přínos projektu
Projekt, nebo spíše samotný Program naznačuje možnost, jakou by se mohly populární edi-
tory vydat, nebo ukazuje možnou konkurenci pro ně. V případě, že by se Program uchytil
a napsalo by se pro něj dostatek modulů, umožnil by tvůrcům — návrhářům webových
stránek vytvořit stránky s jednoduššími elementy1 bez pomoci programátora a to pro li-
bovolný jazyk na straně serveru, v němž jsou moduly napsány. I když je program funkční
a schopný generovat kód, je nutné ho brát spiše jako prototyp, který má spoustu možností
rozšíření. Proto jsem dal Program na veřejnou síť projektů GitHub2, kde jej může kdokoliv
řízeně upravovat, vylepšovat a přidávat nové funkce, či přídávat nové moduly.
6.2 Možné rozšíření
Pokročílé uživatelské vstupy
Program nyní umožnuje uživateli zadávat uživatelské vstupy pouze ve formátu String. Proto
by se v budoucí verzi programu mohly objevit i uživatelské vstupy jako kolekce, soubor,
třída jiného modulu nebo třeba celý DAO3.
Verzování jazyků a kontrola serveru
V Programu je možné použít jakýkoliv jazyk na straně serveru, ale už se v něm nepočítá
s jejich zpětnou kompatibilitou, ruznými verzemi, popřípadě s použitím jejich rozšíření.
Mohla by být vytvořena určitá hierarchie jazyků s rozšířeným nastavením, popřípadě by
1Při rozšíření programu by bylo možné generovat např. i složitější administrace, aj.
2http://www.github.com/artmachinez/bc
3Data Access Object, návrhový vzor, který implementuje třídu poskytující rozhraní pro přístup k datům
z databáze.
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mohl mít každý modul zaveden test, jestli je na serveru jazyk nainstalován či nakonfigurován
správně4.
Komunikace mezi moduly
Mezi vytvořenými moduly není předepsan žádný způsob komunikace. Nově vytvořený mo-
dul tedy například neví, odkud si brát přihlašovací jméno, pokud nedáme přihlašovacímu
modulu i jemu uživatelský vstup, ve kterém bude název SESSION proměnné, do které se
login uloží. Proto by v programu měly být navrženy a vytvořeny logické celky, do kterých
by se moduly zařazovaly (jako např. login, menu, galerie, . .). Tyto celky by měly každý jiné
definovanými rozhraní pro komunikaci s ostatními moduly.
Události modulů
Každý modul má Javascriptové události definován pouze sám pro sebe a není způsob, jak
obsluhovat události jiných modulů. K vytvoření této možnosti by bylo potřeba nejdřív
vyřešit komunikaci mezi moduly a vytvořit kategorie modulů (viz výše).
Databáze externích JavaScriptových knihoven
Další možné rozšíření by bylo vytvoření systému načítání externích JavaScriptových kniho-
ven, kde by se v modulu jen napsal požadavek na použitou knihovnu a její verzi a Program
by ji pak automaticky vložil do vygenerované stránky. K tomu by byla potřeba databáze
JavaScriptových knihoven, která by byla udržovaná a aktualizovaná.
Úprava jádra pro integraci modulů
Hlubší úprava zobrazovacího jádra (viz 4.5.2) pro spolupráci s náhledy modulů by rozšířila
možnou uživatelskou základnu tím, že by lépe umožňovala manipulovat s objekty v náhledu
stránky. V projektové verzi programu je v jádře zakázán pohyb objektů úplně, protože nešlo
jednoduše docílit spolupráci pohybu nemodulových HTML objektů s moduly.
Systém pro stahování aktualizací a nových modulů
V Programu by mohl být vytvořen systém, který by umožňoval stahovat, nebo aktualizovat
moduly. Tento systém by mohl být synchronizovaný s online serverem, kam by mohli
uživatelé moduly přidávat, popřípadě je zde komentovat, nebo hodnotit.
Další rozšíření
Další měnší rozšíření by mohlo být například vytvoření nastavení celého projektu, od-
kud by moduly mohly číst data nebo vytvoření kontrolního systému, kterým by musel
každý nově vytvořený modul projít. Dále by mohl být vytvořen nástroj pro automatické
přejmenování CSS a JavaScriptových proměnných, aby mezi sebou nebyly v konfliktu (jako
v příkladu kódu 5.3).
4Např. generováním webové stránky, která by vyhodnotila, jestli je jazyk na serveru pro každý použitý
modul v pořádku.
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6.3 Porovnání s podobnými produkty
Díky implementaci generování libovolného jazyka na straně serveru se Program velmi liší
od ostatních vizuálních editorů. Existující vizuální editory jsou určeny spíše pro tvůrce
webových stránek, kteří neumí CSS a HTML5, a to pouze pro generování jednodušších
stránek. Program je oproti nim určen pro tvůrce co HTML a CSS umí, ale dává jim možnost
vytvářet webové komponenty bez znalosti jazyka na straně serveru.
5S výjimkou použití pro rychlý návrh a posléze úpravu webové stránky pokročilými programátory.
29
Literatura
[1] Hazel Morgan: The History of HTML Editors. [Online].
URL http://www.ehow.com/about_5316685_history-html-editors.html
[2] Jason Fitzpatrick: Best WYSIWYG Editor: Adobe Dreamweaver. [Online].
URL
http://lifehacker.com/5580489/best-wysiwyg-editor-adobe-dreamweaver
[3] Le Hors, A.; Raggett, D.; Jacobs, I.: HTML 4.01 Specification . Technická zpráva,
W3C, December 1999.
URL http://www.w3.org/TR/1999/REC-html401-19991224
[4] Poley, E.: RUMU editor: a non-WYSIWYG web editor for non-technical users. In
Proceedings of the 28th of the international conference extended abstracts on Human
factors in computing systems, CHI EA ’10, New York, NY, USA: ACM, 2010, ISBN
978-1-60558-930-5, s. 4357–4362, doi:http://doi.acm.org/10.1145/1753846.1754153.
URL http://doi.acm.org/10.1145/1753846.1754153
[5] Rosson, M.; Ballin, J.; Rode, J.; aj.: ”Designing for the Web”Revisited: A Survey of
Informal and Experienced Web Developers. In Web Engineering, Lecture Notes in
Computer Science, ročník 3579, editace D. Lowe; M. Gaedke, Springer Berlin /
Heidelberg, 2005, s. 605–620, 10.1007/11531371 66.
URL http://dx.doi.org/10.1007/11531371_66
[6] Scott Wiltamuth: VB and C# Coevolution. [Online].
URL http://blogs.msdn.com/b/scottwil/archive/2010/03/09/
vb-and-c-coevolution.aspx
[7] Singer, J.: JVM versus CLR: a comparative study. In Proceedings of the 2nd
international conference on Principles and practice of programming in Java, PPPJ
’03, New York, NY, USA: Computer Science Press, Inc., 2003, ISBN 0-9544145-1-9, s.
167–169.
URL http://portal.acm.org/citation.cfm?id=957289.957341
[8] Spiesser, J.; Kitchen, L.: Optimization of html automatically generated by wysiwyg
programs. In Proceedings of the 13th international conference on World Wide Web,
WWW ’04, New York, NY, USA: ACM, 2004, ISBN 1-58113-844-X, s. 355–364,
doi:http://doi.acm.org/10.1145/988672.988720.
URL http://doi.acm.org/10.1145/988672.988720
[9] Sven Lennartz: 25 Useful WYSIWYG Editors Reviewed. [Online], Naposledy
navštíveno 31. 1. 2011.
30
URL
http://www.smashingmagazine.com/2008/05/06/25-wysiwyg-editors-reviewed/
[10] Vora, P. R.: Design/Methods & Tools: Designing for the Web: a survey. interactions,
ročník 5, May 1998: s. 13–30, ISSN 1072-5520,
doi:http://doi.acm.org/10.1145/275269.275272.
URL http://doi.acm.org/10.1145/275269.275272
31
Příloha A
Obsah přiloženého média
./
Documentation.chm.............................dokumentace v anglickém jazyce
Text/............................................zdrojové kódy technické zprávy
Program/............................zdrojové kódy a externí knihovny Programu
reference/.............................externí knihovny použité v Programu
solution/ .......................................... zdrojové kódy Programu
ProgramExecutable/.....................................zkompilovaný Program
Program.exe.......................................spustitelná část Programu
README.txt.................................................popis obsahu média
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