Abstract
Introduction
The development of an assembly and maintenance environment demands the simulation of physical interaction between the virtual parts of an assembly. This requires the simulation of realistic collisions between objects, and automatic recognition of assembly constraints between virtual assembly parts to support interactive assembly and disassembly operations [1] . In such simulations, collision detection plays an important role in identifying colliding surfaces in order to establish constraint relationships between assembly parts.
The collision detection algorithm presented in this paper is based on surfaces. It determines intersecting surfaces between three-dimensional components, for supporting the recognition of constraints in assembly and disassembly operations in virtual prototyping environments.
Different approaches to find collisions use hierarchical bounding volume (BV) structures to organize the triangles of an object to improve the performance of the collision detection process, by reducing the number of pairs of bounding volume tests. In this paper, it is described an architecture that uses axis-aligned bounding boxes and discrete orientation polytopes (k-dops) for improving the performance of finding collisions. Axis-aligned bounding boxes are faster to intersect but do not approximate objects tightly. Discrete orientation polytopes are better approximations to objects but are more expensive. The algorithm presented takes advantages of the potential of these bounding volumes in the different stages of the collision detection pipeline. This paper is organized as follows. Section 2 presents the most popular collision detection approaches. Section 3 presents the key factors for a collision detection toolkit for supporting assembly and maintenance simulations in virtual prototyping environments. Section 4 presents different bounding volumes used for collision detection. Section 5 presents the architecture and algorithm for the proposed collision detection manager. Conclusions are discussed in section 6.
Background
There are several implementations to solve the narrow phase of the collision detection, based on bounding volume hierarchies that determine intersecting triangles between two objects. They differ on the type of bounding volume used [2] . SOLID uses axis-aligned bounding boxes (AABB) [3] . RAPID [4] implements oriented bounding boxes (OBB); and QuickCD [5] uses k-dops.
The main advantage of SOLID is that AABBs are faster to intersect. Another advantage of using AABBs is that it is simple to update these volumes as an object rotates and translates. The SOLID library performs better than previous toolkits based on AABBs but still yields worse performance than OBB trees for rigid models, since AABBs do not approximate the underlying primitives tightly as OBBs.
RAPID approximates 3D objects with hierarchies of oriented bounding boxes (OBBs). An OBB is a rectangular bounding box with an arbitrary orientation that it encloses the underlying geometry more tightly. The main advantage of RAPID is that OBBs are better approximations to triangles reducing effectively the number of intersecting operations with better performance than other toolkits. The QuickCD toolkit builds a hierarchy tree of discrete orientation polytopes. Discrete orientation polytopes, or k-dops, are convex bounding volumes whose faces are determined by halfspaces whose outward normals come from a small fixed set of k orientations. The main advantage of QuickCD is that k-dops are better approximations to the underlying geometry than AABBs with the advantage of its low cost compared to OBBs. QuickCD best results were comparable with RAPID. However, a major drawback of QuickCD is that allows only one moving object.
Maintenance and Assembly Simulation
The approach developed for assembly and maintenance simulations use assembly constraint-based approach for simulating physical realism and interactivity. This approach relies on a set of geometric constraint relationships that are automatically established or removed as the user manipulates the assembly components [6] . The functional modules used in this approach are collision detection, constraint recognition, constraint satisfaction, constraint management and constraint motion. The automatic constraint recognition process uses collision detection services for various purposes such as (a) to provide collision response to stop object penetration, (b) to identify colliding surfaces to support the recognition of assembly relationships between the assembly parts, (c) to simulate constrained motion, (e) to simulate kinematics motion and sliding, thus assisting users to carry out precise object manipulations. The assembly sequence presented in Figure 1 shows how the basic principles are used in this approach for carrying out a simple assembly task in an interactive fashion.
In Figure 1a , the user picks up the revolute key and moves toward the base. No collisions occur at this stage and the manipulated part is free to move.
In Figure 1 .b, the key collides with the base. The collision detection determines intersecting surfaces which are used to: (a) recognize and establish an "against" constraint; and (b) stop object penetration. Figure 1 .c shows that the user slides the revolute key towards the cylindrical hole. At this stage, the collision detection provides intersecting surfaces for handling constraints events and avoids object penetration. In Figure 1 .d, the key slides into the hole area on the top of planar surface of the base. In Figure 1 .e, the revolute key nearly aligns with the cylindrical hole. At this point the "against" constraint gets removed and at the same time a cylindrical constraint is recognized and established. The removal of the "against" constraint and the recognition of the cylindrical alignment is aided with the knowledge of the intersecting surfaces computed by the collision detection manager. In Figure 1 .f, the user slides the key inside the hole. This involves differentiating between collision detection and contact, by using the knowledge of existing constraint relationships. Again, the knowledge of intersecting surfaces is used for handling constraints and to simulate constrained motion.
This work demands an efficient surface-based collision detection algorithm in order to support realtime recognition of assembly constraints. Virtual prototyping models, generated by Computer-Aided Design (CAD) systems, are surface-based. The recognition of constraints for assembly and disassembly operations relies on the knowledge of the intersecting surfaces.
Choice of Bounding Volumes
Several types of bounding volumes are used for collision detection: spheres, axis-aligned bounding boxes, oriented bounding boxes, discrete orientation polytopes, and many more. Table 1 compares bounding volumes that are currently used in public domain collision detection libraries. This provides an idea about the order of magnitude of the computation time for calculating the worst-case intersection between two bounding volumes. The running experiments were done in a Silicon Graphics ONYX2 with MIPS10000 processors clocked at 250MHz and 4 gigabytes of RAM. Table 1 shows that axis-aligned bounding box is about forty times faster than the oriented bounding boxes. Although the axis-aligned bounding boxes do not enclose the object geometry tightly, they are much faster than oriented-bounding boxes. It is expected in a collision detection cycle that more axis-aligned bounding boxes checks will be required than orientedbounding boxes intersections. Since the axis aligned box intersection tests are less expensive, by introducing an appropriate hierarchy of bounding volumes, this approach can be further improved to achieve better performance. However, the sum of updating and intersecting costs of axis-aligned bounding boxes is greater than that of oriented bounding boxes. This could suggest that, in the end, the total cost for oriented bounding boxes is lower than that of AABBs. However, the number of AABBs updates is significantly reduced by implementing the collision based on the overlapping axis-aligned bounding box [7] .
It is known that the axis-aligned approach will have greater number of bounding volume intersection tests than the oriented bounding box approach. For this reason, the algorithm presented in this paper, also uses discrete orientation polytopes (e.g. k-dops) to improve performance. Using, for example, 18-dops, results in tighter bounding volumes that are better approximations of the underlying geometries, reducing the number of bounding volume overlaps tests. 
Collision detection Algorithm
The collision detection algorithm presented in this section is based on surfaces. It determines intersecting surfaces between three-dimensional components, for supporting the recognition of constraints in assembly and disassembly operations in virtual prototyping environments. Figure 2 presents the architecture of a collision detection algorithm that uses different types of bounding volumes for improving performance.
The filter manager is the first stage of the collision detection process. It uses bounding volumes to filter out primitives that cannot intersect. The algorithm presented in this paper uses a hybrid approach that combines AABBs and k-dops simultaneously to improve performance of the collision detection pipeline. Axis-aligned bounding boxes are a coarse approximation to the underlying primitives, but are very quick, making them a good choice for the first levels of the collision detection process. Thus, the Coarse Bounding Volume filtering process uses axisaligned bounding boxes in the first step of the collision detection process to check if two objects are disjoint. The AABB of each object is considered. If this pair of axis-aligned bounding boxes does not overlap, then the corresponding two objects cannot intersect and the process ends.
Two objects, A and B, are candidate for collision if the corresponding axis-aligned bounding boxes overlap. In this case, the Overlapping Axis-Aligned Bounding Box, OAABB(A,B) of the two objects is determined. This is the volume that is common to the two axis-aligned bounding boxes. The OAABB is used for improving the performance of the collision detection process [7] . The OAABB(A,B) of the two objects is used in the next step of the collision detection process.
In the next step of the collision detection process, the coarse bounding volume manager filters out surfaces that cannot intersect using AABBs and the OAABB. Consider that object A has ns A surfaces, and the object B has ns B surfaces. Two surfaces, S k and S' l , are candidate for intersection if they also intersect the OAABB (A,B) . Surfaces, whose AABBs do not intersect the OAABB, are filtered out. For the remaining m surfaces of each object, the tight bounding volume filtering process intersects the corresponding k-dops. In this step, the approach presented in this paper uses k-dops. These volumes are a better approximation to the underlying geometries. In this way, it is possible to maximize the process of filtering out those pairs of surfaces, whose k-dops do not overlap.
For every pair of candidate surfaces for collision, S k and S' l , whose k-dops overlap, the OAABB A (S k ,S' l ) of the two surfaces is also determined, to be used in the next stage of the collision detection process.
To determine if a pair of surfaces intersects, it is necessary to find a pair of intersecting triangles. However, since the intersection of two triangles is an expensive computational operation, the axis-aligned bounding boxes of each triangle can be used to reduce the number of such operations in a process for filtering triangles.
Consider a pair of surfaces The remaining triangles are candidate for collision. At this point it is necessary to cross-check pairs of triangles for intersection. To reduce the number of triangles intersections, the collision detection algorithm uses k-dops bounding volumes to approximate triangles tighter. Those pairs of triangles whose k-dops do not intersect are filtered out. The final step is to proceed with the intersection between pairs of candidate triangles. If there is a pair of intersecting triangles then the corresponding surfaces is intersecting. A list of colliding surfaces is constructed during this stage.
Conclusions
This paper presents the architecture of a collision detection to determine intersecting surfaces interactively in virtual prototyping environments. The algorithm presented uses a hybrid approach that combines axis-aligned bounding boxes and k-dops. Axis-aligned bounding boxes are used at the higher levels of the collision detection process to filter out quickly primitives that cannot intersect. At the bottom layers of the collision detection process, a tighter process of filtering uses k-dops to eliminate those pairs of primitives that cannot intersect. At this step, k-dops are more effective in the reduction of the number of intersection operations since they approximate underlying geometries tighter.
