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ABSTRACT
In modern cloud-based architectures, containers play a central role:
they provide powerful isolation mechanisms such that developers
can focus on the logic and dependencies of applications while sys-
tem administrators can focus on deployment andmanagement issue.
In this work, we propose a formal model for container-based sys-
tems, using the framework of Bigraphical Reactive Systems (BRSs).
We first introduce local directed bigraphs, a graph-based formalism
which allows us to deal with localized resources. Then, we define a
signature for modelling containers and provide some examples of
bigraphs modelling containers. These graphs can be analysed and
manipulated using techniques from graph theory: properties about
containers can be formalized as properties of the corresponding bi-
graphic representations. Moreover, it turns out that the composition
of containers as performed by e.g. docker-compose, corresponds
precisely to the composition of the corresponding bigraphs inside
an “environment bigraph” which in turn is obtained directly from
the YAML file used to define the composition of containers.
CCS CONCEPTS
•Computer systems organization→Cloud computing; • Soft-
ware and its engineering→ Architecture description languages;
System modeling languages;
1 INTRODUCTION
Nowadays, containers are increasingly adopted in the design and
implementation of cloud-based services. On one hand, containers’
isolation mechanisms support a clear separation of tasks, so that
developers can focus on the logic and dependencies of applications,
while system administrators can focus on deployment and man-
agement issues. With a container image, a service can be run on
premises as well as on every major cloud provider (such as AWS
and Azure). On the other, these isolation mechanisms allow cloud
providers to split and dynamically share computing resources ac-
cording to the a specified multi-tenant model. The flexibility and
openness of containerized architectures support easier integration,
scalability, dynamic deployment and reconfiguration.
However, collecting, connecting and coordinating (orchestrating)
containers into a complete working system is not an easy task. Some
of the duties of the administrator are: provisioning and deployment
of containers; providing each container the resources it needs (e.g.
volumes for file storage); establishing networks between containers;
exposing services running in a container to the outside world;
remapping port addresses in order to avoid conflicts; etc.
In order to simplify this task, the administrator is provided with
tools and utilities supporting the deployment and management
of containers; some examples are Docker’s docker-compose and
Kubernetes’ kubectl. Still, these tools are complex and error-prone:
in their configuration files (for example, docker-compose.yml) it is
easy to overlook a required resource, or to mismatch service names,
or to misconfigure a network connection hindering communica-
tions between containers or (even worse) allowing for unexpected
and possibly dangerous communications. These problems may be
caught at the system’s start-up (e.g., a missing image), but may arise
suddenly at any time during the system lifetime, causing service
malfunctions and interruptions. In fact, at the moment a system’s
configuration is defined by trial-and-error: a draft configuration
is tested and if errors occur some corrections are made; this op-
eration is repeated several times before the deployment becomes
operational, with no guarantee of further misbehaviours.
This situation would benefit from formal models of container-
based architectures. These models should abstract from the applica-
tion level details, but still be detailed enough to capture the aspects
concerning the composition and connections of containers. They
should allow us to express formally important properties of these
systems, and they should support tools for the analysis, verification
and manipulation of system’s architectures and configurations.
In this work, we propose such a model, within the framework of
Bigraphical Reactive Systems (BRSs), a family of graph based form-
alisms introduced as a meta-model for distributed, mobile systems
[11, 15, 18]. In this approach, system configurations are represen-
ted by bigraphs, graph-like data structures capable to describe at
once both the locations and the logical connections of (possibly
nested) components. The evolution of a system can be defined in a
declarative way by means of a set of graph rewriting rules, which
can replace and change components’ positions and connections.
Like graphs, bigraphs are abstract objects with a precise math-
ematical formulation, but they have also a simple and accessible
graphical representation; see Figure 1 for an example. For this
reason, this formalism is a prefect candidate for closing the gap
between abstract models for formal methods and tools, and concrete
graphical languages for system designers and developers. Indeed,
BRSs have been successfully applied to the formalization of a broad
variety of domain-specific models, including context-aware sys-
tems and web-service orchestration languages; a non exhaustive
list is [1, 5, 7, 11, 13, 20, 24, 25]. Beside their normative power, BRSs
are appealing because they provide a range of general results and
tools, which can be readily instantiated with the specific model
under scrutiny: libraries for bigraph manipulation (e.g., [2] and jLib-
Big [16, 17]), simulation tools [12, 14], graphical editors [8], model
checkers [23], modular composition [22], etc. Moreover, since bi-
graphs can be naturally composed, this model allows for modular
design of container-based services.
The rest of the paper is structured as follows. In Section 2 we
introduce local directed bigraphs. In Section 3 we apply this form-
alism to model container-based systems, with some examples and
showing the correspondence between bigraph composition and
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Figura 4.3: Un esempio di bigrafo di un Container.
0 1 2
pÕ1 pÕ2C1 C2 C3netvol
p1 p2C1 C2 C3net net netvol
Figura 4.4: Esempio di bigrafo per composizione.
Figure 1: A bigraph representing a container. Upper names
represent services and resources (volumes, networks) re-
quested or offered to the environment. Lower names repres-
ent services requested or offered to internal components.
container compositions à la docker-compose. Some applications
of this model to the formalization and verification of security and
safety properties about containers are briefly described in Section 4.
In Section 5 we briefly mention sorting disciplines for ruling out
spurious (i.e. non well-formed) states, which can be useful for en-
forcing structural properties of architectures. Finally, in Section 6
we draw some conclusions and sketch directions for further works.
2 LOCAL DIRECTED BIGRAPHS
In order to define the formal model for containter-based systems, in
this sectionwe introduce local directed bigraphs, a variant of directed
bigraphs [10] which allows us to deal with localized resources.
Definition 2.1. A (local) interface is a listX = ⟨X0, . . . ,Xn⟩ where
each Xi is a pair of disjoint finite sets (X+i ,X−i ). Elements of X+i ,
X−i are called positive (resp. negative) names at i . The pair (X+0 ,X−0 )
contains the global (i.e., non localized) names. We define
X+ ≜ ⊎ni=0 X+i X− ≜ ⊎ni=0 X−i width(X ) ≜ n
Two interfaces X , Y can be juxtaposed yielding a new interface:
X ⊗ Y ≜ ⟨(X+0 ⊎ Y+0 ,X−0 ⊎ Y−0 ), (X+1 ,X−1 ), . . . ,
(X+n ,X−n ), (Y+1 ,Y−1 ), . . . , (Y+m ,Y−m )⟩
This operation is associative, and the unit is ϵ ≜ ⟨(∅, ∅)⟩. □
A (polarized) signature K is a set of elements which form the
syntactic basis of bigraphs. Each type c ∈ K is in fact a polarized
arity c = ⟨n,m⟩, for some n,m ∈ N.
Definition 2.2. Let K be a signature and I ,O two local interfaces.
A local directed bigraph (ldb) B from I to O , written B : I → O , is a
tuple B = (V ,E, ctrl ,prnt , link) where
• V and E are the sets of nodes and edges respectively;
• ctrl : V → K is called the control map, and assigns each
node an arity;
• prnt : width(I ) ⊎ V → V ⊎ width(O) is called the parent
map, and describes the nesting structure of the bigraph (i.e.,
it has to be a forest);
• link : Pnt(B) → Lnk(B) is the link map, which describes
the directed graph structure, and it is given by the disjoint
union of n + 1 maps linki : Pnti (B) → Lnki (B) such that
∀x ∈ link(I+i )∩I−i : |link−1(x)| = 1, and∀y ∈ link(O+i )∩O−i :
|link−1(y)| = 1;
where ports, points and links are defined as follows, for i ∈ {0, . . . ,n}:
Prt+i (B) ≜
∑
v ∈V
prnt ∗(v)=i
π1(ctrl(v)) Prt−i (B) ≜
∑
v ∈V
prnt ∗(v)=i
π2(ctrl(v))
Pnti (B) ≜ I+0 ⊎O−0 ⊎ I+i ⊎O−i ⊎ Prt+i (B) Pnt ≜
n⊎
i=1
Pnti
Lnki (B) ≜ I−0 ⊎O+0 ⊎ I−i ⊎O+i ⊎ E ⊎ Prt−i (B) Lnk ≜
n⊎
i=1
Lnki
I and O are called inner and outer interfaces of B, respectively.
The localities of the outer interface are called roots, while those of
the inner interface sites. □
Notice that, by definition of prnt , nodes and sites have to be put
under either another node or a root. Hence, differently from names,
nodes and sites cannot be global—in fact, there is no root 0.
When interfaces correspond, bigraphs can be “grafted” putting
roots of one inside sites of the other and connecting links respecting
directions as expected. This yields a definition of bigraph compos-
ition: for B1 : X → Y , B2 : Y → Z two ldb, their composition
B2 ◦ B1 : X → Z is defined as
B2 ◦ B1 ≜ (V1 ⊎V2,E1 ⊎ E2, ctrl1 ⊎ ctrl2,prnt , link)
where prnt : width(X ) ⊎ V → V ⊎width(Z ) and link : Pnt(B2 ◦
B1) → Lnk(B2 ◦ B1) are defined as expected:
prnt(w) =

prnt1(w) ifw ∈ width(X ) ⊎V and
prnt1(w) ∈ V1
prnt2(prnt1(w)) ifw ∈ width(X ) ⊎V and
prnt1(w) ∈ width(Y )
prnt2(w) ifw ∈ V2
link(p) =
{
prelink(p) if prelink(p) ∈ Lnk(B2 ◦ B1)
link(prelink(p)) otherwise
where
prelink ≜ link1 ⊎ link2
: Pnt(B2 ◦ B1) ⊎ Y+ ⊎ Y− → Lnk(B2 ◦ B1) ⊎ Y+ ⊎ Y−
Pnt(B2 ◦ B1) = X+ ⊎ Z− ⊎ Prt+(B1) ⊎ Prt+(B2)
Lnk(B2 ◦ B1) = X− ⊎ Z+ ⊎ Prt−(B1) ⊎ Prt−(B2).
The identity bigraph on I is IdI = ⟨∅, ∅, ∅, id, id⟩.
Bigraphs can be combined also by juxtaposition, or tensor product.
For B1 : I1 → O1, B2 : I2 → O2 two ldb, their product B1 ⊗ B2 :
I1 ⊗ I2 → O1 ⊗ O2 is defined as
B1⊗B2 ≜ (V1⊎V2,E1⊎E2, ctrl1⊎ctrl2,prnt1⊎prnt2, link1⊎link2).
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version: ’2’
services:
wp:
image: wordpress
links:
- db
ports:
- "8080:80"
networks:
- front
volumes:
- datavolume :/var/www/data:ro
db:
image: mariadb
expose:
- "3306"
networks:
- front
- back
pma:
image: phpmyadmin/phpmyadmin
links:
- db:mysql
ports:
- "8181:80"
volumes:
- datavolume :/data
networks:
- back
networks:
front:
driver: bridge
back:
driver: bridge
volumes:
datavolume:
external: true
Codice 4.1: Un esempio di docker-compose.yml
(a) Container
proc
(b) Processo
(c) Richiesta
(d) Rete
(e) Volume
Figura 4.1: Rappresentazione grafica della segnatura.
process
container
request
network
volume
Figure 2: Signature for container bigraphs.
Therefore, given a signature K , the local interfaces and local
directed bigraphs overK form the objects and arrows of a monoidal
category LDB(K).
3 BIGRAPHS FOR CONTAINERS
Bigraphs provide a flexible and immediate framework for design-
ing models and studying their relations in a principled way [19].
The main advantage of this approach is that it provides us with
a mathematically sound hierarchy of models providing different
levels of abstraction to cater to the various analysis and properties
of interest. We introduce the general approach by defining a model
for a possible abstraction level possible model. Although it is im-
possible to fully explore the hierarchy of possible models in the
scope of this work, we identify aspects related to compositional-
ity and modularity that is reasonable to expect in any bigraphical
model of container systems and show how to capture them using
primitives of the framework available in any model.
3.1 A signature for containers
Once we have defined the algebraic framework of our model, we
can introduce a signature for containers. The signature we consider
in this paper, and depicted in Figure 2, is the following:
K = {container : (0+, 1−),
processr,s : (r+, s−),
request : (1+, 1−),
network : (1+, 1−),
volume : (1+, 1−)}
where
• type container is for nodes that represent a container identi-
fied by the name connected to its only input port;
• type processr,s is for nodes that represent running processes
that consumes services connected to its s input ports and
offers services over its r output ports (for simplicity we
will often omit r and s ans simply write process instead of
processr,s );
• type request is for nodes that represent requests being pro-
cesses by services implemented by the container;
• type network is for nodes that represent network interfaces
in the container, network interfaces are connected to form a
network through the link graph (see e.g. Figure 3);
• type volume is for nodes that represent volumes in the con-
tainer with linkage providing the associated directory in the
host filesystem.
These basic elements can be nested and connected, as defined in
Section 2, yielding bigraphs such as the one in Figure 1. Its inner
interface is
⟨(∅, ∅), ({s1, s2, l in1 , l in2 }, {r1})⟩
and its outer interface is:
⟨(∅, ∅), ({v, lout1 , lout2 ,n1,n2}, {p1,p2,p3,C})⟩.
This bigraph has one root, represented by the red dotted rectangle.
Under this root there is one container node, which contains three
process nodes, one volume node, two network nodes, a request
node, and one site (the gray area). Arrows connect node ports and
names, respecting their polarity. The intended meaning of arrows
is that of “resource accesses”, or dependencies. In this example,
the container offers services to (i.e., accepts requests from) the
surrounding environment on port p1,p2,p3, and needs to access a
volume v and two networks n1,n2. The site is a “hole”, meaning
that it can be filled by adding another bigraph containing processes
(which can access to services offered inside the container through
s1, s2) and resources (which proc3 can access through r1). Filling a
hole with another bigraph corresponds to the composition defined
in the previous subsection, and as such it is subject to precise formal
conditions, similar to composition of typed functions; in particular,
a name of one interface can be connected to that of another interface
if their polarity is the same.
3.2 Composition of containers is composition
of bigraphs
An important example of bigraph composition is represented by the
composition of containers, as performed by, e.g., docker-compose.
In this case, the context bigraph can be obtained automatically from
the docker-compose.yml file.
As an example, let us consider the docker-compose.yml in Fig-
ure 3. Its corresponding “context” bigraph is shown in Figure 4(a).
This bigraph has one root (representing the whole resulting sys-
tem), as many holes as components (“services”) to be assembled,
the (possibly shared) networks and volumes that each container
requires, and exposes the (possibly renamed) ports to the external
environment. Three bigraphs with the correct interfaces (Figure
4(b)) can be composed into the environment, yielding the system
in Figure 4(c). This resulting system can be seen as a “pod”, and
which can be composed into the site (of the right interface) of other
bigraphs, in a modular fashion.
The correspondence between docker-compose.yml files and
environment bigraphs can be made formal; in fact, we have imple-
mented a tool which translates docker-compose YAML files into
composition bigraphs, taking advantage of the library jLibBig for
bigraph manipulation.
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version: '2'
services:
wp:
image: wordpress
links: [db]
ports: ["8080:80"]
networks: [front]
volumes: [datavolume:/var/www/data:ro]
db:
image: mariadb
expose: ["3306"]
networks: [front, back]
pma:
image: phpmyadmin/phpmyadmin
links: [db:mysql]
ports: ["8181:80"]
volumes: [datavolume:/data]
networks: [back]
networks:
front:
driver: bridge
back:
driver: bridge
volumes:
datavolume:
external: true
Figure 3: Example of docker-compose.yml configuration file.
4 APPLICATION: ANALYSIS OF CONTAINERS
ARCHITECTURES
Once a container architecture is represented as a bigraph, it can be
easily analysed and manipulated. Many properties about containers
can be formalized as properties of the corresponding bigraphic rep-
resentations and hence verified using well-known techniques from
static analysis and model checking. In this section we exemplify
this approach by describing two properties about containers which
can be easily verified on their bigraphic representation (and which
are not verified by docker-compose). In fact, we have already im-
plemented a prototype checker to verify these properties.
4.1 Links correctness
A desirable correctness property about a container configuration
is the following: “no container requires links to containers that
cannot be reached through any shared networks”. Violating this
property could lead to run-time misbehaviours, as soon as a con-
tainer tries to access a service which cannot be reached.
This property can be easily formalized as a property on the
bigraph modeling a container composition (i.e., obtained from a
YAML file): for all different containers C1,C2, if there exists a link
from C1 to the (only) port of C2 then there exist a node N1 of type
network in C1, a N1 in C2, which are connected to the same name.
As an example, the composition in Figure 3(c) satisfies this property:
lmysql is connected todb and indeed there is a name (“front”) which
is connected to by a network in each containerwp and db; similarly
fo pma and db (via “back”). This property can be easily verified by
a simple reachability check, as implemented in our prototype tool.
4.2 Network security levels safety
Let us suppose that networks connecting the containers are ordered
according to a security hierarchy, specified by the user as a set of
ordering assertions of the form n > m. A simple security isola-
tion policy can require that information from (more confidential)
network n should not leak to a (lower secure) networkm—but the
flow in the other direction is allowed. A composition configuration
violates this policy if there is a “channel”, through any number of
containers, volumes, and networks, connecting two networks of
different security levels against the established order.
We can verify if a given configuration violates this policy by
looking for order-violating paths between networks nodes in the
corresponding bigraph. To this end, the bigraph B modelling the
system is visited in order to build a bipartite graph G as follows:
• nodes of G are each container, network and volume of B;
• for each c container and r a network from which c can read,
the arc (r , c) is added to G; if c can also write to r , then the
arc (c, r ) is added to G. The same applies to volumes.
Then, for each pair of nodes h, l such that h > l (in the transitive
closure of the order), we check that there is no directed path from
h to l in the graph G. If this is the case, then the configuration
respects the separation policy. Otherwise, an information leakage
is possible and hence a warning is raised.
As an example, let us consider again the system in Figure 3(c), and
let us suppose that “back > front”. In the corresponding bipartite
graph, there is a path from “front” to back, via the container db.
5 SORTING
Besides a signature, bigraphical models usually include a sorting
discipline for ruling out spurious (i.e. non well-formed) states. In
their more general form sortings are judgments over bigraphs and
can be used tomodel additional properties such as “only the backend
interacts with the database” in rigorous and declarative ways.
There are several classes of sortings with specific properties that
are of interest for automated verification, in particular decompos-
able sortings [4] and match sorting [2]. Decomposable sorting are
stable under decomposition: if a bigraph is well-sorted then all its
decompositions are well-sorted. Match sorting disciplines specify
sets forbidden bigraphs: a bigraph is well-sorted if it is impossible
to find an occurrence (a match) of any of the forbidden bigraphs.
Although decomposable sortings allow for some clever checking
algorithms [4, 6, 9], these are in general reduced in models with
low levels of nesting as the ones expected for containers. Instead,
checking if a bigraph is well-sorted according to a match sorting
discipline can be done efficiently since the matching problem is
fixed-parameter tractable [3], and hence for every set of forbidden
bigraphs there is an algorithm that can check for occurrences in
polynomial time.
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Figura 4.5: Esempio di composizione.
4.4.2 Condivisione di reti
Altra possibile situazione di errore e` quella in cui si e ettua una links tra due container, ma questi non
condividono nessuna rete. In questo caso dev’essere riportato un errore all’utente. L’esecuzione in questo
caso produrrebbe dei risultati inconsistenti. Docker Compose non e ettua alcun controllo sulla verifica
di questa condizione.
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controlli relativi a due container connessi da una links, netc e netd gli insiemi dei nomi delle reti di c e d,
rispettivamente. A nche´ la proprieta` sia garantita deve valere: netc fl netd ”= ?. Nel bigrafo e` possibile
costruire questi insiemi a partire dai nodi di tipo container.
4.4.3 Gerarchia delle reti
A fini di sicurezza potrebbe risultare necessario che nel proprio sistema, in presenza di piu` reti, si voglia
garantire che queste non entrino in contatto, per evitare fughe di informazioni non desiderate. Un
esempio potrebbe essere quello di una scuola. Per esempio dalla rete delle aule usate dai ragazzi non
deve essere consentito accedere alla rete degli u ci amministrativi, mentre il viceversa e` lecito.
Docker Compose non o re nessuno strumento per attuare una simile verifica. Tramite modello
bigrafico e` possibile e ettuare questo controllo. Nella sezione 6.2.2 viene presentato un algoritmo che
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Figura 4.6: Il bigrafo dopo la composizione.
svolge questo tipo di analisi a partire da un bigrafo modellante un file di configurazione di Docker
Compose.
Composite
Figure 4: Example of composition: (a) the composition environment (corresponding to the YAML file in Figure 3); (b) the
containers to be ass mbled; (c) the result of the composition.
6 CONCLUSIONS
In this paper we have introduced a bigraphic model of container-
based systems. In this model, containers and con ainer configura-
tions are represented by bigraphs, which are graph-like data struc-
tures capable to describe at once both the locations and the logical
connections of (pos ibly nested) components of a sys m. Com-
position of bigraphs correspond precisely to the composition of
containers, as performed, e.g., by docker-compose. This repres-
entation can be used for analysing and ve ifying properties of
container-based.
Up to our knowledge, this is one of the first formal models for
container-based systems. Maybe the closest work is [21], where a
model-driven management of Docker containers has been proposed.
This model enables the verification of containers architecture at
design time. One differ nce with our wo k is that ur model is
co ositional by construction, allowing naturally a m dular design
and analysis of containers and components.
In this paper we have considered only the static aspects of con-
tainer based systems. As future work, we int nd to xtend our ap-
proach to dynamic properties of the systems. Evolution of bigraphic
F. Burco, M. Miculan, and M. Peressotti
systems are usually specified by means of a set of graph-rewriting
rules. In our setting, these rewriting rules can be used to model vari-
ous system reconfigurations, e.g. scaling up/down or component
replacement. Correspondingly, we will be able to take into account
other properties, such as safety invariants and liveness properties.
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