Seven graduate students in a seminar on classroom computing received instruction in LOGO programming. Programming protocols were collected periodically and examined for errors and misconceptions; in-depth interviews were conducted in order to understand specific misconceptions better. As novice students transit from instruction to experience in LOGO, they develop a systematic set of misconceptions concerning the flow of control in programs. These misconceptions result in programming errors including unnecessary repetition of statements, inadequate use of conditional statements, non-existent or inappropriate combination of Boolean operators, failure to initialize variables, and difficulty traksferring simple recursive structures developed in the graphics mode to the list processing mode. In addition, students with prior programming experience in BASIC inappropriately attempt to superimpose the iterative FOR...NEXT loop of this language onto recursion in LOGO. The origins of these misconceptions are traced to general properties of cognition and also to specific instructional practices. Four recommendations for instructing novices in LOGO are included.
As computers become more available_in school systems, their functions expand irom administrative record-keeping to include instruction in classrooms. Progr..mmiug is one of the most widely practiced instructional activities related to computer "literacy" (Becker, 1982) . Consequently, research is needed to eilineate the prospects and pitfalls students encounter as they learn a programming language. Accordingly, this research details some of the misconceptions students develop as they learn to program in Logo (Papert, 1980) for the first time.
Misconceptions may be distinguished from simple errors in that the former derive from application of a coherent organization of knowledge about programming, also called a schema (Brewer & Nakamura, 1984 , Stevens, Collins & Goldin, 1979 . To illustrate, a misconception-based error may result from a misunderstanding about the conditions of application for a looping construct such as recursion. In this instance, a student may fail to include a conditional test when creating a recursive function. The error would be considered schematic in that it results from application of incomplete, or incorrect knowledge. Consistent repetition of errors is expected for as long as the learner hoids the incorrect conception. In contrast, another error might include a failure to recall the preciae syntax for a loop, especially when the loop is embedded within a larger problem. This error is more easily Sauers, 1984). Consequently. this error would not be considered schematic.
A second purpose of this study was to contrast the :learning of students with prior programming experience with an imperative language such as BASIC with the learning of students who had no prior programming experience. Although it is widely assumed that prior experience with a programming language will inevitably transfer positively to the learning of a second language, we had reservations which are detailed later. To anticipate, an imperative language such as BASIC often includes no provision for recursion.
Hence, students learning Logo-based recursion may incorrectly apply iterative concepts learned during BASIC programming. Thus, prior BASIC learning may interfere with, rather than facilitate, acquisition of Logo in some instances.
Logo was chosen for this study because it is an exemplar of a declarative langliage (Eisenbach & Sadler, 1985) and because it is often taught in schools. Among the programming concepts in Logo, the flow of control (the order of statement execution) was selected as the focus of this study. Previous research indicates novice programmers experience difficulty implementing an appropriate flow of control, yet knowing how to organize the flow of control constitutes the foundation of structured programming (Copper & Clancy, 1982; Luehrmann & Peckham, 1984; Mayer, 1981; Miller, 1981; Pratt, 1978; Soloway, Ehrlich, Bonar & Greenspan, 1984; Soloway, Bonar & Ehrlich, 1983; Vessey & Weber, 1984) . Application of structured programming techniques results in well written programs, 2 5 and consequently receives particular emphasis during instruction in programming.
Models of errors and misconceptions
Models of errors and misconceptions emerge from programming Adeals. Ideal programs, like ideal written compositions, usually reflect a top-down modular structure which accomplishes the intended task efficiently and clearly from the perspective of a potential audience (Bennett & Walling, 1985 Considering a program as a composition (Newkirk, 1985) , stylistic errors correspond to deficient monitoring of one's intended audience. In summary, clerical and syntactical errors are relatively minor wLen co,ttrasted to the higher-order errors concerning semantics, logic and style.
Previous research indicates a preponderance of higher-order errors in tt,e protocols of novice programmers (Boies & Gould, 1974; DuBoulay & O'Shea, 1981 , Friend, 1975 , Youngs, 1974 . In these studies, syntactic and clerical errors did not seem to be a great source of difficulty for novices because these errors are not as difficult to debng as are semantic errors. For instance, syntactic and clerical errorA are detected easily by the interpreter or compiler of thfl language but higher-order errors (semantic, logical and stylistic errors) are more subtle. Often, higher-order errors need to be debugged without the benefit of informative error messages, Consequently, in this research Ile focused on higher-order errors.
Flow oZ control
Novices usually experience difficulty when leaining about the flow of control, which requires knowledge of conditional statements and lcopings. Novice programmers often use looping constructs inappropl.iately (Joni, Soloway, Goldman & Ehrlich, 1983; Soloway, 4 Bonar & Ehrlich, 1983; Soloway, Ehrlich, Bonar & Greenspan, 1984; Waters, 1979; Pratt, 1978; Woodward, Hennell & Hedley, 1979) .
Inapproriate use of looping constructs may be traced to several sources. For instance, novices typically lack strategic knowledge concerning which statements belong in the loop, what to put outside of the loop, and where to put conditional statements (Soloway, Bonar & Ehrlich, 1983; Vessey & Weber, 1984) . In short, novices have declarative knowledge concerning loop construction but must learn how to implement that knowledge (Anderson et al., 1984 and REPETITION-UNTIL (test condition at the end of the loop) loops (Martin, 1985) . Consequently, successful construction of recursive 5 loops in Logo requires knowledge of how to create conditional statements, where to put the conditional statements and when to apply recursive rather than iterative (REPEAT command) procedures.
Using Looping Constructs
Successful use of looping constructs requires knowledge of how to (1) set up loop control variables, (2) initialize variables, (3) update variables, and (4) terminate the loop (Pratt, 1978 In this study, we intended to apply the framework described above to examine errors as students attempted to develop appropriate control structures for problems we presented to them.
In sum, we proposed to examine students' implementation of looping constructs, particularly recursion, as they learned Logo for the first time. Consequently, we investigated students' implementations of conditiohal statements, loop control variables, variable initialization and updating, loop termination, and the overall flow of control.
Method
Subjects. Participants were 7 graduate students participating in a seminar on classroom computing (Fall, 1985) . Four students in group B (ASIC) reported previous programming experience with BASIC.
The other three students were characterized as group A (MATEUR: no programming experience). Anecdotal observations of 15 .3tudents who had participated in a similar seminar the previous semester (Spring, 1985) are also occasionally referred to in the following sections.
However, except where explicitly mentioned, the results and discussion deal with the 7 students.
Instructional procedures. Each student received instruction in
Logo programming for 1.5 hours each week for eight weeks. Each student had his or her own microcomputer and had unlimited access to these microcomputers during the semester for practice. Instructional topics included turtle graphics, procedures, top-down programming, planning, variables (global vs local), conditional commands, recursion, words and lists, looping constructs (while, do until, repeat loops, stop rules), and logical operations (and, or, not) .
During the instruction, three programming assignments were given to students. The programming assignments were sufficiently complex to require nontrivial use of recursive procedures, but were simple 3. Construct a rock-scissors-paper game for one player and a computer. Recall that to win: scissors cuts paper, paper covers rock, and rock smashes scissors. To tie: both the player and the computer pick the same thing. To lose: anything else.
Observational procedures. Students' programming protocols were collected periodically as they wrote programs, and in-depth interviews were conducted informally in order to understand specific misconceptions better. Students' performance wa#nalyzed with respect to: (1) initialization of loop variables, (2) updating loop control variables, (3) loop termination, (4) overall structure of the flow of control, (5) unnecessary repetition of commands and procedures, (6) use of infix (e.g. 2 + 3) and prefix (e. g. SUM 2 3) notation, and (7) use of conditional statements.
Results
Errors and misconceptions common to most subjects regardless of previous programming experience are reported first, followed by those which seemed more prevalent among students with prior programming experience with BASIC (n = 4).
Errors and misconce tions common to both rou s 9
Common errors included (1) misconceptions concerning the use of infix notation in recursive procedures, (2) unnecessary repetition of statements, (3) inappropriate use of conditional statements, (4) inefficient use of logical operations and (5) inappropriate variable initialization. In this section, we also include conjectures concerning the origins of these errors.
Negative transfer resulting from the use of infix notation.
Among 15 participants in the first seminar (Spring, 1985) , all were able to write simple recursive procedures in the graphics mode but most (n = 13) were not able to transfer spontaneously this knowledge to list processing. For example, students were able to write a The origin of this failure to transfer the structure of recursive procedures from the graphics to the list mode appeared to derive from the transition between infix and prefix notations (:SIDE + 5 is an example of an infix notation and SUM :SIDE 5 is the corresponding prefix notation). That is, in the graphics mode, students knew that :side + 5 was an operation on a variable but perhaps 'the tacit (and automatic) form of this kaowledge obscured the role of operations which manipulate parameters in recursion.
Hence, the prefix form of the operation required in list processing (e. g. BUTFIRST :listl) was difficult for students to comprehend. We speculate that students incorrectly focused on the surface feature of the form of the operation (infix notation) rather than on the more general notion that recursive procedures act through operations at each call of the procedure. Follow-up instruction, re-formulating the first procedure with the prefix notation, appeared to remove this source of confusion. In the second class (n = 7) all students spontaneously made the transition between the graphics and list modes for simple recursive functions.
11
14 Studies in Boolean logical thinking suggest four possible ways to combine truth tables: conjunction, disjunction, conditional, and biconditional. Among these four, conjunction appears to be easiest for novice programmers to code (Mayer, 1983 , Gorman, 1982 ; conjunction is coded as "AND". Consequently, subjects preferred AND and avoided the more complex mappings of logic into code entailed by combining Boolean operators.
Variable initialization. Beginning programmers often forget to initialize variables within programs which often leads to unanticipated action by the program. In Logo, variables may be assigned global values in a general workspace independent of any specific procedure. Hence, when writing programs with variables, students often relied upon this tactic to initialize variables. Failure to Initialize a variable within a procedure is encouraged by some features of Logo, as noted above. Moreover, Miller (1981) found that in natural language initialization is implicitly done while in a programming language initialization should be specified explicitly. Therefore, initialization requires novice prortrammers' attention. Although a failure to initialize a variable is tvally corrected easily by referring to the error messages generated by the Logo interpreter, it leads to the development of a more subtle stylistic error --programs with invisible structures.
Errors and misconceptions which Varied by Group
Errors and misconceptions which varied in proportion between groups (group A, n=3, no prior programming experience; group B, n=4, prior programming experience with BASIC) include those concerning
(1) use of a "goto" looping structure for recursion, (2) inappropriate use of syntax to initialize variables, (3) Planning before coding. Although students readily accepted the idea of planning before coding, such declarative knowledge had to be translated into specific procedures. We found that students had the most difficulty with the "grain" of the plan. For instance, students often planned specific procedures, reflecting "local" plans, while they simultaneously failed to consider relations among procedures.
Hence, we speculate that concrete examples of the interplay between global and local plans may help students develop better plans. In 27 30 this instance, a rigid adherence to top-down planning is not useful because novices do not have enough knowledge to develop effective plans in a purely top-down fashion. Just as writers use an outline dialectically with ongoing text processing, novice programmers need to view an initial top-down analysis as a temporary framework which will likely need to be revised during the course of programming.
In summary, results of this study corroborate those of previous studies which suggest that novice programmers tend to develop a systematic set of misconceptions as they transit from instruction to experience. Although the origins of these misconceptions may be traced to more general properties of cognition (Anderson et al., 1984) , several of the misconceptions observed in this study appear remediable through instruction. Finally, prior programming experience may lead to negative transfer when old templates which have surface but not deep-structure resemblance to constructs in the new langauge are nevertheless used as analogical bridges.
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