













POLIS I LLADRES 






















Marc Bergés Garrido 
Juny 2014 
Director: Miquel Barceló Garcia 
Departament: ESSI 




























També vull mostrar el meu agraïment... 
  
A en Miquel Barceló, director del projecte, per haver-me donat l’oportunitat de realitzar-lo 
sota la seva tutela i per la seva ajuda. 
 
A la Laia, per tots els ànims rebuts. 
 
Al meu pare i a la meva germana pel seu suport i confiança al llarg de tants anys. 
 
I als grans amics que he fet a la universitat: Charlie, Óscar, Javi, Héctor, Hilario, Manel, 










1 INTRODUCCIÓ ............................................................................................................... 7 
2 EL JOC ............................................................................................................................ 8 
3 ESTUDI PREVI ...............................................................................................................11 
4 DISSENY I IMPLEMENTACIÓ ........................................................................................12 
4.1 Plantejament i recerca d‟informació ..........................................................................12 
4.1.1 Objectiu .............................................................................................................12 
4.1.2 Requeriments ....................................................................................................12 
4.1.3 Metodologia .......................................................................................................14 
4.1.4 Entorn i llenguatge de programació ...................................................................16 
4.2 Preparació de l‟entorn de treball ...............................................................................18 
4.2.1 Objectiu .............................................................................................................18 
4.3 Adquisició de coneixements .....................................................................................19 
4.3.1 Objectiu .............................................................................................................19 
4.3.2 Treballar amb Unity ............................................................................................19 
4.3.3 Conclusions .......................................................................................................29 
4.4 Creació de les cartes ................................................................................................30 
4.4.1 Objectiu .............................................................................................................30 
4.4.2 Procés ...............................................................................................................30 
4.4.3 Documentació ....................................................................................................35 
4.5 Implementació de la baralla ......................................................................................36 
4.5.1 Objectiu .............................................................................................................36 
4.5.2 Procés ...............................................................................................................36 
4.5.3 Documentació ....................................................................................................39 
4.6 Resta d‟elements......................................................................................................39 
4.6.1 Objectiu .............................................................................................................39 
4.6.2 El taulell de joc ...................................................................................................39 
4.6.3 Les mans dels jugadors .....................................................................................45 
4.6.4 Els menús ..........................................................................................................47 
4.6.5 Documentació ....................................................................................................50 
4.7 Interacció .................................................................................................................51 





4.7.2 Procés ...............................................................................................................51 
4.8 Regles del joc ...........................................................................................................56 
4.8.1 Objectiu .............................................................................................................56 
4.8.2 Procés ...............................................................................................................56 
4.9 Joc en xarxa .............................................................................................................59 
4.9.1 Objectiu .............................................................................................................59 
4.9.2 Plantejament ......................................................................................................60 
4.10 Intel·ligència artificial ..............................................................................................61 
4.10.1 Objectiu ...........................................................................................................61 
4.10.2 Plantejament ....................................................................................................61 
4.10.3 L‟algorisme minimax ........................................................................................62 
4.10.4 Implementació del minimax ..............................................................................64 
4.10.5 Nivells de dificultat ...........................................................................................67 
4.11 Portació a d‟altres plataformes ...............................................................................67 
4.11.1 Objectiu ...........................................................................................................67 
4.11.2 Procés .............................................................................................................67 
4.12 Documentació ........................................................................................................71 
4.12.1 Objectiu ...........................................................................................................71 
5 ESTUDI FINAL ...............................................................................................................72 
6 CONCLUSIONS .............................................................................................................75 
7 BIBLIOGRAFIA ...............................................................................................................76 
ANNEX A : REGLES DEL JOC ..........................................................................................77 





1  INTRODUCCIÓ 
L‟objectiu d‟aquest Projecte Final de Carrera és dur a terme el disseny i la implementació 
d‟un videojoc. Concretament es tracta d‟un joc de cartes anomenat Polis i lladres i és una 
adaptació creada per en Miquel Barceló d‟un joc ja existent. 
 
Juntament amb la premissa del joc de cartes s‟han pactat una sèrie de requisits que 
aportaran contingut al projecte. Aquest s‟haurà de poder jugar a través d‟Internet o bé de 
manera local contra una intel·ligència artificial que haurà de tenir diferents nivells de dificultat 
(fàcil, mitjà i difícil), s‟haurà de poder jugar a diferents plataformes i haurà d‟estar traduït a 
diferents idiomes (català, castellà i anglès). 
 
En primer lloc es durà a terme un estudi per decidir el llenguatge de programació i l‟entorn 
en el qual treballar i que facilitin al màxim la tasca assignada. El requeriment que tindrà més 
impacte en aquesta decisió és el fet d‟haver de publicar el joc en diferents plataformes ja que 
una mala elecció pot complicar molt el desenvolupament. 
 
Un cop triat i preparat l‟entorn sobre el que es treballarà caldrà buscar informació sobre 
com dur a terme l‟objectiu del projecte i es procedirà al seu disseny i implementació. Es seguirà 
una metodologia àgil que hi aportarà un caràcter iteratiu i que permetrà obtenir resultats amb 
poc temps, podent veure una ràpida evolució que mantindrà la motivació al llarg de tota la 
tasca. 
 
Així doncs, es dividirà la feina a realitzar en petites iteracions auto-contingudes (o 
objectius) i es procedirà a la seva implementació. Cada una d‟aquestes iteracions es dividirà en 
una o vàries tasques que s‟aniran avaluant per comprovar-ne el correcte funcionament i 
qualitat; n‟hi pot haver d‟independents però també n‟hi haurà d‟altres sobre les que es 
fonamentaran iteracions posteriors, així que convindrà testejar-les àmpliament i assegurar-se 
que no hi hagi cap error. 
 
Durant el desenvolupament, i de manera paral·lela, s‟anirà redactant aquesta memòria, 
l‟objectiu de la qual és donar a conèixer el procediment seguit, deixant constància de les 






2  EL JOC 
Polis i lladres és un joc de cartes per a dos jugadors on l‟objectiu és aconseguir una 
puntuació més alta que l‟oponent. 
 
El joc consta de 48 cartes dividides en dos pals (el dels polis i el dels lladres) i numerades 
a l‟esquerra amb el nombre d‟unitats aportades del pal i a la dreta amb la puntuació de la carta 




El taulell està dividit en sis columnes (cada una de les quals numerada amb un valor del 0 









Al l‟inici de la partida es reparteixen 8 cartes de la baralla a cada jugador, que n‟ha de triar 
4 i posar-les cap per avall a la columna 0. Seguidament, els jugadors van alternant torns 
executant una de les següents accions: 
 
- Agafar una carta de la baralla, si n‟hi ha, i posar una carta de la mà a una columna 
on només hi hagi o 1 o cap carta. 
 
- Fusionar dues columnes amb la limitació que ambdues han de tenir 1 o 2 cartes. 
 
Un cop exhaurida la baralla i quan els jugadors ja no poden posar més cartes al taulell es 
procedeix al recompte de punts. Cal recordar que mai es pot posar una tercera carta a una 
columna. 
 
Si la columna d‟un jugador té dues cartes de cada pal es diu que està en equilibri i pot 
sumar dues unitats al pal que més li convingui (o una unitat a cada pal). Això es realitzarà de 
manera automàtica al videojoc. 
 
Per cada columna s‟han d‟eliminar les cartes dels pals perdedors i empatats en unitats. 
Seguidament s‟han d‟eliminar les cartes que no aporten punts. 
 
Finalment, compta un punt per cada carta del jugador i dos punts per cada columna buida 
del contrari. Guanya el jugador amb més punts. 
 
Les regles completes del joc es poden consultar a l‟APÈNDIX A. 
 
Un cop analitzades les regles, es pot definir quin tipus de joc és: 
 
- Es tracta d‟un joc d‟estratègia però amb un alt grau d‟atzar. Hi ha moltes jugades 
possibles i cada jugador ha d‟escollir bé quina executar a cada moment. A més, la 
possibilitat de combinar dues columnes aporta una component estratègica 
important i dóna peu a jugades que molts cops poden decantar el destí de la 
partida. Tot i això, l‟atzar té, com a la majoria de jocs de cartes, un paper molt gran i 
decisiu en la resolució del joc. 
 
- És un joc de suma diferent a zero. Un cop esgotats els moviments possibles i 
resoltes les avaluacions pertinents, la suma dels punts d‟ambdós participants pot 
però no té per què ser nul·la. 
 
- És clarament un joc competitiu. L‟objectiu de cada un dels jugadors és la victòria 
personal que comporta inequívocament la derrota de l‟adversari (o, en alguns 







- Es tracta d‟un joc seqüencial. Els dos jugadors han d‟alternar els seus torns durant 
tota la partida i el jugador posterior té coneixement sobre les accions prèvies 
executades tant per ell com pel seu rival. 
 
- La informació durant tota la partida és imperfecta. En tot moment cap jugador té el 
coneixement de les cartes que hi ha a la mà de l‟oponent, a la primera columna on 
les cartes es situen cap per avall fins al final de la partida o a la baralla restant. 
Exemples de jocs amb informació perfecta serien els escacs o les dames. 
 
- La longitud del joc és finita. El nombre de cartes està acotat i, amb això, el nombre 
de moviments. 
  
La millor manera d‟aprendre i entendre les regles és, però, jugant-hi. Així doncs, abans de 
començar a pensar com procedir, s‟ha dedicat una bona quantitat de temps a practicar amb 
familiars i amics. 
 
 





3  ESTUDI PREVI 
L‟estimació inicial de l‟esforç per dur a terme aquest projecte és de 760 hores, algunes 
més que les estipulades pel nombre de crèdits del projecte, i que inclouen des de la cerca 
d‟informació i adquisició de coneixements necessaris, passant pel desenvolupament en si i fins 
a la redacció d‟aquest document. 
 
A l‟apartat Metodologia s‟explica com s‟ha dividit la feina en tasques a les que se‟ls ha 
assignat una durada aproximada i desitjada. Un cop finalitzat el projecte es revisarà aquesta 
estimació i es compararà amb el temps real invertit a cada una d‟elles. 
 
Amb l‟ajut de l‟eina de gestió de projectes OpenProj s‟ha generat el següent diagrama de 
Gantt, corresponent a la planificació d‟aquest PFC. El diagrama està dividit segons les tasques 
anteriorment esmentades, tenint en compte la precedència de cada una d‟elles, excepte en el 




Per la generació del diagrama s‟ha assumit una dedicació de 3,5 hores els dies feiners i de 
7,5 hores els caps de setmana. Es preveu una estimació optimista ja que hi ha factors externs, 
com el fet de treballar a jornada completa i d‟altres no planejats, que poden modificar aquesta 
planificació i és probable (i força realista) que les dates s‟allarguin més del previst i s‟hagi de 
realitzar un sobre-esforç a mida que es vagi acostant la data d‟entrega. 
 
Tot i això, la intenció és ajustar-se tant com sigui possible al calendari que s‟ha proposat. 








4  DISSENY I IMPLEMENTACIÓ 
En aquest apartat es detallen cada una de les tasques definides al començament del 
projecte. Com es veurà a continuació, l‟elecció de treballar seguint una metodologia àgil 
comportarà que les fases de disseny i d‟implementació vagin agafades de la mà, així com la 
generació de la documentació pertinent a cada una de les iteracions. 
 
 
4.1  Plantejament i recerca d‟informació 
4.1.1  Objectiu 
Aquesta és la tasca més important de tot el projecte ja que de les eleccions que aquí es 
facin en dependrà tot el desenvolupament i el resultat final. Triar malament pot comportar 
dificultats a l‟hora d‟aconseguir els objectius proposats i, fins i tot, l‟èxit o fracàs del projecte. 
 
Cal tenir en compte que els apartats anteriors EL JOC i ESTUDI PREVI també 
corresponen a aquesta etapa del projecte, però s‟ha decidit posar-los per separat per tal de 
facilitar la comprensió i millorar l‟estructura d‟aquest document. 
 
 
4.1.2  Requeriments 
Els requeriments del projecte vénen en gran part definits pel client (el director) però també 
cal tenir en compte que n‟hi ha que vindran derivats d‟aquests, d‟altres que seran esperats 
sense explicitar-los i alguns que s‟incorporaran per principis. 
 
Seguint la classificació tradicional, els requeriments es poden dividir en els grups següents: 
 
- Requeriments funcionals: Defineixen funcions del sistema o dels seus components. 
Una funció es descriu com un conjunt d‟entrades, comportaments i sortides. 
 
- Requeriments no funcionals: Especifiquen criteris que es poden utilitzar per jutjar la 
operació d‟un sistema. Es refereixen a tots els requeriments que no descriuen 
informació a guardar ni funcions a realitzar. 
 
Tot seguit es descriuen els requeriments que influiran en el desenvolupament del projecte, 










- El projecte ha de permetre a un jugador jugar una partida de Polis i lladres seguint 
les regles establertes i ha de vetllar pel seu compliment, no permetent que el jugador 
executi cap jugada invàlida. 
 
- Ha d‟oferir la possibilitat de jugar contra una intel·ligència artificial, que ha de complir 
amb les regles del joc i tenir diferents nivells de dificultat que han de presentar un 
repte pel jugador. També ha d‟executar els seus torns en un temps raonable. 
 
- Ha de permetre que la partida es dugui a terme a través d‟Internet entre dos 
jugadors que utilitzin dos dispositius diferents. 
 
- Ha d‟estar traduït a català, castellà i anglès. 
 
Requeriments no funcionals: 
 
- El joc ha de ser portable; és a dir, s‟ha de poder executar sobre diferents 
plataformes amb els mínims canvis (si algun) al codi font. Com a objectiu principal 
s‟ha acordat publicar el projecte per les plataformes Windows (x86 – x64) i Android. 
 
- Es vol un producte de qualitat que no contingui errors i que executi les seves 
funcions tal com s‟espera. 
 
- La usabilitat també és un requeriment a tenir molt en compte; així doncs, la interfície 
gràfica i la interacció de l‟usuari han de ser el més senzilles i intuïtives possible, 
adaptades a la plataforma on s‟executi. 
 
- El projecte ha de ser mantenible amb tot el que això comporta. Ha d‟estar ben 
dissenyat i implementat, tenint en compte coses tals com la llegibilitat del codi, la 
modularitat, l‟ús de mètodes breus i que realitzin una única tasca i d‟altres bones 







4.1.3  Metodologia 
Una de les primeres decisions a prendre en començar el projecte és quina metodologia 
aplicar per dur-lo a terme. Per fer això, s‟han avaluat els riscs i s‟ha pres la decisió d‟acord amb 
la següent taula extreta de la Wikipedia[1]: 
 
Metodologies àgils Metodologies tradicionals Metodologies formals 
Poc crític Crític Molt crític 
Desenvolupadors sèniors Desenvolupadors júniors Desenvolupadors sèniors 
Requeriments canviants Requeriments no canviants Requeriments limitats 
Pocs desenvolupadors Molts desenvolupadors Poden variar 
Respon al canvi Respon a l‟ordre Qualitat extrema 
 
Tot seguit es discuteixen els diferents punts pas per pas, per arribar a la conclusió de 
quina de les metodologies exposades fer servir. 
 
- El projecte és crític? La resposta és no. El projecte és important per tal 
d‟aconseguir finalitzar la carrera d‟enginyeria informàtica i fallar en la seva 
realització implica haver de tornar a pagar la matrícula (uns 1.300€) i posposar la 
finalització dels estudis mig any. Tot i això, no és vital des d‟un punt de vista 
econòmic ni podria implicar la pèrdua de llocs de treball. 
 
- Quina és l‟experiència dels desenvolupadors? En el desenvolupament en general 
es compta amb una àmplia experiència però en el camp dels videojocs aquesta és 
força escassa. 
 
- Hi ha la possibilitat que els requeriments canviïn durant el desenvolupament? Seria 
possible negociar algun canvi en els requeriments, però en principi s‟han definit al 
començament i no es preveu que hi hagi modificacions. No obstant, sempre cal 
considerar algun possible canvi en els requeriments degut a una manca o excés de 
temps que podrien comportar o bé la retallada d‟algun dels establerts o bé la 
implementació d‟algun requeriment extraordinari. 
 
- Quin és el nombre de desenvolupadors? Un. 
 
- Quin estil es vol seguir? Tot i que si els requeriments no han de canviar al llarg del 
projecte es podria triar un estil més rígid, es prefereix tirar cap a l‟agilitat i la 
flexibilitat que poden aportar resultats més vistosos de manera més ràpida per 
intentar mantenir el nivell de motivació durant tota la tasca. 
 
Un cop analitzats aquests punts es poden donar per vàlides tant les metodologies àgils 
com les tradicionals; tot i això, per un motiu de preferències i estil del projectista, finalment s‟ha 






Les metodologies àgils són un conjunt de mètodes de desenvolupament de software 
basats en el desenvolupament iteratiu i incremental. 
 
Aquestes estan basades en 12 principis, molts dels quals no són aplicables degut al 
caràcter unipersonal del treball. Tot i així, els que es tindran en compte seran: 
 
- Satisfacció del client per l‟entrega ràpida de software funcional. 
 
- Acceptació de canvis en els requeriments, fins i tot durant les fases finals del 
desenvolupament. 
 
- Entrega freqüent de software funcional. 
 
- Estreta cooperació entre desenvolupadors i administració (director). 
 
- Els projectes s‟han de dur a terme amb individus motivats. 
 
- La principal mesura de progrés és el software funcional. 
 
- Desenvolupament sostenible, capaç de mantenir un ritme constant. 
 
- Atenció continuada a l‟excel·lència tècnica i al bon disseny. 
 
- La simplicitat és essencial. 
 
- Adaptació a circumstàncies canviants. 
 
En aquest cas, el client serà el director del projecte i, per tant, podrà influir en el seu 
desenvolupament, ja que tindrà accés a diverses versions no acabades del producte sobre les 
quals podrà aportar suggerències o sol·licitar els canvis que cregui pertinents. 
 
Així doncs, es prendran molts dels conceptes que defineixen les metodologies àgils, 
adaptant-les al cas concret d‟aquest PFC. 
 
Un punt a definir són les diverses iteracions que tindran lloc al llarg del projecte. Després 
d‟una llarga deliberació s‟han obtingut les següents iteracions, que es treballaran 
seqüencialment: 
 
- Plantejament i recerca d‟informació 
 
- Preparació de l‟entorn de treball 
 





- Creació de les cartes 
 
- Implementació de la baralla 
 




- Regles del joc 
 
- Joc en xarxa 
 
- Intel·ligència artificial 
 
- Portació a d‟altres plataformes 
 
També s‟ha definit la iteració que comportarà la generació d‟aquesta memòria però que, al 
contrari que totes les anteriors, es farà de manera paral·lela durant tota la durada del projecte. 
 
 
4.1.4  Entorn i llenguatge de programació 
En el món dels videojocs hi ha moltes opcions a l‟hora d‟escollir quin llenguatge de 
programació utilitzar i en quin entorn fer-ho. Tècnicament qualsevol llenguatge és vàlid per dur 
a terme un projecte, però la quantitat d‟esforç pot variar àmpliament depenent de l‟elecció. 
 
El més raonable és començar escollint l‟entorn sobre el que es treballarà. Hi ha la 
possibilitat de crear un motor propi a partir de llibreries gràfiques o bé utilitzar un motor ja 
pensat per a tal finalitat. 
 
Es descarta la primera opció ja que la simple creació d‟un motor podria ser l‟abast d‟un 
projecte complet i aquesta no és la finalitat de la tasca. A més, el deure d‟un bon enginyer és 
triar les eines més adients per resoldre el problema al qual s‟enfronta. 
 
Així doncs, un cop decidit que es treballarà sobre un motor de videojocs ja establert, és el 
moment d‟investigar les opcions possibles i comparar-ne les característiques i els 
avantatges/inconvenients per discriminar la que més convé. 
 
S‟ha de tenir en compte que l‟objectiu és crear un joc de cartes en dues dimensions i que 
el requeriment que pot afectar de manera més directa a la decisió del motor és el fet de voler 






Dels centenars d‟opcions que existeixen es descarten alternatives de pagament, motors 
gràfics 3D pensats per grans produccions i motors amb poca base d‟usuaris, ja que el que 
interessa és trobar el màxim de documentació i, fins i tot, poder recórrer a la comunitat en cas 
de tenir problemes durant el desenvolupament. 
 
Després de passar aquest filtre, cal centrar-se en el requeriment que té més impacte en 
aquesta elecció: el joc ha de poder executar-se a múltiples plataformes, principalment a 
Windows (x86 – x64) i Android, però en el fons el que interessa és que pugui arribar a la major 
audiència possible. Això redueix molt les opcions disponibles, fins al punt de quedar només 
dues possibilitats: Unity i Cocos2d-X. 
 
Les dues opcions serien perfectament vàlides però Unity destaca per sobre de Cocos2d-X 
pels següents motius: 
 
- Publicació a Windows (x86 – x64), Linux, MacOS, Android, IOS, Windows Phone, 
Blackberry i integració web. 
 
- Llicència gratuïta mentre l‟èxit comercial del producte no superi els 100.000 dòlars 
anuals de benefici. 
 
- Facilitat d‟ús. 
 
- Gran comunitat, cosa que implica un fàcil accés a tota mena d‟informació. 
 
Si a més es valora que el projectista ja tenia cert interès previ per aprendre a fer servir 
aquest motor abans de començar el projecte, aquesta elecció implica una dosi extra de 
motivació i fa que el PFC passi a complir amb dos objectius: aconseguir acabar la carrera i 
complir un objectiu personal. 
 
Per tant, després de buscar informació i de valorar les opcions, el motor escollit per 








Aquest motor permet escollir entre tres llenguatges de programació diferents: C#, 
Javascript i Boo (un llenguatge orientat a objectes i inspirat en Python). Realment no hi ha cap 
diferencia entre les tres opcions i l‟elecció queda a gust del desenvolupador. Per seguir amb els 
propòsits personals, el projectista ha escollit un llenguatge que ja tenia intenció d‟aprendre i que 
s‟està posant molt de moda: Javascript. 
 
Aquestes dues decisions comporten, però, la necessitat d‟invertir una bona quantitat de 
temps en l‟adquisició de coneixements degut a la falta de familiaritat, però l‟objectiu d„aquest 
projecte no és simplement realitzar-lo per aconseguir el títol sinó que es vol aprofitar per 
aprendre coses noves. 
 
 
4.2  Preparació de l‟entorn de treball 
4.2.1  Objectiu 
Un cop plantejat el projecte i amb les decisions preses cal dedicar unes hores a preparar 
l‟entorn de treball. 
 
Les aplicacions triades per dur a terme el projecte i que cal instal·lar són: 
 
- Unity 4.3: el motor sobre el que s‟executarà el joc. 
http://www.unity3d.com/ 
 
- Notepad++: un editor de text gratuït i amb característiques avançades que si bé no 
fan d‟ell un Entorn de Desenvolupament Integrat (IDE en anglès), si aconsegueixen 
facilitar moltes tasques necessàries a l‟hora de programar. 
http://www.notepad-plus-plus.org/ 
 
- Paint.net: un editor d‟imatges gratuït amb el que es pretén crear tot el contingut 
gràfic del projecte. 
http://www.getpaint.net/ 
 
- OpenProj: una eina també gratuïta de gestió de projectes que es farà servir per 
crear els diagrames de Gantt necessaris. 
http://www.sourceforge.net/projects/openproj/ 
 
- VioletUML: un editor UML gratuït i fàcil de fer servir amb el que es generarà gran 







4.3  Adquisició de coneixements 
4.3.1  Objectiu 
Un cop preparat l‟entorn de treball cal llegir la documentació per aprendre a utilitzar les 
principals eines necessàries: Unity i JavaScript. 
 
Unity és realment un motor 3D que incorpora eines per a la creació de jocs 2D. En aquest 
cas, un joc de cartes podria ser implementat purament en dues dimensions però per motius 
acadèmics (bàsicament, l‟interès en aprendre a crear jocs en tres dimensions), s‟implementarà 
com un joc en tres dimensions, encara que per la posició de la càmera això no es notarà. De 
fet, en tractar-se d‟una càmera isomètrica, el joc tècnicament serà considerat en 2.5D, és a dir, 
un joc en 3D que realment és jugat sobre un pla. 
 
Els recursos en línia consultats durant aquesta fase seran: 
 
- La Interfície de Programació de l‟Aplicació (API) de Unity. 
http://docs.unity3d.com/ScriptReference/ 
 
- Els fòrums de Unity. 
http://forum.unity3d.com/ 
 
- Uns tutorials molt complets i gratuïts de Unity de la mà dels Walker Boys. 
http://www.walkerboystudio.com/html/unity_training___free__.html 
 
- La pàgina de preguntes i respostes d‟experts sobre programació Stack Overflow. 
http://www.stackoverflow.com/ 
 
Aquesta iteració serà llarga i costosa. El recurs principal seran els tutorials de Unity 
esmentats anteriorment i, donant un cop d‟ull a la pàgina, es pot veure que l‟estimació per 
completar-los tots és de més de 70 hores. A més, caldrà familiaritzar-se profundament amb la 
API de Unity, tot això duent a terme els projectes que es proposen a la web dels tutorials. 
 
 
4.3.2  Treballar amb Unity 
En aquest punt es crearà un petit projecte de prova que permetrà fer-se una idea de com 
és treballar amb Unity. 
 
El projecte serà molt senzill: es crearà un cub que es podrà moure horitzontalment per la 
pantalla amb les tecles de direcció i que podrà disparar esferes verticalment prement la tecla de 




















- En color cian es troben els controls bàsics que serveixen, d‟esquerra a dreta, per 
moure la càmera en el pla de renderitzat, desplaçar un objecte per l‟escena, rotar-lo 
i escalar-lo. 
 
- En blau es troben els controls de reproducció. En qualsevol moment i sempre que 
no hi hagi cap error al projecte, es pot prémer el primer botó de l‟esquerra per 
provar-ne el funcionament. El botó següent serveix per pausar la reproducció i el 
tercer, per avançar frame a frame. 
 
- En taronja s‟ha marcat la finestra on es mostra l‟escena actual. En aquesta finestra 
es pot treballar directament amb els objectes que formen part de l‟escena. 
 
- En verd apareix la finestra del joc on es pre-visualitza el resultat que s‟obtindria 
compilant el projecte. 
 
- En vermell hi ha la consola on hi apareixen els missatges d‟error i que es pot 
utilitzar per imprimir informació de debug. 
 
- En rosa s‟ha marcat la jerarquia, una finestra on apareixen els objectes que formen 
part de l‟escena actual. 
 
- En groc es troba la finestra de projecte on hi apareixen tots els objectes que formen 
part de la totalitat del projecte; incloent les diferents escenes 
 
- Per acabar, en es troba l‟inspector o, més comunament, la finestra de gris 
propietats. 
 
Un cop explicat l‟editor, s‟hauran de tenir en compte els següents punts: 
 
- Tot objecte o GameObject en nomenclatura de Unity, consta de diferents 
components que el defineixen. El component bàsic a tot GameObject s‟anomena 
Transform i en defineix les propietats de posició, rotació i escala. Els components 
d‟un GameObject seleccionat apareixen a la finestra de propietats on es poden 







- Unity ofereix una sèrie de GameObjects ja creats o primitives (com cubs, esferes, 
plans...) però se‟n poden crear de nous alterant les seves característiques i afegint 
o eliminant-ne components. Aquests nous objectes es poden guardar per 
posteriorment ser re-utilitzats i s‟anomenen prefabs. 
 
- La funció Start() es crida automàticament a la creació de la instància i la funció 
Update() es crida cada cop que es dibuixa un nou frame. 
 
Es començarà per afegir un simple cub a l‟escena. Per fer-ho cal anar al menú 
GameObject -> Create Other -> Cube. El nou cub haurà aparegut a la jerarquia i a les finestres 
d’escena i joc. Si es selecciona es pot veure quins components el formen; és un cub d‟1 x 1 x 1 
unitats, està situat al punt (0, 0, 0) de l‟escena i les seves components de rotació són (0, 0, 0). 
 




Per tal que el cub no estigui al centre de la pantalla se li modificarà la posició respecte l‟eix 
de les Y al valor -3. 
 
Seguidament es crearà l‟script que afegirem com a component al cub i que ens permetrà 
actuar sobre ell. Cal anar al menú Assets -> Create -> Javascript i re-anomenar l‟script que 







Per assignar l‟script que s‟acaba de crear al cub de l‟escena n‟hi ha prou amb seleccionar 









Ara cal fer doble clic a l‟script a la finestra de projecte per obrir-lo, copiar-hi el següent codi 




// La següent funció es crida cada cop que es dibuixa un nou frame 
function Update() 
{ 
 // Es comprova si s'està prement la tecla de la fletxa cap a la dreta 
 // i es defineix un límit que l'objecte no pot sobrepassar. 
 if (Input.GetKey(KeyCode.RightArrow) && (transform.position.x < 6)) { 
  // Es modifica la posició actual de l'objecte incrementant 
  // el valor de la seva coordenada X, cosa que el mou cap a 
  // la dreta 
        transform.position.x += 0.1; 
 // Es comprova si s'està prement la tecla de la fletxa cap a l'esquerra 
 // i es defineix un límit que l'objecte no pot sobrepassar. 
    } else if (Input.GetKey(KeyCode.LeftArrow) && (transform.position.x > -6)) { 
  // Es modifica la posició actual de l'objecte decrementant 
  // el valor de la seva coordenada X, cosa que el mou cap a 
  // l'esquerra 
        transform.position.x -= 0.1; 
    } 
} 
  
Tornant a l‟editor i prement el botó de play dels controls de reproducció es pot comprovar 
com el cub es mou cap a la dreta prement la tecla de la fletxa dreta i cap a l‟esquerra prement 







Seguidament es farà que el cub dispari esferes cap amunt en prémer la barra espaiadora. 
 
Primer cal definir un prefab que s‟anomenarà Bullet i que constarà d‟un GameObject 
Sphere i un altre script. 
 
Seguint els passos de la creació del cub, cal anar al menú GameObject -> Create Other -> 
Sphere. Haurà aparegut una esfera de mida 1 x 1 x 1 al centre de l‟escena. Perquè no sigui tan 




També cal crear un nou Javascript tal i com s‟ha fet anteriorment, nombrar-lo BulletScript i 












Fent això apareix un objecte prefab que no és res més que un contenidor buit a la finestra 
de projecte i que es re-anomena a Bullet. Posteriorment s‟arrossega l‟objecte Sphere que ja té 
el component BulletScript de la finestra de jerarquia fins al damunt del prefab Bullet a la finestra 
de projecte. S‟acaba de crear un nou tipus d‟objecte. Ara ja es pot eliminar l‟objecte Sphere de 
la finestra de jerarquia. 
 













// La següent funció es crida cada cop que es dibuixa un nou frame 
function Update() 
{ 
 // Si l'objecte surt de la pantalla, es destrueix 
 if (transform.position.y > 8) { 
  Destroy(this.gameObject); 
 } 
  
 // S'incrementa la component Y de la posició de l'objecte 
 transform.position.y += 0.2; 
} 
 




// Referència al prefab Bullet 
var bullet : GameObject; 
 
// La següent funció es crida cada cop que es dibuixa un nou frame 
function Update() 
{ 
 // Es comprova si s'està prement la tecla de la fletxa cap a la dreta 
 // i es defineix un límit que l'objecte no pot sobrepassar. 
 if (Input.GetKey(KeyCode.RightArrow) && (transform.position.x < 6)) { 
  // Es modifica la posició actual de l'objecte incrementant 
  // el valor de la seva coordenada X, cosa que el mou cap a 
  // la dreta 
        transform.position.x += 0.1; 
 // Es comprova si s'està prement la tecla de la fletxa cap a l'esquerra 
 // i es defineix un límit que l'objecte no pot sobrepassar. 
    } else if (Input.GetKey(KeyCode.LeftArrow) && (transform.position.x > -6)) { 
  // Es modifica la posició actual de l'objecte decrementant 
  // el valor de la seva coordenada X, cosa que el mou cap a 
  // l'esquerra 
        transform.position.x -= 0.1; 








// Si es prem la barra espaiadora, es crea una instància del prefab bullet 
 // a la posició on es troba el cub però incrementant en una unitat l'eix de 
les Y 
 if (Input.GetKeyDown(KeyCode.Space)) { 
  Instantiate(bullet, Vector3(transform.position.x, 
   transform.position.y + 1, transform.position.z), 




Com que s‟ha creat una variable de classe anomenada bullet i aquesta és pública, Unity 















4.3.3  Conclusions 
Originalment es va pensar en desenvolupar el projecte utilitzant una arquitectura de tres 
capes, on es tindrien la capa de presentació, la de domini i la de dades. 
 
Com s‟ha pogut veure en aquest apartat, Unity facilita molt la feina d‟implementar un 
videojoc, ja que s‟encarrega de la part gràfica. La implicació que això té és que no es podrà fer 
una clara separació de les capes de presentació i de domini a nivell de codi però, en canvi, sí 
es veurà clarament a nivell de projecte. 
 







4.4  Creació de les cartes 
4.4.1  Objectiu 
En aquest punt comença la implementació del projecte. La primera iteració a realitzar és la 
creació de la representació de l‟element més bàsic del joc: una carta. 
 
 
4.4.2  Procés 
 
 
Com es pot veure a la imatge anterior, cada carta del joc conté informació sobre el pal al 
que pertany, sobre el nombre d‟unitats que aporta al pal en qüestió i sobre la puntuació de la 
carta, que pot ser de 0 o 1 punts. A banda d‟això, i per poder distingir cada una de les 
instàncies de les cartes, es necessita un identificador únic a cada una d‟elles. 
 
Per tant, la informació que es necessita de cada una de les cartes que entraran en joc es 
guarda a una estructura amb els camps: 
 
var id : int; // identificador únic de la instància 
var suit : int; // pal (0 correspon a polis i 1 a lladres) 
var number : int; // nombre d’unitats 
var isSpecial : boolean; // la carta es considera especial si no aporta cap punt 
 
El motiu pel qual el pal està codificat com a enter és que s‟ha pensat en implementar el 
codi complet de les cartes i de la baralla de manera que en el futur es pugui utilitzar per 
implementar qualsevol joc de cartes que impliqui una baralla. D‟aquesta manera és possible 






Per modificar l‟aspecte visual de la carta es necessiten alguns camps més que s‟hauran 
d‟enllaçar als objectes pertinents: 
 
var copMaterial : Material; // material dels polis 
var robberMaterial : Material; // material dels lladres 
var score : GameObject; // representació numèrica del nombre d’unitats 
var finalScore : GameObject; // representació numèrica de l’aportació de punts 
 
Ara es necessita el mètode per donar valor al conjunt dels camps i els mètodes 
corresponents a cada un d‟ells: 
 
private function SetId(newId : int) 
{ 
    id = newId; 
} 
 
private function SetSuit(newSuit : int) 
{ 
    suit = newSuit; 
 
    // depenent del pal de la carta, se li assigna el material corresponent 
    if (suit == 0) { 
        renderer.material = copMaterial; 
    } else { 
        renderer.material = robberMaterial; 
    } 
} 
 
private function SetNumber(newNumber : int) 
{ 
    number = newNumber; 
 
    // modifica el nombre d’unitats de la representació de la carta 
    score.GetComponent(TextMesh).text = number.ToString(); 
    // assigna 1 punt per defecte a la carta creada 
    finalScore.GetComponent(TextMesh).text = "1"; 
} 
 
private function SetIsSpecial(newIsSpecial : boolean) 
{ 
    isSpecial = newIsSpecial; 
 
    if (isSpecial) { 
        finalScore.GetComponent(TextMesh).text = "0"; 






function SetParameters(id : int, suit : int, number : int, isSpecial : boolean) 
{ 
    SetId(id); // dóna valor a l’identificador de la carta 
    SetSuit(suit); // dóna valor al pal 
    SetNumber(number); // dóna valor al nombre 
    SetIsSpecial(isSpecial); // dóna valor al camp isSpecial 
} 
 
Cal tenir en compte que les instàncies de prefabs a Unity s‟han de crear amb el mètode 
Instantiate i aquest no accepta crides implícites a mètodes de l‟objecte, pel que cal cridar a 
SetParameters cada cop que es crea una nova carta. 
 
Tot aquest codi correspon a l‟script que es vincularà al prefab de la carta. 
 
Ara cal crear el prefab en si. Cada una de les cartes consta de 4 GameObjects: un cub per 
la cara del davant, un cub per la cara del darrere, un 3D Text a la part frontal superior esquerra 
que representa el nombre d‟unitats i un 3D Text a la part frontal superior dreta que representa 
els punts que atorga la carta. 
 




Amb això s‟aconsegueix tenir els components d‟una carta a la jerarquia. Ara cal escalar-los 













Tot i haver aconseguit l‟aspecte desitjat, a la jerarquia els diferents components de la carta 
segueixen apareixent sense cap mena de connexió. Per arreglar-ho cal seleccionar-los tots i 




I un cop s‟ha creat l‟objecte Carta, només resta assignar-li l‟script i passar a la següent 
iteració. 
 
Aquesta és la manera correcta de procedir. Les cartes es generen en temps real i així 
s‟estalvien recursos, ja que només es necessita carregar un total de 3 textures: la de la part 
posterior, la del pal dels polis i la del pal dels lladres. En cap moment s‟ha contemplat com a 
vàlida la possibilitat de generar una textura per cada una de les cartes del joc; aquesta opció 
seria inacceptable ja que requeriria d‟una gran quantitat de memòria que afectaria al rendiment 







Sota aquestes línies es pot veure una representació d‟una carta genèrica a l‟editor en 
mode filferro texturitzat. A la part posterior se li ha assignat la textura corresponent perquè no 
ha de variar en cap moment però a la part anterior se li assigna la textura dinàmicament en el 
moment de la instanciació, depenent de si es tracta d‟una carta de polis o de lladres. Els 




A la imatge següent es pot veure la carta ja instanciada amb el material corresponent 









4.4.3  Documentació 







4.5  Implementació de la baralla 
4.5.1  Objectiu 
Un cop s‟ha aconseguit representar una sola carta és el moment de seguir creant la baralla 
completa. Al finalitzar aquesta iteració cal tenir la baralla implementada i amb mètodes per la 
seva creació, per barrejar-la i per agafar una carta. 
 
 
4.5.2  Procés 
L‟aspecte visual de la baralla és trivial; simplement s‟ha creat un cub i se li ha aplicat el 




S‟ha decidit implementar la baralla amb dos vectors de tantes posicions com possibles 
cartes hi pugui haver en el joc. El primer d‟ells contindrà estructures de tipus MyCard amb la 
informació de cada carta (no les cartes en si ni punters als seus objectes, ja que no es crearan 
fins que es necessitin), es generarà al principi de la partida i no variarà mai. El segon contindrà 
els identificadors de les cartes i serà el que s‟utilitzarà per barrejar la baralla. 
 
private class MyCard { 
 var id : int; 
 var suit : int; 
 var number : int; 
 var isSpecial : boolean; 
 
function MyCard(newId: int, newSuit : int, newNumber : int, newIsSpecial :         
boolean) 
 { 
  id = newId; 
  suit = newSuit; 
  number = newNumber; 







var baseDeck : MyCard[]; // vector amb les dades de cada una de les cartes 
var deck : int[]; // vector amb els identificadors de les cartes 
 
Aquesta decisió de disseny facilita la feina, ja que per obtenir una nova baralla simplement 




   // reiniciar el vector d’identificadors 
    for (var i : int = 0; i < totalCardNumber; i++) { 
        deck[i] = i; 
    } 
 
   // i barrejar-lo 
    deck = ShuffleArray(deck); 
  // reiniciar l’índex que apunta a la següent carta del vector 
    nextCard = 0; 
} 
 
La barreja de les cartes es fa aplicant l‟algorisme Fisher-Yates[2] que serveix per generar 
permutacions aleatòries d‟un conjunt finit (en aquest cas, els identificadors de les cartes). Els 
avantatges d‟aquest algorisme són que no està esbiaixat (cada permutació té la mateixa 
probabilitat d‟aparèixer) i és eficient (requereix un temps proporcional al nombre d‟elements a 
barrejar i no consumeix espai addicional). 
 
private function ShuffleArray(array : int[]) : int[] 
{ 
    var arrayLength : int = array.length; 
    var aux : int; 
    var i : int; 
 
    // mentre quedin elements a barrejar 
    while (arrayLength) { 
        // seleccionar un element aleatori 
        i = Mathf.Floor(Random.value * arrayLength--); 
 
        // i intercanviar-lo amb l’element actual 
        aux = array[arrayLength]; 
        array[arrayLength] = array[i]; 
        array[i] = aux; 
    } 
 







Un altre mètode important de la baralla és el que serveix per obtenir la següent carta a 
agafar. 
 
// el par{metre “player” indica si qui agafa la carta és el jugador o l’oponent 
function PickCard(player : boolean) : GameObject 
{ 
    if (remainingCards == 0) { 
        return; 
    } 
 
   // si queden cartes a la baralla, agafa la següent 
    var auxCard : MyCard = baseDeck[deck[nextCard]]; 
 
   // s’instancia el prefab “carta” a la posició desitjada sobre la baralla  
    var instance : GameObject = Instantiate(card, Vector3(transform.position.x, 
transform.position.y + (transform.localScale.y / 2) + 0.05, transform.position.z), 
Quaternion.Euler(0, 180, 0)); 
    instance.name = "Card " + auxCard.id.ToString(); 
   // es crida al mètode SetParameters de la carta instanciada amb els 
paràmetres que li corresponen 
    (instance.GetComponent("CardScript") as 
CardScript).SetParameters(auxCard.id, auxCard.suit, auxCard.number, 
auxCard.isSpecial); 
 
   // s’incrementa l’apuntador a la següent carta del vector 
    nextCard++; 
   // es decrementa el nombre de cartes restants 
    remainingCards--; 
 
   // es re-calcula la posició y de la baralla per simular el seu decreixement 
    transform.position.y = (transform.localScale.y * ((1.0 * remainingCards) / 
totalCardNumber)) - (transform.localScale.y / 2) - 0.001; 
 
   // si es tracta de l’oponent, la carta s’instancia cap per avall 
    if (!player) { 
        instance.transform.rotation = Quaternion.Euler(0, 0, 180); 
    } 
 








4.5.3  Documentació 
El diagrama de classes ja comença a créixer. En aquests moments, una baralla pot estar 






4.6  Resta d‟elements 
4.6.1  Objectiu 
Ha arribat el moment de crear la resta d‟elements del joc. El primer que es farà és el 
taulell, després el jugador i l‟oponent creant les seves mans i finalment, els menús del joc. 
 
 
4.6.2  El taulell de joc 
El taulell és la vista principal del joc així que ha de mostrar tota la informació necessària 
pel seu desenvolupament de manera ben ordenada i vistosa. 
 
A continuació s‟exposen els primers esbossos del disseny del taulell. En ells s‟hi poden 













*Primer esbós del taulell sense baralla i mostrant la mà del jugador. 
 
 
*Disseny centrat amb baralla i les cartes mig amagades. 
 
 
*Disseny en perspectiva i amb el centre del taulell desplaçat 
cap amunt per poder mostrar les cartes senceres. 
No queda reflexat però tant la baralla com els separadors 












I aquí la mateixa captura feta amb la càmera en perspectiva. Aquesta opció només està 









Els elements principals del taulell són els camps de cada un dels jugadors. Aquests són 
dues matrius de GameObjects de dues dimensions. 
 
var playerField : GameObject[,]; // camp del jugador 
var playerFieldOccupation : int[]; // ocupació de cada una de les columnes 
var playerFieldPosition : Vector3[,]; // coordenades de cada posició al camp 
 
var opponentField : GameObject[,]; // camp de l’adversari 
var opponentFieldOccupation : int[]; // ocupació de cada una de les columnes 
var opponentFieldPosition : Vector3[,]; // coordenades de cada posició al camp 
 
També conté les posicions dels elements fixes: la baralla i els separadors de columna. 
 
private var deckPosition : Vector3; 
private var columnPivotPosition : Vector3[]; 
 
El primer que es fa en inicialitzar el taulell és calcular totes les coordenades que poden ser 
necessàries i, posteriorment, s‟instancien la baralla i els separadors de columna de manera que 
quedin repartits equidistantment al llarg de l‟eix X. 
 
Aquesta classe ja comença a tenir un nombre considerable de línies de codi. Dos dels 
mètodes més importants són: 
 
// posa la carta “card” passada com a par{metre a la columna “columnNumber” 
function putCardInColumn(card : GameObject, columnNumber : int, player : 
boolean) : boolean 
{ 
    if (player && (((columnNumber == 0) && 
(playerFieldOccupation[columnNumber] < cardsPerColumn)) || 
(playerFieldOccupation[columnNumber] < 2))) { 
        // si el jugador posa una carta a la columna 0, li dóna la volta 
        if (columnNumber == 0) { 
            card.transform.rotation = Quaternion.Euler(0, 180, 180); 
        } 
 
       // posa la carta a les coordenades que li toquen 
        card.transform.position = 
playerFieldPosition[playerFieldOccupation[columnNumber], columnNumber]; 
       // guarda la carta a l’slot del camp corresponent 
        playerField[playerFieldOccupation[columnNumber], columnNumber] = card; 
       // incrementa la ocupació de la columna 







        
      // retorna “cert” si la carta s’ha pogut posar a la columna 
        return true; 
     
  // i fa el mateix pel jugador contrari però en el seu camp 
 } else if (!player && (((columnNumber == 0) && 
(opponentFieldOccupation[columnNumber] < cardsPerColumn)) || 
(opponentFieldOccupation[columnNumber] < 2))) { 
        if (columnNumber == 0) { 
            card.transform.rotation = Quaternion.Euler(0, 0, 180); 
        } 
 
        card.transform.position = 
opponentFieldPosition[opponentFieldOccupation[columnNumber], columnNumber]; 
        opponentField[opponentFieldOccupation[columnNumber], columnNumber] = 
card; 
        opponentFieldOccupation[columnNumber]++; 
 
        return true; 
    } 
 
   // retorna “fals” si la carta no s’ha pogut posar a la columna triada 
    return false; 
} 
 
// combina dues columnes agafant la d’origen i posant-la a la de destí 
function putColumnInColumn(originColumnNumber : int, destinyColumnNumber : int, 
player : boolean) : boolean 
{ 
    var movingCards : int; 
    var index : int; 
 
   // comprova si el moviment és legal 
    if (player && (playerFieldOccupation[originColumnNumber] <= 2) && 
(playerFieldOccupation[originColumnNumber] == 
playerFieldOccupation[destinyColumnNumber])) { 
       // guarda el nombre de cartes a moure (1 o 2) 
        movingCards = playerFieldOccupation[originColumnNumber]; 
 
       // i les mou de la columna d’origen a la de destí 
        for (index = 0; index < movingCards; index++) { 
            playerField[playerFieldOccupation[destinyColumnNumber], 
destinyColumnNumber] = playerField[playerFieldOccupation[destinyColumnNumber] - 
movingCards, originColumnNumber]; 







            playerField[playerFieldOccupation[destinyColumnNumber] - 
movingCards, originColumnNumber] = null; 
 
            playerFieldOccupation[destinyColumnNumber]++; 
            playerFieldOccupation[originColumnNumber]--; 
        } 
 
        if (playerFieldOccupation[destinyColumnNumber] == 4) { 
            CheckColumnEquilibrium(destinyColumnNumber, player); 
        } 
 
       // retorna “cert” si s’ha pogut efectuar el moviment 
        return true; 
 
    // fa el mateix però ara en el cas de l’oponent 
    } else if (!player && (opponentFieldOccupation[originColumnNumber] <= 2) && 
(opponentFieldOccupation[originColumnNumber] == 
opponentFieldOccupation[destinyColumnNumber])) { 
        movingCards = opponentFieldOccupation[originColumnNumber]; 
 
        for (index = 0; index < movingCards; index++) { 
            opponentField[opponentFieldOccupation[destinyColumnNumber], 
destinyColumnNumber] = opponentField[opponentFieldOccupation[destinyColumnNumber] - 
movingCards, originColumnNumber]; 





            opponentField[opponentFieldOccupation[destinyColumnNumber] - 
movingCards, originColumnNumber] = null; 
 
            opponentFieldOccupation[destinyColumnNumber]++; 
            opponentFieldOccupation[originColumnNumber]--; 
        } 
 
        if (opponentFieldOccupation[destinyColumnNumber] == 4) { 
            CheckColumnEquilibrium(destinyColumnNumber, player); 
        } 
 
        return true; 
    } 
 
   // retorna “fals” en cas que el moviment sigui ilegal 





4.6.3  Les mans dels jugadors 
Arribat aquest punt, s‟ha de començar a implementar els jugadors. Per una banda hi ha el 
jugador com a tal, que tindrà la seva mà visible en tot moment; per l‟altra hi ha l‟oponent, la mà 
del qual no es veurà. 
 
Els jugadors no tenen una representació dins el joc i per aquest motiu el component de 
l‟script s‟ha enllaçat a un GameObject buit situat en un lloc arbitrari de l‟escena. Per crear un 




El que realment interessa dels jugadors en aquest moment són les seves mans. Aquestes 
es codificaran com a simples vectors de GameObjects i, en el cas del jugador, també farà falta 
un segon vector de coordenades de les cartes. 
 
var cardsInPlayerHand : int; 
var playerHand : GameObject[]; 
private var playerHandPosition : Vector3[]; 
 
Aquests són els mètodes que s‟encarreguen de la correcta representació de les cartes a la 
mà del jugador: 
 
// calcula les coordenades de cada una de les cartes de la mà del jugador 
private function CalculateCardPositions() 
{ 
    var leftLimit : Vector3; 
    var rightLimit : Vector3; 
    var cardSeparation : float; 
 
    if (isVerticalCamera) { 
        leftLimit = verticalCameraLeftHandLimit; 
        rightLimit = verticalCameraRightHandLimit; 





    } else { 
        leftLimit = diagonalCameraLeftHandLimit; 
        rightLimit = diagonalCameraRightHandLimit; 
        cardSeparation = diagonalCameraCardSeparation; 
    } 
 
    var horizontalSpace : float = rightLimit.x - leftLimit.x; 
    var cardsHorizontalSpace : float = ((cardsInPlayerHand - 1) * 
card.localScale.x) + ((cardsInPlayerHand - 1) * cardSeparation); 
    var cardX : float; 
    var index : int; 
 
    if (cardsHorizontalSpace < horizontalSpace) { 
       // una sola carta 
        if (cardsInPlayerHand <= 1) { 
            cardX = 0; 
            playerHandPosition[0] = Vector3(0.0, leftLimit.y, leftLimit.z); 
       // múltiples cartes 
        } else { 
            cardX = cardsHorizontalSpace / (cardsInPlayerHand - 1); 
            for (index = 0; index < cardsInPlayerHand; index++) { 
                playerHandPosition[index] = Vector3((cardX * index) - 
(cardsHorizontalSpace / 2), leftLimit.y, leftLimit.z); 
            } 
        } 
    // si les cartes no caben posades una al costat de l’altra, les solapa 
    } else { 
        cardX = horizontalSpace / (cardsInPlayerHand - 1); 
        for (index = 0; index < cardsInPlayerHand; index++) { 
            playerHandPosition[index] = Vector3((cardX * index) - 
(horizontalSpace / 2), leftLimit.y + index * 0.003, leftLimit.z); 
        } 
    } 
} 
 
// realitza la re-colocació de les cartes a la m{ bé quan se n’afegeix o se 
n’elimina una 
private function MoveCardsInHand(dealing : boolean) 
{ 
    var movingCards : int; 
 
    if (dealing) { 
        movingCards = cardsInPlayerHand - 1; 
    } else { 
        movingCards = cardsInPlayerHand; 




     
   // mou cada una de les cartes que hi ha a la mà 
  for (var i : int = 0; i < movingCards; i++) { 
        MoveObject(playerHand[i].transform, playerHand[i].transform.position, 
playerHandPosition[i], 0.3); 
    } 
} 
 
// mou un objecte situat al punt startPosition fins a endPosition en el temps 
time 
private function MoveObject(object : Transform, startPosition : Vector3, 
endPosition : Vector3, time : float) 
{ 
    var i : float = 0.0; 
    var rate : float = 1.0 / time; 
 
    while (i < 1.0) { 
        i += (Time.deltaTime * rate); 
        object.position = Vector3.Lerp(startPosition, endPosition, i); 
        yield; 




4.6.4  Els menús 
Unity treballa amb escenes. Es pot pensar en una escena com a un nivell dins un joc o, 
com és en aquest cas, com un menú. Així doncs, per regla general es defineix una escena per 
cada menú que es vulgui crear. 
 
Aquesta escena es pobla utilitzant el component GUI (Interfície Gràfica d‟Usuari) que 
permet la fàcil i ràpida creació de botons i etiquetes. 
 
En aquest punt s‟ha de tenir en compte que no es pot assignar un valor absolut a 
paràmetres com la mida o la posició dels botons, ja que s‟ha proposat suportar un gran nombre 
diferent de resolucions de pantalla. Si no es fan servir valors relatius a l‟amplada i alçada en 
píxels de la pantalla, depenent de la resolució els botons es veuran massa grans o massa petits 
i en una posició incorrecta. 
 
Un altre aspecte a tenir en compte a l‟hora de crear els menús és que, en aquest projecte, 
aquests són els únics elements on hi ha text i, per tant, que han d‟estar traduïts. Això s‟ha 
aconseguit definint un vector de tres posicions, una per cada llenguatge que es vol suportar, i 







Es mostra la implementació d‟un dels menús més senzills, en aquest cas, el menú per 
escollir la dificultat de la intel·ligència artificial: 
 
// declaració de les variables de la classe; mides i posicions 
private var groupWidth : float; 
private var groupHeigth : float; 
private var buttonWidth : float; 
private var buttonHeigth : float; 
private var buttonSeparation : float; 
private var leftMargin : float; 
 
// llenguatge a utilitzar (0 = català, 1 = castellà, 2 = anglès) 
private var language : int; 
 
// text traduït als diferents idiomes 
private var title : String[] = ["Un Jugador", "Un Jugador", "Single Player"]; 
private var menu : String[] = ["Dificultat", "Dificultad", "Difficulty"]; 
private var easy : String[] = ["Fàcil", "Fácil", "Easy"]; 
private var medium : String[] = ["Mitjana", "Mediana", "Medium"]; 
private var hard : String[] = ["Difícil", "Difícil", "Hard"]; 
private var back : String[] = ["Enrere", "Atrás", "Back"]; 
 
// el mètode “Start” es crida únicament a la inicialització de la classe 
function Start() 
{ 
   // guarda localment el valor de la variable global “Language” 
    language = PlayerPrefs.GetInt("Language"); 
    // posa el text corresponent al títol del menú 
    GameObject.Find("Title").GetComponent(TextMesh).text = title[language]; 
 
    // calcula els valors necessaris per saber les mides i posicions dels botons 
    groupWidth = Screen.width / 5.33; 
    groupHeigth = Screen.height / 2.75; 
    buttonWidth = Screen.width / 6.4; 
    buttonHeigth = Screen.height / 16; 
    buttonSeparation = Screen.height / 96; 





   // si es detecta que s’ha premut la tecla “Esc” ens retorna al menú anterior 
    if (Input.GetKey(KeyCode.Escape)) { 
        Application.LoadLevel("MainMenu"); 






// aquí és on es crea el menú en si 
function OnGUI() 
{ 
   // primer crea una agrupació d’objectes pertanyents a la GUI 
 GUI.BeginGroup(Rect((Screen.width / 2) - (groupWidth / 2), (Screen.height / 2) 
- (groupHeigth / 2), groupWidth, groupHeigth)); 
 
   // dibuixa un rectangle i li assigna el text corresponent a l’idioma 
 GUI.Box(Rect(0, 0, groupWidth, groupHeigth), menu[language]); 
 
   // crea un botó amb les mides correctes i el text adient que, de ser premut, 
dóna valor a la variable global “GameMode” que defineix quin nivell d’intel·ligència 
artificial utilitzar i carrega l’escena principal del joc 
 if (GUI.Button(Rect(leftMargin, (buttonHeigth * 1) + (buttonSeparation * 0), 
buttonWidth, buttonHeigth), easy[language])) { 
        PlayerPrefs.SetInt("GameMode", 0); 
  Application.LoadLevel("Game"); 
 } 
 
 if (GUI.Button(Rect(leftMargin, (buttonHeigth * 2) + (buttonSeparation * 1), 
buttonWidth, buttonHeigth), medium[language])) { 
  PlayerPrefs.SetInt("GameMode", 1); 
  Application.LoadLevel("Game"); 
 } 
 
 if (GUI.Button(Rect(leftMargin, (buttonHeigth * 3) + (buttonSeparation * 2), 
buttonWidth, buttonHeigth), hard[language])) { 
  PlayerPrefs.SetInt("GameMode", 2); 
  Application.LoadLevel("Game"); 
 } 
 
 if (GUI.Button(Rect(leftMargin, (buttonHeigth * 4) + (buttonSeparation * 3), 
buttonWidth, buttonHeigth), back[language])) { 
  Application.LoadLevel("MainMenu"); 
 } 
 


















I com s‟ha vist, saltar d‟una escena a una altra és tan senzill com fer una crida al mètode 
Application.LoadLevel indicant quina de les escenes ja creades es vol carregar. 
 
 






4.7  Interacció 
4.7.1  Objectiu 
Un cop ja es disposa dels elements necessaris per poder començar a jugar, només falta 
implementar la interacció de l‟usuari amb l‟aplicació per poder provar el joc. 
 
 
4.7.2  Procés 
Des del primer moment s‟ha anat pensant en la naturalesa portable del projecte però en 
aquesta iteració és quan té més importància, ja que l‟aspecte que més varia d‟una plataforma a 
una altra són els mètodes d‟entrada. 
 
Pensant en la diferència entre un ordinador i un mòbil es dedueix que en el segon no hi ha 
cap teclat de fàcil accés i, per tant, es descarta el seu ús durant el joc a totes les plataformes. 
En canvi, a un ordinador sempre s‟hi pot trobar un ratolí, a un mòbil hi ha habitualment una 
pantalla tàctil, i tots dos elements poden realitzar la mateixa funció. 
 




Quan es planteja la manera més natural i intuïtiva de dur a terme aquests casos d‟ús, es 
determina que: 
 
- Per agafar una carta de la baralla el més obvi és prémer sobre la posició de la 
baralla al taulell. 
 
- El més intuïtiu en els dos casos restants és arrossegar (bé amb el ratolí o amb el 







Amb aquesta simplicitat s‟aconsegueix que l‟usuari es senti còmode utilitzant el joc i 
s‟evitarà la frustració que es dóna en moltes aplicacions on la interacció s‟ha dissenyat 
malament. 
 
Investigant a la API de Unity s‟ha pogut comprovar que els desenvolupadors d‟aquest ja 
van pensar en el seu moment en el punt més fort del seu motor, la portabilitat, en quant a 
entrada de l‟usuari. 
 
El mètode Input.GetMouseButton(0) retorna cert en cas que el botó esquerre del ratolí 
s‟hagi premut o s‟estigui mantenint premut i el mètode Input.GetMouseButtonUp(0) dóna la 
informació pertinent a l‟instant en què s‟ha deixat de prémer. A més, Input.mousePosition.x i 
Input.mousePosition.y informen de la posició del ratolí a l‟eix de les x i al de les y, 
respectivament. 
 
Fent servir aquests mètodes i sense cap canvi, s‟aconsegueix la mateixa funcionalitat a 
una pantalla tàctil. Per tant, el mateix codi exacte serveix per implementar la interacció amb el 
joc tant a una plataforma amb ratolí com a una plataforma amb pantalla tàctil. 
 
Queda investigar com detectar quin dels objectes de l‟escena és el seleccionat per l‟usuari. 
Altre cop consultant la API i buscant informació ens trobem amb l‟anomenat Ray Casting[3], un 
mètode pel qual es pot disparar un raig des del píxel seleccionat de la pantalla i que permet 
detectar en quin dels objectes de l‟escena ha impactat, retornant la component del primer d‟ells 




Per fer que això funcioni, també cal assignar una component de tipus Box Collider als 
objectes susceptibles de ser seleccionats. A més, s‟assigna una etiqueta als diferents tipus 






Així és com queda la funció que retorna l‟objecte seleccionat mitjançant la tècnica de Ray 
Casting: 
 
// projecta un raig des de la posició actual de la càmera i retorna el component 
Transform del primer objecte que ha rebut el seu impacte 
private function GetTransformOfHit() : Transform 
{ 
    var hit : RaycastHit; 
   // converteix la posició del punter a coordenades del pla de la càmera 
    var ray = Camera.main.ScreenPointToRay(Input.mousePosition); 
 
   // dispara el raig retornant “cert” si aquest ha impactat en algun objecte 
de l’escena i l’objecte en qüestió al par{metre “hit” 
    if (Physics.Raycast(ray, hit, 10.0)) { 
        return hit.transform; 
    } 
 
    return null; 
} 
 
Ara ja es té tot el necessari per implementar la interacció ja que es poden detectar les 
accions de l‟usuari i saber sobre quin dels objectes de l‟escena s‟estan produint. 
 
A continuació es mostra el codi que agafa una carta de la baralla i el que permet 
seleccionar-ne una de la mà i arrossegar-la segons la posició del punter. 
 
private var cardPicked : boolean; 
private var isCardSelected : boolean = false; 
private var selectedCard : Transform; 
 
// la funció Update es crida cada cop que es renderitza un frame de l’escena 
function Update() 
{ 
    var hitObject : Transform; 
 
    if (Input.GetMouseButtonDown(0)) { 
       // si s’ha detectat una acció, es dispara un raig des de la posició del 
punter 
        hitObject = GetTransformOfHit(); 
 
        if (hitObject) { 
     // si ha impactat a la baralla, s’intenta agafar una carta 
            if (TryPickingCardFromDeck(hitObject)) { 
                cardPicked = true; 





     // si ja s’ha agafat una carta de la baralla i es detecta un impacte 
a un altre objecte, es mira si és una carta i es selecciona 
            if (cardPicked || (deck.GetRemainingCards() == 0)) { 
                TrySelectingCard(hitObject); 
            } 
        } 
   // i si el punter està premut i hi ha una carta seleccionada, s’arrossega 
    } else if (Input.GetMouseButton(0) && isCardSelected) { 
            DragSelectedCardWithMouse(); 
} 
 
// detecta si l’objecte impactat ha estat la baralla i, si pot, n’agafa una 
carta 
private function TryPickingCardFromDeck(hitObject : Transform) : boolean 
{ 
    if (hitObject.gameObject.tag == "Deck") { 
        if ((cardsInPlayerHand < 5) && board.CanPutCardInColumn(true)) { 
            PickCardFromDeck(); 
            return true; 
        } 
    } 
 
    return false; 
} 
 
// agafa una carta de la baralla i la mou a la mà del jugador 
private function PickCardFromDeck() 
{ 
    var spawnedCard : GameObject = deck.PickCard(true); 
 
   // si s’ha pogut agafar una nova carta de la baralla 
    if (spawnedCard) { 
       // la posa a la mà del jugador 
        playerHand[cardsInPlayerHand] = spawnedCard; 
       // incrementa el nombre de cartes a la mà 
        cardsInPlayerHand++; 
        spawnedCard.tag = "CardInHand"; 
       // recalcula les posicions de les cartes de la mà 
        CalculateCardPositions(); 
       // mou la carta que s’ha agafat a la posició de la m{ que li toca 
        MoveObject(spawnedCard.transform, spawnedCard.transform.position, 
playerHandPosition[cardsInPlayerHand - 1], 0.3); 
       // i re-organitza les cartes de la mà 
        MoveCardsInHand(true); 






// intenta seleccionar una de les cartes de la mà del jugador 
private function TrySelectingCard(hitObject : Transform) 
{ 
   // si no hi havia cap carta prèviament seleccionada i l’objecte impactat és 
una de les de la mà del jugador 
    if (!isCardSelected && (hitObject.gameObject.tag == "CardInHand")) { 
       // selecciona la carta 
        isCardSelected = true; 
        selectedCard = hitObject; 
 
        DeactivateHandCards(selectedCard); 
 
        selectedCard.collider.enabled = false; 
    } 
} 
 
// mou la carta a la posició actual del punter 
private function DragSelectedCardWithMouse() 
{ 
    // converteix les coordenades de la pantalla a coordenades de l’escena i 
canvia la posició de la carta seleccionada per què coincideixi amb la posició del 
punter 
    selectedCard.transform.position = 
Camera.main.ViewportToWorldPoint(Vector3(Input.mousePosition.x / Screen.width, 
Input.mousePosition.y / Screen.height, Camera.main.transform.position.y - 0.6)); 
} 
 
Els mètodes per seleccionar i arrossegar una columna són molt semblants als vistos 
anteriorment. 
 
Un cop finalitzada aquesta iteració ja es pot interactuar amb el joc agafant cartes de la 
baralla, movent cartes de la mà al taulell i movent columnes de cartes. Aquestes són totes les 
accions que es poden dur a terme durant la partida. 





4.8  Regles del joc 
4.8.1  Objectiu 
L‟objectiu d‟aquesta iteració és forçar el compliment de les REGLES DEL JOC, evitant 
qualsevol moviment invàlid per part dels jugadors. S‟ha pogut veure que ja s‟han implementat 
algunes de les regles de manera natural a la classe taulell i durant la iteració anterior. 
 
 
4.8.2  Procés 
Per aconseguir aquest objectiu cal una entitat independent de les que s‟han creat fins ara 
que gestioni l‟estat del joc en tot moment. 
 
Aquesta entitat s‟anomenarà Game i, com que no ha de tenir representació gràfica, 
s‟assignrà a un GameObject buit igual que els jugadors. 
 
A continuació es defineixen en una enumeració els possibles estats en què es pot trobar el 
joc: 
 
public enum GameStateEnum { 
    Initialization, // inicialització d’estructures dels components del joc 
    Start, // inicialització del joc en si; també serveix per reiniciar-lo 
    InitialCards, // fase on cada jugador posa 4 cartes a la columna 0 
    PlayerTurn, // torn del jugador 
    OpponentTurn, // torn de l’oponent 
    Evaluation, // fase de recompte de puntuacions 
    Finished // final del joc 
} 
 
I a partir d‟ara, aquest codi és el que passarà a ser el bucle principal del projecte. Cal tenir 




   // en qualsevol moment es por prémer la tecla “Esc” o el botó per retrocedir 
i tornar al menú principal 
    if (Input.GetKey(KeyCode.Escape)) { 
        Application.LoadLevel("MainMenu"); 







    switch (gameState) { 
    case GameStateEnum.Initialization: 
       // en aquest estat s’inicialitzen les estructures de cada un dels 
components del joc 
        mainCamera.Initialize(); 
        board.Initialize(); 
        deck.Initialize(); 
        opponent.Initialize(); 
        player.Initialize(); 
 
       // reinicialitza les variables de control i torna el joc a l’estat Start 
        Restart(); 
        break; 
    case GameStateEnum.Start: 
        // s’inicialitzen els components del joc en si 
        if (!boardStarted) { 
            board.StartBoard(); 
            boardStarted = true; 
        } 
 
        if (!deckStarted) { 
            deck.StartDeck(); 
            deckStarted = true; 
        } 
 
        if (!opponentStarted) { 
            opponent.StartOpponent(); 
            opponentStarted = true; 
        } 
 
        if (!playerStarted) { 
            player.StartPlayer(); 
            playerStarted = true; 
        } 
 
        // un cop tot ha arrencat correctament, es procedeix al següent estat 
        if (boardStarted && deckStarted && opponentStarted && 
opponentStartComplete && playerStarted && playerStartComplete) { 
            gameState = GameStateEnum.InitialCards; 
            hourglass.SetActive(true); 
        } 
 






    case GameStateEnum.InitialCards: 
       // fase on cada jugador posa 4 cartes a la columna 0 
        var playerFinished : boolean = player.Play(gameState); 
        var opponentFinished : boolean = opponent.Play(gameState); 
 
        if (opponentFinished) { 
            hourglass.SetActive(false); 
        } 
 
        if (playerFinished && opponentFinished) { 
            if (Mathf.Floor(Random.value * 2) > 0) { 
                gameState = GameStateEnum.PlayerTurn; 
            } else { 
                gameState = GameStateEnum.OpponentTurn; 
                hourglass.SetActive(true); 
            } 
        } 
 
        break; 
    case GameStateEnum.PlayerTurn: 
       // torn del jugador 
        if (player.Play(gameState)) { 
            if (NoMoreMovements()) { 
                gameState = GameStateEnum.Evaluation; 
            } else { 
                opponent.NewTurn(); 
                gameState = GameStateEnum.OpponentTurn; 
                hourglass.SetActive(true); 
            } 
        } 
 
        break; 
     
    case GameStateEnum.OpponentTurn: 
       // torn de l’oponent 
        if (opponent.Play(gameState)) { 
            if (NoMoreMovements()) { 
                gameState = GameStateEnum.Evaluation; 
                hourglass.SetActive(false); 
            } else { 
                player.NewTurn(); 
                gameState = GameStateEnum.PlayerTurn; 
                hourglass.SetActive(false); 
            } 
        } 





    case GameStateEnum.Evaluation: 
       // fase d’avaluació de les puntuacions 
        if (!evaluationStarted) { 
            Evaluate(); 
            evaluationStarted = true; 
        } 
 
        if (evaluationComplete) { 
            gameState = GameStateEnum.Finished; 
        } 
 
        break; 
    case GameStateEnum.Finished: 
       // partida acabada; cal carregar el menú del recompte de puntuacions 
        Application.LoadLevel("EndGameMenu"); 
        break; 
    default: 
       // si s’ha arribat fins aquí és perquè s’ha fet algo malament! 
        print("Bad game state."); 
    } 
} 
 
També cal modificar la implementació del jugador perquè tingui en consideració els 
diferents estats en què es pot trobar el joc i per restringir alguns dels moviments que podria 
realitzar. Per finalitzar, cal també que el taulell vetlli pel compliment d‟algunes regles més ja que 
és on es troba la informació corresponent a la situació de les cartes dins el joc. 
 
 
4.9  Joc en xarxa 
4.9.1  Objectiu 
Una de les darreres iteracions és la d‟implementar el joc en xarxa. El seu objectiu és 
aconseguir connectar dos dispositius diferents a través d‟una xarxa i poder jugar a Polis i 







4.9.2  Plantejament 
Per facilitar aquesta tasca s‟ha decidit implementar la comunicació via la xarxa de punt a 
punt. Això vol dir que la comunicació serà directa entre els dos dispositius participants en el joc. 
Un dels dispositius farà de servidor i, facilitant la seva adreça IP al client, aquest últim s‟hi podrà 
connectar per començar la partida. 
 
Unity facilita la feina en aquest aspecte gràcies a una capa d‟abstracció que permet crear 
un servidor de manera senzilla i també cridar fàcilment a mètodes d‟una màquina remota 
(Crides a Procediments Remots o RPC[4]). 
 
Això és tot el que cal per implementar l‟aspecte online del projecte. Degut a la naturalesa 
del joc, es pot permetre que a cada dispositiu hi transcorri una partida que només cal 
sincronitzar quan un dels jugadors efectua un moviment. Així doncs, el jugador local controla 




Realment, la partida és governada pel dispositiu que fa de servidor, però l‟únic necessari 
perquè les dues instàncies es comportin com el mateix joc és que ambdues comparteixin la 
mateixa baralla. Per això s‟ha definit una única excepció al diagrama anterior i es tracta del cas 
en què el jugador remot actua sobre l‟oponent local per demanar-li que agafi una carta de la 







Un cop decidides les interaccions, la seva implementació és molt senzilla. Cal afegir un 
component Network View als objectes que han de contenir mètodes que poden ser cridats 
remotament. També cal especificar quins han de ser aquests mètodes utilitzant l‟anotació 
@RPC al seu codi. 
 
A continuació es mostra un exemple senzill per entendre‟n el funcionament. 
 
Es pot tenir el següent codi a un dispositiu: 
 
@RPC 





I invocar-lo des d‟un altre dispositiu amb la crida: 
 
networkView.RPC(“PrintText”, RPCMode.All, “Hello world!”); 
 
On el primer paràmetre és el nom del mètode a cridar, el segon a quin o quins clients 
cridar-lo i a partir del tercer, els paràmetres de la funció remota. 
 
 
4.10  Intel·ligència artificial 
4.10.1  Objectiu 
L‟objectiu d‟ aquesta iteració és aconseguir implementar una intel·ligència artificial (IA [5]) 
que tingui diversos nivells de dificultat i que pugui representar un repte pel jugador, tot intentant 
imitar un comportament humà. 
 
 
4.10.2  Plantejament 
La primera IA que es desenvoluparà serà la de nivell fàcil i jugarà de manera 
completament aleatòria. També es volen dos nivell més de dificultat (mitjana i difícil) que 







L‟algorisme més estès per a la implementació d‟intel·ligències artificials en videojocs és el 
ja conegut minimax[6]. Aquest algorisme funciona per jocs d‟informació perfecta però cal 
recordar que Polis i lladres és un joc d‟informació imperfecta, ja que els jugadors no tenen mai 
el coneixement complet de l‟estat del joc. No obstant això, una IA no té per què jugar en igualtat 
de condicions que el jugador, sinó que simplement ha de comportar-se tal com ho faria un 
ésser humà. Així doncs, seguint l‟exemple de la majoria de jocs, els adversaris de nivell mitjà i 
alt de Polis i lladres faran trampa i tindran la visió completa de l‟estat del joc en tot moment. 
 
 
4.10.3  L‟algorisme minimax 
El minimax és un mètode de decisió utilitzat a la teoria de decisió, a la teoria de joc, a 
estadística i a filosofia que consisteix en minimitzar la possible pèrdua en el pitjor dels casos. 
 
L‟algorisme es basa en les següents premisses: 
 
- Els dos jugadors sempre executaran els moviments que els resultin més 
beneficiosos. 
 
- Quan un jugador examina cada una de les estratègies possibles, ha de tenir en 
consideració les respostes del jugador adversari i la pèrdua màxima que li poden 
comportar. 
 
- El jugador executa, aleshores, l‟estratègia que resulta en la minimització de la seva 
pèrdua.  
 
El minimax consta dels següents passos: 
 
- Generació de l‟arbre del joc. Es generen tots els nodes fins arribar a un estat 
terminal. 
 
- Càlcul dels valors de la funció heurística per cada un dels nodes terminals. 
 
- Càlcul dels valors dels nodes superiors a partir dels inferiors. Segons el nivell, es 
trien els valors màxim o mínim depenent de si correspon al torn del jugador o al de 
l‟oponent. 
 







En moltes ocasions l‟arbre d‟estats possibles d‟un joc és massa gran i cal limitar l‟execució 
de l‟algorisme determinant la profunditat màxima fins la que generar l‟arbre. Habitualment 
l‟arbre creix de manera exponencial amb cada nivell de profunditat en relació amb el nombre 
d‟estats als que es pot arribar des d‟un de concret. En conseqüència, també creixen 
exponencialment la quantitat de memòria necessària i el temps de càlcul. 
 
En el següent exemple es pot veure un arbre generat fins a profunditat 4. En ell s‟han 
representat amb un cercle els nivells del jugador maximitzant i amb un quadrat els del jugador 
minimitzant. Als nodes on guanya el jugador maximitzant se‟ls assigna +∞ i als nodes on 




L‟algorisme aplica MIN o MAX de manera alternativa als valors dels nodes del nivell inferior 
depenent del que s‟ha explicat anteriorment. Un cop ha arribat a l‟arrel de l‟arbre, escull el valor 
màxim d‟entre els possibles i el moviment corresponent és el que es juga (marcat amb una 







4.10.4  Implementació del minimax 
Aquesta és la implementació al codi de Polis i lladres de l‟algorisme minimax. La 
profunditat màxima fins la que es genera l‟arbre d‟estats es correspon al paràmetre depth. 
 
function Minimax(depth : int) 
{ 
    var bestStatePoints : int = -9999; 
    var bestState : State; 
    var aux : int; 
 
   // obté la representació de l’estat actual del joc 
    originalState = GetCurrentState(); 
 
   // genera tots els estats als que es pot arribar amb un moviment des de 
l’estat actual 
    var stateArray = GetAllReachableStates(originalState, true); 
 
   // avalua cada un dels estats possibles segons la funció MIN i es queda amb 
l’estat que maximitza el seu guany 
    for (var state : State in stateArray) { 
        aux = MinimaxMin(state, depth - 1, false); 
        if (aux > bestStatePoints) { 
            bestStatePoints = aux; 
            bestState = state; 
        } 
    } 
 
   // finalment, guarda la informació de l’estat escollit a les següents 
variables globals 
    if (stateArray.length > 0) { 
        gMovementHandCard = bestState.movementHandCard; 
        gMovementOriginColumn = bestState.movementOriginColumn; 
        gMovementDestinyColumn = bestState.movementDestinyColumn; 
    } else { 
        gMovementHandCard = -1; 
        gMovementOriginColumn = -1; 
        gMovementDestinyColumn = -1; 








// funció MIN 
function MinimaxMin(originalState : State, depth : int, aiTurn : boolean) : int 
{ 
   // si ha arribat a la profunditat indicada o no queden més moviments, 
executa la funció heurística i en retorna el resultat 
    if ((depth == 0) || NoMoreMoves(originalState, aiTurn)) { 
        return EvaluateState(originalState, aiTurn); 
    } 
 
    var bestStatePoints : int = 9999; 
    var bestState : State; 
    var aux : int; 
 
    // genera tots els estats als que es pot arribar amb un moviment des de 
l’estat actual 
    var stateArray = GetAllReachableStates(originalState, aiTurn); 
 
   // avalua cada un dels estats possibles segons la funció MAX i es queda amb 
l’estat que minimitza el seu guany 
    for (var state : State in stateArray) { 
        aux = MinimaxMax(state, depth - 1, true); 
 
        if (aux < bestStatePoints) { 
            bestStatePoints = aux; 
        } 
    } 
 








// funció MAX 
function MinimaxMax(originalState : State, depth : int, aiTurn : boolean) : int 
{ 
  // si ha arribat a la profunditat indicada o no queden més moviments, 
executa la funció heurística i en retorna el resultat 
    if ((depth == 0) || NoMoreMoves(originalState, aiTurn)) { 
        return EvaluateState(originalState, aiTurn); 
    } 
 
    var bestStatePoints : int = -9999; 
    var bestState : State; 
    var aux : int; 
 
  // genera tots els estats als que es pot arribar amb un moviment des de 
l’estat actual 
    var stateArray = GetAllReachableStates(originalState, aiTurn); 
 
    // avalua cada un dels estats possibles segons la funció MIN i es queda amb 
l’estat que maximitza el seu guany 
    for (var state : State in stateArray) { 
        aux = MinimaxMin(state, depth - 1, false); 
 
        if (aux > bestStatePoints) { 
            bestStatePoints = aux; 
        } 
    } 
 
    return bestStatePoints; 
} 
 
Per executar-lo només cal fer una crida a Minimax(depth : int) on depth ha de correspondre 
amb la profunditat màxima fins la que es vol que arribi l‟algorisme. Un cop acabat, el resultat 
s‟emmagatzema a les següents variables globals: 
 
- gMovementHandCard: índex de la carta que s‟ha de jugar de la mà del jugador. El 
seu valor és -1 si s‟han de combinar dues columnes.  
 
- gMovementOriginColumn: columna d‟origen de la combinació de columnes. El seu 
valor és -1 si s‟ha de jugar una carta de la mà del jugador. 
 






4.10.5  Nivells de dificultat 
Els diferents nivells de dificultat s‟han aconseguit de la següent manera: 
 
- Fàcil: com ja s‟ha esmentat anteriorment, el nivell fàcil correspon a una 
intel·ligència artificial que executa els seus moviments de manera totalment 
aleatòria. 
 
- Mitjana: pel nivell de dificultat mitjana s‟utilitza l‟algorisme minimax amb una 
profunditat d‟un sol nivell. Amb això s‟aconsegueix que la IA triï el moviment que li 
aporta un major avantatge de manera immediata però sense tenir en compte els 
possibles moviments posteriors de l‟adversari. 
 
- Difícil: finalment, pel nivell difícil s‟utilitza també l‟algorisme minimax però, en 
aquest cas, arribant fins a una profunditat de 4 nivells. Això li permet tenir en 
consideració fins a 3 jugades posteriors a la que ha d‟executar i escollir el 
moviment que li suposi un major avantatge global. 
 
 
4.11  Portació a d‟altres plataformes 
4.11.1  Objectiu 
Al final d‟aquesta iteració s‟obtindran els binaris del joc preparats per poder-se executar a 
diferents plataformes. Les plataformes acordades als requeriments són Windows (x86-x64) i 
Android, però també es valorarà si és possible ampliar aquesta oferta.  
 
 
4.11.2  Procés 
Des del començament del projecte es va plantejar la portabilitat com un dels requeriments 
més importants. Aquesta va condicionar fortament l‟elecció del motor Unity per sobre de moltes 
altres opcions i tot el desenvolupament ha girat al seu voltant. Des del disseny de la interfície 
gràfica fins a la manera d‟interactuar amb els objectes del joc, tots els seus elements s‟han 
creat pensant en les diferents plataformes sobre les que es podrà exportar. 
 
Gràcies a aquesta decisió inicial, aquesta iteració resultarà fàcil i ràpida. No haver-la tingut 








Un dels punts forts de Unity és la facilitat amb la que es pot exportar un projecte a diferents 
plataformes, sempre que s‟hagi construït correctament. Així doncs, en aquesta iteració és quan 
realment s‟explota gran part del potencial del motor escollit. A continuació es mostra com 
procedir amb la publicació. 
 




A la pantalla que es presenta cal afegir-hi totes i cada una de les escenes que conformen 
el joc; tant les dels menús com la del joc en sí. Cal tenir en compte que la primera de totes és la 







A continuació cal triar la plataforma per la que compilar el joc, prémer a Switch Platform i 
configurar les opcions disponibles que més convinguin, i que apareixen prement Player 










Per acabar, només falta seleccionar Build, triar on es vol que es guardi el paquet 
executable i esperar. 
 
A continuació es poden veure imatges del projecte executant-se en diferents plataformes. 
 
















El projecte no s‟ha pogut provar a IOS ja que Unity l‟exporta per la plataforma però no en 
genera el binari necessari. Per fer aquesta tasca és necessari importar el resultat a Xcode, un 




4.12  Documentació 
4.12.1  Objectiu 
L‟última iteració, tal i com ja s‟ha mencionat en diverses ocasions, s‟ha anat treballant en 





5  ESTUDI FINAL 
Un cop acabat el projecte, és el moment de valorar si realment s‟ha complert l‟estimació 
inicial de l‟esforç necessari per dur-lo a terme i de calcular-ne el cost. 
 








El primer que es pot veure comparant els dos diagrames és que no hi ha hagut una gran 
desviació de les dates de finalització. No obstant això, hi ha hagut iteracions que han durat 
bastant més del previst, mentre que d‟altres han estat realitzades en menys temps de l‟estimat.. 
Això és degut a un dels riscs que es va assumir en l‟elecció d‟un motor i d‟un llenguatge de 
programació desconeguts. 
 
Per exemple, es pot veure que la iteració d‟adquisició de coneixements s‟ha allargat 
notablement, en part degut a factors externs, però també ja que va ser necessari invertir més 
temps del previst per assolir prou comoditat a l‟hora de treballar amb Unity. En canvi, la iteració 
de la implementació del joc en xarxa s‟ha vist reduïda a la meitat perquè no es tenia 








On si que hi ha hagut una gran desviació que no es pot apreciar als diagrames és a 
l‟estimació de la dedicació diària al projecte. Hi ha hagut setmanes en les que gairebé no s‟ha 
pogut avançar els dies laborables i ha calgut dedicar més hores de les previstes durant el cap 
de setmana. 
 
En total, es va fer una estimació inicial de 760 hores i la quantitat real d‟hores invertides és 
de 790; gairebé quatre dies més de treball que el previst. El fet que el nombre d‟hores no s‟hagi 
disparat en excés respecte la previsió és el resultat d‟una estimació conservadora causada, 
precisament, pel desconeixement de l‟entorn a utilitzar. 
 
Seguidament cal calcular el cost econòmic del projecte. Per fer-ho cal tenir en compte tant 
els recursos humans com el cost del material necessari per la seva realització. 
 
El cost humà es calcula a partir del nombre d‟hores invertides en el projecte, dividint-les 
segons les diferents tasques que s‟hi han realitzat (disseny, programació i testeig) i tenint en 
compte el cost per hora de cada un dels professionals que les hauria dut a terme. A la taula 
següent es detallen els costos i les hores dels recursos humans: 
 
Rol Cost (€/hora) Temps (hores) Cost total (€) 
Dissenyador 25 79 1975 
Desenvolupador 20 592,5 11850 
Tester 15 118,5 1777,5 
Total   15602,5 
 
En el cost del material necessari s‟hi ha de comptar tant el hardware com les llicències del 
software utilitzat tot i que, com ja s‟ha indicat anteriorment, gran part del software emprat té 
llicència gratuïta. En el cas del motor Unity, manté la llicència gratuïta sempre i quan l‟èxit 
comercial del producte no sobrepassi uns beneficis de 100.000 dòlars anuals. Per tant, 
considerant el hardware i el software utilitzat s‟obtenen els següents costos: 
 
Producte Cost (€) 
Hardware 400 
Windows 7 100 













Per acabar, un cop calculats els costos dels recursos humans i dels materials necessaris, 
es calcula el cost total del projecte. Tal i com s‟indica a continuació, el cost total del projecte 
seria de 16.221,5€. 
 
Concepte Cost (€) 
Recursos humans 15602,5 






6  CONCLUSIONS 
Al final del desenvolupament del projecte, es pot veure que s‟han complert tots els 
objectius proposats: 
 
- Permet a un jugador gaudir d‟una partida de Polis i lladres. 
 
- Compta amb una intel·ligència artificial que disposa de tres nivells diferents de 
dificultat que compleixen amb la seva descripció. La IA difícil és realment 
complicada de vèncer, a no ser que la sort es posi en contra seva, i la IA fàcil és 
prou senzilla com per poder ser guanyada en poc temps. 
 
- Permet el joc en xarxa entre dos dispositius diferents. 
 
- S‟ha pogut portar a més plataformes de les que es van establir inicialment. Les 
dues plataformes proposades van ser Windows (x86-x64) i Android, però també ha 
quedat demostrat que funciona a Mac i, molt probablement, també sigui fàcil fer el 
mateix amb IOS i Linux. 
 
A banda d‟això, també ha complert amb els propòsits del projectista d‟aprendre a utilitzar el 
llenguatge Javascript i el motor de videojocs Unity que, a més, ha mostrat el motiu pel què ha 
crescut tant en popularitat. 
 
Unity és un motor molt flexible en el qual es pot dur a terme qualsevol desenvolupament i 
que ofereix eines molt avançades i una gran comoditat. És molt amè de fer servir i la portabilitat 
que ofereix és un punt a tenir molt en compte. 
 
També la decisió d‟utilitzar una metodologia àgil ha fet que en tot moment hi hagués una 
versió jugable i testejable del projecte, cosa que ha permès detectar errors ràpidament i 
mantenir la motivació durant tota la feina. 
 
Amb tot això queda demostrada la validesa i l‟encert de les decisions preses durant les 
primeres etapes de disseny. 
 
S‟ha obtingut un producte amb una qualitat que no té res a envejar a aplicacions comercials 
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ANNEX A: REGLES DEL JOC 
Polis i lladres és un joc per a dos jugadors que consta de 48 cartes dividides en dos pals: 
el dels polis i el dels lladres. Cada carta té assignats dos valors: el valor de l‟esquerra és el 
nombre d‟unitats del pal que aporta la carta i el valor de la dreta és la seva puntuació (cada 




De cada pal hi ha 1 carta de valor 5, 2 de valor 4, 3 de valor 3, 4 de valor 2, 5 de valor 1 i 6 
de valor 0 a més de 3 de valor 2 però que no aporten cap punt al jugador (marcades amb un “0” 
a la dreta). 
 
El taulell està dividit en sis columnes (a cada una de les que ens referirem amb els 







A l‟inici de la partida es reparteixen 8 cartes a cada jugador. D‟aquestes 8 cartes cada 
jugador n‟ha de triar 4 i posar-les cap per avall al seu camp de la columna 0. 
 
Durant la partida, i alternant els torns, cada jugador pot realitzar una de les següents 
accions: 
- Agafar una carta de la baralla i posar-ne una de la seva mà a una columna on només hi 
hagi una o cap carta. 
 
- Combinar dues columnes existents sempre que ambdues tinguin o una o dues cartes. 
 
Al final, ja que no es pot posar mai una tercera carta a una columna, els dos jugadors 
quedaran amb algunes cartes a la mà que hauran de descartar. 
 
Aleshores es procedeix al recompte de punts. 
 
Si la columna d‟un jugador té dues cartes de cada pal es diu que està en “equilibri" i pot 
sumar dues unitats al pal que més li convingui (o una unitat a cada pal). 
 
Per cada columna s‟han d‟eliminar les cartes dels pals perdedors i empatats en unitats. 
També s‟han d‟eliminar les cartes que no aporten punts. 
 
Finalment, es compta un punt per cada carta del jugador i dos punts per cada columna 
buida de l‟adversari. 
 




ANNEX B: MANUAL DE L’USUARI 
Si el joc s‟executa a un ordinador, el primer que apareix a la pantalla és el menú d‟opcions 
de Unity. Aquest menú permet triar la resolució a la que es renderitzarà el joc, si es vol que 
s‟executi a una finestra enlloc de a pantalla completa i, també, la qualitat dels gràfics. La 
pestanya Input es pot obviar ja que serveix per modificar les tecles que es poden fer servir 





















Les opcions que apareixen al menú són: 
 
- Un Jugador: Permet jugar una partida contra un dels tres nivells d‟intel·ligència artificial 
implementats. 
 
- Multi-jugador: Ofereix l‟opció de crear o unir-se a un joc contra un altre jugador humà a 
través de la xarxa. 
 
- Regles del Joc: Mostra les REGLES DEL JOC per facilitar-ne la consulta. S‟avança 
prement el botó esquerre del ratolí i es retrocedeix prement-ne el botó dret. 
 
- Sortir: Surt de l‟aplicació. 
 





- El nivell fàcil carrega una IA que juga de manera aleatòria. 
 
- El nivell mitjà carrega una IA que fa servir l‟algorisme minimax calculant fins 1 nivell de 
profunditat. 
 













Per poder jugar en línia, un dels jugadors ha de crear una partida i un altre s‟hi ha d‟unir.  
 
Si es prem a Crear Joc, s‟oferirà l‟opció d‟introduir un nom pel jugador i, acceptant, es 
crearà un servidor al dispositiu que acceptarà connexions entrants des d‟un joc igual en un altre 











Un cop creada la partida, l‟altre jugador s‟hi pot unir triant l‟opció Unir-se del menú multi-
jugador. Se li demanarà que introdueixi un nom per identificar-se i l‟adreça IP que li haurà 






Un cop fet això, els dos jugadors poden gaudir d‟una partida en línia de Polis i lladres. 
 
AVÍS: Moltes connexions de dispositius a Internet passen a través de firewalls i routers que 
poden impedir establir una connexió directa utilitzant aquest mètode. Això dependrà de la 
topologia de la xarxa i buscant informació per Internet es poden trobar diverses opcions sobre 
com solucionar-ho. Tot i això, una manera senzilla de provar aquesta funcionalitat és fent que 





















I, si s‟està fent servir un ordinador, es té l‟opció de canviar a una vista en perspectiva 











- En color cian es troba el camp del jugador oponent. 
 
- En color vermell, el camp del jugador. 
 
- En color groc, la mà del jugador. 
 
- En rosa, el símbol que indica el torn de l‟oponent. 
 
- En verd, la baralla. 
 
Per agafar una carta de la baralla, cal prémer sobre ella i, per moure una carta de la mà o 
una columna del taulell, se l‟ha d‟arrossegar. 
 
En qualsevol moment es pot tornar al menú principal utilitzant la tecla Esc del teclat o el 
botó enrere del dispositiu. 
