





ПРЕДСТАВЛЕНИЕ ЗНАНИЙ В КОНЦЕПЦИИ ОБЪЕКТНО-ОРИЕНТИРОВАННОГО 
 ЛОГИЧЕСКОГО ПРОГРАММИРОВАНИЯ 
 
  Предложена модель представления знаний на основе классического объектно-ориентированного 
формализма, охваченного семантической сетью, которая названа ST-сетью. Рассмотрены некоторые 
особенности реализации модели в языке объектно-ориентированного логического программирования 
Logtalk. 
 
The model of knowledge representation is offered on the basis of the classic object-oriented formalism over-
came a semantic network that is adopted a ST-network. Some of model realization features are considered in 
Logtalk object-oriented logical programming language. 
 
Неструктурированность и процедурная 
избыточность программ в Прологе 
 Интерпретация семантических сетей (СС) 
[1] на Прологе сопровождается рядом трудно-
стей и недостатков, связанных с тем, что ре-
шение задачи проблемной области (ПО) реа-
лизуется в виде неструктурированной сово-
купности отношений, представляющих мно-
жества фактов и правил вывода. Это приводит 
к громоздкости и запутанности программ, 
особенно в случаях, когда требуется специфи-
кация понятий СС, которые включают дина-
мически изменяющиеся свойства. Кроме того, 
использование исключительно классической 
логики для записи исходных формул СС, ос-
ложняет программирование выбора возмож-
ных и требуемых правил вывода, что ведет к 
порождению лишних неконструктивных ре-
шений и существенно снижает эффективность 
программ. С целью преодоления этих трудно-
стей и улучшения возможностей инструмен-
тальной среды исследуются и разрабатывают-
ся средства объектно-ориентированного логи-
ческого программирования (ООЛП), одним из 
представителей которых является система 
Logtalk. 
Рассмотрим особенности и преимущества 
Logtalk с точки зрения реализации деклара-
тивно-процедурной семантики, т.е. формули-
ровки семантики понятий СС при помощи оп-
ределений и программ на основе концепции 
ООЛП. 
 
Концептуальная основа Logtalk 
Система Logtalk представляет собой рас-
ширение стандартного Пролога и взаимодей-
ствует со многими современными компилято-
рами. Основные идеи объектного подхода к 
программированию, заложенные в Logtalk 
можно кратко свести к следующим положени-
ям [2]: 
1. Система Logtalk объединяет основные пре-
имущества двух парадигм программирования. С 
одной стороны, объектная ориентация позволяет 
работать с одним и тем же набором логически це-
лостных элементов в последовательных фазах 
разработки приложения, предоставляя возмож-
ность организации и инкапсуляции знаний о каж-
дом объекте в пределах заданной ПО. С другой 
стороны, логическое программирование преду-
сматривает представление знаний о каждом объ-
екте декларативным способом. Соединенные вме-
сте, эти два преимущества существенно прибли-
жают разработанную программную модель к ПО, 
включая упрощение написания и сопровождения 
программ, а также повышение производительно-
сти разработчиков.  
2. Обеспечена интеграция событийно-упра-
вляемого и объектно-ориентированного програм-
мирования. 
3. Практически все доступные сегодня объ-
ектно-ориентированные языки программирования 
базируются, либо на классах, либо на прототипах, 
с преимущественным распространением языков 
базируемых на классах. В Logtalk предусмотрена 
поддержка обеих типовых иерархий. Это значит, 
что в одном и том же приложении допускается как 
иерархия прототипов, так и иерархия классов. 
Прототипы решают проблему систем базируемых 
на классах в случаях, когда необходимо опреде-
лить класс с единственным экземпляром, который 
уместен при повторном использовании части кода. 
Классы решают проблему дуализма, характерную 
для систем, базируемых на прототипах, где невоз-
можно инкапсулировать некоторый код для по-
вторного использования другими объектами, а не 
только объектом, выделенным в самостоятельный 
элемент. Автономными считаются объекты, кото-
рые не принадлежат какой либо  иерархии и дают 
удобные решения для инкапсуляции кода при по-
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вторном использовании несколькими независи-
мыми объектами. 
4.  В языках подобных Smalltalk-80, Objec-
tive-C и Java описывается единственная иерархия с 
корневым классом, который обычно называется 
Object. Это гарантирует, что все объекты разделя-
ют общее поведение, но имеет тенденцию к созда-
нию длинных иерархических описаний, где доста-
точно сложно описывать объекты с исключи-
тельным поведением. В Logtalk предусмотрены 
составные, независимые иерархии объектов. Неко-
торая часть таких иерархий может быть основана 
на прототипах, тогда как другие основаны на 
классах. Кроме того, автономные объекты обеспе-
чивают простой способ инкапсуляции полезных 
предикатов, которые не требуют включения в ие-
рархии объектов. 
5. Logtalk предусматривает гибкую поддерж-
ку в разделении интерфейса и реализации так, что 
протокольные инструкции могут быть помещены 
в объект, категорию или протокол (первичные 
сущности Logtalk) или могут быть разбросаны 
(рассредоточены) по объектам, категориям и про-
токолам. 
6. Подобно C++, Lagtalk поддерживает ди-
рективы наследования private, protected и  public, 
предоставляя возможность ограничивать диапазон 
унаследованных, импортированных или включен-
ных предикатов. 
7. Еще одной характерной особенностью 
Logtalk является то, что имена объектов могут 
быть составными термами (вместо атомов), обес-
печивая способ параметризации объектных преди-
катов. Но, доступ к значениям параметров осуще-
ствляется посредством встроенного метода вместо 
создания глобального диапазона параметров всего 
объекта. 
В остальном система Logtalk спроектирована из 
расчета совместимости с большинством компиля-
торов Пролога. 
 
Семантические сети в объектно-ориенти-
рованном проектировании 
 Прежде всего, остановимся на некоторых 
аспектах, связанных с введением соглашений, 
относящихся к использованию СС в объектно-
ориентированном проектировании. 
Как средство представления знаний СС ис-
торически развивались, постепенно концен-
трируя в своей концепции такие понятия, как 
класс, объект, обобщение, иерархия, наследо-
вание свойств и т.п., которые характерны для 
существующего на сегодняшний день подхода 
к построению объектных моделей. Такая тен-
денция дает основание для рассмотрения вы-
разительных возможностей СС с точки зрения 
их применения в классическом объектно-ори-
ентированном проектировании, исходя из со-
временных взглядов на процесс разработки. 
Отметим также, что семантические сети ори-
ентированы на решение задач, относящихся к 
машинному анализу смысла фраз естествен-
ного языка, тогда как в объектно-ориенти-
рованном проектировании внимание разра-
ботчика акцентируется на структурно-функ-
циональном аспекте ПО. Это значит, что объ-
единение в ходе разработки двух формализ-
мов решает задачу сближения языка проблем-
ной области с объектной моделью. Другими 
словами, будем говорить о дополнении кано-
нической формы сложной декомпозиции [3] 
семантической сетью, как это показано на 
рис. 1. 
Представление иерархий и связей между 
объектной моделью и СС, требует рассмотре-
ния некоторых терминологических и эксплуа-
тационных отличий принятых в Logtalk по 
сравнению с другими языками объектно-ори-
ентированного программирования (ООП). 
Во-первых: Logtalk оперирует только с 
тремя видами сущностей:  объекты, протоко-
лы, и категории. Термины объект, прототип, 
родитель, класс, подкласс, суперкласс, мета-
класс, экземпляр и предок всегда обозначают 
объект. Различные имена используются ско-
рее для того, чтобы сделать акцент на роли, 
которую играет объект в специфическом кон-
тексте. Роль объекта зависит, в свою очередь, 
от его отношения с другими объектами. Тер-
мин, отличный от термина объект, использу-
ется только в случаях, когда необходимо об-
ратить внимание на явное отношение с други-
ми объектами. 
Во-вторых: также как и в других языках 
ООП, в Logtalk иерархии объектов предостав-
ляют возможность общего использования ин-
терфейса и реализации посредством наследо-
вания. В контексте ООЛП, наследование мо-
жет быть интерпретировано как форма теории 
расширения: объект фактически содержит, в 
добавок к его собственным предикатам, все 
предикаты унаследованные от других объек-
тов. Протоколы инкапсулируют объявления 
предиката, отделяя интерфейс от реализации, 
а категории инкапсулируют и объявления и 
определения предикатов, которые могут быть 
импортированы любым объектом. Таким об-
разом, подобно тому, как протоколы поддер-
живают многократное использование ин-
терфейса, категории поддерживают много-




кратное использование реализации, обеспечи-
вая альтернативу решения проблемы множе-
ственного наследования, характерной для дру-
гих языков программирования. Тем не менее 
Logtalk поддерживает и множественное на-
следование для тех случаев, где его компози-




В-третьих:  для   представления   иерархий 
прототипов и классов в Logtalk  используется 
три  вида  отношений.   Иерархии  прототипов 
конструируют определение отношений рас-
ширения (extension), тогда как иерархии клас-
сов, определяют отношения экземпляра (in-
stantiation) и специализации (specialization) ме-
жду объектами. На рис. 1 иллюстрируется об-
щий случай построения комбинированной мо-
дели, основанной, как на иерархи прототипов, 
так и на иерархии классов. Такая форма слож-
ной декомпозиции соответствует модели аб-
страктной рефлективной системы с динамиче-
ски порождаемыми объектами, которая со-
держит метаклассы (классы интерпретируют-
ся как объекты более общих классов) и супер-
классы (классы с которыми другие классы 
прямо или косвенно связаны отношением спе-
циализации). Так, метаклассы M5 и M6, пред-
ставленные на рисунке, одновременно явля-
ются суперклассами метакласса M7. 
 
Механизм связи объектной модели 
 с семантической сетью в Logtalk 
Связь объектной модели с семантической 
сетью наиболее выразительно иллюстрируется 
возможностью Logtalk задавать имена объек-
тов в виде составных термов, содержащих 
свободные переменные. Эти переменные иг-
рают роль объектных параметров, а объект-
ные предикаты кодируются так, чтобы зави-
сеть от их значений. Иначе говоря, парамет-
рический объект может рассматриваться как 
родовой объект, из которого порождаются 
специфические экземпляры путем конкрети-
зации параметров. Схему передачи парамет-
ров объектным предикатам рассмотрим на 
следующем примере: 
:- object(foo1_obj). 
   :- public(pred_pub/1). 
   pred_pub1(something) .  
... 
:- end_object. 
:- object(foo2_obj(_par_one, _par_two), 
    specializes(protected::foo1_obj)). 
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   … 
   pred_a :- parameter(1, Var_p), 
      pred_1(Var_a,Var_p), … .  
   pred_b :- parameter(2, Var_p), 
      pred_2(Var_p,Var_b), … .  
... 
:- end_object. 
Фрагмент абстрактной СС, содержащей 
объекты foo1_obj и foo2_obj показан на рис. 2 
в виде ориентированного графа. В этой сети 
при помощи предикатных и пропозициональ-
ных вершин с семантическими падежами явно 
представлены аксиоматические отношения, 
соответствующие фразам Пролога. Недоопре-
деленные отношения конъюнкции (C1, C2, …) 
на пропозициональных вершинах P8 и P13 оп-
ределяют логические связи в хвостах правил 
Пролога. Вершины P6, P9 и P11 разделяют го-
ловы и хвосты, определяя связи по условию и 
заключению. По связи CONCLUSION и недо-
определенной связи CONDITION вершины P9 
можно сделать вывод, что в теле объекта пре-
дикат pred_1 определен как правило. Отсутст-
вие у вершины P14 связи с пропозициональ-
ной вершиной, содержащей условие и заклю-
чение, говорит о том, что предикат pred_2 
представляет собой факт. Кроме того, введены 
отношения дизъюнкции (D1, D2, …) на вер-
шинах P3 и P4, связанных с вершинами P1 и P2 
объектов foo1_obj и foo2_obj отношением 
TOOLSET. Пропозициональные вершины с 
такими связями назовем инструментальными, 
 
так как они объединяют наборы предикатов, 
используемых для посылки сообщений объ-
ектам. Связи OBJECT, исходящие из пропози-
циональных вершин P1 и P2 указывают, со-
ответственно, на объекты, а связь PARSET, 
исходящая из вершины P1, ссылается на про-
позициональную вершину P15 предиката pa-
rameter. Такую вершину будем называть па-
раметрической. Параметрические объекты 
могут использоваться для организации связей 
наборов предикатов с термами, которые раз-
деляют общий функтор и арность. Предикат 
parameter является встроенным предикатом 
Logtalk. Из пропозициональной вершины это-
го предиката исходят две связи соответст-
вующие его семантическим падежам. Связь 












































CASE1 указывает на дизъюнктную вершину 
P16, которая объединяет возможные значения 
номеров позиций параметров, а связь CASE2 
указывает на недоопределенную дизъюнкт-
ную вершину P17, которая объединяет воз-
можные значения самих параметров. Под-
черкнем еще раз, что в семантических паде-
жах параметрической вершины могут быть 
указаны лишь возможные номера позиций 
параметров и их значений. Требуемые значе-
ния определяются только декларативно-про-
цедурной семантикой объектных предикатов. 
Оставшиеся недоопределенными две дизъ-
юнктные вершины P18 и P19, объединяют воз-
можные значения переменных Var_a и Var_b 
предикатов pred_1 и pred_2 соответственно. 
Анализируя структуру сети на рис. 2 можно 
сказать, что она отображает семантику объ-
ектных моделей в ООЛП, так как охватывает 
объекты и связи с их инструментальными 
предикатами. Такие сети далее будем назы-
вать ST-сетями. В то же время на ST-сети ни-
как не отражены иерархические межуровне-
вые связи, которые формируют объектную 
модель ПО в целом. Требуемые связи созда-
ются на этапе сложной декомпозиции ПО, как 
это показано на рис. 1, и реализуются про-
граммой Logtalk на основе декларативно-
процедурной семантики. Например, в приве-
денном выше фрагменте программы объекты 
foo1_obj и foo2_obj компилируются как клас-
сы, так как они связаны отношением специа-
лизации. Тогда, объявленный в суперклассе 
foo1_obj public-предикат pred_pub1 становится 
protected-предикатом в подклассе foo2_obj, где 
наследование уточняется директивой protec-
ted. 
В заключение отметим, что помимо воз-
можности управлять вызовом правил вывода 
на основе инкапсуляции и наследования, оп-
ределяемого директивами public, protected и 
private, в Logtalk предусмотрен гибкий меха-
низм переопределения объектных предикатов 
с использованием оператора ^^/1 для органи-
зации супервызова [2]. С помощью супервы-
зова можно управлять вызовом унаследован-
ных предикатов, организуя специализирован-
ное (specialization), объединенное (union) и 
выборочное (selective) наследования. 
Специализированное наследование преду-
сматривает добавление унаследованного оп-
ределения к новому коду. 
При объединенном наследовании, соответ-
ственно, объединяются новое и унаследован-
ное определения предикатов. Этот механизм 
реализуется путем вызова единственного 
унаследованного определения с оператором 
^^/1 в новом определении. 
Выборочное наследование позволяет орга-
низовать сокрытие некоторых унаследованн-
ных определений. Эта форма наследования 
обычно используется для представления ис-
ключений в общих определениях. 
 
Выводы 
1. Смешанное представление знаний на ос-
нове объектных моделей и СС позволяет ис-
пользовать преимущества объектно-ориенти-
рованного проектирования при создании прог-
раммных систем, требующих семантической 
обработки понятий ПО. 
2. В соответствии с концепцией ООЛП, 
принятой в Logtalk, интерпретация СС на 
Прологе упрощается за счет введения струк-
турных отношений на объектах ПО согласно 
принципам объектно-ориентированного про-
ектирования.  
3. ST-сеть представляет собой разновид-
ность семантической сети, в которой отобра-
жены связи объектов ПО с инструментальны-
ми предикатами этих объектов. 
4. Процедурная семантика объектов графи-
чески не отражается в ST-сети, и в Logtalk 
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