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Ljubljana, 2019
Copyright. Rezultati diplomske naloge so intelektualna lastnina avtorja in
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Povzetek
Naslov: Primerjava ogrodij za testno avtomatizacijo z orodjem Eggplant
Functional
Avtor: Jani Kralj
V diplomskem delu je narejena primerjava dveh ogrodij podjetja Celtra d.o.o.,
ki se uporabljata za testno avtomatizacijo z orodjem za avtomatizacijo te-
stov Eggplant Functional. Cilj diplomske naloge je skozi primerjavo ogrodij
ugotoviti, ali bi bila nadomestitev enega ogrodja z drugim uspešna.
V diplomskem delu smo najprej opisali delovanje orodja Eggplant Func-
tional in njegove funkcionalnosti. Predstavili smo tudi obe ogrodji, vanju
dodali nova testna primera in opisali, kako vsako ogrodje izvaja dodana te-
stna primera. Opisali smo tudi vse potrebne procese, ki se izvedejo za uspešno
izvajanje testne avtomatizacije.
Na koncu smo obe ogrodji med seboj primerjali glede na čas izvajanja
testnih primerov in zanesljivost delovanja. Pri primerjavi smo ugotovili tako
večje kot manǰse razlike, zato smo navedli vzroke za le-te. V zaključku smo
predlagali še izbolǰsave enega izmed ogrodij.
Ključne besede: testiranje, avtomatizacija testiranja, Eggplant Functional,
testno ogrodje, testni primer.

Abstract
Title: Comparison of test automation frameworks using Eggplant Functional
tool
Author: Jani Kralj
In the thesis, two test automation frameworks owned by company Celtra
are presented and compared. Both frameworks are used with the Eggplant
Functional test automation tool. The goal of the thesis is to determine
whether the replacement of the first framework Eggplant with the second
framework RTA is successful.
In the initial part, the tool and both frameworks are described in detail.
Then, two new test cases are added to each framework, where the process of
addition and test execution is presented in detail in both cases.
In the end, the two frameworks are compared in terms of execution time
and operational reliability. The RTA framework proved to be quicker, while
the reliability is similarly good in both cases. In conclusion, the improve-
ments for the RTA framework are proposed.
Keywords: testing, test automation, Eggplant Functional, framework, test
case.
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Uvod
Z vsako novo različico programske opreme določene vrste so dodane nove
funkcionalnosti. S tem postane programska oprema bolj obsežna in zapletena,
vedno težje pa je tudi dodati nove funckionalnosti ne da bi kaj pokvarili [1].
Testiranje programske opreme je postopek ali niz postopkov za zagota-
vljanje kakovosti, s katerimi preverimo delovanje računalnǐske opreme in za-
gotovimo, da programska oprema ustreza specifikacijam [2].
S testiranjem preverimo delovanje programske opreme v predvidenem de-
lovnem okolju. Testiranje mora biti učinkovito pri iskanju kakršnihkoli na-
pak. Učinkovito mora biti tudi pri tem, da se testi opravijo čim hitreje in
ceneje. Ker je ročno testiranje lahko zamudno in časovno potratno, lahko s
testno avtomatizacijo testov pridobimo veliko na času. Testna avtomatizacija
lahko bistveno zmanǰsa trud in ceno, ki je potrebna za ustrezno testiranje.
Lahko pa tudi poveča obseg testiranja, ki ga je mogoče opraviti v omejenem
času. Avtomatizirani testi se lahko tako recimo izvedejo v nekaj minutah,
medtem ko ročno testiranje enakega obsega potrebuje več ur [3].
Avtomatizirani testi so ponovljivi z uporabo enakih vhodov v istem za-
poredju. Tega običajno ni mogoče zagotoviti z ročnim testiranjem, saj vsaka
oseba testira na svoj način, pri vsakem ponovnem testiranju pa ima lahko
različno zaporedje vhodov. Avtomatizacija nam omogoča tudi, da se naj-
manǰse spremembe v celoti testirajo z minimalnim trudom [1, 4].
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1.1 Prednosti avtomatizacije testiranja
Obstaja več prednosti avtomatizacije: [3]:
• Zagon obstoječih testov na novi različici programa.
To je najbolj očitna naloga, zlasti v okolju, kjer je programska oprema
deležna pogostih nadgradenj in popravkov. Na novi različici program-
ske opreme lahko izvedemo tako ročno kot tudi avtomatizirano testira-
nje. Ker pa avtomatizirano testiranje poteka veliko hitreje kot ročno,
lahko v istem času, kot ga bi porabili za ročno testiranje, potestiramo
veliko več.
• Zmanǰsanje stroškov testiranja.
Velika prednost avtomatizacije je prihranek denarja. To je predvsem
zaradi zmanǰsanja časa, potrebnega za izvajanja testov.
• Skladnost in ponovljivost testov.
Testi, ki se avtomatično testirajo, se izvajajo vsakič natančno enako
(vhodi so isti).
1.2 Slabosti testne avtomatizacije
Pri avtomatizaciji se lahko pojavijo tudi težave. Bolj pogoste so [3]:
• Slabo narejeni avtomatizirani testi.
Če avtomatizacija ne najde nobenih napak še ne pomeni, da v pro-
gramski kodi zares ni napak. Testi so lahko nepopolni ali pa vsebujejo
pomanjkljivosti. Če so pričakovani rezultati napačni, bodo avtomatizi-
rani testi te pomanjkljivosti preprosto ohranili v nedogled.
• Vzdrževanje avtomatiziranih testov.
Ob spremembi programske opreme je treba pogosto posodobiti nekatere
ali celo vse teste, da jih je mogoče ponovno uspešno zagnati.
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• Tehnične težave.
Orodja za izvajanje testov so programska oprema drugih podjetij, ki ni
imuna pred pomanjkljivostmi. Tudi pri teh orodjih obstaja možnost,
da orodje za testiranje ni bilo dobro testirano in posledično ne deluje
pravilno.
1.3 Cilj diplomske naloge
Na voljo imamo več orodij za avtomatizacijo testov. V diplomski nalogi je
uporabljeno orodje Eggplant Functional [5], ki se lahko uporabi na opera-
cijskih sistemih MacOS, Windows ali Linux. Testiranje se lahko izvaja na
katerikoli napravi, ki ima strežnik VNC [6] ali RDP [7], s katerokoli plat-
formo, tehnologijo ali aplikacijo.
Cilj diplomske naloge je primerjava dveh ogrodij za testno avtomatizacijo
z uporabo orodja Eggplant Functional. Pri tem bomo primerjali, kako se
doda novi testni primer v primerjana ogrodja in kako ogrodja izvedejo dodani
testni primer. Na koncu bomo ogrodji primerjali tudi glede na čas izvajanja,
učinkovitost in zanesljivost ogrodja.
Diplomsko delo je razdeljeno na naslednja poglavja:
• Uvod, kjer je na kratko predstavljena testna avtomatizacija.
• Uporabljene tehnologije in orodja, kjer bomo opisali tehnologije
in orodja, ki so uporabljena za avtomatizacijo testov pri primerjanih
ogrodjih.
• Primerjava ogrodij, kjer bomo ogrodji primerjali z vidika dodaja-
nja enega izmed testnih primerov in potek izvajanja tega testnega pri-
mera. Primerjavo ogrodij bomo zaključili z primerjavo časa izvajanja,
učinkovitosti in zanesljivosti ogrodja.
• Zaključek, kjer bomo predstavili kratke ugotovitve primerjave ogrodij
in opisali možne izbolǰsave ogrodja.
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Poglavje 2
Uporabljene tehnologije in
orodja
V tem poglavju so opisane glavne tehnologije in orodja, ki so uporabljene za
izdelavo obeh ogrodij. Nekatere tehnologije in orodija so plačljiva, večina pa
je odprtokodnih.
2.1 Orodje Eggplant Functional
Eggplant Functional je orodje za avtomatizacijo testiranja uporabnǐskega
vmesnika, ki ga je leta 2002 razvilo podjetje Redstone Software. Podjetje
Eggplant, prej Testplant, je leta 2008 prevzelo podjetje Redstone Software
[8].
Testiranje Eggplant Functionala poteka po principu testiranja izdelka od
začetka do konca (angl. End to End - E2E). E2E je metodologija, ki se
uporablja za sistematično in celovito preverjanje izvajanja aplikacije. Testira
se z vidika uporabnika po principu črne skrinjice (angl. black box) samo z
uporabnǐskim vmesnikom [9].
Eggplant Functional testira z uporabo algoritmov za prepoznavo oziroma
iskanje slik ali besedila, ki se prikazujejo na zaslonu testne naprave. Njegov
pristop uporablja tehnologijo zajemanja oziroma iskanja slik na testni na-
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pravi, zato za svoje delovanje ne potrebuje dostopa do programske kode in
zgradbe uporabnǐskega vmesnika. To pomeni, da tehnologija izdelave aplika-
cije ni pomembna. Prav tako tudi ni pomemben sistem, na katerem se izvaja
aplikacija. Poleg algoritmov za iskanje slik nam Eggplant Functional ponuja
tudi algoritme za optično prepoznavanje znakov (angl. Optical Character
Recognition - OCR), s katerim lahko poǐsčemo podano zaporedje znakov na
zaslonu testne naprave [5].
Testiranje z orodjem Eggplant Functional temelji na modelu dveh sis-
temov (slika 2.1). Eggplant Functional se izvaja na enem računalniku in se
Slika 2.1: Model dveh sistemov z orodjem Eggplant Functional.
lahko poveže s poljubnim številom drugih naprav, na katerih je testirana apli-
kacija. Prvi sistem, na katerem je nameščen in se izvaja Eggplant Functional,
se imenuje naprava Eggplant (angl. Eggplant machine). Ta sistem je lahko
računalnik s operacijskim sistemom Windows, MacOS ali Linux. Naprava
Eggplant ima vse, kar je potrebno za izvedbo testa (npr. skripte in vse po-
trebne slike). Drugi sistem je testni sistem (angl. System Under Test - SUT).
SUT je sistem oziroma naprava, kjer se izvaja aplikacija, katero hočemo te-
stirati. Lahko je katerikoli sistem, vključno z namizno ali mobilno napravo,
kjer se lahko izvaja tudi strežnik VNC (angl. Virtual Network Computing)
[10].
Orodje se lahko uporabi za celoten potek testiranja, od izdelave in iz-
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vajanja testov do analize rezultatov. Eggplant Functional se lahko poveže
in komunicira s testno napravo preko povezave s strežnikom VNC, za ka-
tero uporabi protokol TCP/IP. Lahko se poveže tudi s sistemom, ki podpira
protokol RDP (angl. Remote Desktop Protocol) [11]. Povezavi VNC ali
RDP omogočata deljenje zaslona, s katerim ima Eggplant pogled na zaslon
in pošiljanje ukazov s pomočjo mǐske ali tipkovnice iz ene naprave na drugo,
kakor bi jih pošiljal uporabnik.
Prepoznavanje oziroma iskanje objektov uporabnǐskega vmesnika na te-
stni napravi poteka z iskanjem vnaprej posnete referenčne slike. Na primer,
če hočemo klikniti na izbirni gumb, bo Eggplant Functional najprej poiskal
ustrezen gumb. To bo naredil tako, da bo preiskal zaslon testne naprave z
uporabo algoritmov za prepoznavanje slik s pomočjo že vnaprej posnete re-
ferenčne slike gumba in nato kliknil na gumb. Klik se lahko izvede glede na
podane koordinate zaslona ali pa na pozicijo vplivne točke (angl. hotspot),
ki je definirana na iskani sliki.
Orodje ponuja več oken za izdelavo in izvajanje testov [12]. Ta so:
• glavno okno (angl. suite window),
• okno s povezavami (angl. connection list window) in
• pregledno okno (angl. viewer window).
2.1.1 Glavno okno
V glavnem oknu uporabnǐskega vmesnika orodja Eggplant Functional upra-
vljamo s skriptami, referenčnimi slikami in rezultati testnega izvajanja. O-
mogoča nam ustvarjanje in urejanje skript, urejanje lastnosti referenčnih slik
in pregled nad rezultati testnih izvajanj [13]. Omogoča nam tudi izvajanje
testov in razhroščevanje (angl. debugging).
Eggplant Functional shranjuje ustvarjene skripte, slike in rezultate v po-
dimenikih znotraj glavnega imenika, ki se konča s končnico .suite [14]. Ob
ustvarjanju nove zbirke testov, Eggplant Functional ustvari znotraj glavnega
imenika še nekaj podimenikov. Pogosto uporabljena podimenika sta:
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• Images, kjer so shranjene referenčne slike in
• Scripts, kjer so shranjene skripte.
Skripte lahko izvedemo preko glavnega okna uporabnǐskega vmesnika ali iz
ukazne vrstice (angl. command line interface).
Glavno okno vsebuje več podoken. Ta vsebujejo objekte, ki pripadajo
temu podoknu. Podokno Scripts nam recimo prikaže vse skripte, ki so
shranjene v podimeniku Scripts. Kontekst glavnega okna se spremeni glede
na to, kaj smo izbrali za urejanje. Če izberemo skripto, se v glavnem oknu
odpre urejevalnik kode (angl. script editor), če pa odpremo sliko, se odpre
pregledovalnik slik (angl. image viewer), kjer lahko spreminjamo lastnosti
slike.
2.1.1.1 Urejevalnik kode
Urejevalnik kode omogoča urejanje skriptne kode s skriptnim jezikom Sen-
seTalk (slika 2.2) [15]. Urejevalnik kode podpira več lastnosti za lažje in
hitreǰse pisanje kode. Primer je oblikovanje in poudarjanje ukazov (angl.
syntax highlighting) [16].
SenseTalk je objektno usmerjen, visokonivojski skriptni programski jezik.
Podoben je angleškem jeziku, uporablja pa se za razvoj testnih skript v orodju
Eggplant Functional. Pristop skriptnega jezika SenseTalk omogoča preprosto
ustvarjanje, spreminjanje, razumevanje in izvajanje testnih skript tudi tistim
uporabnikom, ki niso razvijalci. SenseTalk je prav tako edini skriptni jezik,
ki ga podpira Eggplant Functional [15, 17].
Na sliki 2.2 lahko vidimo primer ukazov skriptnega jezika SenseTalk. V
tem primeru se najprej ustvarijo tri spremenljivke, nakar izvajanje počaka
2 sekundi. Nato se tri ustvarjene spremenljivke uporabijo kot parametri v
metodi za preverjanje slike na testni napravi.
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Slika 2.2: Urejevalnik kode znotraj glavnega okna.
2.1.1.2 Pregledovalnik slike
Ko izberemo sliko iz podokna Images, se nam v glavnem oknu odpre pre-
gledovalnik slik, na katerem je prikazana izbrana slika in njej pripadajoče
dodatne informacije (slika 2.3) [18]. Omogoča nam urejanje naslednjih la-
stnosti slik, katere lahko tudi uporabimo v skriptah:
• tip iskanja (angl. search type) oziroma primerjave referenčne slike s
sliko na testni napravi, opisuje raven natančnosti pri primerjavi slik,
• dovoljeno odstopanje (angl. tolerance), določa največje odstopanje po-
samezne barvne točke (angl. pixel) pri primerjavi slik,
• položaj vplivne točke (angl. hotspot) ter
• vrednost zasuka slike.
Med lastnostmi je prikazana tudi velikost slike v slikovnih točkah in velikost
celotnega zaslona, kjer je slika bila posneta. Pregledovalnik slike omogoča
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tudi urejanje slik, kot je recimo brisanje slikovnih točk ali obrezovanje slik.
Vse lastnosti slike so shranjene v datoteki s končnico .imageinfo, ki se
nahaja v istem imeniku kakor izbrana slika.
Slika 2.3: Pregledovalnik slike znotraj glavnega okna.
2.1.2 Okno s povezavami
V oknu s povezavami (angl. connection list window) so prikazane naprave
oziroma informacije o povezavi z napravo, ki se uporabljajo za povezavo med
napravo Eggplant in testno napravo [19]. Vsaka povezava prikazuje:
• stanje naprave (angl. status), ki označuje razpoložljivost testne naprave
označeno s barvno piko,
• ime naprave (angl. name), preko katerega lahko vzpostavimo povezavo
z napravo med izvajanjem testov,
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• gostitelja (angl. host), ki prikazuje IP naslov naprave, kamor so testne
naprave povezane,
• številko vrat (angl. port), ki prikazuje številko vrat, na kateri testna
naprava posluša ukaze in
• dejavnost, ki prikazuje trenutni opis povezave.
Način uporabljene povezave se razlikuje glede na vrsto sistema oziroma
naprave, s katero se povezujemo. Eggplant Functional podpira protokola
VNC in RDP za povezavo z računalniki. Za povezavo z mobilnimi napra-
vami pa podpira povezavo VNC. Namestitev strežnika VNC na mobilni na-
pravi se ustvari preko prehoda (razdelek 2.2). Pred vzpostavitvijo povezave
z računalnikom je potrebno na računalnik naložiti strežnik VNC [20].
V oknu s povezavami lahko dodajamo, urejamo, brǐsemo ali pa vzposta-
vljamo povezavo s testno napravo (slika 2.4).
Slika 2.4: Urejanje nastavitev povezave znotraj okna s povezavami.
Kadar dodajamo novo povezavo za testno napravo, moramo vnesti nasle-
dnje podatke:
12 Jani Kralj
• IP naprave, na kateri posluša strežnik VNC. Če je to mobilna naprava,
vnesemo IP naprave, kjer je zagnan prehod in kamor je naprava pove-
zana preko USB priključka,
• številko vrat (angl. port), na kateri testna naprava posluša ukaze in
• ime naprave, ki se bo prikazalo in jo lahko uporabimo za vzpostavitev
povezave s testno napravo v skriptah.
Vzpostavitev povezave s testno napravo lahko naredimo s dvojnim klikom
na povezavo, ki ja prikazana v oknu. Kadar vzpostavimo povezavo s testno
napravo preko okna s povezavami, se nam odpre pregledno okno (angl. viewer
window).
2.1.3 Pregledno okno
Okno prikazuje sliko povezane naprave, kot bi jo uporabnik videl na zaslonu
te naprave [21]. Okno ima dva načina za prikaz zaslona:
• način v živo (angl. live mode) in
• način za zajem (angl. capture mode).
Kadar smo v načinu v živo, lahko izvajamo postopke na napravi kot bi jih
uporabnik izvajal na sami napravi. V načinu za zajem lahko zajamemo sliko,
katero se kasneje uporabi v testnih skriptah.
2.1.3.1 Način v živo
Ta način omogoča uporabniku izvajanje postopkov s testno napravo s pomočjo
mǐske in tipkovnice. Ti delujejo kot bi neposredno uporabljali mǐsko ali tip-
kovnico na sami napravi. S tem lahko uporabljamo napravo, odpiramo apli-
kacije ali pa pripravimo napravo za zajem slike [21].
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2.1.3.2 Način za zajem
V načinu za zajem, ki je zatemnjen, lahko zajamemo sliko iz zaslona te-
stne naprave. Z mǐsko označimo območje zajema slike (angl. capture area).
Območje zajema je nezatemnjen pravokotnik, ki prikazuje sliko, ki se bo
zajela in shranila. Območje zajema vključuje tudi vplivno točko, ki je prika-
zana v obliki rdečega križca. Ta točka se bo uporabila v testu, kadar bomo z
ukazom za klik podali le sliko brez koordinat. Točko lahko tudi premaknemo
na poljubno pozicijo. To je lahko znotraj ali zunaj območja zajema [21].
Kadar izberemo območje zajema, lahko sliko posnamemo s pritiskom na
gumb za zajem slike (angl. capture image). Ta odpre okno preko katerega
shranimo zajeto sliko. To okno nam ponudi še dodatne možnosti za ureditev
nastavitev slike (slika 2.5).
Slika 2.5: Zajem slike v načinu za zajem.
V njem lahko določimo:
• ime slike,
• lokacijo, kamor se bo slika shranila in
• tip iskanja za primerjavo zajete slike s sliko na testni napravi.
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Poleg zajete slike orodje Eggplant Functional ustvari še datoteko s končnico
.imageinfo, katero shrani v isti imenik kot sliko. V njej so shranjene la-
stnosti in informacije o sliki. Ustvarjeno datoteko lahko kasneje urejamo s
pomočjo pregledovalnika slik (razdelek 2.1.1.2).
2.2 Povezavna prehoda Android in iOS
Povezavna prehoda Android in iOS (angl. Android and iOS gateway) sta
orodji za povezovanje orodja Eggplant Functional z Android in iOS napra-
vami [22, 23].
Preden lahko začnemo z avtomatizacijo testiranja na napravah, moramo
uporabiti povezavni prehod Android (angl. Android gateway) za povezavo
Android naprav oziroma povezavni prehod iOS (angl. iOS gateway) za pove-
zavo iOS naprav. Vsaka naprava mora biti preko priključka USB povezana na
računalnik, kjer je nameščen in zagnan ustrezen povezavni prehod. Kadar
je naprava uspešno povezana na prehod, lahko uporabimo Eggplant Func-
tional za vzpostavitev povezave ali za izvajanje testov na napravi. S tem
vzpostavimo povezavo VNC, da pridobimo nadzor nad napravo [22, 24].
Prikaz seznama povezanih Android naprav v povezavnem prehodu An-
droid je prikazan na sliki 2.6. Nekoliko drugačen prikaz povezanih iOS naprav
v povezavnem prehodu iOS pa je prikazan na sliki 2.7.
Za zagon strežnika VNC za posamezno napravo je potrebno izbrati na-
pravo znotraj povezavnega prehoda in pritisniti na gumb Start.
Prehod nam omogoča tudi spreminjanje nekaterih nastavitev za napravo
[25, 26]. Najpogosteǰsi nastavitvi sta številka vrat (angl. port) preko katere
je naprava povezana na prehod (na kateri teče strežnik VNC) in možnost
samodejne povezave naprave s prehodom, kadar se prehod zažene. Z napravo,
ki je povezana na prehod, se lahko povežemo preko povezave VNC. Pri tem
uporabimo IP naslov naprave, kjer je nameščen prehod, in številko vrat, ki
smo jo določili v nastavitvah prehoda, preden smo povezali napravo.
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Slika 2.6: Povezavni prehod Android.
Slika 2.7: Povezavni prehod iOS.
16 Jani Kralj
2.3 Charles Proxy
Charles Proxy je spletni posrednǐski strežnik (angl. web proxy), ki se izvaja
na računalniku [27]. Omogoča nam spremljanje HTTP in SSL / HTTPS
prometa med napravo in spletom. To vključuje zahteve, odgovore in glave
(angl. headers) HTTP ali HTTPS, ki vsebujejo tudi pǐskotke. Naprava za
dostop do spleta (preko spletnega brskalnika ali aplikacije) je nastavljena za
dostop preko strežnika Charles. Ta lahko posname in prikaže vse poslane in
prejete podatke, saj Charles stoji med napravo in spletom [28].
V razvoju aplikacij, ki komunicirajo z strežnikom, je težko ugotoviti mesto
napake, saj ne moremo videti, kaj natanko se pošilja in sprejema med sple-
tnim brskalnikom (odjemalcem) in strežnikom. Charles Proxy nam omogoča
vpogled v podatke v zahtevkih in odgovorih za lažje odpravljanje težav.
Charles je narejen v programskem jeziku Java in podpira operacijske sis-
teme Windows, Linux in MacOS [29].
Charles ima vgrajenih več orodij, s katerimi si lahko pomagamo pri nad-
zoru prometa med odjemalcem in strežnikom. Eno pomembneǰsih je orodje
za prepis (angl. rewrite) (slika 2.8). To nam omogoča ustvarjanje pravil,
ki spreminjajo zahteve in odgovore, ko prehajajo skozi Charles. Pravila so
recimo dodajanje ali spreminjanje glave, iskanje in zamenjava določenega be-
sedila v zahtevi ali odgovoru in podobno. Seznam pravil lahko omogočimo
ali onemogočimo. Vsak niz v seznamu pravil vsebuje seznam lokacij (gosti-
telj, pot ali poizvedba) in pravil. Lokacije izberejo zahteve in odgovore, na
katerih bodo delovala pravila. Vsako pravilo opisuje posamezno operacijo za
prepis. Pravilo lahko vpliva na glavo, telo ali dele zahtevka in sicer na sami
zahtevi ali odgovoru [30].
2.3.1 SSL Proxy v Charlesu
Ker nam Charles omogoča pregled in spremembo zahtev, ki se izmenjujejo
med odjemalcem in strežnikom, je SSL zelo pomemben [31]. Šifriranje po-
datkov namreč preprečuje, da bi posrednǐski strežniki in druga vmesna pro-
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Slika 2.8: Primer pravila in lokacije z uporabo orodja za prepis.
gramska oprema prisluškovala informacijam.
Na sliki 2.9 lahko vidimo, da Charles postane vmesnik na sredini (angl.
man in the middle), saj lahko tako pregleduje sporočila med odjemalcem
in strežnikom. Namesto, da bi brskalnik videl certifikat strežnika, Charles
dinamično generira certifikat za strežnik in ga podpǐse s svojim korenskim
certifikatom (Charles CA certifikat). Ko naš brskalnik prejme Charlesov
certifikat, Charles prejme certifikat strežnika.
Komunikacija med spletnim brskalnikom do Charlesa in med Charlesom
in spletnim strežnikom je SSL šifrirana. Posrednǐski strežnik za SSL lahko
omogočimo ali pa onemogočimo v nastavitvah Charlesa.
Če je posrednǐski strežnik za SSL onemogočen, bo Charles poslal celoten
SSL promet neposredno spletnemu strežniku. SSL / TLS šifrira sporočila z
uporabo potrdil, ki jih ustvarijo tretje osebe, imenovane izdajatelji potrdil.
Charles nam prav tako omogoča tudi ustvarjanje samopodpisanih certifi-
katov, katere namestimo na vse naprave za šifriranje SSL / TLS. Kadar je
certifikat pravilno nameščen, bo Charles lahko dešifriral SSL promet [29, 32].
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Slika 2.9: Prikaz Charlesa kot vmesnika v sredini.
2.4 Specifikacija progamskega vmesnika
MRAID
Definicije vmesnika za mobilno obogatene medijske oglase (angl. Mobile Rich
Media Ad Interface Definitions - MRAID) je specifikacija programskega vme-
snika (angl. Application Programming Interface - API), ki ga je oblikoval In-
teractive Advertising Bureau (IAB) za mobilne oglase v mobilnih aplikacijah
[33]. To je standardiziran nabor ukazov, ki so zasnovani za delo s HTML5 in
JavaScript-om. Omogoča izvajanje številnih funkcij, kot so razširitev oglasa,
spreminjanje velikosti ali pa dostop do nekaterih funkcij mobilnih naprav (na
primer žiroskopa). MRAID omogoča hitro in enostavno izvajanje oglasov v
različnih mobilnih aplikacijah različnih izdajateljev (angl. publishers). Za-
gotavlja skupni jezik za pisanje in tolmačenje ukazov, ki določajo kako naj
aplikacije obdelujejo in izvajajo oglase [33, 34].
Zasnovan je tako, da deluje v različnih mobilnih operacijskih sistemih
in okoljih aplikacij. Uporablja oglasne strežnike, oglasne enote in mobilne
naprave za medsebojno komuniciranje z namenom prikazovanja oglasov z in-
teraktivnimi zmogljivostmi. Brez MRAID-a imajo aplikacije, ki vključujejo
različna programska razvojna orodja (angl. Software Development Kit -
SDK) različnih ponudnikov, različne zahteve glede programskih vmesnikov,
ki jih morajo razvijalci oglasov uporabljati za komunikacijo z aplikacijo. Zato
je potrebno isti oglas ustvariti za različne aplikacije. MRAID ponuja API, ki
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ga podpirajo različni ponudniki SDK. Z njegovo uporabo bodo oglasi skla-
dni z MRAID delovali v aplikacijah s katerim koli SDK-jem, ki je skladen z
MRAID-om [33].
2.4.1 Pomembnost in delovanje MRAID-a
Danes je na trgu veliko mobilnih naprav na različnih platformah. Oglaševanje
v mobilnih aplikacijah na različnih mobilnih napravah je zelo zahtevno tudi
zaradi različnih programskih jezikov, ki se uporabljajo na vseh teh napravah.
Na sliki 2.10 sta prikazana dva tipična primera pri mobilnem oglaševanju,
v katerih se oglasi prikazujejo na mobilnih napravah. To sta oglaševanje v
spletnem brskalniku in oglaševanje znotraj aplikacije.
V obeh primerih gre za pomembno razliko med tehnologijami in ta razlika
ustvarja potrebo po MRAID-u. Mobilna spletna stran je praktično identična
namizni spletni strani, saj obe spletni strani uporabljata HTML5 in Java-
Script kodo. Ker pa oglas znotraj značke iFrame, in prostor za oglas na
spletni strani uporabljata isti jezik (HTML5 in JavaScript) lahko preprosto
komunicirata drug z drugim. Oglasni prostor znotraj aplikacije se pri tem
bistveno razlikuje od prostora na spletni strani.
Aplikacija, v kateri je prikazan oglas, ne prikazuje HTML5 in JavaScript
kode. Namesto tega izvaja izvorno kodo operacijskega sistema naprave (o-
bjektni-C za iOS naprave, Java za Android naprave). Oglas je prikazan
v prostoru imenovan WebView, ki je popolnoma delujoča spletna stran, saj
uporablja HTML5 in JavaScript. V tem primeru oglas in aplikacija ne mo-
reta komunicirati drug z drugim, saj oglas uporablja HTML5 / JavaScript,
aplikacija pa le objektni-C ali pa Javo. Ker oglas in aplikacija ne moreta ko-
municirati med seboj, MRAID deluje kot prevajalec med oglasom in mobilno
aplikacijo, da bi zagotovil pravilno prikazovanje in delovanje oglasov [34, 35].
Kadar imamo prikazan oglas znotraj aplikacije (na primer razširljiva ogla-
sna pasica (angl. expandable banner)) in se uporabnik dotakne oglasa, oglas
uporabi MRAID API ter zahteva, da se oglas razširi. MRAID SDK nato ob-
vesti aplikacijo, da se bo oglas razširil, saj s tem ustavi delovanje aplikacije.
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Slika 2.10: Prikaz oglasa v spletnem brskalniku in znotraj aplikacije s
pomočjo MRAID-a.
Oglas se nato razširi v polno velikost oglasa ali pa zavzame celoten zaslon
naprave. S klikom na gumb za zaprtje oglasa se oglas pomanǰsa v prvotno
velikost in aplikacijo obvesti, da lahko nadaljuje.
2.4.2 Uporabljeni SDK-ji za prikaz oglasa
Za pravilno prikazovanje oglasov v aplikaciji za iOS in Android naprave mo-
ramo v kodi aplikacije dodati in uporabiti SDK, katerega se doda med zunanje
odvisnosti (angl. external dependencies). Omenili bomo nekaj ponudnikov,
ki so razvili SDK s podporo MRAID-a, preko katerega se lahko prikažejo
oglasi. To so:
• MoPub je Twitterjeva platforma, ena od največjih svetovnih izmenje-
valnic za izmenjavo mobilnih oglasov (angl. ad exchange) in popolna
platforma za strežbo teh oglasov (angl. ad serving platform). Prav tako
je to platforma za zaslužek z aplikacijami, ki je namenjena izdajateljem
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in razvijalcem mobilnih aplikacij [36, 37].
• DFP (angl. DoubleClick for Publishers) je Googlovo orodje za upra-
vljanje oglasov, ki izdajateljem omogoča prodajo, razporejanje, dostavo
in upravljanje njihovega oglasnega prostora. Je oglasni strežnik (angl.
ad server) za izdajatelje, kjer lahko prodajajo svoje oglasne prostore
neposredno oglaševalcem, oglasnim omrežjem (angl. ad network) in iz-
menjevalnici oglasov. S DFP imamo več nadzora nad prodajo prostora
za oglase in komu jih prodati. DFP in Googlov AdX (angl. Double-
Click Ad Exchange) sta zdaj preoblikovana in integrirana v novo enotno
platformo imenovano Google Ad Manager [38, 39].
• AdMarvel je hčerinska družba podjetja Otello Corporation ASA (prej
Opera Software ASA). Ponuja rešitve za oglaševalsko platformo in op-
timizacijo mobilnih oglasov za izdajatelje, oglaševalce in agencije. Ad-
Marvel je bil dodan v platformo AdColony, ki je prav tako hčerinska
družba podjetja Otello Corporation ASA. Ta ga bo tudi nadomestila
[40, 41].
Vsi trije SDK-ji se lahko uporabijo znotraj aplikacij, preko katerih se prikažejo
oglasi v mobilni aplikaciji. Ponujajo rešitve za prikaz oglasov in pridobivanje
prihodkov za izdajatelje in razvijalce mobilnih aplikacij po vsem svetu.
Zasnovani so za potrebe izdajateljev mobilnih aplikacij in podpirajo različne
oblike oglasov: obogateni medijski oglasi (angl. rich media), video in veliko
drugih. Za celotno podporo SDK-ja se morajo izdajatelji prijaviti na strani
ponudnika SDK, kjer si lahko ustvarijo prostore za oglase, ogledujejo različne
analize oglasov, prihodke in veliko več.
2.5 WebView
WebView je komponenta, ki aplikaciji omogoča prikazovanje vsebine iz spleta
neposredno znotraj aplikacije brez odpiranja brskalnika ali zapiranja aplika-
cije. WebView je preprosta komponenta, ki uporablja spletne tehnologije,
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kot so HTML, JavaScript, CSS in druge, ki se uporabljajo za prikazovanje
spletne vsebine v aplikaciji [42, 43].
Poglavje 3
Primerjava ogrodij
Primerjavo bomo naredili med dvema ogrodjema, kjer sta obe narejeni kot in-
terni ogrodji podjetja Celtra d.o.o.. Narejeni sta za lažje in hitreǰse dodajanje
in izvajanje avtomatiziranih testov. Primerjavo bomo naredili med stareǰsim
ogrodjem (v nadaljevanju ogrodje Eggplant), ki za pisanje testnih skript upo-
rablja skriptni jezik SenseTalk, in noveǰsim ogrodjem (v nadaljevanju ogrodje
RTA (angl. Runner Test Automation)), katerega osnovni namen je bil nado-
mestitev ogrodja Eggplant. Skriptni jezik, ki se uporablja v ogrodju RTA, je
Python. Primerjavo ogrodij bomo naredili glede na več kriterijev. Najprej
bomo za vsako ogrodje opisali postopek dodajanja novega testnega primera
in potek izvajanja dodanega testa, nato pa primerjali ogrodji med seboj.
Pri opisu dodajanja testnega primera bomo pri vsakem ogrodju opisali:
• programske jezike, ki se v ogrodju uporabljajo,
• dodajanje testnega primera v ogrodje,
• potek izvajanja dodanega testnega primera ter
• uporabljena orodja in mobilne aplikacije za izvajanje testnega primera.
Ogrodji bomo primerjali po izvajanju glede na:
• Časovno primerjavo, pri kateri bomo primerjali obe ogrodji glede na
čas izvajanja. Pri časovni primerjavi bomo primerjali, v kolikšnem
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času vsako od ogrodij izvede teste. Pri tem bo upoštevan čas, ki je
potreben od začetka do konca izvajanja testov v ogrodju. To vključuje
tudi čas za vzpostavitev naprav pred začetkom izvajanja, čas izvajanja
testov in čas za ustvarjanje končnega poročila.
• Zanesljivost ogrodja, pri kateri bomo primerjali ogrodji glede na njuno
uspešnost delovanja. Tukaj bomo primerjali ogrodji predvsem glede na
število napak, ki so se zgodile med izvajanjem testov.
3.1 Testni oglasi
Z ogrodjema bomo z avtomatiziranimi testi testirali oglase, ki se bodo prika-
zovali na testnih napravah. Oglasi so narejeni s pomočjo spletne platforme
AdCreator, katere lastnik je podjetje Celtra d.o.o. [44]. Platforma nam
omogoča izdelavo oglasov, ki se prikazujejo na mobilnih in tabličnih napra-
vah ter na namiznih računalnikih. Da se ustvarjeni oglas prikaže na napravi,
potrebujemo ustvariti značko (angl. tag) oziroma delček kode, ki je del de-
janske HTML in JavaScript kode. Za različna okolja prikazovanja oglasov
(razdelek 2.4.1), ustvarjamo različne značke oziroma delčke HTML kode. To
sta značka za prikaz oglasa na spletu (angl. web browser tag) in značka
za prikaz oglasa znotraj aplikacije (angl. MRAID tag). Kot že samo ime
značke pove, se spletna značka uporabi znotraj spletnega brskalnika v sami
kodi spletne strani, značka znotraj aplikacije pa s pomočjo implementiranega
SDK-ja, kateri nam omogoča prikaz in izvajanje oglasov v aplikaciji.
Na voljo je več vrst oglasov. Bolj znani sta dve:
• obogateni medijski oglasi (angl. rich media).
To so oglasi, ki lahko vključujejo slike, besedila, videe ali druge ele-
mente. Lahko se tudi širijo, saj omogočajo interakcijo z uporabnikom,
in
• video oglasi, ki so narejeni iz videa, ki se predvaja na napravi. Na
voljo imamo tudi interaktivni video, ki je v osnovi video z elementi za
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interakcijo.
Namen testne avtomatizacije je preverjanje delovanja oglasa na različnih
napravah, torej če se oglas izvaja tako, kot je pričakovano. To vključuje:
• prikaz oglasa,
• prikaz celotne vsebine oglasa,
• interakcija z oglasom in
• zapiranje oglasa.
V primeru video oglasa testiramo še predvajanje videa in možnost ponovnega
predvajanja.
3.2 Opis dodanega testnega primera
Najprej bomo opisali testno obliko dodanega testnega oglasa, nato pa še
testni primer (korake testiranja) in okolja, v katerih bomo testirali oglas.
3.2.1 Opis testne oblike oglasa
Zaradi velikega števila različnih oblik oglasov, smo se odločili, da bomo za
primerjavo ogrodij uporabili obliko, ki se ji reče razširljiva oglasna pasica
(angl. expandable banner). Ta oblika ima dve stanji. Prvo je v obliki navadne
oglasne pasice, ki je prikazana glede na velikost oglasa znotraj aplikacije. Ob
kliku na nerazširjen oglas (prvo stanje) se oglas razširi v drugo stanje. Takrat
oglas zavzame celoten zaslon naprave na kateri je prikazan. V obeh stanjih
lahko oglas vsebuje poljubne elemente, s katerimi prikažemo vsebino oglasa.
Na sliki 3.1 je prikazan testni primer razširljive pasice v nerazširjenem in v
razširjenem stanju.
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Slika 3.1: Prikaz oglasa v prvem stanju (levo) in v drugem stanju (desno).
3.2.2 Testni primer in testirana okolja
Z avtomatskimi testi bomo preverili, če se oglas pravilno prikaže in če pravilno
deluje. Potek testnega primera:
• testiranje prikaza oglasa v nerazširjenem stanju,
• klik na oglas, s katerim se bo oglas razširil v drugo stanje,
• klik na spodnjo sliko v oglasu, katera mora izginiti in
• klik na gumb za zaprtje oglasa, s katerim se oglas pomanǰsa oziroma
vrne v prvotno stanje.
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Po vsakem vplivu na oglas (prikaz oglasa, klik na oglasu ...) se izvede pri-
merjava zaslonske slike testne naprave z referenčno sliko. S tem preverimo,
če se je akcija na oglas uspešno izvedela.
Testirano okolje je okolje, kjer se oglas prikazuje. Testni primer bomo
testirali v dveh okoljih. Eno je okolje znotraj brskalnika. V tem okolju
bomo testirali, če se je oglas pravilno prikazal znotraj brskalnika na spletni
strani. Vrsta brskalnika je odvisna od naprave. Samsung naprave uporabijo
Samsung brskalnik, druge Android naprave pa brskalnik Google Chrome. Na
iOS napravah je uporabljen brskalnik Safari.
Drugo okolje pa je okolje znotraj aplikacije. Tukaj bomo testirali oglas
na isti način kakor v brskalniku, le da se v tem primeru oglas prikaže znotraj
aplikacije s pomočjo dodanega SDK-ja v aplikaciji. Za testiranje znotraj apli-
kacije bomo za prikaz oglasa uporabili MoPub SDK [45]. Ogrodje Eggplant
uporablja aplikacijo MoPub, ki uporablja MoPub SDK. Pri ogrodju RTA je
narejena interna aplikacija Adpreview, v kateri je podprtih več SDK-jev za
prikaz oglasov. Ker bomo pri ogrodju Eggplant uporabili aplikacijo s SDK-
jem MoPub, bomo aplikacijo Adpreview uporabili za prikaz oglasa s SDK-jem
MoPub.
3.3 Ogrodja Eggplant in RTA
Ogrodje Eggplant je narejeno s pomočjo orodja Eggplant Funcional z na-
bori testov (angl. suite), ki vsebujejo testne skripte in referenčne slike [14].
Uporablja se skriptni jezik SenseTalk. Ker pa ima SenseTalk omejitve (npr.
ne more zagnati dodatnih procesov na napravi Eggplant), uporabljamo tudi
skriptne jezike Bash, Python in JavaScript. Bash se uporabi na začetku,
kadar preko ukazne vrstice zaženemo ogrodje za zagon testov. Pri tem se:
• ustvari vse potrebne procese za izvajanje testov,
• razvrsti oziroma filtrira vse nabore testov, ki ustrezajo podani kombi-
naciji skupin v podanem ukazu za zagon testov preko ukazne vrstice,
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• zažene vse nabore testov oziroma testne primere, ki ustrezajo filtrirani
skupini, ter
• prenese ustvarjeno poročilo oziroma rezultat na strežnik za dostop
preko spleta.
Python se uporabi pri ustvarjanju poročila izvedenih testov, JavaScript pa za
vzpostavitvijo strežnika za pomoč pri odpiranju aplikacij na napravah iOS.
Ogrodje RTA je bilo narejeno z namenom nadomestitve ogrodja Eggplant.
Narejeno je v skriptnem jeziku Python. Tu za razliko od ogrodja Eggplant ne
potrebujemo nabora testov in tudi ne skriptnega jezika SenseTalk. SenseTalk
se uporabi samo pri izvajanju ukazov na testni napravi z uporabo procesa
EggDrive, preko katerega se izvajajo ukazi SenseTalk. Skriptni jezik Python
se uporabi za iste postopke kakor SenseTalk, Bash in Python pri ogrodju
Eggplant.
Poleg Pythona pa se uporabi tudi skriptni jezik JavaScript. Tako kot pri
ogrodju Eggplant se JavaScript uporabi za vzpostavitvijo strežnika za pomoč
pri odpiranju aplikacij na napravah iOS.
3.3.1 Dodajanje testnega primera v ogrodje
Ogrodje Eggplant
Testni primer se doda v nabor testov, kateri se ločijo glede na testno okolje
znotraj ogrodja Eggplant. Vsak nabor testov (angl. suite) ima dve skripti.
Ena od skript vsebuje vse definirane testne primere (testno konfiguracijo) v
tem testnem okolju. Druga skripta pa je imenovana setup, v kateri so defini-
rane vse identifikacijske vrednosti vsakega testnega primera in vse potrebne
nastavitve le-teh (npr. določanje naprav, na katerih se bo testni primer izva-
jal). Na sliki 3.2 lahko vidimo dodani testni primer znotraj okolja brskalnika.
Pri dodajanju testnega primera uporabimo naslednje parametre:
• cleanup: skripta, ki se uporabi po zaključku izvedenega testa testnega
primera. S tem zapremo aplikacijo in se vrnemo na začetni zaslon
naprave (angl. home screen),
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Slika 3.2: Dodana testna konfiguracija za testiranje testnega primera v okolju
znotraj brskalnika v ogrodju Eggplant.
• fixture: skripta, ki se uporabi pred začetkom izvajanja testnega pri-
mera. S to skripto odpremo aplikacijo oziroma pripravimo napravo za
prikaz oglasa in začetek testiranja,
• sdk: okolje, kjer se testni primer testira,
• adformat: oblika formata, ki se testira,
• urlSettings: nastavitve za aplikacijo, kjer se oglas testira,
• test: vrednost za pridobivanje identifikacijskih vrednosti iz skripte
setup,
• script: skripta, ki se izvede za potek testiranja testnega primera.
Na voljo imamo več aplikacij z uporabo SDK-ja za prikaz oglasa. Za
vsako od teh je postopek za prikaz in testiranje testnega primera zelo po-
doben. Zato smo se odločili, da bomo opisali samo dodani testni primer za
aplikacijo s SDK-jem MoPub. Na sliki 3.3 lahko vidimo, da je dodani testni
primer za to okolje znotraj aplikacije podoben testnemu primeru za okolje
znotraj brskalnika. Razlikujeta se le v skripti, ki se uporabi pred začetkom
izvajanja testnega primera (fixture), saj brskalnik drugače odpiramo kakor
aplikacijo MoPub. Razlika pa je tudi v vrednosti okolja (sdk), kjer se oglas
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Slika 3.3: Dodana testna konfiguracija za testiranje testnega primera v okolju
znotraj aplikacije s SDK-jem MoPub v ogrodju Eggplant.
testira. Morali pa smo tudi ustvariti in dodati vse potrebne skripte (cleanup,
fixture in script), ki se uporabijo za testiranje dodanega testnega primera.
Pri vsakem testnem primeru se najprej izvede skripta fixture, nato
script in na koncu cleanup.
Ogrodje RTA
Za lažjo organizacijo imamo testne primere ločene v podimenikih glede na
to h kateri skupini sodijo. Na sliki 3.4 je prikazan dodan testni primer za
okolje znotraj brskalnika. Tako imamo pri ogrodju Eggplant dve skripti v
vsakem naboru testov, pri ogrodju RTA samo eno skripto, kjer so za to
skupino dodani testni primeri (testne konfiguracije). Te testne konfiguracije
pri ogrodju RTA vsebujejo objekte oziroma vrednosti. Pri dodajanju testnega
primera uporabimo vrednosti, kot so:
• name: ime testnega primera, ki se prikaže na poročilu,
• test: objekt, kateri se izvede za potek testiranja testnega primera.
• fixture: objekt, ki se uporabi pred začetkom izvajanja testnega pri-
mera. S tem objektom odpremo aplikacijo oziroma pripravimo napravo
do prikaza oglasa in začetka testiranja,
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Slika 3.4: Dodana testna konfiguracija za testiranje testnega primera v okolju
znotraj brskalnika v ogrodju RTA.
• tag: objekt, ki vsebuje podatke za pridobivanje značke preko klica API.
Za pridobivanje značk moramo imeti podane tri glavne vrednosti:
– creative id: identifikacijska vrednost testnega oglasa,
– placement id: identifikacijska vrednost prostora za oglas in
– sdk: okolje, kjer se testni primer testira.
• ignored devices: seznam objektov naprav, na katerih se testni primer
ne bo izvajal,
• images: pot do slik, kjer so shranjene referenčne slike za primerjavo z
zaslonsko sliko testne naprave, ter
• coordinates: vrednost, ki se uporabi za pridobivanje pozicijskih točk
za interakcijo s testno napravo.
Vsakega od objektov, ki so uporabljeni znotraj dodanega testnega primera
(test in fixture), smo morali implementirati na takšen način, da ga lahko tudi
večkrat uporabimo.
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Na sliki 3.5 imamo prikazan dodan testni primer za okolje znotraj aplika-
cije s SDK-jem MoPub. Obe dodani konfiguraciji sta zelo podobni. Glavne
razlike so v objektu, ki se izvede pred začetkom izvajanja (fixture) in oko-
lju (sdk), ki se uporabi za klic API za pridobivanje značke. Za odpiranje
aplikacije Adpreview s SDK-jem MoPub moramo uporabiti tudi vrednosti
app params. Tukaj definiramo obliko oglasa, ki ga bomo prikazali, velikost
prikazanega oglasa in SDK, ki ga hočemo uporabiti za prikaz oglasa. Te po-
datki se uporabijo v objektu, ki se izvede pred začetkom izvajanja (fixture).
Slika 3.5: Dodana testna konfiguracija za testiranje testnega primera v okolju
znotraj aplikacije s SDK-jem MoPub v ogrodju RTA.
3.3.2 Potek oziroma izvajanje testnega primera
Za izvajanje testnega primera bomo opisali:
• zagon testov,
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• uporabljene dodatne procese za uspešen prikaz oglasa,
• vzpostavitev povezave s testno napravo,
• ustvarjanje značke za testni primer,
• pripravo testne naprave pred izvajanjem testa,
• testiranje testnega primera,
• čǐsčenje testne naprave in
• ustvarjanje končnega poročila.
3.3.2.1 Zagon testov
Izvajanje testnih primerov izvedemo z ukazno vrstico za zagon testov v
ogrodju.
Ogrodje Eggplant
Ukazna vrstica je sestavljena iz glavne skripte Bash in iz stikal, s katerimi
definiramo skupine testov, ki jih hočemo zagnati. Stikala so:
• -name, ime ustvarjenega poročila,
• -url, naslov testne različice platforme,
• -g, skupina kamor spada testni primer,
• -sg, podskupina,
• -env, okolje aplikacije (brskalnik, aplikacija),
• -s, okolje testiranja (brskalnik, MRAID),
• -app, aplikacija ter
• -format, oblika testnega primera.
34 Jani Kralj
Glede na stikala v ukazni vrstici se izberejo testni nabori (angl. suite), ki
se bodo izvajali. Iz testnega nabora preko glavne skripte zaženemo SenseTalk
skripto z ukazom [46]:
/Applications/Eggplant.app/Contents/MacOS/runscript
ime_testne_skripte.script
Na koncu ukaza dodamo še stikala, ki so potrebna za vzpostavitev povezave
z orodjem Eggplant in s testno napravo:
• -host, naslov naprave Eggplant,
• -port, številka vrat za povezavo z napravo ter
• -params, parametri uporabljene skripte.
Stikala host in port sta vrednosti, ki smo ju uporabili za dodajanje povezave
s testno napravo v oknu s povezavami (razdelek 2.1.2).
Ogrodje RTA
Ukazna vrstica za zagon testov je prav tako sestavljena iz zagnane glavne
skripte v Python-u, in iz stikal oziroma parametrov, ki se uporabijo za filtri-
ranje skupin testov. Stikala so naslednja:
• -stack, naslov testne različice platforme,
• -reportName, ime ustvarjenega poročila,
• -groups, skupina testnih primerov za testiranje in
• -ignored, testne naprave, na katerih se testi ne bodo izvajali.
Podane vrednosti stikala groups se uporabijo za filtriranje oziroma pridobi-
vanje vseh testnih primerov, ki ustrezajo podani skupini.
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3.3.2.2 Dodatni procesi za izvajanje testov
Za izvajanje testov ustvarimo tri procese, ki jih uporabimo za pravilni prikaz
oglasa na testni napravi. To so:
• adjack, ki je bil razvit z namenom pregledovanja in spreminjanja zah-
tev HTTP,
• Charles, ki nam omogoča prepis pravil za prikaz oglasa in
• linkster, ki se uporabi za odpiranje aplikacij na iOS napravah.
Adjack je storitev, preko katere se pridobljena značka za oglas vstavi v
aplikacijo. Za vstavljanje značke v aplikacijo nam je v pomoč tudi Charles,
saj z orodjem za prepis pravil spremenimo oziroma prepǐsemo značko v ti-
sto, katero potrebujemo. Linkster je spletni strežnik na napravi Eggplant,
kateremu se spreminja vsebina HTML kode za odpiranje spletnih strani. To
pa zato, ker pri iOS napravah ne moremo odpreti aplikacije z ukazom in smo
potrebovali nekakšen pristop za odpiranje spletne strani v brskalniku. Za od-
piranje aplikacij pri Android napravah uporabimo ukaz ADB (angl. Android
Debug Bridge).
Vsak od teh procesov se ustvari za vsako napravo. Adjack se ustvari
za vsako napravo, kjer se uporabi številko vrat, preko katere dostopamo do
storitve adjack za napravo. Za vsako od naprav imamo tudi shranjeno kon-
figuracijsko datoteko za zagon procesa Charles v ozadju. V konfiguracijski
datoteki so zapisana vsa uporabljena pravila za prepise in številka vrat. Ukaz
za zagon procesa Charles je sestavljen iz dveh delov: poti do nameščenega
Charlesa in stikala -config, kjer podamo pot do kofiguracijske datoteke
Charles. Linkster na iOS napravah odpremo preko brskalnika na sami na-
pravi. Pod naslov vnesemo IP-naslov naprave Eggplant (kjer je zagnan proces
linkster) in številko vrat. Linkster je namenjen samo iOS napravam.
Ogrodje Eggplant ustvari vse tri procese, medtem ko ogrodje RTA ustvari
samo procesa za Charles in linkster, ker procesa adjack ne potrebuje.
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3.3.2.3 Vzpostavitev povezave s testno napravo
Ogrodje Eggplant
V testni skripti z uporabo parametrov izberemo testne primere, ki se bodo
izvajali. Preden pa se lahko testi začnejo izvajati, moramo najprej vzpo-
staviti povezavo s testno napravo. Za vzpostavitev povezave imamo na
voljo SenseTalk ukaz Connect (serverID: ‘naslov naprave Eggplant‘,
port: ‘številka vrat‘) [47]. Podatki, ki se uporabijo pri ukazu connect,
so podatki, katere smo vnesli v okno s povezavami, ob povezavi naprave
s orodjem Eggplant (razdelek 2.1.2). Po uspešni vzpostavitvi povezave se
ustvari Eggplant seja med napravo Eggplant in testno napravo. Za vsako
testno napravo se ustvari svoja Eggplant seja.
Ogrodje RTA
Preden lahko vzpostavimo povezavo s testno napravo, moramo vzpostaviti
storitev Eggdrive [48]. Ker v orodju RTA ne uporabljamo jezika SenseTalk,
nam storitev Eggdrive omogoča izvajanje SenseTalk ukazov. Eggdrive deluje
kot API, ki omogoča uporabo orodja Eggplant Functional kot storitev.
Eggdrive, ponuja preprosti vmesnik XML-RPC [49], ki služi za odjemalce
za pošiljanje SenseTalk ukazov orodju Eggplant Functional. Odjemalec lahko
pošlje kateri koli ukaz orodju Eggplant Functional. Ta mu vrne rezultate
uporabljenega ukaza.
Najprej ustvarimo storitev Eggdrive z ukazom:
/Applications/Eggplant.app/Contents/MacOS/runscript
-driveport stevilka_vrat_povezave
Uporabljena vrednost za stikalo driveport je ista kot je vrednost za vzpo-
stavitev povezave s testno napravo (razdelek 2.1.2).
Za pravilno pošiljanje ukazov potrebujemo tudi XML-RPC odjemalec,
preko katerega se bodo ukazi pošiljali orodju Eggplant Functional. Za lažjo
predstavo je na sliki 3.6 prikazan primer ustvarjanja in uporabe Eggdrive
storitve. Eggdrive storitev se ustvari za vsako testno napravo posebej.
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Slika 3.6: Primer uporabe storitve Eggdrive v skriptnem jeziku Python [50].
Po vzpostavitvi storitve Eggdrive se bodo vsi ukazi SenseTalk izvajali
preko te storitve. Za vzpostavitev povezave z napravo Eggplant in testno
napravo uporabimo isti ukaz kakor pri ogrodju Eggplant.
3.3.2.4 Ustvarjanje značke za testni primer
Preden se lahko oglas prikaže potrebujemo značko oglasa. Značka oglasa je
lahko spletna značka ali MRAID značka. Za pravilno pridobivanje značk
preko klica API potrebujemo naslednje parametre z vrednostmi:
• hubUrl, naslov API,
• placementId, identifikacijska vrednost oglasnega prostora oglasa,
• creativeId, identifikacijska vrednost oglasa,
• adsUrl, spletni naslov za streženje oglasov,
• sdk, okolje, kjer bo značka uporabljena,
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• adServer, oglasni strežnik in
• type, tip oglasa,
Ogrodje Eggplant
Način in tvorba uporabe značke je odvisen od okolja, kjer se testira:
• Okolje znotraj brskalnika.
Za pridobivanje spletne značke in prikaz oglasa uporabimo testno sple-
tno stran, kjer se bo oglas prikazal. Za prikaz oglasa moramo testno
spletno stran odpreti z zgoraj naštetimi parametri. Prvo se ustvari
značka preko klica API. Potem se pridobljena značka vstavi v kodo
spletne strani in na koncu se oglas prikaže.
• Okolje znotraj aplikacije. Za pridobivanje MRAID značke uporabimo
proces adjack. Potrebne parametre za ustvarjanje značke pošljemo pro-
cesu adjack. Ta uporabi parametre za klic API, kateri nam vrne zah-
tevano značko. Pridobljeno značko shrani za kasneǰso uporabo.
Ogrodje RTA
Ne glede na okolje testiranja se značka pri ogrodju RTA pridobi s klicem
API-ja znotraj ogrodja. Pridobljeno značko shranimo v vrednost objekta.
Razlika med ogrodjema pri pridobivanju značke je ta, da ogrodje Eggplant
za vsak testni primer in vsako napravo ustvari klic za pridobivanje značke.
To pomeni, da se ista značka pridobi tolikokrat kolikor testnih naprav upora-
bljamo. Ogrodje RTA ustvari eno značko za en testni primer in vse naprave
uporabijo isto značko. S tem smo zmanǰsali število klicev API in skraǰsali
izvajanje ogrodja RTA.
3.3.2.5 Priprava testne naprava pred izvajanjem testa
Pri pripravi testne naprave se izvede skripta fixture. Pri tem se na napravi
izvede vse potrebno, da se oglas prikaže. To vključuje odpiranje brskalnika
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z URL naslovom, odpiranje aplikacije MoPub (ogrodje Eggplant) ali Adpre-
view (ogrodje RTA). Za odpiranje brskalnika ali aplikacije imamo različna
postopka glede na OS naprave.
Ogrodje Eggplant
Izbor primerne skripte je definiran v testni konfiguraciji na slikah 3.2 in 3.3.
Odpiranje aplikacije za spletni brskalnik in MoPub na Android napravah
poteka z ukazom ADB [51]:
adb -s deviceID shell am start -a android.intent.action.VIEW
-n ime_paketa_aplikacije
Pri odpiranju brskalnika dodamo še stikalo za odpiranje s spletnim naslovom:
-d spletni_naslov_url
SenseTalk nam omogoča izvajanje ukazov ADB z ukazom ADBCall(adb ukaz)
[52]. Spletni brskalnik se odpre s tem ukazom, v katerem imamo podani URL
do spletne strani s parametri, za pridobivanje značke. Odpre se testna sple-
tna stran s prikazanim oglasom. S tem je oglas pripravljen za testiranje v
okolju brskalnika.
Pri napravah iOS odpiramo brskalnik s pomočjo linksterja. To je interna
rešitev za spletni strežnik, saj nimamo bolj preproste možnosti za odpiranje
brskalnika. Pri uporabi linksterja najprej spremenimo URL naslov v sple-
tnem strežniku, katerega bomo želeli odpreti. Na domačem zaslonu naprave
imamo bližnjico (ikono) za odpiranje brskalnika, kjer je naslov sestavljen iz IP
naprave Eggplant in številke vrat, s katero dostopamo do strežnika linkster.
S klikom na ikono bližnjice se nam odpre spletna stran, katero smo nastavili
v linksterju. Za klik moramo najprej poiskati sliko, potem pa na najdeni
sliki uporabiti ukaz za klik na interakcijsko točko, iz datoteke .imageinfo
ob ustvarjanju iskane slike. Zaporedje ukazov:
• ImageFound (Image: pot slike, WaitFor: 25). Metoda, ki vrne
true ali false, če je bila slika najdena. Vrednost parametra image
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predstavlja pot iskane referenčne slike, vrednost parametra WaitFor
pa čas iskanja slike na zaslonu v sekundah.
• Click (FoundImageLocation()), kjer je parameter metoda, ki vrne
podatke zadnje iskane slike. Potem pa ukaz izvede klik na interakcijsko
točko na najdeni sliki.
Za tem se nam odpre testna spletna stran, kjer se prikaže oglas.
Odpiranje aplikacije MoPub se prav tako razlikuje glede na OS naprave.
Pri Android napravah se odpre z ukazom ADB. Pri iOS napravah pa s klikom
na sliko ikone aplikacije MoPub na domačem zaslonu.
Ker se aplikacija MoPub odpre v glavni aktivnosti, v kateri se oglas ne
prikaže, je potrebno narediti klik na sliko zavihka, ki bo odprl aktivnost
aplikacije, v kateri se bo prikazal oglas. Za tem se v aplikaciji MoPub odpre
aktivnost, ki naredi zahtevo za pridobivanje značke za oglas. Ta zahteva
se prestreže z orodjema Charles in adjack. Orodje adjack preveri, če ima
to zahtevo nastavljeno pod filtri za prestrezanje zahtev. Če ima, potem
adjack pošlje shranjeno MRAID značko orodju Charles. To dobljeno značko
potem Charles s svojim orodjem za prepis zapǐse v odgovor na zahtevo,
katero je aplikacija MoPub naredila, in jo vrne aplikaciji MoPub. Ko MoPub
pridobi nazaj odgovor, se ta odgovor uporabi za prikaz oglasa. S tem je oglas
pripravljen za testiranje v aplikaciji MoPub.
Ogrodje RTA
V ogrodju RTA spletne brskalnike za prikaz oglasa odpiramo na enaki način
kakor pri ogrodju Eggplant. Pri Android napravah je to s pomočjo ukaza
ADB, pri iOS napravah pa s pomočjo strežnika linkster in klika na bližnjico
do naslova linksterja. Preden pa lahko kliknemo na bližnjico linkster, mora
biti naprava iOS na začetnem zaslonu. To naredimo s SenseTalk ukazom
PressHomeButton. Pri ogrodju RTA smo za klik na sliko uporabili drugačen
SenseTalk ukaz kakor pri ogrodju Eggplant. Uporabljen ukaz je:
Click(ImageName: pot_slike, WaitFor: čas_iskanja)
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Ukaz najprej ǐsče sliko na zaslonu testne naprave. Kadar sliko najde se izvede
klik na vplivno točko podane slike. S tem se odpre testna spletna stran s
prikazanim oglasom za testiranje.
Medtem ko pri ogrodju Eggplant uporabljamo aplikacijo MoPub in proces
adjack za prikaz oglasa znotraj aplikacije, pri ogrodju RTA uporabljamo
novo interno aplikacijo Adpreview. Namen nove aplikacije za testiranje je
nadomestitev vseh starih testnih aplikacij in procesa adjack. V tej aplikaciji
imamo podprtih več SDK-jev za prikaz oglasa. Aplikacija se odpira s pomočjo
naslova deep link [53]. Naslov deep link je sestavljen iz:
• šifrirane značke in iz
• parametrov, ki smo jih uporabili pri testni konfiguraciji (slika 3.5).
Aplikacija odšifrira značko in uporabi dodatne parametre, s katerimi povemo,
kateri SDK hočemo uporabiti, kakšna oblika oglasa bo prikazana in kakšna
bo velikost oglasnega prostora za prikaz oglasa. Po uspešnem odšifriranju
značke in parametrov se prikaže oglas, ki je pripravljen za testiranje.
Pri Android napravah aplikacijo Adpreview odpremo z ukazom ADB:
adb -s deviceID shell am start -a android.intent.action.VIEW
-d deep_link ime_paketa_aplikacije
Pri iOS napravah pa odpremo aplikacijo Adpreview s SenseTalk ukazom
LaunchApp, kjer moramo podati še unikatni ID (angl. bundle ID) aplikacije.
Odpre se aplikacija Adpreview z internim strežnikom v ozadju, na katerega
nato pošljemo zahtevo POST s parametri, ki se uporabijo za prikaz oglasa s
pomočjo SDK-ja MoPub.
3.3.2.6 Testiranje testnega primera
Kadar je naprava pripravljena za testiranje in je oglas prikazan, se izvede
skripta za testiranje oglasa. Ker orodje Eggplant testira na vseh platformah
isto, smo v obeh ogrodjih in v obeh primerih uporabili isto testno skripto za
testiranje oglasa.
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Ogrodje Eggplant
Na sliki 3.7 je prikazana koda skripte za testiranje dodanega testnega primera
v brskalniku in aplikaciji MoPub. Testiranje poteka po naslednjem zaporedju:
Slika 3.7: Koda za testiranje testnega primera v ogrodju Eggplant z uporabo
SenseTalk ukazov.
1. najprej pridobimo vse poti referenčnih slik,
2. nato pridobimo vse potrebne koordinate za ta testni primer,
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3. naredi se ovrednotenje oglasa, kjer preverimo ali se je oglas pravilno
prikazal,
4. sledi klik na oglas, s katerim se mora oglas razširiti in prikazati celotno
vsebino razširjenega oglasa. Nato ovrednotenje slike, s katero preve-
rimo, če se je oglas pravilno razširil,
5. klik na spodnjo sliko v razširjenem oglasu, katera se mora ob kliku
skriti, in nato ovrednotenje slike,
6. klik na gumb za zaprtje oglasa, s katerim se mora oglas zapreti in
pomanǰsati v prvotno stanje oglasa. Sledi ovrednotenje, če se je oglas
uspešno zaprl.
Pri testiranju se uporabijo dva glavna SesnseTalk ukaza:
• ImageFound (Image: pot slike, ClipRectangle: koordinate,
WaitFor: cas iskanja). Pri metodi za iskanje slike uporabimo tri
parametre. Image, kjer podamo pot referenčne slike, ki se uporabi za
primerjavo zaslonske slike na testni napravi. ClipRectangle, kjer so
podane koordinate, kjer se slika ǐsče. Koordinate so sestavljene iz štirih
točk. Prvi dve točki predstavljata levi zgornji rob pravokotnika, drugi
dve točki pa desni spodnji rob pravokotnika, kjer se bo slika iskala.
Tretji parameter je WaitFor, kjer podamo potreben čas za iskanje slike
znotraj koordinat v sekundah. Metoda nam vrne odgovor, če je bila
slika najdena ali ne.
• Click (koordinate). Ta metoda izvede klik na podane koordinate na
testni napravi. Koordinate so podane v obliki dveh vrednosti.
Vse potrebne koordinate imamo že vnaprej shranjene za vsako napravo,
vsako okolje in vsako obliko oglasa. Za preverjanje referenčne slike z zaslonsko
sliko testne naprave uporabljamo tip iskanja tolerance, kjer je za dovoljeno
odstopanje. Uporabljena privzeta vrednost je 45 1.
1Majhna vrednost največjega dovoljenega odstopanja v vrednosti barvnih pik med pri-
merjavo referenčne slike in med zaslonsko sliko testne naprave.
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Na sliki 3.8 je prikazan imenik referenčnih slik vsake naprave, ki se upo-
rabijo za prvo validacijo slike v aplikaciji MoPub med testiranjem testnega
primera.
Slika 3.8: Prikaz referenčnih slik za vsako testno napravo v imeniku.
Ogrodje RTA
Na sliki 3.9 je prikazana skripta Python, ki se uporabi za testiranje dodanega
testnega primera v obeh okoljih.
Testiranje poteka na enak način kakor pri ogrodju Eggplant. Razlika je
le v tem, da za iskanje slike uporabimo drugačen SenseTalk ukaz.
Pri ogrodju Eggplant sta tip iskanja in vrednost dovoljenega odstopanja
(angl. tolerance) definirana v datoteki .imageinfo. Ker pa v ogrodju RTA
ne uporabljamo te datoteke, moramo te vrednosti podati znotraj samega
ukaza za iskanje slike. Uparabljena SenseTalk ukaza, ki se izvedeta preko
storitve Eggdrive, sta:
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Slika 3.9: Koda za testiranje testnega primera v ogrodju RTA.
• ImageFound (Image: pot slike, ClipRectangle: koordinate,
WaitFor: cas iskanja, SearchType: tip iskanja, Tolerance:
dovoljeno odstopanje). V tem ukazu uporabimo poleg prej opisanih
še dva dodatna parametra in njuni vrednosti: SearchType, kjer po-
damo tip iskanja in Tolerance, kjer je vrednost največjega dovoljenega
odstopanja v vrednosti barvnih pik med primerjavo referenčne slike in
med zaslonsko sliko testne naprave.
• Click (koordinate). Izvede klik na podane koordinate. Tako kot pri
ogrodju Eggplant imamo vse koordinate že vnaprej shranjene za vsako
okolje, kjer se testira.
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3.3.2.7 Čǐsčenje testne naprave
Ogrodje Eggplant
S podano skripto cleanup na testni napravi počistimo vse kar smo naredili
za testni primer. Android naprave ne potrebujejo čǐsčenja za seboj, ker za
odpiranje aplikacij uporabljamo ukaz ADB. Ukaz pa lahko odpre aplikacijo
ne glede na katerem zaslonu ali katero aplikacijo imamo trenutno odprto na
napravi.
Ker vsaka iOS naprava začne izvajati novi test z iskanjem linksterja
ali aplikacije na domačemu zaslonu, moramo po vsakem končanem testu
aplikacijo zapreti in se vrniti na domači zaslon. To naredimo z ukazom
PressHomeButton.
Ogrodje RTA
Pri ogrodju RTA nimamo čǐsčenja testne naprave po izvedbi testa, saj An-
droid naprave ne potrebujejo čǐsčenja. Naprave iOS pa se po vsakem končanem
testu vrnejo na domači zaslon, kadar se izvaja skripta fixture.
3.3.2.8 Število ponovitev vsakega testa
Vsak testni primer se izvede največ dvakrat. Če je prvo izvajanje uspešno,
se začne izvajati naslednji testni primer. Če pa je neuspešno se isti testni
primer začne izvajati še enkrat. Glede na uspešnost ali neuspešnost izvajanja
testa ločimo tri končne oznake:
• uspešen. Prvo izvajanje testnega primera je uspešno, kadar se izvede
brez kakršnekoli napake,
• opozorilo. Testni primer je opozorilo, kadar je bilo prvo izvajanje te-
stnega primera neuspešno, drugo izvajanje pa uspešno,
• neuspešno. Kadar sta obe izvajanji testnega primera neuspešni.
Pri obeh ogrodjih, ob neuspešnem testu sprožimo izjemo (angl. raise
exception). To ujamemo in zapǐsemo vzrok neuspešnosti bodisi v datoteko z
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rezultati ali v spremenljivko rezultatov. V izjemi podamo podatke o iskani
sliki in o posneti sliki, ki se je posnela ob neuspešnem izvajanju.
Ogrodje Eggplant
Uspešnost ali neuspešnost testa pridobimo iz datoteke z rezultati (angl. log
file). To naredimo tako, da iz datoteke s pomočjo razčlenjevanja (angl. par-
sing) pridobimo izvedene ukaze in njihove statuse. Iz statusa potem prido-
bimo uspešnost testa. Ob vsakem neuspešnem izvajanju testa se posname
trenutna zaslonska slika (angl. screenshot), njena pot pa se doda v datoteko
z rezultati za ta testni primer. Datoteko z rezultati se potem uporabi za
ustvarjanje končnega poročila.
Ogrodje RTA
Pri ogrodju RTA vsak izveden test (uspešen ali neuspešen) shranjujemo v
spremenljivko. Pri vsakem neuspešnem izvajanju se prav tako posname tre-
nutna zaslonska slika, pot do slike pa se doda k rezultatu neuspešnega testa.
Ta spremenljivka se uporabi kasneje za ustvarjanje končnega poročila.
3.3.2.9 Ustvarjanje končnega poročila
Po vseh končanih testih moramo najprej prekiniti povezavo s testno na-
pravo. To storimo s SenseTalk ukazom Disconnect (serverID: ‘naslov
naprave Eggplant‘, port: ‘številka vrat‘). S tem se prekine pove-
zava in ustvarjena seja med napravo Eggplant in testno napravo.
Končno poročilo se nato ustvari s pomočjo predloge Django (angl. Django
template) [54].
Ogrodje Eggplant ustvari poročilo preko datoteke z rezultati, ogrodje
RTA pa s spremenljivko, v kateri so shranjeni vsi testni rezultati in njihove
uspešnosti.
Na sliki 3.10 je prikazan del poročila, ki je v obliki spletne strani in vsebuje
vse testne naprave in vse testne primere, ki so se izvajali na napravi. Vsak
testni primer je označen z barvo, katera prikazuje rezultat izvedenega testa.
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Slika 3.10: Del poročila, ki se ustvari na koncu izvajanja.
Zelena barva predstavlja uspešno končan test, rumena barva pa opozorilo
(test, kjer je bilo prvo izvajanje neuspešno, drugo pa uspešno). Z rdečo barvo
pa so prikazani testi, kateri so bili neuspešni. Pri vsakem neuspešnem testu
imamo prikazano tudi referenčno sliko in sliko neuspešnega testa.
Za lažje razumevanje neuspešnosti vsebuje poročilo še tretjo sliko imeno-
vano slika razlike (slika 3.11). Ta slika nam prikaže v barvnih točkah izraženo
razliko med referenčno in posneto sliko ob neuspešnem izvajanju testa. Če
se barvni točki na isti poziciji med referenčno in posneto sliko razlikujeta, je
ta barvna točka na sliki razlike prikazana z rdečo barvo, če se ne razlikujeta,
pa s sivo barvo. S tema dvema barvama lahko hitro vidimo, kakšna je razlika
med slikama in zakaj je bil test neuspešen.
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Slika 3.11: Primer prikaza slike razlike med iskano referenčno sliko (levo) in
zaslonsko sliko testne naprave (sredinska slika).
3.4 Časovna primerjava in primerjava zane-
sljivosti ogrodij
Dve glavni lastnosti testne avtomatizacije sta hitrost in zanesljivost izvajanja
testov. Zato bomo pri časovni primerjavi primerjali ogrodji glede na čas
izvajanja testov. Pri primerjavi zanesljivosti bomo primerjali ogrodji glede
na uspešnost izvedenih testov. To bo primerjava glede na število napak, ki
so se pojavile med izvajanjem.
Za primerjavo bomo uporabili testna primera, ki smo jih dodali v razdelku
3.3.1. Dodane testne primere smo zaporedoma ponovili 50-krat.
Primerjali bomo tudi izvajanje obeh ogrodij, ki bosta izvajala enako večje
število testov. V tej primerjavi bodo izvedeni vsi testni primeri, kateri so
možni v obeh ogrodjih (tudi tisti, ki jih nismo omenili). To testno primerjavo
smo zaporedoma ponovili 5-krat. Primerjave bodo izvedene na naslednjih
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testnih primerih med ogrodjema:
• Dodani testni primer. V tej primerjavi bomo primerjali izvajanje do-
danega testnega primera v vsakem okolju. To je:
– okolje znotraj brskalniku in
– okolje znotraj aplikacije.
• Obe ogrodji izvajata večje, vendar isto število testov.
3.4.1 Uporabljene testne naprave
Zaradi velike uporabe mobilnih in tabličnih naprav za testiranje uporabljamo
naprave z različnimi operacjiskimi sistemi Android in iOS. Ker je na voljo
veliko različnih različic operacijskega sistema, uporabljamo za vsak opera-
cijski sistem več naprav, saj je vsaka različica drugačna in se lahko drugače
obnaša.
V obeh ogrodjih uporabimo 6 testnih naprav, katere imajo nameščen ope-
racijski sistem Android ali iOS. Vsaka naprava ima tudi nameščeno različno
različico sistema. Uporabljene naprave so:
• 2 iOS napravi (ena mobilna naprava in en tablični računalnik).
• 4 Android naprave (tri mobilne naprave in en tablični računalnik).
Z večjim številom uporabljenih testnih naprav z različnimi različicami opera-
cijskega sistema povečamo možnost, da najdemo napake, ki jih je potrebno
odpraviti.
3.4.2 Število testov, ki se bodo izvajali
En testni primer se lahko izvaja na več testnih napravah. Ker uporabljamo
več testnih naprav, je število izvedenih testov enako številu vseh izvedenih
testnih primerov na vseh napravah skupaj. V tabeli 3.1 lahko vidimo število
vseh izvedenih testnih primerov na vseh napravah za določeno primerjavo v
obeh ogrodjih.
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Primerjava
Št.
testov
Št.
ponovitev
Št. vseh izvedenih
testnih primerov
Dodani testni primer v
okolju znotraj brskalnika
6 50 300
Dodani testni primer v
okolju znotraj aplikacije
6 50 300
Obe ogrodji izvajata
isto večje število testov
1364 5 6820
Tabela 3.1: Število vseh izvedenih testnih primerov v obeh ogrodjih.
3.4.3 Časovna primerjava ogrodij
Pri časovni primerjavi ogrodij bomo primerjali čase izvajanj testov med
obema ogrodjima. Pri vsakem izvajanju smo beležili čas, ki je potekel med iz-
vajanjem posameznega testa. Nato smo iz pridobljenih rezultatov izračunali
povprečni čas izvajanja testnih primerov. V tabeli 3.2 so prikazani prido-
bljeni povprečni časi za vsako primerjavo.
Primerjava Ogrodje Eggplant Ogrodje RTA
Dodani testni primer v
okolju znotraj brskalnika
79 s 73 s
Dodani testni primer v
okolju znotraj aplikacije
88 s 72 s
Obe ogrodji izvajata
isto večje število testov
8471 s 4323 s
Tabela 3.2: Povprečni časi izvajanja testnih primerov v obeh ogrodjih.
Iz pridobljenih rezultatov v tabeli 3.2 lahko vidimo, da je noveǰse ogrodje
RTA hitreǰse od ogrodja Eggplant. Izvajanje dodanega testnega primera v
okolju znotraj brskalnika v ogrodju RTA je za približno 7 % hitreje. To
pa predvsem zato, ker se procesi priprave testne naprave pred izvajanjem
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testa razlikujejo za iOS naprave pri obeh ogrodjih. Pri ogrodju Eggplant
moramo najprej poiskati sliko odprtega naslova linkster in nato klikniti na
to najdeno sliko. Pri ogrodju RTA tega ne potrebujemo, saj se pri odpiranju
naslova linkster spletna stran preusmeri na potrebovani naslov za testiranje
dodanega primera.
Nekoliko večja razlika je med izvajanjem dodanega testnega primera v
okolju znotraj aplikacije. Ogrodje RTA je za približno 18 % hitreǰse. Tudi
tukaj je vzrok za hitreǰse izvajanje proces priprave testne naprave pred iz-
vajanjem testa (razdelek 3.3.2.5). Prav tako je razlika v samem ogrodju
Eggplant pri izvajanju dodanega testnega primera med okoljema. Okolje
znotraj brskalnika je za približno 10 % hitreǰse, predvsem zaradi kraǰsega
časa za prikaz oglasa.
Pri primerjavi obeh ogrodij, glede na isto večje število testnih primerov
pa lahko vidimo, da je ogrodje RTA kar za 48 % hitreǰse. Število testov, ki so
bili izvedeni v tej primerjavi je zapisano v tabeli 3.1. Ogrodje Eggplant ima
konfiguracije testnih primerov shranjene v več naborih testov, ki se ločijo
glede na okolje, kjer se testi izvajajo. Glavni razlog za takšno odstopanje
je to, da ogrodje Eggplant za vsak nabor testov vzpostavi povezavo z vsako
napravo, na koncu to povezavo prekine. Ogrodje RTA pa vzpostavi povezavo
z napravami samo enkrat na začetku, prekine pa na koncu.
Razlika se poveča tudi zaradi dalǰsega procesa priprave testne naprave
pred izvajanjem testa v ogrodju Eggplant. Velika razlika je tudi v tem, ko-
liko časa se slika primerja z zaslonsko sliko naprave. Ogrodje Eggplant vsako
referenčno sliko primerja največ 25 sekund, kar pomeni, da se v primeru
neuspešne primerjave slike po 25-tih sekundah test označi kot neuspešen.
Ogrodje RTA pa uporablja različne čase za primerjavo slik, v povprečju pa
uporablja 10 sekund za primerjavo slike. Že v primerjavi s časom za primer-
javo slik pri neuspešnem testu lahko opazimo več kot 50 % pohitritev ogrodja
RTA.
Zaradi večjih razlik pri časovni primerjavi, bomo ogrodji primerjali glede
na povprečni čas iskanja referenčne slike na zaslonu testne naprave. Pri-
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Primerjava Ogrodje Eggplant Ogrodje RTA
Dodani testni primer v
okolju znotraj brskalnika
2,4 s 1,7 s
Dodani testni primer v
okolju znotraj aplikacije
4,8 s 2,6 s
Tabela 3.3: Povprečni časi iskanja referenčnih slik na zaslonu testne naprave
v obeh ogrodjih.
merjana bosta testna primera v obeh okoljih. Za primerjavo smo dodana
testna primera zaporedoma izvedli 50-krat. Pri tem smo beležili čas, ki ga
je orodje Eggplant Functional potrebovalo za iskanje vsake od slik in na
koncu izračunali povprečni čas med vsemi zabeleženimi časi. V tej primer-
javi bomo izključili potreben čas iskanja prve slike, saj je ta čas odvisen od
časa za prikaz oglasa. Iz tabele 3.3 lahko razberemo, da je ogrodje RTA pri
iskanju referenčne slike hitreǰse tudi do 40 %. Eden od možnih razlogov za
hitreǰse delovanje ogrodja RTA je različna uporaba in obremenitev Eggplant
procesov. V ogrodju RTA se EggDrive proces uporablja izključno za izvaja-
nje ukazov za upravljanje z napravo, medtem ko ogrodje Eggplant na istem
procesu izvaja tudi vse testne in pripadajoče skripte.
3.4.4 Primerjava zanesljivosti ogrodij
Zanesljivost ogrodja pomeni, da najdene napake niso posledica napak, ki so
se zgodile zaradi nepravilnega delovanja ogrodja, ampak zaradi nepravilnega
delovanja rešitve. Za primerjavo zanesljivosti se bomo osredotočili na vse na-
pake, ki so se zgodile ob izvajanju testov za pridobivanje časovne primerjave.
Za napake bomo šteli testne primere, ki so bili označeni tako kot opozorilo
kot tudi neuspešen testni primer v končnem poročilu izvajanj.
Ker je bilo med izvajanjem testov več različnih napak, bomo te napake
uvrstili in primerjali v dveh skupinah:
• Napake ogrodja, kjer bo prikazan delež napak, ki so posledice ogrodja.
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Primerjava Ogrodje Eggplant Ogrodje RTA
Dodani testni primer v
okolju znotraj brskalnika
100 % 100 %
Dodani testni primer v
okolju znotraj aplikacije
100 % 100 %
Obe ogrodji izvajata
isto večje število testov
99,98 % 99,85 %
Tabela 3.4: Uspešnost izvedenih testov v odstotkih za skupino napak ogrodja.
• Ostale napake. Pri ostalih napakah bomo upoštevali napake, ki so se
pojavile zaradi nepravilnega delovanja orodja ali testne naprave.
V tabeli 3.4 je prikazana uspešnost izvajanj testov ogrodij glede na na-
pake, katere so posledica nepravilnega delovanja ogrodja. Iz tabele lahko
razberemo, da je ogrodje Eggplant za malenkost bolj uspešno glede na poja-
vljene napake.
V ogrodju Eggplant je prǐslo do napake pri iskanju prve referenčne slike,
ker je bil spletni brskalnik na testni napravi iOS narobe odprt. Razlog je
v tem, da zadnji proces iz preǰsnjega izvedenega testa ni pravilno počistil
spletnega brskalnika, ker orodje Eggplant Functional ni pravilno izvedlo klika
na testni napravi.
V ogrodju RTA smo zasledili napako, katera se je pojavila le nekajkrat.
Napaka je nastala zaradi nepravilnega delovanja aplikacije Adpreview pri
uporabi odpiranja aplikacije s pomočjo deep linka. Ker aplikacija ni pravilno
spremenila potrebnih nastavitev za prikaz oglasa, se je prikazal isti testni
primer (oglas), kot se je izvajal pri preǰsnjem testu.
V tabeli 3.5 je prikazana uspešnost izvajanja testov ogrodij glede na na-
pake, katere niso posledica nepravilnega delovanja ogrodja. Te napake so se
pojavile zaradi nepravilnega delovanja orodja Eggplant Functional ali testne
naprave, na kateri se oglas ni vedno pojavil.
Iz tabele 3.5 lahko vidimo, da sta obe ogrodji zelo uspešni pri izvajanju
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Primerjava Ogrodje Eggplant Ogrodje RTA
Dodani testni primer v
okolju znotraj brskalnika
100 % 100 %
Dodani testni primer v
okolju znotraj aplikacije
99 % 99 %
Obe ogrodji izvajata
isto večje število testov
99 % 99,3 %
Tabela 3.5: Uspešnost izvedenih testov v odstotkih za napake, ki niso posle-
dica ogrodja.
testnega primera v okolju znotraj brskalnika. Enako uspešni sta bili pri
izvajanju testov v okolju znotraj aplikacije, vendar so imela izvajanja še
vedno nekaj napak. Vse napake so se pojavile zaradi neprikazovanja oglasa
znotraj aplikacije na testni napravi. Tu je lahko več vzrokov. Eden od bolj
pogostih je problem v omrežni povezavi s testno napravo. Ker se niso prenesli
vsi podatki, se ni prikazal oglas.
Iz tabele 3.5 lahko vidimo, da je ogrodje RTA bolj uspešno pri izvajanju
večjega števila testov. Napake, ki so se pojavile med izvajanjem pri obeh
ogrodjih, so bile podobno majhne v obeh ogrodjih, saj obe ogrodji upora-
bljata isto orodje in iste testne naprave. Največje število napak je bilo zaradi
nepravilnega delovanja orodja Eggplant Functional, saj le-ta ni izvedlo klika
na testni napravi. Pojavilo se je tudi nekaj napak zaradi neuspešnega pri-
kaza oglasa na testni napravi, bilo pa je tudi nekaj napak zaradi nepravilnega
prikaza vsebine oglasa. To pomeni, da se je besedilo znotraj oglasa prikazalo
malo drugače kot je bilo pričakovano in orodje ni našlo referenčne slike na
zaslonu testne naprave.
Vse napake so bile naključne in niso ponovljive. Naključne napake niso
posledica nepravilnega delovanja ogrodj, temveč so lahko tudi posledica ne-
pravilnega delovanja testne naprave ali pa česa drugega. Delež tovrstnih
napak bi lahko zmanǰsali z več izvajanji testov v dalǰsem obdobju.
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Poglavje 4
Zaključek
V diplomski nalogi smo primerjali dve ogrodji za avtomatizacijo testiranja
programske opreme. Najprej smo na kratko opisali avtomatizacijo testiranja
in podali nekaj prednosti in slabosti le-te. Nato smo bolj podrobno predstavili
uporabljena orodja in tehnologije, ki se uporabljajo v obeh ogrodjih.
Uporabljeno orodje za avtomatizacijo testov Eggplant Functional smo
opisali in predstavili njegova glavna okna, funkcionalnosti, njegovo delova-
nje in skriptni jezik, kateri se uporablja v orodju. Za povezavo testnih na-
prav smo uporabljali povezavna prehoda, preko katerih se vse testne naprave
povežejo na napravo Eggplant. Nato smo predstavili orodje Charles, s kate-
rim lahko spremljamo in spreminjamo spletni promet. Bolj podrobno smo
predstavili tudi MRAID za prikaz oglasov znotraj aplikacije in razložili zakaj
je MRAID pomemben.
V glavnemu delu diplomske naloge smo opisali in predstavili testni pri-
mer, katerega smo uporabili pri dodajanju v ogrodji: Eggplant in RTA. Za
vsako od ogrodij smo tudi podali uporabljene programske jezike in njihov
namen. Pri obeh ogrodjih smo dodali nov testni primer in nato opisali izva-
janje tega dodanega testnega primera. Pri dodajanju testnega primera smo
predstavili glavne uporabljene parametre, opisali potek izvajanja dodanega
testnega primera in pomembne procese oziroma storitve.
Na koncu smo ogrodji primerjali glede na čas izvajanja in zanesljivost.
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Ugotovili smo, da je ogrodje RTA hitreǰse kakor ogrodje Eggplant. Večja
razlika v hitrosti se opazi pri izvajanju večjega števila testov. Pri primer-
javi zanesljivosti smo ugotovili, da sta ogrodji skoraj enako zanesljivi. Obe
ogrodji sta sicer imeli nekaj naključnih napak, ki so posledica nepravilnega
delovanja istega orodja ali testne naprave. Rezultati obeh primerjav bi lahko
bili drugačni, če bi primerjali obsežneǰsi testni primer ali povečali skupno
število izvajanj.
S tem lahko zaključimo, da smo ogrodje Eggplant uspešno nadomestili z
noveǰsim in hitreǰsim ogrodjem RTA. Za nadomestitev smo se odločili zaradi
manǰse razširjenosti in prepoznavnosti skriptnega jezika SenseTalk ter nje-
govih omejitev. Noveǰse ogrodje uporablja namesto tega Python skripte. Z
njim pa smo se znebili tudi programskega jezika Bash.
Ogrodje RTA ima tudi nekaj pomembnih izbolǰsav. Ena od teh je, da
lahko testno izvajanje prekinemo. Signal za prekinitev izvajanja se prestreže,
izvajani test se vstavi, ustvari se končno poročilo glede na rezultate izvedenih
testnih primerov in nato prekine celotno izvajanje. Ker nam orodje Eggplant
tega ne omogoča, smo ob vsaki prekinitvi izvajanja testne avtomatizacije
izgubili celoten napredek izvajanja.
Za bolj natančne rezultate pri primerjavi, bi lahko izvajali teste v dalǰsem
časovnem obdobju. Prav tako bi za primerjavo uporabili večje število testnih
naprav, saj bi s tem lahko zmanǰsali delež naključnih napak.
Ogrodje bi lahko izbolǰsali s tem, da bi podprli izvajanje na daljavo preko
spleta. To bi zelo olaǰsalo testiranje, saj jih lahko trenutno izvajamo samo
preko ukazne vrstice na napravi Eggplant.
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