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Introduzione
Questa relazione tratta il lavoro svolto nei sei mesi di tirocinio presso l’azienda
Axios Informatica[9], a Bassano del Grappa, in provincia di Vicenza.
Axios Informatica produce software e soluzioni informatiche per la risto-
razione socio sanitaria, scolastica e aziendale.
Dal 1983 opera su tutto il territorio nazionale con seriet￿ e competenza, diven-
tando cos￿ il referente principale per i Centri di cottura nella gestione del servizio di
ristorazione e di mensa.
Sin dalla sua nascita ha focalizzato la propria attivit￿ sulle esigenze di ot-
timizzazione dell’organizzazione e dei processi al ￿ne di renderli piø e￿cienti e
competitivi.






Ha inoltre adottato tutte le tecnologie sull’input dati (penna ottica, lettore ottico,
scanner, palmari, tag con rilevatore RFID).
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Dal punto di vista cronologico, questi sei mesi di tirocinio sono suddivisibili in
tre parti:
1. Preparazione - Nel primo mese Ł stato necessario acquisire una certa familiarit￿
con gli strumenti di sviluppo messi a disposizione (si veda il capitolo 2).
2. Pratica - A partire dal secondo mese di tirocinio, ￿no a circa la met￿ della
sua durata totale, sono stati sviluppati report 1 di di￿colt￿ variabile, per il
momento senza l’utilizzo delle potenzialit￿ del linguaggio java. Alcuni dei piø
rilevanti sono qui elencati:
(a) Visualizzazione delle diete associate ad ogni studente/paziente.
(b) Modulo per la prenotazione pasti.
(c) Modulo per la veri￿ca della prenotazione del pasto.
(d) Elenco dei carichi di magazzino e￿ettuati.
(e) Visualizzazione della situazione famigliare degli studenti.
3. Progetto - Il restante lasso di tempo Ł stato dedicato alla creazione di una
nuova funzione per un’applicazione web in via di sviluppo. Quest’ultimo pro-
getto prevede la realizzazione di un report adibito alla stampa di gra￿ci a ￿ne
statistico e il suo successivo aggancio alla web application di cui deve far parte.
1per Report si intende quel documento stampabile, di solito in formato PDF, ￿riempito￿
automaticamente tramite una query SQL.Capitolo 2
L’azienda
2.1 Axios Informatica
Axios Informatica[9] viene fondata nel 1983 da
Giancarlo Battaglia, in seguito alla richiesta dell’ospe-
dale di Cittadella (PD) di raccogliere una prenotazione
del pasto per il singolo degente.
Da qui nasce la volont￿ di sviluppare PRANDIUM
- Centro di cottura, il primo software applicativo
dell’azienda.
Oggi l’azienda pu￿ vantare decine di clienti su tutto il territorio nazionale, isole
comprese, e un ampio insieme di applicazioni, non solo nell’ambito della prenotazione
dei pasti.
Axios Informatica collabora con le piø importanti aziende di ristorazione collet-
tiva tra le quali:
￿ Alessio S.p.A.
￿ COPRA Ristorazione S.r.l.
￿ Serenissima Ristorazione S.p.A.
￿ SODEXO Italia S.p.A.
Fornisce software sia per la pubblica amministrazione che per enti pubblici e privati:
￿ Enti ospedalieri
￿ Aziende sanitarie
￿ Case di riposo
￿ Cliniche
￿ Case di cura
￿ Cooperative per la ristorazione
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2.2 I prodotti
Axios Informatica, in oltre 25 anni di esperienza ha aumentato considerevol-
mente il suo pacchetto di servizi.
Mentre in origine l’unico prodotto o￿erto consisteva in un software per la pre-
notazione dei pasti ospedalieri, oggi Axios Ł presente in svariati ambiti di lavoro:
dalle prenotazioni (non solo per aziende sanitarie) alla tracciabilit￿ dei prodotti,
passando per i moduli della qualit￿ del servizio. In questa sezione si vuole fornire
una panoramica di tutte le applicazioni messe a disposizione dall’azienda.
2.2.1 Ristorazione socio-sanitaria
Fanno parte di questo gruppo tutte le web application
che si occupano di facilitare le operazioni da svolgere
per un corretto servizio di mensa ospedaliera o, piø
in generale, sanitaria.
PRANDIUM - Centro di cottura
PRANDIUM - Centro di cottura Ł un sistema integrato per la prenotazione dei pasti
negli ospedali, nelle case di cura e case di riposo e si articola in quattro moduli:
￿ Dietetico - ¨ costituito essenzialmente da un archivio ingredienti, un ar-
chivio piatti e un archivio diete e relativa gestione dei menu. A ciascun ingre-
diente Ł associata una tabella di gestione dei relativi componenti nutrizionali;
a questo scopo viene fornita la Banca dati aggiornata dell’Istituto Nazionale
di Ricerca per gli Alimenti e la Nutrizione.
￿ Giornaliero - Si occupa di gestire le prenotazioni dei pasti, la preparazione
dei piani di lavoro per la cucina e l’anagra￿ca degli utenti. ¨ possibile l’utilizzo
di cinque diversi input di dati:
Tastiera: inserimento manuale delle prenotazioni
Penna ottica: lettura della scheda cartacea individuale
Scanner/stampante multifunzione: lettura automatica della
scheda cartacea individuale (su carta bianca)CAPITOLO 2. L’AZIENDA 5
Terminale / Palmare / Tablet PC: raccolta dati con
terminale palmare o tablet PC
Web: compilazione schermata dal PC collegato a Internet/intranet
￿ Repartoweb - Utilizzando l’interfaccia e le potenzialit￿ di Internet da un
qualsiasi computer collegato alla rete rende possibile, direttamente al reparto,
lo svolgimento di tutte le operazioni a esso riservate:
￿ gestione delle anagra￿che dei degenti/ospiti (ricoveri/dimissioni)
￿ assegnazione dieta
￿ prenotazione pasti singolo degente/ospite
￿ prenotazione in modalit￿ multiporzione (numero piatti o numero diete
per reparto ecc.)
￿ prenotazione generi di conforto
￿ visualizzazione dei pasti contabilizzati per reparto/centro esterno
￿ comunicazione con il centro cottura o di prenotazione (e-mail diretta) con
la registrazione della data /ora e dell’operatore che prende in consegna il
messaggio
￿ Contabilit￿ pasti - Gestisce le bolle di consegna e fornisce in automati-
co i riepiloghi mensili dei pasti distribuiti per la relativa rendicontazione e/o
fatturazione. Permette:
￿ caricamento del listino prezzi per tutti gli articoli
￿ preparazione della bolla di consegna interna o del documento di trasporto
￿ stampa riepilogo mensile fornitureCAPITOLO 2. L’AZIENDA 6
PRANDIUM DOMICILIARI
Permette di gestire i pasti per i domiciliari dalla prenotazione alla rendicontazione
mensile.
Alcune funzioni:
￿ anagra￿ca persona (dati anagra￿ci e dieta assegnata)
￿ diete per persona con menu ￿no a otto settimane di rotazione e gestione delle
quattro stagioni, piø eventuali periodi diversi (Natale, Pasqua, ecc.)
￿ calendario per giro
￿ gestione assenze programmate ed extra per persona
￿ rendicontazione mensile per persona, giro/struttura e Cliente
La prenotazione viene raccolta con una scheda cartacea settimanale letta in automa-
tico con scanner o stampante multifunzione. Il Modulo Ł integrato con PRANDIUM
￿ Centro cottura.
2.2.2 Ristorazione scolastica
¨ una soluzione informatica che permette di gestire in
modo facile e completo la mensa scolastica. Soddisfa
le esigenze sia del fornitore del servizio di mensa (En-
te e/o Gestore) sia dell’utente che accede al servizio
(alunni/genitori, insegnanti e personale di servizio).
¨ integrata con PRANDIUM - Centro cottura con due moduli aggiuntivi:
￿ Portale web - Il portale viene installato presso l’Ente/Gestore in un server
collegato a Internet. L’utente abilitato accede al Portale WEB inserendo il
proprio codice ￿ID￿ e la propria password. Le funzioni abilitate sono legate al
pro￿lo assegnato all’utente. Esistono quattro diversi tipi di utenti:
￿ Scuola: la funzione principale Ł quella di prenotazione dei pasti
￿ Comune: gestione dell’anagra￿ca e di tutto ci￿ che riguarda i pagamenti
￿ Gestore del centro cottura: organizzazione delle diete, dei piani
di lavoro e veri￿ca delle prenotazioni e￿ettuate dalla scuola
￿ Genitore: le principali operazioni a disposizione del genitore di un alun-
no riguardano la visione e/o modi￿ca della dieta, oltre alla visualizzazione
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￿ Gestione rette - Permette la riscossione delle RETTE da parte dell’ En-
te/Gestore della mensa scolastica in forma diretta o per delega, con la gestione
delle fasce ISEE. La gestione utilizza i principali strumenti di incasso (cassa ￿




Fanno parte di questo gruppo tutte le applicazioni
ideate al ￿ne di facilitare la gestione di una mensa
aziendale, venendo incontro sia al dipendente che al
fornitore del servizio di mensa.
MENSAWEB
La soluzione Ł stata ideata per gestire in modo semplice ed e￿cace la mensa di-
pendenti. La gestione soddisfa le esigenze sia del fornitore del servizio di mensa sia
dell’utente che accede al servizio. Nello speci￿co, la gestione si articola in due fasi:
￿ PRENOTAZIONE - La prenotazione dei piatti pu￿ essere e￿ettuata tramite
terminale mensa e/o tramite PC. E’ possibile scegliere in sequenza il giorno di
prenotazione, il pasto (pranzo o cena), la fascia oraria di accesso alla mensa (se
esistono piø fasce), il luogo di consumazione del pasto ed il menu (un primo,
un secondo, un contorno e un dessert). Una volta confermate, le prenotazioni
vengono ricevute dal Centro cottura che pu￿ ricavare immediatamente i numeri
delle portate necessarie con il programma PRANDIUM ￿ Centro cottura.
￿ ACCESSO ALLA MENSA - Nel caso in cui non sia prevista la prenotazione
del pasto, l’accesso alla mensa avviene con l’identi￿cazione tramite badge e
rilevatore presenze (strisciando il badge si accede alla mensa); se al rilevatore
presenze Ł collegata una stampante, questa rilascia uno scontrino che sar￿ poi
consegnato al personale addetto per il riscontro del diritto alla consumazione
del pasto.
Il sistema MENSAWEB pu￿ gestire contemporaneamente diverse soluzioni con o
senza l’aggancio diretto al prodotto PRANDIUM ￿ Centro cottura.CAPITOLO 2. L’AZIENDA 8
CASSA FREE-FLOW
Permette di gestire una mensa con distribuzione Self-service o Free-￿ow per dipen-
denti aventi diritto, personale esterno e degenti autorizzati a consumare il pasto in
mensa con i familiari.
Alcune funzioni:
￿ possibilit￿ di assegnare un punteggio ad ogni piatto
￿ gestione menu (pranzo/cena) su monitor ￿touch-screen￿ per la postazione cassa
￿ pagamento tramite cassa per il personale esterno con o senza buoni pasto
￿ pagamento tramite cassa ad integrazione per dipendenti/degenti che superano
la soglia punti assegnata
￿ gestione prenotazione e storico piatti consumati con situazione giornaliera
￿ stampe personalizzate della gestione della mensa (ricevuta / stampe consumi
/ ecc.)
￿ stampe personalizzate della gestione dei degenti autorizzati
￿ invio ￿le per l’addebito dei pasti ai dipendenti all’u￿cio personale
La soluzione Ł integrata con PRANDIUM ￿ Centro cottura.
2.2.4 Tracciabilit￿ e rintracciabilit￿
La soluzione PRANDIUM Tracciabilit￿ ￿ Rintraccia-
bilit￿ ha la funzione di dare un ￿usso logico alle infor-
mazioni necessarie per il MAGAZZINO, la PRODU-
ZIONE e la DISTRIBUZIONE al nastro nel rispetto
della normativa sulla ￿rintracciabilit￿ di ￿liera￿ (Reg. CE n. 178 del 28/01/2002 e
norma UNI 10939/2001).




￿ Modulo DISTRIBUZIONE al nastroCAPITOLO 2. L’AZIENDA 9
Principali funzioni:
￿ registrazione carico/scarico materie prime
￿ piani di lavoro per la produzione
￿ registrazione resi da produzione a magazzino
￿ gestione semilavorati
￿ identi￿cazione e stoccaggio lotti
￿ registrazione scarico lotti
￿ piani di distribuzione
￿ identi￿cazione lotti in distribuzione pasti
La soluzione Ł integrata con PRANDIUM ￿ Centro cottura.
2.2.5 Moduli qualit￿
Questi servizi sono necessari a tutti i gestori di mensa
che desiderano tenere alto lo standard qualitativo del
servizio o￿erto. Ci￿ avviene tramite un meccanismo
di scambio di informazioni dal fruitore del servizio
all’erogatore.
Proprio questi moduli saranno al centro del progetto ￿nale (vedi Capitolo 4)
descritto brevemente nell’introduzione.
GESTIONE NON CONFORMIT￿
Permette di gestire in modo completo ed e￿cace le eventuali ￿non conformit￿￿ del
servizio prestato/ricevuto (esempio: ristorazione, pulizie, lavanderia, farmacia, ecc.).
La soluzione prevede la gestione delle attivit￿ di rilevazione, trattamento e ve-
ri￿ca della segnalazione per tutti i soggetti coinvolti. ¨ uno strumento importan-
te per creare un rapporto tra Azienda e Gestore basato sul coinvolgimento, sulla
condivisione di dati e sulla trasparenza.
L’interfaccia utente su PC Ł totalmente in ambiente WEB; il modulo Ł facile da
installare e pu￿ essere utilizzato in qualunque rete Internet e/o intranet.CAPITOLO 2. L’AZIENDA 10
RILEVAZIONE QUALIT￿ PERCEPITA
Permette di monitorare la soddisfazione dell’utente rispetto al servizio prestato (ri-
storazione, servizi ambulatoriali, ecc.). La rilevazione viene gestita con l’utilizzo di
una scheda cartacea in formato A5, da consegnare all’utente, contenente gli aspetti
del servizio che si vogliono analizzare.
Il questionario Ł dinamico e con￿gurabile dagli operatori. Un resoconto fornisce
relazioni dettagliate sulle informazioni acquisite vagliando i dati relativi al periodo
desiderato. Tutti i dati possono essere esportati in formato Excel. Per ogni quesito
viene fornito il numero assoluto e percentuale delle risposte date in relazione sia al
numero di utenti che hanno risposto al sondaggio, sia al numero di schede distribuite.
La gestione quotidiana del sistema non grava sui tempi di lavoro e sulle atti-
vit￿ degli operatori, in quanto la lettura delle schede avviene in automatico, con
stampante multifunzione o scanner.Capitolo 3
Strumenti di sviluppo
3.1 Linux Zenwalk
Tutti i progetti svolti durante il tirocinio sono stati svi-
luppati su un desktop PC avente come sistema operativo
Linux Zenwalk (6.2).
Zenwalk Linux[12] Ł un sistema operativo GNU/Li-
nux basato su Slackware con l’obiettivo di essere leggero
e veloce utilizzando solamente un’applicazione per funzione e con focalizzazione su
desktop gra￿co ed uso multimediale. Zenwalk Ł caratterizzato dall’impiego delle piø
recenti tecnologie Linux associato ad un completo ambiente di programmazione e
librerie che forniscono una piattaforma ideale per programmatori di applicazioni.
3.2 Jakarta Struts
Jakarta Struts[1] Ł un MVC web application framework (sviluppato
dalla Apache), ovvero Ł un framework per lo sviluppo di applicazioni
web J2EE basato sul pattern Model-View-Controller. Per chiarire
questa de￿nizione Ł necessario presentare brevemente il pattern MVC.
Il pattern MVC Ł una implementazione di quello che va sotto il
nome di Model 2; il Model 2 introduce il concetto di controllo centralizzato dell’ap-
plicazione, implementato da una servlet di controllo che gestisce tutte le richieste e le
soddisfa delegando l’elaborazione a opportune classi Java. In questo modello i ruoli
di presentation, control e business logic vengono a￿dati a componenti diversi e sono
tra loro disaccoppiati, con evidenti vantaggi in termini di riusabilit￿, manutenibilit￿,
estensibilit￿ e modularit￿.
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In un’applicazione costruita secondo il pattern MVC si possono quindi indivi-
duare tre livelli logici ben distinti che, molto schematicamente, svolgono i seguenti
compiti:
1. Controller: determina il modo in cui l’applicazione risponde agli input del-
l’utente. Esamina le richieste dei client, estrae i parametri della richiesta e li
convalida, si interfaccia con lo strato di business logic dell’applicazione. Sceglie
la successiva vista da fornire all’utente al termine dell’elaborazione.
2. Model: contiene i dati visualizzati dalle viste; rappresenta ci￿ che viene elabo-
rato e successivamente presentato all’utente.
3. View: visualizza all’utente i dati contenuti nel model.
3.3 Tomcat
Tomcat[2] Ł un programma open-source sviluppato dalla Apache Soft-
ware Foundation e svolge la funzione di servlet engine (o anche servlet
container); Ł cioŁ un software capace di gestire web applications scritte
in linguaggio Java (secondo le speci￿che dettate da Sun Microsystem).
In realt￿ Tomcat Ł un vero e proprio Web Server: si occupa di
interpretare richieste dal lato client provvedendo a generare dinamicamente l’output
richiesto. Digitando le URL dal proprio browser visualizziamo delle zone controllate
da un Server Web; ogni zona in Tomcat prende il nome di Contesto e ogni Contesto
fa capo a degli oggetti de￿niti validi sia per il loro ambito di azione ma anche per
gli utenti che a esso accedono.
I Contesti in Tomcat non vengono generati e￿ettuando delle chiamate, bens￿
sono sempre presenti e in attesa di rispondere a delle richieste.
Ad ogni utente che utilizza Tomcat viene assegnato un diverso contenitore detto
Sessione, che raggruppa al suo interno tutte le risorse accessibili. Durante tutta
la durata sella Sessione e limitatamente alle risorse in essa contenute, l’utente pu￿
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3.3.1 Struttura di un applicazione web in Tomcat
Tomcat pu￿ gestire le nostre applicazioni solo se esse sono organizzate in una strut-
tura standard. Ogni applicazione ha un nome che deve corrispondere al nome della
directory in cui i suoi ￿le sono memorizzati; di conseguenza se creiamo un’applica-
zione TestApp, i suoi ￿le devono risiedere nella directory TestApp all’interno della
cartella di lavoro scelta.
La cartella TestApp deve possedere alcune sottocartelle:
￿ WEB-INF: E’ la directory piø importante. Conterr￿ tutte le classi dell’appli-
cazione e il ￿le web.xml1 di con￿gurazione dell’applicazione.
￿ classes. Contiene tutte le classi servlet java compilate.
￿ lib. Contiene le librerie utilizzate dall’applicazione, sotto forma di ￿le
con estensione jar.
￿ META-INF: E’ opzionale e contiene il ￿le context.xml di con￿gurazione del
contesto dell’applicazione, ovvero dell’ambiente in cui l’applicazione operer￿.
Tutte le pagine statiche e le altre cartelle di utilit￿, come ad esempio le directory
delle immagini, possono essere inserite direttamente nella directory base, ovvero
TestApp.
3.4 JDK
Java Development Kit Ł un insieme di strumenti e utilit￿ ed Ł messo
a disposizione gratuitamente. L’insieme base o standard delle funzio-
nalit￿ Ł supportato direttamente da SUN Microsystem e include un
compilatore (javac), una Java Virtual Machine (java), un debugger
e tanti altri strumenti necessari allo sviluppo di applicazioni Java.
Inoltre il JDK comprende, oltre alle utilit￿ a linea di comando, un
completo insieme di classi pre-compilate ed il relativo codice sorgente.
La versione inizialmente installata nel PC di lavoro Ł la 1.6 Update 20.
1E’ il ￿le fondamentale per la web application. Viene caricato all’avvio di Tomcat e contiene
le indicazioni su quali sono le servlet dell’applicazione, e su come devono essere mappate rispetto
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3.5 Netbeans IDE
¨ un ambiente di sviluppo, uno strumento destinato ai programmatori
per scrivere, compilare ed eseguire il debug ed il deploy di programmi.
E’ scritto in Java ma pu￿ supportare qualsiasi linguaggio di program-
mazione. Esiste anche un gran numero di moduli utili per estendere le
funzionalit￿ di NetBeans IDE. NetBeans IDE Ł un prodotto gratuito
senza alcuna restrizione riguardante il suo uso.
La versione installata nel PC di lavoro Ł la 6.8.
3.6 ZK
ZK[5, 13] Ł un Web Framework open source basato su componen-
ti Ajax, scritto interamente in Java, che permette di creare ricche
interfacce gra￿che per applicazioni web senza alcun bisogno di uti-
lizzare JavaScript. ZK Ł open source, e ha adottato di recente la
licenza LGPL che permette di usarlo liberamente anche in ambito
commerciale.
Si integra con gran parte delle tecnologie Java EE esistenti sul mercato: Spring,
Spring Web Flow, JBoss Seam, EJB, JSP e JSF sono solo degli esempi.
ZK presenta alcune caratteristiche precipue:
￿ de￿nizione di un linguaggio dichiarativo XML (ZUML) molto intuitivo per le
interfaccie gra￿che (nel modello MVC siamo nel VIEW);
￿ Ł basato sul lancio di eventi;
￿ si integra in maniera trasparente con Spring, Spring Web Flow, Spring Security,
Jboss Seam, JSP, JSF, Flash plugin, EJB;
￿ Ł server centrico, quindi tutti gli oggetti gra￿ci vengono creati dal lato server;
￿ Ł possibile scrivere il codice di script che lega la parte ’business’ con la parte
’view’ in molti linguaggi, tra cui ovviamente Java;
￿ presenta numerosi componenti di terze parti: JFreeChart, JasperReports,
Google Maps, FCKeditor, Timeline, Timeplot, ExtJS, Dojo;
￿ le interfacce gra￿che sono personalizzabili tramite CSS.
La versione delle librerie importate in Netbeans Ł la 3.6.4.CAPITOLO 3. STRUMENTI DI SVILUPPO 15
3.7 Spring
Spring[3] Ł un framework leggero che si integra con tutti i piø popolari
framework (Struts, Webwork, Hibernate, ...), aiuta nello sviluppo
di applicazioni J2EE complete piø semplici, testabili e manutenibili,
copre tutti gli strati e ha le sue fondamenta nell’ Inversion of Control
e nell’Aspect Oriented Programming .
L’inversion of Control Ł un meccanismo tramite il quale un container diventa
responsabile delle dipendenze degli oggetti e del loro ciclo di vita; in pratica, il
singolo oggetto non deve piø preoccuparsi di trovare il modo per interagire con i
suoi collaboratori, dato che se ne occupa il container.
In ￿gura 3.1 Ł rappresentata la struttura tipica di Spring.
￿ Spring Core e Spring Context permettono di speci￿care in un ￿le di con￿gu-
razione tutti i bean esistenti e le loro relazioni.
￿ Spring AOP permette di aggiungere advice (implementazione di una funzio-
nalit￿ che pu￿ essere applicata dichiarativamente ad un’applicazione) senza
necessit￿ di compilazione, dinamicamente.
￿ Spring DAO sempli￿ca l’accesso ai DB, fornisce un livello di astrazione sopra
JDBC, gestisce automaticamente le connessioni e tratta piø semplicemente le
eccezioni.
￿ Spring ORM gestisce l’integrazione con Hibernate, iBatis, OJB e JDO.
￿ Spring MVC si occupa di creare lo strato di presentazione secondo il modello
MVC; non Ł necessario usarlo visto che si integra con Struts.
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3.8 Firebird SQL
Firebird[6, 10] Ł un RDBMS stabile, sicuro, completo e semplicissi-
mo da installare che, a di￿erenza di prodotti piø conosciuti, come
MySQL e PostgreSQL, non necessita praticamente di con￿gurazione
e manutenzione; Ł un software manager per la gestione di database
relazionali, basato sul codice sorgente di Borland InterBase 6.0.
Sebbene sia di dimensioni ridotte rispetto ai concorrenti, pu￿ vantare prestazioni
spesso paragonabili a quelle dei piø di￿usi RDBMS Open Source e commerciali: Ł in
grado infatti, di gestire agevolmente basi di dati che vanno da pochi KB a svariati
GB.
Prevede nativamente le Stored Procedures2, consente la de￿nizione di Triggers3
ed Ł dotato di una vasta raccolta di programmi utilizzabili da riga di comando,
che permettono di eseguire facilmente tutte le principali operazioni di gestione del
software e dei database.
Per queste ultime inoltre, prevede un linguaggio interno completo ’ Psql’, che
permette una facile gestione delle eccezioni tramite il meccanismo throw/catch
exception handling.
Supporta il modello Acid per le transazioni atomiche (Atomic), consistenti, iso-
late e durature, permettendo l’accesso concorrente ai dati e limitando le incoerenze
sui dati stessi e sui risultati della loro manipolazione; oltretutto fa utilizzo della
tecnologia careful writes per il recupero dei dati in seguito a crash di sistema senza
l’ausilio di ￿le per il log.
La versione utilizzata Ł la 2.0.5 ￿ SS ￿ NPTL:
￿ SS sta per Super Server, un’implementazione multi-client scalabile che gestisce
le connessioni in multithread condividendo la cache.
￿ NPTL sta per Native POSIX Thread Library ed Ł un nuovo modello di threa-
ding presente in Linux 2.6, che fornisce un meccanismo piø veloce di creazione
e distruzione dei thread.
2Programmi scritti in SQL o in altri linguaggi archiviati nei metadati del database stesso.
Con essi non sar￿ necessario riscrivere ogni volta query complesse, ma si avr￿ la possibilit￿ di
richiamare le procedure memorizzate all’interno della base di dati con conseguente risparmio di
risorse a vantaggio delle prestazioni.
3Routine SQL che speci￿cano le operazioni automatizzate da eseguire al veri￿carsi di un evento
di aggiornamento, inserimento o cancellazione dei record.CAPITOLO 3. STRUMENTI DI SVILUPPO 17
3.9 iBatis
iBATIS[7] Ł un framework open source che si occupa della fase di
interfacciamento allo strato DBMS. La caratteristica fondamentale
dello strumento consiste nella possibilit￿ di scrivere il codice di accesso
alla banca dati su ￿le esterni all’applicazione. Le query di SQL sono
disaccoppiate da un’applicazione che le registra in un ￿le di con￿gurazione XML.
Al suo interno con￿gureremo propriet￿, fonti dati JDBC e mappature SQL. Il ￿le
rappresenta un punto unico di con￿gurazione per i DataSource, che possono essere
diversi e di￿erenti. Bisogna precisare, inoltre, che all’interno del ￿le XML sar￿
possibile non solo mappare una tabella SQL, ma anche e￿ettuare interrogazioni,
modi￿che e inserimenti.
3.10 iReport
JasperReports[4] Ł un tool open source per creare Report basati su
una qualsiasi base dati. I report da creare sono ￿le xml (estensioni
jrxml) con una speci￿ca sintassi che vengono parserizzati da Jasper
e producono come output ￿le in diversi formati: pdf, excel, rtf, txt,
csv, html. Per scrivere il ￿le jrxml basta un qualsiasi editor di testo,
ma bisogna conoscere la sintassi di Jasper. Per sempli￿care la creazione dei report
esiste un tool opensource e visuale che permette di creare (e testare, quindi vedere
i pdf, ...) i ￿le jrxml; il tool si chiama iReport.
iReport Ł un’utility che permette di realizzare report complessi in maniera sem-
plice e veloce. Il software Ł di facile utilizzo e dispone di un’interfaccia WYSIWIG
grazie alla quale l’utente pu￿ posizionare i vari oggetti in maniera visuale. Il pro-
gramma permette di utilizzare sorgenti di dati multipli all’interno dello stesso re-
port. ¨ disponibile un wizard per la creazione della reportistica che include tutti
gli strumenti per la creazione gra￿ca, oltre che un query builder che supporta il
drag-and-drop. L’applicazione permette di realizzare, testare ed eseguire i report
realizzati direttamente sul proprio computer.
Dato il largo utilizzo di iReport durante i sei mesi di tirocinio, il suo funziona-
mento merita di essere approfondito.
3.10.1 Collegamento al database
Una volta installato il plugin in Netbeans, va instaurata la connessione al Database
(vedi ￿gura 3.2) inserendo il driver JDBC, l’URL, il nome utente e la password del
Database. Nel nostro caso il driver Ł quello di Firebird e di default non Ł presente fra
quelli disponibili nella lista (bisogna prima selezionare il corretto jar da importare
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va fatto seguire dall’opzione ’defaultResultHoldable=True’ che permetter￿ al report
di dialogare con i suoi sottoreports (se presenti).
Figura 3.2:
3.10.2 Wizard
Ora che il collegamento al DB da usare Ł stato fatto, per creare un nuovo report Ł
su￿ciente aprire il wizard (vedi ￿gura 3.3 ) e seguire le istruzioni elencate.
In questa fase si dovr￿ scegliere se partire da un report vuoto oppure utilizzare
dei template gi￿ fatti; bisogner￿ anche scrivere la query per popolare il report e
selezionare i campi (le colonne della query) visualizzabili. E’ anche possibile, prima
di aprire il wizard, creare direttamente un report vuoto senza nessuna query. Ci￿
Ł utile nel caso in cui si voglia ’riempire’ il proprio report usando dei beans java,
piuttosto che a￿darsi a SQL.
Figura 3.3:
3.10.3 Strumenti di iReport
Una volta eseguiti i primi due passi si pu￿ cominciare a usare il tool. La ￿nestra di
lavoro, mostrata in ￿gura 3.4, si compone essenzialmente di tre parti.CAPITOLO 3. STRUMENTI DI SVILUPPO 19
Figura 3.4:
Nella parte sinistra della ￿nestra si trova il Report Inspector che permette di
modi￿care le bande del nostro report, aggiungere o rimuovere parametri, inserire
campi etc. Al centro, come Ł facile intuire, Ł situato il layout da assemblare mentre,
scegliendo dal menø a destra, Ł possibile inserire vari oggetti gra￿ci.
3.11 SQuirreL
Il client SQL SQuirreL[8, 11] fornisce una semplice interfaccia gra￿ca
verso i database relazionali. PoichØ Ł realizzato in Java, esso pu￿
accedere a qualsiasi database JDBC su qualsiasi sistema permettendo
un accesso a piø database contemporaneamente.
Un utente di SQuirreL puo’:
￿ visualizzare e modi￿care facilmente dati su un qualsiasi database JDBC;
￿ visualizzare i metadata del database;
￿ lavorare contemporaneamente su piu’ database sia in locale che in remoto;
￿ utilizzare un’interfaccia singola e consistente verso diversi database;
￿ espandere lo strumento in modo da includere funzionalita’ speci￿che utilizzan-
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L’utente puo’ visualizzare e modi￿care i dati nelle tabelle con un click, oppure
utilizzare l’SQL in tutte le sue funzionalita’. I dati possono essere visti in modalita’
read-only (sola lettura) per sicurezza, oppure in modalita’ modi￿cabile in modo da
consentire l’inserimento facilitato nella base dati.
Tutti i metadati di un database (eg. tipi di dati, nomi delle colonne, ...) sono
disponibili con SQuirreL. Nel caso in cui vengano utilizzati diversi tipi di database
(eg. Oracle, MySQL, PostgreSQL, ...) non e’ necessario utilizzare ambienti di
gestione di￿erenti poiche’ SquirreL-SQL permette di accedere a tutti. Nel caso in
cui un database abbia funzionalita’ speci￿che, l’architettura a plugin di SQuirreL
consente di inserire componenti per trattarne tutti gli aspetti. I plugin permettono
di sviluppare funzioni aggiuntive che gli utenti possono scegliere se utilizzare o meno.Capitolo 4
Progetti preliminari
In questo capitolo si vuole analizzare il lavoro svolto antecedentemente allo sviluppo
del progetto ￿nale.
Per prima cosa verr￿ presentata in maniera piø approfondita l’applicazione PRAN-
DIUM - Scuola, dal momento che una larga parte dei report da creare dovranno es-
sere in seguito agganciati ad essa (l’aggancio tuttavia non Ł contemplato nel periodo
di tirocinio).
Si passer￿ poi a descrivere le prime modi￿che e￿ettuate a report gi￿ esistenti;
modi￿che queste ultime non commissionate ma unicamente riconducibili all’obbiet-
tivo di prendere con￿denza con gli strumenti di sviluppo. La terza e ultima parte
del capitolo, verr￿ dedicata alle stampe create, alcune gi￿ elencate nell’introduzione.
4.1 Analisi PRANDIUM - Scuola
Le funzionalit￿ principali di questa applicazione sono gi￿ state presentate nel Capi-
tolo 1 dedicato all’azienda.
In questa sezione si avr￿ piø che altro una panoramica della struttura interna,
della pagina principale (quella che si apre all’avvio del programma) scritta grazie a
ZK e della classe Java ad essa collegata.
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PRANDIUM - Scuola, come tutte le altre web applications , presenta una strut-
tura ad albero (vedi ￿gura 4.1).
Figura 4.1: docs: la cartella docs contiene
documenti generali relativi al progetto.
lib: contiente tutte le librerie ne-
cessarie al funzionamento del nostro
progetto (￿les con estensione jar).
nbproject: contiente tutti i meta-
dati relativi al progetto.
src: contiene tutti i ￿le sorgenti ja-
va delle nostre servlet; esso si pu￿ dira-
mare in piø parent node, ovvero possia-
mo dichiarare diverse sottocartelle e le
servlet che sono contenute in ognuna di
queste richiamarle con il comando pac-
kage per estendere le funzionalit￿ den-
tro un’altra servlet presente in un’altra
sotto cartella.
web: contiene tutto ci￿ che riguarda
template, css, javascript. Il ￿le web.xml contenuto in WEB-INF Ł uno degli elementi
piø potenti delle java servlet e di tomcat. Si occupa di descrivere la nostra applica-
zione, tiene mappate tutte le servlet, dando la possibilit￿ di assegnare loro nomi di
piø immediata comprensione.
In questa prima fase di tirocinio mi sono dedicato ad analizzare le pagine relative
allo strato VIEW (scritte in ZK) e il modo in cui sono ’allacciate’ alle funzioni e
agli eventi scatenati dall’utente. In particolar modo, la pagina di maggior interesse
Ł quella che si apre dopo il login dell’utente.
Figura 4.2:
￿mainPage.zul￿ (vedi ￿gura 4.2) Ł la
responsabile di ci￿ che viene visualizza-
to nel browser all’accesso del portale, e
sfruttando le potenzialit￿ di ZK,basato
sul lancio di eventi, decreta le funzioni
da svolgere, le pagine da aprire e le ￿ne-
stre da visualizzare in base alle decisioni
dell’utente.
L’intestazione usata nella pagina Ł
visualizzata in ￿gura 4.3 ed Ł standard
per tutte le altre contenute nel progetto.CAPITOLO 4. PROGETTI PRELIMINARI 23
Figura 4.3: Intestazione
4.1.1 Interfacciamento tra lo strato View e lo strato Con-
trol
Ad ogni oggetto viene assegnato un ID con questa sintassi:
<￿tipo oggetto￿ id=￿nome identi￿cativo￿.....>
Per collegarlo ad una classe si deve usare l’attributo ’ use’ e la sintassi da adottare
Ł questa:
<￿tipo oggetto￿ id=￿nome identi￿cativo￿ use=￿percorso della classe da associare
all’oggetto￿>
Un’importante propriet￿ di ’use’ Ł che, una volta speci￿cata la classe associata
ad un certo oggetto, anche tutti i suoi ￿gli sono collegati ad essa.
Nel nostro caso (vedi ￿gura 4.4):
Figura 4.4:
borderlayout Ł l’oggetto padre, il suo id Ł ’borderlayout’ ed Ł collegato alla classe
’BorderLayoutComposer’.
Prima di passare ad analizzare la suddetta classe, Ł bene spiegare come vengono
stampate le label degli oggetti cliccabili nelle nostre pagine zul. Si potrebbe pensare
di dichiarare direttamente il nome nell’attributo label dell’oggetto ma, in questo
caso, risulterebbe impegnativo implementare la web application in piø di una lingua
nel caso in cui fosse necessario farlo.
La soluzione adottata Ł quella di usare i ￿le properties, di cui si ha un esempio
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Figura 4.5:
In pratica, si tratta di semplici ￿le di testo nei quali ad ogni stringa ne viene fatta
corrispondere una seconda. Sopra, ad esempio, l’attributo ￿tooltiptext￿ (che indica
il valore del testo visualizzato quando l’utente si posiziona con il mouse sull’oggetto
a cui fa rieferimento) far￿ corrispondere la stringa ￿main.page.home.page￿ a quella
scritta nel ￿le properties. Il risultato Ł che l’utente vedr￿ la parola ￿HOME￿ quando
si posizioner￿ con il cursore sulla casetta nella ￿gura 4.12. Il vantaggio nell’usare
questi accorgimenti Ł consistente, visto che per ogni lingua diversa supportata dal-
l’applicazione baster￿ allacciare il ￿le properties collegato ad essa. Grazie alla ’taglib’
presente nell’intestazione di ogni pagina ZUL Ł possibile collegare i ￿le properties ai
label che ne fanno ricorso utilizzando la sintassi <label value="&#36;{c:l(’valore’)}"/>
Figura 4.6:
Nell’applicazione scuolaweb, troviamo tre ￿-
le properties diversi. Ognuno di questi ￿les con-
tiene i valori delle label per una diversa appli-
cazione. Grazie a questo stratagemma, almeno
per quanto riguarda lo strato VIEW, Ł possibi-
le mantenere una elevata compatibilit￿ fra le tre
web applications.
Si pensi, ad esempio, alla stringa da stam-
pare come titolo nella main page: <label
value=￿&#36;{c:l(’main.page.home.title)}￿>
Nella pagina ZUL non occorrer￿ cambiare il valore che la funzione ’l()’ deve
cercare ma, in base all’applicazione usata, andr￿ semplicemente a cercarlo nel ￿le
properties giusto.
Di norma, il percorso in cui si trova il ￿le properties di una web application Ł





Nel nostro caso, visto che i suddetti ￿les sono piø di uno e si riferiscono a di-
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’ApplicationListener.java’ che ha il compito di scegliere il ’properties’ giusto. Ognu-
na delle tre web apps ha un numero identi￿cativo; quest’ultimo viene passato come
parametro alla funzione che, in questo modo, ha la possibilit￿ di adottare il ￿le
corretto.
4.1.2 La classe BorderLayoutComposer
Figura 4.7:
Questa classe esprime la logica di controllo che sta
dietro alla pagina ZUL ’mainPage.zul’ di cui si Ł
discusso nelle pagine precedenti. Un aspetto mol-
to importante riguarda le funzioni dell’applicazione
che un utente Ł in grado di utilizzare. Di default,
nella ’mainPage.zul’ tutti i menø e i pulsanti sono
resi invisibili; a comporre la pagina ci pensa appunto
’BorderLayoutComposer’. In questa classe, innanzitutto, sono dichiarati tutti gli
oggetti di ’mainPage’ con il loro ID:
Figura 4.8: dichiarazioni degli oggetti ZK
A seguire ci sono tutti i path delle diverse funzioni (se l’utente dovesse premere
l’oggetto Menuitem ’fun_01’ con il pulsante del mouse, verr￿ indirizzato al percorso
della pagina ZUL puntata da ’fun_01’):
Figura 4.9: percorsi delle funzioni
La sezione che piø interessa Ł proprio quella legata alla composizione della
’mainPage’ ￿nale. Il metodo adibito a svolgere questo compito Ł ’ onCreate$borderlayout’,
che si attiva appena viene generato l’oggetto ’ borderlayout’ nella pagina ZUL. Esso
identi￿ca l’utente che ha e￿ettuato l’accesso e genera, rendendole visualizzabili sullo
schermo sotto forma di oggetti ZK, le funzioni che pu￿ compiere e le sezioni visibili.CAPITOLO 4. PROGETTI PRELIMINARI 26
Queste ultime sono due, ossia la sezione nord (il menø principale) e la sezione
west (il menø a scomparsa).
Nell’ordine, i compiti che il metodo svolge:
1. rende invisibili le sezioni nord e west;
2. genera tutte le funzioni relative al menø principale utilizzabili dall’utente;
3. se almeno una funzione Ł disponibile per l’utente rende visibile la sezione nord;
4. genera tutte le funzioni relative al menø a scomparsa utilizzabili dall’utente;
5. se almeno una funzione Ł disponibile per l’utente rende visibile la sezione west.
Figura 4.10: Codice java per rendere visibili le funzioni
Dopo aver caricato le funzioni della ’mainPage’, il metodo genera la lista dei
clienti a cui l’utente loggato ha libero accesso e giunge al termine.
Figura 4.11:
In ’BorderLayoutComposer’, inoltre, si trovano
tutti i metodi che entrano in gioco all’attivazione di
una funzione. In pratica, quando l’utente clicca sul-
l’oggetto ZK collegato alla funzione (in questo caso
63), viene indirizzato al path della stessa.CAPITOLO 4. PROGETTI PRELIMINARI 27
Figura 4.12: Pagina iniziale di PRANDIUM - Scuola
4.2 Modi￿che a report esistenti
In questa sezione verranno brevemente descritte le modi￿che e￿ettuate a report
gi￿ esistenti nella web application ’Scuolaweb’. Giunti a questo punto ci troviamo
ancora nella fase di ￿Preparazione￿ del tirocinio, accennata nell’introduzione della
tesi.
4.2.1 Stampa distinta periodo
Questo report (presente anche in ’Repartoweb’ e ’Mensaweb’) si occupa di stampare
i pasti che gli studenti hanno consumato in un lasso di tempo deciso dall’utente.
Una consumazione Ł contraddistinta sulla base dello studente che l’ha e￿ettuata e
della data; per consumazione, si intende il gruppo di piatti, suddivisi per portate
(primo, secondo, contorno, dessert), che lo studente ha scelto di mangiare. I para-
metri che l’utente richiedente pu￿ immettere variano dal tipo di utente stesso; per
l’utente amministratore Ł possibile visualizzare le consumazioni di tutti gli studenti
di ogni scuola registrata nel Database. Qui sotto, sono illustrati i parametri che
l’amministratore pu￿ immettere eseguendo l’applicazione.
Figura 4.13:
A parte il periodo di interesse, il pasto e il cliente, gli altri parametri non sono
obbligatori; se non vengono selezionati, semplicemente, il risultato della query sar￿CAPITOLO 4. PROGETTI PRELIMINARI 28
piø vasto. Una volta cliccato il pulsante ￿Trova￿, la ￿nestra viene popolata con i
nuovi records e sar￿ possibile esportare questi ultimi in un foglio di calcolo oppure
in versione stampabile in formato PDF. Selezionando quest’ultima opzione verr￿
generato il nostro report.
Figura 4.14: Una sezione del report prima delle modi￿che
La lista Ł ordinata solamente per ordine alfabetico (degli studenti). Ogni stu-
dente occupa una pagina diversa del documento con la conseguenza che, se il lasso
di tempo Ł breve, oppure lo studente in questione ha e￿ettuato poche prenotazioni,
lo spazio non usato Ł molto ed Ł possibile dover stampare centinaia di pagine conte-
nenti solo poche righe di testo (ad esempio, nel caso in cui si scelga di visualizzare
tutti gli alunni di una scuola).
Esplorando il layout del report ho notato che l’unico gruppo 1 esistente Ł ￿sur-
nameChange￿, che raggruppa i risultati della query per cognome dello studen-
te. Da qui, ho aggiunto altri due gruppi: ￿wardChange￿ e ￿groupChange￿ che,
rispettivamente, aggregano i record per classe e scuola.
1Criterio con cui si raggruppano i record in iReport.CAPITOLO 4. PROGETTI PRELIMINARI 29
Figura 4.15: Una sezione del report dopo le modi￿che
Non mi dilungher￿ nella spiegazione delle modi￿che apportate ai report di questa
sezione; questo perchØ non sono parte del progetto ma bens￿ solo un modo per
familiarizzare con l’ambiente di sviluppo che dovr￿ utilizzare.
4.2.2 Riepilogo delle sospensioni
Il ’riepilogo sospensioni’ si occupa di visualizzare le assenze e￿ettuate dagli studenti
di una classe nell’arco di un singolo mese. Ricordo che il documento di export Ł un
foglio elettronico ed Ł generato direttamente da una classe java; la stampa, invece,
Ł in formato PDF.
Documento di export
Come si vede in ￿gura 4.16, ad ogni giorno di assenza corrisponde una crocetta e,
teoricamente, la voce ’Totale’ dovrebbe riportare la somma di tutte le ’x’, cosa che
non si veri￿ca.CAPITOLO 4. PROGETTI PRELIMINARI 30
Figura 4.16: Documento di export
Nella classe2 in cui viene generato l’ex-
port, la variabile che dovrebbe conta-
re le assenze Ł gi￿ dichiarata ma resta
inutilizzata.
’strExport’ Ł la stringa con cui si andr￿
a comporre il documento. Per ogni giorno il
metodo ’getD_i()’ aggiunge il carattere ’X’
nel caso in cui lo studente sia stato assente,
oppure ’ ’ nel caso contrario. La variabile
stringa ’export_separation’ non Ł altro che il carattere ’;’.
Fino al giorno 31 si ripete il metodo appena illustrato; a questo punto si dovrebbe
stampare il totale. Per farlo ho rimpiazzato i 31 metodi con un ciclo, all’interno del
quale genero la stringa e nello stesso tempo incremento ’ tot’ nel caso in cui venga
ritornata una ’X’ dal metodo ’getD_i()’.
Documento PDF
In questo documento, ci￿ che manca Ł la griglia di divisione fra un giorno e l’altro;
il mio compito Ł consistito nel crearla grazie agli oggetti gra￿ci messi a disposizione
dal plug-in iReport.
4.3 Creazione di report
Questa sezione coincide con l’inizio della parte pratica del tirocinio. Qui verranno
analizzati tutti i lavori antecedenti al progetto ￿nale, commisionatomi dal mio tutor
aziendale.
2La classe in questione Ł ’PrintSummaryAbsenceComposer.java’CAPITOLO 4. PROGETTI PRELIMINARI 31
Si far￿ un largo uso del linguaggio SQL e uno ancor piø vasto del tool di sviluppo
gra￿co iReport. Come gi￿ accennato nell’introduzione, Java verr￿ utilizzato solo per
il progetto ￿nale.
4.3.1 Visualizzazione diete studenti/pazienti
Il report di cui devo occuparmi deve visualizzare una lista con tutti gli studenti di una
scuola, a￿ancati dall’ultima dieta 3 loro associata. I parametri passati dall’utente
che richiede la stampa sono:
￿ la scuola per la quale si vuole stampare la lista;
￿ il giorno di interesse.
Oltre agli studenti e alle loro diete, devono essere riportati anche:
￿ una tabellina (divisa in portate) rappresentante l’eventuale digiuno e￿ettuato
per quel giorno;
￿ un campo ’note’, all’interno del quale possono essere presenti degli appunti
precedentemente inseriti da chi si occupa della gestione della mensa;
￿ due campi sempre vuoti modi￿cabili a penna ￿ ’nuovi entrati’ e ’variazioni’.
Il report sar￿ utilizzabile, oltre che dall’applicazione ’ scuolaweb’4, anche da ’reparto-
web’ che si occupa della ristorazione giornaliera; questo perchØ le tabelle dei database
che dovr￿ interrogare hanno gli stessi nomi per app. diverse 5.
Prima di analizzare la query quindi, facciamo un riepilogo dei campi necessari:
￿ numero letto (Ł rilevante solamente per ’Prandium - Centro cottura’ che si
occupa della ristorazione ospedaliera)
￿ studente/paziente
￿ numero identi￿cativo della dieta
￿ descrizione della dieta
￿ tabella digiuni
￿ note
3Per dieta si intende un insieme di portate (primi, secondi, contorni, dessert) suddivise per pasti
(colazione, pranzo, cena ecc.) gi￿ programmate per giorno, settimana e mese
4Il nome del progetto Netbeans per la soluzione PRANDIUM - Scuola.
5In questo modo si aumenta la compatibilit￿ fra web application. Ad esempio, la tabella che
rappresenta gli ospedali nel database di ’PRANDIUM - Centro cottura’ Ł la stessa che rappresenta
le scuole in ’PRANDIUM - Scuola’ (naturalmente il contenuto della tabella sar￿ diverso). Allo
stesso modo, uno studente pu￿ essere visto come un paziente e una classe come un reparto. D’ora
in poi, per report multiapplicativi, non si far￿ piø questa precisazione.CAPITOLO 4. PROGETTI PRELIMINARI 32
I campi che invece devono essere presenti ma non richiedono l’interrogazione del




Figura 4.17: Tabelle - 1
Tric_ricoveri: rappresenta tutti gli stu-
denti/pazienti presenti nel database. Pos-
sono esserci piø record relativi alla stessa
persona; questo nel caso in cui ci sia stato
un cambio di classe (per gli studenti) o un
cambio di reparto (per i pazienti).
Diete: rappresenta tutti i tipi di diete.
Tdied_diedege: rappresenta le die-
te collegate agli studenti/pazienti. Possono
esserci piø record per lo stesso studente/-
paziente se quest’ultimo ha cambiato dieta
almeno una volta.
Tdig_digiuni: rappresenta i digiuni collegati agli studenti/pazienti e suddivisi
per portata, pasto e data.
Figura 4.18: Tabelle - 2
Tlet_letti: un record di questa
tabella indica il letto in cui Ł ricoverato
un paziente. Per uno studente Ł irrile-
vante, ma dev’essere ugualmente precisato
per poter collegarlo alla propria classe di
appartenenza.
Trep_reparti: rappresenta tutti i re-
parti presenti nel Database (o classi se ci
si riferisce all’applicazione ’scuolaweb’) ed
Ł collegata alla tabella letti. Tornando a
quest’ultima tabella, per ogni reparto ci
saranno ’n’ record dove n Ł il numero dei letti collegati a quel reparto.
Tgru_gruppi: rappresenta gli ospedali (o scuole se ci si riferisce a ’ scuolaweb’).
Figura 4.19: Legami tra le tabelle descritte in precedenzaCAPITOLO 4. PROGETTI PRELIMINARI 33
Query SQL
Figura 4.20: Interrogazione al database
Verr￿ ora analizzata la query che genera la tabella con alias ’ t2’ mostrata in
￿gura 4.21:
Figura 4.21: Tabella con alias t2CAPITOLO 4. PROGETTI PRELIMINARI 34
Premesse:
￿ le date, in tutte le tabelle del DB che si analizzeranno d’ora in avanti, sono
in formato timestamp cioŁ del tipo anno-mese-giorno ora:minuto:secondo; ci￿
signi￿ca che per identi￿care un singolo giorno bisogna operare un confronto
del tipo yyyy-mm-dd 00:00:00 < data_valida < yyyy-mm-dd 23:59:59;
￿ la variabile ’idigdigiuno’ della tabella ’tdig_digiuni’ vale 1 quando il di-
giuno Ł avvenuto e 0 altrimenti;
￿ nel mio database ho dovuto aggiungere alla tabella ’ Pasti’ il pasto relativo
alla prima merenda in quanto ne era sprovvisto (Ł questo il motivo per cui nel
risultato ￿nale ’mer1’ Ł sempre 0).
Con questa query prendo i dati relativi ai digiuni per ogni studente/paziente. In
pratica ogni record della tabella dei digiuni pu￿ essere identi￿cato per iricid (id dello
studente o paziente), data e pasto. A parit￿ di iricid e data, ci sono 5 righe, ognuna
delle quali identi￿ca il digiuno per pasti diversi (vedi 4.22).
Figura 4.22:
L’accorgimento ottimale da adottare per generare la tabella dei digiuni sarebbe
quello di portare in una singola riga i digiuni e￿ettuati da uno studente/paziente a
parit￿ di data. Per farlo, prima di tutto creo cinque nuove colonne (i cinque case
nella sottoquery) dove ogni colonna identi￿ca un pasto diverso; il numero di righe a
parit￿ di iricid e data per￿, resta ancora cin con la di￿erenza che ora si presentano
come in ￿gura 4.23:
Figura 4.23: Risultato query
Per ogni pasto diverso (sempre per stessi iricid e data) sar￿ presente solamente
un singolo 1 in tutte le righe. Ci￿ che resta da fare Ł comprimere in una sola rigaCAPITOLO 4. PROGETTI PRELIMINARI 35
i digiuni del paziente/studente, usando la funzione di aggregazione ’ Sum’. Ecco
quindi una riga ideale per sviluppare al meglio la tabella dei digiuni (vedi ￿gura
4.24):
Figura 4.24: Risultato query dopo il SUM
Si passa ora ad analizzare la tabella con alias ’ t1’ la cui funzione Ł quella di gene-
rare la lista degli studenti/pazienti con la loro ultima dieta (naturalmente l’ultima
dieta con data inferiore a quella selezionata come parametro).
Figura 4.25: Query per tabella t1
Nella sottoquery per scegliere la dieta si pu￿ vedere che, per ogni studente/-
paziente (identi￿cato dall’attributo ’Iricid’) combino la tabella ’Tdied_diedege’
con un’altra tabella ’Tdied_diedege’. Nella tabella ’die2’, vengono selezionate
tutte le diete passate e presenti di ogni singola persona; quando confronto ’ die2’
con ’die1’ seleziono solo l’ultima. Il resto della query Ł molto semplice perchØ serve
solamente a selezionare la classe (o reparto) di appartenenza usando i collegamenti
fra ’Tric_ricoveri’, ’Tlet_letti’, ’Trep_reparti’ e ’Tgru_gruppi’.
Degno di nota Ł il modo in cui vengono scelti i record dalla tabella dei ricoveri
in base alla data di ricovero e di dimissione; a￿nchØ il paziente/studente sia valido
la data di ricovero deve essere minore o uguale alla data passata come parametro,
mentre quella di dimissione deve essere maggiore o nulla (se Ł nulla signi￿ca che il
paziente non Ł ancora stato dimesso o che lo studente Ł ancora presente in quella
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Creazione del report
Figura 4.26: Campi
Prodotta l’interrogazione ci￿ che resta da fare Ł
generare il report utilizzando il plug-in di Net-
beans (iReport). Per farlo, dopo aver creato un
template vuoto, bisogna copiare la query e inse-
rirla nella sezione ’Report query’ di iReport. A
questo punto compaiono tutti i campi necessa-
ri e, selezionando uno di essi sar￿ possibile tra-
scinarlo all’interno del template. Prima di co-
minciare a sviluppare la parte gra￿ca del report
per￿, c’Ł un dettaglio molto importante da non
dimenticare: SQL fornisce tutto il necessario per
riempire la stampa, ci￿ che manca sono le label
per far capire all’utente il senso di ci￿ che sta
leggendo. Dato che, come precedentemente detto, questo report Ł utilizzabile da piø
applicazioni, non Ł possibile semplicemente scrivere del testo statico per formare le
labels; ecco allora che entrano in gioco i ￿le properties. In questo caso ne creo due
(posizionati nella stessa cartella in cui il report Ł salvato), uno per l’applicazione
dedicata alle mense scolastiche e uno per quella dedicata alle mense ospedaliere.
Figura 4.27: File properties per mense scolastiche
Figura 4.28: File properties per mense ospedaliere
Una volta che il report sar￿ agganciato all’applicazione, il ￿le properties giusto
verr￿ automaticamente selezionato. In fase di sviluppo, comunque, iReport per-CAPITOLO 4. PROGETTI PRELIMINARI 37
mette di selezionare manualmente il Resource Bundle 6. L’applicazione in cui si sta
operando Ł ’scuolaweb’ pertanto il ￿le scelto Ł quello relativo alle mense scolastiche.
Figura 4.29: Resource Bundle
Dopo aver fatto questi passi si pu￿
cominciare a disegnare il vero e proprio
report.
In ￿gura 4.30 Ł visibile il ’Report
inspector’ (si veda la sezione dedicata
a ’iReport’). Alla voce parametri, co-
me si pu￿ vedere, ho aggiunto, oltre a
’SCUOLA’, anche ’START_DATE’ e ’END_DATE’ per identi￿care il giorno di interesse
(ricordo che la data Ł in timestamp).
Figura 4.30: Report Inspector
Quando si dovr￿ agganciare il report alla
classe java che identi￿ca l’applicazione, bisogne-
r￿ fare in modo che l’utente debba inserire sola-
mente un parametro data. Per quanto riguarda
le sezioni visibili nel layout, vengono conservati
il titolo, la testata di pagina e il Detail, men-
tre viene aggiunto il gruppo ’cambio classe’ che,
come facilmente intuibile, raggruppa le righe in
base alla classe di appartenenza. Dal momento
che nella query i records sono gi￿ ordinati in ba-
se alla classe, non ci saranno cambi di gruppo
continui; se nella query avessi ordinato le righe
per ordine alfabetico, sicuramente non sarebbe
stato possibile mantenere nello stesso gruppo tutti gli studenti facenti parte della
stessa classe.
Figura 4.31: Layout
In iReport esistono cinque sorgenti da cui provengono i dati da visualizzare:
￿ risultati della query: prendono il nome di campi e si trovano nel ’Report
inspector’
6L’involucro delle risorse ossia il ￿le properties per creare le labelCAPITOLO 4. PROGETTI PRELIMINARI 38
￿ parametri passati dall’utente, visionabili anch’essi nel ’Report inspector’
￿ chiavi per identi￿care valori nel/i ￿le/s properties
￿ variabili: presenti sempre nel ’Report inspector’
￿ testo statico: scritto manualmente dallo sviluppatore del report
Per richiamare un dato esterno la sintassi standard Ł ’$x{valore}’, dove ’x’ cambia
in base al tipo di dato7 e ’valore’ Ł il nome del dato da inserire 8. Come si pu￿ vedere
in ￿gura 4.31, il layout Ł suddiviso in cinque bande:
￿ Title: in questa banda si trovano la data e le informazioni generali sull’azienda
(banda stampata solo nella prima pagina)
￿ Testata di pagina: in questa banda si trovano le chiavi dei ￿le properties utili a
generare la griglia descrittiva del gruppo ’cambio classe’, inoltre, qui si stampa
il nome della classe nel momento in cui cambia
￿ Detail: vengono visualizzati tutti i dati di interesse (in pratica la maggior parte
dei campi risultanti dalla query)
￿ Footer del gruppo ’cambio classe’: la funzione di questa banda Ł quella di non
dividere gli studenti appartenenti alla stessa classe in due pagine diverse; grazie
alle propriet￿ ’Keep together on’ e ’Split o￿’ posso tenere insieme l’header di
un gruppo e il suo footer. In questo modo, se ad esempio avvenisse un cambio
di classe a met￿ pagina e il totale degli studenti appartenenti a quella nuova
non dovesse starci nella stessa pagina, si passerebbe automaticamente allla
pag. successiva lasciando vuota l’ultima met￿ di quella precedente
Figura 4.32: Il risultato ￿nale
7’F’ per i campi, ’P’ per i parametri, ’R’ per le chiavi dei ￿le properties, ’V’ per le variabili.
8Esempio: ’$R{ward}’ sta a signi￿care che il dato Ł una chiave appartenente a un ￿le properties;
nel nostro caso iReport andr￿ a pescare il valore corrispondente alla chiave ’ ward’.CAPITOLO 4. PROGETTI PRELIMINARI 39
4.3.2 Visualizza lista classi/reparti
In questo report si deve stampare la lista di tutte le classi con le loro scuole di
appartenenza, il totale degli studenti e dei posti a sedere presenti in ciascuna classe.
Questo report, come il precedente, dev’essere utilizzabile anche dall’applicazione
’Prandium - Centro cottura’, quindi anche qui si necessita di piø di un ￿le properties.
Di per sØ, visualizzare il numero di posti presenti in classe non Ł molto utile, in
quanto sar￿ quasi sempre uguale al numero degli studenti della classe stessa; Ł invece
rilevante se pensiamo di usare il report per l’applicazione dedicata agli ospedali; in
questo caso, i pazienti entrano ed escono in maniera dinamica (a di￿erenza degli
studenti che sono presenti per un intero anno) ed Ł necessario avere a disposizione
anche il numero di letti che ogni reparto contiene.
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Analizzando l’interrogazione in ￿gura 4.33 si pu￿ vedere che la prima parte si
occupa di contare il numero dei posti letto per ogni singolo reparto grazie alla fun-
zione di aggregazione ’Count’. Nella seconda sezione, invece, vengono contati il
numero degli studenti per ogni classe aventi data di dimissione nulla (cioŁ quelli
facenti tuttora parte della classe).
L’unico parametro che l’utente deve inserire Ł il numero identi￿cativo della scuo-
la. Dopo aver creato un nuovo report, inserito la query per popolarlo e prodotto i
￿le properties necessari, si pu￿ cominciare a realizzare il layout.
In questo caso vengono utlizzate solamente 3 bande:
￿ ’Title’: in questa banda si inseriscono le informazioni generali sull’azienda,
la data di stampa, il numero di pagina e il titolo vero e proprio
￿ ’Testata di pagina’: si genera la griglia utilizzando le chiavi presenti nel
’Resource Bundle’
￿ ’Detail’: qui vanno inseriti tutti i campi di interesse derivanti dall’interroga-
zione del Database.
Rispetto al report precedente non Ł stato necessario utilizzare nessun gruppo dal
momento che, nella quasi totalit￿ dei casi, la stampa si riduce ad una pagina soltanto.
In ￿gura 4.34, un’istantanea del risultato per l’applicazione dedicata alle mense
ospedaliere. In questa stampa di prova Ł stato eliminato il parametro di ingresso
per poter visualizzare tutti gli ospedali presenti nel Database.CAPITOLO 4. PROGETTI PRELIMINARI 41
Figura 4.34: Risultato ￿nale
4.3.3 Prenotazione pasti
Come i primi due, anche questo report Ł multiapplicativo.
L’obbiettivo Ł quello di generare un modulo (standard per ogni paziente) atto
alla prenotazione dei pasti.
Ogni pagina Ł relativa ad una singola persona e propone una scelta fra diverse
portate di cibo (per ogni portata si possono scegliere 10 alimenti al massimo) in base
alla dieta associata.
La scelta si e￿ettua tramite l’annerimento di piccoli riquadri in corrispondenza
del pasto che il paziente vuole prenotare.
Il foglio viene poi inserito in uno scanner in grado di inviare le informazioni al
PC dell’operatore.
In tale PC Ł presente un sistema che in base al codice a barre del paziente
(stampato nel modulo), interroga il Database richiedendo la dieta del paziente eCAPITOLO 4. PROGETTI PRELIMINARI 42
ricreando un nuovo modulo tale e quale a quello stampato; quest’ultimo viene poi
confrontato con il nuovo e, in base alle posizioni annerite, evidenzia le prenotazioni
corrette.
¨ quindi indispensabile, durante lo sviluppo della griglia nel layout, mantenere
le giuste proporzioni e le giuste distanze in modo tale da evitare errori in fase di
lettura tramite scanner.
Sviluppo della parte gra￿ca
Figura 4.35: Modulo per prenotazione pastiCAPITOLO 4. PROGETTI PRELIMINARI 43
Questo report verr￿ analizzato partendo dalla parte gra￿ca. In ￿gura 4.35 Ł
visibile il modulo ￿nale per la prenotazione, relativo ad uno studente 9.
Una delle di￿erenze rispetto ai report precedenti sta nel fatto che ogni pagina Ł
composta da una griglia prestampata ￿ssa la cui dimensione non si sviluppa dina-
micamente. ¨ quindi possibile usare una sola banda durante la fase di sviluppo del
layout; una soluzione ancora migliore consiste nel creare una banda che raggruppi i
dati di un singolo studente.
Per fare ci￿ si elabora un gruppo ’studentChange’, una banda header relativa ad
esso e si imposta l’opzione ’Inizia su una nuova pagina’ rendendola attiva. In questo
modo ad ogni studente diverso corrisponde una diversa pagina.
Figura 4.36: Report Inspector e Layout in iReport
Analizziamo il signi￿cato dei parametri che l’utente deve immettere:
￿ group: identi￿ca la scuola o l’ospedale tramite ID;
￿ ward: identi￿ca la classe o il reparto tramite ID;
9Gli studenti mangiano in mensa solo a pranzo quindi il resto della griglia Ł vuotaCAPITOLO 4. PROGETTI PRELIMINARI 44
￿ season + week-day: nel Database, per ogni dieta corrisponde un diverso piano
di piatti selezionabili. Quest’ultimo cambia in base alla stagione e al giorno
in cui troviamo. Il parametro ’season’ Ł un numero intero che varia da 1 a 5
dove:
￿ 1 corrisponde a ’Stagione unica’ nel caso in cui il piano non vari per
Stagione
￿ 2 corrisponde a ’Inverno’
￿ 3 corrisponde a ’Primavera’
￿ 4 corrisponde a ’Estate’
￿ 5 corrisponde a ’Autunno’
Il parametro ’week-day’ Ł invece una stringa formata da due caratteri, una
lettera e un numero (ad es. ’A1’) dove la lettera identi￿ca la settimana (’A’
signi￿ca che ci si riferisce alla prima settimana del mese mentre ’D’ all’ultima)
e il numero identi￿ca il giorno all’interno della settimana ( ’1’ luned￿......’7’
domenica).
￿ Subreport_dir: contiene la directory relativa ai sottoreport presenti e viene
prodotto automaticamente nel momento in cui creo un subreport.
Come si vede in fugura 4.35 le griglie da popolare sono in totale nove e variano per
pasto (pranzo, cena e colazione) e portata (primo, secondo, contorno e dessert ￿
solo per pranzo e cena). Utilizzare una sola query per visualizzare i dati di ogni
paziente e generare anche i piatti da inserire nelle griglie sarebbe un inutile spreco
di tempo, oltre che risultare dannoso nel caso in cui si dovesse in futuro modi￿care
qualcosa. Per risolvere il problema possono essere utilizzati i sottoreport, in modo
da suddividere il lavoro in maniera piø vantaggiosa.
Nel report principale ci si limita a ricavare, per ogni paziente (o studente) del
reparto scelto tramite parametro, il letto in cui esso Ł ricoverato e la dieta asso-
ciata; oltre a questi campi si considera anche il numero identi￿cativo in modo da
poter generare il codice a barre (un semplice oggetto gra￿co messo a disposizione
da iReport).
Grazie alla dieta e ai parametri riguardanti il periodo (’ season’ e ’week-day’)
ora Ł possibile riempire le griglie in questo modo (metodo valido solo per pranzo e
cena):
￿ si crea un sottoreport della stessa dimensione di una griglia;
￿ lo si apre e si determinano i seguenti cinque nuovi parametri:CAPITOLO 4. PROGETTI PRELIMINARI 45
Figura 4.37: Parametri
￿ 1 giorno (String)
￿ 2 portata (Integer)
￿ 3 pasto (Integer)
￿ 4 dieta (Integer)
￿ 5 stagione (Integer)
￿ si torna al report principale e si clicca alla voce ’ Parametri’ nelle propriet￿
dell’oggetto Subreport inserendo i campi, i parametri o i valori (il sottoReport
li vedr￿ poi come parametri di ingresso) che si fanno corrispondere a quelli
appena creati nel sottoReport;
￿ si posiziona il sottoreport nella prima griglia (relativa alla prima portata del
pranzo);
￿ si inserisce manualmente il valore dei parametri ’ pasto’ e ’portata’, in questo
caso pasto = 1 pranzo = 1 (in ￿g. 4.37 ad esempio i parametri sono impostati
per la griglia relativa alla seconda portata del pranzo)
￿ si replica lo stesso report per tutte le griglie rimanenti modi￿cando i parametri
relativi al pasto e alla portata.
Dalla ￿gura 4.35 si evince che per la colazione non esistono portate, quindi i piatti da
scegliere vanno inseriti nella griglia orizzontalmente. Per farlo si procede in maniera
similare a quella spiegata in precedenza.
Questi sono gli aspetti per cui il nuovo sottoreport si di￿erenzia dagli altri:
￿ la dimensione Ł la stessa di un elemento della griglia;
￿ si aggiunge un parametro di tipo Integer (chiamato ’from’), il cui valore corri-
sponde all’elemento della griglia in cui si trova il report.CAPITOLO 4. PROGETTI PRELIMINARI 46
Query SQL per il report principale
Figura 4.38: Query principale
Come spiegato precedentemente, la query del report principale Ł incaricata di
trovare tutti i pazienti in un reparto e la loro ultima dieta registrata. Rispetto a
quella in ￿gura 4.25, che comunque svolge lo stesso compito, questa interrogazione
crea una tabella relativa alle diete, associate per ’ iricid’ del paziente, e una che si
occupa di trovare i pazienti presenti nel reparto, per poi combinarle insieme.
Query SQL relativa ai sottoreport per pranzo e cena
In questa interrogazione si crea la lista dei primi 10 piatti selezionabili dal paziente
in base alla propria dieta, al pasto, alla portata e al periodo. Entrano in gioco
tabelle che non sono ancora state presentate quali:
￿ Diete_comp: Ł la tabella su cui ruota tutta la query perchØ contiene le
associazioni fra le diete e i piatti loro appartenenti nei vari periodi identi￿cati
con la notazione stagione (ST_ID), settimana e giorno (DIC_GIORNO)
￿ Piatti: identi￿ca tutti i piatti presenti nel Database
￿ Misure: identi￿ca tutte le unit￿ di misura (Kg, l, Kcal ecc)
Qui sotto ecco le associazioni fra la tabella ’ Diete’ e quelle sovraelencate:CAPITOLO 4. PROGETTI PRELIMINARI 47
Figura 4.39: Relazioni fra le tabelle
La query che permette al sottoreport di visualizzare la lista dei piatti Ł rappre-
sentata in ￿gura 4.40, dove la notazione ’￿rst 10 skip 0’ indica che la clausola select
deve, partendo dal primo record, prendere i successivi dieci.
I campi di interesse sono tre:
￿ la descrizione del piatto (pi_descr);
￿ la quantit￿ per persona (pi_qta);
￿ l’unit￿ di misura del prodotto (um_codice)
Figura 4.40: Query per i sottoreport di pranzo e cena
All’interno di ogni sottoreport c’Ł una sola banda (’ Detail’); l’unica cosa a cui
bisogna prestare attenzione Ł la sua dimensione, che deve essere esattamente uguale
a quella di un elemento della griglia per fare in modo che la stampa della lista non
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Query SQL relativa al sottoreport per la colazione
Le tabelle interrogate sono le stesse gi￿ analizzate e anche la query Ł sostanzialmente
la stessa. La di￿erenza sta nel fatto che al posto di ’ ￿rst 10 skip 0’, abbiamo ’￿rst
1 skip ($P{from} ￿ 1)’ dove ’from’ Ł il parametro che indica il numero di elemento
corrispondente al sottoreport.
4.3.4 Veri￿ca prenotazione pasti
Questo report prevede la stampa di un modulo per la veri￿ca dei pasti scelti da
ciascun paziente di un dato reparto.
Come il precedente, anche questo Ł multiapplicativo e con griglia prestampata
￿ssa; la sua funzione Ł quella di visualizzare le diverse portate scelte da un paziente,
per un determinato pasto (pranzo, cena, colazione) e in un determinato giorno. Il
report deve generare solo le pagine non vuote del reparto scelto, cioŁ solo quelle
relative ai pazienti che hanno prenotato un pasto. Come prima, a di￿erenza della
colazione, pranzo e cena si compongono in portate.
Di conseguenza, anche questo report Ł suddiviso in griglie, motivo per cui vi sono
due interrogazioni diverse al database:
￿ query generale - si occupa di recuperare la lista dei pazienti/studenti del
reparto scelto, con le relative diete;
￿ sottoquery - sar￿ usata in un sottoreport e serve a generare la lista dei pasti
scelti da uno studente/paziente.
Query SQL per il report principale
Figura 4.41: Interrogazione principaleCAPITOLO 4. PROGETTI PRELIMINARI 49
Nella prima parte, viene ottenuta la coppia ’ persona, ultima dieta corrisponden-
te’10 con un meccanismo identico a quello visto nella query in ￿gura 4.25. DopodichØ,
l’interrogazione si occupa di generare la lista di tutti i pazienti appartenenti al re-
parto scelto (parametri ’ward’ e ’group’) che hanno usufruito almeno una volta del
servizio di mensa (per questo si fa l’inner join con ’Tcons_consumi’)11. Unendo
’dieta’ e ’Ric’ si riescono a determinare tutte le informazioni di cui si abbisogna per
sviluppare il report generale.
Query SQL per il sottoreport
L’interrogazione per il sottoreport deve generare la lista dei cibi scelti da un singolo
paziente come mostrato in ￿gura 4.42.
Figura 4.42: Interrogazione per il sottoreport
10La tabella relativa Ł identi￿cata dall’alias ’dieta’
11La tabella relativa alla seconda parte della query ha alias ’ Ric’CAPITOLO 4. PROGETTI PRELIMINARI 50
Sono presenti quattro parametri passati dal report principale:
￿ ’day’: parametro di tipo data; indica il giorno a cui si fa riferimento per i dati
da elaborare
￿ ’iricid’: parametro di tipo Integer: Ł l’id del paziente
￿ ’meal’: parametro di tipo ’String’: identi￿ca il tipo di pasto (pranzo, cena ecc.)
￿ ’portata’: parametro di tipo ’Integer’: identi￿ca il tipo di portata (primo,
second ecc.)
Da ci￿ si evince che questa query Ł standard per ogni portata diversa; baster￿
replicare il sottoreport quattro volte (primo, secondo, contorno, dessert) passando
come parametro ’portata’ un valore ogni volta diverso.
Come visto nel report precedente, le tabelle ’Piatti’ e ’Misure’ sono correlate
tra loro. Usando poi il collegamento esistente fra ’ Piatti’ e ’Tcons_consumi’ ci
si trova nella condizione di poter risalire all’utente attivo (speci￿cato dal parametro
’iricid’). Per evitare che il sottoreport si espanda oltre i limiti della griglia, vengono
selezionate solamente le prime tre scelte per ogni portata.
Layout
Figura 4.43: Layout di iReport
I parametri che l’utente deve inserire obbligatoriamente sono solo 3:
￿ Il gruppo ’group’ (scuola o ospedale)
￿ Il reparto ’ward’ (classe o reparto ospedaliero)CAPITOLO 4. PROGETTI PRELIMINARI 51
￿ La data a cui le informazioni da conoscere fanno riferimento (’ day’).
Figura 4.44: Modulo per la veri￿ca di prenotazione
4.3.5 Lista articoli di magazzino
Questo report ha bisogno di appoggiarsi ad un database diverso da quello ￿nora
usato per i precedenti. Nel PC sono quindi stati salvati un altro DB contenente le
informazioni tipiche per il magazzino di una mensa e la web application che dovr￿
utilizzarlo, ’Traceability’.
’Traceability’ Ł un progetto Java che implementa la web app ’PRANDIUM
- Tracciabilit￿ e Rintracciabilit￿’ (per informazioni rivedere il capitolo
dedicato all’azienda).
Si vuole visualizzare una lista di tutti gli articoli presenti in magazzino suddivisi
per categoria della merce e luogo di stoccaggio; in questo caso, quindi, il report da
sviluppare non Ł di lunghezza ￿ssa.
Query SQL
Si individuano le tabelle che verranno prese in esame (si veda anche la ￿gura 4.45).CAPITOLO 4. PROGETTI PRELIMINARI 52
Figura 4.45: Legami tra le tabelle
￿ Tluog_luoghi: ogni riga di questa tabella identi￿ca un luogo di stoccaggio;
attualmente Ł composta di tre records, ossia ’Magazzino Secco’, ’Magazzino
Gelo’ e ’Magazzino Fresco’.
￿ Tumi_unitamisure: tabella contenente tutte le unit￿ di misura usate per
gli articoli presenti nel DB.
￿ Tcme_catmerc: informazioni riguardanti le categorie dei prodotti in ma-
gazzino (ad esempio verdure, carne, bevande ecc.)
￿ Piani: ogni record contiene un diverso piano ’HACCP’ (Hazard Analysis
and Critical Control Points), ossia un insieme di misure che il ristoratore
deve adottare per mantenere un elevato indice di sicurezza igienica, integrit￿
e qualit￿ dei propri prodotti.
￿ Tart_articoli: tutti gli articoli presenti nel magazzino.
Figura 4.46: Query SQL
Se ll campo ’iartannullato’ Ł impostato al valore ’1’, signi￿ca che l’articolo in
questione Ł annullato. Come si pu￿ notare dalla ￿gura 5.21, la lista Ł gi￿ ordinata
per categoria, luogo di stoccaggio e articolo.CAPITOLO 4. PROGETTI PRELIMINARI 53
Sviluppo della parte gra￿ca
Si creano tre gruppi e quattro bande:
￿ Gruppi
￿ catChange: cambia quando varia la categoria dell’articolo
￿ placeChange: cambia al variare del luogo di stoccaggio
￿ artChange: cambia al variare dell’articolo.
￿ Bande
￿ Titolo
￿ Testata di pagina
￿ Testata del gruppo
￿ artChange
￿ PiØ di pagina
Figura 4.47: Layout
Il modo piø semplice per suddividere gli articoli in maniera congeniale Ł quello di
usare delle linee di separazione e applicare ad ognuna di esse una condizione, ossia
una direttiva che indica quando una singola linea va disegnata o meno. ¨ a questo
che servono i tre gruppi creati in precedenza: la commutazione di ognuno di essi
avr￿ come e￿etto la visualizzazione della linea associata (si veda la ￿gura 4.58).CAPITOLO 4. PROGETTI PRELIMINARI 54
Figura 4.48: Documento PDF stampabile
4.3.6 Lista dei fornitori
In questo report, che andr￿ poi a far parte della web application Prandium -
Tracciabilit￿ e rintracciabilit￿, si vuole visualizzare una lista, ordinata in ordine
alfabetico, di tutti i fornitori che vendono prodotti alla mensa.
Nell’elenco devono essere presenti:
￿ Codice del fornitore
￿ Ragione sociale





￿ Un campo che indichi se il fornitore Ł interno alla mensa o esternoCAPITOLO 4. PROGETTI PRELIMINARI 55
Query SQL
Le tabelle processate, evidenziate anche in ￿gura 4.49 sono:




Figura 4.49: Legami fra le tabelle
Anche in questo caso la query (in ￿gura) Ł semplicissima e non lascia spazio a
dubbi di interpretazione-
Come nel precedente report, l’utente non deve inserire alcun parametro e la
maggior parte del lavoro Ł svolta per lo sviluppo della parte gra￿ca.
Figura 4.50: Interrogazione SQLCAPITOLO 4. PROGETTI PRELIMINARI 56
Sviluppo della parte gra￿ca
Viene creato un gruppo ’codeChange’12 e cinque bande:
￿ Titolo
￿ Testata di pagina
￿ Detail 1 (visualizzata quando le righe sono dispari)
￿ Detail 2 (stesso contenuto di ’Detail1’ ma con colore di sfondo diverso -
visualizzata nelle righe pari)
￿ PiØ di pagina
Figura 4.51: Layout
Il fatto che le due bande di Detail abbiano colori di￿erenti Ł dato dalla richiesta
del cliente di ottenere una maggior chiarezza nella lettura, vista la mole di dati da
scrivere in una sola riga.
Per implementare il concetto di righe pari e dispari su iReport, si costruisce una
variabile intera che conta il numero di variazioni del gruppo ’ codeChange’ (che,
ricordo, cambia ad ogni riga).
Fatto questo, le condizioni di stampa delle due bande devono essere settate in
questo modo:
￿ Detail 1 stampata quando la seguente condizione Ł vera ( $V{cont}%2 == 1),
ossia quando la variabile ’cont’ divisa per 2 d￿ un resto pari a 1
￿ Detail 2 al contrario, viene stampata se il resto Ł uguale a 0
12Questo gruppo cambia al variare del codice relativo a un fornitoreCAPITOLO 4. PROGETTI PRELIMINARI 57
Figura 4.52: Documento PDF stampabile
4.3.7 Visualizzazione carichi
Questo report, che come i precedenti far￿ parte di Prandium - Tracciabilit￿ e
rintracciabilit￿, ha il compito di visualizzare una lista di tutti i carichi all’interno
di un certo range di tempo impostato dall’utente.
Per carico si intende il processo di aggiunta di un lotto dello stesso tipo di
prodotto al magazzino adibito al suo stoccaggio. Il carico Ł associato a una bolla e
coincide, in sostanza, con l’ordine fatto ad un fornitore.
Le informazioni da ricavare per generare il report sono le seguenti:
￿ numero identi￿cativo del carico
￿ descrizione dell’articolo caricato
￿ numero del lotto (del fornitore) cui il carico fa parte e ragione sociale del
fornitore
￿ numero dell’ordine e numero della bolla relativa
￿ numero interno del lotto
￿ quantit￿ di prodotto caricato
￿ magazzino di stoccaggio e giacenza 13
13Quantit￿ dello stesso prodotto gi￿ presente in magazzinoCAPITOLO 4. PROGETTI PRELIMINARI 58
￿ data di consegna e data di scadenza
￿ tipo di movimentazione del carico
￿ numero dell’ordine a cui il carico appartiene
￿ data prevista di consegna dell’ordine 14
￿ eventuale lavorazione e data di lavorazione
Query SQL
Le tabelle usate in questo report sono le seguenti:
￿ ’Tcar_carichi’: riassume tutti i carichi e￿ettuati
￿ ’Tart_articoli’, ’Tluog_luoghi’, ’Tfor_fornitori’, ’Tumi_unitamisure’
￿ ’Tnlot_numlotti’: memorizza i lotti caricati in magazzino
￿ ’Tlav_lavorazioni’: per lavorazione si intende la miscelazione di uno o
piø prodotti atti alla produzione di uno o piø piatti. Ad esempio, per fare
una lavorazione ’Prova’ che produce il piatto ’Arrosto di maiale’ Ł plausibile
che servano carne di maiale, sale, condimenti ecc. La tabella si occupa di
memorizzare tutte le lavorazioni e￿ettuate
￿ ’Tcmag_causalimagazzino’: identi￿ca tutti i tipi di processi15 che modi-
￿cano la quantit￿ di merce presente nel magazzino
￿ ’Tteor_testaordine’: questa tabella si occupa di registrare tutti gli ordini
e￿ettuati ai fornitori
￿ ’Trior_righeordine’: una riga di questa tabella corrisponde a una ri-
ga della bolla relativa a un ordine; Ł facile intuire che per un ordine ￿ i￿ di
￿n￿ prodotti , in ’Trior_righeordine’ ci saranno ￿n￿ righe corrispondenti
all’ordine ￿i￿
14Confrontandola con la data e￿ettiva si capisce se la merce Ł arrivata in ritardo
15Movimentazioni di magazzino, lavorazioni, vendite, trasferimenti.CAPITOLO 4. PROGETTI PRELIMINARI 59
Figura 4.53: Query SQL che genera il dataset del report
Gli unici due parametri richiesti sono la data iniziale e la data ￿nale, che iden-
ti￿cano il periodo all’interno del quale devono essere stati consegnati i carichi. Dalla
sottoquery che forma la tabella con alias ’ righeord’, si nota che ’Trior_righeordine’
e ’Tteor_testaordine’ sono accomunati dal campo ’iteorid’.
Figura 4.54: Tabelle processate - 1
Essendo ’iteorid’ la chiave primaria di ’Tteor_testaordine’, ad ogni riga di
quest’ultima possono corrisponderne diverse in ’ Trior_righeordine’. ’Tcar_carichi’
si lega poi a ’righeord’ mediante il campo ’iriorid’ (chiave primaria di ’Trior_righeordine’);
ci￿ sta a signi￿care che un carico si riferisce a un solo prodotto, come gi￿ detto al-
l’inizio. Oltre a tutte le informazioni relative al carico, si vuole anche sapere se
quest’ultimo andr￿ a far parte di una lavorazione; questo Ł il motivo per cui si e￿et-
tua un left outer join fra ’carRig’ e ’Tlav_lavorazioni’. Dopo aver fatto questo,
si hanno a disposizione le informazioni necessarie per collegare il tutto con le tabelle
elencate nella quarta e nella quinta riga della query.CAPITOLO 4. PROGETTI PRELIMINARI 60
Figura 4.55: Tabelle processate - 2
Sviluppo della parte gra￿ca
Nel report ci sono solamente tre bande, ossia ’Titolo’, ’Detail’ e ’PiØ di pagina’.
¨ presente anche un gruppo che cambia al variare del numero di bolla (sarebbe stata
la stessa cosa crearne uno per il numero di ordine), cos￿ da raggruppare tutti i carichi
appartenenti allo stesso ordine. La testata della banda ’Detail’ (informazioni su
fornitore e bolla), infatti, viene stampata solamente al cambio del gruppo.
Figura 4.56: Layout di iReportCAPITOLO 4. PROGETTI PRELIMINARI 61
Figura 4.57: Documento PDF stampabile
4.3.8 Tracciabilit￿ lavorazioni
Si tratta questa volta di generare una lista di tutte le lavorazioni presenti e, per
ognuna di esse, elencare i piatti prodotti e gli articoli di magazzino utilizzati. Per
capire il concetto di lavorazione si rimanda alla sezione 4.3.7.1. Una lavorazione
pu￿ produrre un piatto complesso o direttamente un articolo. Per esempio, una
lavorazione in cui si prelevano dal magazzino delle pesche per tagliarle a fette e
servirle come dessert avr￿ come piatto prodotto sempre pesche. Questo report andr￿
a fare parte dell’applicazione adibita alla tracciabilit￿; per descriverlo si partir￿ dalla
parte gra￿ca per ￿nire ad analizzare la sezione di controllo (query SQL).CAPITOLO 4. PROGETTI PRELIMINARI 62
Sviluppo della parte gra￿ca
Figura 4.58: Documento PDF stampabile
Questo report si compone idealmente di tre parti, sviluppate singolarmente:
￿ lista lavorazioni: contiene il nome della lavorazione, la data di inizio e il numero
di lotto
￿ lista piatti prodotti in seguito alla lavorazione
￿ lista degli articoli impiegati16 per svolgere la lavorazione con annesse infor-
mazioni aggiuntive relative alla data di prelievo, alla quantit￿ prelevata e ai
codici di lotto interno e del fornitore
Si pu￿ quindi pensare di ridurre la query generale alla generazione della lista delle
lavorazioni e utilizzare poi due sottoreport, o due liste con due dataset diversi, per
sviluppare l’elenco dei piatti e quello degli articoli. Per mantenere il report piø
compatto e piø semplice ho optato per quest’ultima soluzione.
iReport consente la creazione di liste; ogni lista creata viene collegata automa-
ticamente ad un nuovo dataset, ossia ad un ￿serbatoio di dati￿ del quale la lista si
serve per generarsi. Come si pu￿ vedere in ￿gura 4.58, i due elenchi di piatti-articoli
16La lista degli articoli pu￿ essere vuota se in cucina sono gi￿ presenti tutti gli ingredienti
necessari, senza bisogno di prelievi dal magazzino.CAPITOLO 4. PROGETTI PRELIMINARI 63
non hanno punti in comune, ma sono riconducibili alla stessa lavorazione; quest’ul-
tima rappresenter￿ quindi il parametro interno passato automaticamente di volta in
volta per generare le liste.
Retrocedendo di un passo nell’analisi del report si passa al layout, mostrato in
￿gura 5.16 assieme al ’Report inspector’:
Figura 4.59: Layout e Report inspector
Guardando il ’Report inspector’ Ł evidenziata la presenza di un solo gruppo,
’lavChange’; esso cambia al variare della lavorazione.
Tutte le informazioni riguardanti le lavorazioni, oltre alle due liste ausiliari, si
trovano nella banda ’Detail’. La banda relativa al gruppo, invece, contiene solamente
un oggetto linea, in modo da operare la suddivisione opportuna fra una lavorazione
e la seguente.
Query SQL
Come accennato precedentemente, le interrogazioni sono tre, una per il report
generale e le altre due per i rispettivi sottoreport.
Figura 4.60: Query SQL per il report principale
La query generale non ha bisogno di nessuna spiegazione pertanto si prosegue
nell’interrogazione atta a generare la lista dei piatti prodotti. Prima di analizza-
re questa query bisogna presentare la tabella ’ Tpla_piattilav’ che contiene le
informazioni relative ai piatti prodotti dalle lavorazioni.
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￿ Pi_id: id di un piatto (collegato alla tabella ’Piatti’)
￿ Ilavid: id di una lavorazione (collegato a ’Tlav_lavorazioni’)
￿ Iplaqta: quantit￿ prodotta
￿ Iplaid: chiave primaria
Figura 4.61: Query SQL per lista piatti
La query si divide in due fasi:
￿ nella prima incrocio la tabella dei lotti, quella dei piatti e quella delle lavora-
zioni, per ottenere solo la lista dei piatti prodotti dalla lavorazione;
￿ nella seconda incrocio la tabella dei lotti, delle lavorazioni e degli articoli, per
ottenere la lista dei piatti prodotti visti come articoli 17.
L’unione delle due restituisce la lista completa per la singola lavorazione passata
come parametro al dataset.
Di seguito si descrive la query relativa alla lista di rintracciabilit￿ degli articoli
prelevati dal magazzino. Prima di procedere alla spiegazione Ł necessario presentare
una nuova tabella e i collegamenti fra questa e le altre che verranno usate.
’Tsca_scarichi’: per scarico si intende il prelievo di una certa quantit￿ dello
stesso prodotto dal magazzino. Non necessariamente uno scarico Ł e￿ettuato per
necessit￿ di materie prime in fase di lavorazione, anche se questo Ł il solo caso con-
siderato al momento. La tabella ’Tsca_scarichi’ contiene un campo ’ILAVID’ e
se quest’ultimo non Ł nullo, signi￿ca che il prodotto prelevato serve per una lavora-
zione; piø precisamente, serve per la lavorazione il cui codice ’ ILAVID’ nella tabella
’Tlav_lavorazioni’ corrisponde a ’ILAVID’ nella tabella appena descritta.
17Quando il campo ’IARTID’ nella tabella delle lavorazioni non Ł nullo signi￿ca che il piatto
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L’altra connessione di interesse Ł quella con ’Tcar_carichi’ mediante il campo
’ICARID’: questo collegamento indica da quale carico di magazzino Ł stato prelevato
il prodotto da utilizzare. Ad esempio, se ci sono due carichi dello stesso prodotto,
con due scadenze diverse, lo scarico andr￿ fatto per il prodotto con scadenza piø
vicina in modo da gestire meglio le risorse di magazzino.
Figura 4.62: Query SQL per lista articoli
La query (in ￿gura 4.69) contiene un’interrogazione interna; quest’ultima svolge
la maggior parte del lavoro poichØ si occupa di mettere in relazione le tre tabelle
relative a carichi, scarichi e lavorazioni.
La sottoquery con alias ’allScarichi’ contiene quasi tutte le informazioni neces-
sarie, mancano all’appello solamente il lotto interno dello scarico (di cui possediamo
solamente l’id) e la descrizione dell’articolo prelevato (anche qui l’id Ł il solo ele-
mento noto), quindi vengono chiamate in causa anche le tabelle ’ Tart_articoli’
e ’Tnlot_numlotti’.
Come si pu￿ vedere, quest’ultima tabella Ł fatta corrispondere al resto con un
left outer join; ci￿ accade perchØ lo scarico non deve per forza corrispondere a un
lotto di magazzino.
La tabella ’Tumi_unitamisure’ Ł necessaria al ￿ne di poter visualizzare sul
report l’unit￿ di misura della quantit￿ di merce prelevata.CAPITOLO 4. PROGETTI PRELIMINARI 66
4.3.9 Situazione familiare alunni
Questo report Ł utilizzabile solamente dall’applicazione ’ PRANDIUM - Scuola’.
La sua funzione Ł quella di stampare una lista di tutti gli studenti di una classe
(classe impostata come parametro) evidenziando le informazioni riguardanti la loro
situazione familiare.
Ci￿ signi￿ca che dovranno essere visualizzati, per ogni alunno:
￿ cognome e nome del padre
￿ cognome e nome della madre
￿ eventuali fratelli o sorelle (con almeno un genitore in comune) attualmente
presenti nel database come studenti attivi o non attivi.
La stima, non Ł necessariamente corrispondente a realt￿, perchØ ci potrebbero essere
dei fratelli ancora troppo piccoli, frequentanti scuole non presenti nel database,
oppure semplicemente gi￿ nel mondo del lavoro. Come la spiegazione precedente,
anche questa proceder￿ al contrario e si comincer￿ mostrando una pagina tratta dal
risultato ￿nale (in ￿gura 4.63).
Sviluppo della parte gra￿ca per il report generale
Figura 4.63: Documento PDF stampabile
Come si vede in ￿gura 4.63, ad ogni alunno corrisponde una lista di lunghezza
non ￿ssa, in cui ogni riga identi￿ca un diverso fratello (o sorella). ¨ necessario quindi
adottare lo stesso metodo di prima: invece di complicare la query SQL inutilmente,
si possono usare sottoreport o liste in modo da suddividere equamente il lavoro. In
questo speci￿co caso l’interrogazione generale si occupa di generare l’elenco degli
studenti (con annesse informazioni riguardo ai genitori) e il sottoreport crea la lista
dinamica dei fratelli.
Nel prossimo paragrafo verr￿ analizzato il Report inspector. Come si vede Ł
presente un solo gruppo, che varia al variare di ogni studente.CAPITOLO 4. PROGETTI PRELIMINARI 67
Le bande attive, invece, sono sei:
￿ Titolo
￿ Testata di pagina
￿ Testata del gruppo: in questa banda ven-
gono visualizzati i campi riguardanti l’a-
lunno e i genitori; quelli cioŁ che vengono
ricavati dalla query generale
￿ Detail: qui invece, viene posizionato il sot-
toreport che andr￿ a stampare la lista dei
fratelli; oltre a questo, ho inserito anche
un rettangolo che, grazie ad una funzione
di iReport, ha altezza variabile in base a
quella della banda
￿ PiØ del gruppo: contiene solamente un og-
getto linea per consentire la suddivisione
fra uno studente e il successivo
￿ PiØ di pagina
Nella banda di Detail, il rettangolo e la label vengono stampati solamente se l’alunno
ha almeno un fratello o una sorella. Ci￿ Ł possibile usando una condizione di veri￿ca
per i due oggetti. Nella query generale, che verr￿ analizzata tra poco, Ł presente un
campo boolean; esso vale 0 nel caso in cui lo studente sia ￿glio unico, 1 altrimenti.
Proprio questo campo Ł quello usato per veri￿care la condizione di stampa dei due
oggetti gra￿ci.CAPITOLO 4. PROGETTI PRELIMINARI 68
Query SQL principale
Figura 4.64: Query SQL principale
Nella prima parte della query generale in ￿gura 4.64, si crea una tabella con
alias ’stud’ composta da tutti gli studenti (memorizzati grazie al campo ’ DE_ID’
indicante il posto occupato in classe) scelti in base ai parametri ’ idScuola’ e ’idClasse’
e con data di dimissione nulla, ossia ancora attivi. Fatto questo, ad essa viene
fatta corrispondere (sempre tramite ’ DE_ID’) la tabella ’Degenti’. Il concetto di
degente, nell’ambito dell’applicazione ’PRANDIUM-Scolastica’, pu￿ essere inteso
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￿ come studente
￿ come tutore di uno studente (nella stragrande maggioranza dei casi la madre)
￿ come solvente di uno studente, cioŁ colui il quale si incarica di pagare le spese
scolastiche (quasi sempre il padre)
Per di￿erenziare i vari concetti, una riga della tabella ’ Degenti’ Ł formata, oltre
che da svariati altri, da due campi in particolare:
￿ ’DE_IDTUTORE’ - se non Ł ’null’ fornisce il valore che il tutore dello studente
in questione avr￿ nel campo ’DE_ID’
￿ ’DE_IDSOLVENTE’ - svolge la stessa funzione, per il solvente
Di conseguenza, per un degente visto come studente, tutti e due i campi devono
essere non nulli mentre, per un degente visto come tutore o solvente, avviene il
contrario. Nella query quindi, dopo aver ricavato la totalit￿ degli alunni appartenenti
alla stessa classe, si passa al recupero delle informazioni sui genitori utilizzando
i campi accennati sopra. La tabella che raggruppa tutto questo, nella query ha
alias ’allStudWithParents’. Nella seconda parte dell’interrogazione SQL si cerca
di capire se lo studente ha qualche fratello. Si procede trovando tutti gli studenti
e gli ex studenti di tutte le scuole presenti nel database; la sottoquery incaricata
di svolgere questa mansione Ł quella che crea la nuova tabella con alias ’ allStud’.
La sotto interrogazione per estrapolare dal database tutti gli alunni non piø attivi
merita di essere analizzata con attenzione.
Figura 4.65: Query per alunni inattivi
Prima di tutto bisogna precisare che esiste una data di dimissione ogni volta
che uno studente Ł promosso all’anno successivo (o cambia classe per altri motivi).
In quel caso infatti, l’alunno viene ￿sicamente dimesso da una classe per passare
ad un’altra. ¨ per questo che nella prima riga della query (in ￿gura 4.65) si usa
la clausola ’max’; in parole povere signi￿ca che la data di dimissione di interesse Ł
l’ultima registrata per quello studente. Bisogna per￿ prestare attenzione al fatto che
anche gli studenti attivi possono avere delle date di dimissione registrate. Usando la
funzione ’not exists’ all’interno della clausola ’where’ si tralasciano tutti gli alunni
con almeno una data di dimissione nulla, ossia tutti gli studenti attivi.CAPITOLO 4. PROGETTI PRELIMINARI 70
La tabella ’allStud’, quindi, ha tutte le informazioni che servono; basta portarle
in una forma che sia possibile confrontare con ’ allStudWithParents’. Per capire
se un alunno/a Ł fratello/sorella di un altro/a, l’unica cosa da fare Ł confrontare
i genitori di uno con i genitori dell’altro. In ’allStud’, le informazioni sui genitori
mancano all’appello, ecco perchØ bisogna e￿ettuare il join con la tabella ’ Degenti’.
Una volta trovate le eventuali parentele si costruisce una variabile booleana 18, la cui
funzione Ł stata spiegata nell’ultimo paragrafo della sezione 4.3.9.1.
Sviluppo della parte gra￿ca per il sottoreport
Al sottoreport sono passati come parametri tre campi ricavati dalla query appena
descritta:
￿ ’IDSTUD’ - l’identi￿cativo dello studente
￿ ’DE_IDSOLVENTE’ - l’identi￿cativo del solvente
￿ ’DE_IDTUTORE’ - l’identi￿cativo del tutore.
Ricordo ancora una volta che si pensa al tutore come alla madre e al solvente come
al padre.
Figura 4.66: Layout del sottoreport
Come si pu￿ vedere, il layout Ł minimale e contiene solamente i campi riguardanti
gli eventuali fratelli/sorelle dello studente attivo 19 nel report generale.
Query SQL per il sottoreport
La query SQL necessaria a generare la lista, in ￿gura 4.67, Ł del tutto simile alla
seconda parte nell’interrogazione generale appena presentata. L’unica di￿erenza
sta nella presenza di un ’case’ alla riga 7 che, controllando la data di dimissione
dell’eventuale fratello/sorella, crea un campo di tipo ’ String’ con alias ’attivo’. Esso
sta ad indicare lo stato dello studente: se vale ’ S￿’ si tratta di un alunno attivo,
altrimenti di un ex studente.
18In questo caso si tratta della variabile ’fratelliSioNo’.
19Lo studente Ł passato come parametro al sottoreportCAPITOLO 4. PROGETTI PRELIMINARI 71
Figura 4.67: Query SQL del sottoreport
4.3.10 Modulo di scelta diete
Questo report, utilizzabile solamente dall’applicazione ’ PRANDIUM - Scuola’, si
occupa della stampa di moduli per la scelta delle diete degli studenti. Similmente a
quello di prenotazione dei pasti, anche il seguente report Ł a lunghezza ￿ssa pertanto
si dovr￿ lavorare molto di piø sulla parte gra￿ca che su quella logica. Il modulo
deve contenere la lista delle prime cinque diete fruibili dagli studenti di una classe 20
e l’elenco di tutti gli alunni della suddetta, con la relativa scelta.
Query SQL
Sono richieste tre liste diverse in questo report:
￿ lista delle prime cinque diete
￿ lista dei primi venti studenti
￿ lista dei seguenti venti studenti
Si divide a met￿ la lista degli studenti in modo da rispettare in seguito le misure del
template.
20La classe Ł usata come parametro d’ingressoCAPITOLO 4. PROGETTI PRELIMINARI 72
La query generale (￿gura 4.68) serve solamente a recuperare le informazioni da
aggiungere in testata, ossia il cliente (secondo la logica della web application, il
comune della scuola), la scuola a e la classe scelta.
Figura 4.68: Query SQL generale
Per visualizzare le altre informazioni (diete e alunni) si fa ricorso all’oggetto lista
di iReport, che Ł sempre associato a un nuovo dataset. Passando al dataset per le
diete, quindi, l’interrogazione SQL Ł delle piø elementari:
Figura 4.69: Query SQL per lista diete
La query per generare la lista degli studenti, in ￿gura 4.70, merita una breve
spiegazione:
Figura 4.70: Query SQL per lista studenti
Come si vede, esiste un ulteriore parametro ’ from’ che ￿no ad ora non ho menzio-
nato; la sua funzione Ł quella di implementare la suddivisione dell’elenco studenti.
La notazione <select ￿rst ’n’ skip ’i’> verrebbe tradotta come ￿seleziona i primi n
elementi partendo dall’iesimo￿ Per dividere a met￿ la mole di dati, ’ from’ deve valere
’0’ o ’20’ a seconda della lista cui Ł associata la query. In pratica, nella parte sinistra
si vogliono visualizzare i primi 20 studenti della classe quindi ’ from’ = 0, mentre a
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Sviluppo della parte gra￿ca
Il layout del modulo era gi￿ stato creato in precedenza da un dipendente dell’azienda,
ma il numero massimo di studenti che lo stampato poteva contenere era di trentasei,
mentre si necessita di un massimo di quaranta. ¨ quindi stato necessario rifarlo
portando la soglia al valore stabilito. Oltretutto la parte ￿ssa della stampa deve
essere abbastanza compatibile con il template di acquisizione visto che, una volta
compilato dal funzionario, il modulo viene scannerizzato e devono essere riconosciute
automaticamente le scelte fatte.
I codici a barre, disponibili come oggetti gra￿ci di iReport, sono stati generati
usando gli identi￿cativi della rispettiva dieta o del rispettivo alunno.
I parametri richiesti dal report sono due:
￿ numero identi￿cativo della classe di cui si vuole la stampa;
￿ data.CAPITOLO 4. PROGETTI PRELIMINARI 74
Figura 4.71: Modulo per la scelta delle dieteCapitolo 5
Progetto ￿nale
5.1 Introduzione
Il progetto ￿nale consiste nello sviluppo di una nuova funzione e di un report per la
soluzione ’MODULI QUALIT￿’ (descritta nel primo capitolo). Il report, ￿riempito￿
processando le tabelle del Database secondo i parametri passati dalla funzione, si
occuper￿ di disegnare dei gra￿ci a ￿ne statistico.
Il progetto salvato nel mio PC chiamato ’segnalazioniweb’ racchiude in sØ sia il
modulo di qualit￿ percepita che quello per la non conformit￿. Come gli altri progetti
visti ￿nora, esso funziona in maniera diversa in base all’utente che vi ha accesso,
come avremo modo di approfondire in seguito. Prima di presentare il report da
realizzare sono necessarie alcune nozioni preliminari.
Innanzitutto, una segnalazione consiste in un modulo compilabile via internet
nel quale si esprimono delle impressioni o delle valutazioni sul servizio o￿erto. Per
quanto riguarda la rilevazione della qualit￿ percepita, ad esempio per un ospedale,
il modulo consiste in un questionario che il paziente, prima di essere dimesso, Ł
esortato a compilare in modo da mettere a disposizione delle informazioni utili al
miglioramento dei servizi forniti.
75CAPITOLO 5. PROGETTO FINALE 76
Figura 5.1: Stralcio di modulo per non conformit￿ servizio ristorazione
Il funzionario incaricato alla compilazione di una segnalazione di non conformit￿
dovr￿ scegliere fra le opzioni proposte. Nel caso in cui la non conformit￿ riscontrata
non sia presente tra quelle selezionabili Ł possibile inserirla manualmente in una
tabella di testo presente nel modulo. Un aspetto importante Ł che le domande
possono essere nidi￿cate. Selezionando ad esempio ’ Presenza di materiale estraneo
nella pietanza’ dal questionario di ￿gura 5.1, compariranno automaticamente altre
domande riguardanti la natura del pasto (pranzo, cena ecc.).
Figura 5.2: Modulo per rilevazione qualit￿ percepita
Nel caso di un modulo per la rilevazione della qualit￿ percepita come quello in
￿gura 5.2, esso va compilato nella sua interezza per fornire piø informazioni possibili.
Dall’immagine si evince come non sia possibile selezionare nessuna risposta; questo
perchØ l’accesso all’applicazione Ł stato e￿ettuato con un account non abilitato.
In de￿nitiva, il report da realizzare consiste nella stampa di un gra￿co a torta per
ogni domanda del modulo selezionato dall’utente. Ogni fetta del gra￿co rappresenta
una risposta alla domanda, mentre la sua larghezza indica il numero di volte in cui
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5.2 Tabelle da processare e parametri richiesti
5.2.1 Tabella Tdom_domande
Figura 5.3: Tabella Tdom_domande
Questa tabella racchiude tutte le domande registrate nel database; le stesse sono
visualizzate nei questionari cui l’utente deve rispondere.
I campi che verranno usati piø spesso sono:
￿ Idomid: numero che identi￿ca la domanda.
￿ Idomsequenza: identi￿ca la posizione della domanda (ad esempio, il numero
di sequenza della prima domanda cui bisogna rispondere sar￿ minore di quello
di qualsiasi altra domanda dello stesso questionario).
￿ Idomtipo: identi￿ca il tipo della domanda (stringa, data, check, tabellare)
￿ Tipo check ￿ domande selezionabili tramite spunta.
￿ Tipo tabellare ￿ le domande di tipo tabellare attingono le risposte possi-
bili dagli elementi di una tabella esterna (ad esempio, la domanda ’ Scegli
il reparto’ visualizzer￿ come possibili risposte tutti i reparti presenti nella
tabella ’Trep_reparti’).
￿ Le domande di tipo stringa e di tipo data non verranno contemplate in
quanto Ł impossibile rappresentarne le risposte su gra￿co.
￿ Idomtabella: nel caso in cui la domanda sia di tipo tabellare, questo campo
indica la tabella da cui leggere le risposte.
￿ Itsegid: tipo di segnalazione (in altre parole il questionario cui la domanda
fa parte).
￿ Sdomdescr: descrizione della domanda.CAPITOLO 5. PROGETTO FINALE 78
￿ Idomdomanda: se vale ’0’ signi￿ca che la domanda in realt￿ non Ł una vera
e propria domanda (si pensi a ’Dati Generali’ in ￿gura 5.1), altrimenti il suo
valore prede￿nito Ł ’1’.
￿ Idomprimaria: contiene il riferimento (Idomid) alla domanda padre (indi-
spensabile per implementare il concetto di domanda nidi￿cata).
￿ Idomvincoloprecedente: se il vincolo precedente di una domanda D1 Ł
la domanda D2 signi￿ca che D1 pu￿ essere posta solamente dopo aver dato
una risposta a D2; ’Idomvincoloprecedente’ contiene il riferimento alla
domanda vincolo precedente (Idomid).
5.2.2 Tabella Tris_risposte
Figura 5.4: Tabella Tris_risposte
Questa tabella memorizza tutte le risposte date. La mole di dati in essa contenuta
Ł elevata, basti pensare che Ł composta da circa 215.000 righe.
I campi usati piø spesso saranno:
￿ Irisid: chiave primaria.
￿ Idomid: identi￿ca la domanda a cui si riferisce collegandosi al campo omoni-
mo della tabella ’Tdom_domande’.
￿ Isegid: identi￿ca il questionario1.
￿ Dristipodata: nel caso in cui la domanda richieda una risposta di tipo data,
questo campo la contiene.
￿ Sristipostring: se la domanda richiede una risposta di tipo stringa, questo
campo la contiene.
1Non identi￿ca il tipo di segnalazione, ma lo speci￿co questionario in cui quella particolare
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￿ I campi da ’Pi_id’ a ’Iprisid’ contengono i riferimenti alle chiavi primarie
delle tabelle esterne, nel caso in cui la domanda sia di tipo tabellare. Le
tabelle che possono fungere da risposta sono, in ordine 2 di disposizione dei
campi: ’Piatti’, ’Tric_ricoveri’, ’Tpor_portate’, ’Trep_reparti’,
’Tpast_pasti’, ’Personale’, ’Diete’, ’Tpris_possibilirisposte’.
￿ Iristipocheck: vale 1 se la domanda Ł di tipo check ed Ł stata selezionata,
’0’ o ’null’ altrimenti.
5.2.3 Tabella Tpris_possibilirisposte
Figura 5.5: Tabella Tpris_possibilirisposte
Questa tabella che, come Ł stato visto qualche riga sopra, Ł una delle candidate
cui attingere in caso di risposta tabellare, Ł un po’ diversa dalle altre tabelle esterne.
Essa, infatti, non ha altro scopo se non quello di memorizzare possibili risposte nel
caso in cui non ci sia gi￿ una tabella esterna che le contenga; Ł quindi una sorta di
tabella di riserva.
Se, ad esempio bisogna creare una domanda che abbia le tre seguenti risposte:
’S￿’, ’No’, ’Forse’, Ł necessario inserire le medesime in questa tabella, in quanto
non presenti in altre tabelle. Il campo piø importante Ł ’ Iprissequenza’ e indica
l’ordine in cui queste risposte vanno elencate a seguito della domanda.
5.2.4 Tabella Tseg_segnalazione
Figura 5.6: Tabella Tseg_segnalazione
2Se ad esempio il campo ’Irepid’ non Ł nullo, il campo ’Idomtabella’ in
’Tdom_domande’ vale ’4’ perchØ, cominciando a contare dal campo ’Pi_id’, si trova nella
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Questa tabella memorizza tutti i moduli di segnalazione compilati (questionari):
attualmente circa 80000 records.
I campi che verranno usati sono:
￿ Isegid: chiave primaria.
￿ Itsegid: tipo di segnalazione.
￿ Dsegdatastart e Dsegdataend: data di apertura e chiusura della segna-
lazione.
5.2.5 Tabella Ttseg_tiposegnalazione
Figura 5.7: Tabella Ttseg_tiposegnalazione
Questa tabella contiene le informazioni riguardanti i tipi di segnalazione, ad
esempio ’Modulo di non conformit￿ ristorazione ’, ’Modulo di non conformit￿ lavanderia’
ecc.
Gli unici due campi usati saranno questi:
￿ Itsegid: il suo signi￿cato Ł gi￿ stato spiegato; inoltre Ł la chiave primaria
della tabella.
￿ Stsegdescr: descrizione del tipo di segnalazione.CAPITOLO 5. PROGETTO FINALE 81
5.2.6 Legami tra le tabelle
Nelle tre ￿gure sottostanti vengono evidenziati gra￿camente i legami di interesse fra
le tabelle da processare elencate nelle sezioni precedenti.
Figura 5.8: Legami - 1
Figura 5.9: Legami - 2
Figura 5.10: Legami - 3
5.2.7 Parametri gestibili dall’utente
In questa sezione vengono analizzati tutti i parametri che l’utente dovr￿ e/o potr￿
inserire dalla schermata della web application. Qui sotto sono elencati secondo la
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<descrizione (nome assegnato al parametro nel Report inspector <Tipo di dato>) ￿
indicazioni aggiuntive>
￿ Tipo di segnalazione/questionario, ovviamente tra quelli resi disponibili in base all’utente
che e￿ettua l’accesso (tipoSegnalazione <Integer>) ￿ da inserire obbligatoriamente.
￿ Parametro per ￿ltrare le segnalazione aperte, chiuse e annullate (openCloseRev <Integer>)
￿ facoltativo; di default vengono selezionate tutte le segnalazioni.
￿ Parametro per ￿ltrare le segnalazioni in base alla data; in realt￿ saranno tre
parametri diversi:
￿ Parametro che indica se prendere in esame la data di chiusura o di apertura (￿ltroData
<String>) ￿ facoltativo.
￿ Parametro che indica la data iniziale del range di interesse (fromDate <java.util.Date>)
￿ facoltativo.
￿ Parametro che indica la data ￿nale del range di interesse (toDate <java.util.Date>)
￿ facoltativo.
￿ Domanda di interesse, scelta tra quelle presenti nel questionario (idCheck <Integer>) ￿
facoltativo; se non selezionato il report stampa, nello stesso documento PDF, un gra￿co per
ogni domanda del questionario.
Sono presenti altri parametri necessari al corretto allacciamento tra report e web ap-




Essendo questo un report molto piø complesso di quelli visti ￿no ad ora, Ł neces-
sario suddividere il carico di lavoro in piø query. Come accennato prima, inoltre,
sono presenti delle tabelle con un elevato numero di righe, per cui bisogna prestare
attenzione anche alla risorsa tempo: si pensi alla tabella ’ Tris_risposte’ in cui
una semplice interrogazione di questo tipo
select *
from TRIS_RISPOSTE
impiega circa dieci secondi per essere eseguita. Se ad esempio servisse (e di fatto
servir￿) e￿ettuare un join tra due tabelle ’ Tris_risposte’ con alias diverso, il
tempo di esecuzione aumenterebbe inevitabilmente. La query generale quindi deve
essere il meno pesante possibile in modo da non impegnare troppo tempo; si pu￿
pensare di generare una lista con le sole domande da interrogare e poi delegare ad
un sottoreport il compito di contare le risposte e creare il/i gra￿co/i.CAPITOLO 5. PROGETTO FINALE 83
Figura 5.11: Query SQL per il report generale
Come si vede in ￿gura 5.11, l’interrogazione Ł un’unione di tre diverse query
SQL. Per poter unire i risultati di piø tabelle, esse devono essere dello stesso tipo
e prevedere il medesimo numero di campi; inoltre, i nomi dei campi della tabella
￿nale sono quelli della prima tabella elencata nell’unione.CAPITOLO 5. PROGETTO FINALE 84
Prima interrogazione
In questa prima parte, nella tabella costruita con alias ’ quasiFatta’, mi occupo di
prelevare tutte le domande di tipo check presenti nel questionario designato tramite
il parametro ’tipoSegnalazione’. Il left join con ’Tpris_possibilirisposte’ a
prima vista Ł inutile perchØ il campo ’Iprisid’ delle domande selezionate Ł sempre
nullo; esso Ł tuttavia necessario per mantenere lo stesso numero di colonne fra le tre
tabelle da unire.
Seconda interrogazione
La struttura di questa query Ł molto simile a quella appena descritta. Qui per￿ le
domande selezionate sono di tipo tabellare; oltretutto vengono ￿ltrate ancora una
volta in modo da ottenere solo quelle con il campo ’ Iprisid’ non nullo. Questa volta
quindi il join con ’Tpris_possibilirisposte’ d￿ sempre un risultato non nullo.
Terza interrogazione
La terza interrogazione genera la lista di tutte le domande di tipo tabellare, escluse
quelle gi￿ elaborate nella query precedente. Mentre ￿no ad ora non Ł stato neces-
sario nessun join con ’Tris_risposte’3, ora Ł indispensabile farlo per trovare i
collegamenti alle tabelle esterne.
In ￿gura 5.12, uno spezzone del risultato della query che crea la tabella ’ quasiFatta’,
scegliendo come questionario il ’Modulo di non conformit￿ ristorazione ’:
Figura 5.12: Risultato della terza interrogazione
Il campo ’cosaContare’, memorizza il valore della chiave primaria appartenente
alla tabella esterna identi￿cata da ’Idomtabella’. Per disegnare una fetta del
gra￿co si conta il numero di volte in cui si ripete la stessa chiave primaria.
3Le domande di tipo check non hanno risposta e le domande tabellari di tipo ’8’ devo-
no solamente controllarla da ’Tpris_possibilirisposte’ che Ł gi￿ di per sØ collegata a
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Per fare un esempio, alla domanda ’Reparto’ Ł stato risposto due volte con la
chiave ’17’. Il campo ’Idomtabella’ corrispondente Ł ’4’ che, secondo la logica de-
scritta nella sezione 2.2 di questo capitolo, rappresenta ’ Irepid’. Essendo ’Irepid’
solamente una chiave, bisogna e￿ettuare un altro join con ’ Trep_reparti’ per
ottenere la vera descrizione della risposta data dall’utente. I case servono appunto
a selezionare la tabella corretta da interpellare.
5.3.2 Ordinamento delle domande
Grazie all’unione delle tre query viste in precedenza Ł possibile comporre la lista
di tutte le domande di un questionario, piø le relative risposte. Ora Ł necessario
ordinarle in modo da rendere piø semplice il lavoro dei sottoreport. Va detto che le
domande di ognuna delle interrogazioni sono gi￿ classi￿cate per ’ Idomsequenza’
e ’Iprissequenza’.
Se l’utente fosse obbligato a scegliere una sola domanda alla volta, il problema
dell’ordinamento non avrebbe ragione di esistere. Nel caso in cui l’unico parametro
scelto fosse il tipo di segnalazione, per￿, le domande dovrebbero essere raggruppate
in modo da non corrompere il concetto di nidi￿cazione.
Il case nella seconda riga della query di ￿gura 5.11 si occupa proprio di questo,
creando un campo con alias ’ordinamento’ che pu￿ assumere cinque valori diversi:
￿ ’0’ se la domanda Ł la prima in assoluto e la tabella da cui si attingono le rispo-
ste Ł ’Tpris_possibilirisposte’; non ha domanda padre, non ha vincoli di
precedenza, il campo ’Iprisid’ Ł non nullo, Ł la prima in sequenza temporale 4.
Questa domanda, presente una sola volta al massimo in un questionario, verr￿
in seguito chiamata ￿prima domanda radice￿.
￿ ’1’ se la domanda non ha una domanda padre e non ha vincoli di precedenza.
￿ ’2’ se la domanda non possiede vincoli di precedenza.
￿ ’3’ se la domanda non ha una domanda padre.
￿ ’4’ in tutti gli altri casi.
La sostanziale di￿erenza tra il possedere un vincolo di precedenza e l’avere una do-
manda padre consiste nel fatto che il vincolo di precedenza comporta l’impossibilit￿
di rispondere alla domanda nel caso in cui alla domanda precedente non sia gi￿ stata
data una risposta. Si sarebbe propensi a pensare quindi di poter inglobare il concet-
to di vincolo precedente con quello di domanda padre. Sarebbe un errore, in quanto
il campo ’Idomprimaria’ Ł indispensabile per ottenere una corretta costruzione
del questionario e mantenere la nidi￿cazione.
4cioŁ con ’Idomsequenza’ e ’Iprissequenza’ minimi.CAPITOLO 5. PROGETTO FINALE 86
Alla ￿ne le righe saranno ordinate per ’ordinamento’, ’Idomsequenza’ e in￿ne
’Iprissequenza’. Passando alla clausola ’where’, nella sestultima riga in ￿gura
5.11, viene usata per la prima volta la funzione ’coalesce()’. Questa funzione, nel
caso in cui ’idCheck’ sia non nullo, ￿ltra la selezione delle domande considerando
soltanto quella inserita come parametro, altrimenti agisce come un’istruzione NOP 5.
Il parametro ’idDomanda’ Ł stato usato solamente per le prove e￿ettuate usando
l’anteprima di iReport, pertanto nella sezione dedicata ai parametri non Ł stato
presentato; non verr￿ preso in considerazione nemmeno nelle seguenti pagine.
Ricapitolando, i campi ottenuti nella selezione ￿nale sono i seguenti:
￿ SEGDESCR: descrizione del questionario (tipo di segnalazione)
￿ IDOMSEQUENZA e IPRISSEQUENZA
￿ IDDOMANDA
￿ DESCRIZIONEDOMANDA e DESCRIZIONERISPOSTA
￿ IDDOMANDAPRECEDENTE e IDDOMANDAPRIMARIA
￿ ORDINAMENTO
￿ IDOMTIPO: tipo della domanda (check, tabellare ecc)
￿ IDOMTABELLA: eventuale indicazione sulla tabella esterna da utilizzare
5.3.3 Sviluppo della parte gra￿ca
Una volta sviluppata la query, si pu￿ passare alla creazione del report generale.
L’idea Ł quella di creare un numero di sottoreport pari al numero di casi diversi che
si possono presentare e questi sono:
￿ domande radice: per fare un esempio, una fetta del gra￿co di questo report
visualizza il numero di volte in cui a una domanda radice Ł stata data risposta;
ricordo che una domanda radice non ha nØ un vincolo di precedenza, nØ una
domanda padre.
￿ domande di tipo check: in questo caso il report si occupa di stampare il gra￿co
per la domanda precedente a quella di tipo check e interpreta quest’ultima
come una delle risposte; naturalmente, le altre fette del gra￿co saranno tutte
le domande con vincolo precedente uguale al check preso in esame.
￿ domande con risposta: ogni fetta di questo gra￿co rappresenta una delle
possibili risposte alla domanda (si divide in due sottocasi, uno in cui le risposte
si trovano in tabelle esterne e un altro in cui le risposte si trovano nella tabella
’Tpris_possibilirisposte’).
5No Operation, un’istruzione che non svolge alcuna operazione.CAPITOLO 5. PROGETTO FINALE 87
Questi tre casi non presentano alcun elemento ridondante. Si potrebbe pensare che
il gra￿co per una domanda di tipo check ’D1’ con vincolo precedente ’D0’ (caso 2),
sia una ripetizione del gra￿co per ’D0’ nel quale quest’ultima domanda abbia delle
possibili risposte (caso 3); non Ł cos￿ perchØ ’ D1’ NON Ł una delle possibili risposte
di ’D0’ ma soltanto una delle domande successive.
Nel report sono presenti solamente tre bande:
￿ Titolo: viene scritto il nome del questionario al quale la domanda (o le do-
mande) appartiene.
￿ header del gruppo cambiaDomanda : in questa banda sono presenti i sottore-
port.
￿ PiØ di pagina: visualizza data e numero di pagina.
Il gruppo ’cambiaDomanda’, a dispetto del nome, non ha come espressione di va-
riazione unicamente il campo che riguarda l’id della domanda ma possiede una
struttura piø complessa, che sfrutta l’ordinamento delle domande evitando la ripe-
tizione di gra￿ci uguali. Questo gruppo, infatti, commuta nei seguenti casi descritti
in pseudocodice:
Le condizioni nelle prime due ri-
ghe sono necessarie a￿nchØ il sot-
toreport adibito al gra￿co per le
domande radice venga stampato
una sola volta. Le ultime due con-
dizioni, invece, servono a prende-
re tutte le domande di tipo check
con uguale vincolo di precedenza;
quelle cioŁ che dovranno apparte-
nere allo stesso gra￿co. Una volta presentate le query dei tre sottoreport, il senso
di queste condizioni apparir￿ piø chiaro.
Lo strumento iReport supporta solamente la struttura condizionale compatta del
tipo:
<(condizione) ? (istruzione da eseguire se TRUE ) : (istruzione da eseguire se FALSE )>
La realizzazione del pseudocodice descritto sopra Ł stata fatta in questo modo:
Figura 5.13: Espressione del gruppo cambiaDomandaCAPITOLO 5. PROGETTO FINALE 88
5.4 Sottoreport per domande di tipo check
Cominciamo ora a descrivere la struttura dei sottoreport partendo dal caso di mez-
zo, per le domande di tipo check. Ovviamente questo sottoreport non deve essere
elaborato ad ogni domanda, altrimenti si perderebbe del tempo a svolgere del lavoro
super￿uo; per selezionare solamente i casi utili, il report viene stampato al veri￿carsi
della seguente condizione:
Figura 5.14: Espressione del sottoreport






￿ ’idDomandaPrec’ e ’idDomandaPrimaria’
Gli ultimi due parametri, rispettivamente gli identi￿cativi per la domanda di vincolo
precedente e per quella padre, non devono essere inseriti a mano, ma vengono passati
automaticamente al sottoreport utilizzando i campi omonimi riferiti alla domanda
attiva.CAPITOLO 5. PROGETTO FINALE 89
5.4.1 Query SQL
Figura 5.15: Query del sottoreport
Questa interrogazione SQL si occupa di generare la lista di tutte le domande
aventi come vincolo precedente l’Id passato tramite il parametro ’ idDomandaPrec’;
per ognuna di queste domande, inoltre, aggiunge un campo che conta il numero di
volte in cui Ł stata data una risposta. L’unione delle tre query nella prima selezione
di testo forma la tabella con alias ’segFiltered’; quest’ultima raggruppa tutte le
segnalazioni ￿ltrate (i questionari compilati) tramite il parametro ’ openCloseRev’.
In dettaglio, l’utente Ł in grado di scegliere fra cinque opzioni:CAPITOLO 5. PROGETTO FINALE 90
￿ Segnalazioni aperte : le segnalazioni aperte non possiedono una data di chiusu-
ra; ci￿ sta a signi￿care che la segnalazione Ł stata compilata ma non Ł ancora
giunta a chi di dovere (il responsabile incaricato di noti￿carla e passare alla
chiusura).
￿ Segnalazioni chiuse : l’opposto.
￿ Segnalazioni annullate : fanno parte di questa categoria tutti i questionari in
cui il campo ’Isegannullata’ nella tabella ’Tseg_segnalazioni’ vale 1.
￿ Segnalazioni chiuse e annullate .
￿ Tutte le segnalazioni.
Consideriamo i tre insiemi, ’S_Ap’ (segnalazioni aperte), ’S_C’ (segnalazioni chiu-







￿ S_An U S_C = segnalazioni chiuse e annullate
￿ S_Ap U S_C U S_An = tutte le segnalazioni
Dalle tre propriet￿ si pu￿ capire perchØ, nella query di ￿gura 5.15, sono usate
solamente tre query per riuscire ad esaudire tutti i possibili casi.
Il parametro ’openCloseRev’ pu￿ assumere cinque diversi valori, tante sono le
opzioni disponibili:
￿ 0: segnalazioni aperte
￿ 1: segnalazioni chiuse
￿ 2: segnalazioni annullate
￿ 3: tutte le segnalazioni
￿ 5: segnalazioni chiuse e annullate
Dopo aver ￿ltrato i questionari in base al loro stato, Ł necessario operare una nuova
selezione secondo i parametri ’fromDate’, ’toDate’ e ’￿ltroData’. Quest’ultimo
vale:
￿ ’0’ nel caso in cui ’fromDate’ ≤ data di apertura ≤ ’toDate’.
￿ ’1’ per ’fromDate’ ≤ data di chiusura ≤ ’toDate’.
￿ ’2’ se ’fromDate’ e ’toDate’ hanno un valore nullo; in questo caso signi￿ca
che l’utente desidera avere a disposizione tutte le segnalazioni.CAPITOLO 5. PROGETTO FINALE 91
Le opportune veri￿che di integrit￿, come ad esempio il controllo di eventuali va-
lori nulli in ’fromDate’ o ’toDate’, verranno fatte mediante codice java in fase di
allacciamento all’applicazione web. Una volta create le due tabelle ’ segFiltered’ e
’segForDate’, esse vengono intersecate tramite un inner join cos￿ da ottenere il to-
tale delle segnalazioni richieste dall’utente (’ segAttive’). Per ottenere l’associazione
tra domande e segnalazioni Ł indispensabile e￿ettuare un join fra ’ segAttive’ e la
tabella ’Tris_risposte’.
Dopo aver fatto questo, si passa al conteggio, indispensabile alla creazione del
gra￿co; per farlo si esegue un ’Count’ su tutte le domande di tipo check aventi
’Iristipocheck’ = 16. Si sarebbe potuto operare anche in modo diverso, ossia
￿ltrando le segnalazioni dopo averle incrociate con le risposte.
Operando in questo modo per￿, il tempo di esecuzione della query avrebbe as-
sunto proporzioni bibliche tenendo conto della mole di dati da processare. Come
ultimo passo, le righe ricavate vengono ulteriormente ridotte in modo mantenere
solamente quelle aventi lo stesso vincolo di precedenza.
5.4.2 Sviluppo della parte gra￿ca
Figura 5.16: Layout e Report inspector
Il gruppo ’cambiaPadre’ in ￿gura 5.16 varia al variare del campo ’idDomandPrec’.
Se al posto della banda di gruppo ci fosse stata una banda ’ Detail’, l’oggetto
’Pie 3D chart’ (il gra￿co) sarebbe stato stampato ad ogni riga della query.
6Vale 1 se la domanda Ł di tipo check ed Ł stata selezionata, ’0’ o ’null’ altrimenti.CAPITOLO 5. PROGETTO FINALE 92
Facciamo un esempio con un dataset composto da 4 domande check diverse.
Creando l’oggetto gra￿co in una banda ’Detail’ il report ￿nale sarebbe di quattro
pagine:
1. la 1￿ pagina stampa un gra￿co con la sola prima domanda.
2. la 2￿ pagina stampa lo stesso gra￿co aggiungendo anche la seconda domanda.
3. la 3￿ e la 4￿ pagina aggiungono via via una domanda.
L’unica pagina di interesse a ￿ne statistico Ł l’ultima, in cui sono visualizzati tutti
i dati. Nelle propriet￿ di ’Pie 3D chart’, due sono quelle rivelatesi indispensabili:
￿ Tempo di valutazione : per tempo di valutazione si intende il momento in cui
si vuole venga stampato l’oggetto in questione (fra le possibili opzioni ci sono:
report, banda, pagina, colonna, gruppo); se, ad esempio si sceglie ’ Report’
l’oggetto viene visualizzato alla ￿ne del report.
￿ Evaluation group: nel caso in cui alla voce precedente si scelga ’gruppo’, qui
se ne seleziona uno fra quelli presenti nel report.
Sapendo di avere a disposizione questi strumenti, viene creato il gruppo ’ cambiaPadre’;
in questo caso, le domande selezionate nell’interrogazione hanno tutte lo stesso vin-
colo di precedenza per cui il gruppo varia una sola volta 7. Nelle propriet￿ del gra￿co,
quindi, viene settato come ’Tempo di valutazione’ il gruppo appena creato.
Tornando al ’layout’, si nota che nell’unica banda usata esiste un altro sottore-
port, la cui funzione Ł quella di stampare la descrizione della domanda che funge da
vincolo di precedenza. Questo passo Ł indispensabile al ￿ne di rendere comprensibile
il risultato ￿nale.
Per capire meglio si prenda la ￿gura 5.1, dove alla domanda ’Pasto’ si risponde
con uno dei due check ’Pranzo’, ’Cena’. Il gra￿co in questo caso sar￿ composto da
due fette8. Visualizzando solamente il gra￿co, ci sfugge il contesto di cui fa parte,
in questo caso, la domanda a cui appartiene.
Il sottoreport quindi, riferendoci all’esempio, si occupa di stampare la parola
’Pasto’. La query, senza entrare nel dettaglio, interroga la tabella ’ Tdom_domande’
per trovare la domanda il cui ’Idomid’ corrisponde al campo ’idDomandaPrec’,
passato come parametro.
7Varia quando ’idDomandaPrec’ da valore non nullo passa al valore nullo rilevando la ￿ne
dei record.
8Le fette indicano il numero di volte in cui sono state scelte le opzioni.CAPITOLO 5. PROGETTO FINALE 93
5.5 Sottoreport per risposte da tabelle esterne
Cominciamo la descrizione nello stesso modo di prima, cioŁ iniziando dalla condi-
zione di stampa, mostrata in ￿gura.
Figura 5.17: Condizione di stampa del sottoreport
La condizione Ł abbastanza immediata da capire: le azioni del sottoreport ven-
gono intraprese solamente quando la domanda non Ł la prima domanda radice, ha
almeno una possibile risposta, Ł di tipo tabellare e la tabella dove risiedono le ri-
sposte NON Ł ’Tpris_possibilirisposte’. Il campo ’Idomtabella’ assume il
valore ’8’ quando la tabella esterna Ł ’Tpris_possibilirisposte’. In questo caso,
le fette del gra￿co rappresentano direttamente le risposte alla domanda, a di￿erenza
di prima dove uno spicchio corrispondeva alla domanda stessa (vista come risposta
alla domanda di vincolo).CAPITOLO 5. PROGETTO FINALE 94
5.5.1 Query SQL
Figura 5.18: Query SQLCAPITOLO 5. PROGETTO FINALE 95
Lo scopo di questa interrogazione Ł quello di ricavare una lista di tutte le domande
aventi almeno una risposta. Ogni domanda Ł a￿ancata a tutte le sue risposte, a
patto che queste siano state date almeno una volta.
Facciamo un esempio: la domanda da rappresentare nel gra￿co Ł ’ Reparto’ (ap-
partenente al questionario di non conformit￿ ristorazione), per cui la tabella esterna
da interpellare Ł ’Trep_reparti’. Ogni fetta del gra￿co a torta corrisponde a un
diverso reparto, a patto che questo sia stato selezionato almeno una volta fra tutte
le segnalazioni elaborate. In questo modo sono rappresentate soltanto le risposte
e￿ettivamente date, sempli￿cando notevolmente la lettura del gra￿co. Nell’esempio
portato, la tabella esterna ha circa quaranta record, ma solo quindici di essi sono
stati utilizzati almeno una volta come risposta.
L’interrogazione di questo sottoreport presenta notevoli somiglianze con quelle
viste ￿no ad ora ma, prima di esaminarle nel dettaglio, ecco l’elenco dei campi
ottenuti dalla clausola ’select’:






￿ IDOMPRIMARIA ￿ identi￿cativo della domanda padre
L’analogia con la query relativa al sottoreport precedente riguarda la parte in cui
vengono ￿ltrate le segnalazioni: la tabella con alias ’ segAttive’ Ł in tutto e per
tutto identica a quella vista prima. La di￿erenza sta nel fatto che il join non viene
e￿ettuato direttamente con la tabella ’ Tris_risposte’, visto che questa viene
prima ridotta al minimo per ottenere solamente le righe aventi corrispondenza con le
tabelle esterne (tramite ’Tpris_possibilirisposte). Questa ulteriore operazione
porta ad un notevole guadagno di tempo durante l’esecuzione. Dopo aver ottenuto
la tabella con alias ’ris’, essa viene fatta corrispondere alla domanda passata come
parametro. I ’case’ all’inizio della query sono utili a selezionare ogni volta la tabella
esterna giusta. Questa volta ne viene aggiunto un altro grazie al quale Ł possibile
ottenere il conteggio delle risposte.
N.B. Nel report generale, per risparmiare tempo, non si ￿ltrano le segnalazioni in
alcun modo; Ł possibile quindi che una domanda avente almeno una risposta data,
dopo aver selezionato i questionari di interesse, non ne contenga alcuna.CAPITOLO 5. PROGETTO FINALE 96
In questo caso, il sottoreport vie-
ne chiamato lo stesso ma al momen-
to di disegnare il gra￿co troverebbe
’descrizioneRisposta’ = null. La conseguenza di questo fatto Ł il lancio di un’ec-
cezione ’Pie dataset null’; per evitarlo Ł necessario procedere con un ’ case’ su
’descrizioneRisposta’ in modo che, se esso assume valore nullo, venga stampata
una stringa vuota.
5.5.2 Sviluppo della parte gra￿ca
La parte gra￿ca disegnata con iReport Ł praticamente identica a quella precedente
tranne che per la testata della banda; nel precedente layout, infatti, la testata era
composta solamente da un sottoreport incaricato di stampare la domanda con vin-
colo precedente. In questo caso la header band Ł composta come mostrato in ￿gura
5.19:
Figura 5.19: Layout
Il sottoreport visualizza soltanto la descrizione della domanda padre (se esiste);
in questo modo, anche dal punto di vista gra￿co Ł mantenuto il concetto di ni-
di￿cazione. Sotto, invece, Ł stampata la descrizione della domanda che si vuole
rappresentare nel gra￿co.CAPITOLO 5. PROGETTO FINALE 97
5.6 Sottoreport per risposte da Tpris_possibilirisposte
Questo sottoreport si distingue dal precedente per questi tre aspetti:
￿ La condizione di stampa Ł diversa (vedi ￿gura 5.20), infatti, mentre prima
la condizione implicava l’assenza di ’Tpris_possibilirisposte’ dalle tabelle
esterne, ora avviene l’esatto contrario.
￿ La query SQL Ł leggermente di￿erente.
￿ Le risposte visualizzate nel gra￿co comprendono anche quelle selezionate ’0’
volte; questo perchØ per ogni domanda che utilizza ’ Tpris_possibilirisposte’
come tabella esterna, non ci sono mai piø di 4-5 opzioni fra cui scegliere, a
di￿erenza delle altre dove possono esserci decine di record.
N.B. non verr￿ analizzata la parte gra￿ca sviluppata tramite iReport in quanto Ł
identica a quella del sottoreport precedente.
Figura 5.20: Condizione di stampa del sottoreportCAPITOLO 5. PROGETTO FINALE 98
5.6.1 Query SQL
Figura 5.21: Query SQL
L’interrogazione in ￿gura 5.21 Ł praticamente identica a quella in ￿gura 5.18, ma
questa volta si prende in esame una sola tabella. Il motivo per cui non ho inglobato
questo sottoreport all’interno del precedente Ł che la tabella ’ Tpris_possibilirisposte’
Ł gi￿ di per sØ collegata alla tabella delle domande. Le caratteristiche positive di
questo fatto sono principalmente due:
￿ Ł necessario un join di meno;
￿ il numero delle domande che si aggrappano a questa tabella Ł maggiore del
numero delle domande usato da qualsiasi altra tabella esterna.CAPITOLO 5. PROGETTO FINALE 99
A prima vista il secondo aspetto potrebbe sembrare uno svantaggio; ecco un esempio
per dimostrare il contrario. Consideriamo due soluzioni diverse:
￿ un report che con una sola interrogazione Ł in grado di ricavare le risposte da
tutte le tabelle esterne, compresa ’Tpris_possibilirisposte’;
￿ i due report appena descritti che si dividono il lavoro.
Ora immaginiamo di dover disegnare tre gra￿ci per tre domande diverse, due del-
le quali si appoggiano a ’Tpris_possibilirisposte’, mentre l’altra utilizza una
tabella esterna.
1. Caso con una sola query: il sottoreport viene chiamato in tre occasioni, e dovr￿
e￿ettuare ogni volta ’x’ join a ’Tris_risposte’ per un totale di ’3x’ join.
2. Caso con due query: viene chiamato una volta il sottoreport per le tabelle
esterne e in questo caso il numero di join Ł sempre ’ x’; per le altre due si usa
solo l’altro sottoreport dove il numero di join Ł ’ y = x ￿ 1’9 per un totale di
’2y = 2(x - 1)’.
Alla ￿ne quindi, considerando di misurare il tempo di esecuzione solamente in base
al numero di join, si ottiene che ’T2 < T1:
￿ T1 = 3x
￿ T2 = x + 2(x ￿ 1) = 3x - 2
9PerchØ ’Tpris_possibilirisposte’ si interfaccia direttamente a ’Tdom_domande’CAPITOLO 5. PROGETTO FINALE 100
5.7 Sottoreport per le domande radice
Come accennato prima, le domande radice sono accomunate dall’avere padre e vin-
colo di precedenza nulli. Questo report viene attivato solamente nel momento in cui
l’utente desidera avere una panoramica completa su tutto il questionario. La sua
speci￿ca funzione Ł quella di disegnare un gra￿co in cui ogni fetta rappresenta il
numero di volte in cui la domanda corrispondente a quello spicchio ha ricevuto una
risposta.
Esempio di domanda radice ’Qualit￿ del servizio’ avente tre possibili risposte:
1. Soddisfatto (selezionato 1000 volte).
2. Non soddisfatto (selezionato 50 volte).
3. Non so (selezionato 80 volte).
La fetta del gra￿co a torta relativa a questa domanda deve rappresentare una
quantit￿ pari a 1000+80+50 = 1130.
La condizione di stampa impone che questo sottoreport venga attivato una sola
volta10 (condizione di pagina). Inoltre, esso Ł richiamato solamente nel caso in cui
ci si trovi in questa situazione:
￿ esiste almeno una ￿prima domanda radice￿ o, in alternativa, una semplice do-
manda radice;
￿ l’utente non richiede il gra￿co per una precisa domanda (condizione con ’ idCheck’).
Il layout del sottoreport Ł del tutto identico a quelli visti ￿no ad ora. La di￿erenza
sta nella testata di banda che visualizza solamente la scritta ￿ Domande radice￿.
10Questo perchØ, essendo probabile che il numero delle domande radice ’ Nr’ sia maggiore 1, si
rischia di stampare lo stesso gra￿co ’Nr’ volte.CAPITOLO 5. PROGETTO FINALE 101
5.7.1 Query SQL
Figura 5.22: Query SQL
Questa interrogazione deve processare tutte le domande abilitate a comporre
il gra￿co; le domande radice posso essere infatti di tutti i tipi, a patto che non
possiedano una domanda padre e un vincolo di precedenza. Di per sØ, la query
non Ł di￿cile da capire e non necessita di un’approfondita spiegazione dato che la
struttura Ł somigliante alle precedenti.CAPITOLO 5. PROGETTO FINALE 102
La di￿erenza piø evidente consiste nel modo in cui si contano le risposte. Come
Ł gi￿ stato accennato, questo report conta la somma di tutte le risposte date alla
domanda radice; di conseguenza, dopo aver ￿ltrato le segnalazioni, il campo da
contare Ł ’Irisid’ (la chiave primaria di ’Tris_risposte’). Utilizzandolo come
argomento di ’count’ e selezionando di volta in volta la domanda necessaria, si
riesce a giungere al totale delle risposte date a quella domanda.
5.8 Allacciamento alla web application
Il collegamento del report all’applicazione web consta in due fasi:
1. sviluppo della parte gra￿ca (tramite linguaggio ZUL e java)
2. sviluppo della parte di controllo (tramite linguaggio java)
Prima di cominciare a descriverli, in ￿gura 5.23 viene presentato lo stato dell’appli-
cazione prima della modi￿ca:
Figura 5.23: Schermata principale dell’applicazione
Cliccando alla voce ’Statistiche’, la ￿nestra rimane bianca. Una volta concluso il
lavoro, il risultato dovrebbe essere questo:
￿ cliccando su ’Statistiche’, sullo sfondo della ￿nestra appare un menu, per ora
formato da un solo elemento visto che il report da visualizzare Ł uno soltanto;
￿ cliccando sulla voce del menu appena creata si apre una ￿nestra espandibile
nella quale si possono inserire i parametri;CAPITOLO 5. PROGETTO FINALE 103
￿ cliccando sul pulsante di stampa presente nella ￿nestra, viene creato un docu-
mento PDF con i gra￿ci richiesti dall’utente.
5.9 Creazione del menu
La pagina ’statisticList.zul ’ evidenziata in ￿gura 5.24 identi￿ca la ￿nestra in cui
apparir￿ il menu da creare. Al momento la ￿nestra, salvata all’interno del progetto
nella posizione indicata, Ł vuota.
Figura 5.24: Finestra
Aprendo la pagina tramite Netbeans ci si imbatte nel codice ZK mostrato in
￿gura 5.25 che al momento esprime soltanto il collegamento tra la ￿nestra e la
classe ’StatisticListComposer.java ’.
Figura 5.25: Contenuto della pagina statisticList
La pagina ZUL va ora riscritta in modo da rendere visibile un menu i cui elementi
siano selezionabili dall’utente.CAPITOLO 5. PROGETTO FINALE 104
Figura 5.26: statisticList riscritta
Analizzando la ￿gura 5.26 si pu￿ dire che l’oggetto ’div’ Ł solo un contenitore grazie
al quale si riescono ad allineare a piacimento gli oggetti al suo interno 11. Dentro
’printListWindow’ creo un ’￿sheyebar’, un particolare menu la cui principale carat-
teristica Ł quella di ingrandire i propri elementi una volta che questi sono puntati
dal mouse. Quindi aggiungo un ’￿sheye’12 avente id ’statistics’.
5.10 La classe StatisticListComposer
La classe StatisticListComposer si occupa di:
￿ generare i form per l’inserimento dei parametri da parte dell’utente
￿ controllare la validit￿ dei parametri immessi
￿ collegarsi al report creato in precedenza e in￿ne generarlo passandogli tutti i
parametri necessari
5.10.1 Dichiarazioni
In ￿gura 5.27 sono elencate tutte le dichiarazioni di variabili e oggetti e￿ettuate
nella classe.
11In questo caso Ł il padre della ￿nestra.
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Figura 5.27: Dichiarazioni
Oggetti gra￿ci collegati alla pagina ’statisticList.zul’
Di seguito vengono presentate le dichiarazioni per gli oggetti che si interfacciano fra
lo strato di View e quello di Control, direttamente collegati alla pagina ZUL che
permette all’utente di accedere alla funzione descritta dalla classe.
￿ Fisheybar ￿sh - menu creato nella pagina ZUL
￿ Fisheye statistics - elemento del menu creato nella pagina ZUL
￿ Window printListWindow - ￿nestra creata nella pagina ZUL
Altri oggetti gra￿ci
In questa sezione invece, vengono presentati tutti gli altri oggetti gra￿ci che permet-
teranno all’utente di inserire i parametri voluti.
￿ Datebox from - questo oggetto permetter￿ all’utente di inserire la data iniziale
per il ￿ltraggio delle segnalazioni.
￿ Datebox to - stessa funzione del precedente, questa volta per la data ￿naleCAPITOLO 5. PROGETTO FINALE 106
￿ Radiogroup radioGroup - Ł un menu contenente elementi selezionabili per mez-
zo di spunta; servir￿ all’utente per la scelta del parametro ’ ￿ltroData’ (vedi
sezione 2.7 di questo capitolo)
￿ Listbox lbSignallingTypeList - non usato
￿ Listbox lbSignallingType - in questa lista di elementi selezionabili verranno
visualizzati tutti gli stati possibili delle segnalazioni (aperte, chiuse ecc.)
￿ Listbox lbSignalling - da questo elenco invece, sar￿ possibile scegliere fra i
questionari abilitati
￿ Listbox lbQuestions - qui invece, saranno indicizzate tutte le domande del
questionario scelto
Parametri
Le variabili dichiarate in questa sezione sono i veri e propri parametri e una volta
inizializzate secondo il volere dell’utente, verranno ￿spedite￿ al report.
￿ Date fromDate - variabile che verr￿ inizializzata con il valore scelto dall’utente
tramite il ’Datebox from’
￿ Date toDate - variabile che verr￿ inizializzata con il valore scelto dall’utente
tramite il ’Datebox to’
￿ private Question selectedQuestion - conterr￿ l’oggetto ’Question’ scelto dall’u-
tente dalla lista delle domande
￿ private String ￿lterDateChosen - conterr￿ il valore scelto in ’radioGroup’
￿ private Integer signallingModeChosen - conterr￿ il codice identi￿cativo in base
alla scelta dell’utente dalla ’Listbox lbSignallingType’; di default vale ’3’13
Costanti
In questa sezione vengono dichiarate e inizializzate le variaibli costanti, usate al ￿ne
di e￿ettuare confronti con i parametri.
private Integer SHOW_TYPE_ACTIVE = 0 - segnalazioni attive
private Integer SHOW_TYPE_CLOSED = 1 ￿ segnalazioni chiuse
private Integer SHOW_TYPE_REVOKED = 2 - segnalazioni annullate
private Integer SHOW_TYPE_ALL = 3 ￿ tutte le segnalazioni
private Integer SHOW_TYPE_CLOSED_AND_REVOKED = 4 ￿ segnalazioni
chiuse e annullate
13Il valore ’3’ indica che bisogna selezionare tutte le segnalazioniCAPITOLO 5. PROGETTO FINALE 107
Queste prime cinque variabili sarano utilizzate come confronto per
’signallingModeChosen’.
private String RG_FILTER_OPEN = ￿0￿ ￿ data di apertura
private String RG_FILTER_CLOSE = ￿1￿ ￿ data di chiusura
Le due variabili citate verranno utilizzate come confronto per ’ ￿lterDateChosen’.
private String TO = ￿0￿ ￿ data ￿nale
private String FROM = ￿1￿ ￿ data iniziale
Le due variabili citate verranno utilizzate come indici di confronto per ’ fromDate’ e
’toDate’.
private String fromDateNull = "01/01/1980" ￿ valore che dovr￿ assumere ’ fromDate’
nel caso in cui l’utente non abbia scelto una data iniziale
private String toDateNull = "12/31/2100" - valore che dovr￿ assumere ’ toDate’
nel caso in cui l’utente non abbia scelto una data ￿nale
Le due variabili sopra sono state inizializzate con le date limite concesse in
Firebird.
Altre dichiarazioni
￿ boolean printSignallingPercentage ￿ se Ł falsa signi￿ca che l’utente non ha i
permessi per accedere alla funzione di visualizzazione delle statistiche
￿ tutte le variabili con su￿sso ’Service’ verranno usate per interrogare dinami-
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5.10.2 I metodi
In ￿gura 5.28 sono elencati tutti i metodi della classe.
Figura 5.28: I metodi
Metodo ’onCreate$printListWindow()’
Figura 5.29: Il metodo onCreate$printListWindow()
Questo metodo viene eseguito automaticamente nel momento in cui l’utente
clicca sul pulsante ’Statistiche’.CAPITOLO 5. PROGETTO FINALE 109
￿ Riga 108: viene caricato l’utente che sta provando ad accedere alla funzione
’Statistiche’.
￿ Righe dalla 110 alla 114: nella lista ’enabledSignallingTypeList ’ vengono salvati
tutti i tipi di questionari che l’utente ha il permesso di processare.
￿ Riga 117: si rimanda alla spiegazione del metodo ’ loadRoles()’ nella pagina
seguente.
￿ Righe dalla 118 alla 120: nel caso in cui l’utente non possieda i permessi per
accedere alla funzione di visualizzazione dei gra￿ci, la voce del menu ’ ￿sheyebar’
da cui vi si accede viene resa invisibile.
Metodo ’loadRoles()’
Figura 5.30: Il metodo loadRoles()
Questo metodo si occupa di veri￿care cosa pu￿ e cosa non pu￿ fare l’utente
connesso all’applicazione.
￿ Righe 517 e 518: viene creata una lista contenente tutte le funzioni a cui
l’utente ha il permesso di accedere.
￿ Righe dalla 519 alla 526: vengono confrontati tutti gli elementi della lista con il
codice relativo alla funzione di stampa dei gra￿ci; nel caso in cui quest’ultima
rientri tra quelle abilitate, la variabile ’printSignallingPercentage’ viene settata
a ’True’.
Metodo ’onClick$statistics()’
Figura 5.31: Il metodo onClick$statistics()CAPITOLO 5. PROGETTO FINALE 110
Questo metodo viene chiamato automaticamente una volta premuto il pulsante
’statistics’. La sua funzione Ł quella di chiamare il metodo ’createStatsWindow()’ (vedi
sotto).
Metodo ’createStatsWindow()’
Figura 5.32: Il metodo createStatsWindow()CAPITOLO 5. PROGETTO FINALE 111
Questo metodo serve a costruire la componente gra￿ca, ossia la ￿nestra e i ’ form’
in cui inserire i parametri.
￿ Righe dalla 365 alla 381: viene creata una nuova ￿nestra espandibile, alla
quale si assegnano degli oggetti gra￿ci ￿gli per costruire una griglia orientata
verticalmente.
￿ Righe dalla 384 alla 402: come evidenziato dal commento, queste righe di co-
dice permettono di plasmare la lista da cui scegliere lo stato delle segnalazioni.
In questo caso non Ł necessario interrogare il database perchØ tutte le opzioni
selezionabili vengono inserite a mano.
￿ Righe dalla 403 alla 409: nel momento in cui l’utente clicca manifestando la sua
preferenza fra le alternative, viene chiamato il metodo ’ loadsignallingFilter()’.
Questo Ł possibile operando in due direzioni:
1. aggiungendo a ’lbsignalling’ un nuovo evento ’onSelect’ (riga 403);
2. assegnando le istruzioni da svolgere nel caso quest’ultimo venga attivato
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￿ Righe dalla 410 alla 412: in queste righe si mantengono i vincoli di parentela
fra gli oggetti gra￿ci.
￿ Righe dalla 415 alla 421: costruzione della lista dei tipi di questionario; questa
volta gli elementi non vengono inseriti a mano visto che possono variare in
base ai permessi posseduti dall’utente. Per riempire la ’ lbSignallingType’ quindi,
viene chiamato il metodo ’loadSignallingType()’.
￿ Righe dalla 422 alla 428: il codice Ł simile a quello delle righe 403-409; la
di￿erenza consiste nell’oggetto a cui Ł riferito l’evento e nel metodo chiamato,
’loadQuestions()’. In parole semplici, una volta scelto il tipo di questionario,
vengono caricate tutte le domande ad esso appartenenti (grazie alla chiamata
al metodo) che andranno poi a riempire la lista delle domande.
Le altre righe di codice sono in tutto e per tutto simili a quelle descritte ￿no ad ora;
in questo frangente si tratta solamente di costruire l’interfaccia gra￿ca in modo da
sempli￿care il piø possibile il lavoro dell’utente. Si noti che le operazioni logiche e
di controllo non vengono nemmeno s￿orate, delegando tutto ad altri metodi 14.
Metodo ’loadSignallingType()’
Figura 5.33: Il metodo loadSignallingType()
Questo metodo Ł necessario per rendere visibile all’utente l’elenco dei tipi di
questionari.
￿ Riga 128: viene creato un nuovo elemento vuoto appartenente alla ’ Listbox
lbSignallingType’.
￿ Righe dalla 129 alla 132: ogni questionario abilitato viene inserito come ele-
mento di ’lbSignallingtype’.
￿ Righe 133 e 134: viene selezionato il primo elemento (quello vuoto).
14La maggior parte di questi metodi sono chiamati durante la creazione degli eventi per gli
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Metodo ’loadQuestions()’
Figura 5.34: Il metodo loadQuestions()
Questo metodo, come gi￿ accennato in precedenza, genera la lista di tutte le
domande del questionario scelto, rendendole visibili all’utente.
￿ Riga 149: viene chiamato il metodo ’clearQuestion()’; serve nel caso in cui la
lista sia non vuota (a causa di selezioni precedenti di altri questionari).
￿ Righe dalla 151 alla 156: Ł il passo chiave del metodo; qui viene di fatto
caricata la lista delle domande.
1. Per prima cosa si controlla se Ł stato selezionato un questionario e, in
caso a￿ermativo, se ne estrapola l’identi￿cativo.
2. L’interfaccia ’QuestionService’ descrive svariate operazioni sugli ogget-
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di queste permette di ricavare una lista di domande, a patto di esse-
re a conoscenza dell’id del questionario di cui fanno parte. Utilizzando
’QuestionService qs’ si riesce dunque a caricare l’elenco completo nella
’aList’15.
￿ Righe dalla 161 alla 195: in questo ciclo vengono rese visibili all’utente tutte
le domande abilitate ad esserlo.
1. Si inizializza la variabile ’isLast’16.
2. Si veri￿cano le condizioni necessarie a￿nchØ la domanda possa essere
visibile (vedi i commenti).
3. Se le condizioni sono veri￿cate si aggiunge la domanda alla ’ Listbox
lbQuestions’.
In pratica vengono contemplate solo le domande per cui ha senso disegnare un
gra￿co: ad esempio, non vengono presi in considerazione i check primari 17, in
quanto il gra￿co risulterebbe formato da una sola fetta.
Metodi ’clearQuestions()’ e ’loadSignallingFilter()’
Figura 5.35: Il metodo clearQuestions()
Come accennato precedentemente, questo metodo (￿gura 5.35) serve a ￿pulire￿
la lista delle domande visibili dall’utente.
Figura 5.36: Il metodo loadSignallingFilter()
15Tutti gli altri parametri che possono essere inseriti nel metodo ’ getQuestionList()’ non saranno
trattati in quanto, ai ￿ni dello sviluppo della classe, sono super￿ui.
16Se vale ’true’ signi￿ca che la domanda analizzata non ha ￿glie.
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’loadSignallingFilter()’, invece, salva l’id del tipo di stato delle segnalazioni (aper-
te, chiuse, ecc) scelto dall’utente.
Metodo ’validateDateChosen()’
Figura 5.37: Il metodo validateDateChosen()
Questo metodo si occupa di rendere valide le date scelte dall’utente in modo da
non generare errori durante le interrogazioni SQL.
￿ Righe 226 e 227: viene creato un pattern grazie al quale si rende possibile
standardizzare il formato delle date.
￿ Righe 228 e 229: se l’utente non ha riempito nessun campo data, signi￿ca
che non vuole ￿ltrare le segnalazioni in base a questo parametro, pertanto
’￿lterDateChosen’ (’￿ltroData’) viene settato a ’2’.
￿ Righe dalla 231 alla 236: se l’utente lascia vuoto un solo campo data, allora
il campo lasciato vuoto va settato con una delle date limite. Se, ad esempio,
viene scelto di ￿ltrare le segnalazioni per data ma quella iniziale Ł lasciata nulla,
signi￿ca che il range dovr￿ essere: ￿ Data scelta￿ ≤ ’toDate’. Tuttavia,
in SQL Ł impossibile operare un confronto fra date se una di esse assume
valore nullo, per cui il range reale sar￿: ￿ Data limite inferiore￿ ≤ ￿Data
scelta￿ ≤ ’toDate’.
￿ Righe 237 e 238: se la data iniziale scelta Ł maggiore di quella ￿nale viene
lanciata una eccezione.
Metodi ’loadDate()’, ’loadFilterDate()’ e ’restoreTrueDate()’
Figura 5.38: Il metodo loadDate()CAPITOLO 5. PROGETTO FINALE 116
Questo metodo (vedi ￿gura 5.38) assegna il valore della data scelta dall’utente
alla variabile atta a contenerlo.
Figura 5.39: Il metodo loadFilterDate()
Questo metodo (vedi ￿gura 5.39) salva nella variabile ’￿lterDateChosen’, il valore
intero corrispondente alla scelta del ￿ltro data (data di apertura o data di chiusura).
Figura 5.40: Il metodo restoreTrueDate()
Questo metodo (vedi ￿gura 5.40) riporta tutte le variabili inerenti al ￿ltro data
al loro valore iniziale.
Metodo ’loadIdQuestionToPass()’
Figura 5.41: Il metodo loadIdQuestionToPass()CAPITOLO 5. PROGETTO FINALE 117
Questo metodo restituisce l’id della domanda scelta.
￿ Righe 273 e 274: nel caso in cui l’utente abbia selezionato tutte le domande,
viene ritornato un valore nullo.
￿ Righe dalla 277 alla 291: se la preferenza Ł ricaduta su di un check, viene
ricaricata tutta la lista delle domande in modo da trovare quella per la quale
il check Ł il vincolo di precedenza.
￿ Riga 292: se la domanda scelta non Ł di tipo check, viene ritornato diretta-
mente il suo ’id’.
Metodo ’printGraphic()’
Figura 5.42: Il metodo printGraphic()CAPITOLO 5. PROGETTO FINALE 118
Questo metodo viene chiamato nel momento in cui il pulsante di stampa vie-
ne premuto. Il suo compito fondamentale Ł quello di creare il documento PDF
stampabile con le informazioni richieste dall’utente.
Premessa: JasperReport JasperReports Ł una libreria Open Source scritta in
linguaggio Java che consente la generazione dinamica di report a partire da una
fonte dati e la successiva renderizzazione in diversi formati, tra i quali PDF, HTML
e XML.
Il processo di generazione di un report mediante JasperReport consiste in tre
passi:
1. de￿nizione della struttura e del layout del report sotto forma di ￿le jrxml;
2. compilazione del ￿le jrxml e generazione di un ￿le jasper;
3. rendering del ￿le jasper mediante la libreria JasperReport.
￿ Righe dalla 296 alla 307: viene costruita ￿l’intelaiatura￿ in cui visualizzare il
documento.
￿ Riga 311: viene creato un oggetto ’ResourceBundle’ in cui Ł contenuta la
directory del resource bundle.
￿ Righe dalla 314 alla 335: compilazione dei sottoreport. Viene creato un numero
di oggetti JasperReport pari al numero totale di sottoreport. Ognuno di questi
oggetti conterr￿ la directory del sottoreport corrispondente.
￿ Righe dalla 337 alla 352: vengono salvati tutti i parametri da passare al report
generale. Come gi￿ detto all’inizio, ’idDomanda’ non viene utilizzato, pertan-
to Ł passato sempre con valore nullo. Si noti inoltre che anche tutti gli oggetti
’JasperReport’ corrispondenti ai sottoreport sono visti come parametri.
￿ Righe dalla 359 alla 362: viene caricato il ’ Datasource’18 e successivamente
viene e￿ettuata la connessione ad esso.
￿ Righe dalla 366 alla 370: compilazione del report generale e rendering del ￿le
jasper in PDF.
Successivamente, nel caso non siano state sollevate eccezioni, viene chiusa la con-
nessione al datasource.
18La sorgente dei dati: in parole semplici il database che il report deve utilizzare per le query
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Metodo ’afterCompose()’
Figura 5.43: Il metodo afterCompose()
Questo metodo, lanciato una volta terminato ’ onCreate$printListWindow()’, Ł ne-
cessario a scatenare gli eventi dichiarati nel caso in cui questi si realizzino. La
sua importanza Ł vitale: se esso non fosse presente, infatti, ogni azione dell’utente
all’interno della ￿nestra ’printListWindow’ non produrrebbe alcuna conseguenza.
5.11 Funzionamento pratico della nuova funzione
In questa sezione, per mezzo di qualche istantanea catturata dalla web application,
si descriver￿ il modo in cui opera la funzionalit￿ appena sviluppata.
Si parte dalla schermata iniziale mostrata in ￿gura 5.23.
Scegliendo la voce ’Statistiche’ dal menu laterale si apre una nuova ￿nestra (in
￿gura 5.44), nella quale viene visualizzato il menu da cui Ł possibile accedere alla
funzione.
Figura 5.44: Finestra del menu
Cliccando sul pulsante (per ora l’unico) che identi￿ca la funzione appena svilup-
pata, viene creata una sotto￿nestra (in ￿gura 5.45) dalla quale si possono inserire i
parametri e avviare la generazione del report.CAPITOLO 5. PROGETTO FINALE 120
Figura 5.45: Finestra per l’inserimento dei parametri
5.11.1 Un esempio pratico
Inserimento parametri.
Figura 5.46: Inserimento parametri
Elaborazione (dopo aver cliccato il pulsante di stampa) e visualizzazione del
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Figura 5.47: Documento PDF
Di seguito, qualche immagine relativa al disegno dei quattro gra￿ci relativi ai
quattro diversi sottoreport creati.
Figura 5.48: Gra￿ci per domande radice e per domande tabellari (prendendo le
risposte da ’Tpris_possibilirisposte’)CAPITOLO 5. PROGETTO FINALE 122
Figura 5.49: Gra￿ci per domande di tipo check e per domande tabellariCapitolo 6
Conclusione
6.1 Progetti futuri
Nell’immediato futuro, AXIOS Informatica ha in programma di ultimare la
conversione delle proprie applicazioni Windows, in applicazioni web.
I vantaggi di questo cambio di rotta sono principalmente due:
1. ￿essibilit￿ - le applicazioni potranno essere usate indipendentemente dal siste-
ma operativo posseduto dal cliente
2. immediatezza - grazie ad una rinnovata interfaccia gra￿ca user-friendly, il
fruitore avr￿ minori di￿colt￿ di utilizzo.
Questo processo richiede uno sviluppo completo delle nuove applicazioni, mantenen-
do le vecchie funzionalit￿ e, se opportuno, inserendone altre.
Un altro obbiettivo che l’azienda si pone Ł quello di sostituire il framework ’ZK’
(vedi sezione 3.6) utilizzandone uno che soddis￿ maggiormente le esigenze del cliente
e che dia quel tocco di modernit￿ in piø.
In de￿nitiva, una volta completata la conversione dei programmi, il punto focale
sar￿ quello di migliorare ulteriormente i prodotti rendendoli sempre piø semplici da
usare.
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6.2 Ri￿essioni conclusive
Questo stage mi Ł servito moltissimo come esperienza formativa e mi ha permesso
di entrare nel mondo del lavoro; al termine del tirocinio infatti, l’azienda mi ha
dato la possibilit￿ di svolgere altri sei mesi di stage e ora sono stato assunto come
apprendista.
A distanza di quasi un anno dalla conclusione del tirocinio, posso dire che il
lavoro svolto in quel lasso di sei mesi Ł stato utile all’azienda piø che altro per
misurare le mie capacit￿. Gran parte delle interrogazioni al database presenti in
questa tesi infatti, sono state trasposte in classi Java utilizzando le potenzialit￿
di ’Spring DAO’ (vedi sezione 3.6), rendendo estremamente piø semplice anche la
creazione dei report.
Attualmente sto svolgendo un compito di ricerca per quanto riguarda la sostitu-
zione di ’ZK’ mentre, in precedenza, ho contribuito alla conversione dell’applicazione
’Modulo Dietetico’ che si occupa di facilitare la gestione delle diete e che da
poco Ł stata commercializzata.Bibliogra￿a
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