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РЕФЕРАТ 
 
Выпускная квалификационная работа по теме «Разработка свободно 
распространяемого фреймворка для построения распределенной ИС» 
содержит 50 страниц текстового документа, 25 рисунков, 16 использованных 
источников. 
РАСПРЕДЕЛЕННАЯ ИС, ФРЕЙМВОРК, АРХИТЕКТУРА, 
ПОВТОРНОЕ ИСПОЛЬЗОВАНИЕ КОДА, ВЕБ-СЕРВЕР. 
Целью данной бакалаврской работы является разработать комплексный 
метод для повышения эффективности разработки приложений, связанных с 
распределенной обработкой данных.  
Для достижения поставленной цели, необходимо решить следующие 
задачи: 
 проанализировать главные подходы для достижения 
поставленной цели и сформулировать предпосылки для создания 
собственного решения; 
 проанализировать основные инструментальные средства для 
разработки и выбрать оптимальные из них; 
 спроектировать фреймворк; 
 провести апробацию фреймворка. 
Результатом бакалаврской работы является разработанный фреймворк 
для построения распределённых информационных систем, с помощью 
которого различные разработчики смогут повысить эффективность своей 
работы.  
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ВВЕДЕНИЕ 
 
Существует большое количество различных компаний, 
разрабатывающих программные продукты. Все они применяют различные 
или схожие подходы в своей работе. Выпустив продукт, у них останутся 
какие-нибудь наработки, не связанные с конечной задачей, которые они 
использовали для построения системы. В дальнейшем, получив новый заказ, 
в какой-то степени схожий с предыдущим, разработчики уже не будут 
создавать заново велосипед, а воспользуются предыдущим подходом. Таким 
образом, у них уже будет так называемый скелет для, возможно, всех их 
будущих проектов. Этот скелет будет являться фреймворком.  
Действительно, для многих разработчиков является проблематично 
начать построение какой-либо системы с чистого листа. Да и иногда это 
является абсолютно не нужным, потому что в современном мире существует 
большое количество свободно распространяемых фреймворков для 
разработки различных систем. 
Целью данной бакалаврской работы является разработать комплексный 
метод для повышения эффективности разработки приложений, связанных с 
распределенной обработкой данных.  
Для достижения поставленной цели, необходимо решить следующие 
задачи: 
 проанализировать главные подходы для достижения 
поставленной цели и сформулировать предпосылки для создания 
собственного решения; 
 проанализировать основные инструментальные средства для 
разработки и выбрать оптимальные из них; 
 спроектировать фреймворк; 
 провести апробацию готового фреймворка. 
Тема данной бакалаврской работы является актуальной, потому что в 
настоящее время в разработке находится большое количество приложений, 
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связанных с распределенной обработкой данных, и постоянно тратить время 
на решение одних и тех же задач, направленных на эту обработку, является 
бессмысленным. Исходя их этого, становиться актуальной задача, связанная 
с повышением эффективности разработки, ведь решение этой задачи 
позволит программистам сократить время разработки будущих приложений с 
обработкой данных на отдельном сервере. 
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ГЛАВА 1 ОБЩИЕ СВЕДЕНИЯ 
 
1.1 Повторное использование кода 
 
Повторное использование кода — это комплексная методология 
проектирования информационных систем, суть которой заключается в том, 
что система (программный модуль, компьютерная программа) полностью 
или частично должна состоять из частей, написанных ранее компонентов или 
частей другой системы. Все эти компоненты должны применяться более 
одного раза (если не в рамках одного проекта, то хотя бы разных). Повторное 
использование — одна из ведущих методологий, применяющихся для 
сокращения трудозатрат и повышения эффективности разработки сложных 
информационных систем. 
Одним из самых распространённых случаев повторного использования 
кода являются библиотеки программ. Библиотеки предоставляют общую 
достаточно универсальную функциональность, покрывающую избранную 
предметную область. В качестве примеров библиотек можно привести 
функции для работы с комплексными числами, библиотеки функций для 
работы с 3D-графикой, библиотеки для использования протокола TCP/IP, 
библиотеки для работы с базами данных. Разработчики новой программы 
могут использовать существующие библиотеки для решения своих задач и не 
«изобретать велосипеды». 
Также наравне с библиотеками одним из главных примеров повторного 
использования кода являются фреймворки.   
 
1.2 Понятие Фреймворка 
 
Фреймворк — это программная платформа, которая определяет 
структуру какой-либо программной системы; программное обеспечение, 
которое облегчает разработчикам создание и объединение различных 
компонентов большого программного проекта. Разработка и использование 
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фреймворков является неким каркасным подходом, о котором можно 
говорить, как о подходе к построению программ, в котором какая-либо 
конфигурация программы состоит из двух частей: первая, постоянная часть 
является каркасом, не меняющимся в любых конфигурациях и несущим в 
себе гнёзда, где размещается вторая, переменная часть — сменные модули 
(или точки расширения). 
Понятие фреймворка иногда путают с понятием библиотеки. На самом 
деле они различны. Библиотека в отличии от фреймворка может быть 
представлена в программном проекте в качестве набора подпрограмм 
близкой функциональности, и она не влияет на архитектуру программного 
проекта и не накладывает на неё никаких ограничений. Фреймворк же в свою 
очередь задает правила для построения архитектуры приложения, диктуя 
поведение по умолчанию уже на начальном этапе разработки. Он является 
каркасом, который нужно будет расширять и изменять согласно указанным 
требованиям.  В качестве примера фреймворка можно привести такие 
программные продукты как .NET Framework или Entity Framework, а 
примером библиотеки можно считать модуль электронной почты. Также, в 
отличие от библиотеки, которая объединяет в себе набор близкой 
функциональности, фреймворк может содержать в себе большое число 
разных по тематике библиотек. 
Еще одним из ключевых отличий фреймворка от библиотеки считается 
инверсия управления: пользовательский код вызывает функции библиотеки 
(или классы) и получает управление после вызова. Во фреймворке 
пользовательский код может реализовывать конкретное поведение, 
встраиваемое в более общий, абстрактный код фреймворка. При этом 
фреймворк вызывает функции (классы) пользовательского кода. 
Обычно фреймворк определяется множеством каких-либо конкретных 
и абстрактных классов и определениями способов для их взаимодействия 
между собой. Конкретные классы реализуют взаимные отношения между 
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классами. Абстрактные классы обычно являются некими точками 
расширения, где используются и адаптируются каркасы.  
Точка расширения — это та часть фреймворка, для которой не 
приведена реализация.  
Процесс создания фреймворка состоит в выборе подмножества задач 
какой-либо проблемы, а также их реализаций. В процессе реализаций общие 
средства решения заключаются в конкретных классах, а изменяемые средства 
выносятся в точки расширения. 
 
1.3 Понятие распределенных ИС 
 
Все информационные системы, исходя из их архитектуры, можно 
разделить на два вида: локальные и распределенные. 
Локальные – это ИС, в которых все компоненты, такие как базы 
данных, СУБД и клиентские приложения, находятся на одной 
вычислительной машине. 
Распределенные ИС обеспечивают работу с данными, расположенными 
на разных серверах, различных аппаратно-программных платформах и 
хранящимися в различных форматах. Они легко расширяются, основаны на 
открытых стандартах и протоколах, обеспечивают интеграцию своих 
ресурсов с другими ИС, предоставляют пользователям простые интерфейсы. 
Актуальность распределенных ИС состоит в том, что в мировой экономике 
происходит процесс глобализации и информационной интеграции. Они 
затронули и нашу страну, которая из-за своего географического положения и 
размеров вынуждена применять распределенные информационные системы 
Схематично распределенные информационные системы представлены 
на рис. 1. 
 
9 
 
 
Рисунок 1 – Схема распределенной информационной системы 
 
Распределенные ИС также подразделяются на две категории: 
1) Файл-серверные ИС (База данных находится на файловом 
сервере, а СУБД и клиентские приложения находятся на рабочей станции). 
2) Клиент-серверные ИС (база данных вместе с СУБД находятся на 
сервере, а на рабочих станциях находятся только клиентские приложения). 
Клиент-серверные информационные системы, в свою очередь, 
классифицируют на двухзвенные и многозвенные. При первом варианте есть 
всего два типа «звеньев». Первым звеном является сервер базы данных, где 
находятся СУБД и сами базы данных. Второе звено – это рабочие станции, на 
которых находятся клиентские приложения. Клиентские приложения 
обращаются к СУБД напрямую. В многозвенных ИС, помимо 
существующих, добавляются промежуточные «звенья», такие как серверы 
приложений. Пользовательские клиентские приложения не обращаются к 
СУБД напрямую, они взаимодействуют с промежуточными звеньями. 
Типичный пример применения трёхзвенной архитектуры — 
современные веб-приложения, использующие базы данных. В таких 
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приложениях помимо звена СУБД и клиентского звена, выполняющегося в 
веб-браузере, имеется как минимум одно промежуточное звено – веб-
сервер с соответствующим серверным программным обеспечением. 
 
1.4 Обзор существующих подходов для решения поставленной 
задачи 
 
1.4.1 Prism framework 
 
Данный фреймворк был разработан компанией Microsoft. Его целью 
является помощь в проектировании и построении богатых, гибких и простых 
в обслуживании сложных приложений, особенно специфичных для Windows 
Presentation Foundation (WPF), Silverlight Rich Internet Applications (RIAs) а 
также приложений Windows Phone. Prism framework предназначен для 
проектирования и написания различных приложений со слабо связанными 
компонентами. Эти компоненты независимо развиваются и затем 
объединяться в одно большое целое с минимизированными усилиями. 
Данный тип приложений более знаком как составные приложения. 
Наряду с таким подходом как MVVM (Model-View-ViewModel) для 
построения этого рода приложений, Prism framework заодно использует 
различные другие модели, такие как Инъекция зависимостей, Инверсия 
управления, Разделение ответственности, Слабая связанность и т.п.  
Основным преимуществом этого фреймворка является использование 
модульности подхода, в котором полное готовое приложение делится на 
различные модули. Данный подход позволяет нескольким командам работать 
отдельно при одновременной разработке приложения. Это значительно 
увеличивает скорость процесса. Это также сводит к минимуму зависимость 
команд друг от друга и позволяет различным командам специализироваться в 
области их интересов, таких как дизайн пользовательского интерфейса, 
бизнес-логики, реализации и разработки кода. 
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В число основных компонентов Prism framework входят оболочка, 
менеджер регионов, представление, модуль, загрузчик и разные сервисы 
библиотек. Схема расположения всех компонентов фреймворка представлена 
на рис. 2. 
 
 
Рисунок 2 – Схема компонентов Prism 
 
Prism предназначается для разработки WPF или Silverlight приложений 
совмещающих в себе многочисленные экраны и окна, расширенное 
взаимодействие с пользователем приложения, визуализацию данных, а также 
комплексное взаимодействие представлений и бизнес логики. Такие 
приложения сложно взаимодействуют с различными back-end системами и 
службами и, используя многозвенную архитектуру, развертываются на 
нескольких уровнях сразу. В процессе ожидается, что приложение будет 
непосредственно развиваться за все время его жизни, в соответствии с 
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новыми требованиями бизнеса. Можно сказать, что эти приложения строятся 
на долгое время и для дальнейших изменений. Приложения, не нуждающиеся 
в этих характеристиках, склонны не извлечь выгоды в использовании Prism 
framework. 
Как правило, разработчики сложных клиентских приложений 
встречают большое количество различных проблем на своем пути. С 
течением времени могут изменяться бизнес требования для приложений. 
Также возможно появление новых бизнес-возможностей и проблем в 
дальнейшем. В прохождении цикла разработки возможно возникновение 
каких-либо новых технологий или даже появление отзывов клиентов. Все это 
может непосредственно влиять на новые требования к приложению. Из этого 
следует, что очень важно правильно подходить к написанию приложений, а 
именно делать их гибкими и легко изменяемыми или расширяемыми в 
дальнейшем. Конечно, создание такого уровня гибкости является трудно 
достижимым. Потребуется архитектура, позволяющая разным частям 
приложения разрабатываться и тестироваться независимо друг от друга. 
Также эти части должны иметь возможность изменяться или обновляться 
позже, в изоляции, не представляя ущерба для всего остального приложения. 
Наибольшая часть корпоративных приложений довольно сложна и требует 
для разработки большое количество различных программистов и дизайнеров. 
Такой подход в разработке приложений, что разные команды разработчиков 
независимо работают над разными частями приложения и все эти части в 
дальнейшем свободно соединяются во время интеграции, может обернуться 
серьёзной проблемой для разработчиков. Подход проектирования и 
разработки приложений в монолитном стиле имеет свои подводные камни. 
Это может привести к тому, что данное приложение окажется очень трудно и 
неэффективно поддерживать в будущем. В данном подходе, слово 
«монолитное» говорит о приложении, где все компоненты довольно тесно 
связаны и не имеют в своей структуре какого-либо четкого разделения. 
Безусловно, что большинство приложений, спроектированных и 
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построенных в таком стиле, таят в себе огромные проблемы, которые 
заметно усложняют жизнь разработчиков. Всегда остается трудным 
создавать новые функции или заменять уже существующие в системе, 
исправлять какие-либо ошибки и при этом не затрагивать другие части 
приложения. Такого рода приложения представляют большие сложности для 
тестирования и развертывания. Также всё это затрагивает процесс 
взаимодействия разработчиков и дизайнеров. 
Хорошим решением вышеупомянутой проблемы может послужить 
разделение приложения на неопределенное количество дискретных, слабо 
связанных, полунезависимых частей. В дальнейшем эти части должны быть 
интегрированы в «оболочку» приложения с целью формирования готового 
цельного решения. Построенные и спроектированные приложения такого 
рода обычно называют составными приложениями. 
Составные приложения имеют огромное количество преимуществ, в том 
числе следующие: 
 разработка, тестирование и развертывание различных модулей 
могут быть выполнены разными разработчиками или командами. Все эти 
модули в будущем могут быть свободно изменены, или получить новые 
функциональные возможности. Это преимущество дает возможность 
приложению свободно расширяться и поддерживаться. В результате, проект 
даже одного разработчика получает огромную выгоду от создания хорошо 
тестируемого и поддерживаемого приложения при использовании данного 
подхода; 
 составные приложения имеют общую оболочку, которая 
содержит в себе компоненты пользовательского интерфейса. Данные 
компоненты предоставляются различными модулями, которые слабо связаны 
друг с другом по своей структуре. Благодаря этому проблема, возникающая 
при добавлении различными разработчиками каких-либо новых 
функциональных возможностей в пользовательский интерфейс становится 
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более не актуальной. Также это обеспечивает цельный внешний вид 
приложения; 
 использование составных приложений способствует таким 
факторам, как повторное использование кода и разделение ответственностей 
между горизонтальными звеньями приложения, то есть авторизацией и 
аутентификацией и также вертикальными звеньями, которыми являются 
специальные бизнес функции приложения. С помощью этого управление 
зависимостями и различное взаимодействие между компонентами 
приложения становится более легким; 
 разделение ролей между командами становится легко 
достижимым с использованием составных приложений. Это позволяет 
различным разработчикам или подкомандам сосредоточиться на конкретной 
специфичной для них задаче, или какой-либо части функциональности, в 
соответствии с их специализацией или практическим опытом. В результате, 
благодаря этому, происходит более чистое разделение между интерфейсом 
пользователя и бизнес-логикой приложения. Происходит сепаратизация 
дизайнеров и программистов. Это значит, что дизайнер сосредоточивается на 
проектировании более удобного и гибкого пользовательского интерфейса, а 
программист — на создании более функциональной и сложной бизнес-
логики. 
Несмотря на то, что Prism framework помогает решить основные 
проблемы, с которыми сталкиваются разработчики при создании WPF или 
Silverlight приложений, существует большое количество других проблем, 
встречаемых в зависимости от разных сценариев и бизнес требований. 
Например, Prism непосредственно не касается следующих тем: 
 создание распределённых и облачных приложений; 
 непостоянное соединение и синхронизации данных; 
 аутентификация и авторизация; 
 производительность приложения; 
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 управление версиями приложения; 
 обработка ошибок и отказоустойчивость. 
 
1.4.2 MEF  
 
Managed Extensibility Framework (MEF) представляет из себя 
компонент .NET Framework 4.0 компании Microsoft. Предназначением 
данного фреймворка является облегчение расширения приложений. Можно 
сказать, что назначение MEF заключается в предоставлении для 
разработчика возможности добавлять в свое созданное приложение 
возможность расширения и улучшения функционала во время исполнения.  
Самым главным и одним из наиболее популярных вариантов этой задачи 
является разработка плагинов для программы. При использовании MEF легко 
и свободно определяются точки расширения кода, с помощью которых 
любой другой разработчик сможет без особых проблем написать отдельные 
расширения для приложения, увеличивающие его функционал.  
В идеальной перспективе, любой разработчик, изучивший технологию 
MEF, должен быть способен (без всяких сложностей, без длительного и 
кропотливого изучения архитектуры) разрабатывать функциональные 
компоненты для различных проектов, построенных на платформе .NET и 
написанных любыми другими командами или отдельными разработчиками. 
И, можно сказать, что MEF способен предложить программистам общий 
язык общения, таким образом, решая задачу взаимопонимания между 
разработчиками. 
По своей структуре, MEF строится всего на трех функциональных 
частях: экспорт, импорт и композиция. С помощью импорта программист 
характеризует части своего приложения способными к расширяемости. 
Какой-либо сторонний программист разрабатывает отдельный компонент 
(часть, плагин), предназначенный для этого приложения, и при этом 
использует функции экспорта. Далее, в процессе выполнения, первый 
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разработчик воспользуется функциями композиции для соединения частей 
экспорта с частями импорта. 
Схема расположения данных компонентов представлена на рис. 3.  
 
 
Рисунок 3 – Компоненты MEF 
 
Рассмотрим эти этапы более подробно. 
На рис. 4 представлено определение некоторой импортируемой с 
помощью MEF части кода. 
 
 
Рисунок 4 – Импортируемая часть 
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Здесь представлено определение авто свойства Plugin, типом которого 
является некий интерфейс IPlugin. В данном случае используется атрибут 
Import, являющийся одной из основных частей инфраструктуры MEF. С 
помощью данного атрибута свойство Plugin помечается как импортируемое. 
Таким образом, само авто свойство становится частью импорта, а его типом 
будет являться данный интерфейс IPlugin. У атрибута Import есть параметр: 
typeof(IPlugin), который в данном случае будет являться так называемым 
контрактом MEF. Контракт – это некий уникальный идентификатор, 
однозначно определяющий части экспорта и импорта и позволяющий MEF в 
дальнейшем однозначно соединить обе эти части на этапе композиции. 
Иными словами, при определении контракта создается некий пароль, 
который обязана назвать часть расширения для дальнейшего присоединения 
к точке импорта. 
На рис. 5 показано определение некого класса, реализующего 
экспортируемую часть расширения в МЕF. 
 
 
Рисунок 5 – Экспортируемая часть 
 
Глядя на рис. 5, можно увидеть определение некого класса FirstPlugin, 
реализующего выше упомянутый интерфейс IPlugin). Используя атрибут 
Export, являющийся частью инфраструктуры MEF, данный класс помечается 
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в качестве экспортируемой части или иными словами это можно назвать 
плагином. Контрактом в данном случае будет также служить уже 
упомянутый параметр атрибута Export, объявленный как typeof(IPlugin). В 
результате того, что контракты как при импорте, так и при экспорте 
объявлены одинаково, MEF без особого труда находит предназначенные 
друг-другу части в дальнейшем процессе. 
После того, как импортируемые и экспортируемые части приложения 
определены, становиться необходимым произвести процесс их композиции, 
который представлен на рис. 6. В ходе композиции происходит поиск всех 
определенных частей MEF. После этого они все инстанцируются и 
экземпляры экспортируемых частей присваиваются частям импорта. Говоря 
другими словами, во ходе композиции все плагины, которые помечены 
экспортным атрибутом подключаются к тем частям когда, которые в то же 
время помечены атрибутами импорта. 
 
 
Рисунок 6 – Композиция 
 
На этом рисунке создается объект контейнера композиции, который 
является частью инфраструктуры MЕF. Далее у созданного объекта 
контейнера происходит вызов метода ComposeParts. Параметрами данного 
метода является перечисление всех элементов, в которых МЕF должен искать 
части для процесса композиции. В случае, представленном на рис. 6, this – 
это экземпляр текущего класса и new FirstPlugin – это определенный плагин, 
который помечен атрибутом Export. 
После завершения работы метода ComposeParts, в объект контейнера будут 
записаны экземпляры, которые были указаны в параметрах, а импортируемая 
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часть (рис. 4) получит значение экземпляра FirstPlugin (рис. 5).  
Одну из самых важных ролей в процессе композиции выполняют контракты, 
позволяющие указать какие определенные части экспорта будут ожидаться в 
данной конкретной части импорта.  
 
1.4.3 ASP.NET MVC Framework 
 
Платформа ASP.NET MVC является Фреймворком для построения 
различных веб-приложений и сайтов, реализуя паттерн MVС. 
Шаблон архитектуры Model-View-Controller (MVС) соединяет в себе 
три основных компонента: модель, представление и контроллер. Фреймворк 
ASP.NET MVC является альтернативой более ранней схемы веб-форм 
ASP.NET для создания различных веб-приложений. ASP.NET MVC 
Framework представляет собой легковесную платформу отображения, 
объединяющую в себе свободные возможности тестирования и, также как и 
приложения, построенные на основе веб-форм, содержит в себе 
существующие функции ASP.NET, такие как главные страницы и 
идентификация подлинности на основе членства в системе. 
Схема шаблона MVC представлена на рис. 7. 
 
 
Рисунок 7 – Шаблон MVC 
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В состав платформы MVС входят следующие компоненты: 
1) Модели.  
Объекты моделей представляют собой такие части приложения, 
которые служат основой для построения логики домена данных. Одной из 
главных задач объектов модели является получение и сохранение состояния 
данных в базе данных. Для примера, какой-нибудь объект Book способен 
получить информацию из базы данных, каким-либо образом изменить ее, и 
после этого записать уже обновленные данные в какую-нибудь таблицу 
Books, с которой он работал, базы данных SQL Sеrvеr. 
В небольших по своим размерам приложениях такая модель 
подразумевает концептуальное, а не физическое разделение. То есть, если 
приложение только считывает какие-либо данные из базы данных и отсылает 
его в представление, то модели и связанные классы отсутствуют на 
физическом уровне. В данном случае набор данных представляет из себя 
объект модели. 
2) Представления.  
Так называемые представления предназначаются для отображения 
интерфейса пользователя в приложении. Пользовательский интерфейс как 
правило создается основываясь на данных модели. В качестве примера 
можно представить какое-нибудь окно для редактирования таблицы Books, 
содержащее в себе различные текстовые поля, выпадающие списки, флажки 
и переключатели, значения которых основаны и зависят от текущего 
состояния объекта Book 
3) Контроллеры.  
Контроллеры являются неким связующим звеном между двумя 
вышеупомянутыми компонентами шаблона MVC. Благодаря им, происходит 
взаимодействие с пользователем, выполняется работа с моделью, а также 
формируется выбор представления, отображающего интерфейс пользователя, 
который понадобится в конкретном случае. В шаблоне MVС представления 
выполняют роль только отображения данных, а контроллер обрабатывает 
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различные вводимые данные и отвечает на действия пользователя, согласно 
запросам. Например, контроллер может обрабатывать взятые из 
представления строковые значения запроса и передавать их в модель, а та, в 
свою очередь, способна использовать полученные значения чтобы отправить 
запрос в базу данных. 
Взаимодействие всех компонентов MVC представлено на рис. 8. 
 
 
Рисунок 8 – Взаимодействие компонентов MVС 
 
Используя шаблон MVС, становится возможным разрабатывать 
приложения, различные аспекты которых (бизнес-логика, логика ввода, и 
логика пользовательского интерфейса) разделены, но при этом происходит 
достаточно тесное взаимодействие между ними. На рис. 8 указано 
расположение всех видов логики в любом приложении. В представлении 
расположен интерфейс пользователя. В контроллере располагаются все виды 
логики ввода. А в модели содержится бизнес-логика. При данном разделении 
становится возможна работа с различными сложными структурами при 
разработке приложения, потому что оно обеспечивает отдельную реализацию 
всех аспектов одновременно. То есть, разработчик может создавать 
представления абсолютно отдельно от бизнес-логики. 
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Благодаря связи между всеми основными компонентами приложения 
на платформе ASP.NET MVC, параллельная разработка представляет из себя 
более простую задачу. Например, один разработчик может создавать логику 
контроллера, другой — бизнес-логику модели, а третий — представление. 
Платформа ASP.NET MVC имеет следующие преимущества: 
 она делает управление сложными структурами более легким 
процессом, так как происходит разделения приложения на разные 
компоненты, такие как модель, представление и контроллер; 
 она не использует состояние просмотра и серверные формы. 
Благодаря этому платформа MVC становится идеальным вариантом для 
разработчиков, которым в своей работе нужен полный контроль над 
поведением приложения; 
 данный фреймворк использует схему главного контроллера. Эта 
схема позволяет веб-приложению обрабатывать все запросы через один 
контроллер. С помощью этого становится возможным создавать приложения, 
которые поддерживают расширенную инфраструктуру маршрутизации;  
 платформа ASP.NET MVC обеспечивает расширенную 
поддержку разработки приложений на основе тестирования; 
 она является отличным вариантом для веб-приложений, которые 
поддерживаются большими командами разработчиков, а также для веб-
разработчиков, обеспечивающих высокий уровень контроля над поведением 
приложения; 
Также ASP.NET MVC Framework предоставляет следующие ключевые 
возможности: 
 разделение всех задач приложения (бизнес-логика, логика ввода и 
логика интерфейса пользователя), огромные возможности тестирования и 
разработки приложений на основе тестирования. Большое количество 
основных контрактов платформы ASP.NET MVC действует на основе 
интерфейсов и подлежит тестированию с помощью макетов объекта, 
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имитирующих поведение реальных объектов приложения. Разработанное 
приложение можно подвергнуть модульному тестированию без запуска 
контроллеров в процессе ASP.NЕT, что в свою очередь ускоряет 
тестирование и делает этот процесс более гибким. Существует возможность 
использования любой платформы модульного тестирования, которая 
совместима с .NET Framework; 
 описываемый фреймворк является свободно расширяемой и 
дополняемой платформой. Все компоненты ASP.NЕT MVC возможно без 
особого труда заменить или настроить. Любой разработчик имеет 
возможность подключить собственно созданный механизм представлений, 
политику маршрутизации URL-адресов, сериализацию параметров методов 
действий и различные другие компоненты. Вышеупомянутая платформа 
ASP.NЕT MVC поддерживает использование моделей контейнера внедрения 
зависимости (DI) и инверсии элемента управления (IOC). С помощью модели 
внедрения зависимостей можно свободно внедрять объекты в класс, вместо 
того, чтобы ожидать создания объекта самим классом. Модель инверсии 
элемента управления строится на том, что если какой-либо один объект 
требует другой объект, то первые объекты должны получить второй объект 
из внешнего источника (например, из файла конфигурации). Данный подход 
облегчает процесс тестирования; 
 расширенная поддержка маршрутизации ASP.NЕT. Используя 
этот мощный компонент сопоставления URL-адресов, можно свободно 
разрабатывать приложения с понятными URL-адресами, которые в 
дальнейшем можно использовать в процессе поиска. URL-адреса абсолютно 
не должны содержать расширения имен файлов и предназначены для 
поддержки шаблонов именования URL-адресов, которые обеспечивают 
адресацию, оптимизированную для поисковых систем и для передачи 
репрезентативного состояния; 
24 
 
 поддержка использования разметки в существующих файлах 
страниц ASP.NET, элементов управления и главных страниц как шаблонов 
представлений. Вместе с платформой ASP.NET MVC можно использовать 
существующие функции ASP.NET, такие как встроенные выражения, 
вложенные главные страницы, шаблоны, локализацию, декларативные 
серверные элементы управления, привязку данных и т. д.; 
 поддержка существующих функций ASP.NЕT. ASP.NЕT MVC 
позволяет использовать такие функции, как проверка подлинности по URL-
адресу, проверка подлинности с помощью форм и Windows, управление 
состоянием сеанса и профиля, членство и роли, кэширование вывода и 
данных, наблюдение за работоспособностью, система конфигурации и 
архитектура поставщика; 
Безусловно описываемая технология имеет ряд преимуществ, такие как 
разбиение логики приложения на компоненты и широкие возможности для 
тестирования, но в то же время данная платформа имеет свои недостатки. 
Данный фреймворк основан на базе ASP.NET, которая имеет собственную 
инфраструктуру и свои нюансы. Чтобы начать продуктивно пользоваться 
данным фреймворком, нужно постараться разобраться во всех его аспектах. 
Все это требует огромного количества времени, которое разработчику нужно 
потратить на освоение всех материалов. В то же время, большинство задач, 
решаемых с помощью фреймворка ASP.NET MVC можно решить используя 
обычные веб формы для ASP.NET. И каждый разработчик решает сам для 
себя, стоит ли ему изучать полноценный новый фреймворк. Описываемая 
платформа имеет очень большую структуру различных объектов уже на 
старте проекта. Начинающему разработчику будет очень легко запутаться во 
всем этом. В ASP.NET MVC предусмотрено огромное количество так 
называемых советов для его использования. Из-за этого создается ощущение, 
что это не правила для повышения производительности разработчика, а 
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некие ограничения, которым он должен следовать, чтобы в итоге прийти к 
конечному результату. 
 
1.5 Вывод 
 
Несмотря на то, что существует большое количество вариантов для 
решения поставленной выше задачи, было принято решение разработать 
собственный фреймворк для построения распределенных ИС, так как 
имеющиеся подходы неоправданно массивны для решения легковесных 
задач. Разработанный фреймворк будет свободно распространяемым. То есть 
абсолютно любой желающий разработчик сможет использовать его для 
создания собственных приложений, которые будут иметь распределенную 
структуру и обрабатывать данные непосредственно на сервере. Также он 
будет выполнен в максимально понятном стиле для разработчиков, чтобы 
занимать собой большое количество людей. 
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ГЛАВА 2 ПРОЕКТИРОВАНИЕ ФРЕЙМВОРКА 
 
2.1 Инструментальные средства проектирования 
 
В качестве основной платформы для проектирования фреймворка 
послужила технология компании Microsoft .NET Framework. Исходя из этого, 
выбор среды разработки проходил между SharpDevelop и Microsoft Visual 
Studio.  
SharpDevelop – это свободно распространяемая среда разработки для 
различных языков программирования, таких как C#, Visual Basic, F#, C++ и 
т.д. Данная среда предоставляет разработчику следующие возможности: 
 визуальный редактор для WPF и форм Windows Forms (COM-
компоненты не поддерживаются); 
 подсветка синтаксиса для C#, ASP, HTML, ASP.NET, XML, 
VB.NET, XAML; 
 интегрированная поддержка анализатора сборок FxCop; 
 интегрированная поддержка MbUnit, NUnit и NCover; 
 интегрированный профайлер; 
 интегрированный отладчик; 
 интегрированная поддержка Mercurial, SVN и Git; 
 предпросмотр документации, полученной из документирующих 
комментариев; 
 конвертор кода между языками VB.NET, C#, Boo и IronPython; 
 расширяемость внешними инструментами. 
Microsoft Visual Studio — это один из самых популярных продуктов 
компании среди разработчиков приложений. Он представлен целой линейкой 
продуктов, которая постоянно совершенствуется. Microsoft Visual Studio 
включает в себя интегрированную среду разработки программного 
обеспечения и ряд других различных инструментальных средств. С помощью 
данного продукта можно разрабатывать различные консольные приложения, 
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а также и приложения с поддержкой графического интерфейса, в том числе с 
использованием технологии Windows Forms, которую компания использует в 
своих операционных системах. В описываемой среде разработки можно 
создавать разнообразные веб-приложения, веб-сайты, веб-службы, 
построенные как в родном, так и в управляем коде для всевозможных 
платформ, поддерживаемых такими системами, как Windows Mobile, 
Windows, .NET Framework, Windows CE, Windows Phone .NET Compact 
Framework, Xbox и Silverlight. 
Среда Visual Studio содержит в себе редактор исходного кода с 
поддержкой запатентованной технологии автодополнения IntelliSense, а 
также возможностью самого простого рефакторинга кода. В состав данной 
платформы также входит встроенный отладчик, который способен работать в 
качестве отладчика на уровне исходного кода, так и отладчика на машинном 
уровне. Остальными встраиваемыми элементами Visual Studio выступают 
такие инструменты, как веб-редактор, дизайнер форм, предназначенный для 
более простого создания графического интерфейса приложения, дизайнер 
схемы базы данных и дизайнер классов. Используя Visual Studio, 
разработчики могут создавать и подключать различные сторонние 
дополнения (плагины), которые создаются для расширения 
функциональности приложения практически на любом уровне. Эти 
дополнения могут представлять собой добавление поддержки систем 
контроля версий исходного кода, добавление новых наборов инструментов, 
используемых для редактирования и визуального проектирования кода на 
объектно-ориентированных языках программирования или инструментов для 
различных аспектов в процессе разработки программного обеспечения. 
Безусловно, обе среды разработки подходят для решения поставленной 
задачи. Но в то же время SharpDevelop имеет недостатки, которыми Visual 
Studio не обладает. Ниже представлены некоторые из них: 
1) низкая скорость работы с библиотеками; 
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2) невозможность посмотреть значение какой-либо переменной в 
debug-режиме наведением курсора мышки; 
3) отсутствие поддержки технологии Resharper, повышающей 
скорость и эффективность разработки. 
Исходя из этих недостатков, средой разработки для фреймворка 
послужила Microsoft Visual Studio. 
Выбор архитектуры пал на MVVM (Model-View-View Model), так как 
при разработке будет использовано связывание данных. Данный паттерн 
будет более эффективным для этого, в отличие от аналогов, таких как MVC 
или MVP. Также шаблон MVVM широко применяется для написания 
сложных приложений с распределенной логикой.  
С помощью MVVM можно реализовать разделение модели от её 
представления. Данный процесс необходим для изменения обоих 
компонентов отдельно друг от друга. Например, разработчик будет задавать 
логику работы с данными, а дизайнер в свою очередь будет работать над 
интерфейсом пользователя. 
Шаблон MVVM состоит из трех основных частей, таких как модель, 
представление и модель представления. Модель описывает собой различные 
фундаментальные данные, которые необходимы для корректной работы 
приложения. Компонент представления является своеобразным графическим 
интерфейсом, то есть представляет собой окно с кнопками, флагами и т. д. 
Представление подписывается на разные события изменения значений 
команд или свойств, которые предоставляются моделью представления. 
Например, если в модели представления произойдет изменение какого-либо 
свойства, то она будет оповещать всех своих подписчиков об этом. И 
впоследствии представление будет запрашивать новое значение измененного 
свойства из модели представления. В противоположном случае, если 
пользователь приложения каким-либо образом воздействует на какой-нибудь 
элемент интерфейса, представление выполнит вызов соответствующей 
команды, которую предоставит модель представления. С одной стороны, 
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модель представления является некой абстракцией представления, а с другой 
она описывает обёртку данных из модели, подлежащих связыванию. То есть, 
она содержит модель, преобразованную к представлению, а также описывает 
разнообразные команды, с помощью которых, представление может влиять 
на модель. 
Схема расположения и взаимодействия всех компонентов шаблона 
MVVM представлена на рис. 9. 
                               
 
Рисунок 9 – Шаблон MVVM 
 
Исходя из выбора паттерна проектирования, был проведен 
сравнительный анализ языков программирования для наиболее эффективного 
выполнения поставленной задачи. Были рассмотрены такие языки, как Visual 
Basic и C#. 
Visual Basic — это язык программирования, разработанный компанией 
Microsoft. Данный язык является преемником языка BASIC, от которого он 
унаследовал стиль и отчасти синтаксис. Также Visual Basic сочетает в себе 
различные процедуры и элементы компонентно-ориентированных и 
объектно-ориентированных языков программирования.  
Visual Basic имеет следующие достоинства: 
 безопасность типов обеспечивает защита от ошибок, связанных с 
применением указателей и доступом к памяти. Этот аспект делает Visual 
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Basic приложения более стабильными, но в то же время является объектом 
критики; 
 высокая скорость создания приложений с графическим 
интерфейсом для Microsoft Windows; 
 возможность компиляции, как в машинный код, так и в P-код (по 
выбору программиста); 
 простой синтаксис языка обеспечивает низкий порог вхождения; 
 возможность использования большинства WinAPI функций для 
расширения функциональных возможностей приложения. 
Язык программирования C# является одним из самых элегантных 
представителей своего вида, обеспечивающих безопасность типов. Также он 
является объектно-ориентированным языком, который предназначен для 
разработки разнообразных безопасных и довольно мощных приложений, 
выполняемых на платформе .NET Framework. Используя C#, программисты 
могут создавать обычные приложения для Windows, приложения "клиент-
сервер", различные XML-веб-службы, приложения баз данных, 
распределенные компоненты, и т. п. Visual C# предоставляет разнообразные 
инструменты и средства, которые упрощают разработку приложений на базе 
языка программирования C# и .NET Framework. В качестве таких средств 
можно выделить развитый редактор кода, встроенный отладчик, 
конструкторы с простым и удобным интерфейсом пользователя, а также 
множество других средств. 
Синтаксис данного языка программирования очень выразителен, но в 
то же время довольно прост в изучении. Большинство разработчиков, 
которые знакомы с языками C, С++ или Java, без особого труда смогут узнать 
синтаксис с фигурными скобками, свойственный для языка C#. 
Программисты, знающие какой-либо из этих языков, как правило, смогут 
добиться быстрой и эффективной работы с языком C# за очень 
непродолжительное время. Синтаксис C# упрощает многие аспекты из языка 
31 
 
C++ и предоставляет очень мощные возможности, такие как делегаты, 
перечисления, нулевые типы значений, прямой доступ к памяти и лямбда-
выражения,  чего нет в Java. C# способен поддерживать разные 
универсальные типы и методы, с помощью которых, он обеспечивает 
наиболее высокий уровень производительности и безопасности. Также в 
перечень его способностей входят итераторы, которые позволяют определять 
собственное поведение итерации во время реализации коллекций классов. 
Полученное поведение можно легко использовать в клиентском коде. 
Встроенные выражения LINQ позволяют создавать строго типизированный 
запрос в очень удобной языковой конструкции. 
C# поддерживает все основные принципы объектно-ориентированного 
языка, такие как наследование, инкапсуляция и полиморфизм. Все главные 
методы и переменные, включая метод Main, являющийся точкой входа 
приложения, инкапсулируются непосредственно в определении классов. 
Данный язык не поддерживает множественного наследования. Любой класс 
может наследоваться только из какого-нибудь одного родительного класса, 
но в то же время он может реализовывать абсолютно любое число 
интерфейсов. Для методов, переопределяющих виртуальные методы в 
родительском классе, будет необходимо добавить ключевое слово override, 
которое исключит случайное повторное определение. В языке C# структура 
представляет собой некий облегченный класс, включающий в себя тип, 
распределяемый в стеке. Она может реализовывать интерфейсы, но при этом 
не поддерживать наследование. 
Несмотря на возможность следовать основным объектно-
ориентированные принципам, язык программирования C# делает проще 
разработку компонентов программного обеспечения, используя несколько 
инновационных конструкций языка, в число которых входят следующие: 
 делегаты. Они представляют собой инкапсулированные 
сигнатуры методов, поддерживающие типобезопасные уведомления о 
событиях; 
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 атрибуты с декларативными метаданными о различных типах в 
процессе выполнения; 
 свойства, выступающие в роли методов доступа для закрытых 
переменных-членов; 
 технология LINQ, которая предлагает встроенные возможности 
запросов в различных источниках данных; 
 встроенные комментарии XML-документации. 
У рассмотренных выше языков присутствуют свои достоинства, но 
Visual Basic имеет недостатки, которых лишен C#. Ниже представлены 
основные из них: 
1) отсутствие перегрузки операторов; 
2) отсутствие тэгов документирования; 
3) отсутствие полноценного механизма наследования реализации 
объектов. Существующее в языке наследование позволяет наследовать 
только интерфейсы, а не их реализацию. 
Таким образом, языком программирования для написания фреймворка 
послужил C#. 
Также язык программирования C# является наиболее популярным в 
разработке приложений платформы WPF. Данная технология была выбрана 
для разработки визуальной части проекта, так как она более гибкая для 
построения собственных элементов интерфейса, в отличие от устаревших 
Windows Forms. Также WPF является идеальным вариантом для 
использования паттерна MVVM, так как в ней отлично сочетается 
распределение приложений на модель, представление и модель 
представления. Язык разметки XAML, включенный в состав WPF, 
поддерживает технологию привязки, благодаря которой можно связывать 
различные объекты моделей с их вариантами представления. 
Технологией доступа к данным изначально был выбран Entity 
Framework, так как при проектировании фреймворка выбор технологии 
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доступа к данным не имеет особого значения. Платформа Entity Framework 
является набором некоторых технологий ADO.NET, которые обеспечивают 
разработку приложений, непосредственно связанных с какой-либо 
обработкой данных. Разработчики приложений и архитекторы, чья работа 
ориентирована на обработку данных, должны учитывать необходимость 
достижения двух абсолютно разных целей. Их работа должна заключаться в 
моделировании сущностей, связей и логики, решаемых бизнес-задач. Также 
они должны работать с ядрами СУБД, которые используются для получения 
и сохранения каких-либо данных. Данные способны распределяться по 
различным системам хранения данных, в каждой из которых применяются 
собственные протоколы, но даже в приложениях, которые работают с одной 
системой хранения данных, необходимо поддерживать стабильный баланс 
между требованиями системы хранения данных и требованиями написания 
наиболее эффективного и удобного для обслуживания кода приложения. С 
помощью Entity Framework, можно работать с данными в форме 
специфических для домена объектов и свойств, таких как клиенты и их 
адреса, без необходимости постоянно обращаться к базовым таблицам и 
столбцам базы данных, в которых хранятся эти данные. Entity Framework 
позволяет разработчикам работать с данными на более высоком уровне 
абстракции, создавать и сопровождать приложения, ориентированные на 
данные, используя меньше кода, чем в традиционных приложениях. 
Впоследствии, в связи с тем, что должен быть разработан фреймворк 
для построения распределенной информационной системы, была добавлена 
новая технология доступа к данным такая, как Web API. Данная платформа 
позволяет без особого труда создавать различные службы HTTP, 
предназначенные для большого диапазона клиентов, в том числе различных 
мобильных устройств и браузеров. Принцип работы данной технологии 
представлен на рис. 10. 
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Рисунок 10 – Web API 
 
Выбор главного формата передачи данных проходил между JSON и 
XML. Этот выбор был остановлен на первом варианте. JSON представляет 
собой простой формат обмена данными, удобный для чтения и написания, 
как человеком, так и компьютером. Также данный формат является 
идеальным вариантом для передачи данных, благодаря своей простоте 
читаемости и расширяемости, в отличие от XML. 
 
2.2 Проектирование фреймворка на примере приложения 
 
2.2.1 Общие сведения 
 
Как известно, большое количество популярных фреймворков 
создавалось не с пустого места. Большинство компаний, имеющих в своем 
арсенале какие-либо собственные фреймворки, получили их после 
разработки крупных приложений. То есть, они сдавали разработанные 
проекты заказчику и, впоследствии, оставляли себе каркас приложения для 
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разработки будущих проектов. Полученный шаблон и является 
фреймворком.  
В данном случае, фреймворк для построения распределенной 
информационной системы получился в процессе разработки некого 
приложения Bookstore. Оно представляет собой автоматизированную 
систему по продаже книг. Также и описание фреймворка будет вестись на 
примере этого приложения. 
Так как в качестве среды разработки выбрана платформа .NET 
Framework, именование всех проектов, классов, интерфейсов, методов и 
других различных структур будет вестись в соответствии с общими 
соглашениями об именовании .NET. Данный подход упростит процесс 
ознакомления и изучения для будущих разработчиков, собирающихся 
использовать фреймворк для построения распределенной ИС. 
Структура приложения Bookstore, на примере которого происходит 
описание фреймворка, представлена на рис. 11. 
 
 
Рисунок 11 – Структура приложения Bookstore 
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2.2.2 Проектирование базы данных 
 
Как уже упоминалось, первичной технологией доступа к данным 
послужил Entity Framework, а системой управления базами данных – 
Microsoft SQL Server. В качестве главного подход был выбран Code First. С 
помощью данного подхода, разработчику не обязательно создавать базу 
данных вручную, а она проектируется из модели автоматически при 
написании кода. Для генерации БД, требуется указать строку подключения с 
такими параметрами:  
1) имя подключения; 
2) строка подключения, где указывается имя сервера БД, имя базы 
данных и другие необязательные параметры; 
3) имя провайдера. 
Строка подключения на примере приложения Bookstore представлена 
на рис. 12. 
 
 
Рисунок 12 – Строка подключения приложения Bookstore 
 
Ключевой частью доступа к данным является проект DataAccess.EF. 
Его структура представлена на рис. 13. В нем располагается класс, 
представляющий из себя контекст базы данных, который описывает 
основные свойства модели. Также в данном проекте находится папка 
Migrations, в которой расположены миграции, создаваемые автоматически 
при изменении каких-либо свойств в модели. Миграции создаются при 
помощи команды enable-migrations в менеджере консоли. После выполнения 
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этой команды, в проекте создается папка миграций с файлом конфигурации. 
Этот файл представляет собой объявление одноименного класса, который 
устанавливает настройки конфигурации. После этого, также с помощью 
менеджера консоли, требуется создать сами миграции. Это происходит при 
вызове команды Add-Migration. Затем, после автоматического создания 
миграций, разработчику требуется только обновить базу данных при помощи 
команды Update-Database в том же менеджере консоли. Миграции во многом 
могут упростить жизнь разработчику, поскольку ему не приходится 
пересоздавать базу данных по-новому при каком-либо изменении в модели. 
 
 
Рисунок 13 – Структура проекта DataAccess.EF 
  
Для постоянной перегенерации базы данных был разработан проект, в 
виде консольного приложения, названный DbRecreation, структура которого 
представлена на рис. 14. 
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Рисунок 14 – Структура проекта DbRecreation 
 
В этом проекте находится папка JsonData, в которой разработчики 
могут располагать файлы формата JSON, с данными, которые будут 
заноситься в БД. Также разработчики могут наполнять базу данных 
различными тестовыми данными, непосредственно в классе Program. 
Диаграмма этого класса представлена на рис. 15. 
 
 
Рисунок 15 – Класс Program проекта DbRecreation 
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В главном методе Main этого класса, происходит проверка на 
существование базы данных, указанной в строке подключения. Если она 
существует, то происходит процесс ее удаления. Затем инициализируется 
новая база данных на основе миграций и происходит вызов методов, 
создающих объекты моделей. Например, для приложения Bookstore, 
вызываются методы, создающие книги, авторов книг, книжные 
подразделения и т.д. Также присутствует общий метод, именованный 
CreateItems, который непосредственно является частью фреймворка. Этот 
метод считывает данные, расположенные в папке JsonData, конвертирует их 
и отправляет в базу данных. 
На примере приложения Bookstore, в базе данных было создано 15 
таблиц, содержащих данные о книгах, авторах, клиентах, пользователях и т.д. 
На рисунках 16 и 17 представлена схема получившейся базы данных. 
 
 
Рисунок 16 – Схема базы данных приложения Bookstore. Часть 1 
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Рисунок 17 - Схема базы данных приложения Bookstore. Часть 2 
 
2.2.3 Структура фреймворка 
 
Исходя из выбора архитектуры MVVM для построения данного 
фреймворка, изначально для решения было создано три проекта: модель, 
модель представления и представление. В качестве модели и модели 
представления послужили стандартные библиотеки классов C#.  Также для 
разработки был выбран подход ViewModel First, с помощью которого можно 
реализовать удобную поддержку дочерних окон. Для приложения Bookstore 
разработано три различные модели представления. При этом какой-либо 
разработчик, который будет пользоваться фреймворком, может 
проектировать любое количество своих моделей представления. Созданные 
ViewModels были унаследованы от класса ChildViewModelBase, который 
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поставляется в свободно распространяемом фреймворке 
IkitMita.Mvvm.ViewModels, добавленным в проект с помощью менеджера 
загрузок. Также модели представления были помечены атрибутом Export, с 
помощью которого они добавляются в IoC-контейнер и впоследствии 
соединяются со своими представлениями. Диаграмма классов моделей 
представления для приложения Bookstore представлена на рис. 18. 
 
 
Рисунок 18 – Диаграмма классов моделей представления для приложения Bookstore 
 
Представления были разработаны в виде WPF проектов. Они 
проектировались на языке разметки XAML. Представлений создано ровно 
такое же количество, как и моделей представления. Они также были 
помечены атрибутом Export для связи со своими моделями представления в 
IoC-контейнере под контрактом интерфейса IView, который является частью 
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свободно распространяемого фреймворка IkitMita.Mvvm.Views. На рис. 19 
представлено View для авторизации в приложении Bookstore.  
 
 
Рисунок 19 – Авторизация приложения Bookstore 
 
На рис. 20 изображено представление, которое является главной 
формой приложения Bookstore. 
 
 
Рисунок 20 – Основная форма приложения Bookstore 
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На рис. 21 представлено View для создания заказа в приложении 
Bookstore. 
 
 
Рисунок 21 – Создание заказа в приложении Bookstore 
 
Во фреймворке был разработан специальный проект для защиты 
данных. В нем представлен интерфейс ISecurityManager с методами, которые 
обеспечивают корректную авторизацию пользователя и проверку его роли в 
системе. Также здесь представлен класс PasswordManager, методы которого 
хэшируют пароли. С помощью данной технологии процесс взлома 
становится трудоемкой задачей. Какой-либо злоумышленник не сможет 
открыть таблицы в базе данных и посмотреть пароли, так как они хранятся в 
хешированном виде. На рис. 22 представлена диаграмма классов данного 
проекта. 
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Рисунок 22 – Диаграмма классов для защиты информации 
 
Исходя из того, что фреймворк будет предназначен для построения 
многозвенной распределенной информационной системы, одной из 
ключевых его частей является проект веб-сервиса. Пользовательские 
клиентские приложения, построенные на описываемом фреймворке будут 
взаимодействовать не с конкретной СУБД, а именно с веб-сервисом. То есть 
данные, полученные из БД, будут сначала обрабатываться на 
дополнительном сервере и только потом поступать на клиентскую сторону. 
Проект веб-сервиса был разработан на шаблоне MVC. Контроллеры в данном 
случае исполняли роль посредников при передаче моделей из клиентской 
стороны на сторону базы данных и обратно с их обработкой на 
промежуточном сервере. На рис. 23 представлен фрагмент промежуточного 
веб-сервера, на котором происходит обработка моделей. 
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Рисунок 23 – Фрагмент веб-сервиса 
 
Также ключевой частью фреймворка является проект 
DataAccess.WebApi, который обеспечивает доступ к данным на уже 
упомянутом веб-сервисе. Структура данного проекта представлена на рис. 
24. 
 
 
Рисунок 24 – Структура проекта DataAccess.WebApi 
46 
 
Данный проект содержит класс AuthModel и интерфейс 
IAuthTokenProvider, которые предоставляют токен для обеспечения 
безопасности пользователя при авторизации и его идентификации. Также 
здесь присутствует класс SecurityManager, реализующий вышеупомянутый 
интерфейс ISecurityManager для обеспечения корректной авторизации 
пользователей. На рис. 25 изображена диаграмма классов проекта 
DataAccess.WebApi. 
 
 
Рисунок 25 – Диаграмма классов проекта DataAccess.WebApi 
 
Ключевую роль здесь играет абстрактный класс WebApiClient. В нем 
представлены основные методы, которые отвечают за обработку данных на 
промежуточном веб-сервере. От него наследуются классы с методами, 
реализующими операции для приложения Bookstore. Любой разработчик, 
который будет пользоваться фреймворком, сможет создать собственные 
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классы для обеспечения каких-либо операций, унаследовать эти классы от 
WebApiClient, и данные операции будут обрабатываться уже на веб-сервере. 
Таким образом, был разработан свободно распространяемый 
фреймворк для проектирования распределенной информационной системы. 
На первом этапе были рассмотрены основные инструментальные средства и 
выбраны оптимальные. На дальнейшем происходила разработка приложения 
Bookstore, которое послужило отправной точкой для проектирования 
фреймворка. В дальнейшем можно будет создавать другие приложения, для 
которых каркасом будет служить разработанный фреймворк. 
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ЗАКЛЮЧЕНИЕ 
 
В результате данной бакалаврской работы был спроектирован свободно 
распространяемый фреймворк для построения распределённой 
информационной системы. Ключевой особенностью разработанного 
продукта является то, что в будущем он будет выступать каркасом для 
проектирования приложений с распределенной обработкой данных. 
Благодаря этому, большое количество разработчиков сэкономит немало 
времени для решения задач, связанных с их собственной бизнес-логикой. 
При написании бакалаврской работы был произведен анализ 
существующих решений для достижения поставленной цели, выявлены их 
недостатки и сформулированы основные предпосылки для создания 
собственного решения. Также были сформированы и решены основные 
задачи, которые должен выполнять фреймворк, с использованием 
оптимальных средств проектирования. 
Результатом бакалаврской работы стал программный продукт – 
фреймворк для построения распределенной ИС. Разработка велась на 
платформе .NET Framework на языке программирования C# с 
использованием технологии WPF. Для осуществления доступа к данным 
были использованы Entity Framework и WebApi. 
В дальнейшем развитии фреймворка планируется его внедрение на 
сервис NuGet, который представляет собой систему управления пакетами. С 
помощью этого, программисты смогут встраивать разработанный фреймворк 
в свои приложения и полностью пользоваться его функционалом. 
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