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In the era of modern technologies such as the one we live in, there are several
medical alert systems present in hospitals and in households. However, most of
these systems present a faulty physical design, an unfriendly interface with users, or
they are too expensive for the service that they offer. In my bachelor’s work, I explain
how an efficient, low-cost design and implementation of a medical alert system can
be achieved, and can be used for the everyday life. I focus mainly on three things:
drastically reducing the cost compared to competitors in the field, improving the
effectiveness of the device when it’s needed, and adapting the software to be inter-
operable and available to practically any robot anywhere in the world.
En la era de las tecnologías modernas como en la que vivimos actualmente, ex-
isten muchos sistemas de alerta médica que se pueden encontrar tanto en hospitales
como en las casas. Sin embargo, la mayoría de estos sistemas están afectados por
un diseño físico incorrecto, una interfaz poco cómoda con los usuarios, o simple-
mente son demasiado caros para el servicio que ofrecen. En mi trabajo de fin de
grado, explico cómo se puede desarrollar un sistema de alerta médico a través de
un diseño e implementaciones eficientes y de bajo coste; para poder ser usado en
la vida diaria. Me centro principalmente en tres cosas: reducir el coste del sistema
drásticamente respecto a los competidores en la industria, mejorar la efectividad del
dispositivo cuando se necesita, y adaptar el software para que éste sea interoperable
y esté disponible para ser usado prácticamente en cualquier robot en cualquier lugar
del mundo.
Keywords: Computer Science, Stress, Medicine, ROS, Robot Operating System,
Medical Alert System, Heart-Rate Monitor
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1Chapter 1
Introduction
1.1 Introduction
In this chapter, the thought process involved in the development of this bachelor’s
work will be overviewed. Also, the ideas that led to the development of this bach-
elor’s work will be mentioned. Additionally, further detail will be given about the
objectives that were initially considered, and those that were finally fulfilled, realis-
tically.
1.2 Motivation
Nowadays, technology advances at a very fast pace, introducing new technologies
and techniques to apply in almost every field imaginable. The Merriam Webster dic-
tionary defines the concept of caring as "feeling or showing concern for or kindness
to others". Related to this topic, we can find that assisting other people is many peo-
ple’s objective.
Aging is an issue that is increasing progressively in many countries. The global
population of the world is expected to double in the next half century ([1]). The age
range that is expected to mostly grow is the population over the age of 65 ([2]). This
population included total of 357 million people in 1997, and it is estimated that a
total of 761 people over 65 will be alive by the year 2025 ([2]). Also, aging will have
economic impact on business and will also affect the economy of nations. Longevity
will impact the amount of money destined to the research and are of diseases and
illnesses caused mainly by aging. For example, Alzheimer’s disease ([2]).
Therefore, due to the human condition of aging, the senses are deteriorated over
time. Falls are the second main cause of death or unintentional injuries in the world.
An estimate says that there is a total of 424.000 people that die from fall-related
injuries ([3]), such as being unable to get up from a fall, breaking parts of the body
that disables these people from requesting immediate assistance. There is also a high
percentage of these people that is over 65 years old ([4]).
In the medical field, there are currently many systems for monitoring patients
when in need. For example, there are systems that allow monitoring vital functions
of the body of a patient. Examples of this include medical alert systems that are
designed for domestic use ([5]; [6]; [7]) which use a button as an activation mech-
anism for triggering notifications to emergency services. Other examples include
medical systems such as systems that attempt to detect falls from patients. Often,
these systems use proprietary software, developed by the company that distributes
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the medical alert system for the detection of these falls. These fall detection mech-
anisms, such as [8], allow helping patients in a more automatized way, without the
user interaction needing to press a button. Both these systems are leveraged in Sec-
tion 2.1.1 and Section 2.1.2, analyzing their advantages and disadvantages in more
detail.
However, one thing all these monitoring tools and techniques have, is that they
are often expensive, as either the hardware or the technology used for this moni-
toring is not cheap, or they need additional human interaction for completing the
required assistance. Therefore, an innovative, cost-efficient and intelligent software
system seems to be a logical step towards obtaining a better, automatic way of taking
care of patients’ health conditions.
This bachelor’s work is divided into the following process:
1. The development of an offline statistical study, in order to determine the dif-
ferent ranges of heart rate’s variability in patients. For this, one own-made
Android application and three Xiaomi Mi Band 2 devices are used, to measure
the heart rate of test users. The frequency of measurements is once per minute,
for a period of three days. After the study is done, all data and obtained infor-
mation from the Xiaomi devices is correlated with the information provided
by the users through the use of the Android application.
The statistical study is three days long and initially involved a total of 36 users.
In the end, a total of 24 users had introduced data correctly, and this data was
able to be extracted from their mobile devices. There were some technical is-
sues during the data extraction process (Section 3.7) and handling of data that
reduced the initial number of users from 36 to 24. These users had their data
dismissed for several reasons which impeded the use of their data (see Section
3.6).
The purpose to do this study was to be able to tell the difference between a
person doing physical exercise and, for example, sleeping. Issues such as try-
ing to predict whether a user is having a panic attack were also an initial idea.
However, as these events can’t be predicted nor studied, an approximation has
to be done based solely on the user’s predicted heart rate when similar activi-
ties (such as physical exercise) happen ([9]; [10]).
Finally, all obtained data will be used to implement a Machine Learning mech-
anism that will be able to detect which type of activity a user is performing
at any given time of the day, and improve the interaction between the social
robot and the patient by introducing interactions related to this topic.
2. Once the information is extracted from the statistical study, an algorithm that
considers the age and gender of any patient is developed. This algorithm takes
into account all the conclusions obtained from the previously developed statis-
tical study. It will attempt to detect dangerous heart rate levels of the patient,
and raise an alarm in case this danger level remains constant. This algorithm
would be able to recognize and differentiate the aforementioned situations in
point 1.
3. Finally, the algorithm and predictor are integrated into a social robot. Thanks
to the modular interaction with the robot, the patient will be able to commu-
nicate whether an emergency is happening or not. In case of an emergency
happening, the social robot will use software techniques, such as interaction
with Application Programming Interfaces (for example, creating a Telegram
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bot that responds to requests to obtain the user’s heart rate from anywhere in
the world in real time (5.4.1)) to alert doctors, family members, or even emer-
gency services. A detailed description of these software modules can be found
in Section 5.4.
1.3 Objectives
The objectives of this bachelor’s work are:
• Implement a social robot able to transparently communicate with a user that is
in distress and needs immediate help, as there are no current implementations
of a social robot with this purpose nowadays. This will be explained in much
more detailed in Chapter 2.
• Develop a static algorithm to detect subtle differences in a patient’s heart rate,
to determine if a patient is in danger or needs assistance
• Through the use of Machine Learning algorithms, generate a classification
model that can conclude, in real time, the predicted activity a user is perform-
ing at any given time, based on the user’s past and current heart rate measure-
ments.
• Being able to help others, in a cheap and effective way, with a tool that can be
worn by any patient to log heart rate information.
1.4 Regulatory Framework
In this section, we will mention the set of technical norms and restrictions that occur
upon the published software. The published software regards both the Android ap-
plication, developed and explained in Chapter 3 for collecting and cross-referencing
data from the user, as well as the final robot application, explained in Chapter 5.
1.4.1 Legislative Analysis
The tool used for the development of the Android application is Android Studio.
Therefore, it is subject to the license and agreement of Google’s SDK. According to
their terms and conditions, the software application is subject to the terms of the li-
cense agreement. Google grants the application developer a limited, non-exclusive
and worldwide license to use the SDK for the purpose of development of Android-
compatible applications.
With regards to the robot application explained in Chapter 5, it is developed
under the framework of Robot Operating System (ROS). The core of ROS is subject
to a three-clause BSD license. Therefore, the development of the software application
is subject to the following clauses ([11]):
1. "Redistributions of source code must retain the above copyright notice, this list
of conditions and the following disclaimer".
2. "Redistributions in binary form must reproduce the above copyright notice,
this list of conditions and the following disclaimer in the documentation and/or
other materials provided with the distribution".
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3. "Neither the name of the copyright holder nor the names of its contributors
may be used to endorse or promote products derived from this software with-
out specific prior written permission".
THIS SOFTWARE IS PROVIDED BY THE COPYRIGHT HOLDERS AND CON-
TRIBUTORS "AS IS" AND ANY EXPRESS OR IMPLIED WARRANTIES, INCLUD-
ING, BUT NOT LIMITED TO, THE IMPLIED WARRANTIES OF MERCHANTABIL-
ITY AND FITNESS FOR A PARTICULAR PURPOSE ARE DISCLAIMED. IN NO
EVENT SHALL THE COPYRIGHT HOLDER OR CONTRIBUTORS BE LIABLE FOR
ANY DIRECT, INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR CONSEQUEN-
TIAL DAMAGES (INCLUDING, BUT NOT LIMITED TO, PROCUREMENT OF SUB-
STITUTE GOODS OR SERVICES; LOSS OF USE, DATA, OR PROFITS; OR BUSI-
NESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF LIA-
BILITY, WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING
NEGLIGENCE OR OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF
THIS SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE.
The development of the rest of the robotic software has been developed under the
license used by the Universidad Carlos III de Madrid (UC3M), therefore it is subject
to the following license: Copyright (c) 2019, Universidad Carlos III de Madrid. All
rights reserved.
1.4.2 Technical Standards
With respect to technical standards used for the development of this bachelor’s
work, the only standard followed for writing code in Python was PEP 8.
PEP 8
PEP 8 is a coding standard or document that specifies code style for Python. It in-
cludes differences from other languages, such as:
• Surrounding top-level functions and classes with two blank lines.
• Using underscores instead of capital letters for naming conventions.
• Surrounding method definitions inside classes with a single blank line.
• Establishing an indentation standard for Python, as Python is an interpreted
language that relies on indentation.
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In this chapter, previous and current technologies related to the medical care will be
discussed. First of all, the current situation of medical alert systems will be men-
tioned, focusing especially on domestic medical alert systems and, more specifically,
button-pressing activation systems. Finally, all current used technologies, in soft-
ware, firmware and hardware used, in regards to wearable devices, will be explored.
2.1 Current Situation
In this section, the current situation of medical alert systems is explored. Since med-
ical alert systems are often used in domestic or personal households, as well as hos-
pitals, these will be the studied domains.
2.1.1 Domestic Medical Alert Systems
Modern day technologies in hospitals usually allow monitoring of vital information
of patients in an analogical way - without the use of technology -, as well as in a
wired, technological way. This has some benefits - for example, the reliability that
comes from using cables and wires to interconnect hospital components - but many
more inconveniences - for example, the impossibility of monitoring vital health in-
formation, such as heart rate, blood pressure and/or patients’ emotional state in a
distributed way. This allows for a better organization and management of informa-
tion.
In many countries such as Spain, elders - people of old age - and those who
suffer from medical conditions, are often supplied with control systems that allow
them to notify authorities when there are situations of distress in their lives ([12]).
These conditions can either be physical (heart problems, people who have suffered
myocardial infarction) or mental (early stages of dementia, Alzheimer’s disease).
However, these devices are often analogical or hardware-based and don’t include
any logic or software in their functioning, making them less useful when it comes to
aiding people. This implies some disadvantages, such as:
1. Some of these devices are required to be carried by the patient, ideally at all
times, in a specific manner that may not be comfortable for the patient, e.g.
carrying it as a necklace, and may lead to problems such as forgetting it when
changing clothes, or when going to bed. This problem is one of the most sig-
nificant ones, as this design decision can negatively influence in the detection
of vital information of a patient by decreasing the amount of time the patient
carries the detector.
2. If the device’s activation system is based on a button, which is often the case
([5]; [6]; [7]), it causes accidental presses and false positives. Depending on
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the amount of force that the button needs to be applied, this can be regulated,
however it entails some other design issues. If the button is too hard to press,
or too small, people of old age may have difficulty, caused by diseases such
as rheumatoid arthritis, and/or rheumatism. On the other hand, if the button
is too soft, the amount of false positives caused by the accidental pressing of
the button increases. Even if a middle-ground is attempted to be achieved by
the designers of these systems, the system’s detection accuracy can be compro-
mised. Note that most current medical alert systems fall under this category of
being triggered by the press of a button.
3. Some of the devices are not waterproof. Due to this design decision, the use
of these devices and detection systems is compromised under some circum-
stances, such as daily hygiene routines of the patient, where water is involved
and may cause disruption to the physical state of the device. For instance,
showering or, depending on the position of the activation system of device,
washing the patient’s hands or feet. In the household, it is expected that pa-
tients carrying the device take a shower or bath routinely. Therefore, having
a preliminary non-waterproofed device is something to consider when decid-
ing the physical design of the detection system and hardware. The main rea-
son why this would be an inconvenience in the design is the fact that patients
would need to temporarily remove the device when performing daily hygiene
tasks, causing the patient to become unprotected of the benefits of the detec-
tion system during the duration of these tasks. In case of a fall, this could lead
to the inability to request help to medical services or automatically detect the
need of medical assistance readily. A more detailed description of the water-
proofing specifications will be shown in Section 2.2.1.
These aforementioned analogical technologies are often inexpensive, which can
be considered as an advantage of having such a system. However, when it comes
to patient’s health and well-being of everyone in need, it is sometimes needed to
add a marginal increase in cost to improve the system and its reliability. This is one
of the main motivations of this bachelor’s work: to develop an inexpensive control
system for vital functions of a patient, with the purpose of detecting stress caused,
for example, by falls or stressful situations that increase the heart rate of a patient
over a small interval of time. Additionally, human-robot interaction will be made
with a social robot, to communicate with the patient in real time, obtain responses,
and act upon them.
2.1.2 Fall-Detection Medical Alert Systems
Current personal household systems usually include fall detection systems in their
preexisting alarm system as an additional feature that can be agreed upon. These
systems usually use proprietary software and fall detection mechanisms based on
more general methodologies ([13]; [8]).
These systems have several advantages:
1. They are connected to a control center where assistance personnel have the
possibility to communicate directly with emergency personnel such as fire and
police departments.
2. Sensors will work with high accuracy based on proprietary-based detection
mechanisms, if the patient is within the range of the sensors.
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3. The systems include additional support for buttons, connecting the medical
system to the landline.
4. There are always people available for aid.
And disadvantages:
1. They are unable to detect a fall whenever a patient is not in the range of detec-
tion of the sensor of the alarm system. A solution for fixing this disadvantage
would be to equip the house with a greater amount of sensors surrounding the
household completely. This can incur in a significant increase of pricing when
installing the system.
2. In case the patient decides to include additional support for buttons, and some
of them are wearable, the patient may be subject to all the disadvantages previ-
ously discussed in Section 2.1.2 about button-pressing activation devices. Also,
wireless buttons may suffer from battery inconveniences, such as having to
recharge the devices periodically.
3. The systems are much more expensive than simpler alert systems.
Button-Pressing Activation Systems
More specifically, inside the personal household systems, many designers and busi-
nesses attempt to make the use of the device as clear as possible to the patient and
their families, by just implementing a button that may be considered dull by the
patient because of its simple design. This design idea has happened since early de-
signs and productions of hardware devices for this purpose ([14]; [15]) and has been
refined over the years to allow additional functionality ([7]). Initial ideas included
pager systems with additional panic buttons that could be activated. However, with
technological advances, designed systems allowed wireless communication with a
remote central station. Finally, more recent designs expand this communication with
more recent paradigms, such as WiFi or 2G/2.5G/3G/4G internet communication
([16]). The implementation of a panic button is also considered, as a location track-
ing mechanism ([16]), however there is no further real-time analysis that can aid a
person in real-time, in the moment of an emergency.
Devices, as often happens, can include an alert button which the patient can activate
or press, in order to inform an emergency system of a harmful or disruptive situ-
ation or medical condition. Also, in order to prevent false-positives, an important
design issue that needs to be considered, the device can also implement preventative
measures that require the patient to press the button in a specific order or sequence,
for example, the pressing of the button successively 3 times, or alternatively include
a preventative measure which consists of confirming whether the button press was
intentional or not. This would be able to be implemented in devices with a greater
range of patient-input buttons, such as a menu in which the patient can select, go
right, left, up and down with arrows or other designated buttons. As we have pre-
viously mentioned in Section 2.1.1, some advantages and disadvantages of this are
the following: Advantages:
1. Ease of use due to the simplicity of the design of the wearable device.
2. Low cost of hardware.
Disadvantages:
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1. Accidental false positives where the patient is doing a task and pushes the
button against a door, a wall... This can also happen while in the higher-
consciousness levels of sleep.
2. Possibly, intentional false positives, caused at will by the patient because he/she
is disoriented or does not remember the purpose of the button. This can hap-
pen to patients on early or advanced stages of dementia.
3. The device can be considered a burden by the patient, which discourages him/her
to continue wearing it.
4. Immediate medical assistance can not be provided with some of these sys-
tems, as only location tracking is implemented on the event of the pressing of
the panic button ([16]). Also, the current state of the patient can not be mea-
sured in real-time, medical practitioners are only warned that a button has
been pressed, with no additional information of any kind.
All the advantages and disadvantages discussed in this section need to be consid-
ered when doing the physical design of a new device. It is also observable that, the
scientific proposals for real-time aid of a patient are not clear, and they include non-
vital information of the patient, such as its location, without looking at information
that may be useful in an emergency situation, such as a history of the patient’s heart
rate from the moment of an alert to medical assistance arriving,
Button-pressing activation systems that are specifically encapsulated under the
intended use in personal households, establish some criteria in order to select people
in need of these devices. In case the economic capabilities of the patient are not
enough to finance the device themselves, the following criteria is considered ([12]):
• It is considered whether the patient lives alone or spends most of the day alone
without contact with other people - physically.
• The mental health of the patient is also considered, making specific emphasis
on whether the patient has anxiety or anguish caused by its loneliness and
isolation from society
• Risk of a medical emergency based on the age, possible disabilities of the pa-
tient and/or a current or chronic illness.
• Low economic resources of patients, and/or of the family of the patient.
There are several things to consider on these systems in regards to their cost
and its efficiency when it comes to results. During the whole existence of personal
alert systems that are connected to emergency systems, there does not exist enough
evidence on the robustness and the economic viability of these systems for the man-
ufacturers and maintainers of the system, and in Europe, there has been a raise in
the amount of studies that are developed in order to identify critical evidence that
supports its efficiency / inefficiency. The expansion of remote assistance in countries
such as Spain has been intense during the last 20 years, and has been favored by the
newly created policies to aid elders in need ([17]).
Additionally, in some cases, governments such as the one in Spain finances one hun-
dred percent of the costs entailed in the maintenance and telecommunications as-
sistance service of these devices for people over the age of 80, and for some cases,
even below this age in some certain conditions. Also, the system can be freely pro-
vided for people over the age of 65 if their state of independence can not be proven
- meaning, that they depend on other people for some parts of their daily habits.
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Finally, there is a rising trend in the amount of responsibility delegated to the
telecommunications centers that handle and act as mediators between a patient and
emergency systems, being these, in some cases, the ones that arrive to the patient’s
household in case of an emergency to check on them instead of the emergency sys-
tems. This causes initially untrained people to be the first responders in emergency
situations, which can be considered as a disadvantage of these systems ([17]).
2.2 Hardware, Firmware and Software
In this section, all hardware, firmware and software technologies used in the devel-
opment of the bachelor’s work will be explained. As these technologies all come
together to form a system, but work independently from each other, a detailed
overview of the system, part by part, must be given. In the following chapters
(Chapter 3, 4, 5), these systems will be joined together and an explanation of how
they work as a whole will be given.
Note that, from now on, instead of referring the Xiaomi band devices with their
hardware IDs, we will use the following pseudonyms:
• ED:61:38:85:D1:FC, which will be called Device 1 from now on.
• D8:59:59:8A:E5:69, which will be called Device 2 from now on.
• E6:A1:BD:94:31:54, which will be called Device 3 from now on.
2.2.1 Waterproof Hardware
Hardware components sometimes require the capability of being waterproof. When
talking about a device that mostly relies on hardware to properly function, and may
be submerged under water in certain circumstances, the waterproof capability is
crucial. Patients who will be wearing this device may be exposed to water or humid
conditions during the use of this device.
As one hardware component of the bachelor’s work is a set of Xiaomi Mi Band 2
devices, a consideration into the hardware capabilities of this device must be given.
Waterproofing systems used for most of the wearable devices present in medical
and non-medical devices are certified on either IP-67 and/or IP-68 [18]. The IP was
created by the International Electro-Technical Commission (IEC), and it is used to
determine the degree of resistance of a device based on fresh water and/or particles.
Other fluids or liquids are not contemplated by this standard (for example, soda,
beer, acids... It doesn’t contemplate either the addition of components into fresh
water such as salt, which makes up salt water). It also contemplates the resistance of
devices to other raw materials such as dirt and dust.
The first digit in an IP-XX certification means that, for a period of eight hours at
a time, it has been tested and proven that the device is resistant to a specific kind of
material. The following table represents the first digit meanings of an IP-Certified
system ([19]; [20]):
The second digit represents the degree of water resistance, which is particularly
interesting. Nowadays, for this second digit, both the 7 and 8 are leading ratings
in the industry. Number 7 represents that the system can be submerged in up to
one meter of water for half an hour, and number 8 represents the ability of the de-
vice to be submerged under 1.5 meters for half an hour. The other codes (1 through
6) also have meaning but are irrelevant as they are no longer contemplated in any
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IP Code Protection
1 Protection from contact with any large surface of the body.
2 Protection from fingers or similar objects.
3 Protection from tools, thick wires or similar objects.
4 Protection from most wires, screws or similar objects.
5 Partial protection from contact with harmful dust.
6 Protection from contact from harmful dust.
TABLE 2.1: IP Codes for the respective amounts of harm caused by
materials to a IP-certified system (1st digit).
IP Code Protection
1 Protection against vertically dripping water
2 Protection against vertically dripping water with a <15o degree tilt
3 Protection against vertically dripping water with a <60o degree tilt
4 Protection from sprays and water splashes in all directions
5 Protection from low-pressure water projected from a nozzle of 6.3mm of diameter
6 Protection from low-pressure water projected from a nozzle of 12.5mm of diameter
7 Protection from water immersion with a depth up to 1 meter or 30 minutes
8 Protection from water immersion with a depth of > 1 meter
TABLE 2.2: IP Codes for the water resistance of an IP-certified system
(2nd digit)
water-resistant wearable device: not on Xiaomi Mi Band 2 or its competitors. The
protection standards against water usually require a rating of either 7 or 8 in devices,
because the lower ratings have worse qualities that the consumer takes as granted -
for example, the protection against vertically dripping water (IP code 1), or protec-
tion from sprays and splashing of water in all directions (IP code 4) - ([19]; [20]).
A combination of both explained numbers construct the IP-67 and IP-68 stan-
dards, whose differences are how deep the device can be submerged underwater
(less or more than 1 meter).
2.2.2 Bluetooth Technology
Bluetooth Technology is used in several wearable devices as well as smartphones
and personal computers as a solution for wireless device communication, using OTA
(Over the Air) transmission ([21]). This technology is based on an ad-hoc network,
meaning, a decentralized type of network without a structure, that builds this struc-
ture over time with the devices that interconnect with each other. The use of this
technology in the communication of smartphones and wearable devices is common
practice nowadays. This is due to the hardware required to communicate devices
being ideal for devices that can’t be wired, because of the nature of the wearable de-
vice and how it’s used; and for an unstructured type of network. Therefore, no third
party certification authority is required for connecting to another Bluetooth device.
The Bluetooth technology is used in Xiaomi Mi Band 2 devices, as a means to
communicate all the information. More specifically, all used Xiaomi devices use a
technology called BLE (Bluetooth Low Energy) is used. Depending on the manu-
facturing region of the Xiaomi Mi Band 2 device, two different Bluetooth protocols
are included. For the international version, Bluetooth BLE 4.2 protocol is imple-
mented. However, for China-manufactured devices, the standard 4.0 Protocol is
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implemented. BLE technology is commonly used in other fitness trackers, due to its
advantage with the standard Bluetooth 4.0 protocol, whose power consumption is
greater and not suited for devices such as a wearable device; the problem increases
when the sending of information to the mobile phone and its frequency is increased
(which, in case of the final, real-time application, occurs). Therefore, choosing Xi-
aomi Mi Band 2 was integral for this study, and purposefully chosen for having BLE
instead of the standard Bluetooth 4.0 protocol integrated into the wearable device’s
system, amongst the already-mentioned decisions in Section 2.1.1. Another differ-
ence, although less important, is that BLE allows for a connection bandwidth of up
to 250Mbps, instead of the standard 25Mbps in the case of Bluetooth 4.0. However,
since the information I use in my bachelor’s work is limited and doesn’t nearly com-
pare with these ranges of bandwidth, this positive quality was less important.
Finally, the Xiaomi Mi Band 2’s Bluetooth counts with a Bluetooth that is catego-
rized as Class-2 Bluetooth ([22]; [23]). This refers especially to the operative range of
the signal, and is directly related to the transmitting power of the Bluetooth trans-
mitter.
The main differences between the three existing types of classes are:
Device Class Transmission Power Intended Range
Class 3 1 mW Less than 10 meters
Class 2 2.5mW 10 meters <=> 33 feet
Class 1 100 mW 100 meters <=> 328 feet
TABLE 2.3: Bluetooth device transmitter classes
In the case of the Xiaomi Mi Band 2, we have a transmission power of 2.5mW,
which equals about a range of 10 meters. This was also thoroughly contemplated
when deciding which wearable device to use. As the distance between a social robot
and the patient with the wearable device needs to be enough for a typical-sized
household, the transmission power of other devices were shown. Additionally, this
transmission also needs to avoid causing issues to the transmission of data between
the device and the monitor / social robot.
2.2.3 Display Technology
In this section, the display technology of the hardware will be discussed. One of the
focuses of choosing an ergonomic and easy-to-use device is the ability for patients
to use the wearable device as a standard watch. Therefore, a display technology that
allows users to clearly see the screen n is important. In the past, many devices used
the standard LED (Light-Emitting Diode) technology. It has been, and still probably
is, the most common type of display available in the display market, including tele-
visions and smartphones. There is a common misconception between the use of the
LED display and the LCD display. Most smartphones and televisions use the LCD
(Liquid Crystal Display) technology as well, whilst the LED technology only refers
to the lighting source of the screen, and how this affects its performance.
In the current market, there is a technology called OLED (Organic Light-Emitting
Diode), which is nowadays used in higher-end smartphones, and wearable devices
are also catching up. Examples of the use in higher-end smartphones are the most
recent iPhone X and XS versions. Other Android equivalents of higher-end devices
are the Google Pixel 3; and, in the TV world, we can also see the LG C8 display that
features this technology.
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Both LED and OLED technologies have differences between each other:
1. Pixel illumination: the main concept to differentiate them is that LED displays
emit light to illuminate pixels on a screen, while the OLED technology pixels
produce their own light source.
2. Brightness: With respect to brightness, LED LCD displays are brighter than
OLED displays, which is something to consider on smartphones and televi-
sions. This also causes a higher battery use (when we talk about smartphones
and wearable devices) or a higher power use (televisions). This has also been
a determining factor when choosing which kind of device was better to repre-
sent and be chosen to implement part of the system of my bachelor’s work.
3. Color: directly related to brightness, the color, as it is in all displays, is a 3-
component RGB element for each pixel in the display. Since the brightness
is lower for OLED displays, colors appeared less realistic on early-age OLED
televisions; nowadays, this problem no longer appears. These days, the com-
mon problem with color is its volume: the saturation of the color appears to
be less realistic on OLED displays than LED LCD displays. However, for the
purpose of this bachelor’s work, this isn’t an issue since the only color being
displayed is white, and color volume is not an problem. With respect to the
directly-related brightness, upon testing the Xiaomi Mi Band 2, there doesn’t
seem to be any issues when reading the OLED display, unless the device di-
rectly staring down the sun.
Many modern wearable devices nowadays use an OLED technology. Comparing
to its predecessor Xiaomi Mi Band 1, which used a standard LED display, Xiaomi Mi
Band 2 uses OLED technology for its display. It’s also been studied that LED and
OLED have differences with respect to performance ([24]).
Thus, this display technology comparison was useful for choosing the Xiaomi
device, taking into account battery consumption and brightness, and how this will
be beneficial for patients.
2.2.4 Sensor Technology
Sensor technology is something very necessary in the domain of a wearable device.
We usually can distinguish between three types of sensors: cameras, accelerometers
and vibration actuators.
In many modern wearable devices, these are the main components that are needed
in order to obtain external information from the real world. Also, their small sizes
make it perfect for an ergonomic design that doesn’t exceed in size and makes the
design cumbersome. Devices such as the Xiaomi Mi Band 1, 2 and 3 all have cam-
eras, accelerometers and vibration engines. These so-called cameras are not cameras
in the traditional sense of the word. They obtain information from the outside world
with a technology called photoplethysmography.
In the Xiaomi Mi Band 2, we have a photoelectric heart rate sensor, which also
receives the name of a PPG (photoplethysmography) sensor, which measures the
heart rate of the user by shining light into the skin of the user, and calculates the
amount of light that is reflected and scattered by the blood flow. This is based on
the principle that the light that comes into the body, more specifically located in the
2.2. Hardware, Firmware and Software 13
wrist area, will scatter depending on the blood flow changes predictably. The PPG
is composed of several components, at a lower abstraction level:
• Optical emitter, which sends lights, typically green - such as what happens
with the Xiaomi Mi Band 2 - in order for the optical emitter to work properly
with all kinds of skin tones. Xiaomi Mi Band 2’s optical emitter is composed
of 2 LEDs.
• Digital Signal Processor (DSP) which is in charge of analyzing the scattered
light and translating this information into human readable heart rate values
that we can make sense of.
The purpose of accelerometers and photoelectric sensors are especially contem-
plated in this bachelor’s work. Accelerometers measure the acceleration of the de-
vice at any given point in time with respect to the device’s instantaneous rest frame.
They serve as measurers for the indirect amount of activity a user is doing. This can
vary between users that have a different stride, or a different way of walking. For
example, a patient with a broader arm movement will give different accelerometer
values than a patient with a narrower arm movement. Also, this indirect amount
of activity will vary depending on the type of activities the user does on a daily ba-
sis, i.e. a construction worker, who repeatedly uses his/her arms for many of the
things at work, will have different activity records than a user with a sedentary line
of work.
Photoelectric sensors are, on the other hand, typically used to gather heart rate in-
formation in wearable devices. Because having small photoelectric sensors does also
imply that the quality of the image recorded by the sensor can’t be as good as a
higher-quality photoelectric sensor, the use of these photoelectric sensors in wear-
able devices is typically destined for this kind of activity.
2.2.5 Firmware Technology
In this section, the firmware specifications of the Xiaomi device are described. As
firmware is essential in embedded systems, and all wearable devices fall under this
category, firmware technology must be detailed as it is an important part of the func-
tioning of the system.
The firmware, which can be defined as precompiled software embedded into the
hardware of the system, is integral and essential for the proper functioning of any
wearable device. Since the firmware, once distributed, shouldn’t contain any error,
and updating the firmware in already-distributed devices is complicated and may
not be installed into every device, as it is the discretion and responsibility of the con-
sumer to do so, firmware updates are rare.
In all wearable devices, the firmware is normally changed when a new batch of
products is manufactured, and updates are seldom. In Xiaomi Mi Band 2, there are
several firmware versions, each of which has its own updates. However, having a
version of the firmware also requires to have its equivalent proprietary-based soft-
ware of Xiaomi for wearable devices, called Mi Fit. Without this software, updating
the firmware is very hard and downgrading it is impossible. Here is an example of
Xiaomi Mi Band 2 firmware changes between versions, seeing how some new func-
tionalities are implemented and how the Mi Fit version must also change in order to
properly connect the device to a smartphone:
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Version 1.0.1.54 1.0.1.47 1.0.19
Activity Recognition No deep sleep No deep sleep Works
HR Measurement Works Works (No HR Measurement)
Mi Fit Version 3.1.0 >2.4.0 (No app)
TABLE 2.4: Xiaomi Mi Band 2’s firmware changes between versions
([25]).
2.2.6 Software Technology
When talking about the software on most wearable devices nowadays, it varies de-
pending on the manufacturer, even though the functionalities implemented by the
software are very similar. The software can be decomposed into two parts: the one
that allows communication with a smartphone, and the one that implements the
functionalities in order for the wearable device to acquire some kind of intelligence.
With respect to the functionalities, all code is proprietary by the manufacturers,
and without further inspection, nothing can be analyzed. In the case of the Xiaomi
Mi Band 2, we can say that the only recognizable part of the software is the storage
system, local to the wearable device until it is downloaded into a smartphone using
the proprietary Xiaomi application or other third party applications that allow this
as well. Information in natural language can be accessed through the use of official
- or unofficial - applications that automatically process the data in the database of
the wearable device. The set of information that can be observed in the database - a
PL/SQL structured database - will be further analyzed in Chapter 3, where an anal-
ysis of the database structure will be made. Also, a data storage efficiency analysis
will be performed, analyzing the amount of data that the device stores, and seeing
how all this impacts at the performance.
2.3 Tools
In this section, the set of tools and libraries/modules that have been used for the
development of the code for the social robot will be explained.
2.3.1 Programming Languages
For the development of the code, two standard programming languages were cho-
sen: C++ and Python. C++ is a general-purpose compiled programming language
that efficiently allows programmers to incorporate programming solutions to prob-
lems. It is statically typed, and was developed by Bjarne Stroustrup as an extension
of the original C programming language ([26]). C++ is often considered the equiv-
alent of C with classes, as well as other additional improved functionalities, such
as an improvement in the standard library, that allows using data structures very
simply, as well as strings instead of arrays of characters in C. The C++ program-
ming language will be used in this bachelor’s work partly in the social robot’s code.
Therefore, the C++ code will implement, in this bachelor’s work, a producer, in a
producer-consumer architecture. Python, which is an interpreted high-level pro-
gramming language, was released in 1991, and was originally designed by Guido
van Rossum. It provides many simplicities not found in other programming lan-
guages and the use of modules / libraries is typically more convenient than in other
2.3. Tools 15
programming languages. For this, and because ROS (Robot Operating System) sup-
ports both C++ and Python, both languages are used in the development of the social
robot’s code, in order to learn and showcase my knowledge in both programming
languages simultaneously. Therefore, the Python code will implement, in this bach-
elor’s work, a consumer, in a producer-consumer architecture. More details about
the used architecture will be discussed in Chapter 5.
2.3.2 ROS
In the domain of the software used indirectly on robots, there are several industry-
level Operating Systems used for the production of robots. Typically, it is common
practice that companies use their own built-in Operating System for the develop-
ment of industry-level robots, because hardware and software needs to pass certain
certification requirements. Controlling both the hardware and software parts of the
robot is the only way to predict the operations of a robot at all times, and ensure
that no critical errors occur. This is especially important when talking about robots
that operate in the field of Real-Time Systems, more specifically critical real-time sys-
tems, where a missed deadline or the improper functioning of a part of the system
can cause harm to humans, or in some cases, even death. However, there is one well-
known open-source alternative to all the proprietary OS’s used by the companies:
ROS or Robot Operating System. This OS is a robotics middleware that provides the
system with hardware abstraction that can allow companies to develop the software
part by abstracting the hardware partially or fully. It is not technically an Operating
System, but it includes many features that allows inter-process communication; as
well as package management and hardware abstraction amongst its many features
([27]). It allows a very homogeneous and simple communication between nodes
over the Internet or in a distributed manner.
In the case of this bachelor’s work, ROS has been chosen as the standard Operating
System on top of the robot. This was not arbitrarily chosen, as the licensing of this OS
is not necessary as it is open-source, and it is very convenient for the development
of social robots. The department of robotics and automation systems of the Univer-
sidad Carlos III de Madrid, RoboticsLab, have developed all robots to have ROS as
its underlying middleware, running between Linux and the robot’s hardware.
The development of robots can rely on ROS as its middleware, because of its
many advantages. Some applications may need to implement:
• Image processing or analysis, including video or other forms of interaction
with sensor cameras, which can be aided by the use of the OpenCV library in
both C++ and Python, for which ROS is a possible candidate. OpenCV stands
for Open Computer Vision, and is a library developed specifically for image
processing and rendering.
• AI, machine learning, deep learning and other related modules, which can be
found in the Python programming language is also prepared for, and ROS runs
on top of it;
• Any other possible, imaginable, software requirement that can be satisfied
with either C++ or Python, is valid and implementable underneath ROS.
Note that ROS is a robotics middleware and therefore is not capable of supporting
operating system basic concepts, such as scheduling, memory, storage, file system
and processor management... It must run on top of an Operating System. In case of
ROS, it is supported to run on Ubuntu distributions; it is therefore limited to run and
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be updated on a 5-year span (which is Ubuntu’s Operating System updating policy)
for security reasons. However, from Ubuntu 18 onwards, this policy will change to
a 10-year lifespan. Therefore, for the development of software using ROS, the choice
of distribution is important. In case of this bachelor’s work, all software has been
implemented using both Ubuntu 14.04 LTS and Ubuntu 16.04 LTS, being the latter
the one in which all experiments and tests are made, for the aforementioned security
and lifespan reasons. The architecture chosen is 64-bits.
However, some modules can only run on 32-bit machines (such as the Nuance
speech recognition software currently present as an option in the speech-recognition
system of the social robot). Therefore, these special 32-bit modules will run inside a
64-bit Docker container, which will communicate as a 64-bit ROS node to all other
ROS nodes in the system of the social robot.
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Data Collection Application
3.1 Purpose
The purpose of having a data collection application is the collection of data from
test users. This data is captured in real-time using a Xiaomi Mi Band 2 device. The
data does not require an Internet connection, as the process of recovering all the
stored data is done via Bluetooth through a smartphone. Users are required, after
the development of the Android application has been finished, to use the applica-
tion for the purpose of logging their daily activities and habits through the use of
a SQL Database. This application is installed in Android device of the user, in a
complementary way, together with carrying a Xiaomi Mi Band 2. The wearable de-
vice will monitor the user’s heart rate simultaneously over a period of three days.
More information about the Xiaomi Mi Band 2 study will be discussed in Chapter
4. After the data collection process has been done, the data will be extracted from
the mobile device through the use of Android Debug Bridge (ADB) related tools.
More specifically, the tool that will be used is Android Studio. It subsequently re-
quires the Android Source Development Kit (SDK) to be installed, which is a set of
tools that allows to extract and display information from several devices. It will be
used specifically for extracting information such as the database where all data will
be stored, via USB connection, through Android Studio’s Graphical User Interface
(GUI). Afterwards, this information will be studied. The kinds of information that
are and can be extracted from the user’s database are:
• The user’s type of activity. There are several activities which the user can in-
dicate: Rest (Reposo), Walking (Caminar), Physical Exercise (Ejercicio Físico),
Sleep/Rest (Dormir) and Others (Otros). The ’Others’ activity is created for in-
dicating all other activities the user is doing but is unsure whether the activity
may fit. For example, showering or working in an environment where the user
stands up and sits down very frequently.
• The time in which this activity has started. The user was explicitly asked to
indicate the activities when they were started - preferrably - because this could
benefit in the future study of data to measure the heart rate changes at this
time.
• The duration - or an estimate - of the activity. Users were asked to try to be as
accurate as possible and do their best when logging information. It is under-
standable that it can be cumbersome to log all information with high frequency,
but this was very important for the study. Users were asked mainly to indicate
major changes in their activity - for example, sitting at home and preparing to
go to the gym; walking in the street and sitting down -. In the analysis phase,
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we will consider that users may not have been completely accurate and precise
on these annotations about their activities.
There are two different parts of this study: the data collection and analysis processes:
• First, the data collection process, that uses an Android application to log user
activities while they are wearing a wearable device. This part could also be
caled the Android application part, and is performed in this chapter. The An-
droid application created for this purpose is named the Medical Logger appli-
cation.
• Secondly, the data analysis process, that focuses on the data from the Xiaomi
Mi Band 2 (accelerometer and heart rate values with a timestamp). After ex-
tracting this information, it is analyzed. This part can be also called the Xiaomi
Mi Band 2 part, and is performed in Chapter 4.
Therefore, all the information previously mentioned in 3.1 is stored and kept until
both parts of the study have been completed (the Android application part, and the
Xiaomi Mi Band 2 part). Then, a more comprehensive analysis of activities, times-
tamps and heart rate frequencies during these activities will be carried out in Chap-
ter 4, by correlating and making conclusions from both parts of the study.
3.2 Android Application Requirements
In this section, the requirements of the Android application are described. For the
purpose of having a easy-to-use, simple application, we gather the following re-
quirements:
1. The application must be error tolerant: when a user indicates a duration of an
activity that is not the one they desired to input, they would have the oppor-
tunity to overwrite the last introduced value by clicking another button, or
through the interaction with a progress bar. Another example is if the user ac-
cidentally accessed a menu that was not desired. In this case, the user would
have the option to return to the previous menu with built-in navigation but-
tons, apart from the ones already existing in the mobile device.
2. The application must be resilient: in the event of an exception launching, through
exception handling code, the error would not cause the application to crash.
For example, having an exception handler for changing the orientation of the
mobile device from vertical to horizontal inside the application. This would
normally break the design of the Android application and launch an excep-
tion; however a new layout is launched when this happens.
3. The application must be easy to use and minimalistic: the UI design is intention-
ally made very simple not to overwhelm or distract users from the original
purpose of the application, which is introducing activity data. As a result, the
application does not have any color that can be considered distracting, or any
button that is not required for the specific functionality the application was
designed.
3.3 Architecture
In this section, the architecture used for the development of the Android application
is explained. This architecture is based on the concept of activities.
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FIGURE 3.1: Android application Lifecycle ([28]). Here, we can ob-
serve an average execution of the Android application, where a user
launches the application, chooses an activity and a duration, and con-
firms the selection.
3.3.1 Activities
Activities are classes that constitute the execution of an Android application at any
given time. The activity lifecycle describes the different states in which an activ-
ity can be, depending on whether the application is in the foreground (in the GUI)
or not. The Android system instantiates these activity classes by invoking specific
methods, each of which represents a state of their lifecycle. The lifecycle of an activ-
ity can be shown in Figure 3.1:
These activities take control of the GUI temporarily, as long as the user is interact-
ing with this activity. We can observe the static view of the system and dependencies
between classes, through a class diagram in Figure 3.2.
The specific functioning of each activity can be found in 3.3.1. As we can observe
in Figure 3.2, we have MainActivity, which has a 1-1 relationship with the Home-
page activity. This happens because the homepage activity is launched directly after
the MainActivity activity. There is not any composition or dependency involved ei-
ther, as they do not share any data between them.
We can also see that we have a 1-1 relationship between the Homepage activity and
the Duration activity. As we explained before, this is done intentionally this way,
by only passing and exchanging data between these process with the name of the
button pressed, in order to differentiate which activity the user is going to perform.
More information about the set of data shared between these elements can be found
in Section 3.3.3: Sequence Diagrams.
Also, we can see that the Data and DatabaseHelper classes has a 1-n relationship.
This is due to the fact that the Data is an auxiliary element of DatabaseHelper and
can be instantiated as many times as needed. In the implementation, one Data in-
stance is created for each element to insert into the Database. That means that, if the
user decides to press the confirmation button four times sequentially, four different
Data instances will be created for its compilation and storage into the database.
Finally, we see that the Duration activity and the DatabaseHelper class is governed
by a 1-1 relationship, as there is only one DatabaseHelper instance created, at the
creation of the Duration activity, and remains that way until the Duration activity is
destroyed.
We will shortly describe the functionality of each of the activities in the following
subsections.
20 Chapter 3. Data Collection Application
FIGURE 3.2: Class Diagram of Logger Android application.
MainActivity
This activity is the launcher of the application, meaning that it is always executed
first when the Android application loads onto main memory. Its functions were
very simple: it shows a splash screen for a duration of 300 milliseconds, with the
icon of the application, and redirects the flow of the process to the next activity: the
homepage.
Homepage
This activity was the main and most frequent activity as shown by users. Since all
specific activity buttons were in this screen, users had to be in this screen in order to
select their future/imminent activity to perform. If the user performed a click on a
button, they would be redirected to the next activity (the Duration activity), with a
additional parameter passed to this activity as text (the name of the type of physical
activity performed by the user). This was implemented in order to avoid having
to create five different activities for the duration, one for each type of activity. The
execution of the Homepage activity therefore can lead to one activity, Duration, with
five different String arguments. The type of physical activity performed by the user
can be one of the following: sleep, other, physical exercise, walking and resting.
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Duration
This activity is in charge of providing the user with a set of tools to determine, in an
easy and intuitive way, the duration of the activity of the activity that they are going
to perform. For that, there are two different possibilities:
• To indicate the duration with a progress bar, which implementation is made
from scratch for indicating a range of time (between 0 minutes to a maximum
of 10 hours). The progress bar advanced, and was designed to advance, one
percent every 10 minutes. This was made for user interface (UI) simplicity, as
it is not visually elegant to have non-multiples of 10 in the durations of the
progress bar. Note that the application was initially designed to include all possible
amounts of time (3 minutes, 27...) however this design was replaced by the simpler
option of having multiples of 10, because during the preliminary testing phase of the
Android application, users reported this preference in the final progress bar.
• To indicate the duration with four different radio buttons, whose durations
were 1, 2, 4, and 8 hours respectively.
In case the user had indicated a time they did not desire; pressed two different radio
buttons; or chose to first use the progress bar, but then wanted to introduce the final
duration using the radio buttons, the latest introduced duration would be the one
stored in the database when confirming the duration. So, the interaction between the
progress bar and the radio buttons is made possible intentionally in order to have a
simple user interface (UI) with error tolerance.
Once the duration was set, by any of the aforementioned ways, the user had
to press a button to confirm the duration. In the event of a button press by the
user, this information would be stored persistently in a SQL Database in the internal
storage of the mobile device, using standard system calls to write into a file. The
information logged into this file has already been mentioned in Section 3.1. When
the user confirmed the button, a toast message appeared on the screen, to inform the
user that the information was successfully stored. We can observe that in the third
image in Figure 6.1. Finally, the user had the possibility to return to the Homepage
activity, using a button that redirected the user to this activity, at the end of the
activity’s interface; or simply pressing the back physical button of the mobile device.
Data Management Functions
It is composed of two classes: the Data activity and DatabaseHelper activity. These
classes do not have any view or interface associated to it. The reason why they do
not have a GUI is because their purpose is to manage data structures and the connec-
tion with a SQLite3 database. Therefore, they are considered auxiliary classes that
allowed others to perform more complex tasks. In this case, both these components
act cooperatively to manage the SQLite3 Database that is operable by calling the
functions of these activities. For this purpose, the Duration activity can instantiate
the DatabaseHelper class and use its functions using an Object-Oriented Program-
ming (OOP) paradigm, to commit the user input into the database. This is the action
performed, on a lower abstraction layer, when users confirmed the duration of the
activity, as mentioned in Section 3.3.1.
In the implementation of the Data class, the definition of the data that was stored
in the database was defined. It included:
• An ID for the element stored, to avoid duplicate rows in the relational SQL
Database.
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FIGURE 3.3: Android Manifest of the Android application. In this
picture we can observe all components explained in 3.3.2. All meta-
data, such as the name of the package of the Android project, as well
as other data (name of the Android application, location of the appli-
cation’s icon) can be found here. Additionally, we can define different
intents, with custom identifiers, to change context between activities.
• The current date, formatted into a human-readable format for simplicity.
• The action chosen by the user, which was previously passed as an argument
from the Homepage activity to the Duration activity.
• The chosen duration of the activity by the user.
To summarize, both functions implement the necessary SQL statements to have
a programming interface in Java-readable format and a database that persistently
stored all the information introduced by the user.
3.3.2 Android Manifest
The Android manifest is a special XML (Extensible Markup Language) v1.0 file asso-
ciated to every Android Studio project by standard. In this file, a lot of information
can be found and specified about the set of activities. The Android manifest is crucial
for the development of the Android application. We can see the Android manifest
in Figure 3.3. It performs the following tasks:
1. Set additional names for the activities, called intents, which associated an ac-
tivity with an Android identifier, of type android.intent.action.XXXX, where
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FIGURE 3.4: Sequence diagram of the execution of the Android ap-
plication, activity Duration.
XXXX represented the name of the intent. This name could be anything, and
would later let us call the startActivity() function in order to switch from one
activity to another, simply using the preset intent name.
2. Indicate which of all activities shall be executed when the application launches,
also known as the application launcher. This is defined modifying the category
of the intent, of type android.intent. category.LAUNCHER, whereas all the other
non-launcher activities need to be in a different group, of type android.intent.
category.XXXX, where XXXX could be anything, as long as all the other activ-
ities are grouped inside.
3. Set the name of the Android application.
4. Set the default icon for the Android application.
3.3.3 Sequence Diagrams
In this section, the flow of all activities will be studied and graphically shown, to
demonstrate how the usual execution of the application was handled. Using pre-
vious knowledge from software projects management, the following sequence dia-
grams were developed, and making use of UML (Unified Modeling Language) for
having consistency in the designs. UML is a general-purpose language that allows
the development and modelling of software systems. It provides a standard view
of the design of the system, therefore it will be very useful here to comprehend the
components and subcomponents of the Android application.
In this section, we will use a Data Flow diagram in order to see which kinds of
information are shared in a dynamic way, emulating the real execution of the appli-
cation. The execution will be method-specific. Aside from these general, high-level
sequence diagram found in Figure 3.4, we can observe lower-level, function-specific
sequence diagrams in Annex C. Herein, we can observe the set of high-level se-
quence diagrams, one corresponding for each method in the used classes:
3.4 Data Extraction
In this section, the process of extracting the database from the internal storage of
the device of the user is explained, as well as the structure of the own-developed
SQLite3 database to store user data. The process of extracting information had to
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FIGURE 3.5: Internal Storage of a Mobile Device as seen from An-
droid SDK’s ADB
be done individually and physically (by meeting with all users of the application
at the end of their respective studies). This was very time-consuming. Therefore,
approximately during the mid-phase of the study, other design mechanisms were
leveraged, that allowed the possibility of sending the user’s internal database by
email to the application’s developer. However, due to the high complexity of the
implementation of this mechanism, this design idea was deprecated, as the applica-
tion had a simple purpose, and the complexity of this task was disproportionate to
the rest of the application’s features. The process consisted of extracting, with the
help of Android’s SDK (Source Development Kit), more specifically, ADB (Android
Debug Bridge) the database via a USB serial port connection between the user’s mo-
bile device and a computer with Android SDK installed on it. When connected, and
giving additional configurable mobile device permissions (developer permissions),
this USB connection was allowed. The set of permissions that need to be configured
on the device of the user will be further discussed in Section 3.4.2. In Figure 3.5 we
have an illustration of the menu of the internal storage of a test mobile device. Ad-
ditionally, we can observe the presence of the database inside the mobile device’s
storage in Figure 3.6.
Finally, by accessing the data folder in the internal storage of the device, more
specifically, this path: /data/data/<packagename>/databases/<databasename>. The data-
base could be extracted and saved into the corresponding PC, in which data would
be stored in its corresponding category of the user and stored confidentially in an
encrypted USB stick. We will talk more about how the security of the confidential
information provided by the users was handled in Section 3.5. Note that personal
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FIGURE 3.6: Database of the Android application visible in the direc-
tory hierarchy of the Android application inside the mobile device.
The mobile device is connected via USB to the computer where An-
droid SDK’s ADB is running.
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FIGURE 3.7: The only table in the database and its structure can be
observed here.
information about other applications could be accessed. However, since all Android
applications that are found in the Google Play store have a special mode, called
release mode (they do not allow their information to be extracted by default), the
information of other applications could not be extracted, allowing users to preserve
the privacy of their mobile devices with the exception of the Android application.
Note that this Android application had to be developed and then released with de-
bug mode in order to allow data to be extracted. Even though a free version of
the application can be found in the Google Play Store in release mode, and the ini-
tial purpose of the distribution of the applications was to give users this .apk file
through Google Play, it was not possible in the end; and the distribution of this ap-
plication had to be done individually through a shared link in Google Drive. How-
ever, a more sophisticated implementation that did not need to access the database
through a serial port USB connection would require the application to have release
mode enabled.
3.4.1 Android Database Structure
In this subsection, we will explain the structure of the own-developed SQLite3 database
used in the Android application. This database was created with the purpose of
storing user data in the Medical Logger application, and then extract it in the ways
explained in Section 3.7. The database consists of only one table which stores all
data. Figure 3.7 illustrates the structure of the only table present in the database.
In Figure 3.8 we can observe some sample data extracted from a mobile device
used for testing. As we can observe, the precision of the date where the user presses
the confirm button (which saves this data in the mobile device’s internal storage ac-
cording to the mobile’s local time) will allow us to correlate all data from the Xiaomi
Mi Band 2 device (in Chapter 4) with the type of activity the user indicated. In case
the user indicated an indeterminate duration, the activity was considered to last un-
til the next activity was marked in the Android application. This was something
important to consider, as this could incorrectly categorize the heart rate of a user
with a specific activity, if the user forgot to introduce an activity.
3.4.2 Developer Permissions and Requirements
The Android application was tested with an emulated device including Android
API 23. In Figure 3.9 we can observe how many devices will be able to execute the
Android application based on the API version. However, this does not constitute
the minimum API level that a mobile device needs to have in order to execute the
application. In fact, as the application does not use any special gadget or addon
provided by these API levels, it is estimated to work with the minimal API level,
meaning, Android Jelly Bean (4.1), which would allow the application to be executed
in approximately 99.6% of devices. In the build.gradle field, the minimum SDK level
is specified. In case of the Android application, it is API level 16.
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FIGURE 3.8: Sample data from the SQLite3 database, from a user’s
test mobile device, after extracting it from the user’s device with An-
droid ADB, as explained in Section 3.7.
There are a set of permissions that needed to be activated in each mobile de-
vice in order for the application to allow the USB serial port connection with a PC.
Without this connection, the data study would have been impossible to perform, as
information would not have been able to be extracted.
The set of permissions that are required, in a typical modern mobile device (even
though developer menus varied from every Android version and manufacturer), are
the following:
• Debugging - USB Debugging: enables debug mode when the mobile device is
connected to an USB serial port.
• Install via USB - This feature allows installing apps through USB. It was useful
through the testing phases of the application, not in the testing phase, to install
the application immediately from the computer, without needing to send the
application by email, Google Drive or any other form, which would take much
more time. It allowed debugging the application in real time, while looking at
all debug messages in the PC through Android Studio.
• USB Debugging (Security Settings). It allows granting permissions and sim-
ulating input via USB Debugging (which is often used for clicking and nav-
igating through the application using Android Studio. This was used in the
development phase of the application too.
• Verify apps via USB. It checks if apps installed via ADB are harmful. This had
to be disabled, as some mobile devices restricted the installation of the Logger
application without this option disabled.
This developer options menu is initially disabled and hidden to the user. In order to
activate it and make it visible, the IMEI of the mobile phone (typically, this is what
needs to be clicked) needs to be located and clicked a given number of times (typi-
cally, 5 times). For security reasons, the menu is not public in a factory-reset mobile
devices, as its use is intended only for experts. Wrongly modifying information in
this menu could cause severe consequences to the mobile device permanently. Inside
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FIGURE 3.9: Here, we can observe all API levels and the estimated
availability percentages in the devices throughout the world.
this menu, we can find several security options that initially restrict mobile devices
to use USB Debugging and other tools that were required for extracting the database.
These had to be activated, with consent from the user, and after the end of the study,
disabled again to its original state, to protect users from unauthorized and further
use of these tools against their mobile devices. We can also see an illustration of this
menu in Figure 3.10.
As mentioned before, the corresponding set of required permissions were acti-
vated and the study could then begin, sending a Google Drive link to the user with
the .apk file corresponding to the Logger Android application. After installing it,
users would then sign the corresponding paperwork (see Section 3.5) and begin the
study.
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FIGURE 3.10: Android Developer Options Menu
3.5 Study Forms
In this section, the set of forms used in the study are described. The depictions of
these study forms can be found in Appendix A. These forms cover consent forms,
used to collect information from the user and to inform the user of the characteristics
of the study; and user satisfaction forms, given after the study to see the degree of
compliance with the study and satisfaction of test users.
3.5.1 Consent Form and User Profile
Users were given, prior to the study, a consent form, indicating the following infor-
mation:
• Whether the user is employed
• How many times the user exercises a week
• Whether the user suffers from a congenital heart disease
• Whether the user’s relatives have suffered from heart attacks in the past
• Whether the user smokes regularly or on a daily basis
• How old the user is
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• The gender of the user
• The user’s signature
The consent form also explained users the confidentiality elements leveraged in
the study, as well as a brief description of the study and what is required of them.
Also, some personal contact information was present, in case issues occurred during
the study, and ultimately, to return the Xiaomi Mi Band 2 devices and meet up to
extract the database information.
The template used, both in English and Spanish languages (they were given re-
spectively, given their mother tongue), as the consent forms, can be observed in
Appendix A: (Section A.1 and Section A.2). After signing and consenting to all the
terms in the form, the study began (if the user met all the requirements). They would
also be asked, as the consent form shows, to report any inconvenience during the
study. One example would be running out of battery in the wearable device, as the
chargers of the wearable devices were not provided to test users during the study.
The set of requirements of the user, prior to accepting them in the study, would
exclude any user with a congenital heart disease, because it was initially thought
that this could cause disruption to the normal functioning of a heart in healthy con-
ditions. Additionally, users with congenital heart diseases were discarded because
the bachelor’s work is considered as a proof of concept, and we desired all our data
to be as normal as possible. Also, after having a given number of participants from
an age range (young, middle-aged or old), no more users from this age range would
be accepted, as the study pretends to have at least 10 users for each age group; which
would allow the three groups to be compared statistically in areas, such as obtaining
an average basal heart rate for each one of the three groups, and later categorize test
users of the real-time application to fit their needs better than having an only group.
3.5.2 User Satisfaction Form
Finally, after the three-day period of the study, users would be asked again, in an-
other form, to express their thoughts about the usability of the Android application,
as well as some personal opinions about the design of the application. This form
is called the User Satisfaction form, which can be seen in both Spanish and English
languages, in Appendix A: (Section A.4 and Section A.3).
After the statistical study, users were able to express their thoughts and ideas
about the usability of the application, according to all initial requirements of the
application, which can be observed in Section 3.2. A compilation of all these issues
is explained in Section 3.9.
3.6 Issues
During the extraction of data of the Android application (not considering issues re-
lated with Xiaomi Mi Band 2 devices, which will be further discussed in Chapter 4),
there were some issues that need to be addressed:
• Test users with iOS mobile devices were not eligible to participate in the study,
for compatibility reasons (the application was developed only for Android).
• Users with Samsung devices, after the period of their study, showed that the
database could not be extracted as in any other mobile devices. After further
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investigation, it was shown that Samsung devices are incapable of executing
the run-as command, which makes USB Debugging in Samsung devices com-
pletely void (this was caused by Samsung’s mobile design, as they dropped
a setuid flag, making run-as not able to switch to a different uid). Therefore,
debuggable applications can not exist in Samsung devices. Due to this issue,
which was discovered after three users had already performed the study, all
the information had to be discarded and new users had to be found to replace
them.
• Users that had initially tried to perform the study with the Google Play ap-
plication (which, as mentioned before, did not have debug mode enabled, but
release mode) had to be dismissed because the database could not be retrieved.
• When extracting data, some devices had a smaller number of samples than
others. This raised an alarm and required further investigation. The issue was
that, some users, unbeknownst of the repercussions of connecting the Xiaomi
Mi Band 2 devices to their mobile devices via Bluetooth, had misconfigured
the Xiaomi devices. Since GadgetBridge allowed setting a heart rate measure-
ment interval of 1 minute, and the standard Mi Fit vendor application allowed
a higher range, when users connected the mobile devices with the Xiaomi de-
vice via this application, the standard heart rate measurement interval was
increased, causing measurement intervals to be every 3 or 5 minutes instead.
Therefore, the set of users that did this (a total of three users) had to be dis-
missed from the study and new users were found to replace their data.
Due to all these issues, the data collection process ended up being much longer than
expected.
3.7 Data Extraction
In this section, the process of extracting data from a Xiaomi Mi Band 2 device into
a mobile device is explained. The main tool used for the extraction, as the official
application of Xiaomi, Mi Fit, does not allow for the inspection of these databases
(is protected by default and it is impossible to access this data), a non-official open-
source application, called GadgetBridge, has been used instead.
GadgetBridge is an application that allows any mobile device, with an Android ver-
sion higher than v4.4, to use several devices as a standard replacement for the orig-
inal vendor’s closed-source application, and also without the need of creating a Xi-
aomi (or any other vendors) account, allowing these vendors to store and have a
free pass to all information stored in these devices. The list of supported devices is
numerous, but for the purpose of this bachelor’s work, knowing that all Xiaomi Mi
Band versions are supported (1, 2, and 3) is enough.
Aside from the normal features that any vendor application has, it allows di-
rectly downloading the database from the Xiaomi Mi Band 2, through Bluetooth, to
a mobile device, and then export this database to anywhere - Google Drive is the
technique used to extract the database and keep it updated. This feature was es-
pecially useful, as data needed to be extracted and analyzed efficiently. This is the
main reason why GadgetBridge was chosen to be the ideal application for the data
extraction process. The GadgetBridge application has, however, a limitation: the
minimum heart rate measurement frequenty that can be established and configured
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to a Xiaomi wearable device is one minute, and can not be diminished any further.
When a database is extracted into the mobile device, and because there are sev-
eral wearable devices that could be connected to the same mobile device, the database
structure, as seen in Section 3.8, Figure 3.15, there is a field that unequivocally iden-
tifies the device it has introduced the data, called DEVICE_ID. For example, imagine
a user had three different devices: a Xiaomi Mi Band 2, another Xiaomi Mi Band
3, and finally an Apple Watch 2, and decided to use all three devices for different
tasks throughout the day. Each device would be internally stored with a distinct
DEVICE_ID.
Thus, the same mobile device was used for extracting data from the Xiaomi wear-
able devices, and one final database file was created, with the union of data for all
three devices. After having the database periodically uploaded to Google Drive,
further analysis could be made. This analysis is made in Section 4.1.
3.8 Xiaomi Database Structure
In this section, a comprehensive description of the Xiaomi Mi Band 2’s database
structure is made. The structure of the database is proprietary and created by Xi-
aomi. However, GadgetBridge’s application joins multiple database structures into
a joint one with all data inside. In this database, all information is stored temporarily
in the local cache of the Xiaomi Mi Band 2 device, until connected through Bluetooth
to a mobile device. This data consists of the heart rate measurements of the user, and
must not be confused with the data collected by the Android application, which was
already explained in Section 3.4.1. Information is retrieved by the mobile device and
the information is deleted from the local cache of the Xiaomi device. This way, the
storage of the Xiaomi device doesn’t require to be too big, as it only needs to tem-
porarily store information. A possible disadvantage of this is that, when the local
storage of the Xiaomi device becomes full, information is overwritten and data that
has not been backed up is lost. However, this has not happened during the duration
of the whole statistical study.
On the other hand, the local storage capabilities of the Xiaomi device do not have
any repercussion when it comes to the integration of the system with a social robot
in real time, as heart rate data will be transmitted via Bluetooth to the robot, mean-
ing that local storage will not be used at all.
The MySQL Workbench E/R (Entity-Relation) database schema for the Gadget-
Bridge database can be observed in Figures 3.11 and 3.12. Remember that the Gad-
getBridge database is the union of multiple Xiaomi devices that have been synchro-
nized via Bluetooth with the mobile device where GadgetBridge is installed.
Having a look at the database information, whose study has been done utilizing
the DB Browser for SQLite application for the Windows 10 Operating System, we
can observe several data. All this data is relevant to the application. First, there
is a table called DEVICE. This table is important because it allows us to determine
a relationship where data is, and which device has produced this data. The table
contains the following information:
• Row ID, represented by the field _id, to avoid row duplicates as entries in the
database.
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FIGURE 3.11: Xiaomi Mi Band 2’s database schema.
• Device Name, represented by the field NAME. This is always MI Band 2.
• Device Manufacturer, represented by the field MANUFACTURER. This is al-
ways Huami.
• Device Identifier, represented by the field IDENTIFIER, which is especially
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FIGURE 3.12: Xiaomi Mi Band 2’s database schema.
useful in this case. This row represents the Bluetooth MAC Address previ-
ously addressed. This will allow, when having a database containing informa-
tion from several devices, such as this case (in which data from three different
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FIGURE 3.13: Data present in Device table.
FIGURE 3.14: Data present in Device Attributes table.
devices is mixed. This will be explained in Section 3.7), filtering all the infor-
mation to study data from one device at a time.
• Type of Device, represented by the field TYPE, always 11, but this information
is irrelevant to us.
• Firmware Model, represented by the field MODEL, which is also especially
interesting, as previously mentioned in Chapter 2, because we can differen-
tiate the firmware model of the device. With this firmware information, the
specific capabilities of the hardware device can be observed. This had to be
checked after purchasing all three Xiaomi Mi Band 2 devices, to make sure
that these devices were able to support all the requirements for the study. In
all three devices, the firmware version is v0.1.3.3, which corresponds, as previ-
ously mentioned in Section 2.2.5 ([25]), to the current newest firmware version.
Heart rate measures are available, as well as accelerometer measurements and
all other features (notifications and activity recognition).
All information contained in this table can be observed in Figure 3.13.
Additional device information resulting from another table can be seen here.
This device information is called DEVICE_ATTRIBUTES. It allows checking the old
format for describing the device’s firmware (1.0.x.x), also called as the original Mi
Band 2’s firmware version ([25]):
In Table 3.8, what initially seems like the manufacturing date of the device, can
be observed. However, after further investigation, this is the last time the device ran
out of battery; in the field VALID_FROM_UTC, which is in a standard UNIX epoch
time (which corresponds to the amount of seconds elapsed from January 1st, 1970
at 0.00 AM). A simple conversion can be made to check the last time these devices
ran out of battery, which is, to this date, about 2 months ago. This data can be then
compared with the data present in Figure 3.14 to check the last charging time of
the device. This is very important, because we can identify errors in the Xiaomi
device (such as synchronization errors, or having the Xiaomi device displaying an
incorrect time because it ran out of battery and did not synchronize again with a
mobile device) by looking at the DEVICE_ATTRIBUTES table.
• Device 1: 1548616774480: Sunday, January 27, 2019 8:19:34.480 PM GMT+01:00
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FIGURE 3.15: Data present in Mi Band Activity Sample table. This is
one of the tables of the GadgetBridge database, where we can observe
data from all three devices is mixed up in the same table.
• Device 2: 1548617016700: Sunday, January 27, 2019 8:23:36.700 PM GMT+01:00
• Device 3: 1548967761139: Thursday, January 31, 2019 9:49:21.139 PM GMT+01:00
As devices are recharged personally at the same time, and are not unloaded from
the USB serial port until all three devices are fully loaded, this information is useful
when being analyzed, which begs the question: does Device 3 have more battery
capabilities than the other two devices?
As shown here, there are two devices with the firmware version 1.0.1.69 (D8:59:
59:8A: 59:69 or Device 2; E6:A1: BD:94: 31:54 or Device 3) and one device with the
firmware version 1.0.1.81 (ED:61: 38:85: D1:FC or Device 1). Referring back to [25],
device features can be checked. Firmware version 1.0.1.69 is observed to have been
previously tested with the data extraction software explained in Section 3.7; and
firmware version 1.0.1.81 has not. So, keeping that in mind, the database is is further
analyzed, taking special precautions when performing data extraction operations in
Section 3.7 for Device 1.
Note that, a better suggested design for relating both the DEVICE and DE-
VICE_ATTRIBUTES tables, as having related tables without a foreign key seems
inefficient, would be to implement a foreign key that references the device identifier
of table DEVICE to the identifier of table DEVICE_ATTRIBUTES.
Finally, the table that contains all heart rate and accelerometer measurements is
contained in the table MI_BAND_ACTIVITY_SAMPLE.
We can see some data included in this table here:
In this table, we can observe the following useful information:
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1. Device ID, either 1, 2 or 3, which can be traced back - and ideally through a
foreign key - to the DEVICE table, represented by the field DEVICE_ID
2. Heart rate of the user at the calculated time, represented by the field HEART_RATE
3. Timestamp (in UNIX Epoch time format, represented by the field TIMESTAMP,
which is later useful to graph the heart rate of the user at a specific given time,
and plot all the results from a user in a graphical and elegant way.
4. Accelerometer values corresponding to the accumulated amount in the event
of measurement, represented by the field RAW_INTENSITY.
5. A hard to comprehend field, called RAW_KIND. This field required lots of code
reviewing to check the actual meaning of the values in this column. After a
thorough investigation, it was discovered that this field can vary depending
on the firmware version. It corresponds to some constants, and the hardware
of Xiaomi Mi Band 2 automatically tries to categorize the set of activities per-
formed during the day. There are some applications that try to improve this
system by actively asking the user which kinds of activity it they are making,
such as Mi Fit, the official Xiaomi application for wearable devices.
For example, in firmware version 1.0.1.50, there are some values that can be
extracted, by looking at own data and comparing values:
• 1: walking. Also, codes 16, 17 and 26 (rarely) also appear when walking.
• 50, 66, 98: running.
• 82: beginning and ending of running.
• 112: deep sleeping, which is set to this value when the raw_intensity
value is 0.
• 122: standard sleeping, which is set to this value when the raw_intensity
value is smaller than 20.
• 17: 1 minute before starting to talk and 1 minute after walking.
• 28, 105: waking up.
• 106, 123: falling asleep.
• 80: when the number of steps is 0.
• 89: when the user wakes up.
Of course, these categorizations are completely different between firmware
versions, so it is very difficult to analyze based on this data. Also, the hardware
classifier may fail, so this field will ultimately not be used for data analysis.
However, it is interesting to observe what this constants represent, which is an
attempt of cataloging every action of the user locally within the device.
All the other tables were not included in this analysis, as they were either com-
pletely empty or they did not contain any relevant data worthy of analyzing.
Data Storage Efficiency
With regards to the data storage efficiency of the Xiaomi database, and having pre-
viously analyzed Xiaomi’s database structure, a pessimistic prediction about the
amounts of data the local cache of the Xiaomi Mi Band 2 device needs to store is
made. This, of course, depends on the amount of samples taken and the frequency
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FIGURE 3.16: Table structure of MI_BAND_ACTIVITY_SAMPLE.
of these samples. For this prediction. This is the lowest available heart rate measure-
ment frequency that the GadgetBridge application allows Xiaomi Mi Band 2 devices
to be configured to. We can see a depiction of this by looking at the structure of
the MI_BAND_ACTIVITY_SAMPLE table (Figure 3.15) when this interval is set. For
example, having UNIX epoch timestamps from rows 61135 to 61137 all represent an
increment of 60 after the previous one: 1548849120, 1548849180, 1548849240. Note
that there is a missing value between row 61134 and row 61135. These types of inter-
nal hardware errors are unpredictable and we could not do anything about it, after
analyzing possible causes of the error.
A high percentage of all data is present in the MI_BAND_ACTIVITY_SAMPLE
table, as many tables have no information or just a couple of rows with no more
than 100 bytes each. So, in order to make a prediction about the practical size of
the local storage, this table must be considered as the main and only source of data,
neglecting in the initial calculations all other table sizes; and adding these sizes from
all other tables in the end. When calculating the size of all other tables, the size is
not greater than 500 bytes.
As observable in the database scheme in Section 3.8, Figures 3.11 and 3.12, the
following table structure is found:
As all elements are integers, and integers are represented as 4 or 8-byte numbers,
we need to know the size of integers. In most database engines, it is considered as
a 32-bit number, but since the worst-case scenario is considered here, it will be as-
sumed that the integer is represented as a 64-bit number, and therefore, stored as an
8-byte integer. The sum of all fields, is 7 columns, all of them represented by inte-
gers. Therefore, the size of a row is 7 columns, multiplied by 8 bytes (the size of the
integer) per column. This results in a total of 56 bytes to represent one row of data.
Now, considering that one row is stored into local cache every minute (one row per
heart rate measurement) until downloaded into a mobile device, a total of 56 bytes
is stored every minute. This is equivalent to 3.360 bytes every hour, 80.640 bytes
every day, and 2.419.200 bytes every month. So, approximately 2.3 MiB are needed
to store one sample every minute, for the whole duration of a month. Therefore,
based on these calculations, since the current capabilities of storage and memory are
much higher than this, there should not be any issue to store data for months, or
even years, without overwriting data or losing it - and keeping this data locally.
Therefore, as a conclusion, not downloading this data into mobile devices (as a
way not to overwrite cached data) fast enough will not be a concern for the whole
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purpose of this work.
3.9 Summary
A compilation of all issues mentioned by users in the user satisfaction form was
made. These issues were described in the user satisfaction (see Section 3.5.2) The
following list summarizes all of these issues or suggestions on how to improve the
application:
• Have more options other than the five already pre-defined buttons for deter-
mining more specific activities.
• Make the application available on the iOS platform, in order to attract other
possible test users with a non-compatible Operating System in their mobile
devices. That means, develop an platform-independent application
• Implement an alarm or a vibration in order to remind users to note their activ-
ities. This was the idea that most users requested after the study.
• Introduce more dynamic icons, being these more creative. Also, have a more
colorful UI design, and include more images in the screen. However, as seen
in Section 3.2, this was not the purpose of the Android application.
The application had an average usability value of 8.0 according to users.
Finally, users noted the set of activities that they made with an average frequency
of 8 to 10 times per day (8.5 times every day), having zero users with a lower average
amount of activities noted than 4 per day, and being the highest contributor a user
with an average of 18 activities per day.
With regards to the analysis made to the Xiaomi database, public documentation
about the structure and format of the data and databases was completely non-existent.
Therefore, making an analysis of the internal structure of the Xiaomi device was nec-
essary, to make sure that the capabilities of the device would be enough to develop
this bachelor’s work.
We conclude that the storage capacity of the Xiaomi wearable device’s local cache
is enough to store data in devices for more than three days. Therefore, if further
analysis or study is made, connecting the Xiaomi device with a mobile device via
Bluetooth every three days or less will be enough
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Chapter 4
Data Analysis
This chapter focuses on the analysis and correlation of all data involved in the sta-
tistical study. Both data from the Android application, as well as data obtained
from the Xiaomi wearable devices, is involved in this data analysis process. We
will attempt to produce conclusions that can be used for a better understanding of
our statistical test users, and possibly use this information for developing Machine
Learning predictions, as previously explained in Section 1.3.
4.1 Data Analysis
In this section, a comprehensive data analysis of all the data extracted from Chapter
3 is made. For this, we need to consider several categories. First, we will extract
global information from users, obtaining a general overview of the statistics of all
users. Then, going into a higher level of detail, we will make more specific compar-
isons, related to the age and gender of test users. As it is yet not clear whether the
algorithm to develop must consider user-specific data as input (meaning that, when
a user launches the final real-time application, some parameters regarding this user
will be loaded), or simply use a generalized formula for all users, this study will be
made assuming the most complicated case. That is, we will include parameterized
data from users.
The information from which we make the statistical study, is, in the end, ex-
tracted from a sample size of 24 users. The general study was made with a total
of 36 users, however 12 out of these 36 had data that was either corrupt or invalid.
These problems have been detailed in Section 3.6.
4.1.1 Initial Data Set
In this section, an explanation about the initial data set will be given. According
to the data collection made, a total amount of 223.594 samples, meaning, heart rate
measurements, were initially present. Most of these measurements were discarded,
because they included periods where Xiaomi devices were not worn, because they
were idle, or in between batches of test users. Therefore, all periods where the wear-
able devices were not quantifiable, were removed. After this initial filtering, a total
of 30.695 samples were left. As the Xiaomi Mi Band 2 device is not equipped with a
sensor that indicates whether a user is wearing the device, the removal process au-
tomatically took all heart rate values out when they were 0 or 255 (these two values
appeared when the sensor did not catch a pulse, thus, when a device was not being
worn by a user).
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FIGURE 4.1: Gender Proportion of Statistical Study
FIGURE 4.2: Age Proportion of Statistical Study
There is some information from this dataset that we shall show, in order to graph-
ically see the features of our dataset. in Figure 4.1, we can observe that a majority,
although not overwhelming, of all users, were male. Also, note that none of the fe-
male users, out of the total 10 females that participated in the data collection process,
performed physical exercise. However, seven out of the 11 males that participated
in the study performed physical exercise at some point during the data collection
process. ALso, in Figure 4.2, we see that most users were in the first age group (less
than 30 years old). It is also important to see that, even though there is a 27.1% of
users in age group 2 (between 30 and 60 years old), all these users are very close to
hitting their sixties. This is something that will be crucial to consider in Chapter 5
when building the Machine Learning model.
Also, we can observe the number of heart rate samples made for each age group,
which will be helpful to give us an idea of how much information from each age
group we possess:
After removing from the initial data set all heart rate values of 0 or 255, these
data was saved in another file, containing only timestamps where users wore de-
vices, and the corresponding heart rate values. After this, an additional cut-off had
to be made from this file, removing all values exceeding a heart rate measurement
over 220. This cut-off was conservative. As proven by Tanaka H., Monahan KD.,
Seals DR. ([29]), the maximum theoretical heart rate of a person can be calculated
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FIGURE 4.3: Percentage of measurements in age groups and their re-
spective amount of measurements.
based on its age, never being able to surpass a value of 208. However, another sci-
entific study ([30]) establishes that the 220-age formula can be applied to healthy
individuals. As all individuals in the study are healthy, this is also taken into con-
sideration, and both scientific studies are taken into account for removing outliers.
Therefore, assuming that a user can be 0 years old at minimum, his/her heart rate
will be, theoretically, 220 at maximum. Therefore, all heart rate measurements sur-
passing this value are removed from the data set, justifying their removal as outliers.
Additionally, after removing these values, a final outlier removal process is per-
formed, removing all outliers that do not comply with Tukey’s rule. Tukey’s rule
says that all outliers in an statistical study are values that are 1.5 times higher than
the interquartile range from the quartiles, and considering that these quartiles are
in the 25th and 75th percentile. This outlier removal process was also very con-
servative, as both considered quartiles ranges were 20% higher than in the original
Tukey’s rule.
Finally, after this initial data set filtering of outliers and non-theoretical values,
the statistical study began. Note also, that after removing these values, there could
be some gaps when studying dates, and these heart rate measurements were miss-
ing. To automatize the data analysis process, this was considered, and in case of a
user setting a date in the Android application and later not appearing in the corre-
sponding data set, a secondary value for this date would be taken. This secondary
date would substitute the user’s written-down date, and would be one minute later
than the original date. For example, if a user had written down that its physical ex-
ercise activity would start at 2019-03-01 22:03:57 (March 1st 2019, 22.03.57), the data
analysis algorithm would replace this date with 2019-03-01 22:03:00 (March 1st 2019,
22.03.00). Had this value not been found, then this primary date would be replaced
with the secondary date 2019-03-01 22:04:00 (which is, one more minute). Note that
the Xiaomi device only stored one value per minute, as explained previously in Sec-
tion 3.8. There were no cases of not finding two consecutive minutes in any of the
users, as expected.
Therefore, as the probability of not having two consecutive dates (having previously
deleted two consecutive measurements due to their being outliers) is slim, there
were no errors in the automatization of the analysis of the data set.
Categorizing all data into types of exercise, according to all values introduced by
the user to the Android application and the corresponding timestamps, we obtain,
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FIGURE 4.4: Example of heart rates in an indivual file, for the sleeping
activity..
for each user, a list with all heart rates during the time when this user was in the data
collection process. An example of these individual files can be found in Figure 4.4.
Therefore, as all this data was separated by user, in future sections we will be able
to join this data to produce data corresponding to different age groups, or different
gender.
4.1.2 Global Data
From the aforementioned sample size, some statistical descriptors (mean, median,
standard deviation) will be computed, both for all data globally, as well as from relatively-
global data from all categories. This means that, for each category (sleeping, resting,
exercising, walking and others), a mean, median, standard deviation and mode will
be computed.
As previously shown in Section 6.1, the standard deviation seems to be very high,
which is an indication that data will be disrupted. In Table 4.1, a standard deviation
of about 20% can be observed.
Looking at categorical data, the following has been extracted, rounding all num-
bers to the nearest hundredth:
Category Mean Standard Deviation
Walking 78.51 18.45
Sleeping 71.57 16.87
Resting 74.06 17.93
Physical Exercise 85.46 25.58
Others 89.3 19.99
TABLE 4.1: Global Categorical Data
A visual representation of the data present in Table 4.1 can be observed in Figure
4.5.
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FIGURE 4.5: Visual Representation of Global Categorical Data.
Analyzing this data, a distinction can be made, primarily, between users do-
ing physical exercise (intensive work), users walking, and users sleeping or resting.
Note that activities that fall under the category others shall not be taken into consid-
eration when making conclusions, as this category was reserved by users when cat-
egorizing their current activity would not fall into any of the other categories. Also,
note that the standard deviation of the category physical exercise is much higher than
any other category. Knowing the hardware specifications of the Xiaomi device, and
knowing how the heart rate sensor operates, an assumption can be made that this is
caused due to a high mobility of the arms and/or wrist during the physical exercise.
This also depends on the type of physical exercise being made by the user: aerobic
exercise, such as running, proves this theory, but there are anaerobic-type exercises,
such as lifting weights, which will raise the heart rate of the user without increasing
the accelerometer values of the Xiaomi device. Therefore, having a higher sample
size, or distinguishing between aerobic/anaerobic exercise types would have been
a better design decision when making the Android application, as it would have
probably made a difference between these two categories.
Continuing the analysis, it is observed that the resting and sleeping categories
have the two lowest mean values, with also similar standard deviations, when com-
paring them with the rest of activities. Moreover, the mean of the resting category, is
expectedly, slightly higher than the sleeping category. Therefore, and having a look
at this global statistical data, we can distinguish all four desired categories: sleep-
ing, with the lowest possible heart rate and the lowest standard deviation; resting,
sleeping and physical exercise, with the highest mean and standard deviation.
Finally, The lowest standard deviation, which falls under the sleeping category,
also proves the previous analysis made, which is that it is directly influenced by the
amount of wrist/arm movement during the activity. As sleeping is the activity with
the lowest possible movement throughout the day, this would make sense.
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4.1.3 Age comparison
In this subsection, and age comparative study will be made, analyzing three differ-
ent age-range groups. In this list, the final number of users in each category is also
shown:
• Age Group 1: users between 0 and 30 years old. From the sample size, a total
of 11 users fall under this category (45.83%).
• Age Group 2: users between 30 and 60 years old. From the sample size, a total
of 6 users fall under this category (25%).
• Age Group 3: users older than 60 years old. From the sample size, a total of 7
users fall under this category (29.17%), being the oldest user 81 years old.
In Table 4.2 we can observe the set of data that is extracted for each age group.
Age Group Category Mean Standard Deviation
1 Walking 79.03 18.93
1 Sleeping 72.86 14.96
1 Resting 76.18 15.99
1 Physical Exercise 75 22.29
1 Others 82.66 17.06
2 Walking 78.81 20.49
2 Sleeping 71.57 16.87
2 Resting 74.06 17.93
2 Physical Exercise 85.46 25.58
2 Others 75.88 15.88
3 Walking 76.77 15.97
3 Sleeping 69.62 13.57
3 Resting 73.04 12.18
3 Physical Exercise ?? ??
3 Others 76.23 15.03
TABLE 4.2: Categorical Data for all age groups (0-30, 30-60, 60+)
We can observe Table 4.2 in Figure 4.6.
We will now make an analysis of each one of the age groups. As group 1 is
the most predominant one in the study, with a total of 11 test users, data can be
more trusted. Note also, that the observations previously made about the standard
deviation of the physical exercise category can be proven here, both in groups 1 and
2 (having, for their respective age groups, the highest standard deviation).
The physical exercise data from age group 3 is missing. The reason is that none of the
six final test users from this age group (60 years old or older) performed any physical
exercise during the study, or at least did not note it in the Android application.
Also, a difference between the mean of heart rates for each of the categories can
be observed. It seems like each age group reduces their mean heart rate for each
activity with respect to the previous age group. For example, walking in age group
3 has an average of 2 beats per minute less than in age groups 1 and 2. This can be
caused by the natural decay of the human body over the years. It has been proven
that the maximum theoretical heart rate of a person, as well as their maximal oxygen
intake, is determined by the age ([29]; [31]). So, the older people get, the less beats
per minute the heart is able to make.
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FIGURE 4.6: Visual Representation of Global Categorical Data.
4.1.4 Gender comparison
We also make a comparison between participants’ genders, to see the different changes
of data between male and female. This comparison can be observed in Table 4.3.
Also, a comparison between genders inside each of the age groups was considered
at the beginning, however this idea was discarded, as each age group had a very
predominant gender. For example, 100% of test users in age group 3 were female,
83.3% of users in age group 2 were male; and 72.73% of users in age group 1 were
male. Therefore, making this age-category-gender study would have been futile,
as it would have been influenced by only one gender and the data from the non-
predominant gender group would not be reliable.
For the gender study, the following information has been extracted, regardless of
the age groups of all test users:
We can see the visual representation of Table 4.3 in Figure 4.7.
Note that, out of the 10 females involved in the study, none of them did perform
physical exercise. Therefore, as physical activity was going to be compared between
14 males and no females, no conclusions can be extracted from making a gender-
based comparison of physical exercise category data.
4.2 Conclusions
After concluding this offline, statistical study, several conclusions can be extracted:
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Gender Category Mean Standard Deviation
Male Walking 78.07 18.71
Male Sleeping 71.36 17.06
Male Physical Exercise 78.33 23.11
Male Resting 76.12 17.74
Male Others 79.70 15.00
Female Walking 78.85 18.23
Female Sleeping 72.50 13.11
Female Physical Exercise ?? ??
Female Resting 74.54 13.46
Female Others 80.71 17.81
TABLE 4.3: Gender-Based Categorical Data
FIGURE 4.7: Visual Representation of Gender-Based Categorical
Data.
• The sample size is insufficient, although statistical descriptors look robust.
Even though the initial presumptions and predictions about the values that
each age group or gender would have were correct, a greater sample size
would have helped in order to validate with more confidence all conclusions
extracted.
• The rate of frequency of measurements should have been smaller. However,
this was already given by the GadgetBridge application’s configuration op-
tions, as previously mentioned in Section 3.7, where it is assumed in all cal-
culations that the heart rate measurement interval is 1 minute. Due to the
GadgetBridge’s limitations, this interval can’t be lowered. Therefore, for this
study, it was all that could be achieved. The normal proprietary software ap-
plication from Xiaomi, Mi Fit, offers an interval of 2 minutes or higher, so this
interval was actually halved. It is expected that, the real-time application, will
have an interval of 6 measurements or more per minute, which will be six or
more times faster than the offline statistical study.
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• Users can often miscategorize activities, which can lead to invalid conclusions.
• During this study, it was suspected that several test users did not understand
the difference between walking and resting. This is often caused by the daily
routines of test users. Some people will interpret standing around as resting,
for example, test users whose job forces them to stand up for several hours a
day; and some other people will only consider resting as laying on a couch.
• The standard deviations observed, for all categories, age groups and genders,
is too high. This is an inconvenience as false positives will be the norm, as
mentioned in Section 6.1. However, the price value and the availability to ac-
cess data is too big an advantage to ignore, in case of the Xiaomi Mi Band 2.
Even though other wearable devices offer a higher measurement rate, it is at
the expense of hardware cost. Also, note that several other devices, such as the
Apple Watch 2, do not allow for the extraction of real-time heart rate measure-
ments.
Having had a sample size of 24 users or more in each one of the age groups and
gender groups might have been ideal for comparing this data in more detail, and
extracting more conclusive information. However, doing this would have made the
statistical study six times longer (or more) than originally predicted, because three
different age groups and two different gender groups were identified. Including
more users in each of these categories would have increased the time of the study
significantly.
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Chapter 5
Integration in a Social Robot
In this chapter, we will explain the development and integration of several modules
with the social robot Mini Maggie. This robot is owned by the Department of Au-
tomation and Robotics, of the UC3M. The robot consists of hardware components,
an Operating System (OS), ROS (see Section 2.3.2) and some software installed on
top of it. The integration with Mini Maggie consists of developing software that
complies with the standards of the Department. This software must be able to com-
municate with the rest of components that constitute the software layer of the robot.
Regarding the initial data that is included into the software, we will use parameter-
ized data from a user, so that the robot is able to distinguish users. For that, each
user, from the robot’s point of view, will be identified by his/her age and gender,
and this information will be passed to the robot each time the software module is
executed. We will detail the main architecture used for communication in the soft-
ware layer, as well as the implementation of this software module, in detail.
5.1 Communications Architecture
In this section, the main application architecture will be explained. Considering that
there are several design decisions that can be taken, there is a need to know why
the producer-consumer was chosen amongst all of them. As explained in the intro-
duction to this chapter, Mini Maggie uses ROS as a communications layer between
software components. Therefore, it makes sense that the communications architec-
ture used in the application resembles ROS’s. The producer-consumer architecture
is a design that allows communication between two entities. One of these entities
develops data, and the other entity uses this information, therefore is the consumer.
The communication between producer and consumer can be made through several
techniques. Thanks to the utilities provided by ROS, the communication between
nodes is made through the Internet: locally, if both nodes are in the same network,
or through TCP/IP otherwise. As both producer and consumer nodes are located
in the same computer, as there is no reason to execute them remotely on separate
systems, this communication will then be made locally.
Through ROS topics, which are wrappers of a communication system that resembled
the publisher / subscriber or producer / consumer architecture this communication
will be achieved. The producer node will send a message by publishing it into a
specified topic. The topic will be identified unequivocally by a name, and the con-
sumer will subscribe to this topic, to asynchronously receive the messages sent by
the producer. For a single topic, it is possible to have multiple producers and con-
sumers, and there should not be a problem until messages are sent when multiple
producers send messages simultaneously to a topic with a queue size smaller than
the maximum number of producers. The existence of the subscriber is hidden to the
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publisher and vice versa, as it is the purpose of this architecture to work indepen-
dently, decoupling data production from its consumption.
Apart from the communication through messages via a topic, there is also the possi-
bility to communicate through services, however this communication paradigm will
not be used, as it is often more useful in distributed systems and architectures where
n nodes wish to communicate with n nodes at the same time (n to n entity relation-
ship). Since this paradigm is not necessary and only one node will be communi-
cating with another (1 to 1 relationship), the producer-consumer architecture is the
chosen one. In Figure 5.1 we observe an example of simplest publisher-subscriber
system, with a 1 to 1 relationship.
FIGURE 5.1: Publisher-Subscriber System and their interactions be-
tween them through ROS topics.
5.2 Social Robot Implementation
In this section, the main functionality of the social robot will be discussed, as well
as the initial features and presuppositions in which the code is run. First of all,
it must be noted that the application explained in this section, known as the real-
time application. The main purpose of this application is to establish a Bluetooth
5.2. Social Robot Implementation 53
communication between a transmitter (Xiaomi Mi Band 2 device) and a receiver (the
social robot). The duty of the social robot is the following:
• Periodically receive data from the Xiaomi band from a ROS topic, which corre-
spond to the transmitter’s detected heart rate measurement. This measure-
ment will be asynchronously received, internally calling software interrup-
tions to notify the the system of a new heart rate measurement happening.
When this happens, a specific function callback will be executed.
• The program will store a total of 10 measurements in a sliding window. In
case this amount is going to be exceeded by the insertion of a new heart rate
measurement, the system will automatically drop one element from the queue
to allow for an insertion. Otherwise, the heart rate measurement is simply
inserted into the window.
• An anomaly detection system calculates whether a dangerous pattern has hap-
pened in the window. In case this happens, Human-Robot Interaction (HRI)
begins to happen. The social robot will ask the user, using Speech Recognition
(SR) techniques, whether he/she is feeling fine. If the social robot receives no
feedback from the user, communication with a caregiver or family will occur,
either by Telegram, SMS or Email communications. More information about
the implementation of these modules can be found in Sections 5.4.1, 5.4.2 and
5.4.3.
• If the user responds positively to the interaction initiated by the social robot,
everything is restored to normal.
The social robot will make use of third-party APIs (such as Telegram) and modules
(such as university-developed modules, see Section 5.3) by importing their function-
alities, and using them accordingly.
5.2.1 Data Structure
In this section, the main data structure used for the storage and handling of heart
rate data received during the execution of the real-time program will be detailed.
As explained before, it is a queue, based on a dequeue Python data structure, and its
functionality is expanded with own-developed methods. This queue represents the
time window, containing a maximum of 10 elements at a time. Depending on the
rate at which the Xiaomi band retrieves information, which is usually less than every
10 seconds, this queue will fill up approximately in less than a minute. Moreover,
the queue has been implemented so that it is configurable. This means that the size
of the window can be expanded or reduced at will.
The expansion of functionality of the original dequeue Python object implements the
following:
• Printing all elements in the queue, which is useful for debugging and display-
ing elements. It is also useful for building messages that can be sent to care-
givers if necessary, in case of an emergency.
• Appending and deleting elements from the queue, which are basic queue op-
erations
• Appending multiple elements into a queue at the same time, passing a list as
argument to the function
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• Reversing the queue and rotating it.
• Getting the size of the queue
• Calculating the average of all elements in the queue at any time. This is useful
for threshold-based outlier detection in real-time. For example, if a user has ex-
ceeded its age and gender-based average continuously for the last 20 seconds,
an alarm can be triggered to take proper actions.
• Deleting the queue.
5.2.2 Encryption Mechanisms
Xiaomi Mi Band 2’s Bluetooth communications are originally encrypted. This is de-
signed purposefully, so that private information about one’s own wearable device is
not accessible by everyone. Since encryption mechanisms are in place, information
can not be retrieved trivially, and all communications that we want to do with the
Xiaomi band must be done through encryption mechanisms. Once we have under-
stood how the encryption of the Xiaomi band works, we will be able to communicate
with it: send requests to the band (heart rate measurement requests) and extract the
results from the request.
Encryption Algorithm
Internally, Xiaomi has programmed all Xiaomi Mi Band 2 devices to have standard
AES encryption. AES is a variant of the Rijndael block cipher, being Rijndael a fam-
ily of ciphers with a different key and block sizes. AES is a symmetric encryption
algorithm, meaning that it uses an unique key both for the encryption and decryp-
tion of data. AES is currently unbreakable. It has some variants, the most common
ones are AES-128, AES-192 and AES-256, in which the number in the name repre-
sents the key size. Typically, the block size is 128 bits. The key size specified for the
AES cipher specifies the total number of rounds performed to the input. Typically,
these are the number of rounds:
• 10 rounds for AES-128
• 12 rounds for AES-192
• 14 rounds for AES-256
The key size used by Xiaomi to encrypt data is 128 bits long. So, the current encryp-
tion algorithm is AES-128, which will transform, based on the encryption principles
of confusion and diffusion, ten different rounds on the input to obtain the encrypted
result.
Enabling communications with the wearable device
In this section, an overview of the encryption circumvention mechanisms used is
be made. To allow communication with the wearable device, we make use of two
auxiliar, publicly available applications: Wireshark and nRF Connect.
• Wireshark is a free, open-source packet analyzer. Wireshark will be installed
in an Operating System to analyze packets from the mobile, produced when
communicating via Bluetooth with the Xiaomi band.
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• nRF Connect is a cross-platform tool that will allow us to scan and explore
Bluetooth Low Energy (BLE) devices, and see their features, such as their
GATT services. We will install this application in a mobile device to discover
the Xiaomi band device and its characteristics, to subsequently know which
characteristics to communicate with, in order to extract heart rate information.
Some of the encryption mechanisms used in this bachelor’s work were already de-
veloped by Volodymyr Shymanskyy and Leo Soares ([32]). However, several modi-
fications were made, as the initial libraries were insufficient for communication be-
tween the Xiaomi band and the robot. First, communication with the wearable de-
vice was not constant: we could only make one heart rate measurement at a time,
and the Bluetooth connection was closed. Additionally, the code contained object-
oriented programming errors that had to be fixed, and make it compliant to work
with the rest of the code. Finally, as these initial libraries were supposed to transmit
heart rate measurement information as a ROS publisher, ROS packages and libraries
had to be imported and ROS code was developed from then on.
There are some concepts that need to be presented, in regards to the internal
hardware of the Xiaomi device, as well as Bluetooth technology, before beginning to
encrypt and decrypt data. Bluetooth Low Energy devices have some fields, that are
present in any device with BLE technology. These are the fields:
• GATT Services: these services are a collection of characteristics of the device,
and how it communicates with other services or devices. GATT stands for
Generic Attribute Profile. It specifies the structure in which profile data is ex-
changed. So, this structure basically describes how to join together, transfer
and present data to other devices using Bluetooth Low Energy. These services
are a collection of data and associated behaviors that serve a purpose or char-
acteristic. The definition of a characteristic is a value that is taken in a service,
together with properties and configuration information, on how the value of
this characteristic is accessed and represented.
For example, a heart rate measurement service would offer a compulsory heart
rate measurement value as characteristic. But, the wearable device has several
services. For example, a battery level service, in order to observe which is the
remaining battery percentage.
• Descriptors (e.g. read-only): we will have one descriptor for each one of the
characteristics. For example, each characteristic has a descriptor that specifies
if this characteristic is read only, or is used for notifications too. Some charac-
teristics only have read/write permissions. In Xiaomi Mi Band 2, examples of
this are the battery level or the current date. They, therefore, do not interact
with the notification service.
• Characteristics (e.g. heart rate characteristic): there are some more complex
than others. The more complex characteristics have a request/notification
paradigm. This is the type of characteristic we seek: have a real-time heart
rate measurement. For that, we will send several requests, and each one will
return a heart rate measurement value.
• Note that every characteristic, service and descriptor is identified by a UUID.
UUID stands for Universal Unique ID.
An example of a service, its associated descriptors and characteristics can be ob-
served in here.
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1. We use the nRF Connect application and seek a device. We find our Xiaomi
band with the corresponding MAC address.
2. We find a GATT service. For example, the one corresponding with the Authen-
tication service: 0xfee1. We can see this in Figure 5.2.
3. We find the corresponding authentication characteristic, inside the GATT ser-
vice, because there are several characteristics for each service. Some descrip-
tors have a name, and others have an unknown characteristic value. To deter-
mine which one is the one we need, we found this out through Leo Soares’
research. It is identified by the UUID 0000fec1-0000- 3512-2118- 0009af100700.
We can see this in Figure 5.3.
As explained before, for debugging purposes on the list of services, their corre-
sponding characteristics, and the optional descriptors for each one of the characteris-
tic, an Android application is used, called nRF Connect for Mobile. We can observe
all this aforementioned information in Figures 5.4, 5.2 and 5.3. This application is
one of the many publicly-available BLE debugging applications.
When connecting to one of the Xiaomi Mi Band 2 devices, a list of client services
and their UUIDs are shown as seen in Figure 5.2.
As all UUIDs of the list of available services in the Xiaomi devices have been ob-
tained, they can be defined as constants in our program. When communicating with
these services, byte-level code will need to be sent, which will allow communication
with each of these services, either for requesting data (if read descriptors are enabled
for a specific characteristic) or for creating notifications (in case the notify descrip-
tor is enabled). By looking at a Wireshark capture, captured in an Android device,
when performing a Bluetooth pairing with a device, we can observe the packet trace
in Figure 5.5.
As observable in packet number 685, the Bluetooth Attribute Protocol establishes
that the service responsible for the authentication service is identified by the handle
0xfee1. Referring back to the Android BLE debugger, we can see that this service in
fact exists, with several characteristics inside:
From the Android application, the UUID of each one of the obtainable character-
istics by this service can be obtained. Since this service has been already identified
as the authentication service, this information can be observed as well in Figure 5.5.
There, we can observe the handle for the main service, 0xfee1. Then, we can cross-
reference with this information with data from Figures 5.2 and 5.3.
• The handle for the main service is 0xfee1
• The main service UUID, associated to the main service, and found by the Blue-
tooth BLE debugger Android application, is 0000fee1-0000-1000-8000-00805f9b34fb
• The authentication characteristic taking place in the packet transmission has
the following UUID: 00000009-0000-3512-2118-0009af100700
• The notification descriptor handle is 0x2902
With this information, we can proceed to the next section, where we will use all
this obtained information to pair the device using an encrypted handshake mecha-
nism.
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FIGURE 5.2: We can observe the authentication service.
Pairing with Device: Encryption
With all this information, and analyzing the Wireshark packet trace in more detail,
the authentication byte-level exchange performed between the Bluetooth BLE device
and the Android device is inferred.
1. First, we allow the Xiaomi band to open up a communication path between the
mobile device and itself. This is done by sending bytes to enable authentication
notifications. These authentication notifications are enabled by sending 2 bytes
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FIGURE 5.3: Here, we see a list of all the authentication characteris-
tics. The bottom one corresponds to the one we want to communicate
with.
to the notification handle (0x2902): 0x01 + 0x00. (They can be disabled as well,
by sending the following bytes to the notification handle: 0x00 + 0x00).
2. Secondly, we send an encryption key, created by the mobile device, to the Xi-
aomi band. This encryption key will be used in the handshake exchange. We
send a 16-byte long encryption key (remember, AES-128 protocol is used for
encryption), meaning, 128-bit long encryption key. We send this key to the
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FIGURE 5.4: Nearby Bluetooth devices list using nRF Connect for Mo-
bile
authentication characteristic appending it to the previously sent 2 bytes: 0x01
and 0x00. Therefore, the final message has a format exactly like this: 0x01 +
0x08 + ENCRYPTION_KEY
3. Third, we request a random number to the Xiaomi band, from the mobile de-
vice. As we perform a handshake, the Xiaomi will create a pseudo-random
number and send it to us. To do this request, we send two bytes to the au-
thentication characteristic: 0x02 + 0x08. The random number is obtained as a
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FIGURE 5.5: Wireshark packet trace of the encrypted authentication
handshake mechanism, BLE
response (the last 16 bytes of the response).
4. Fourth: we encrypt the random number and send it back to the Xiaomi band.
Once the Xiaomi band receives the number, it will decrypt it with the encryp-
tion key we sent in Step 2. If it matches, the handshake will have been suc-
cessful. The random number from Step 3 is encrypted with the encryption key
and sent back to the authentication characteristic. The encryption algorithm is
AES-128, and is characterized by including no padding and ECB block cipher
mode of operation (which is one of the many types AES-128 supports). The
final message is: 0x03 + 0x08 + RANDOM_ENCRYPTED_NUMBER.
5. Fifth: In order to comply with an encrypted authentication mechanism, as ex-
plained in Step 4, Xiaomi decrypts the random number with the encryption
key and checks if it is the same value that it sent to the mobile device. In that
case, both devices will be paired successfully.
After this, the authentication handshake between the Xiaomi BLE device and
the Android device is finished. As this protocol is independent of the connecting
device (it can be an Android device, the Bluetooth card of a car, a social robot...), this
handshake process will be repeated exactly in the same manner when connecting to
the social robot as a ROS node. A depiction of all exchanged data can be observed
in Figure 5.6.
Reading data after handshake
Once the authentication process/handshake has finished between the social robot
and the Xiaomi device, other services from the Xiaomi device become available. In
these services, we can encounter information such as accelerometer and heart rate
measurement characteristics, which is what is needed. Referring back to the An-
droid application, a list of services and their respective UUIDs can be found through
nRF Connect:
• Heart Rate Service, with handle 0x180D, and UUID
0000180d-0000–1000–8000–00805f9b34fb
• Heart Rate Measurement characteristic, with handle 0x2A37, and UUID
00002a37–0000–1000–8000–00805f9b34fb
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FIGURE 5.6: Data exchanged within the encrypted handshake, which
is required to pair the Xiaomi band with the mobile device, or, in the
end, the ROS node.
• Heart Rate Control Point characteristic, also called as the Heart Monitor Con-
trol Point Characteristic (HMC), with handle 0x2A39, and UUID
00002a39–0000–1000–8000–00805f9b34fb
These are the three UUIDs needed in order to extract heart rate information, al-
though the one we communicate with is the second one. The Android application,
however, offers also additional UUIDs that are interesting, such as a sensor charac-
teristic (SENS), from which accelerator values can be obtained; also, a notification
descriptor, to send our own notifications to the Xiaomi BLE device.
All these procedures were translated into code as explained. However, there
were some byte-level issues that needed to be resolved. For example, further investi-
gation from researcher Leo Soares ([32]) proved that there was a byte-level difference
between sending heart rate measurement requests:
• Sending a request to the Heart Monitor Control Characteristic (HMC) with
the following bytes: 0x15, 0x02, 0x00 produces a result of a simple heart rate
measurement.
• Sending a request to the HMC with the following bytes: 0x15, 0x01, 0x00 pro-
duces a continuous result.
However, after testing this byte-level exchange, the heart rate measurement char-
acteristic (HRM) only returned one value at a time. Therefore, it was decided to
implement, with an infinite loop, infinite requests to the HMC with a 1 second de-
lay. Therefore, as soon as the HMC is be able to send data, it will. The amount of
measurements received by the HMC varies every minute, but is accurate enough for
having a real-time measurement system such as the one that is needed. Typically,
because the wearable device can’t process as many requests as we send it, the rate of
measurement ranges between 6 to 10 measurements a minute.
5.2.3 Machine Learning: Dynamic Activity Detection
Considering all analyzed data in Chapter 4, there must be a way to allow the final
real-time application to automatically categorize this data or classify it. There are
two possible ways to achieve this:
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• One method that could be implemented is to simply pass as arguments, when
executing the final real-time program in a user, its age and gender, and from
there, load the range values extracted from the statistical study. This is the
static solution, which is valid and computationally-friendly for a computer, but
is inflexible. This option is used in the development of our module to detect
dangerous levels of heart rate of the user, previously basing these thresholds
on the findings obtained from Chapter 4.
• The second option, which is the dynamic solution, is to use Machine Learning
techniques or algorithms to allow the real-time program to automatically learn
from this data, and automatically classify real-time data into one of the activ-
ity categories. This has the advantage of being more intelligent and indepen-
dent on its own, however the disadvantage is having a more computationally-
intensive program. This is what we will discuss in this section.
We will use Machine Learning (ML) techniques to attain this dynamic prediction sys-
tem. An example of the final functionality would be:
• The ML classifier is already trained with a 25% of test data and a 75% of train
data, from all the study.
• The user is interacting with Mini Maggie and is constantly exchanging infor-
mation through Bluetooth with the robot.
• The robot, for each new measurement, passed this new information and the
last three values of the user through the ML Classifier.
• We obtain a prediction of the supposed activity the user is performing, based
on the last three heart rate measurements.
Data Preparation
In this subsection, we will explain how we prepared all data, from having indepen-
dent files (each containing information from user) until having the final set of data,
which is passed to the Machine Learning classifier. Our dataset uses the Python
DataFrame structure and additionally, the numpy library for numeric operations.
The initial structure of data, to pass to the classifier, is the following:
HR1 HR2 HR3 Age Gender Activity Basal
76 63 96 23 1 0 63
TABLE 5.1: Example of data sample for the Machine Learning Classi-
fier. We can observe there are three heart rate measurements, the age
of the user, his/her gender (male = 0, female = 1) and the basal heart
rate of the user. Before preparing the final file, the basal heart rate
is calculated as the mean heart rate of a user when he/she indicated
resting activity in the Android application. Therefore, the accuracy of
the basal heart rate is much better than getting the mean heart rate
during all activities, as it resembles how it is calculated in medicine.
Also, we can observe the Activity the user is performing. Depending
the activity introduced in the Android application, a numeric value
was given to the activity. (0 = walking. 1 = sleeping. 2 = physical
exercise. 3 = others. 4 = resting). This is the feature that the ML
classifier will attempt to predict, given the other six variables.
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We had to convert non-numerical variables into numerical ones through a pro-
cess called one-hot encoding. Since the machine learning algorithm we use, called
Random Forest, used Search Trees internally, we need to have numerical values in
order for the algorithm to develop a robust search tree with only numerical values.
After having this data, we need to consider something: the Random Forest algo-
rithm does not know anything about our data. Therefore, it does not know, initially,
which variable has more importance or is more decisive when making a prediction
about the activity. We see in our example in Table 5.1 that we have heart rate values
that are much higher than, for example, the gender (which is either 0 or 1). Therefore,
we must normalize the heart rate values, which are predominant, before passing it to
the classifier. For normalization, we have chosen a technique called feature scaling.
There are several algorithms for feature scaling, but for the heart rate variables, we
applied them the equation in the following equation:
x′ = (x− avg(x))/(max(x)−min(x))
where x is an original value, x’ is the normalized value.
After normalizing values, the initial data from Table 5.1 is transformed into what
can be seen in Table 5.2.
HR1 HR2 HR3 Age Gender Activity Basal
0.184198 0.126506 0.039995 22 0 0 80
TABLE 5.2: Normalized Values after performing feature scaling. This
is the data that is fed to the ML Classifier.
After normalizing this value with the corresponding values, we indicate the ML
Classifier which features are used for the prediction, and which variable is the one
we want predicted. As explained before, we use a train-test split method, with a test
size of 25% of all samples, and the rest (75%) will be predicted using this initial 25%.
Once the data preparation process is finished, we created a Random Forest clas-
sifier with 100 estimators, and trained the model using our training sets. The execu-
tion of this training is made once every time Mini Maggie launches. Predictions are
made in real time, after we receive a new heart rate measurement, by comparing it
with the trained classifier.
Algorithm Accuracy
After doing some tests in real time, and according to the accuracy score of the Ma-
chine Learning classifier, the total accuracy of the algorithm is 50.163%, with a Mean
Absolute Error of 1.32 degrees. That means that, 50 out of every 100 times, the clas-
sifier will be able to predict the correct activity of the user with a 95% accuracy. This,
for a Random Forest classifier, is very inaccurate. As we will explain in Section 5.5,
this lack of accuracy is probably caused by root causes in the data collection process,
as well as from the high standard deviation from Xiaomi Mi Band 2 devices, which
skewed the final data set. Therefore, we can conclude that the machine learning
classifier is not working well for this data set, and for future studies, a better data
collection process shall be considered (and/or using different measuring devices,
such as a higher-quality, lower-standard deviation wearable device).
64 Chapter 5. Integration in a Social Robot
5.3 External Modules
In the Universidad Carlos III de Madrid’s social robotics laboratory, RoboticsLab,
other modules were used as additional supporting elements to incorporate and ease
the programming difficulties found during the development of the medical alert
system. These modules are useful to interact with the rest of Mini Maggie’s systems.
All systems work cooperatively to offer a seamless Human-Robot Interaction.
We can find some of these modules, with a detailed explanation of their added
functionality here. Also, a reason why they were used to communicate with our own
module. Note that, apart from this explicitly-used modules, there are several more
that are implicitly executed, whenever the full functionality of the social robot is
launched. However, they do not communicate with our own module. As the system
has too many parts, and none of those interfere with this bachelor’s work, they will
not be mentioned here:
• HRI Manager: it is in charge of providing a set of functions for handling pack-
ing and unpacking of data. This is necessary in connection to ETTS, as the
result of a ASR message contains a dictionary with several information. All
these values can be unpacked using a HRI Manager function, which converts
a speech recognition result to a dictionary, and allows further inspection of this
data in an easy way.
The HRI Manager makes use of Communicative Acts (CAs): they are an ab-
straction that represent the interaction with the social robot. These acts define
an action by the social robot. For example, if the social robot moves its right
arm, a communicative act must be launched with this pre-defined, parameter-
ized action.
• Text-To-Speech (TTS): its purpose is to give a voice to the robot, by uttering
text, previously passed as input. The TTS module hides the complexity of the
etts engine running behind it (Nuance, Loquendo...). When using this module,
it is also possible to specify emotions, in order for the social robot to act wor-
ried, anxious, happy or mad. The etts module runs inside a Docker container.
• Automatic Speech Recognizer (ASR): it is a module used for the recognition of
speech input from a user. Through grammars, the social robot will use ASR
software to detect the speech of a user, and run it by the grammar. Afterwards,
the engine will produce an output of what the user said. The ASR module also
runs inside a 64-bit Docker container.
• Interaction Utilities Utils: this module allows the use of communicative acts in
a transparent way. Through the use of this module, all types of communica-
tive acts can be launched. These involve from the movement of a body part
of the social robot, to asking a question to the user with ASR or through the
interactive screen of a tablet.
• Interaction Messages Msgs: this module is used as it contains the definitions of
standard message types. These message types involve the structure of a Com-
municative Act message, and the structure of a Communicative Act Result
message. Using these structures, information is obtained from ROS topics in
an established way, which can be analyzed and modified.
All used external modules are useful for interacting with the robot. All data
analysis, data structure handling and operations are made in the background, with
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no HRI at all. Therefore, it makes sense that our own module interacts with the
robot in the only HRI component present in this bachelor’s work, which is through
the ASR module. A depiction of the communication between our own module and
these aforementioned modules is found in Figure 5.1.
5.4 Own-Developed Modules
With the help of external APIs (Application Programming Interfaces), made avail-
able to the public, some additional modules were developed, to increase the func-
tionality of the social robot, as well as to allow communication of the social robot
with the outside world. This is especially necessary, as part of this work consists
in implementing an alert system, which can aid a person in need, whenever the
program detects a person is in trouble. For that, communication with emergency
services or relatives of the patient is essential.
Let us have an overview example of a situation in which the social robot can in-
teract with the own-developed APIs and how this communication could be useful.
This is the final implementation that has been considered in our module.
1. Our module communicates through Bluetooth connection with the Xiaomi
band, constantly making heart rate requests through corresponding GATT ser-
vice. It stores it in the data structure explained in Section 5.2.1 and calculates
the danger level of the last ten measurements.
2. In case the user’s heart rate has been constantly in danger for approximately
20 seconds, alarms are raised..
3. The social robot interacts with the patient and asks if everything is okay.
4. If the user does not respond in 10 to 15 seconds, the social robot stores infor-
mation into a file which can be read by the Telegram file. If the caregiver or
assistant sends a request to the Telegram module, he/she will have access to
a history of the heart rates of the patient, and an indicator saying whether the
patient is in danger or not. Optionally, if it receives a message from a family
member (included in a pre-defined list) asking for the robot to help the patient,
Mini Maggie can make use of SMS, Telephone or Email modules to alert the
corresponding parties in case of emergency.
5. The social robot’s behavior will be constantly changing based on the responses
received by family members or the patient’s Telegram accounts. This behav-
ior will be present synchronously in all own-developed modules, as they are
additions to the main program’s execution flow.
This constitutes the workflow of the final application. Now, we will explain the
set of additional modules that were used to help the main functionality of the ap-
plication, which are the Telegram bot, an Email bot, a SMS bot, and some other
additional modules that were not used in the end but are ready to be.
5.4.1 Telegram Implementation
As social media and instant messaging applications are the basis for mobile internet
communications nowadays, the implementation and creation of an API for send-
ing, receiving and responding to messages in Telegram was deemed necessary. As
WhatsApp, which is currently the most widely-used instant messaging application
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in Europe, does not supply any facility or API for communicating or creating bots,
the creation of a WhatsApp API or bot was discarded. However, Section 5.4.4 dis-
cusses the possibility of renting a service for WhatsApp message handling. Telegram
was, therefore, chosen for its many facilities given to developers.
For the development of this API, a Python 3 module called Telethon was used.
Telethon is not another Telegram API implementation, it is a wrapper of the orig-
inal Telegram Python module, but removing much of the complexity from the origi-
nal module. Telethon allows communicating, based on a Token that can be obtained
from the official Telegram developer website, with any other bot or person identified
by a user name in Telegram. Information for each of the bots is sent in an encrypted
session file.
Note that sending messages to a family member of a user in distress is the orig-
inal purpose of implementing a Telegram API. Additionally, an asynchronous im-
plementation for responding to messages of these family members has also been
implemented.
5.4.2 E-mail Implementation
As an additional feature, a SMTP Email service has been developed, to allow com-
munication with emergency services, or any other email recipient, in case the patient
is in need. It was decided to implement an email service, because email is one of the
main communication mechanisms, aside from instant messages and social media,
that is used nowadays to communicate between each other. It is a free service, which
shall be considered as an advantage, as not every own-developed module is free.
SMTP stands for Simple Mail Transfer Protocol. It makes use of a DNS server inter-
nally, in order to know its own SMTP initial server. The SMTP email service con-
tains a DNS server. This DNS server allows for several records. There is a specific
DNS record, called the MX (Mail Exchanger) record, that allows to translate (from
an email address, its corresponding IP address) and specify the mail server that will
be responsible for sending messages in the name of the user.
The official SMTP Python API automates this DNS record-calling process, as well as
several other calls necessary for sending messages to a recipient. All DNS queries
will be made by the own-developed module, to smtp.gmail.com, to port 587 (which
requires a TLS connection).
The initial authentication mechanism requires a personal email address and its cor-
responding password. As a security measure, obtaining this information is made
through the use of environment variables, in which the user can establish some vari-
ables in the computer, so that no personal confidential information, such as the email
plus password are stored in the original application code.
The SMTP library allows for a wide variety of calls, so a smaller API was developed,
in order to collect the most essential kinds of messages and calls that will be made
to the SMTP server. As the main purpose of this service is to send simple messages,
without attachments, a simpler implementation is sufficient to satisfy the applica-
tion’s needs. So, sending a basic email, with a text, a target address, and a sender’s
address is enough. However, the smaller own-developed API allows for sending
complex emails, with encoded attachments.
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5.4.3 SMS Implementation
Through the use of a company that provides all kinds of APIs (for voice communica-
tion, SMS communication, programmable chatting...), called Twilio, a SMS library
has been developed. Twilio offers several mobile phones, with voice calls and/or
SMS capabilities, that can be rented monthly. The cost is as low as 1 dollar/month.
Therefore, a SMS implementation was thought to be cost effective, as the pros of us-
ing this service seem higher than the cons.
For the development of this module, several SMS functions, taken from the official
documentation from Twilio, were implemented. The set of capabilities that the mod-
ule currently supports is:
• Sending a text SMS through the API provided by Twilio
• Monitor status of already-sent messages, by implementing callback URLs.
• Sending MMS, which are multimedia messages. Any .gif, .png and .jpeg files
are supported.
• Obtaining a list of all messages exchanged with a specific phone number, or a
subset of this list of messages.
The API from Twilio supports many more calls, as well as a RESTful API for the
messaging service. However, as no web service is provided in this case, the RESTful
API was left out of the implementation for now.
Note that credentials from Twilio are obtained from environment variables, in the
same way the SMTP Email implementation does in Section 5.4.2.
5.4.4 Additional Possible Implementation: Mobile Calls + WhatsApp
Additionally, in the Twilio module, some calls were implemented and were left
untested, since the cost for renting a Twilio mobile phone with a voice call capa-
bilities was much more expensive than a mobile phone with SMS capabilities. The
call and response mechanisms are implemented in the SMS module as annexes, and
they allow to handle automatic calls to the social robot.
Finally, Twilio offers a new service that allows sending WhatApp messages. This
implementation was also made, but left untested due to budget capabilities.
5.5 Summary
In this chapter, we have seen how our application is integrated into the social robot
Mini Maggie. Also, we observed the technical difficulties that happened when we
tried to see how the Xiaomi band internally and externally communicated data, and
the lack of information of structure from this data. After this study, the encryption
process, from handshake to data exchange, is completely clear, which will give us a
clear view of the Xiaomi system for the future publication of a scientific paper.
With regards to the implementation of a Machine Learning classifier to predict
activities, we have learned that the predictions with the present data are either in-
accurate or not very good, due to the faulty accuracy of measurements. This can be
caused by the high standard deviation of measurements, as explained in Section 6.1,
or having the human factor take part in the data collection process. As users had
to indicate their activities, if they forgot, or introduced an activity 10 or 15 minutes
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after initiating it, a percentage of all this data would have been miscategorized. We
believe this was a mixture of both factors: the high standard deviation of Xiaomi Mi
Band 2 and the human factor.
Finally, with regards to the final implementation within Mini Maggie, the appli-
cation has complied with all the standards required to properly communicate with
other modules, and the application works successfully.
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Chapter 6
Tests
In this chapter, various tests will be explained and shown in regards to:
• The Xiaomi band, used in Chapter 4.
• The Android application explained in Chapter, 3.
• The final robotic application, explained in Chapter 5.
6.1 Studying Xiaomi Mi Band 2’s reliability
In this section, a study of the reliability of the measures provided by the Xiaomi
Mi Band 2 devices will be made. As these are the devices that have been previously
studied for all the data that is going to be analyzed in Chapter 4, choosing the proper
device is an important decision. Ultimately, these will be the hardware devices that
will implement the final product, that will allow the interaction and communication
with the social robot in real time.
Having studied previously what is cited in [33], the heart rate measures provided
by Xiaomi Mi Band 2’s are, amongst its competitors in the era - conceived by the
manufacturing date of Xiaomi Mi Band 2, which is in 2016, comparing with the
following hardware devices that were also relevant in this year:
• Apple Watch 2
• Samsung Gear S3
• Jawbone Up3
• Fitbit Surge
• Huawei Talk Band 3
It has been proven that the variation in the measurement for the user’s heart
rate was the lowest amongst all the studied hardware devices. This following table
([33], Table 4) reflects the accuracy and stability of the measurements by each of the
hardware devices previously mentioned, also including two software applications
that were installed in the mobile device of the user. It is concluded, by analyzing the
data, that the Xiaomi Mi Band 2 performed relatively poorly compared to the rest of
devices, having the highest standard deviation, compared to the Samsung Gear S3,
Apple Watch 2, and Fitbit Surge:
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Measures/Device Mean(SD) Minimum
Samsung Gear S3 0.04 (0.03) 0.00
Apple Watch 2 0.07 (0.08) 0.00
Fitbit Surge 0.08 (0.12) 0.00
Xiaomi Mi Band 2 0.12 (0.13) 0.00
TABLE 6.1: Heart Rate Measurement differences between wearable
devices ([33], Table 4).
These results put the hardware used in a preliminary negative and pessimistic
position, as this means that there will be a higher variability in the heart rate’s mea-
surement of a user, causing higher and lower heart rate measurements more fre-
quently than other hardware devices would. However, the study does not contem-
plate the hardware defectiveness of the Xiaomi Mi Band 2 device, as the methods
used included a total of 44 healthy subjects plus 6 hardware devices (those men-
tioned before in this section). However, as my study is based on three different
instances of the Xiaomi Mi Band 2 product, the reliability between different Xiaomi
Mi Band 2 devices must be studied (in this case, three different devices). This is not
contemplated at all in [33].
Therefore, the purpose of this section is to study the reliability between the three
different Xiaomi devices, pre-assuming that the measurements won’t be ideal as if
comparing or performing the same study with three other devices, such as the Apple
Watch 2, as explained before.
Heart Rate Variability Study
To perform this study, three test users were selected from the already-existing set of
test users of the quantitative study. This quantitative study will be made in Chapter
3. These users were asked to perform two different tasks repeatedly:
• Whilst wearing the devices, one in each wrist, and the third one in a wrist
randomly chosen, submerge both hands under water while a measurement is
being made, to test the reliability under water. This procedure was repeated
20 times for each test user.
• Whilst wearing the devices, one in each wrist, and the third one in a wrist ran-
domly chosen, jerk their arms around, in an attempt to make as much move-
ment as possible and confuse the sensors, while a measurement is being made.
This procedure was repeated 20 times for each test user, as well.
As there are three different devices, in order to differentiate them, their Bluetooth
MAC address was used, to distinguish the data coming from each device separately.
The three different MAC addresses - extracted from the device as these are the ad-
dresses used to interconnect the Xiaomi device to the social robot via Bluetooth tech-
nology -, are:
• ED:61:38:85:D1:FC, which will be called Device 1 from now on.
• D8:59:59:8A:E5:69, which will be called Device 2 from now on.
• E6:A1:BD:94:31:54, which will be called Device 3 from now on.
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The results of the study are shown below in Table 6.2. Emphasis is made on
the inter-measure standard deviation, as it is an indicative of the accuracy between
same measurements in different wearable devices. For example, if a user has made
one measurement, and each wearable device returns: 50, 70, 90, the average of this
measurement is 70, with a standard deviation of 20. Therefore, the difference be-
tween measurements of all three wearable devices is high. However, in reality, the
standard deviation observed is much smaller, which indicates that all three wear-
able devices obtain very similar values when doing simultaneous measurements on
a test user, even in disadvantageous conditions such as submerging all three devices
under water.
User Total Measurements Average (bpm) Standard Deviation
1 67.98 3.75
2 80.49 3.83
3 67.63 3.24
TABLE 6.2: Hardware Reliability Study Data
As observable, the standard deviation between all measurements of users does
not exceed 4. This means that, calculating a global average of all measurements,
typically all values are within +-4 values of this average value.
This concludes that the study will be, at least, consistent between test users,
which allows the comparison of data between Xiaomi Mi Band 2 devices. Had the
data not been consistent and reliable within the Xiaomi devices themselves, data
analysis would not have had any purpose or made any sense.
As it has been shown before that the reliability of the measurements will be worse
than if they were made with other hardware devices ([33]), the complexity of this
problem will rely on the effectiveness of the algorithm and the differentiation be-
tween false positives and actual data from the user. The interaction with the social
robot will also greatly reduce the impact of the inaccuracy of some of these measure-
ments, as HRI (Human-Robot Interaction) will ask the user, when in doubt, of any
potential on-going risk or harm the user might be suffering. It must be finally noted
that the reason for choosing a Xiaomi Mi Band 2 device instead of other devices,
such as the Apple Watch 2, Samsung Gear S3 - which both have a smaller standard
deviation in the study previously mentioned - is the price. Mind that one of the
main purposes of this bachelor’s work is the development of an inexpensive system.
Systems with a smaller standard deviation have higher current price, in 2019, of 10
to 15 times the price of a Xiaomi Mi Band 2 device.
6.2 Android application
A graphical representation of the application can be observed, as a visual aid for this
explanation, in Figure 6.1.
As mentioned in Figure 6.1, we have three separate activities. The user will be
able to select one of the five distinct activities in the menu. Afterwards, the user
will be prompted to introduce, in one of the two possible ways (a radio button or a
progress bar) the duration of the activity, and confirm it. A visual demonstration of
the application can be found in 1.
1https://youtu.be/910GbbF2sco
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FIGURE 6.1: In this Figure, we can observe the homepage duration
activities (Figure 1 and 2). In Image 1, we observe that the user is
able to select one of the five different options for activities. in Image
2, the user selects the duration of the activity. Finally, when the user
confirms the duration by clicking on the Confirmar Duración button,
a toast message is displayed at the bottom of the screen, as we can
observe in Image 3.
6.3 Robotic application
In this section, we will demonstrate the functionality of the final robotic application.
For that, we propose three different use cases. Additionally, we will show how data
flows between the application and what the robotic application really needs and
does with the data it receives, in Section 6.3.1 (the first use case).
6.3.1 Use Case 1: user resting whose heart rate raises rapidly
This use case happens when the user of the application was, for example, resting and
starts doing physical exercise. When the user puts on the wearable device, the robot
will start requesting heart rate measurements and store them in the data structure.
We can observe this in Figure 6.2.
Then, it will perform the average of the last ten measurements. Every minute,
the average will be inserted in the ML predictor, in order to predict the activity the
user is performing at that exact time. For a most accurate ML model, we will need
3 minutes from the beginning of the execution of Mini Maggie to have a correct
predictor, as the ML predictor is initially filled with the basal frequency of the user.
In case the user’s heart rate is higher than the average of his/her age group for
physical exercise (as calculated and shown in Table 4.1.3), the danger level will in-
crease by 5 percent. Once this danger level reaches 80%, Mini Maggie will ask the
user if he/she is alright. Two scenarios happen now.
• Scenario 1: the user answers Mini Maggie, indicating that everything is alright.
In this case, Mini Maggie reduces the danger level back to 0% as everything is
okay, and continues measurements. This scenario is resilient to errors because
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FIGURE 6.2: We can observe how Mini Maggie handles the data struc-
ture in two different iterations. We can observe how we receive data
from the Xiaomi band, as well as the data structure and its contents.
Additionally, we can observe the danger level it is currently in, and
the predicted activity the ML model has predicted the user to be in.
FIGURE 6.3: This is the data flow when HRI happens. We can observe
that Mini makes a request through a CA, and waits for a response.
Through the use of grammars and the ASR module, as explained in
Chapter 5, the result is interpreted and a semantic value is received,
which is the final result that we are interested in. As the semantic
value received is no, the anomaly is classified as false and the danger
value is reset back to 0.
it requires user interaction in case danger level is detected. Therefore, the user
is always in control of the final decisions made by Mini Maggie.
• Scenario 2: the user does not answer. This scenario is contemplated in Section
6.3.2.
The data flow from Mini Maggie when this HRI occurs is shown in Figure 6.3.
We can observe this use case in practice in 2.
2https://youtu.be/z7m5R6ornhI
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FIGURE 6.4: Telegram communication with the Medical Logger bot.
6.3.2 Use Case 2: user who has had a heart attack
This use case happens very similarly to the one in Section 6.3.1. The heart rate of a
person that has had a heart attack will raise very quickly compared to its previous
heart rate. We know there is no way to determine if the person has had a heart
attack or has started doing physical exercise, however, we need to consider these
two factors:
• The robot’s final location would be in a user’s household
• Doing physical exercise at home is less probable than doing other activities
• The target audience for the robot is people of old age that live in residences or
hospitals. These people are much less likely to perform physical exercise at an
advanced stage of their lives.
Therefore, we make a demonstration as well as the user having a heart attack, and
not responding in the allowed time to Mini Maggie (20 seconds). In this case, the
behavior will be different than the one in Section 6.3.1: now, the robot will initiate
an internal procedure indicating that no response has been received, and this infor-
mation will be accessible by requests through the Telegram bot. In Figure 6.4 we can
observe a user requesting information from the user via the Telegram bot.
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We can see an example of a user simulating to have a heart attack, and see how
the robot would react when no response is received, in 3.
6.3.3 Use Case 3: user who has been resting for too long
In this last use case, we explain the case where a user has been resting for too long.
This use case is more related to the ML part of the bachelor’s work, as it will take
the predicted activity of the user previously calculating it, by running it through the
ML model.
In 4, we observe the case where the user has been sitting for too long in a chair.
Then, Mini Maggie initiates conversation by recommending the user he/she should
take a break from resting and activate their body. As the preciseness of the calcula-
tions made by the ML model are not so accurate, as explained in Section 5.2.3, this
predictor needs to be improved in future work.
3https://youtu.be/w3X9r68JApA
4https://youtu.be/CubHnJ3Nuh0
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Chapter 7
Problem Description
In this chapter, we will explain the set of requirements to develop the robotic appli-
cation previously explained in Chapter 5. In Section 7.1 we explain the format that
we follow for the requirments. In Section 7.1 we will explain the set of functional
and non-functional requirements that need to be followed; and finally, in Section 7.2
we will make an analysis of all requirements.
7.1 Requirements
Requirements are a set of capabilities that a system must fulfill in order to satisfy
a specification between a developer and the client. In our case, where we have no
client, we will play both roles of the developer and the client. These requirements
have a set of characteristics that are almost always common, regardless of the stan-
dard requirements must fill:
• Complete: the requirement must not be composed of several sub-requirements.
It must fully state the requirement in itself, with no missing information.
• Traceable: the requirement must meet all parts previously stated by the client
• Verifiable: the completion of a requirement must be able to be proven.
• Unambiguous: the requirement shall not contain technical jargon or acronyms,
and shall not express subjective opinions.
• Consistent: requirements shall not contradict one another.
The format followed to state the set of requirements can be seen in Table 7.1.
ID X
Necessity Necessary / Non-necessary
Priority High / Medium / Low
Stability Stable / Not Stable
Verifiability Verifiable / Non-verifiable
Status Proposed / Verified / Validated / Rejected
Type Functional / Non-functional
Name Name of the requirement
Description Description of the requirement
TABLE 7.1: Requirements Format.
The format represents the following information:
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• ID (example: FR_01). It unequivocally identifies the requirement so that it can
later be traced and verified. In case the requirement is functional, the ID will
begin with FR as in Functional Requirement. If it is a non-functional require-
ment, it will begin with NFR, as in non-functional requirement.
• Necessity: it specifies whether the requirement is important or not. If it is
necessary, it means that the final application will not properly work without
the completion of the requirement.
• Priority: we will use this field to identify if there are some requirements that
must be fulfilled with a higher priority than others.
• Stability: in case the requirement is fixed and can not be changed, it will be
considered as stable. Otherwise, it will be non-stable (if, for example, the re-
quirement can or will be modified during the development of the application).
• Verifiability: it determines whether a requirement is able to be quantified,
meaning that it can be proven that the requirement has been met.
• Status: the status of the requirement. In case there are some requirements that
were proposed and later dismissed, it will be included in the rejected category.
• Type: whether the requirement is functional or not.
Now, we proceed to distinguish between functional and non-functional require-
ments, which we will see in Sections 7.1.1 and 7.1.2.
7.1.1 Functional Requirements
Functional requirements are those that describe the functionalities that the appli-
cation must fulfill. Here is a list of all functional requirements, following the pre-
established format seen in Table 7.1.
ID FR_01
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Functional
Name Data Structure
Description The application shall use a dequeue data structure to
store heart rate information.
TABLE 7.2: Requirement FR_01.
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ID FR_02
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Functional
Name User Information
Description The robot shall receive the age, gender and basal
heart rate of the patient through standard input.
TABLE 7.3: Requirement FR_02.
ID FR_03
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Functional
Name CA Communication
Description The robot shall create CAs through the HRI manager
module.
TABLE 7.4: Requirement FR_03.
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ID FR_04
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Functional
Name Telegram Communication
Description The robot shall process requests to the Telegram API
through the telebot module.
TABLE 7.5: Requirement FR_04.
ID FR_05
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Functional
Name Constant Data
Description The constant thresholds obtained in the statistical
study shall be loaded from the file constants.txt in
the specified path: <module_name>/ src/ medi-
cal_alert/ data/.
TABLE 7.6: Requirement FR_05.
7.1. Requirements 81
7.1.2 Non-Functional Requirements
Non-functional requirements comprise the set of constraints of the system and qual-
ity standards from which the correct implementation of the application can be eval-
uated. Usability, scalability, performance and maintainability are factors to take into
account when talking about non-functional requirements. We can see below the set
of non-functional requirements for our application.
ID NFR_01
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Non-functional
Name Operating System
Description The application shall be compliant with the Ubuntu
16.04 LTS Operating System.
TABLE 7.7: Requirement NFR_01.
ID NFR_02
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Non-functional
Name Bluetooth
Description The platform where the application is executed shall
count with a Bluetooth Low Energy (BLE) adapter.
TABLE 7.8: Requirement NFR_02.
ID NFR_03
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Non-functional
Name Xiaomi Band Bluetooth
Description The Xiaomi Mi Band 2 wearable device used for HRI
shall be paired up with Mini Maggie prior to execu-
tion.
TABLE 7.9: Requirement NFR_03.
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ID NFR_04
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Non-functional
Name Xiaomi Band Battery
Description The Xiaomi Mi Band 2 wearable device shall have, at
least, 10% available battery.
TABLE 7.10: Requirement NFR_04.
ID NFR_05
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Non-functional
Name Microphone Connection
Description The platform where the application is executed shall
have a microphone connected.
TABLE 7.11: Requirement NFR_05.
ID NFR_06
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Non-functional
Name Internet Connection
Description The platform where the application is executed shall
have Internet connection available at all times.
TABLE 7.12: Requirement NFR_06.
ID NFR_07
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Non-functional
Name Rate of Measurements
Description The application shall make, at least, 10 requests re-
quests per minute to the Xiaomi band.
TABLE 7.13: Requirement NFR_07.
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ID NFR_08
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Non-functional
Name Python Programming Language
Description The application shall be developed in the Python pro-
gramming language.
TABLE 7.14: Requirement NFR_08.
ID NFR_09
Necessity Necessary
Priority High
Stability Stable
Verifiability Verifiable
Status Verified
Type Non-functional
Name Python Version Support
Description The application shall be compliant with the following
Python versions: 2.6, 2.7 and 3.5.
TABLE 7.15: Requirement NFR_09.
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7.2 Requirements Analysis
After all the functional and non-functional requirements have been presented, we
make an analysis of all requirements, showing how each one of them, if their status
is set as verified, have been verified. In our case, all of them have this status, so
we have been able to verify that all of the requirements have been met. For this, we
can observe two traceability matrix, one for functional requirements (Table 7.16) and
another one for non-functional ones (Table 7.17). The set of use cases can be found
in Sections 6.3.1, 6.3.2 and 6.3.3.
Requirement 1 2 3
FR_01 OK OK OK
FR_02 OK OK OK
FR_03 OK OK OK
FR_04 OK OK -
FR_05 OK OK OK
TABLE 7.16: Traceability Matrix for all functional requirements.
Requirement 1 2 3
NFR_01 OK OK OK
NFR_02 OK OK OK
NFR_03 OK OK OK
NFR_04 OK OK OK
NFR_05 OK OK OK
NFR_06 OK OK OK
NFR_07 OK OK OK
NFR_08 OK OK OK
NFR_09 OK OK OK
TABLE 7.17: Traceability Matrix for all non-functional requirements.
As we can observe, all requirements have been met by at least one of the three
use cases; and in most of them, all three use cases.
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Planning
In this chapter, we will explain the task management followed throughout the de-
velopment of this bachelor’s work. As everything was decomposed initially into
tasks, we can make an analysis of whether all tasks were finished at the end, and
whether tasks took more time than initially expected. We will present two different
GANTT diagrams for this: one for representing the initial set of tasks and the time
that they had allotted, and another GANTT diagram for the time that it really took
to complete all tasks.
Now, we will explain the set of tasks that we could decompose at the beginning
of the project, with a set of subtasks in case we need them.
• Task 0: checking functional and non-functional requirements from scratch, to
see what hardware we could need for the data collection process and the final
functioning of the application. Also, analyzing ROS and Linux to check the
functioning of modules in Mini Maggie. This involved learning about each
component of Mini Maggie (ASR, TTS, HRI Manager and several other mod-
ules that we would need to communicate with).
• Task 1: investigation and analysis of Xiaomi Mi Band 2 devices. This task
comprises everything from analyzing how much the battery lasted, as well
as how we could extract information from the Xiaomi device (referring to the
cryptography involved, as explained in Section 5.2.2.
– Task 1.1: analyzing and testing previously created code from Leo Soares
([32]).
– Task 1.2: performing a hexadecimal analysis and manually checking that
the handshake is complete.
– Task 1.3: requesting heart rate measurements and checking that the ROS
node correctly got the information.
• Task 2: communicating ROS nodes (publisher and subscriber only) with Xi-
aomi band information (heart rate measurements). Also, creating additional
functions to handle this data correctly.
• Task 3: creating an Object-Oriented Programming (OOP) paradigm to store
this, and several other information that we would need in the final version of
our robotic application.
• Task 4: planning a way to detect different kinds of activities based on the heart
rate data we were collecting from the Xiaomi band.
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– Task 4.1: reading previous papers from heart rate variability depending
on different activities.
– Task 4.2: planning to make a quantitative, statistical study from scratch.
Also, identifying the set of components we will need for the data collec-
tion process.
• Task 5: developing and testing an Android application for the data collection
process.
– Task 5.1: revisiting the Android activity lifecycle and the possible archi-
tectures with which to implement the application.
– Task 5.2: design of all necessary activities, including auxiliary functions
such as database structure and interface to communicate with activities.
– Task 5.3: testing of the application after development, including a pre-
testing phase with users from the Departamento de Sistemas y Automática,
at UC3M.
– Task 5.4: determining the publishing platform for the application. This
section involved leveraging which would be the distribution method for
test users. Firstly, the application was made available for Google Play,
finally it was chosen to be delivered via Google Drive individually.
– Task 5.5: application obfuscation, so that the contents of the application
would be protected from reverse engineering and depackaging.
• Task 6: performing the data collection process.
– Task 6.1: gathering a set of 36 initial test users.
– Task 6.2: distributing the application, installing it in the test user’s mobile
devices, check for platform-dependent errors (such as Samsung devices),
and attempting to fix API level errors in test user’s mobile devices to in-
stall the application.
– Task 6.3: supporting test users during the 3-day period of their study.
From meeting with them in case batteries were depleted, to explaining
them, in case they were confused, about which activity would correspond
to which category (to indicate in the Android application).
– Task 6.4: recovering hardware and resetting the mobile devices from test
users to the original state they were three days ago.
– Task 6.4: collecting consent form, user satisfaction forms and usability
forms from users.
• Task 7: analyzing all data.
– Task 7.1: discarding all users whose data was corrupt or unusable for
some reasons (see Section 3.6).
– Task 7.2: analyzing the final set of users that we had, by categorizing
them by gender and age. For that, we made use of the consent form from
users to recover their data. With this data, make an initial analysis of our
initial set of data (see Section 4.1.1).
– Task 7.3: cross-referencing all data from users by separating all their data
in different files programatically (with Python).
Chapter 8. Planning 87
– Task 7.4: cleaning data and preparing it for Machine Learning (ML) anal-
ysis.
– Task 7.5: analyzing static data for age and gender and extract the static
thresholds that would be later used for detecting dangerous heart rates.
• Task 8: developing ML techniques to analyze data, with the already prepared
and cleaned data, and extract conclusions from the results.
• Task 9: iterate several times to try and improve the ML behavior. Try with
several different classifying algorithms, apart from Random Forest.
• Task 10: with all this data, create the robotic application (with static thresholds)
and test the functionality.
– Task 10.1: include static thresholds and the Random Forest classifier.
– Task 10.2: predict new data from the Xiaomi band in real time through
ML techniques.
– Task 10.3: include own-developed modules (such as Telegram, Email)
and test their functionality.
– Task 10.4: test the proper functioning of the robotic application.
– Task 10.5: create three different use cases for the application, to verify that
the application works in all possible cases.
• Task 11: drafting of the report.
• Task 12: review of the report, performing necessary corrections through sev-
eral iterations for each chapter.
Now that we have quantified all tasks that were involved, we proceed to show
the first GANTT diagram, which corresponds to the predicted schedule for all tasks
throughout this bachelor’s work. We can observe this GANTT diagram in Figure
8.1.
Finally, we can make a comparison from the original in Figure 8.1 and the real
one, which can be found in Figure 8.2. In conclusion, the development of all require-
ments and tasks was much longer than we predicted, and this bachelor’s work took
more than recommended by guidelines.
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FIGURE 8.1: GANTT diagram for the initial set of tasks and the time
that they had allotted.
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FIGURE 8.2: GANTT diagram for the real set of tasks and the time
that they really took.
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As observable in Figures 8.1 and 8.2, Task 6 took much longer than expected. This
was caused because we predicted that the time it would take to perform the data col-
lection process turned out to be much more than expected. The process of collecting
data ended up being very time consuming because we needed to meet with the test
users at the beginning and ending of their 3-day period. Due to scheduling issues,
from our or their side, the data collection processes ended up being approximately
2 to 3 times longer than initially calculated.
Additionally, Task 11 and 12 took longer too, because in reality, the drafting and
reviewing of chapters in the report were made iteratively and was started much
earlier, doing these tasks simultaneously during the whole data collection process.
91
Chapter 9
Socio-Economic Environment
In this chapter, we will observe the set of socio-economic factors that were involved
in this bachelor’s work. First of all, we will make a prediction of the cost of the
development of the project, in Section 9.1. Finally, we will predict the socio-economic
impact that the successful production of this bachelor’s work would have, in Section
9.2.
9.1 Budgeting
Taking into account the information from [34], we make a preidction about the stan-
dard cost of the project, deriving from the total number of hours required to com-
plete this bachelor’s work. Taking into account that each week, in Spain, is com-
prised by 48 hours a week, and there are four weeks in a fiscal month, the total
number of billable hours in a month is 192. We can observe the total cost in Table
9.1.
Number of Hours Salary per Month ([34]) Nr. Billable Months Total Cost
720 1215.90 EUR 3.75 4559.63 EUR
TABLE 9.1: Project Total cost, based on the number of hours used for
the development of this bachelor’s work. The number of months is
calculated as the number of hours devoted to this bachelor’s work
divided by 192, which is the number of billable hours per month.
This cost does not include the software and hardware costs. In our case, as the
development of all modules of this project has been made with open-source and free
tools, the software cost is 0 EUR. However, we need to make a better analysis of the
hardware cost.
9.1.1 Hardware Costs
In regards to the hardware cost, we need to consider several factors. First, we must
consider the hardware purchased to collect data and test our application. In our
case, we bought 3 Xiaomi Mi Band 2 devices, each with a standard price of at the
time of purchase. The standard cost for each one of the Xiaomi devices, at the time
of purchase, was 19.90 EUR.
Additionally, we need to consider the use of the robot Mini Maggie, used for the
development and testing of the software product explained in Chapter 5. The total
cost of Mini Maggie is 2600 EUR. For utilizing the robot, we need to calculate the
amortization factor for the use of Mini Maggie (not its purchase).
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Taking into account that the standard cost is 2600 EUR, the useful life of Mini
Maggie is 84 months, and we have used Mini Maggie for a total of 9 months for the
development of this bachelor’s work, the amortization factor cost for Mini Maggie
is observed in Table 9.2.
Months of Use Useful Life Mini Magie Cost Amortization Factor
9 78 2600 EUR 278.57 EUR
TABLE 9.2: Calculation of the amortization factor cost for Mini Mag-
gie. The amortization factor is the total cost multiplied by the per-
centage of useful life employed in the development of this bachelor’s
work (9/84).
Therefore, the total hardware cost is the sum of both the amortization factor cost
plus the cost of the three Xiaomi Mi Band 2 devices. We can observe the total hard-
ware cost in Table 9.3.
Item Units Cost per Unit Total Cost
Xiaomi Mi Band 2 3 19.90EUR 59.70EUR
Mini Maggie Amortization Cost 1 258.57EUR 258.57EUR
Total 1 1 318.29EUR
TABLE 9.3: Calculation of the amortization factor cost for Mini Mag-
gie. The amortization factor is the total cost multiplied by the per-
centage of useful life employed in the development of this bachelor’s
work (9/84).
Finally, summing the hardware costs from Table 9.3 and the standard costs from
Table 9.1, we obtain a total project cost of 4877.92 EUR.
9.2 Socio-Economic Impact
The impact of the development of the robotic software module would be primarily
social. As the development of this module has no economic impact, as the robot will
have the same base price regardless of the number of software modules included
inside, the economic impact is null.
However, the development of this module attempts to improve the social percep-
tion of robotics by offering a better Human-Robot Interaction (HRI) for Mini Mag-
gie. Also, several of the used tecniques can be used in the future to monitor vital
information of users to allow a better control of this information by the robot. The
development of a future robot-based alert system is very possible.
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Conclusions
In this chapter, we make a summary about the work that has been done in this bach-
elor’s work, what has been achieved and what has not. Additionally, we will explain
the future work related to all that we have done, in Section 10.2.
10.1 What has been done
From the initial set of objectives in Section 1.3, we see the following objectives of this
bachelor’s work.
1. Implement a social robot able to transparently communicate with a user that
is in distress and needs immediate help.
2. Develop a static algorithm to detect subtle differences in a patient’s heart rate,
to determine if a patient is in danger or needs assistance.
3. Through the use of Machine Learning algorithms, generate a classification
model that can conclude, in real time, the predicted activity a user is perform-
ing at any given time, based on the user’s past and current heart rate measure-
ments.
4. Being able to help others, in a cheap and effective way, with a tool that can be
worn by any patient to log heart rate information.
From this list, we can say the following:
1. The social robot was able to transparently communicate with any user through
the development of our own module, explained in Section 5.2, and the use of
auxiliary third-party modules as explained in Section 5.3.
2. Through the use of a statistical, well-organized study of heart rate informa-
tion from 24 final users, we were able to determine a set of thresholds that
determined the average for each one of the daily activities in a user (physical
exercise, others, walking, sleeping and resting). We were able also to catego-
rize this data into three different age groups (0 to 30 years old, 30 to 60, and
more than 60) and two different genders (male and female) to improve the pre-
ciseness of our thresholds. We can see the results from this statistical study in
Sections 4.1.4 and 4.1.3.
3. Developing a machine learning model through a Random Forest classifier, we
were able to predict, with a precision of 51%, the current activity of a user based
on his/her history of heart rates. However, the precision of the machine learn-
ing model is not enough, and we believe that with a better statistical study,
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we will be able to improve this statistic in the future, until a much higher pre-
diction rate of about 90%. In Section 6.3.3 we can see, in practice, how the
implementation of this machine learning model can improve HRI with Mini
Maggie.
4. Helping others with our own developed module was also achieved. Through a
seamless interaction with the robot through HRI, we have been able to improve
the interaction of Mini Maggie with all users, introducing additional commu-
nication patterns that can improve the interaction between any user and Mini
Maggie. In Sections 6.3.1, 6.3.2 and 6.3.3, we can see in practice all the quality
of interaction between Mini Maggie and a test user.
10.2 Future Work
The set of guidelines for future work with regards to this bachelor’s work are:
• Improve the machine learning model, by improving the quality of the data col-
lection process in the statistical study. This is the purpose of a future scientific
paper linked to this bachelor’s work. It will preliminarily consist on request-
ing heart rate information from the Xiaomi Mi Band 2 wearable device much
more frequently than the GadgetBridge application would allow us to request;
thus improving the amount of measurements per minute and subsequently
improving the overall quality of data for each activity category.
• Increase the number of test users to perform a more accurate statistical study
and data collection processes, with at least 30 users for each age and group
(e.g. 30 males and 30 females under 30 years of age).
• Include additional information from users so that better comparisons can be
made between them. Also, include test users with congenital heart diseases
and study the variability between their heart rate information and the infor-
mation from healthy users.
• Increase the number of Xiaomi band devices to a much higher amount, e.g.
10-20 devices so that the data collection process can be made much more effi-
ciently, which was one of the drawbacks from this bachelor’s work.
• Consider the possibility to make the data collection process with other devices,
such as Xiaomi Mi Band 3 devices; as they have a better reliability and lower
standard deviation in regards to heart rate measurements (Section 6.1).
has a purpose other than being the medical system itself (as the Xiaomi Mi Band
2 hardware is used, the device can be used as a watch, as well as including other
features that Xiaomi Mi Band 2’s specifications allow, such as a measurement for the
number of steps and calories used throughout the day).
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Appendix A
Study Forms
A.1 English Consent Form
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FIGURE A.1: Consent Form (English Version), Page 1
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FIGURE A.2: Consent Form (English Version), Page 2
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A.2 Spanish Consent Form
FIGURE A.3: Consent Form (Spanish Version), Page 1
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FIGURE A.4: Consent Form (Spanish Version), Page 2
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A.3 English Satisfaction Form
FIGURE A.5: Satisfaction Form (English Version)
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A.4 Spanish Satisfaction Form
FIGURE A.6: Satisfaction Form (Spanish Version)
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Appendix B
Android Activity Lifecycle
Associated to all these states, there is a set of callbacks/functions that model each of
the states:
• onCreate(). This method is executed once, when the system instantiates the ac-
tivity. The activity is considered as created. This method is executed, therefore,
only one for the entire lifecycle of the activity, regardless of how many times
we enter the application. Every time the user accesses an activity after launch-
ing the application, the onCreate() function is called. This means that, as long
as the application’s process is alive and stored in main memory, onCreate() will
be only called once.
• onStart(). This method causes an activity to acquire the Started state. This
function is derived from the execution of the onCreate() function. This means
that all the creation and initialization procedures made in the Created state of
the activity has been completed. Once the activity has finished the execution of
this callback, it does not stay resident in the Started state. It calls the subsequent
onResume() function.
• onResume(). When this method is called, the activity acquires the state Re-
sumed. This state is resident, unlike all other states previously mentioned. It
means that, as long as the user executing the application stays on the activ-
ity, the onResume() callback will endlessly executing. However, when there is
an event that would stop the Resumed state, for example, accessing a different
activity on the application, the application leaves the Resumed state and the
onPause() callback is called.
• onPause(). When this method is called, the activity acquires the state Paused.
This callback is temporary and acts as a preemptive measure to inform the
activity that the user is exiting its execution, and indicates that the activity is
no longer on foreground. When the activity moves to the Paused state, system
resources start being freed, such as sensors (GPS, accelerometers, camera, or
any other I/O that was used in the activity), to prevent battery draining. The
execution of this callback is very brief and may or may not be sufficient to store
important information persistently. Therefore, most of these saving operations
are and shall be performed, according to Android developer guidelines, in the
onStop() callback. Finally, the user may return to the Resumed state in case that
the user returns to the activity fast enough.
• onStop(). In this method, the activity is completely stopped and therefore ac-
quires the Stopped state, and it continues, as mentioned, to perform store op-
erations needed after the execution of the activity. Such activities can be, for
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FIGURE B.1: Android Activity Lifecycle ([28]).
example, storing logging information in a database about the user’s activities.
In case of an activity being in the Stopped state, two things may occur:
1. The application is destroyed by the system due to inactivity, or a change
in the mobile device’s orientation or any other mobile configuration mod-
ification that affects the activity’s properties. In this case, the onDestroy()
callback is invoked.
2. The user resumes the use of the activity by re-accessing it. In this case, the
onStart() callback is invoked.
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• onDestroy(). In this case, the activity acquires the Destroyed state and is shut-
down until the application re-accesses the activity. This may happen because
the finish() system call is called upon the activity, or because the user has com-
pletely dismissed the activity. Also, if the layout of the activity is affected by
an event, such as an orientation change in the device (for example), the activity
is destroyed until re-launched with its corresponding new layout.
In the case of the Android application, all activities implicitly use all methods ex-
plained in Appendix B. However, some methods are overriden to extend the func-
tionality of activities into something more concrete. In this case, the application
modifies the behavior of the onCreate() function in all activities, leaving all other
functions with the standard Android implementation. Therefore, the explanation of
all unused functions and the activity lifecycle of the Android application, which is
deemed necessary to understand how activities work internally, were left in Annex
B for that purpose.
Referring to the onCreate() function, the implementation of all activities are made in
this method. The Android application mostly consists on navigation buttons for the
user. It was designed and simple and accessible as possible, to make it very usable.
Also, the database operations (used to store the selections made by the user) are not
made when the activity is stopped, as it normally happens. Database operations
happen when the user press a confirm button to commit the user’s selection in the
GUI. If the user does not press this button, nothing is stored in the database. There-
fore, the activity must be in foreground and the user must be actively interacting
with this activity through the GUI for database actions to occur.
Finally, note that, activities do not share information between each other. How-
ever, we chose the design of the application to consider all activities as modular and
independent between each other, apart from the buttons that interconnect them and
allow navigation throughout the application.
The set of activities in the Android application are:
• MainActivity.java
• Homepage.java
• Duration.java
• DatabaseHelper.java
• Data.java
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Sequence Diagrams
In this Annex, we can observe the set lower-level, function-specific sequence dia-
grams for the Android application as explained in Section 3.3.3
C.1 Homepage
FIGURE C.1: Sequence Diagram of Homepage class, method onCre-
ate().
FIGURE C.2: Sequence Diagram of Homepage class, method com-
menceActivity().
C.2 MainActivity
C.3 Duration
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FIGURE C.3: Sequence Diagram of MainActivity class, method on-
Create().
FIGURE C.4: Sequence Diagram of Duration class, method onCre-
ate().
FIGURE C.5: Sequence Diagram of Duration class, method convert-
Minutes().
C.3. Duration 111
FIGURE C.6: Sequence Diagram of Duration class, method convert-
ToText().
FIGURE C.7: Sequence Diagram of Duration class, method display-
SuccessToast().
FIGURE C.8: Sequence Diagram of Duration class, method writeIn-
toDB().
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FIGURE C.9: Sequence Diagram of Duration class, method writeFile()
on a correct execution.
FIGURE C.10: Sequence Diagram of Duration class, method write-
File() on an incorrect execution (Exception).
