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A manual is usually regarded as the interface between a machine and the human. The 
information organization approach in the manuals can be different according to the 
media used, the user knowledge level, and the scope of manual, resulting in a 
variation of the manual representations (e.g. paper guideline, online help, reference 
book, etc). The traditional manual structure is static so that the information hierarchy 
is fixed and, thus, the manual representation is fixed. Here we start from analyzing the 
basic features of the machines and try to build up a generic manual model to represent 
different machines. Our model describes the machines in terms of their functions, 
operators, and parts. The relations of these items are defined and a dynamic manual 
structure is introduced. The dynamic manual system includes a Generator that codes 
the machine items as a data model and a Reader that accesses the model for 
presenting instructions. The data model is in tree type format and is represented by 
using XML. We have taken two examples to examine the concept. One example is the 
Motorola mobile phone T2688 and the other one is the China Motion Telecom pager. 
The functions of these two machines were studied and the corresponding data models 
were constructed. Specific readers have been designed for each of them to access the 
corresponding models and illustrate the expression power of the dynamic manuals. 
The results show us that dynamic manuals are able to generate clear instructions. The 
manual representations are flexible because we can reconstruct the relations of the 
functions and operators. This overcomes the fixed representation problem 
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Chapter 1 BACKGROUND 
Traditionally, a manual is a key tool to let people understand the features and the 
operating procedures of a machine. A Manual describes the functions of a machine, 
explains the manipulating steps and tells people the general information of a machine. 
A Manual acts as an interface between man and machine in the following studies [1]. 
1.1 An analysis of manuals 
The representation of a manual can be discussed from three perspectives; they are the 
media, the scope, and the user's understanding level. A manual can be represented in 
more than one kind of medium. The most usual ones are the paper media and the 
electronic media such as the online help and tutorial. The scope of the manuals is 
determined according to their usages. Some of these can be classified as brief notes 
that specify only the key features of the systems and some can be called as reference 
manuals that contain detailed information. More, the design of the manuals can also 
vary according to the knowledge level of users. A highly educated user or an expert 
requires an in-depth, technical manual while a person who knows nothing about the 
systems may require a complete and easy to understand manual for starting up. As the 
representation of the manuals varies, different manual representations can yield 
different educational purposes. Manual writing becomes difficult if we can represent a 
manual in more than one way. Does there exists a universal manual representation to 
fit all the using purpose? To answer this question, we are going to analyze different 
manual representations for comparison and feature reorganization. 
Concerning the media issue, the most commonly used media to express manuals are 
paper and digital. Both of these two media, however, have weaknesses. Printing 
manuals on paper is a traditional approach. All required information should be 
searched manually. Thus the organization of information is more significant than the 
content of information when we consider whether the design of a paper manual is 
good or not. Moreover, hampered by the printing quality and the physical limitation 
of the paper, a paper manual is visually less expressive and attractive. An online 
manual seems to be able to solve the problem of information searching and visual 
expression. Its electronic format brings interactions. Information can be searched and 
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displayed very quickly according to the input of the users. Colorful images and live 
movies can be used to express the operating steps which can impress the users, [8]. 
Electronic manuals, however, face many challenges [1]: 
1) Fonts may be poorly displayed if the resolution is low. 
2) Emitted light from displays may be difficult to read by than reflected light 
from paper. 
3) Small displays required frequent page turning which can be disruptive. 
It is hard to determine whether paper media or electronic media is the perfect choice 
to represent manuals because both of them have weaknesses. Normally we put 
understandability on the top priority when we judge manuals. As a manual in 
electronic media is well prepared for multi media, its understandability could possibly 
be enhanced. To represent a manual, we thus prefer electronic media than paper 
media. 
Concerning the scope issue, it is related with the knowledge level of the users. 
Inappropriate scope coverage will result to a failure of the manuals. To understand the 
problem, we can study the users of different knowledge levels to see how the scope of 
the manuals is shaped accordingly. Users can be classified into three different 
knowledge levels by using the OAI model [1], which tries to describe the users in 
term of their understanding of the tasks and the interfaces tools. 
Group I users ''know some of task objects and actions, but know nothing about the 
interface. A deeper knowledge of task objects and actions will give them a framework 
for learning about the interface.,，In this group, users are in the lowest knowledge 
level. They have a universal picture about the task idea, understand the intention of 
the action, but they do not understand every step in the action and do not know the 
operation of the interfaces (or the machines). A detailed manual, covering both the 
background of the task as well as the technology of the interfaces, is particularly 
necessary for this group of users. 
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Figure 1: Group I users 
Group II users ''know the task adequately, but do not know the interface. Educational 
materials for this community should explain the interface objects and actions, starting 
with plans.” Comparing with the users in group I, users in this group have a relatively 
high knowledge level. They have a clear picture about the task (from the universe idea 
to each piece of atomic idea, from the general intension to every step of the action) 
but they still do not know the operation of the interfaces (or the machines). In this 
case, the design of the manuals only need to focus on the technology of the interfaces 
and thus are simpler than the manuals for group I users. 
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Figure 2: Group II users 
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Group III users are ‘‘knowledgeable about the task and high-level interface aspects, 
and need to learn only the specific visual representations and syntactic details. For 
example, someone who knows about writing scientific articles and is familiar with at 
least one word processor will find it relatively easy to acquire the low-level objects 
and actions in another word processorGroup III users are in the highest knowledge 
level; they have clear ideas on the tasks and have certain knowledge on the operation 
of the interfaces (or the machines). They may not be able to understand every pixel 
and click in the interface but they can catch up quickly since they have had the basic 
idea of the interface. In this case they do not need hundreds pages of manuals 
describing the details of the interfaces but just several pages of guide lines to help 
them to catch up. 
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Figure 3: Group III users 
In short, different manual scopes suit users with different knowledge levels. The 
scope of the manuals and the users knowledge level are two dependent issues of the 
manual representation. For example, manuals serving users with lower knowledge 
level cover real examples, background support, and fundamental explanations while 
the manuals serving users with higher knowledge level cover abstract concepts and 
mathematical equations. There is no universal manual scope standard to satisfy all the 
application purposes. 
In summary, manual representation varies in term of the issues of media, scope and 
users knowledge level. The electronic media could be better than the paper media in 
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some sense. There is, unfortunately, no perfect manual scope because the knowledge 
levels of the users vary. For one machine, we can design manuals with many different 
representations. A representation suits a particular class of users and has certain 
features. A new environment can possibly challenge a representation and may turn 
down the use of that representation. The features of a representation can satisfy one 
class of users but not another. An expert will find that a primary level manual wastes 
his time while a kid will be annoyed when he/ she needs to go through a very 
technical manual of a toy. Besides a person who does not have computer knowledge 
may have difficulty in using the online help and a person who loses the paper manual 
will become helpless when he needs to refer to it some times later. As a representation 
restricts the use of a manual in certain areas, we can draw a conclusion that there is no 
universal manual representation that can satisfy all using constrains. 
1.2 Existing practice 
Unfortunately, today's manuals are static in terms of representation. We thus question 
on the efficiency of the manuals. We tend to believe that the manuals are "fair" to all 
users in the sense that they give standard information to everyone. However as the 
representation of the manuals is restricted in one format, they suit someone more than 
the others. The efficiency of manuals decreases. In real life, when a manual is 
produced, its representation is fixed and thus the purpose of the manual as well as its 
target user group is fixed. Renewing the representation is impossible unless a new 
manual version is released. Technically speaking, a manual is basically constructed 
according to a function hierarchy that can be viewed as an organization of the 
function. Fixing the function hierarchy results in static representation. 
This problem is obvious in the case of paper manuals. Figure 4 shows a segment of 
the content table of a real manual, which is the manual of the Motorola mobile phone 
T2688. The manual, like most of the other manuals, is designed to suit most of the 
users because it explains the fundamental operations. The content table lists out the 
Chapter of "phone book" and indicates the page numbers of the corresponding sub 
topics under "phone book". The topics include the "last number" (instructing the users 
how to search the record of the last call from the phone book), the "find record" 
(search records from the phone book), "add record" and others. The order of the 
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topics is fixed and these topics become parts of the manual content once they are 
physically printed. A reader of this manual is forced to follow the manual in this 
setting. A user who is already familiar with the use of the phone may find that the 
instructions of "using phone book" are unnecessary. He cannot change the 
representation of the manual from an elementary level to an advanced level because 
he has no way to modify the content printed on pieces of paper. For example he 
cannot change it to a reminding note through deleting the function items that he is 
familiar with and keeps only the function items that he seldom uses, or he cannot 
simply change it to a trouble shooting list. The content table can be viewed as the 
function hierarchy of the manual, which organizes the presenting flow of the 
functional topics. In this example of paper manual, it is fixed and thus the 
representation of this manual is also fixed in a relatively junior and general format. 
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What will happen if the manual is in electronic format? Figure 5 is the online help of 
the Microsoft Company [10]. The left hand side of the online help is the content table. 
Users click a function item of the content table. The sub items of the selected function 
item will then be displayed. This content table is same as the content table of the 
paper manual, which organizes the presenting flow of the functional topics. Users are 
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not capable of changing the orders and contents of these functional topics unless they 
have access to the servers. This content table is also considered as the function 
hierarchy. Again, it is fixed. Then the representation of this online help is also fixed. 
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Figure 5: The online help of the Microsoft Company 
As the representation of the manuals changes under different environments, it is 
valuable to seek an adaptable manual representation for flexible presentation and 
quick update. Once we can construct a dynamic manual system, the use of manuals is 
no longer bounded by the physical representation of the manuals since its 
representation can change. 
1.3 New concepts in dynamic manual 
1.3.1 Dynamic representation 
We aim to develop a new manual system. Its representation is subjected for change to 
satisfy different user purposes. A representation of a manual can be regarded as a 
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form of information organization and expressed by a function hierarchy. The change 
of a representation can be considered as the change of the information organization. 
The information should include all necessary features of the machine like machine 
functions, buttons, chips and other electronic parts. To organize the information 
systemically, we first develop a data model that links these features together under 
certain schemes. This data model is a form of information organization and thus 
regarded as a representation of manuals. To allow the representation of a manual to 
change according to the requirement of the users, the linking pattern insider this 
model should be able to change accordingly. Once the linking pattern of the model 
changes, the organization of the machine features (the information) changes, resulting 
in a new manual representation. To change the linking pattern, we can rearrange the 
relations among the machine features, or we can add or delete machine features. For 
example, to enrich a manual as a reference book, we can add detailed information 
about a function or a button, add counter examples, or rearrange the presentation flow 
according to the knowledge level of the users. To simplify a manual to a guideline 
sheet, we delete the details. Here, the word "dynamic" refers to the capability for 
modifying the data model according to the user requests. 
1.3.2 Machine-orientation 
The perspective of a dynamic manual is different form the one of a traditional static 
manual. A dynamic manual tries to view a manual as a description of a machine while 
a traditional manual views a manual as a narration of machine functions. That means 
the traditional manuals are restricted to generate instructions for functions. The former 
point of view is machine oriented so that the manuals can completely cover the 
functionality of the machines and, more than that, illustrate a full picture for the 
machines to extend its usage. This makes the manuals possible to handle queries not 
only for functions, but also for other elements in the machines. 
To be machine-oriented, we choose an object-oriented approach. The machine 
features are studied and classified into three categories, the function, the operator, and 
the parts. For each instance of the function, operator, and machine part, we regard it 
as an individual item. In this manner, a machine is decomposed into a link of the 
instances of the functions, operators, and parts. A data model then realizes this linking 
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complex. Traditional function-oriented manuals however do not have any systemic 
scheme to organize these machine features. They have no concept to clearly 
distinguish the machine features. When a traditional function-oriented manual (like 
the paper manual, online help, etc) is told to suggest instructions for an asking 
function, it displays hard-coded sentences. When a machine-oriented manual is told to 
suggest instructions for an asking function, the operator instances and the part 
instances involved in the activation of the function suggests instructions. 
Once the instances in the data model are linked, the model is completed. We can 
access the model in more than one orientation. A query originated from the functions 
is a function-oriented query; a query originated from the operators is an operator-
oriented query while a query from the part is parts-oriented. Comparing with the 
traditional manuals that only allow function-oriented query, machine-oriented 
manuals achieve multi-format query. 
The links of the instances of the functions, operators, and parts in the model are well 
prepared for changes. Adding, deleting, modifying the instances or rearranging the 
links can change the information organization formats and thus the representations. 
The objectives of this research is to develop a manual with the capability to: 
1. Suggest clear instructions to its users, 
2. Change the representations according to needs. 
The first one is a fundamental requirement of manuals while the second one is an 
innovative idea. In the following sessions, we will focus on the details of each 
component of the dynamic manual system. Chapter 2 mainly discusses about the 
concept of the data model. Chapter 3 concerns the development of the devices that are 
used to generate and access the data model. Chapter 4 describes two experiments for 
concept testing. Chapter 5 focuses on the results while Chapter 6 is the research 
conclusion. 
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Chapter 2 DESIGN PHILOSOPHY 
To allow dynamic representation, the function hierarchies of the manuals must be 
changeable. Function hierarchies are employed as the organization of the manual 
information. They are no longer expressed as the lists of functions printed on pieces 
of paper but expressed by generic data models. A generic data model organizes the 
manual information in software format so that the information pattern may be 
reorganized dynamically. To establish the data model protocol, machines are first 
examined. Attention is drawn on the generic characteristics of the machines. A data 
model, called manual tree, is constructed accordingly for organizing the manual 
information. 
2.1 Concept 
Normally when we are told to operate a machine, firstly we ask "what kinds of 
functions can this machine offer?" Secondly, we focus on the operating methods, and 
finally we activate the operations. When we take the above three steps, we access the 
three major components of a machine: the functions, the operators and the parts. 
A generic machine in most of the cases can be viewed as the particular relation 
between the instances of each of these three components. For example, a pager is a 
simple machine in the field of telecommunication. It usually provides the functions of 
receiving message, reading broadcasting news and alarming. A pager has several 
buttons for users to activate the above functions. Once the users press a sequence of 
buttons, the machine parts start functioning. In the case of a digital screen, it displays 
information. Thus the functions, operators, and parts basically describe the whole 
machines. 
These three components are related in some particular formats. The functions are not 
directly related to the parts unless the operators act as interfaces between them. Thus 
the functions, operators, and parts have different levels of abstraction. 
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Figure 6: Generic machine model 
Since users are normally interested in the functions, functions are considered as a 
connection between the human and the machine. For example, People always 
consider a pager as an electronic communication tool because of the function types of 
the pager. The functions should be on the highest abstraction level in the machine 
model. 
The operator layer is under the function layer. Operators are designed for functions. 
The most common operators are the buttons. Function executions usually involve a 
series of operator activation and an operator activates a group of machine parts. 
Parts include the electronic circuit, the IC chips and the digital signal devices. They 
are the units of the machines and are normally complicated. In usual cases they are 
too far away from the knowledge sense of the users. A user does not focus his/ her 
attention on a piece of chip when he/ she reads the information from a pager unless 
the pager fails to function. 
As the parts layer is more engineering oriented and machine dependent, only the 
function-operator relation is focused in this research. Dynamic manuals with the 
absence of the parts layer are still functionally completed from the view of the general 
users since they do not usually seek the information of the parts. 
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2.2 Data node 
A manual tree is made up of data nodes which include the function nodes, operator 
nodes, and S nodes. 
The function nodes are the data structure of functions. For example, the function of 
receiving message can be considered as a function instance and coded as a function 
node in the pager model. An implementation of a function usually involves some 
operators. For example, reading message involves pressing an "open" button to open 
the message files and a "scroll" button to scroll the message. Therefore an operator 
order list is created to store all operator symbols in action order inside a function node. 
In the above example, the operator order list in the function node of "reading 
message" is composed of "open button" and "scroll button", where the "open button" 
should be in front of the "scroll button" to illustrate the correct action order. Notation 
fi is used to represent a function node where i is a unique code (will be mentioned 
shortly) of the function node. Each node stores: 
1 The name of the function 
2 The text to describe the function 
3 A list of the operator nodes arranged in an order for activating the function 
This order list is named as operator order list 
4 A parent function node (function nodes are arranged in hierarchy, to be 
mentioned in Section 2.3) 
5 The children function nodes 
Figure 7 shows a function node. 
© 
Figure 7: A function node 
Similarly, operator nodes represent the operators. A scroll button in the pager example 
is regarded as an instance of an operator and coded as an operator node. An operator 
always takes part in a particular action moment to implement a function and therefore 
an operator can be considered as a record of instruction for a particular action moment. 
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For example, users should press the scroll button when they read a long piece of 
message. It is noted that this scroll button is pressed at a particular moment for the 
action of "pressing the scroll button to read the next line of the message in case the 
message is too long". This annotation can be viewed as a guiding instruction for this 
particular action moment in "reading messages". In this view, an operator can be 
considered as a file. This file stores instruction(s) and annotation(s) for directing the 
action moment(s) when the operator takes part. These instruction(s) and annotation(s) 
should be displayed to the users if the action moment is involved in the activation of 
the function queried by a user (will be mentioned in Section 2.7). Notation Oi is used 
to represent an operator node where i is the unique code of the operator. An operator 
node stores: 
1 • The name of the operator. 
2. The text to describe the operator. 
3. Instruction set(s). Each set includes text, images and animations. 
Each instruction set corresponds to an annotation for an action moment when 
the operator is activated. 
4. The parent function nodes. (Those functions that store this operator symbol 
in their operator order lists) 
In Figure 8, the white circle represents an operator node. 
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Figure 8: An operator node 
When a user reads message through a pager, he/ she may need to store the message. A 
pager usually has limitation on the number of messages stored, as the memory is 
limited. It is user friendly if the instruction sequence of the function of "storing 
message" includes an instruction reminding users about the limit of memory. Such 
instructions are independent of any operator. They thus cannot be considered as action 
instructions and stored into any operator. To deal with this problem, a special operator 
node, called S node, is defined to store all these operator independent instructions for 
all functions. The S node is a special case of the operator nodes. Notation S is used to 
represent an S node and is visually illustrated as a shadow circle. 
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Figure 9: An S node 
For a function fi, we have a corresponding function unit Fi. A function unit Fi is a 
group of data nodes including the function node ft as well as all the operator nodes in 
the operator order list of the function node fi. A function unit illustrates a clear top-
down relation between the function and the operators. For example, the 
implementation of the function "storing message" (fi) in a pager involves pressing an 
open button (Oa) to open the message files, a scroll button (Ob) to scroll the message, 
an enter button (Oc) to store the message, and an operator-independent instruction (S) 
of memory reminding. The operator order list (the correct action sequence) of fi is Oa, 
Ob, Oc, S. The function unit Ft thus includes the fi node, Oa node, Ob node, Oc node, 
and S node. It is visually illustrated as: 
Fi 
O 
© 0 © © 
Figure 10: A function unit Fi 
2.3 Characteristic of function and operator 
Before we focus on the relations between the function units, we turn our attention to 
the characteristics of the function nodes and the operator nodes. These data nodes play 
different roles and respond differently in the model according to their own 
characteristics. 
The function nodes can be classified into two types. One type is called abstract type 
and the other type is called actual type. 
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All abstract function node is a function node that can be further decomposed into 
some abstract or actual function nodes. 
All actual function node is a function node that cannot be decomposed. 
The reason for such a classification is that, users' requests are sometimes far more 
abstract and unclear than the actual machine functions, due to the lack of background 
knowledge. The more complicated the machines are, the more obvious this gap can be. 
For example when users are told to handle the landing of an airplane, for those users 
who have no background knowledge, they are not able to raise their queries about 
landing using technical terms which are engineering based and unfamiliar. Their 
common question is simply "how to land", instead of "In the process of landing, when 
the plane is 5000 meters away from the airport, what landing state the plane should 
take?" However a clear input query is always the first priority for a manual, otherwise 
incorrect instructions will be generated. To overcome the gap between the 
understanding of the general users and the machine functions, we classify the machine 
functions as actual functions, which are precise, and we consider the general requests 
from the users as abstract functions. The abstract functions and the actual functions 
are linked in a way so that children functions are employed to extend the meaning of 
their parent functions. Thus, an abstract function usually divides into more than one 
abstract or actual functions and this results in a function hierarchy. The abstract 
functions are regarded as the connections between users' conception and actual 
machine world. They guide users to seek the actual functions for realizing their needs. 
Operators have two characteristics. One is the issue of essence and the other one is the 
issue of overloading. 
Concerning the issue of essence, an operator can be either essential or optional. The 
issue of essence is local to a function. An operator can be essential to one function 
and optional to another. 
An essential operator has specific position in the operator order list of a 
function node. They participate in a particular action moment in the action 
order. 
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An optional operator does not take a particular order in the action order and 
thus does not take any specific position in an operator order list. 
This characteristic is discovered as we find that some instructions given by operators 
do not necessarily take presenting order, meaning that they can be taken by the users 
in any time during the action moment without influencing users' understanding of the 
operation steps. In the above pager example, it is obvious that when the function of 
"storing message" is considered, the instructions given by the "open" button as well 
as the one given by the "enter" button must be mentioned in a correct sequence. The 
instructions of the "scroll" button, however, are not necessarily to take action order. 
Users can be reminded to scroll the message at any moment, as scrolling is not an 
essential action of storing message. In the case of "storing message", the "open" 
button and "enter" button is essential while the "scroll" button is optional. The 
instructions given by an optional operator are listed at the end of the instructions 
given by the essential operators. Notation Oi' is used to represent an optional operator. 
Concerning the issue of overloading, an operator can be either non-overloaded or 
overloaded. An operator is either non-overloaded or overloaded for all functions. 
A non-overloaded operator only serves one function AND only appears once 
in the operating order list of that function. 
An overloaded operator can serve more than one function OR appears more 
than once in the operating order list of a function. 
In many modern machines, there is a tendency to limit the number of buttons so as to 
minimize the size of the machines. One such example is the mobile phone which has 
very few buttons. A button in this case always participates in more that one function 
action. In the pager example, a "scroll" button is involved in many function actions 
such as “storing message", "selecting object" and “alarm volume adjusting". It is 
overloaded. An overloaded operator serves more than one function or serves more 
than once for a function. In short, an overloaded operator represents one instruction, 
with different annotations corresponding to different functions. In the case of operator 
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"press the ‘entry, buton，，，the instruction is simply to press the entry button. However, 
annotations can be “to activate a telephone call" or “to terminate a phone directory 
data entry process". There is a need to set up a scheme to identify the calling function 
for an overloaded operator, so that the appropriate annotation can be returned. 
Parameter passing scheme handles this problem and it will be introduced later in our 
discussion. 
2.4 Function hierarchy 
Function hierarchy is created by a combination of abstract and actual functions. As 
mentioned, abstract functions are designed to simplify the concepts of certain actual 
functions. One abstract function can be decomposed into more than one abstract or 
actual function for concept sharpening. The abstract and actual functions link together 
and form a tree-type function hierarchy. Apart from the pager example, we will use 
the airplane as an example. The landing process of the airplanes, as mentioned, is 
complicated. Due to the lack of technical knowledge, users normally raise unclear 
questions like "how to land?" when they are dealing with the landing problem of the 
airplanes. We consider "landing" as an abstract function and decompose it into some 
more actual functions like "the landing procedures as a plane is 5000 meters away 
from the airport", and "the landing procedures as a plane is within 5000 meters from 
the airport". Figure 11 illustrates the function hierarchy of the landing process of an 
airplane. 
landing 
The landing procedures as a The landing procedures as 
plane is 5000 meters away a plane is within 5000 
from the airport meters from the airport 
Figure 11: A function hierarchy 
Function hierarchies are not just the structures to organize functions. They are the 
tools to guide users (especially for those who lack technical knowledge) to search the 
actual target function for manual input. When users are guided, they walk down the 
hierarchies. A walking path is formed. In the above example, if a user finally selects 
17 
“landing procedures as a plane is 5000 meters away from the airport", the walking 
path of function selection is "landing" -> "landing procedures as a plane is 5000 
meters away from the airport". Notation _> is used to denote the order of the functions 
in a walking path. It should be understood that the manuals suggest instructions for 
the walking paths instead of just the selected actual functions. The actual functions 
indicate the orientation of the queries while the walking paths indicate the nature of 
the queries. (See Section 2.7) 
2.5 Manual tree (conceptual and actual) 
As function hierarchies store the information of function relations, and as a function 
corresponds to a function unit, we can replace the function titles in the function 
hierarchies by the corresponding function units and get a data node based architecture. 
Consider the landing example, we can use fi to denote the function node of "landing", 
f2 to denote function node of "landing procedures as a plane is 5000 meters away 
from the airport", and fs to denote the function node of "landing procedures as a plane 
is within 5000 meters from the airport". We further assume fi accesses the operator 
nodes S, Oi, O2, fi accesses the operator nodes S, Oi, O3, fs accesses S, Oi, O4. We 
can replace each function title of the function hierarchy shown in Figure 11 by the 
corresponding function units and get a data node based architecture illustrated in 
Figure 12. We name this architecture as a conceptual manual tree. 
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Figure 12: A conceptual manual tree 
In most cases, operators are heavily overloaded (especially for those machines having 
very few buttons), and an overloaded operator repeats in more than one function unit. 
In Figure 12, the operator nodes S, Oi are overloaded, since there are three identical S 
nodes and three identical Oi nodes. The software representation of duplicated operator 
nodes wastes memory. To improve the efficiency of the manual tree and to maintain 
the function hierarchy, we simply combine the duplicated operator nodes and relocate 
all the operator nodes to the leave layer. For those overloaded operators, they are now 
pointed by more than one function node. Such architecture is named as actual manual 
tree and is visually illustrated in Figure 13 in which overloaded operator nodes S and 
Oi are linked to more than one function node. No duplicated operator node exists. The 
relations of the function nodes maintain the basic function hierarchy patterns. © 
© © © © 0 
Figure 13: An actual manual tree 
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2.6 Coding of function nodes 
We apply a coding scheme on the manual trees so that we can easily refer to the 
function nodes. Each function node is now assigned a unique code according to its 
position in the manual tree. For a function node fi in the top layer, ‘？，is its unique 
code. Codes for the descendants, their coding schemes are defined as: 
Unique code of a function node= "(parent's unique code), (children number)" 
In the following example, we have a disjoint manual tree; the unique code of each 
function node is written down next to the node. Function node f2,i, for example, has 
unique code 2,1 because it is a child of function node fi and it is the first child of its 
parent. 
© 0 
11 1.2 / \ 
j ； V 1 _ 0 0 0 0 
Figure 14: Coding scheme of a sample 
At any time a function is selected by the users, we can immediately deduce the 
walking path (walking path composes of the selected functions) by the function 
unique code. In the above example, the walking path of f i j is f � - > fcj. A user 
selecting the function node f2,i must have selected the function node f�be fo re he/ she 
selects f2,i. In another example, given a function node fa，b,c, the walking path is fa -> 
fa，b -> fa，b，c’ a user selects function node fa’b’c must have selected the function nodes fa 
and fa,b before he/ she selects fa，b,c. This coding scheme is useful in the elaboration of 
the operation sequence, which will be mentioned in Section 2.7. 
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2.7 Operation sequence 
Operation sequence is defined as a join of the operator order lists. Each function node, 
according to the definition of the function node in Section 2.2, has its own operator 
order list which stores the sequence of operators to activate the function. 
The establishment of the data model is now nearly complete. The relations of the 
function nodes in the manual tree show the function hierarchy for the target machine. 
In this way, we are able to guide the users to search a precise actual function. The 
selection process of an actual function illustrates a walking path, indicating all the 
function nodes selected by the users. An actual function represents the orientation of 
query while a walking path, including the actual function, represents the nature of the 
query. Thus the dynamic manual suggests instructions through the selected walking 
path instead of using the actual function directly. To suggest instructions for the 
selected walking path, all functions indicated in the walking path should be preformed 
sequentially. To activate a function, all operators indicated in its operator order list 
should be activated sequentially. We can imply that activating the selected walking 
path is to activate all operators in the operator order lists of all function in the walking 
path sequentially. The involved operator order lists thus join sequentially to form an 
operation sequence. This elaborating process of operation sequence is necessary 
because it generates a complete and correct (in the sense of order) action sequence for 
the walking path. 
Notation @ is used to denote the relation between two operators in an operator order 
list. Using the example in Section 2.6, if fa is implemented using operators x and y 
such that X is activated before y, then the operator order list of fa should be expressed 
as X @ y. For further illustration, we assume the operator order list of fa,b as x @ z @ 
X, and the operator order list of fa，b，c，as z @ t. Once users select fa’b’c, we can 
immediately deduce the walking path as fa -> fa,b -> fa，b，c. After replacing each 
function notation by its corresponding operator order list, we can consequently work 
out a complete operation sequence for the path fa -> fa,b _�fa’b，c, which is x @ y @ x 
@ z @ x @ z @ t . 
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For optional operators, we can simply assign them to arbitrary position in the 
operation sequence since, according to the definition in Section 2.3，optional operators 
do not take action order. Normally we arrange optional operators at the end of the 
sequence. In the above example, in case the operator y is optional, denoted by y', the 
operation sequence become x @ y ' @ x @ z @ x @ z @ t . Alternatively, we can 
rewrite the sequence a s x @ x @ z @ x @ z @ t @ y ' t o follow our convention. 
2.8 Parameter passing 
In the dynamic manual system, the construction of operation sequences is a necessary 
step to answer queries. Once an actual function is selected, the walking path is formed 
and the corresponding operation sequence is constructed. Operator nodes, indicated in 
the operation sequence, respond sequentially by displaying the instruction materials to 
the users. Since the operation sequence is in an action order, when the operator nodes 
display instruction materials sequentially, the instruction materials presented to a user 
form a complete instruction. This process however still has problems due to the 
existence of the overloaded operators. 
In the example in Section 2.7, the operator order lists of fa, fa，b, and fa,b,c are x @ y, x 
@ z @ X, and z @ t. The operation sequence of the path fa -> fa,b > fa,b，cis x @ y @ x 
@ z @ X @ z @ t. In this operation sequence, both the operator x and operator z 
appear more than once because x and z are overloaded operators (x is activated for fa 
and fa,b，while z is activated for fa，b and fa，b，c). According to the setting we defined for 
the operator nodes in Section 2.2, operator nodes store instruction set (including text, 
images, and animations) to instruct a particular action moment that the operator 
activates. As the overloaded operators serve more than one function or serve more 
then once in the same function, they generate similar instructions with different 
annotations for different function calls. For different action moments, overloaded 
operators need to return different instruction sets. In the above example, the first 
operator x (serves fa) and the second operator x (serves fa,b) should respond differently 
by displaying different annotation. The function identification problem becomes a key 
issue and we must set up a scheme for the overloaded operators to identify the calling 
function, otherwise wrong instruction sets will be generated. A parameter passing 
scheme handles this issue. 
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The basic idea of the parameter passing scheme is passing unique parameters to each 
of the called operator so that it can identify the calling function when the operators in 
an operation sequence are called. To do this, a unique parameter must be assigned to 
each operator symbol in the operator order list of each function node. The parameter 
must be able to identify the calling function. A parameter is constructed by two parts. 
The first part is the unique code of the function node while the second part is a 
number representing the order of appearance of that operator in the operator order list 
of the function node. In the above example, the operator order list of fa,b is x @ z @ x, 
the unique parameter assigned to the first operator x is (a,b,l), denoted as Xa,b，i, where 
the "a,b" is the unique code of fa，b and the "1" indicates that this is the first time the 
operator symbol x appears in this operator order list. For the second operator x, the 
unique parameter is (a,b,2), denoted as Za,b，2, where the "a,b" is the unique code of fa,b 
and the “2” indicates that this is the second time the operator symbol z appears in this 
operator order list. We rewrite the operator order list of fa，b as Xa,b,i @ Za，b，i @ Xa，b,2. 
Extending the above example further, if operator order list for fa is Xa，i @ ya，i and the 
list for fa,b，cis Za，b,c，i @ U,h,c,u we then rewrite the operation sequence of the path fa -> 
fa,b-�fa，b,c as Xa，i @ Ya,! @ Xa,b,i @ Za，b，i @ Xa,b,2 @ Za，b，c,i @ ta，b，c，i. Thus each Operator 
symbol in the sequence is unique in terms of parameters. As the second operator x 
(the Xa，b’i) is called, its parameter (a,b,l) is passed to the operator node x. Since the 
first part of the parameter is the unique code of the function, the parameter indicates 
to the operator node x that the calling function is fa’b, operator node x responds in the 
right way. 
The S node, in most of the cases, is also overloaded. As an S node is regarded as a 
special case of operator nodes, the parameter-passing scheme should be applied on the 
S node in the same way as all other operator nodes. 
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2.9 Manual tree operation 
In summary, a manual tree is a tree type data structure composed of function nodes 
and operator nodes. The function nodes, as elements representing a higher abstraction 
level, are located at the upper part of the manual trees and are linked together 
according to the function hierarchy pattern of the target machines. Each function node 
stores an operator order list for its implementation. Both the function nodes and the 
operator symbols in the operator order lists are assigned unique code/ parameters. The 
operator nodes, as elements representing a lower abstraction level, are the leave nodes 
of the manual trees. Each operator node stores instruction set(s) an annotation(s) to 
inform a user how that operator should be activated. The instruction sets include text, 
images, and animation. 
Function nodes are first introduced to the users. Users manually search down the 
function hierarchy and finally select an actual function. The walking path of the actual 
function and the complete operation sequence is obtained. In the operation sequence, 
each operator symbol has a unique parameter assigned since it is obtained from the 
operator order list of a function node. According to the sequence, each operator is 
called sequentially and parameter is passed. An operator node identifies the calling 
function through the parameter and responds by displaying the corresponding 
instruction(s) and annotation(s). Since the operator sequence is in action order, the 
instruction and annotation sets are displayed in a similar order too. A complete 
instruction is formed. 
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Chapter 3 IMPLEMENTATION OF DYNAMIC MANUAL 
SYSTEM 
After the designs of the manual trees have been confirmed, dynamic manuals can be 
developed. The simplest form of a dynamic manual is the single dynamic manual 
system, which contains only one dynamic manual. It is particularly suitable for 
standalone, simple machines. Many devices in our daily life, like washing machines, 
mobile phones, video recording machines etc, tend to operate individually and seldom 
require information transfer with other machines. Single dynamic manuals describe 
the whole pictures of these machines in terms of their functions, operators and parts. 
In a single dynamic manual system, the manual is not related to other dynamic 
manuals. It operates independently. 
To construct a single dynamic manual, a manual tree must be first built as the data 
model of that manual. The tree describes a machine through the nodes and the 
relations of the nodes and results in a specific manual representation. Then a user-
friendly interface is also created for users to access this model which communicates 
with the users by receiving queries and suggests instructions in return. 
The process of constructing the manual system involves two working phases: the 
Generator phase and the Reader phase. The Generator builds up the manual trees and 
the Readers act as interfaces. Figure 15 illustrates the relations between these 
components. The data model (XML tree) outputs from the Generator and becomes the 
input of a Reader. According to the input files, the Generator generates data models. 
The relation between the Readers and the data models is plug-and-play, which means 
that the data models and the Readers are independent and separable. Readers can be 
considered reading and displaying devices of the data models. Reader are visually 
designed as one general device to read any data models, or as specific devices for 
different products and companies. Section 3.1 discusses the implementation of the 
Generator, the file format of the input files and the file format of the data model files. 
Section 3.2 describes the schemes to access the data models in a Reader. Section 3.3 
outlines the process to prepare the multimedia materials for instruction. 
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Figure 15: Architecture of the dynamic manual system 
3.1 Generator 
A Generator is a program that translates raw input text files to corresponding XML 
files [9], which are the input for the Reader. XML is recommended to record the 
manual tree structure not just because the XML syntax is convenient for tree-type 
representation, but because of its popularity in the Internet and WAP worlds. By using 
XML and some suitable readers, dynamic manuals become available not just in the 
CD ROM format, but can also be extended into the Internet market and mobile phone 
market too. This choice of software tool increases the usability of the dynamic 
manuals and helps for achieving the standardization of dynamic manuals. 
The Generator interface is constructed by a Visual Basic program and it achieves a 
friendly and simple look. The details of this program will be mentioned in Session 
3.1.1. Basically it provides input boxes for users to type in the file name of the input 
text files, which store the setting and relations of all data nodes, (the syntax and 
content of the input text files are mentioned in Section 3.1.1). The interface also 
provides input boxes for users to type in the file name of the output XML files. 
During generating, the Generator scans the input files, maps each piece of data with 
the corresponding predefined XML syntax, and writes the resultant XML code into 
the desired output files. 
3.1.1 File format and generation 
In this Section, the syntax of the input files and the XML files will be introduced and 
the file generation process will be mentioned. The setting of the function layer and the 
setting of the operator layer are separately stored in two input files, named as 
"functionJnputdata.txt" and "operator_inputdata.txt". The converted XML code is 
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separately stored in two output files, named as "function_manualtree.xml" and 
“operator—manualtree.xml，’. The reason of separation is for information independence. 
When a function hierarchy is going to be updated, or when the instruction set in an 
operator node is going to be replaced, the function layer or the operator layer can be 
separately updated without influencing each other (refer to Appendix A). 
To give an example, the file format of a simple mobile phone example is illustrated. 
The mobile phone is considered to have two major functions, “make a call" (with 
function id as fi), and “use address book" (fi). The "make a call" is an actual function 
while the "use address book" is an abstract function and is assumed to be decomposed 
into two actual functions, "insert record" (f2-i) and "delete record" (f2-2). The "make a 
call" function activates a send operator (O2). The "delete record" function activates 
two operators S and the enter operator (O3). The "use address book" and "insert 
record" function do not activate any operator. Figure 16 shows the conceptual manual 
tree for the above example. 
F-1 F-2 
make a call use address book 
I 
0 z � 
0 叉 
F-2，1， 
insert record V - / 
F-2,2 
delete record Figure 16: A conceptual manual tree for the mobile phone example 
Two input files of The Generator (the function_inputdata.txt and the 
operator一inputdata.txt) are provided for the above phone example. Concerning the 
function part, for each function node, the node information listed in Table 1 is 
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recorded in the input file. In case of the fi node, the function id should be “fl”，the 
function name is "make a call", function description is "make a local call", the size of 
operator list is "1" (Since the operator order list of fi only contains O2), The operator 
order list with operator parameter is "O2 1,1". The “1,1” is the parameter of O2, 
according to the parameter scheme mentioned in Section 2.8. The parent node and the 
children node are both "NULL". A segment of the input file, showing the setting of 
the function nodes fi and f�，is l ted in Table 1 too. 
1 Function id 
2 Function name 
3 Function description 
4 Size of operator order list 
飞 The list (in order) 
-operator id + parameters 
6 Parent node 
7 Children nodes 
fl 
make a call 






use address book 





Table 1: The information to represent a function node in the input file 
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After passing through the Generator, the input file is converted to XML format. The 
conversion is in one-to-one mapping approach. Figure 17 shows the process. 
generator 
id • �function�</function> 
• name — • <name> </name> 
Input file of ‘ ^ XML 
function - -一 file • 
'•‘ children node <children> </children> 
Scan Drocess Mapping process Write Drocess 
Figure 17: The conversion process for the input file of functions 
The Generator scans the input files. Each kind of node information is considered as a 
data type. For each data type, the corresponding XML syntax is mapped and the 
resultant XML code is written into the output files. For example, when the data of 
function id (like "f l") is scanned, the corresponding XML syntax (�function id="fl"> 
</function>) is written into the XML file, where “� func t ion�</ func t ion>" is a 
predefined XML tag to represent a piece of function id information. The syntax of 
mapping table and the resulting XML file of the above segment is listed in Table 2. 
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Data type XML syntax 
Function id � f u n c t i o n � < / f u n c t i o n � 
Function name <name> </name> 
Function description �description�</description> 
Size of operator order l i s t < o r d e r J i s t > </order_list> 
The list (in order) <operator> </operator> 
-operator id + parameters 
Parent node <parent> </parent> 
Children nodes � c h i l d r e n � < / c h i l d r e n � 
�function id二 "F1 "> 
<name>make a call</name> 
<description>make a local call </description> 
<orderJist nurn- "1 "> 
�operator order: "1 “ parameter= "1,1 ">02</operator> 
�/order—list> 
�parent parent—id= "NULL"> </parent> 
�children childrenjd= "NULL”>�/children� 
�/function� 
�function id= "F2 "> 
�name�use address book</naine> 
<description>to use address book. </description> 
�order—lint um= "0"> 
<operatororder= "NULL" parameter^ "NULL">NULL 
</operator> 
�/order—Ust> 
�parent parent一 id= "NULL "> </parent> 
�children children—id: "F2-1, F2-2 ">�/children� 
</function> 
Table 2: Syntax mapping table for XML conversion and the resultant XML file 
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Conceniing the operator part, for each operator node, the node information listed in 
the Table 3 is recorded in the input file. In case of the O2 node (the “send，，button), the 
operator id should be “02”，the operator name is "Send", the description is “send a 
phone number". The operator image stores the file name of the button image 
“send.jpg” and the operator movie “ s e n d . s w f T h e instmction set number stores the 
number of instruction sets inside O2，which is “1” because O2 only activate fi in one 
action moment, thus it has only one instmction set to be stored. The parameter of the 
instruction set is "1,1" which is the parameter assigned to the O2 symbol to identify 
the f] node. The instruction text is "after dialing number, pass it to make a call". The 
image is “send—1—1—01.jpg，，. The animation is “send—1—1—Ol.swf，. The parameter, 
the instruction text, the image and the animation belong to same instruction set so as 
to instruct an action moment of the f] function. The parent function node is “fl，，. A 
segment of the input file, showing the setting of the operator node of "send" button, is 
also listed in Table 3. 
31 
1 Operator id 
2 Operator name 
3 Operator description 
4 Operator image 
5 Operator movie 
6 Instruction set number 





8 Parent function nodes 
<92 
Send 
send a phone number, 








Table 3: The information to represent an operator node in input file 
32 
Again, after passing through the Generator, the input file of operators is converted 
into XML format. Figure 18 shows the one-to-one conversion process for operators. 
generator 
[ • id “ • �operator�</operator> 
• name ~~• <name> </name> “ 
Input file of 一一 ‘ ^ XML operator ， file • 
W function node • � p a r e n t � < / p a r e n t > 
Scan Drocess Mapping process Write Drocess 
Figure 18: The conversion process for an input file of operators 
Generator scans the input file. Each kind of node information is considered as a data 
type and, for each data type, the corresponding XML syntax is mapped. The XML 
code is written into the output file. For example, when the data of operator id "02" is 
scanned, the corresponding XML syntax,�operator id="02"> </operator>, is written 
into the XML file, where “�opera tor�</opera tor>" is a predefined XML tag to 
represent a piece of operator id information. The syntax mapping table and the 
resulting XML file of the above segment is listed in Table 4. 
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Data type IXML syntax 
Operator id <operator> </operator> 
Operator name <name> </name> 
Operator description �description�</description> 
Operator image ^ <op_image> </op_image> 
Operator movie <op_movie> </op_movie> 
Instruction set number <option> </option> 
Instruction sets (can have more than �option—package�</option_pacjage> 
one set) <text> </text> 
-instruction parameters <image> </image> 
-instruction text �animat ion�</animat ion> 
-related images 
-related movies 
Parent function nodes �paren t�</pa ren t> 
�operator id= "02 "> 
<name>send</name > 
<description>send a phone number</description> 
�option num= "I "> 
< optionjmckage parameter- "1,1"> 
<text>after dialing number, pass it to make the caU.</text> 
<imagefilenam,e=”send—l_l-OLjpg”></image> 





�parent parent—id: "Fl "></parent> 
�/operator� 
Table 4: Syntax mapping table for XML conversion and the resultant XML file 
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3.2 Reader 
Readers are considered as user interfaces of the dynamic manual system. They are 
client based application software. It is common that a Reader should be visually 
designed as a specific client device for a particular product/ company because the 
Readers, as the interfaces of the manuals, give corporate images. Besides suggesting 
instructions and annotations in multimedia format, Readers should be able to handle 
the multimedia materials efficiently. As the data models are represented in XML 
format, the Readers should also be able to access XML. Graphical software with the 
ability to establish a corporate interface and access XML through the use of a program 
is definitely a good development tool. Flash [11] fulfils all these requirements. 
The layout of the Reader follows some basic formats. The Reader always has three 
areas to display information; they are the text area, the image area and the movie area. 
The text area displays the text information like the function titles, the instruction list 
and the button names. The text area has a scroll button for users to scroll a long list. 
The image area is used to display the instructive images when the operators in the 
operator sequence are called to instruct. Similarly the animation area is used to 
display the instructive animation when the operators in the operator sequence are 
called to instruct. Usually each instruction set in an operator node is composed of one 
image and one movie. When users search the actual function, operators are called in 
order and each of them responds by displaying the correct instruction set. When the 
movie of an instruction set is displayed, the image of the instruction set should be 
displayed too. In case the instruction set does not have any movies or images 
(specified as "NULL" in the corresponding field of the operator input file), the Reader 
simply skips that instruction set and displays the next instruction set in the operation 
sequence. Reader provides three services to the users and users use these services to 
access the data model in different formats for different instructing effects. They are: 
the guide service, the button querying service, and the personal managing service. The 
processing flow of these three service are illustrated in Figure 19. 
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Figure 19: A flow graph of the Reader system 
3.2.1 Guide service 
The guide service is the name of a service offered by the Reader. This service handles 
function-oriented queries. This service is also named as a top-down search. 
•i 
i By guiding the users to search down the function layer of the manual tree, the guide 
service helps users to select an actual function and then suggests instmction 
accordingly. When the guide service is invoked, the function items in the highest 
abstraction level of the tree (they are the most abstract functions) are displayed to the 
users. Once the users choose a desired function item, its children function items are 
then displayed. Users are asked to search downward until an actual function, which is 
in the lowest abstraction level of the function hierarchy, is selected. This selected 





After this requested function is selected, the Reader, according to the scheme set up in 
Section 2.9, deduces the walking path and creates an operation sequence. Reader calls 
each operator one by one. Each operator responds by displaying a correct instruction 
set and annotations, including the text, the images, and the movies. The text is 
displayed in the text area; images in the image area and movies in the animation area. 
Operators in the operation sequence display instruction materials in their action order. 
In this way, a complete instruction sequence is formed. 
3.2.2 Button querying service 
The button querying service is the name of a service offered by the Reader. This 
service handles operator-oriented query. Comparing with a top-down search, this 
service originates queries from the operator layer and searches back to the function 
layer. It takes a vice versa search and, thus, is also called as a bottom-up search. 
Users make queries on the operators (the requested operators). Since, in the model, an 
operator stores the id of their parent function nodes, a Reader can search upward and 
report those related functions to the users to enrich the information of the asking 
operators. This service is particularly useful if the users are interested in a particular 
operator but not the functions of the machines. Users can understand the use of the 
operators and understand what functions will use those operators. 
The button querying service first lists out all the operator items to the users. Users 
select an item and a query starts. In the example illustrated in Figure 16, the Reader 
lists out "send button" with operator id as O2, and “enter button", O3, to the uses. If 
we assume that users make query on the enter button (O3), the system then displays 
the general information for the enter button. 
The function layer of the manual tree is then searched. Reader tries to find out the 
related function nodes for the "enter" button. In our example, only the function node 
f2-2，the function of "delete record", uses the "enter" button. The Reader then lists out 
these functions and their introductory information to the users. In the example, it is 
the "delete record" function. 
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3.2,3 Personal managing service 
The Data Model in the Reader so far is static. Users always search functions in the 
predefined function hierarchy. As dynamic manuals are designed to describe 
machines in changeable format, we let the user shape the hierarchy for the purpose of 
abstraction resetting. Users are able to add some self-defined function nodes into the 
manual tree. Such node is called user-dependent node and they are similar to the 
original function nodes except that their operator lists are always empty. In other 
words, the user-dependent functions do not take action and do not activate any 
operator. The reason of leaving the operator order list as empty is that the user-
dependent nodes are inserted to improve the level of abstraction and the 
imderstandaMlity of the manuals for users. Such insertion should not relate to the 
operation of machines. 
User-dependent nodes can be inserted, deleted or swapped. Apart from inserting user-
dependent nodes, The Personal managing service also allows users to insert the XML 
sub trees into the original manual trees to update the model. It should be noted that 
only the user-independent nodes could be deleted and swapped for abstraction 
resetting. Deleting or swapping any predefined function nodes would destroy the 
basic features of a manual. We will discuss the detailed implementation for each of 
the managing services. The example in Figure 16 will be used to illustrate the effect 
of these services. 
3.2.3.1 Insert 
During insertion, two cases are encountered. The first case is to insert a function node. 
The required information from users includes: the name of the function node, the 
function node description, the name of the parent function node for the inserting node 
and the name of the children(s) function node for the inserting node. 
It should be noted that the input for the children function nodes field can be empty to 
indicate that the new function node is an actual function node. On the other hand, the 
input for the children function nodes allows multiple values to indicate that the new 
function node is an abstract function. The children list of the parent of the new node is 
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updated to include the new node, and the parents of the children of the new node are 
updated to be the new node. In Figure 20, the conceptual manual tree of Figure 16 is 
illustrated in actual manual tree format，a new function node "manage address record" 
is added to group the two actual function nodes "insert record" (fi-i) and “delete 
record，，(Ji-i) 
© 
^^ ^^  ^^^ manage address record 
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Figure 20: Inserting a function node "manage address record" 
The second case of insertion is to insert a valid XML sub tree from files. During 
insertion, the require information from users includes: the XML file name and the 
name of the parent function node for the sub tree. In this case, the Reader updates the 
children list of the parent of the new sub tree so that it includes the root node(s) of the 
new sub tree. Since the inserting sub tree is already in valid XML format, the function 
nodes in the sub tree have correct operator order lists already. Users are not required 
to define the operator order lists for the function nodes in the new sub tree. In Figure 
21, a sub tree is inserted under the function node “make a call" (fi) to further 
decompose this function into two actual functions “local call" and ‘‘ international cal，，. 
© 
r ^ international call local call 0 
® ® o o \ ^ 
© " V ^ ® ® ® 
Figure 21: Insert a sub tree for concept sharpening 
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3.2.3.2 Delete 
In deletion, the information required from the users is just the name of the deleting 
function node. When a Reader deletes a node, the children list of the parent of the 
deleted node is replaced by the children list of the deleted node, and the parent of the 
children of the deleted node, if any, is replaced by the parent of the deleted node. 
Figure 22 shows an example of deleting. The user-dependent node of "manage 
address record" in Figure 20 is now deleted. © 
I _ e 
O addrels record ( J ) 
\ © ® 
© © © © 
Figure 22: Deleting a user-dependent function node 
3.2.3.3 Swap 
Swap service is provided for the users to interchange the user-dependent function 
nodes which are inserted for the purpose of classification. For example, a manual of 
mobile phone has a function called "use address book" and four sub-functions called 
"insert record", "delete record", "search record", and "search the most recent record". 
Two user-dependent nodes, called “always refer" and "seldom refer", are inserted as 
the children of "use address book" and as the parent of the four sub-functions. These 
two user-dependent nodes take the purpose of classification and divide the four sub-
functions into two groups. This classification, however, is subjected for change 
according to the users' behaviors. Later if users become familiar with using the sub-
functions under "always refer" and start to leam the sub-functions under "seldom 
refer", they can use the swap service to interchange the "always refer" and "seldom 
refer" nodes to satisfy their new behaviors. 
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During swapping, the information required from the users includes the names of the 
two swapping function nodes. When a Reader swaps the nodes, the children lists of 
the parents of the two swapped nodes are swapped. The parents and the children lists 
of the two swapped nodes are also swapped. Moreover, the parents of the children of 
each of the swapped node are updated. In Figure 23, apart from the original function 
nodes “insert record" and "delete record" (f2-2), we assume more actual functions 
are defined under the fimction node of “use address book" (fc). They are the “search 
record" (h-s) and the "search the most recent record" (1 -^4). Assume a user is more 
likely to refer to f p and fi-i than £2-3 and £2-4, he/ she can insert two user-dependent 
nodes ‘‘always refer" (A) and “seldom refer" (B) to group these four items into two 
sets as shown in the left hand side of Figure 23. In case the user changes his/ her 
behaviors such that he/ she always refer to fi-s and f2-4 and seldom refers to tVi and f2-2, 
he/ she can swap A and B. 
Q @ S © © © 
Figure 23: Swapping two user-dependent function nodes 
3.3 The graphics 
Apart from text, dynamic multimedia manuals suggest instructions by using images 
and animations. Because we have decided to use Flash as the development tool of 
Readers due to its support for multimedia programming, we need to make certain 
adjustments on the format of the graphics so that they can be displayed in the Flash 
environment. Basically the images and the animations should be converted into the 
Flash movie format (SWF format) for display. Flash handles these conversions. 
In the case of images, they are responsible for displaying the output pattern of the 
machine or the position of the buttons. These images are firstly captured by using the 
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digital cameras and then modified by using the graphic software to achieve a better 
visual quality. Secondly each piece of image is directly imported into the Flash and 
exported as a one-frame Flash movie. This converted image is stored in the same 
directory as the data model and the Reader, and is ready to be loaded into the Reader 
to become a part of the instruction sequence. 
The animations capture the operating action. For example, the animation of the action 
moment of “send a phone call" captures the action of pressing the "send" button of 
the phone. This give a clear picture to the users about the operation. The animations 
are firstly recorded as movies by using the digital cameras. These movies cannot be 
directly imported into Flash due to the limitation of Flash. Instead, these movies 
should be transformed into sequences of images as Flash only allows us to import 
image sequences instead of movie. After we have imported the image sequences into 
Flash, we export the sequences as Flash movie, in SWF format. These converted 
movies are stored in the same directory as the data model and the Reader, and are 
ready to be loaded into the Reader to form part of the instruction sequence. 
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Chapter 4 EXPERIMENTS 
We have taken two machine examples to prove the concept. One is a mobile phone 
and the other is a pager. 
4.1 Experiment I (mobile phone) 
The first example machine is a mobile phone — the TALKABOUT, Motorola model 
T2688, GSM 900/1800 MHZ. T2688 is a standard mobile phone providing the basic 
functions like making and receiving calls, leaving messages, recording phone records 
in phone books, alarming etc. The number of buttons is minimized to a "scroll" button, 
a "enter" button, a button to turn on and off the phone, and the number buttons. 
Making and receiving calls can be directly invoked by pressing the number buttons 
and the enter button, while the other functions are listed in the phone menu and can be 
activated if users open the menu and select the functions by using the "scroll" and the 
"enter" buttons. 
After studying the operation of the phones and analyzing the manual books of the 
phones, we have identified and classified the functions and thus have established the 
function hierarchy for the phone. Each function title in the function hierarchy and 
each operator of the phone are represented by a function and an operator node 
respectively. These nodes are linked and a data model is formed. The Generator has 
converted this tree model into XML format. After this, the multimedia materials, like 
images and movies, are prepared for each piece of instruction. Finally the XML files 
and the graphics are inputted into the Reader to complete the mobile phone dynamic 
manual. 
4.1.1 Data preparation 
We have identified all operating functions of the phones and considered them as 
actual functions. For example, dialing local phones and dialing international phones 
are regarded as two separated actual functions. Finding records and adding records in 
the phone book are also regarded as two separated actual functions. Among all these 
actual functions, we classified them into different groups according to their feature. In 
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the above example, obviously the "dialing local phones" and "dialing international 
phones" are different from "finding records in phone book" and "adding records in 
phone books" since the former two functions are related to dialing while the later two 
are related to the management of the phone book. Thus we group the former two 
together under a self-defined abstract function "dialing" and group the later two 
together under another self-defined abstract function "using phone book". These two 
abstract functions improve the abstraction level and result in a hierarchy of functions. 
We apply the same policy on the other actual functions and eventually established the 
function hierarchy for the phone. The function part of the data model of this phone is 
illustrated in Figure 24. The complete function hierarchy is listed in appendix C. 
Figure 25 is a part of the content table of the original mobile phone paper manual 
supplied by Motorola. It can be used to compare with the "using phone book" 
segment in the listed function hierarchy to see how we have organized the machine 
functions to create our own function hierarchy. In the function hierarchy list, both the 
function titles and the corresponding function id are shown. Each circle in the Figure 
24 corresponds to a function node and the number inside that circle indicates the 
function id of that function node. For example, the circle with number “1.1” indicates 
a function node with function id as “2.1” and it represents the function of “find record 
in phone book". 
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Function title Function ID 
>using phone book 
> find record in phone book —2.1 
> add record in phone book - 2 . 2 
> delete record in phone book --2.3 
> delete all -23.1 
> delete the latest 10 --2.3.2 
> last 10 call information --2.4 
> manipulate the last 10 dial call --2.4.1 
> manipulate the last 10 receive call --2.4.2 
> manipulate the last 10 miss call --2.4.3 
Figure 24: The function part of the data model 
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Li Figure 25: The content table of phone book section in the paper manual of the mobile phone 
We identified 18 operators of the phone including the enter button, the scroll buttons, 
the number buttons etc. Each operator corresponds to an operator node, following by 
an operator id. The operator names and their id are listed in appendix C. 
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4.1.2 Generating XML file 
After the function hierarchy has been established and the operators have been 
identified, the manual tree is represented in pure text format. These text files become 
the input data for the Generator that, in turn, creates two corresponding XML files, 
with one for the functions and the other for the operator. Appendix A1 and A2 are the 
input files of the model of this Motorola phone. Their formats which stores the node 
id, the node description and the parent-children relation are identical to the example 
shown in the Section 3.1. 
4.1.3 Preparing multimedia material 
After the XML files have been created, the Reader is expected to show text 
instructions to the users according to their enquiry on the functions and the buttons. 
The next step is the multimedia materials preparation. One of the major contributions 
in the dynamic manual system is the inclusion of images and animations. Such 
multimedia information is assigned to individual dynamic instructions and is 
recombined to form a complete movie in the same flowing order as the instruction 
text. Users can visually understand the whole operating procedure when the Reader 
recreates the whole instruction list. 
The role of the still image is to give a screen shot of the mobile phone display in a 
particular operating step. This is aimed at letting the users have an impression about 
the output of the operation and understand the flow of operating easily. For those 
operating steps that are unrelated to any screen information display, like the pressing 
of the ‘enter, button, an image of the button instead of the screen is displayed, aiming 
to show the location of the buttons. Still images are captured using digital cameras 
and saved in JPEG format. More experimental data concerning the image file sizes 
and the transfer rates are reported in Section 5. 
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Figure 26: A still image of an action moment 
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Animations provide live operating steps to the users so that they can quickly follow 
the procedure. To prepare the animation, the digital cameras are used to record every 
operating procedure of each function node. These movies are indexed by the related 
operator nodes and called when users select the relevant function nodes. More 
experimental data concerning the file size and the transfer rate are discussed presented 
in the next Chapter. 
Figure 27: An animation of an action moment 
4.1.4 Design of Reader 
In this example, a corporate Reader for the Motorola TalkAbout mobile phone is 
presented. The layout includes three major information areas, the text area, the image 
area and the movie area. 
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Figure 28: The reader layout of the Motorola mobile phone 
The sample Reader has nine buttons on the right hand side of the upper comer. 
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Figure 29: The buttons used in reader 
The "guide" and the "buttons" buttons activate the Guide service and the Button 
querying service. The "insert", "delete", and "swap" correspond to the three sub-
services under the Personal service. When these buttons are clicked, the 
corresponding services start. The "insert", "delete", and the "swap" sub-service 
involve windows opening. 
The two tree type buttons "up" and "down" are the buttons to browse the function 
hierarchy. When the Guide service is activated (to be discussed in the Section 3.2.1), 
function items in the manual model are displayed to the users in a level-by-level 
fashion. The functions in the highest level of the model (the most abstract level) are 
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displayed first. Once users select a function item, the children functions of the 
selected function are displayed. These are actually the function items in the second 
level of the manual model. When users continue to search downward, they search 
toward the lower function levels (the level storing actual functions). The "up" button 
is provided to the users so that they can go back to the visited function levels for new 
selection while the "down" button is provided to the users so that they can go to the 
lower visited function levels. Together, the "up" and "down" button" allow users to 
browse the function hierarchy. 
Information, such as the list of functions, the list of operator or the list of instructions 
is sometimes too large to display in one single page. Under such a situation, users can 
click the "prev. page" and "next page" buttons to view the remaining list information. 
All together there are five pop-up windows for communication purpose. These 
windows are related to the Personal service. They are shown in Figures 30 - 34. 
^
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Figure 32: A swapping window 
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Figure 33: A browsing window 
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Figure 34: An error-reporting window 
Each sub-service of the Personal service generates a pop up window that includes the 
relevant input boxes and buttons. There is always a browse button next to the function 
name input box. When it is pressed, the scrollable browsing window is shown and the 
manual tree hierarchy is listed. Users can click the mouse to select the desired 
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function name in the browsing window, instead of typing the whole function name in 
box. A sample of the output list displayed in the browsing window is shown below: 
>using phone book 
> find record in phone book 
> add record in phone book 
> delete record in phone book 
> delete all 
> delete the latest 10 
> last 10 call information 
> manipulate the last 10 dial call 
> manipulate the last 10 receive call 
> manipulate the last 10 miss call 
The error window is popped up when an error occurs. For example when the users 
forget to type in the parent function name for the newly insert function node, the error 
window is popped up and displays the message of "the parent should not leave 
empty". 
4.1.5 Testing 
The Reader of the Motorola phone has been uploaded onto the server for testing. The 
Reader, together with the multimedia materials, takes about 100-mega bytes hardware 
memory. We have activated the Reader through broadband network and the initial 
download time of the Reader is about five to seven second. The movies are displayed 
in smooth manner. We have also conducted testing on the top-down search, the 
bottom-up search, and the modification of the function hierarchy. 
4.1.5.1 Top-down search test 
Top-down search is the implementation of the "guide" service of the Reader. The 
Reader starts the "guide" service according to the user requests. It first displays the 
function items of the most abstracting layer of the data model (the highest layer in the 
function part of the model). The search continuously walks through the function 
hierarchy until it arrives at an actual function, which is the lowest layer in the function 
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part of the model. The Reader then displays the correct set of instruction including the 
text, images, and the animation series. A sample session is shown below: 
Input function sequence: 
Dialing phone -> dialing with phone number 
(F1 ->F1-1) 
Output instruction text list: 
1. Press the power on/ off button for two seconds to switch on the 
mobile phone 
2. Input PIN, then press enter. The network system will be searched. 
3. Just input the phone number by pressing the number keys 
4. Press enter to send the phone. 
(The images and the animation series are also displayed in a correct sequence) 
4.1.5.2 Bottom-up search test 
Bottom-up search is the implementation of the "button" service of the Reader. It aims 
at providing the users a facility to search the related functions for an operator. When 
the "button" service is invoked for a bottom-up search test, the Reader lists out all the 
operators to the users. Once a user selects an operator, the introductory description 
stored in the operator node is successfully displayed and the related functions are 
successfully searched and listed. An example result of the phone Reader is shown 
below: 
Input operator: 
Power on/ off 
Output description: 
Press this key to abort any selection or operation. Press it for two seconds to 
turn the phone on/ off. 
Output function items: 
1. dialing phone 
2. using phone book 
3. messages 
(The operator image and the animation are also correctly displayed) 
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4.1.5.3 Function hierarchy modifying test 
The function hierarchy of a manual model can be modified through inserting, deleting, 
and swapping nodes among the function nodes of the manual tree. In our phone 
example, a section of the manual tree is selected for testing. 
L dialing phone 
1.4 dialing with phoiie number 
i-2 dialing with one click 
1-3 dialing international phone 
1,4 dialing emergency phone 
1-5 taking the missing phone 
1-6 re-dial phone 
1-7 incoming call waiting 
The above list shows an abstract function "dialing phone" and seven actual functions 
(children function of "dialing phone"). As "dialing with phone number" and "dialing 
with one click" are the regular dialing actions when compared with the other dialing 
methods, these two functions can be grouped as a new title called "dialing in normal 
case" for better abstraction representation. We have added a node called "dialing in 
normal case" and set it as the children of the abstract function node "dialing phone" 
and parent of those two titles. The insert service has been invoked and a new node has 
been successfully inserted. The resultant function hierarchy becomes the following 
structure: 
i dialing phone 
\~\dialing in normal case 
1,14 dialing with phone number 
i小2 dialing with one c l i ck 
1-2 dialing iiiternatioiial phone 
1-3 dialiiig emergency phone 
1-4 taking the missing phone 
1-5 re-dial phone 
1,6 incoming call waiting 
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While the required input data are: 
Title: dialing in normal case 
Description: introducing the dialing approach normally taken. 
Parent: dialing phone 
Children: dialing with phone number, dialing with one click 
The newly inserted node can be deleted through the use of the delete process. 
4.2 Experiment II (CM pager) 
To further evaluate the dynamic manual concept, an additional example is done. The 
example machine is a China Motion Telecom pager. Similar to the mobile phone case, 
the sample pager is also a standard pager with functions for receiving message and 
reading broadcasting information provided by the pager company. Listing of the latest 
news, the latest weather information, the stock market information as well as other 
assistant functions like alarming, time are also provided. The pager has three buttons, 
including an "open" button to power on and off the pager, a "enter" button to input 
signal to the pager, and a "scroll" button to scroll a long piece of message. Every time 
users read a message, they press the "open" button to activate the pager and the latest 
piece of message will be displayed. User can press the “scroll，，buttons to scroll the 
message if necessary. 
4.2.1 Data preparation 
Again, we have identified all operating functions of the pager and considered them as 
actual functions. For example, reading message and storing message are regarded as 
two separate actual functions, reading weather information and reading news are also 
regarded as two separate actual functions. For all these actual functions, we classify 
them into different groups according to their features. In the above example, 
obviously the "reading message" and “storing message" are different from "reading 
weather information" and "reading news" since the former two functions are related 
to message processing while the later two are related to the reading of the 
broadcasting news. Thus we group the former two together under a self-defined 
abstract function "manage message" and group the later two together under another 
54 
self-defined abstract function "read information". These two abstract functions 
improve the abstraction level and result in a hierarchy of functions. We apply the 
same policy on the other actual functions and eventually establish the function 
hierarchy for the pager. The function part of the data model of this pager is illustrated 
in Figure 35. The complete function hierarchy is listed in appendix C. In the function 
hierarchy list, both the function titles and the corresponding function id are shown. 
X manage message read information © © 
© © © © © 0 © @0 © 
〇 〇 
setting © 
© © ® 
Function title Function ID 
> Manage message - 1 
> Read message —1.1 
> Read immediate message --1.1.1 
> Read past message -1.1.2 
> store message —1.2 
> delete message --1.3 
Figure 35: The fimction part of the data model of the pager 
We identify 3 operators of the pager including the "open" button (power on the pager, 
open menu), the "enter" buttons (enter signal), the "forward and backward" buttons 
(scroll message) etc. Each operator corresponds to an operator node, following by an 
operator id. The operator names and their id numbers are listed appendix C. 
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4.2.2 Generating XML file 
After the function hierarchy has been established and the operators have been 
identified, the manual tree is represented in pure text format. These text files become 
the input data for the Generator that, in turn, creates two corresponding XML files, 
with one for the functions and the other for the operators. Appendix B1 and B2 are the 
input files of the model of this pager. 
4.2.3 Preparing multimedia material and the Reader 
A Reader to illustrate the corporate image of the pager company is designed. The core 
of this Reader is identical to the mobile phone Reader in the sense that it handles the 
top-down search, the bottom-up search, and tree nodes manipulation in the same way 
as the phone Reader. The different between the phone Reader and the pager Reader is 
the layout. 
Similar to the mobile phone example, the still images in pager example aims at giving 
screen shots of the display of the pager in particular operating steps. For those 
operating steps that are unrelated to screen display, like the pressing of the 'enter' 
button, an image of the button instead of the screen is displayed in order to show the 
location of the buttons. Animations provide live operating steps to the users so that 
they can quickly following the procedure. The samples of the image and animation, 
and the layout of the Reader are shown. 
• z 一— 
n u l l ] ir^ 
,乂 ‘  一 . 
Fig 36: The image displayed in the pager reader 
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Fig 37: The animation displayed in the pager reader 
guide button 讓 、 , 
r m i G s d Z ^ 
^ China Motion Telecom 
IIIIIliliiiii II - ii|-JlilEISI s ^ ^ s s m 
e n " r 鮮一 e n t e r 
Press the enter button to select a seivk:e, fom^ard to the next ‘ 
information section or to read stored message. ^S^S^^ 
1 read immediate message ^ ^ r 、 • ； '，邏 
anytime a new message come, you wiii be notified and can 胃 
read it irnmecnatefy. 
2 read past message ^ H h I ^ p ^ i ^ S 、 遷 
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[more.... please click next page 
Fig 38: The layout of the pager reader 
4.2.4 Testing 
Similar to the test of the mobile phone, the Reader of the pager has been uploaded 
onto the server for testing. The Reader, together with the multimedia materials, takes 
about 60-mega bytes hardware memory. We have activated the Reader through 
broadband network and the initial download time of the Reader is about 2 to 3 second. 
The movies are displayed in smooth manner. We do testing on the top-down search, 
the bottom-up search, and the modification of the function hierarchy. 
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4.2.4.1 Top-down search test 
Top-down search is the implementation of the "guide" service of the Reader. To test 
the Reader, a top down search has been implemented. The reader starts the "guide" 
service according to the user requests. It first displays the function items of the most 
abstract layer of the data model (the highest layer in the function part of the model). 
The search continuously walks through the function hierarchy until it arrives at an 
actual function (the lowest layer in the function part of the model). The Reader then 
displays the correct set of instruction including the text, images, and the animation 
series. A sample session is shown below: 
Input function sequence: 
Manage message -> read message -> read past message 
(F1 ->F1-1 ->Fl - l -2 ) 
Output instruction text list: 
1. Press the open button to power on the pager. The company title and the 
time are displayed. 
2. Press the enter button and the stored messages will be displayed. The first 
message in the storing list is firstly displayed. 
3. In case the message is long, continue to press the enter button to read the 
next lines. 
4. Press the forward and backward buttons to read the next and previous 
pieces of messages. 
(The images and the animation series are displayed in correct sequence) 
4.2.4.2 Bottom-up search test 
Bottom-up search is the implementation of the "button" service of the Reader, which 
aims at provision of a facility to search the related functions for an operator. When the 
"button" service is invoked for a bottom-up search test and the Reader lists out all the 
operators to the users. Once the users select an operator, the annotation stored in the 
operator node is successfully displayed and the related functions are successfully 





Press the enter button to select a service, forward to the next information 
section or to read the stored messages. 
Output function titles: 
1. read immediate message 
2. read past message 
3. store message 











(The operator image and the animation are correctly displayed) 
4.2.4.3 Function hierarchy modifying test 
The function hierarchy of the manual model can be modified through inserting, 
deleting, and swapping nodes among the function nodes of the manual tree to achieve 
a change of representation. In the pager example, a section of the manual tree is 
selected for testing. 









The above list shows an abstract function "reading information" and seven actual 
functions (children function of "reading information"). As "weather", "news" and 
"stock" are the regular pieces of news for most people when compared with the other 
kinds of news, these three titles can be grouped as a new title called "daily focus" for 
better abstraction representation. We add a node called "daily focus" and set it as the 
children of the abstract function "read information" and the parent of the three news 
nodes. The insert service is invoked and a new node has been successfully inserted. 
The input data are listed. 
Title: daily focus 
Description: focusing on the daily news, the finance, and the 
climate report. 
Parent: read information 
Children: weather, news, stock 
The resultant function hierarchy is successfully modified as: 
2. Read information 







i n Enterlaiiiment 
The delete service to delete the newly inserted node is also tested. 
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4.3 Control of graphic constrain 
From the experiments, we have observed that the multimedia materials, especially the 
movie, are good at instructing the users. They help users to understand the operation 
more easily and quickly as they show real operating actions [7]. The smoothness of 
playing these materials, as well as the visual quality of these materials, is critical to 
the overall instructing performance. We have tried to make a balance between the size 
and the quality of these materials. Graphics are divided into two kinds - still images 
and animations. 
As mentioned in Section 3.3, still images are firstly captured by using the digital 
cameras and then converted into Flash movie (a SWF format movie) by using Flash. 
The captured image format is JPEG, with the average file size as 0.07 mega bytes. 
These JPEG images are imported into the Flash and saved as SWF movies. The 
average file size of the transformed SWF movies is around 0.2 mega bytes. The file 
size thus increases by 185%. The reason of the large increase in size is due to the 
difference of the file format. JPEG is a format to represent images. SWF is the format 
for movie. As the average resultant size of images is just 0.2 mega bytes, we project 
that such an arrangement will not have significant effect on the running cost of the 
Reader. 
The image transformation diagram is like this 
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Figure 39: A flow graph of still image making 61 
File type JPEG SWT 
7K 200K 
Table 5: A comparison between the file size of the JPEG images and the SWF images 
Animations are recorded by using the digital cameras; transformed into the BMP 
sequence format, and converted into the Flash SWF format movies for display. The 
usual movie format of digital cameras is ASF instead of BMP sequence. This makes 
the preparation of movies inefficient. To do this, we firstly transform the ASF movies 
into AVI movies, and then transform the AVI movies into BMP sequence movies. 
The reason for transforming the ASF movies to the AVI movies beforehand is that the 
AVI file format is supported by much graphical software. 
The average size of an 8 second ASF movie is 0.8 mega bytes, with the resolution of 
176 X144 pixels. After the first transformation (from ASF file type to AVI file type), 
the average size of the resultant AVI movies increases from 0.8 mega bytes to 5 mega 
bytes. A BMP sequence file represents a movie by screenshots taken in each second 
from a real movie. Usually a parameter called extracting frame rate controls the 
number of screenshots that would be taken from the movie in one second. Extracting 
frame rate thus controls the number of screenshots and the size of the output BMP 
sequence. The higher the rate is, the larger the size of the resultant file will be. 
Concerning the second transformation (from AVI file type to BMP sequence file type), 
if the extracting frame rate on the AVI files is set as 30 frames/second, the average 
size of the BMP sequence is 19 mega bytes. If the rate is adjusted to be 12 
frames/second, the size of BMP sequence decreases from 19 mega bytes to 9 mega 
bytes. We have observed that setting the extracting frame rate as 12 frames/second is 
the minimum requirement to maintain the smoothness of the movies. Because the 
BMP sequence is just a sequence of screenshots, it does not record any audio 
information. We need to store the audio information before the AVI files are 
converted into the BMP sequences and restore the audio information into the resultant 
SWF movies. To achieve this, WAV files (files to store audio) are extracted from the 
AVI files and recombined with the BMP sequence in the Flash for generating the 
SWF files. 
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After the BMP sequences are prepared, they are imported into the Flash and then 
converted into the SWF files. Flash adopts the JPEG compression technique to control 
the output quality of the movies. In case the extracting frame rate of the BMP 
sequences is set to 12 frames/second, and the output quality of the SWF files is set as 
100% (i.e. no JPEG compression), the SWF file size, in average, is 2.75 mega bytes. 
If the output quality is set as 90% (10% compression), the average file size decreases 
to 1.1 mega bytes. Since the 100% output quality does not different much from 90% 
output quality, the later setting is adopted to minimize the file size. A simple diagram 
below shows the steps and the tools of the transformations. Table 6 is drawn to list out 
the relation between the output quality and the average file size of the Flash animation. 
The relation is plotted as a graph in Figure 41. In our experiment, we have used a 
Shape VN-EZl digital camera. The graphical software used in the first transformation 
is KingPlayer and the one used in the second transformation is Adobe Premier. 
广 » 厂 、 \ 
\carnaray | Ad咖 \ 
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Figure 40: A flow graph of animation making 
100% V ^ c 90% 85% 75% 50% 
"Si^ S 2 ? ^ r ^ 1.06M 0.875M 0.660M 0.450M 
Table 6: The relation between the output quality and the size of the Flash animation 
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Flash file size v.s. quality control 
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Figure 41: The relation between the output quality and the size of the Flash animation 
We observed that the increasing rate of the file size in the first transformation (from 
ASF file type to AVI file type) is 525%, the rate in the second transformation (from 
AVI file type to BMP sequence, with the extracting frame rate of BMP sequence set 
as 12 frames/second) is 80%, and the rate in the third transformation (from BMP 
sequence to SWF file type, with the output quality of the SWF movies set as 90%) 
is -720%. The resultant increasing rate from the original ASF file type to the ultimate 
SWF file type is 40%. The reason of the large increasing ratio in the first 
transformation is that the ASF format is an efficient movie compression technique 
developed by the Microsoft while the AVI movie is a traditional movie type, which 
stores the movies frame by frame without compression. The size of the AVI movies 
thus increases after the ASF movies have been decompressed in the first 
transformation. The idea to present movies in the ASF format and the BMP sequence 
format is similar (both of them present movies through the use of frames/ screenshots) 
and thus, in the second transformation, the increasing ratio of the file size is not 
significant when compared with the ratio in the first transformation. In the third 
transformation, the file size decreases due to the application of JPEG compression 
technique onto the SWF movies. We have observed that, after passing the three 
transformation steps, the size of the resultant SWF movies has slightly increased 
when compared with the size of the original movies recorded by the digital cameras 
(the ASF movies). We note that the first transformation is a decompression process, 
and the second one is just a change of presenting format (from a complete movie file 
into a sequence of screenshots), while the third one is a compression process. 
Basically, the visual quality remains unchanged throughout the process. 
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Chapter 5 RESULTS 
5.1 Change of representation 
The two examples in Chapter 4 show us that the data model established in Chapter 2 
can give us a systematic picture of the machine elements (the functions and operators) 
and the concepts discussed in Chapter 3 are capable of establishing a manual system 
and handling users' queries through accessing the data model. We see that the 
example manuals are able to handle the top-down search (invoked by the Guide 
service) by guiding the users to select an actual function and calling the operators to 
display instructions and annotations. This allows the dynamic multimedia manuals to 
take the role of the traditional paper or electronic manuals, and in some sense better 
than them since the understandability of the dynamic multimedia manuals can be 
enhanced through the use of the multimedia materials. The example manuals are also 
able to handle the bottom-up search, invoked by the Button service, to search the 
relevant functions for the requested operator and report the results to the users. Search 
operator information is not commonly available in traditional manuals. Thus, bottom-
up search can be viewed as an extra power which makes the dynamic multimedia 
manual more outstanding when compared with traditional manuals. 
Apart form the top-down search and the bottom-up search, node inserting and deleting 
is possible in the data model through the use of Personal Managing service. Such 
service improves the flexibility of the dynamic manual system because it allows users 
to change the representation of the manuals at their will. From the testing section of 
the two examples in Chapter 4, we see that we can introduce new nodes to the data 
model so as to improve the abstraction of the function hierarchy by changing the 
information organization pattern of the model. To further stress this idea, we consider 
a simple mobile phone with the following function hierarchy: 
>Dialing 
> Dialing local phone 
> Dialing international phone 
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This mobile phone has only a simple function: dialing a phone. We decompose this 
function into two actual functions, one is dialing a local phone and the other is dialing 
international phone. The instruction of these two actual functions is slightly different. 
Such a change may sound trivial but people may have more requirements and have 
different behavior when they use the phone. For example, users may need to make 
emergency phones in unusual times, or may need to call public service such as 
hospitals or post offices. In this regard, a client manual becomes necessary. To be a 
client manual, it should fit the requirements of the customers. The dynamic manual 
allows us to change the representation of the above manual by adding more 
information to enrich the information organization pattern. In short, we add more 
functions. 
> Dialing 
> Dialing local phone 
> Dialing normal phone 
> Dialing emergency phone 
> A list of the phone numbers of the public units 
> Dialing international phone 
> Help of dialing international phone 
> Phone number pattern 
> A list of the area code 
Form the experiments we have done in the last Chapter; we understand that the 
Reader is capable of inserting new function nodes into the manual tree. Here, we can 
invoke the Personal Managing service and insert the functions of "dialing in normal 
case" and "dialing an emergency number" so as to further decompose the function 
"dialing local phone". A function called ‘‘a list of the phone numbers of the public 
units" is also inserted under the function "dialing local phone" which displays the 
public service phone numbers to the users and thus plays the role of reference sheets. 
Apart form the two major parts "dialing local phone" and "dialing international 
phone", we have also added a new function "help for dialing international phone" and 
two actual functions "phone number pattern" and "a list of the area code" to form 
another new part in this manual. The "help of dialing international phone" is a 
referential function similar to "a list of the phone numbers of the public units" 
function. It mainly provides guidelines to the users who have no experience to dial 
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international phone. "Phone number pattern" teaches users the patterns of the 
international phone numbers and "a list of the area code" is a reference sheets storing 
the area codes of different countries. In case a user forgets the area code, he/ she can 
refer to this section. 
The variation of the manual becomes very large and useful if we are able to modify 
the function hierarchy through inserting/ deleting the functions. In case users make 
local calls more than international calls, they can enrich the manual by adding more 
functions like "phone number enquiry" or "phone meeting" in the "dialing local 
phone" part. In case users dial international phones more than local phones, they can 
enrich the manual by adding more functions like "dial to Mainland China" or “ dial to 
Europe" in the "dialing international phone" part. The former case changes the 
representation of the manual to a local phone book while the later case changes the 
representation of the manual to an international phone book. Functions become plug-
in materials and drive the representation of the manuals. Users take active roles to 
establish their manuals. 
Since the change of representation is achieved through inserting new functions, 
deleting the inserted functions, or swapping the inserted functions, we see limitations 
because the change of function hierarchy somehow is limited. We use the above 
simple phone manual as example again. The function hierarchy of the manual is: 
> Dialing 
> Dialing local phone 
> Dialing normal phone 
> Dialing emergency phone 
> Dialing international phone 
> Dial to Mainland China 
> Dial to Europe 
If a user wants to simplify the manual in the way by dividing all actual functions into 
two sets, one is "always use" and the other is "seldom use". If the user always dials to 
Mainland China, he/ she may possibly considers the "dialing normal phone" and "dial 
to Mainland China" as members of the "always use" set and considers the remaining 
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two as members of the "seldom use" set. The desired manual should have the function 
hierarchy like this: 
> Dialing 
> Always use 
> Dialing local phone 
> Dialing normal phone 
> Dialing international phone 
> Dial to Mainland China 
> Seldom use 
> Dialing local phone 
> Dialing emergency phone 
> Dialing international phone 
> Dial to Europe 
We see that the original function "dialing local phone" is split into two different 
functions which have the same function name but different children (one has the 
children of "dialing normal phone", and another one has the children of “dialing 
emergency phone"). This also happens in the case of "dialing international phone". 
Yet by using the Personal Managing service, users cannot make any change on the 
original functions (like duplicate the functions, deleting their children, etc). To 
achieve the above function hierarchy, users may try to insert a new function node 
"always use", set its parent as "dialing" and children as "dialing local phone" and 
"dialing international phone". Later on users insert another new function node 
"seldom use", set its parent as "dialing" and children as "dialing local phone" and 
"dialing international phone" too. This action results in duplication of data. This also 
happens in the case of "dialing international phone". The resultant function hierarchy 
is like this: 
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> Dialing 
> Always use 
> Dialing local phone 
> Dialing normal phone 
> Dialing emergency phone 
> Dialing international phone 
> Dial to Mainland China 
> Dial to Europe 
> Seldom use 
> Dialing local phone 
> Dialing normal phone 
> Dialing emergency phone 
> Dialing international phone 
> Dial to Mainland China 
> Dial to Europe 
Shortly speaking, the Personal Managing service provides tools for users to establish 
a user-oriented manual based on an unchangeable primary manual. From the above 
example we can see that we have no way to split the section of "dialing local phone" 
and "dialing international phone", if we use only a tree structure to represent the 
functions and operators. 
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5.2 Storing and computation requirements 
The major process in Reader is the manipulation of tree. The top-down Guide service, 
the bottom-up Button service and the Personal Managing service consume memory. 
In case of the MS Win2000 operating system, The Motorola experiment 
approximately takes 14 mega bytes memory to run. In the Guide service, the 
operation sequence is created and stored for operator calling. In the Button service, 
the information of the searched functions is stored for displaying. In the Personal 
Managing service, the memory is mainly used to store the new tree nodes. From the 
Table 7, we observe that the memory consumed by the Guide service is about 2 mega 
bytes (from Table item 1 and 2), the memory consumed by the Button service is about 
1 mega bytes (from Table item 2 and 3), and the memory used for Personal managing 
service is about 2 mega bytes (from Table item 3 and 4). After all the three services 
started to run, the use of the memory increases from 14 mega bytes to 19 mega bytes. 
lAction iMemory used 
1 At the beginning 14,160K 
2 After a top-down search 16,200K 
3 After a top-down and a bottom-up search 17,448K 
4 After using all services once 19,676K 
5 After using all services several times 19,450K 
6 After inputting new XML tree 21,564K 
7 After resetting 24,356K 
Table 7: The memory used in the mobile phone Reader 
The Generator reads in data from the input text files, and then according to the data 
type maps the data with a corresponding XML syntax, and finally writes the XML 
codes into the output files. The process is linear and the time complexity is 0(n) where 
n is the number of data in input text files. In the mobile phone example, the number of 
data in the input files is about 2000 and the execution time of generation is around 2 
seconds. In the pager example, the number of data is about 1000 and the execution time 
is less than 1 second. 
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The critical area in the Reader execution is the tree traversing which happens in all the 
three services. When the Guide service is invoked, the Reader passes through the 
function part of the tree to guide the users to select an actual function, and then 
invokes the related operator nodes to display instruction. In the Button service, Reader 
searches the related function nodes for the asking operators. In the Personal Managing 
service, Reader locates the exact position for the inserting / deleting node through 
searching the nodes in the function part of the tree. The timing complexity is 
proportional to the height of the function part of the XML tree. The function part of 
the XML tree having the height of Hf requires at most Hf times to search. This 
happens when the Reader passes from the root of the tree to the bottom layer of the 
function part of the tree (the actual function layer) for node searching. The big O of 
the readers thus is 0(Hf). 
In the mobile phone example, the height of the XML tree is 4 and the average running 
time of the Guide service and the Button service is less then one second respectively. 
The time of the Personal Managing service is about one second. In the pager example, 
the height of the XML tree is 3 and the average running time of all the service is less 
then one second. 
71 
Chapter 6 CONCLUSIONS 
Dynamic multimedia manuals are developed to achieve flexible change of the manual 
representations for different using requirements. The initial idea is to establish a 
generic tree-type data model to organize the machine components systematically and 
consider this model as a representation of manuals. The representation of manuals 
thus can be changed easily by reorganizing the relations of the components of the data 
model according to the users requests. To enhance the expression power, the manuals 
suggest instructions and annotations not just by text, but also by the images and 
animations. 
The first objective of this research "developing dynamic multimedia manuals to give 
clear instructions" is achieved. We have taken a Motorola mobile phone and a pager 
as examples and developed the dynamic multimedia manuals accordingly. From the 
examples we did, we have found that the dynamic multimedia manuals are capable of 
organizing and displaying instructions according to the queries made by the users on 
both the machine functions and machine operators. The understandability of the 
instructions and annotations is high because of the use of multi media materials. The 
movies are particularly helpful because they illustrate the operation actions to the 
users. Users can simply follow the actions to activate the desired functions. 
The second objective "developing dynamic multimedia manuals to achieve a flexibly 
change of manual representations" is also achieved. Shaping the function hierarchies 
can change the representation of manuals. Based on the primary manuals, users can 
modify the manuals through adding, deleting, or swapping the functions in the 
function hierarchies so as to establish user-oriented manuals. The limitation of the 
change of representation is that the primary manuals cannot be changed. This 
limitation can be solved easily by designing primary manuals with different 
orientation for one machine. Users can choose the primary manuals that are close 
enough to their requirements and make changes accordingly. 
Dynamic multimedia manuals work well in the Internet and this has been tested in the 
experiences. The download time of the Reader is acceptable and the movies display 
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smoothly in most cases. We have established schemes to control the size of the 
images and animations through adjusting some parameters in the transformation. The 
size of the graphics has been minimized while the visual quality has been kept. This is 
particularly important because, as the manual system is prepared for Internet, the size 
of the graphics should be carefully adjusted to minimize the loading time of the 
systems. Concerning the Reader, it provides a web-based graphical interface to 
receive users queries and display instructions. The Reader and the data model 
maintain plug-and-play relation. This suggests that a Reader is not just a reading 
device of data models. It can be downloaded to any client platform. The data models 
however are user-dependent. A personal data model plugs with the Reader to work 
out a subjective manual. 
Dynamic multimedia manuals are most suitable for the high cost and high technology 
products like mobile phones, pagers, recording machines and audio machines. From 
the experiments we have done, we discover that the developing cost of the dynamic 
multimedia manuals is high. The preparation of the input data of the dynamic manual 
system is only performed once but it is time consuming. The engineers need to design 
function hierarchies for the target machines, identify the operators, represent those 
functions and operators by the function nodes and operator nodes, and establish the 
manual tree model by defining the relations among those nodes according to the 
characteristics of the target machines. As the developing cost of the dynamic 
multimedia manuals is high, dynamic multimedia manuals are not appropriate to the 
low cost products likes remote control toy cars and electronic fans. 
Another issue that determines the use of the dynamic multimedia manuals is the 
concern of technology. When compared with traditional paper manuals, the 
technology level of the dynamic multimedia manuals is relatively high. For the 
products with lower technology, like hammers and cooking utensils, they are easy to 
be used. The traditional paper manuals are enough to explain them. 
To extend this research, we can turn our attention to a very complicated machine 
system such as a robot. The developing cost of the dynamic multimedia manuals is 
high. The more complicated the machine is, the larger will be the work to establish 
the data model and thus the higher will be the developing cost of the manuals. To 
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overcome this problem and to take the advantage that data model is standardized; we 
can divide a complicated machine into several parts and design small-scale dynamic 
manuals to suggest instructions for each part, instead of using one single dynamic 
manual to describe the whole machine. Because the data models of each part are 
structurally identical, we can develop some generic approaches to access among these 
data models. This results in the coordination among the data models. For example, the 
function of “to move in the dark area" involves the operation of the light sensing part 
and the motion part. The global manual considers this function as two sub functions, 
one is "to power on the light" and the other one is "to move". The manual of the 
lighting part handles the formal function query while the manual of the motion part 
handles the later one. What the global manual does is to invoke those two manuals to 
handle the two sub functions. The instructions of each manual combine and form a 
global instruction for the function of "to move in the dark area". The concept of 
multiple dynamic multimedia manuals extends the presenting power and widens the 
use of dynamic manual system. 
To conclude, we have established an innovative concept about dynamic multimedia 
manual and showed the workability by using examples. Dynamic multimedia manuals 
give clear instructions in multi media formats and they are user-oriented in the sense 
that their representations are adaptable to fit users requirements. Dynamic multimedia 
manuals can be used in the Internet with feasible loading time and hardware requests 
and it makes contribution to the high cost, high technology industry. 
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Appendix A 
A.l input file of mobile phone (function part) 
F1 
dialing phone 
the basic operation of the Motorola Talkabout mobile phone 
2 
01 1,1 
0 3 1,1 
NULL 
Fl-1, Fl-2, Fl-3, Fl-4, Fl-5, Fl-6, Fl-7 
Fl-1 
dialing with phone number 
input the phone number and dial 
2 
0 7 1-1,1 




dialing with one click 
a shortcut for dialing the recently used phone number 
2 
0 3 1-2,1 




dialing international phone 76 
The procedure for international call 
4 
0 6 1-3,1 
5 1-3,1 
S 1-3,2 




dialing emergency phone 
The procedure for emergency call 
2 
0 7 1-4,1 




taking the missing phone you can reply to the recent missed call 
4 
5 1-5,1 
0 3 1-5,1 
0 4 1-5,1 





shortcut for re-dialing 
3 
0 3 1-6,1 77 
0 4 1-6,1 




incoming call waiting 




Fl -7- l ,F l -7-2 , Fl-7-3 
Fl-7-1 
reject the waiting call 
reject the new income call 
2 
017 1-7-1,1 




end the call and connect the waiting one 
take the new income call 
2 
0 8 1-7-2,1 




hold the call and connect the waiting one 
a swap between the two call 
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2 
0 9 1-7-3,1 




using phone book 
Motorola TALKABOUT provides you a phone book function. You can manage your 
phone records efficiently. 
4 
S 2 , l 
0 4 2,1 
0 3 2,1 
or 2,1 
NULL 
F2-1, F2-2, F2-3, F2-4 
F2-1 
search phone records 
you can search the saved record by entering the name of the receiver, and then dial, 
edit, delete or save that number. 
8 
0 4 2-1,1 
0 3 2-1,1 
0 7 2-1,1 
0 3 2-1,2 
0 3 2-1,3 
0 4 2-1,2 
0 3 2-1,4 





add phone records 
this function allows you to add new phone records to the phone book. 
7 
0 4 2-2,1 
0 3 2-2,1 
0 7 2-2,1 
0 3 2-2,2 
0 3 2-2,3 
0 3 2-2,4 




delete phone records 
you can erase records that are no longer needed. 
2 
0 4 2-3,1 




delete by name delete phone records by name 
3 
0 4 2-3-1,1 
0 3 2-3-1,1 






delete all phone records 
2 
0 4 2-3-2,1 




last ten calls' information 
you can act on the last ten calls you made in a variety of situation. 
2 
0 4 2-4,1 
0 3 2-4,1 
F2 
F2-4-1, F2-4-2, F2-4-3 
F2-4-1 
last ten dialed calls 
display the last ten dialed calls for you to manipulate 
6 
0 4 2-4-1,1 
0 3 2-4-1,1 
0 4 2-4-1,2 
0 3 2-4-1,2 
0 4 2-4-1,3 




last ten received calls 
display the last ten received calls for you to manipulate 
6 
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0 4 2-4-2,1 
0 3 2-4-2,1 
0 4 2-4-2,2 
0 3 2-4-2,2 
0 4 2-4-2,3 




last ten missed calls 
display the last ten missed calls for you to manipulate 
6 
0 4 2-4-3,1 
0 3 2-4-3,1 
0 4 2-4-3,2 
0 3 2-4-3,2 
0 4 2-4-3,3 





by the help of the network service provider, your phone can handle the message 
transfer 
3 
0 4 3,1 
0 3 3,1 
o r 3,1 
NULL 
F3-1, F3-2, F3-3, F3-4, F3-5, F3-6 
F3-1 
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read inbox messages 
you can read the message sent to you 
4 
0 4 3-1,1 
0 3 3-1,1 
0 4 3-1,2 




read outbox message you can read the message you sent out before 
4 
0 4 3-2,1 
0 3 3-2,1 
0 4 3-2,2 





you can edit a inbox/ outbox message after you read it 
1 
0 3 3-3,1 
F3 
F3-3-1, F3-3-2, F3-3-3, F3-3-4, F3-3-5 
F3-3-1 
delete a message 
delete current meaage 
3 0 4 3-3-1,1 
83 





edit a message 
edit current message 
2 
0 4 3-3-2,1 




after editing, send message 
send the edited message 
5 
0 3 3-3-2-1,1 
0 4 3-3-2-1,1 
0 3 3-3-2-1,2 
0 7 3-3-2-1,1 




after editing, store message 
store the edited message 
5 
0 3 3-3-2-2,1 
0 4 3-3-2-2,1 
0 3 3-3-2-2,2 
0 7 3-3-2-2,1 
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send a message 
forward the current message 
4 
0 4 3-3-3,1 
0 3 3-3-3,1 
0 7 3-3-3,1 




reply a inbox message 
reply to current inbox message 
4 
0 4 3-3-4,1 
0 3 3-3-4,1 
0 7 3-3-4,1 




extract phone number from message 
display and use the phone number in the message 
2 
0 4 3-3-5,1 





dial the extracted number 
dial the number 
2 
0 4 3-3-5-1,1 




store the extracted number 
store the number in phone book 
4 
0 4 3-3-5-2,1 
0 3 3-3-5-2,1 
0 7 3-3-5-2,1 





you can write short message with this function 
4 
0 4 3-4,1 
0 3 3-4,1 
0 7 3-4,1 








0 4 3-4-1,1 
0 3 3-4-1,1 
0 7 3-4-1,1 
0 3 3-4-1,2 




store new message 
store it into the phone book 
5 
0 4 3-4-2,1 
0 3 3-4-2,1 
0 7 3-4-2,1 
0 3 3-4-2,2 




using voice mail 
you can call the voice mailbox of the network service provider to listen the voice mail 
5 
0 4 3-5,1 
0 3 3-5,1 
5 3-5,1 






listen broadcast message 
you can receive cell broadcast offered by your network service provider 
2 
0 4 3-6,1 
0 3 3-6,1 
F3 
F3-6-1, F3-6-2, F3-6-3 
F3-6-1 
receive broadcast message 
receive the cell broadcast 
4 
0 4 3-6-1,1 
0 3 3-6-1,1 
0 4 3-6-1,2 





display topics of the broadcast message 
4 
0 4 3-6-2,1 
0 3 3-6-2,1 
0 4 3-6-2,2 




select message language 
you can choose the language used to display the broadcast messagae 
88 
4 
0 4 3-6-3,1 
0 3 3-6-3,1 
0 4 3-6-3,2 





allow you to set up your own mobile phone system, from voice adjustment to 
password managment. 
1 
S 4 , l 
NULL 
F4-1, F4-2, F4-3, F4-4, F4-5, F4-6, F4-7 
F4-1 
password setting 
password can be activated or reset by using this function. 
2 
0 4 4-1,1 
0 3 4-1,1 
F4 
F4-1-1, F4-1-2, F4-1-3, F4-1-4, F4-1-5, F4-1-6 
F4-1-1 
activate PIN 
you can activate the PIN to avoid unauthorized people using your SIM card 
7 
0 4 4-1-1,1 
0 3 4-1-1,1 
0 4 4-1-1,2 
0 3 4-1-1,2 
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0 4 4-1-1,3 






the PIN can be reset here 
8 
0 4 4-1-2,1 
0 3 4-1-2,1 
0 4 4-1-2,2 
0 3 4-1-2,2 
0 7 4-1-2,1 
0 3 4-1-2,3 
0 7 4-1-2,2 




activate phone password 
you can activate the phone password to avoid unauthorized people using your phone 
7 
0 4 4-1-3,1 
0 3 4-1-3,1 
0 4 4-1-3,2 
0 3 4-1-3,2 
0 4 4-1-3,3 






change phone password 
the phone password can be reset here 
8 
0 4 4-1-4,1 
0 3 4-1-4,1 
0 4 4-1-4,2 
0 3 4-1-4,2 
0 7 4-1-4,1 
0 3 4-1-4,3 
0 7 4-1-4,2 




activate SIM code password 
using this function, you can prevent with unauthorized usage of the phone through 
unknown SIM card 
7 
0 4 4-1-5,1 
0 3 4-1-5,1 
0 4 4-1-5,2 
0 3 4-1-5,2 
0 4 4-1-5,3 





change SIM card password 
the SIM card password can be reset here 
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6 
0 4 4-1-6,1 
0 3 4-1-6,1 
0 4 4-1-6,2 
0 3 4-1-6,2 
0 7 4-1-6,1 





you can adjust the audio setting here 
2 
0 4 4-2,1 
0 3 4-2,1 
F4 
F4-2-1, F4-2-2, F4-2-3, F4-2-4 
F4-2-1 
ring volume 
you can select the ring volume level here, a total of five level are available 
4 
0 4 4-2-1,1 
0 3 4-2-1,1 
0 4 4-2-1,2 





you can choose the ring type of your phone 
4 
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0 4 4-2-2,1 
0 3 4-2-2,1 
0 4 4-2-2,2 





this setting determine whether keypad tones will be sounded 
4 
0 4 4-2-3,1 
0 3 4-2-3,1 
0 4 4-2-3,2 





you can set the alarm type here 
4 
0 4 4-2-4,1 
0 3 4-2-4,1 
0 4 4-2-4,2 





you can set current date and time in this function item 
7 






































The language used to display information on screen can be chosen here 
6 
0 4 4-6,1 
0 3 4-6,1 
0 4 4-6,2 
0 3 4-6,2 
0 4 4-6,3 





your phone will beep once a minute when you make a call after you initiate this 
function 
6 
0 4 4-7,1 
0 3 4-7,1 
0 4 4-7,2 
0 3 4-7,2 
0 4 4-7,3 




A.2 Input files of mobile phone (operator ) 
01 
power on/off 













To delete storing action, press power on/off button 
NULL 
NULL 
Fl , F2, F3, F3-4-1, F3-4-2 
02 
clear 























you are then asked to enter the name of the record. After you key in, record will be 




















Fl , Fl-1, Fl-2, Fl-3, Fl-4, Fl-5，Fl-6, Fl-7-1, Fl-7-2, Fl-7-3, F2, F2-1, F2-2, F2-3, 
F2-4, F2-3-1, F2-3-2, F2-4-1, F2-4-2, F2-4-3, F3, F3-1, F3-2, F3-3, F3-3-1, F3-3-2, 
F3-3-2-1, F3-3-2-2, F3-3-3, F3-3-4, F3-3-5, F3-3-5-1, F3-3-5-2, F3-4，F3-4-1，F3-4-2, 
F3-6, F3-6-1, F3-6-2, F3-6-3, F4-1, F4-1-1, F4-1-2, F4-1-3, F4-1-4, F4-1-5, F4-1-6， 
F4-2, F4-2-1, F4-2-2, F4-2-3, F4-2-4, F4-3, F4-4, F4-5, F4-6, F4-7 
0 4 
scroll 
scroll key is designed for item selection. User can press scroll forward or backward to 
select item in menu. 












after selected a dialed number, you can either DIAL it or SAVE it in phone book, 













Use scroll to select either "on" or "off" state for this service 
img_scroll 一4-4—3. swf 
scroll_4-4_3.swf 
Fl-5, Fl-6, F2, F2-1, F2-2, F2-3, F2-4, F2-3-1, F2-3-2, F2-4-1, F2-4-2, F2-4-3, F3, 
F3-1, F3-2, F3-3-1, F3-3-2, F3-3-2-1, F3-3-2-2, F3-3-3, F3-3-4, F3-3-5, F3-3-5-1, F3-
3-5-2, F3-4, F3-4-1, F3-4-2, F3-5, F3-6, F3-6-1, F3-6-2, F3-6-3, F4-1, F4-1-1, F4-1-2， 
F4-1-3, F4-1-4, F4-1-5, F4-1-6, F4-2, F4-2-1, F4-2-2, F4-2-3, F4-2-4, F4-3, F4-4, F4-
5, F4-6, F4-7 
0 5 
extension 
press extension button to key in extension number. 




when you input number in step 5, in case you need to add extension number, press 











Long press the plus button until"+" appear on the screen 
img_cross_l-3_l.swf 





they are the key of 0 to 9, located in the center of the phone. 
img_number_keys • s wf 
number—keys. s wf 
20 
1-1,1 
Just input the phone number by pressing the number keys 
img_number_keys_l -1_1 .swf 
number一key s一 1 -1—1 • swf 
1-2,1 
Or, long press a number key, e.g. 5, to send the 5th call stored in phone book 
img_number_keys_ 1 -2_ 1 • s wf 
number一key s_l -2—1. swf 
4-1-4,1 








If you select "on", you can type in the new alarm setting 
img_number_keys_4-4_l .swf 
number—key s—4-4—1. swf 
Fl-1, Fl-2, Fl-4, F2-1, F2-2, F3-3-2-1, F3-3-2-2, F3-3-3, F3-3-4, F3-3-5-2, F3-4, F3-
4-1, F3-4-2, F4-1-2, F4-1-4, F4-1-6, F4-3, F4-4 
08 
1 



























































































operator-independent control steps 



















FI-3, Fl-5, Fl-7, F2, F3-3-1, F3-5, F4, F4-1-1, F4-1-3, F4-1-5 
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Appendix B 
B.l input file of pager (function part) 
FI 
manage message 
CM pager offers fast, accurate, and efficient message box service for you to handle 




F l - l , F l - 2 , Fl-3 
Fl-1 
read message 




F l - l - l , F l - l - 2 
Fl-1-1 
read immediate message 
anytime a new message come, you will be notified and can read it immediately. 
2 
0 2 1-1-1,1 




read past message 










all pieces of messages you received are able to saved for later reference. CM pager 
can store up to 100 pieces of message. 
4 
02 1-2,1 







you can delete a new message sent to you or a stored message in your pager. 
3 
0 2 1-3,1 
0 3 1-3,1 





Apart form message service, CM pager provides most updated information likes news 






F2-1, F2-2, F2-3, F2-4, F2-5, F2-6, ¥1-1 
F2-1 
weather 
CM pager shows you the temperature, the climate and the humidity of the city. 
4 
0 3 2-1,1 
02 2-1,1 
02 2-1,2 





updated news will be posted, including local events and the international issues. 
4 
0 3 2-2,1 
02 2-2,1 
02 2-2,2 





reporting the price of all local major blue stock and many others to you. information is 
updated frequently. 
4 
0 3 2-3,1 
0 2 2-3,1 
0 2 2-3,2 
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the traffic information helps you to get a fast picture about the local traffic. 
4 
0 3 2-4,1 
0 2 2-4,1 
0 2 2-4,2 




properties CM pager also includes updated economical news, both in local and international. 
4 
0 3 2-5,1 
0 2 2-5,1 
0 2 2-5,2 





during the horse racing sessions, detailed news about the horse racing will be posted. 
4 
0 3 2-6,1 
02 2-6,1 
02 2-6,2 






CM pager catches all pieces of local and international entertainment news to refresh 
your mind. 
4 
0 3 2-7,1 
0 2 2-7,1 
0 2 2-7,2 





this section lists out the guideline of the pager setting, including time and alarm type. 
Clear steps are shown. 
3 
0 1 3,1 
0 1 3,2 





to set the time and date for the pager, they will be shown together with each piece of 
message and information for reference. 
6 
0 3 3-1,1 
0 2 3-1,1 
0 3 3-1,2 
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0 2 3-1,2 
S 3-1,1 





to set your pager so that it make "beep" type alarm every time a new message comes. 
4 
0 3 3-2,1 
0 2 3-2,1 
0 3 3-2,2 





to set your pager so that it vibrate every time a new message comes. 
4 
0 3 3-3,1 
0 2 3-3,1 
0 3 3-3,2 




B.2 input files of pager (operator) 
01 
open 
open button is usually used to activate the pager or switch back to the main function 














Press the enter button to select a service, forward to the next information section or to 





every time you read a message, press the enter button until a menu displaying "store" 









press enter to confirm the change. 
NULL 
NULL 
Fl-2, Fl-3, Fl-1-1, Fl-1-2, F2-1, F2-2, F2-3, F2-4, F2-5, F2-6, F2-7, F3-1, F3-2, F3-
3 
0 3 
forward and backward 










press forward and backward buttons to select the "vibrating" item. 
NULL 
NULL 
Fl-2, Fl-3, Fl-1-2, F2-1, F2-2, F2-3, F2-4, F2-5, F2-6, ¥1-1, F3-1, F3-2, F3-3 
S 
operator-independent control steps 









Appendix C Function hierarchies and operator lists of the 
experiments 
The function hierarchy of the mobile phone example: 
Function title Function ID 
>dialing phone — 1 
> dialing with phone number --1 • 1 
> dialing with one click —1.2 
> dialing international phone --1.3 
> dialing emergency phone --1 -4 
> taking missing phone —1.5 
> re-dial phone - 1 . 6 
> dial while talking --1-7 
> reject waiting call — 1.7.1 
> end the call and connect the waiting one --L7.2 
> hold the call and connect the waiting one --1.7.3 
>using phone book - 2 
> find record in phone book - 2 . 1 
> add record in phone book --2.2 
> delete record in phone book —2.3 
> delete all -23.1 
> delete the latest 10 --2.3.2 
> last 10 call information - 2 . 4 
> manipulate the last 10 dial call --2.4.1 
> manipulate the last 10 receive call --2.4.2 
> manipulate the last 10 miss call --2.4,3 
> messages 
> read inbox message --3.1 
> read outbox message —3.2 
> manage message —3.3 
> delete a message —3.3.1 
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> edit a message —3.3.2 
> after editing, send message -3.3.2.1 
> after editing, store message --3.3.2.2 
> send a message —3.3.3 
> reply a inbox message --3.3.4 
> extract phone number from message --3.3.5 
> dial the extracted number —3.3.5.1 
> store the extracted number -3.3.5.2 
> new message —3.4 
> send new message —3A. 1 
> store new message —3.4.2 
> using voice mail —3.5 
> listen broadcast message -3-6 
> receive broadcast message —3.6.1 
> insert title --3.6.2 
> select message language --3.6.3 
> setting - 4 
> password setting —4.1 
> activate PIN --4.1.1 
> change PIN -4.1.2 
> activate phone password -4.1.3 
> change phone password --4.1.4 
> activate SIM card -4.1.5 
> change SIM card -4.1.6 
> voice setting -4 .2 
� r i n g volume --4.2.] 
> ring type -4,2.2 
> keypad tone --4.2.3 
> alarm type --4.2.4 
> time setting -4 .3 
> alarm setting —4.4 
> light setting --4.5 
> language setting --4.6 
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> time alert -4 .7 
The operator list and the id list of the mobile phone example: 
Operator name Operator ID 
power on/ off —01 
Clear - 0 2 




Number button —07 
0 - 0 8 
1 - 0 9 
2 - O l O 
3 " O i l 
4 -on 
5 --013 
6 - 0 1 4 




The function hierarchy of the pager example: 
Function title Fimcdon ID 
> Manage message 
> Read message —1.1 
> Read immediate message —1.1.1 
> Read past message —l • 1 
> store message "1.2 
> delete message —� 
> Read information 
> Weather —2.1 
> News … 
> Stock - 2 . 3 
> Traffic - 2 . 4 
> Properties —2.5 
> Racing -2 .6 
> Entertainment � ] 
> Setting 
> Time -3 .1 
> Beeping —3.2 
> Vibrating —3.3 
The operator list and the id list of the pager example: 
Operator title Operator ID 
Open --01 
Enter 
Forward and backward - 0 3 
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Appendix D Key words 
Abstract function Abstract function is abstract and unclear. An abstract function 
can be decomposed into abstract and actual functions for 
meaning sharpening. 
Actual function Actual function is a precise machine function. It is technology 
oriented. 
Annotation Annotation is the action of an operator in a particular moment. 
For example, the annotations of "enter" button can be “to 
activate a telephone call" or “to terminate a phone directory 
data entry process", depending on how the button is accessed. 
Function hierarchy Function hierarchy is defined as the organization of functions. 
A manual presents information through a function hierarchy. 
Instruction Instriiction suggests the use of an operator. For example the 
instruction of "enter button" should be "press the button". 
Instruction set Instruction set stores text, images, and animations to represent a 
piece of annotation. Instruction sets are stored in operator nodes. 
Manual tree Manual tree is a data model which organizes machine elements 
(functions, operators, and parts) systemically. 
Operator order list Operator order list is a list in a function node storing the order 
of the operators for the activation of that function. 
Operation sequence Operation sequence is a joint of operator order list. It is usually 
formed for a walking path. 
Walking path Walking path of an actual function composes of all the function 
nodes selected by users when they search down a manual tree 
from the root. 
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