MyIPB Mobile - REST services aggregator for mobile application centered on student by Oliveira, Eduardo Barbosa de
MyIPB Mobile - REST services
aggregator for mobile application
centered on student
Eduardo Barbosa de Oliveira - a46679
Thesis presented to the School of Technology and Management in the scope of the
Master in Information Systemsunder the double degree with the Federal Technological
University of Paraná.
Supervisors:
Professor Doutor Paulo Alexandre Vara Alves
Professor Doutor André Luis Schwerz




MyIPB Mobile - REST services
aggregator for mobile application
centered on student
Eduardo Barbosa de Oliveira - a46679
Thesis presented to the School of Technology and Management in the scope of the
Master in Information Systemsunder the double degree with the Federal Technological
University of Paraná.
Supervisors:
Professor Doutor Paulo Alexandre Vara Alves
Professor Doutor André Luis Schwerz





Recently COVID-19 emerged and was soon declared as a pandemic due to the high
rate of infection. As a result of the public policies arising from COVID-19, millions
of people have their daily lives changed. In the case of students, the learning pro-
cess was impacted. To address this problem, information technology comes into action
with solutions such as electronic and mobile learning. In this context, there are sev-
eral Learning Management System (LMS) that can assist in the learning process, such
as Moodle, Blackboard, and Sakai. However, not all LMS have a mobile application
to assist students and teachers in accessing their content, thus losing a powerful mech-
anism to support the learning process. This work proposes three architectures to ag-
gregate and provides a mobile application to LMSs, one that uses the Serverless model
and two that uses the Self-hosted model. Each one is composed of a backend and a
mobile application. As a result, a performance test is executed on the Serverless ar-
chitecture to verify the best way to implement the features in terms of performance.
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The COVID-19 emerged in the year 2019 and was soon declared as a pandemic due to the
high rate of infection. As a result, governments around the world have declared public
policies that include social distancing, isolation, and quarantines. Herewith, millions of
people are on lockdown to prevent the spread of the virus and have had their daily lives
drastically changed. In the case of students, the major challenge is to adapt their study
routine to this new situation. The Information Technology emerges in this context to
assist the students in this adaption, proposing solutions such as the LMS [1]. LMS can
be defined as web-based technology developed for improving through the application and
evaluation of educational institutions [2].
With this need to adapt to this new situation of online learning, the use of LMSs
has increased. Herewith, several LMS software become more popular, e.g., Moodle [3],
Sakai Project [4], WebCT(Blackboard) [5], etc. However, not every LMS has a mobile
application that allows the students to follow the learning in a fast and practical way.
Smartphone usage has been growing nowadays [6] and gathering the use of the smartphone
and the learning process, could improve the learning rate and make it easier to visualize
the LMS content.
Taking these aspects into consideration, the primary objective of this work is to pro-
pose the most suitable architecture to support the aggregation of several LMSs. This
architecture must provide support for showing the content (e.g., assignments, forums,
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etc) of different LMSs. Also, this architecture must be adaptable to two different models,
the serverless and self-hosted model. Thus, the secondary objectives are:
• Check if the proposed architecture works on different models, serverless and self-
hosted.
• Make a performance analysis comparing the different feature implementations.
To design an architecture that satisfies each requirement, several adversities may be
found. It is necessary to determine how the data will be stored in such a way that this
data can represent different models and entities. In each LMS, the entities can be named
differently, i.e., an assignment can be named as a task or activity, depending on the LMS.
Creating a data model that can represent the entity without information losses is essential.
Also, define a policy synchronization between the aggregator and aggregated system is a
big challenge. It is necessary to choose a policy synchronization that does not overload the
aggregated system and keeps the data always synced on the aggregator system. Consume
the Web Services of different LMS is another big challenge. The Web Service may not
return all necessary information to create the data on the aggregator system, or yet, may
not return the data in an efficient way, e.g., return only one register by request or demand
more than one request to get the data about a determined entity.
Three architectures are proposed to implement the aggregator system. They all have
a mobile application developed in Kotlin Android and a backend. The Serverless ar-
chitecture has a backend based on the Serverless model using the Firebase tools. The
Self-hosted architecture has a backend based on the self-hosted model and uses NodeJS,
MongoDB, and GraphQL. The Self-hosted with local database follows the same behavior
as the Self-hosted architecture, but with a local database in the mobile application to
improve the performance and user experience.
With the conclusion of this work, the implementation of the three architectures was
made. Each has a different level of implementation, i.e., one architecture may have more
features implemented than the other. The Serverless architecture has all the proposed
features implemented. The other two architectures that were made to make a proof of
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concept of the main architecture have only one feature (excluding the Login) implemented.
Besides, performance results are obtained through a performance test done on the Server-
less architecture. On this performance test, results about the different ways to implement
the features were obtained and with that, it was possible to conclude which is the best
and the worst way to implement the features.
This work is divided into five chapters. Chapter 2 makes a study across the state of the
art of the topics related to this work. Chapter 3 describes the technological decisions made
and each one of the three proposed architectures. Chapter 4 describes the system, the
process for implementing these three architectures, and the results of the implementation
and performance testing. Finally, Chapter 5 shows the conclusions made at the end of




State of the art
This chapter discusses the state of the art regarding the learning management systems,
service-oriented architecture, and mobile learning.
2.1 Learning management systems
Learning management systems (LMS) are computer systems used to manage and assist
the online learning process. From a technical point of view, an LMS is server-based
software that makes communication with a database that contains the information about
the users, courses, and contents [7, Chapter 1.3]. Additionally, LMSs enables teachers
to manage and distribute this content in an easy and integrated way [8]. An advanced
e-learning system must meet the following requirements [9]:
• Compatibility to work with another LMS
• Content management abilities, such as file management
• Creation and management of learning resources as a ”learning object”
• Reusability of the content (content compatibility such as SCORM [10])
• Efficient content creation, distribution, management, integration and authorization
tools
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• Support to other complementary tools like PowerPoint, Dreamweaver
• Performance and the possibility to extend the environment
• Multi-Language support
Regarding these aspects, a study is made comparing Moodle with other open-source
tools [11] . In this study, the Moodle was compared among other LMSs and it was
concluded that the Moodle presents three main advantages over the others:
• Its modular design allows more flexibility supporting any teaching style
• Its interface has a rate of usability superior compared to other competitors
• A wider range of authentication, ease of installation, and maintenance increases the
frequency of use
The Moodle is often compared to other tools. On [12] a comparison between 36 LMS
framework was made to compare the features implementation in each one. This study
concluded that all LMS have similar features, all support multimedia, most meet the
SCORM standard and less than half have chat support. On [8] a study on predictions is
made taking into account data from 17 LMS courses that use Moodle. The objective of
the study is to determine the prediction model portability across different courses.
An LMS that is usually compared to Moodle is Blackboard. On [13] a usability
comparison between the Moodle and Blackboard is made. The objective of this study
is to compare the usability and effectiveness of the two competing LMSs. The study
concluded that Moodle is the preferred LMS by the student users and has better usability
as well.
Another LMS that is usually present in these comparisons is the Sakai. On [14], a
performance comparison between .LRN, Sakai, and Moodle is made. The study aims to
compare its performance using several tools for this. The study concluded that the Sakai
and .LRN is the best tools from a system perspective. From the point of view of the
system administrator, Sakai and Moodle have a similar rating and .LRN has a slightly
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lower rating. As a conclusion, if a large number of users are expected, the most suitable
LMS is the .LRN or Sakai, if ease of use and large community are expected, the best
option would be Sakai or Moodle.
LMS can have different types of architectures. One of them is the Service-Oriented
Architecture (SOA). The next section will describe this type of architecture.
2.2 Service-oriented architecture
The software complexity has been increasing with the advance of the history of computing.
Several approaches have been proposed to deal with this complexity at different levels,
e.g., "structured programming" [15] and Fred Brooks’ idea of "conceptual integrity" [16].
The SOA comes into this context as an architecture that modularizes services [17].
SOA can be considered a descendant of the logical evolution of the software modular-
ization techniques that started 50 years ago with structured programming. One of SOA’s
improvements is that it allows more flexibility in choosing the implementation of tech-
nologies and location for the service providers and consumers. The most important aspect
of SOA is that it splits the service implementation and the interface, i.e., it separates the
"what" from "how". End consumers can visualize just an endpoint that supports a certain
request format or contract. They will have no concerns about how the implementation
was made, only expected the result [17].
Nowadays, a hot topic regarding SOA is the relation between SOA and Cloud comput-
ing. Cloud computing is an emerging topic that enables the rapid delivery of computing
resources in such a way that can be scaled dynamically and virtually. Some advantages
of cloud computing over the traditional approach include agility, lower entry cost, device
independence, location independence, and scalability [18].
SOA and cloud computing are related. SOA is an architectural pattern that guides
companies to create solutions that can be reused for their computing resources. Cloud
computing is a set of technologies that allows enterprises to build their SOA solution
more flexibly. In other words, SOA and Cloud Computing can coexist, support, and
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complement each other [19].
On [20], a survey is made to present the latest developments in service-oriented net-
work virtualization to support Cloud computing. In this survey, it was concluded that
network virtualization is the main factor to make the convergence of networking and
Cloud computing. Also, it was concluded that SOA has been widely used as a mechanism
for realizing network virtualization, being a key factor in enabling both.
With the emergence of ubiquitous computing, one of the biggest consumers of SOA
is the mobile application. The next section will describe the state of the art of mobile
learning.
2.3 Mobile learning
Nowadays, the rapid evolution of information technologies is supplying new ways of learn-
ing and creative ways to address the limitations of traditional learning [21]. With the
increased availability of mobile Internet and the rapid growth of mobile devices usage,
mobile learning is becoming a trend to the future of education and learning [22].
Originated from distance education, mobile learning (m-learning) is a development
coming from e-learning [23]. The m-learning can be considered an extension of the e-
learning bringing an additional of anywhere and anytime dimensions of learning. One of
the advantages of m-learning is to offer learners the possibility to access relevant informa-
tion with a reduced cognitive load and increased access to other systems and people [24].
Most of the m-learning system is provided to learners via LMS. LMSs such as Black-
board and Moodle provides scaffolding and support to the teachers using the Web 2.0
tools [25]. Nowadays, Moodle already has a mobile app incorporated with the system
that can be used on mobile devices1. The app is made to assist teachers and students
with basic support in education [26].
A wide variety of studies have been made to propose architectures to m-learning.
1https://moodle.com/app/
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On [26] a study is made to provide a reference to develop and design LMS mobile appli-
cation for students. Also, a study case of a mobile application developed for Moodle was
presented. In this study, it was concluded that there was an increase in the number of
students shifting from using the mobile device browser to use the mobile application.
On [27] a study is made to propose a software architecture that can support the
adaptation of LMS features and mechanisms to the mobile scenario. The study takes into
account the SCORM and shows a study case of a mobile application developed to the
Moodle. The study concluded that the improvement into the interoperability related to
e-learning systems is necessary and will help the teachers and students to access the LMS
contents through mobile devices.
Regarding the m-learning, mobile development is necessary to make the mobile ap-
plication that will support the teachers and students. Taking it into consideration, it
is necessary to understand what options are available to make this development most
appropriately. The next subsection will describe what technologies regarding mobile de-
velopment and server-side technologies can be used to achieve this. The Subsection 2.3.1
will discuss mobile development and its technologies and Section 2.3.2 will discuss the
server-side development and its technologies.
2.3.1 Mobile development
With the technological advances, ubiquitous computing has become increasingly present
in everyday life. In conjunction with this, services are becoming portable and the use of
mobile devices to access these services has been widely adopted. Consequently, there is
an increase in demand for portable services.
From this demand, several frameworks for mobile development have emerged (e.g.,
React-Native, native development on Android with Kotlin and on iOS with Swift). Each
of them has its specificities, advantages, disadvantages and will be better suited to a
specific situation. For example, in a situation where all of your users have an Android
device, developing a hybrid framework (for example, Flutter, Ionic) may not be the best
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option, as this type of framework is focused at developing applications for two platforms.
From this, a comparison of the advantages of hybrid and native development is made.
The purpose of this comparison is to understand the advantages of each of the development
model, and then observing this, define a model which best fits the objective of this work.
Furthermore, a brief description of the web application development model is given as
well.
Mobile Web app development
Mobile Web applications (Web apps) is an approach to developing mobile applications. It
consists of using a browser within its runtime environment. Using this approach, websites
optimized for mobile devices will be interpreted and rendered within the application. This
optimization needs to take into consideration several screen sizes of mobile devices [28].
However, mobile Web apps cannot access natives functionalities of the device [28].
Thus, it is not able to implement push notifications.
Native mobile development
The native application development model consists of developing applications that are
specifically developed for a specific operating system. To create truly native applications,
you need to use the Kotlin or Java programming languages for developing applications for
the Google Android operational system and for developing applications for the operational
system iOS it is necessary to use the languages Objective-C or Swift [29].
There are several advantages to using the native application development model, some
of them are [30]:
• By running at the system level, native applications have more advantages for func-
tionalities on the device (e.g., camera, GPS, fingerprint reader). In addition to these
advantages, it is possible to access system notifications in this way, implementing
notifications more functionally;
• Applications offer a better experience and interaction for the user;
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• Applications have a better performance.
In a nutshell, the native application development model will produce applications with
higher performance, and improved User Experience (UX) and access to device functional-
ity more effectively. In contrast, the model has problems with the speed of development,
the learning curve, and the distribution to multiple platforms [31].
Hybrid mobile development
In recent years, the hybrid application development model has been growing and is show-
ing a promising alternative to the native application development model. With hybrid
development, it is possible to create a single mobile application using web development
standards and distribute it across multiples mobile platforms with small or no code
changes [32].
There are several advantages to using the hybrid application development model [33]:
• Developers can use standard web technologies like HTML5, CSS3 and JavaScript
to develop;
• It has active wrappers that allow the application to be packaged, deployed and
distributed between platforms;
• It has a smaller learning curve to start building a multi-platform mobile application
using common web languages (e.g., HTML5, CSS and JavaScript);
• Maximizes the concept of ”Write once, run anywhere” (WORA) [34], which means
that the developer can develop the application as a common browser application
with responsive features provided by the hybrid development frameworks.
In summary, the hybrid application development model will produce multi-platform
applications faster due to the low learning curve. In contrast, the model suffers from
problems such as performance, functionalities that involve the device resources and does
not provide the best UX for the user [31].
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Discussion
From the analysis and study done on the models of development of native and hybrid
applications, it was possible to conclude that the hybrid model is easier to be produced,
maintained, and distributed but it is necessary to pay a price in performance and UX,
besides having access the features of the device less effective than the native. On the other
hand, native applications provide UX, performance and access to the device’s functional-
ities effectively and functionally, but suffers in issues to distribute to multiple platforms
and the language learning curve.
2.3.2 Server-side
For the development of the mobile application server-side, there is two main architectures
model that can be followed and these two options are described below.
Self-hosting
The Self-hosting model, also known as the on-premise model, is an architecture model
where the hardware and the software are maintained by the owner, i.e., the organization
is responsible for all the infrastructure process, such as buying the hardware, install,
maintain, and running the hardware and software.
These aspects imply a series of factors. In this model, the cost is a key aspect.
The owner must purchase a license and is also responsible for installing, maintaining,
and updating the system. Furthermore, the owner must sign maintenance and service
contracts [35].
Moreover, this model has problems to scale. When a scale is required (when the
demand is too high, for example), the owner must be responsible to make this scale, i.e.,
the owner must be responsible to maintain each server instance, requiring an IT know-how
and staff to keep the hardware and software up to date and make the required change for
the scale [35].
Another problem of this model is the data reliability. In IT systems, backups need to
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be made. In this model, the owner is responsible to make the entire backup process, i.e.
the IT team is who defines how reliable and how many times this process occurs [35].
The flexibility of this model is a key aspect. Nowadays, IT systems must be flexible
to go along with the business changes. Companies with volatile business such as seasonal
or project-oriented can have high peaks of demands according to the month of the year.
In this model, even this peak occurs only a few times a year, the infrastructure has to
operate at peak-load capacity at all time, even if this capacity is not used most of the
time [35].
Security is a hot topic on this model. In this model, all data is stored on local servers
and is not exposed to the Internet. As a result, the company is less susceptible to attack
over the Internet. However, most data thefts occur in-house by employees [35].
This model is widely used nowadays by several organizations, however, it presents
several problems and expensive costs. In contrast with this model, the following section
describes the Serverless model.
Serverless
Cloud computing has been proliferating since its emergence in the context of application
deployments. A wide variety of providers is offering services like that in different levels,
such as Amazon Web Services (AWS), Google Cloud Platform (GCP), Microsoft Azure,
IBM Cloud, and others [36].
In this context, the term "serverless computing" is gaining momentum to represent the
peak of the cloud-native model: a "serverless" cloud application is deployed to infrastruc-
ture parts that are completely transparent to the application developer. The fundamental
principle of the serverless concept is not to require operations (also referred to as "NoOps")
to maintain a serverless application [36].
The most well-known implementation of the serverless model is Function-as-a-Service
(FaaS) offerings, such as AWS Lambda, Azure Functions, and Google Cloud Functions.
With the FaaS, application developers provide the source code to be executed by a trigger.
The source code is usually short-running and atomic functions and the triggers are usually
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defined by an HTTP request. For example, a common use case of these functions is to
define a unitary function that is triggered by an HTTP request. So, the FaaS provider
executes and bills these functions on isolated instances and can scale this horizontally
as needed on demand. Ideally, FaaS will: provide simplified deployments; reduce the
operation efforts; provide a pricing plan pay-as-you-go. Furthermore, the providers can
support a huge functions call with few resources [36].
One of the open issues on the FaaS offerings is to build larger applications. Currently,
the FaaS tends to be used on microservices architecture model with not so many lines of
codes [36].
Discussion
As seen above, the two models have their advantages and disadvantages. The server-
less model can reduce the DevOps efforts, scale horizontally and make the process of
deployment simpler. On the other hand, the model has problems when the application
logic grows, demanding more lines of code. The self-hosting model can grow in lines
of code without problems, but the process of deployments is more complex to be done.
Also, this model demands the system maintainer to design an architecture that can scale




This chapter describes the decisions made to acquire the system architectures and how
they were designed, i.e., perform a discussion around the possible technologies and which
to use, describes which frameworks are used, how these frameworks are integrated, and
how all these functionalities and tools work together to make the system work properly.
As a result, three architectures are proposed.
3.1 Technologies decisions
In this Section, a discussion is made around the possible technologies and which one is
the most suitable to use on this project. The Subsection 3.1.1 will guide the architecture
decision through the mobile context. The Subsection 3.1.2 will guide the architecture
decision regarding the server-side model to be followed.
3.1.1 Mobile
Taking into account the information provided on the subsection 2.3.1, the following con-
clusions can be made across the mobile development implementation of this project.
One of the main features of this system is the possibility of send push notifications.
Therefore, looking at this perspective, the native approach is the best option due to
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the best implementation of push notifications. Moreover, the learning curve, one of the
disadvantages of the native approach, is not a problem for those who will develop the app
due the previous development experience in this approach. With the native approach, we
can develop a mobile app with an optimum UX and performance. However, it will not be
possible to distribute to multiple platforms. This is the price to be paid. Even with this
disadvantage, the trade-off to choose the native approach is better than the trade-off of
the hybrid approach.
Looking into native development, it is necessary to define on which platform the
development will be made, on iOS or Android. According to the statistical website Stat
Counter1, the operational system Android is used by more than 70% of the mobile devices
in the world. Looking at this data, the native approach to Android is the option that
reaches most users.
In the context of Android native mobile development, it is possible to use two pro-
gramming languages: Java or Kotlin. Kotlin is the official language for Android supported
by Google. It is a strong indicator that is the best language option to develop for Android
nowadays. In addition, Kotlin has compatibility with several Java features, making it
more complete and dynamic.
However, the mobile application alone is not enough to create a LMS mobile applica-
tion. A server-side implementation is also necessary. The next Subsection will describe
the decision process to the server-side with details.
3.1.2 Server-side
Taking into account the information provided on the subsection 2.3.2 made on Chapter 2,
the following conclusions can be made around the server-side implementation of this
project.
Creating a server-side for the mobile application is a key factor to achieve the best
architecture for LMS mobile applications. Without a server-side structure, all the code
1https://gs.statcounter.com/os-market-share/mobile/worldwide
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and business logic will be inside the mobile application. That is not good, considering
that the mobile application is supposed to be only an interface, without huge business
rules.
With these rules within the mobile application, if it is desired to make some changes to
these rules, it is needed to launch a new version. Not all the users will update the mobile
application recurrently, i.e., the application can not be expected to always be in the latest
version and this is a problem. For example, in a case that the mobile application consumes
a service API, and this API launch a new version that changes an endpoint response (e.g.,
changing a field name). With that change, the mobile application may not work properly.
So, a new version is needed to be launched and all the users will have to update the
application or it will not work properly.
On the other hand, if these rules and service API consumption are kept on a server-side
structure, when the above example occurs, just deploy on the server side is needed, and
all users will have the mobile application working properly, without the need to update it.
If that change on response API is scheduled, is possible to update the server-side before
the change occurs and this change will be transparent for the user, i.e., the user will not
notice that something changed, unlike the other solution that requires the user to update
the application.
Taking into account the above observations, everything indicates that have a server-
side structure is the best solution. For this structure, two models are proposed, the
self-hosting and the serverless.
Taking the aspects shown in subsection 2.3.2, the serverless model is the most suit-
able for this application. The application is not huge and it is not worth increasing the
complexity of the system with DevOps matters. Choosing the serverless model is only
necessary to develop the code responsible to implement the application logic and the
deployment process can be done with few commands.
Nevertheless, the place where the system will be hosted is not defined yet and the self-
hosted model is adopted by several companies. Herewith, the system must be suitable for
both, serverless model and the self-hosted model.
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The following section will show three architectures that were obtained taking into
account these conclusions made.
3.2 Architectures proposed
The first architecture consists in use the serverless model on the server-side. In this
architecture, the GCP and Firebase tools are used to build the entire server-side structure.
This is described in more detail on 3.2.1.
The Self-hosted architecture is using the self-hosting model on the server-side. In this
architecture, an API is built to provide the data to the mobile application using NodeJS
as the Web API framework and MongoDB as the database storage. This is described in
more detail on 3.2.2.
The Self-hosted architecture with local database architecture follows the same behav-
ior as the Self-hosted architecture, but in this architecture, a database will be used on
the mobile application. Therefore, this architecture is an uplift in the Self-hosted archi-
tecture and makes improvements to the user experience in the mobile application. This
is described in more detail on 3.2.3.
All three architectures will have the following entities in common:
• Database: it is the entity responsible to store all the data.
• Firebase Cloud Messaging (FCM)2: it is cross-platform messaging solution who
lets the developer to send messages at no costs. With this solution, it is possible to
send push notifications whenever the developer wants.
• Login: it is a single function responsible to make the user’s login. For this, the
function will make an HTTP request to the provider to make the authentication.
The provider that will be requested is defined by the parameters sent by the mobile
application. If the provider’s response is successful, the function will make another
request to get the user’s subjects. After this, the function will create a register in
2https://firebase.google.com/docs/cloud-messaging
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the Database to store the user’s subject, authentication token, and the FCM token
sent by the mobile application.
• Database Triggers: it is a group of functions responsible for implementing the
database triggers. The create and update triggers of collections of interest (e.g., an-
nouncements, assignments) are implemented to send the push notifications. There-
fore, at every creation or update on the collections of interest, the trigger function
will be called and send the push notifications. For this, the function must check
which subject the created/updated record is related to and get all users who are
related to the same subject. After getting all users, the function will send the push
notification via the FCM token with the appropriate content.
• Synchronizers: it is a group of functions responsible for implementing the syn-
chronization between the provider and Firestore. With an admin user (i.e., a user
who has access to the entire system), this function will make an HTTP request to
the providers and get all records of all types, i.e., all assignments of all subjects,
all announcements of all subjects, etc. After getting the records, the function will
create the record if it does not exist, update if exists and has a difference between
the records, or do nothing if it already exists and nothing has changed between the
records. Furthermore, each collection of interest has the own synchronizer.
• Google Cloud Scheduler3: this is the entity responsible for triggering the syn-
chronizers. For this, a job is scheduled using the cron syntax for each synchronizer.
This job will make a simple request HTTP and trigger the synchronizer. Each job
has the own cron time. So, for collections that have constant updates, the inter-
val between the execution of the jobs will be shorter than for collections that have
sporadic updates. For instance, the announcements synchronizer will be triggered
more than the resources synchronizer.
Therefore, the entire application flow can be summed up by:
3https://cloud.google.com/scheduler
19
1. User makes login;
2. System make an HTTP request on the provider to make the login and store in the
Database the user’s tokens and subjects;
3. At some moment, the jobs of Google Cloud Scheduler will be executed and will
create/update records in the Database;
4. With the create/update in Database, the Database Triggers will be executed and
will send the push notifications to the users via FCM.
The following describes how the three architectures implement all entities and using
which tools and concepts.
3.2.1 Serverless
This Serverless architecture is built using the serverless model described in 2.3.2. For this,
the Firebase tools are used.
All functionalities from Firebase tools used (except the FCM that was described pre-
viously) are:
• Google Functions4: it is a serverless framework that permits the developer to write
backend code to be executed by triggers in HTTP requests and Firebase Features.
The JavaScript or TypeScript code is stored on Google’s cloud and the developer
does not need to manage and scale the servers.
• Firestore5: it is a scalable NoSQL cloud database used in client-side and server-
side. It keeps data between the server-side and client-side synchronized through
realtime listeners and offers offline support as well.
These are all the functionalities that are used in this architecture. The Figure 3.1















Figure 3.1: Serverless architecture diagram.
Looking at the image is possible to see that the Firebase is responsible for implementing
the Database entity and the Google Functions is responsible for implementing the entities
Login, Database Triggers, and Synchronizers.
Also, it is important to mention that the mobile application access the Firestore di-
rectly and not via API. With this, in the development, the calls for access to the storage
is transparent, the developer only needs to call the method, and all logic to get the data
is kept by the Firestore.
This is the Serverless architecture proposed using the serverless model. The following
section describes the Self-hosted architecture that uses another model.
3.2.2 Self hosting
This architecture is built using the self-hosted model described in Subsection 2.3.2. This
architecture was designed to aim at the several companies that use the self-hosted model
and do not use cloud services.
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Figure 3.2: Self hosting architecture diagram.
Looking at the image it is possible to notice that on this architecture the MongoDB is
responsible to implement the entity Database and the API is responsible to implement the
entities Login, Synchronizers, and Database Triggers. As a very well know and NoSQL
database, MongoDB was chosen, maintaining the same data structure of the Serverless
Model. Also, the deployment and initialization of the MongoDB are fast and simple to
be done.
Furthermore, an important point to note is that this architecture uses Cloud solutions
only at two points, on Firebase Cloud Messaging and Google Schedulers. These two
features were implemented using the Cloud to reduce the implementation time. These
features could be implemented without using Cloud solutions, but it would not be feasible.
All other architecture entities do not use Cloud solutions.
The entity Data is an addition to this architecture. This entity is responsible to provide
all data for the mobile application. This entity did not exist in the serverless architecture
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because the Firestore transparently provides the data. Besides, in this architecture, it is
necessary to create the endpoint that will provide the data for the mobile application.
As seen in the image, the mobile application does not have a local database, this
implies that the app always has to access the API to get the data. With this, every time
the app will open a new screen, it will be necessary to make an HTTP request on the
API to provide the data.
For the implementation of the API, the combination JavaScript + NodeJS6 was chosen.
JavaScript was chosen to maintain the standard and not increase the complexity with
another language, once the serverless model must be implemented with JavaScript. Also,
JavaScript is a widely used language, with several resources for documentation and help.
The NodeJS was chosen because it is a consistent and widely well-known engine.
Nevertheless, the API is not fully implemented with NodeJS. Only the synchronizers
are implemented with NodeJS, the rest (the Data and Login entities) are implemented
with GraphQL7. GraphQL is a query language for the API. With this engine, the appli-
cation has a single endpoint to provide all the features. It has many advantages in using
GraphQL, but the most suitable advantage for this application is: with a single query, it
is possible to return all the data to the mobile application. In this query, it is possible
to specify which attributes are necessary (such as the username, the user’s access token,
the user’s assignments, etc). Herewith, it is not necessary to implement several endpoints
that return only one entity (for instance, an endpoint to return the user’s assignments or
user’s access token). All information can be returned on a unique endpoint. Yet, if the
mobile application accesses this unique endpoint but does not request some information
(such as assignments), that information will not be processed and loaded.
3.2.3 Self hosting with local database
This architecture is also built using the self-hosted model described in Subsection 2.3.2.




comes from an implementation of a local database within the mobile application.











Figure 3.3: Self hosting with local database architecture diagram.
The above image shows the architectural arrangement. This arrangement is very
similar to the previous Figure 3.2, with one more item, the local database Room8. Room
is a local database for Android applications and is recommended by Android. There are
other options for the local database, such as SQLite9 and Realm10. SQLite is very similar
to the Room, but it has more problems and is less powerful. The Android recommends
using Room instead of SQLite for this reason. In turn, the Realm is a cloud solution.
The data will be stored on a cloud server and the synchronization is made by the engine,
very similar to the Firestore, which is used on architecture 3.2.1. However, the main idea
of this architecture is to build a self-hosted solution, so using the Realm database means






Using a local database brings a better user experience, saves network data, and has the
possibility of working offline, but also, it brings problems with the data synchronization
between the app and the server.
The user experience is increased because as the data is stored locally, the time to
access this data is very fast compared to accessing the data in the API (which has to
access the Internet). As a result, the time loading the screens and the data is significantly
reduced. It brings the user a better experience, without the need to wait for the screen
load, which can be slow due to internet access.
The network data can be saved because as the data is stored locally, it is not necessary
to request the API every time that one screen will be opened (that is what happens on
the architecture 3.2.2). Once the data is stored locally, they will be accessed locally. As
a result, the app can work offline and show the data from the local database.
The biggest problem is that this data may be out of date. Depending on the syn-
chronization policy, the information (which is based on local data) that is shown to the
user may have an older version of the data. For example, an assignment that has a due
date for one date is rescheduled to have a different due date. As long the app does not
perform the synchronization, the local database will be inconsistent with reality and the
information presented to the user will be incorrect.
3.2.4 Discussion
This chapter described three architectures for the system. The first one uses the serverless
model on the backend and mobile use the cloud services. The second uses the self-
hosted backend and the data is requested on open the screens. The Self-hosted with local
database architecture also uses the self-hosted backend, but the data is stored within a
local database.
The Serverless architecture has higher productivity. Using cloud solutions, problems
such as data synchronization and infrastructure efforts are significantly mitigated. As a
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result, the application can be done quickly and time can be saved. Thus, it is possible to
implement more features considering the time saved. However, if the application grows
in proportions of logic (e.g., implementing different services and features), the serverless
model can become a problem.
The Self-hosted architecture has greater flexibility. Once the server is fully imple-
mented by the developer, it can increase the logic without any problem. However, efforts
with infrastructure (e.g., ensuring the data availability, data replication, etc) are neces-
sary. This means that time must be spent on these efforts. As a result, features may not
be implemented due to the time spent on infrastructure efforts. Also, as this architecture
does not have a local database, the user experience is not better due to the loading time
when opening the screens. Furthermore, this architecture consumes a greater amount of
network data than the first, since the data is requested each time a screen is opened.
The Self-hosted with local database architecture is an uplift of the Self-hosted ar-
chitecture. It mitigates the problems found on the Self-hosted architecture, such as the
consumption of network data, and improves the user experience reducing the loading time
on opening the screens. However, this architecture needs to define a good policy synchro-
nization to avoid data inconsistencies. This means that time must be spent implementing
the local database and synchronization policy. As a result, features may not be imple-
mented due to the time spent on them. The Serverless and Self-hosted architecture do
not have these problems. On the first, the local database is implemented using Firestore,
which takes care of the data synchronization. The Self-hosted architecture does not have
a local database, so there is no need to implement data synchronization. The most suit-
able solution for solve the data synchronization problem is to use a web socket. With the
web socket, each time the data is modified in the backend, the communication is made
with the mobile application and the data is changed on the local database. However, this




This chapter will describe the system specifications and its implementation process. This
includes what implementation decisions were made, which and where the features were
implemented, and how the process to achieve them was for each architecture implemented.
Also, this chapter will show the results of a performance test made on the Serverless
architecture application.
The architectures have different levels of implementation, i.e., some features may be
implemented on a specific architecture and may not be implemented on another. All
entities that are supposed to implement were described in Section 4.1.
This chapter is divided into five sections. Section 4.1 will describe the system and its
features in different ways. Sections 4.2, 4.3 and, 4.4 describe the implementation of the
three architectures proposed. Section 4.2 will describe which kind of methodology was
used to make the project management. Section 4.3 will describe which tools and concepts
were used to make the code management. Section 4.4 will show which tool is used to make
the credentials management within each project. Section 4.5 will describe which features
were implemented in each architecture and how were the decisions made to implement
them. Finally, the Section 4.6 will show the results obtained by a performance test on
the Serverless architecture application.
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4.1 System description
This system has the purpose to enable LMS users to visualize their information and follow
the learning process through the mobile application. This proposed system is made to
validate if the architectures proposed in Chapter 3 will work properly. Also, it is important
to note that this system will not have data input, just data output, i.e., the user will only
be able to visualize the data and will not be able to make data inputs such as sending
messages, submitting assignments, etc. This decision, of not allowing users to make data
inputs, is made due to the Web Services available.
The features chosen to be implemented were: announcements, assignments, forums,
and resources. These features were obtained by two main factors. How much the feature
is used was the first criterion to define which feature will be implemented. The second
criterion was the feasibility of implementing that feature. Not every feature was available
on IPB Web Services. Also, the feature may have an implementation available on IPB
Web Services, but not support the use of that Web Service efficiently and completely.
The entities definition for each feature are:
• Announcements: it represents an announcement made within a subject. Usually,
this is used to inform the students about something, such as reminders, information
about the subject, etc.
• Assignments: it represents an assignment to a student within a subject. This is
used to create a delivery for some task.
• Forums: it represents a forum within a subject. Within the forum, there are the
topics. Within the topics, there are the conversations. Yet, within the conversation,
there are the replies. This feature is usually used to make a conversation around
some specific topic. The student and teacher can create a topic within a forum, after
creating a conversation within the topic, and finally, create a reply for a specific
conversation.
• Resources: it represents the resources within a subject. This is usually used by the
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teachers to provide files and links for the student. So, it has folders, files, and links
that the student can access and download, in the case of the files.
This section is divided into two subsections. Subsection 4.1.1 will describe the system
requirements in two different ways. Subsection 4.1.2 will show the mockups of the main
screens of the proposed system.
4.1.1 System requirements
This section will describe the system in two different ways. On 4.1.1 a description of the
system with User stories is made and on 4.1.1 the system is described with a use case
diagram.
User stories
• As a student, I want to make login on the system, so that I can view my LMS
content;
• As a student, I want to change the institution I am going to log in, so that I can
log in on the correct institution;
• As a student, I want to visualize my announcements for a given subject, so that I
can stay informed about that subject;
• As a student, I want to visualize all announcements of all subjects, so that I can
stay informed about all subjects;
• As a student, I want to visualize the details of the announcement, so that I can
check all information about that announcement;
• As a student, I want to visualize the assignments deliveries deadlines for a given
subject, so that I can manage myself to not delay any of them;
• As a student, I want to visualize all the assignments deliveries deadlines from all
subjects, so that I can have a general overview of the deliveries;
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• As a student, I want to visualize the forums for a given subject, so that I can stay
informed about what is being sent on that forum;
• As a student, I want to visualize the forums for a given subject, so that I can follow
what is happening in that forum;
• As a student, I want to visualize the topics for a given forum, so that I can stay
informed about what is being sent on that topic;
• As a student, I want to visualize the replies for a given conversation, so that I can
stay informed about what is being sent on that conversation;
• As a student, I want to visualize the resources for a given subject, so that I can
visualize which resources are available for me on that subject;
• As a student, I want to browse through the resources folders for a given subject, so
that I can visualize which resources are available for me on those folders;
• As a student, I want to download files from resources, so that I can visualize docu-
ments that the teacher has made available to me;
• As a student, I want to open the links from the resources, so that I can open
important links that the teacher has made available to me;
• As a student, I want to receive push notifications when an assignment is created, so
that I can stay informed about the assignments without having to open the mobile
application constantly.




Figure 4.1: Use case diagram of the mobile application MyIPB on the IPBvirtual part.
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To have a visual representation of this system, the next Subsection will show the mockups
of the main screens of this system.
4.1.2 Mockups
In this Subsection, six Figures showing the mockups of the main screens of this system
will be presented. These mockups were made with the collaborative interface design tool
Figma1.
The Figure 4.2 shows the mockup of the screen responsible for enabling the login to
the student. This screen is the home screen, when the user is not logged in.
Figure 4.2: Mockup of the login screen.
The Figure 4.3 shows the mockup of the screen responsible for enabling the student
to browse on the application through a sidebar.
1https://www.figma.com
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Figure 4.3: Mockup of the application sidebar.
The Figure 4.4 shows the mockup of the screen responsible for showing the announce-
ments to the student. This screen is the home screen, when the user is logged in.
Figure 4.4: Mockup of the announcements screen.
The Figure 4.5 shows the mockup of the screen responsible for showing the assignments
to the student.
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Figure 4.5: Mockup of the assignments screen.
The Figure 4.6 shows the mockup of the screen responsible for showing the forums to
the student.
Figure 4.6: Mockup of the forums screen.
The Figure 4.7 shows the mockup of the screen responsible for showing the resources
to the student.
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Figure 4.7: Mockup of the resources screen.
On the login screen, there is a dropdown selector that enables the student to change
the institution. Also, on each logged in screen, there is a dropdown selector on the app
bar. This dropdown selector is where the student selects the context of the visualization,
i.e., whether the components will show the content of a given subject or the general
context, which includes all subjects.
The Appendix A shows the remaining mockups for the other screens.
The following section will describe which methodology for the development process
was used.
4.2 Project management
For the development process, the agile methodology was chosen. The agile method is
a widely used methodology that consists of a set of practices to make the development
process productive. In this methodology, the development process is made in sprints,
which can be defined as a short and repeatable phase to achieve some deliverables. The
sprints usually have weeks of length.
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In our project, the duration of the sprints was two weeks. Then, once every two
weeks, a meeting is held with a discussion about what was delivered and what is the
next deliverable for the next two weeks. Besides, in this meeting, problems, solutions,
and project decisions such as defining the new features that will be implemented are
discussed. The task priority evaluation was carried out at the meetings to deliver the
most important features first.
4.3 Code management
For the code, the version control was made with the GitHub2. GitHub is one of the
most popular version control tools and is widely used across the world. Within GitHub,
the branching model was used. The idea of the branching model is to use branches that
represent an isolated version of the code that is modified locally and after can be merged
on the main branch. It allows parallel development on projects.
In our project, the branching model was applied to divide the features within each
branch. Herewith, the implementation of each feature is divided within a branch and
the development history can be easily understood. So, occasionally, if there is a need to
review what has been done before, the implementation of the feature will be on a specific
branch and can be done quickly.
4.4 Credentials management
For the credentials management, the sops3 was used. This tool allows to encrypt and
decrypt data using the Google credentials. So, using this tool, a file containing the
credentials (i.e., admin user and admin password for the LMSs) is encrypted and can be





This project has three architectures that were described before in Chapter 3. Each ar-
chitecture has a different implementation level, i.e., depending on the architecture, it can
have more or less features implemented. It occurs because the main focus of this project
is to find an architecture that works in different contexts (serverless and self-hosted). To
check if the main architecture design will work in a determined context (e.g., in self-hosted
context) it is not necessary to implement all features. Taking these aspects into account,
the implemented features divided by context were:
• Serverless architecture: in this architecture the entities announcements, assign-
ments, forums, and resources were implemented for the IPB implementation of the
Sakai. Also, the push notification system was implemented to work when a new
assignment is created.
• Self-hosted and Self-hosted with local database architectures: in these architectures,
only the entity assignment was implemented for the IPB implementation of Sakai
and the Moodle. The push notification system for assignment creations was imple-
mented as well.
Therefore, looking at the implementation level described above, it is possible to conclude
that the Serverless architecture was the chosen architecture to implement all features.
The Self-hosted and Self-hosted with local database architecture was chosen in such a
way to make a proof of concept to check if the proposed architecture will work in the
context of self-hosted and using a different LMS. This different LMS was the Moodle and
it was chosen due to the popularity of the LMS.
The following Subsections will describe each architecture implementation individually,
bringing details about the implementation.
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4.5.1 Serverless architecture
The Serverless architecture uses the Firebase Functions and Firestore within the Firebase
tools. The mobile application code was made on the master branch and can be found on
GitHub4.
Using the Firebase Functions, five functions were implemented:
• login: responsible to implement the entity Login described on Chapter 3. Must
receive the username, password, FCM Token (token used to send push notifications),
and the institution required. Will return the access token.
• assignmentsSync, subjectsSync, announcementsSync: responsible to implement the
entity Synchronizers described on Chapter 3. These 3 functions are responsible to
make the synchronization between backend data and the LMS data. Receive no
parameters and returns just a status code.
• onCreateAssignment: responsible to implement the Database Triggers described on
Chapter 3. This function is not possible to receive a external call.
These five functions were implemented on the backend part and can be seen on the
GitHub5. It is possible to notice there is no synchronizer for the forums and resources.
It occurs due the IPB Web Service does not have an endpoint that returns all forums or
resources for a user. So, to populate the Firestore with the forums and resources data, a
request for each subject must be made. Taking into account that the number of subjects
may be very high, it is not an efficient way.
On the mobile application, five main screens were implemented.
The Login screen is responsible for enabling the user’s login. The logo and informa-
tion about the institutions are loaded from the Firestore. This information about the





Figure 4.8: Implementation of the login screen.
The Announcements screen is responsible to show all announcements. The announce-
ments is loaded from the Firestore. The Figure 4.9 shows the resultant screen.
Figure 4.9: Implementation of the Announcements screen.
The Assignments screen is responsible to show all assignments. The assignments is
loaded from the Firestore. The Figure 4.10 shows the resultant screen.
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Figure 4.10: Implementation of the Assignments screen.
The Forums screen is responsible to show all forums for a subject. By this screen, is
possible to open the topic screen, and after, open the conversation screen. Finally, by
the conversation screen is possible to open the replies screen. The data loaded on these
screens are loaded in real-time requesting the IPB Web Services. The Figure 4.11 shows
the resultant screen.
The Resources screen is responsible to show all resources for a subject. This screen is
implemented using WebView6. This method was chosen due the IPB Web Service does
not have an endpoint that returns the content within each folder. Then, the entire screen
is a WebView for resources. Thus, this screen will be quite different from the mockup
shown in Figure 4.7. When a file is picked, if it is a link, the link will be opened within
the same WebView, if it is a download file, the device web browser will open to make the
download. The Figure 4.12 shows the resultant screen.
6https://developer.android.com/reference/android/webkit/WebView
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Figure 4.11: Implementation of the Forums screen.
Figure 4.12: Implementation of the Resources screen.
Beyond these 5 main screens, there is the conversation, topic, replies screens that are
part of the context of the forums. Also, there is a screen that shows the details for a
specific announcement.
For the entire application, on the app bar, is possible to change the context of the
41
visualization. For example, on the announcements screen is possible to change the context
to visualize only announcements of a specific subject. Is possible to select all user’s
subjects on this app bar. Also, for the announcements and assignments screen is possible
to select the General context, that will return the assignments/announcements of all
subjects. As the forums and resources screens are not loaded from the Firestore, it is not
possible to add the General context for these screens.
The Figures that show the remaining screens implemented for this application can be
found on the Appendix B.
4.5.2 Self-hosted architecture
The Self-hosted architecture uses NodeJS for the Web API and MongoDB as Database.
The GraphQL is used as well to provide more efficiency and productivity. The mobile
application code was made on a branch from the main repository and can be found on
GitHub7. The backend code was made into a separated repository on GitHub8 Using the
Node JS, 3 endpoints are provided:
• subjectsSync and assignmentsSync: responsible to implement the entity Synchroniz-
ers described on Chapter 3. Note that on this architecture, just the synchronizers for
subjects and assignments are implemented. This endpoints receive no parameters
and returns just a status code.
• graphql: this endpoint (the only one) is responsible to implement the GraphQL.
Within this endpoint, is possible to make the mutation Login that receives the user-
name, password, institution, and FCM Token and is responsible to implement the
entity Login and the query Me that receives only the access token and is responsible
to implement the entity Data described on Section 3.2.2.
As described before in Section 3.2.2, the GraphQL enables the requester to require specific




It is possible to notice that on this architecture, the trigger was not implemented as
shown in Subsection 4.5.1 that describes the implementation of the Serverless architecture.
On the MongoDB, the implementation of triggers works differently. To implement the
entity Database Triggers, it is necessary to define a callback function for change events
on a specific collection. This implementation was done, but not on an endpoint, as seen
previously.
On the mobile application, two main screens were implemented:
• Login: responsible to implement the entity Login that was described in Chapter 3.
This implementation was made using the GraphQL mutation Login. It is possible
to make login into IPB or UTFPR (which is an institution that uses the Moodle
LMS).
• Assignments: responsible to show all assignments for the user. The data is loaded
by using the GraphQL query Me when opens the screen.
These screens are equal to the screens shown in Section 4.5.1, there are no changes made
on the interface, just on the functional side.
Is possible to notice that on this architecture, the data from assignments is loaded
when open the screen by the GraphQL query. So, each time that the screens open, the
mobile application will make a GraphQL request to the backend to get the assignments
data. If other features (e.g., announcements) were implemented on this architecture, they
will follow the same behavior of making the Me query to get the data.
4.5.3 Self-hosted with local database architecture
This architecture follows the same behavior of the Self-hosted architecture that was de-
scribed above. The difference in this architecture is to have a local database. The mobile




This local database is responsible for providing all data for the mobile application,
i.e., on open the assignments screens, instead of request the API for the data, the screen
will load the screen information by the data stored on the local database.
One important detail on this architecture is the choice of the synchronization policy.
A synchronization policy chosen is to synchronize the data between the backend and the
mobile application each time that the home activity is opened. With this choice, a request
is made every time that the app opens. It is not a problem considering that the request
made does not consume so much network data. Implementing in this way prevents the
data inconsistency for almost the entire cases. There is a case that the user opens the app,
keeps opened for a long time, and the backend changes, but the app does not synchronize.
In this specific case, the data will be inconsistent.
Regarding performance, the next Section will make a discussion about the performance
of the Serverless architecture.
4.6 Performance test
In this Section, results regarding performance will be shown. To acquire these results,
the Android Studio Profiler10. With this tool, it is possible to measure in real-time the
app performance. Four main aspects are shown: CPU Usage in %, memory usage in MB,
network usage in KB/s, and energy consumption in four different levels.
For the tests, we used the mobile application of the Serverless architecture. The device
used was an Android emulator with the following specifications:
• Device name: Pixel 2 XL
• RAM Memory: 512MB
• Android version: 9
• Core numbers: 4
10https://developer.android.com/studio/profile/android-profiler
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Given this device, the flow of the test was:
1. Open the app (already open on announcements screen)
2. Open the assignments screen
3. Open the forums
4. Click to show the topics of a specific forum
5. Open a topic
6. Open a conversation
7. Back to conversation screen
8. Back to the topic screen
9. Back to forums screen
10. Open the resources screen
11. Change the context for another subject
12. Open a folder of the resources
The results obtained were:
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Figure 4.13: Profiling test of the serverless mobile application.
At the image, each dot on the top of the image represents a click made by the user.
Below the dots, has a bar. This bar represents the activities that are running on the app.
Below that bar, has four lines. The first line shows the CPU usage in %, the second line
shows the memory usage in MB, the third line shows the network usage in KB/s, and the
fourth image shows the energy consumption.
The entire test took 39 seconds. Looking at the bar of running activities, it is possible
to notice that in the first 8 seconds, no screens are visible to the user. Also, it is possible
to notice that has a big consumption of resources (except network data). These first 8
seconds was the app startup.
After the app starts, the user made two clicks, one to open the sidebar menu and
another to open the assignments activity. It is possible to notice that these actions,
clicking to open the side menu and opening the assignments, do not consume so many
resources. The time between the end of the click to open the assignments screen and the
screen is completely loaded is about 300ms.
After these two clicks, there are more two clicks, to open the side menu and open the
forums. Similar to the previous one, these actions do not consume so many resources.
When the user clicked to open the forums: the CPU usage went to 44%; RAM usage of 90
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MB; a network consumption with a peak of about 25 KB/s of receiving data and 2 KB/s
of sending data; and an energy consumption considerate medium. The forum screen took
about 835ms until the click end and the screen is completed opened.
After the forum screen was opened, one click to open the topics list of a specific forum
was made and one more to open the topic. So, the conversation screen of the topic was
opened and another click to open the replies conversation. After this, two more clicks
to back to the forum screens and one more click to open the sidebar menu. This entire
process did not consume so many resources. No peaks and no problems of performance
were found in this process.
After the side menu was open, a click to open the resource screen was made. The time
between the end of the click and the screen loads by complete took about 1155ms. But
this screen is a WebView, so, the screen ends the load does not mean that the WebView
content was visible to the user. Before the WebView content was loaded, the user clicked
to change the context to another subject. This click to change the context is represented
with the last but one dot. Is possible to notice when the click to change the context,
there was a higher network consumption. After the click to change the context was made,
there is a peak of network consumption and CPU usage. The time between the click to
change the context and the content of the WebView was completely loaded took 7620ms.
At this time, there is a peak of network consumption of 347 KB/s of receiving data and
13.2 KB/s of sending data. Also, there is a peak of 88% of CPU usage.
After this, a click to open a folder of the resources was made and the results also
consume a higher value of resources with a peak of CPU usage of 62% and a peak of
network consumption with 262 KB/s of receiving data and 14 KB/s of sending data.
4.6.1 Discussion
Looking at the results, it is possible to notice that the biggest issue on the applica-
tion regarding performance is the resources screen. The assignments and announcements
screens are the more efficient screens regarding performance. Also, the forums screen did
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not prove to have performance issues.
These results can be explained by the implementation of the screens. The announce-
ments and assignments screens have the data loaded through the Firestore. Using the
Firestore, that have a behavior similar to a local database, there are no performance
problems. The forum data is loaded by HTTP requests, so, there is no frontend data
and does not impact on performance. The major difference between from load the data
from Firestore and load the data by HTTP requests can be noticed by the time until
the screen is completely loaded. Using the Firestore, the time was about 300ms, using
the HTTP requests was 835ms. And the worst results regarding performance was the re-
sources screen. It can be explained due to the implementation made with the WebView.
Using the WebView, it is necessary to load the data and the frontend part. As a result,
a bad performance is expected. Also, there is a big network data consumption compared
with other screens.
Looking at these aspects, it is pretty clear why the mobile application was not entirely
implemented using the WebView concept. The resources screens, which use the WebView
concept, got the worst results regarding every aspect analyzed on the performance test.
Also, the interface that will be present is not controlled by the mobile application, thus,
if the screen provider does not pay attention to the responsiveness, the screen rendered
may not render correctly. As a result of not having control of what is shown, the user




During the execution of this work, three architectures were purposed to create a system
that can aggregate LMSs. At the Serverless architecture, the serverless model on the back-
end was used. At the Self-hosted architecture, the self-hosted model was used. Finally,
the Self-hosted with local database architecture uses the self-hosted model as well but has
an uplift on the mobile application including a local database. Each one of these architec-
tures has advantages and disadvantages. Serverless architecture is the most productive
architecture in terms of time and ease of implementation. The Self-hosted architecture
is the median architecture in terms of productivity, however, is the worst regarding per-
formance. The Self-hosted architecture with a local database is the worst in terms of
productivity, however, has a better performance than the Self-hosted architecture.
These three architectures have different levels of implementation due to the Self-hosted
architecture and the Self-hosted with local database architecture are a proof of concept.
The Serverless architecture contains 4 features: assignments, announcements, forums, and
resources. The other two architectures just have the assignments. Taking into account, the
Serverless architecture was tested to check mobile application performance. This test was
made with the Android Studio Profiler and from them was possible to conclude that the
resources screen is the biggest drawback regarding performance. Also, this performance
problem is due to the screen implementation is made with WebView concepts, which
have a bad performance compared to the others. However, the mobile navigation was
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prejudiced only on this screen, there is no issues regarding performance in the other three
screens (mainly the announcements and assignments, that uses the Firestore).
Several improvements can be made to this system. Regarding improvements that can
be made on all architectures, it is possible to implement the remaining features (e.g.,
online tests, send the push notification for all backend events) to be more complete. Also,
it is possible to implement new features such as a home screen with a calendar showing the
next events for the week or month or a screen that shows every update/creation of data
on the backend. Another big improvement would be the implementation of data inputs.
Currently, the app just shows the data for the user, but do not receive any data to send
for the backend. Sending data such as replies on a conversation, create a conversation or
a topic in forums can be an improvement. Some of these improvements can be made just
with time, others depend on external factors (e.g., improvements on Web Service that the
backend consumes).
On the Serverless architecture, it is possible to make the forums and resources be
stored on Firestore, to achieve a better user experience and performance.
Regarding the Self-hosted with local database architecture (the Self-hosted architec-
ture will be not taken into account because the Self-hosted with local database architecture
is an uplift of the Self-hosted architecture), make an improvement on the data synchro-
nization policy or just make a Web Socket to communicate with the backend would be
a big improvement. With this web socket, the problems with data synchronization will
be reduced drastically, fewer network data will be consumed and the performance will be
improved.
Also, for future work, a performance test in the Self-hosted and Self-hosted with local
database architectures could be made. With the results of these tests, it will be possible
to conclude which architecture of the three is the better regarding performance. Also,
other possible future work is to make usability tests for all three architectures to conclude






Figure A.1: Mockup of the login screen with another LMS.
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Figure A.2: Mockup of the announcement details screen.
Figure A.3: Mockup of the topic screen.
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Figure A.4: Mockup of the conversation screen.




Figure B.1: Implementation of the application sidebar.
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Figure B.2: Implementation of the Announcements screen with a filter applied.
Figure B.3: Implementation of the Announcements details screen.
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Figure B.4: Implementation of the Conversation screen.
Figure B.5: Implementation of the Replies screen.
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Figure B.6: Implementation of the resources within a folder.
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