Device for testing of PPPoE connection by TRONTELJ, KLEMEN
 
Univerza v Ljubljani 




















Iskreno se zahvaljujem svojemu mentorju viš. pred. dr. Urbanu Burniku, ki me je vodil in mi 
svetoval pri diplomskem delu. Zahvaljujem se tudi mentorju Primožu Dražumeriču, ki mi je 
svetoval pri praktičnem usposabljanju. Najlepša hvala tudi vsem zaposlenim v Brihtalabu na 
Siolu. Predvsem pa bi se rad zahvalil družini, prijateljem in partnerici, ki so me ob študiju in 




Povzetek ..................................................................................................................................... 1 
Abstact ........................................................................................................................................ 3 
1. Uvod .................................................................................................................................... 5 
2. Testiranje PPPoE povezav ................................................................................................... 7 
2.1 PPPoE ........................................................................................................................... 7 
3. Načrtovanje naprave za testiranje ..................................................................................... 9 
3.1 Raspberry Pi ................................................................................................................. 9 
3.2 Funkcionalne specifikacije ......................................................................................... 10 
4. Izdelava in verifikacija testne naprave ............................................................................. 11 
4.1 Skripta in Cron ............................................................................................................ 12 
4.2 Programiranje ............................................................................................................ 13 
4.3 Razlaga programske kode za prikaz rezultatov: ........................................................ 18 
5. Testiranje in rezultati ........................................................................................................ 26 
6. Zaključek ........................................................................................................................... 32 
LITERARURA .............................................................................................................................. 33 
A. TESNIPROGRAM.SH .......................................................................................................... 34 
B. PRIKAZOVALNIK.SH ........................................................................................................... 40 
C. IZBOR_DNEVA.SH ............................................................................................................. 43 





Slika 1: Protokol Točka v Točko preko Ehterneta (PPPoE) ......................................................... 8 
Slika 2: Rasberry Pi model B ....................................................................................................... 9 
Slika 3: Zgradba Raspberry Pi modela B ................................................................................... 10 
Slika 4: Programska shema testnega programa ....................................................................... 18 
Slika 5: Programska shema prikazovalnika rezultatov in grafov. ............................................. 25 
Slika 6:Prikaz Povprečne, maksimalne in minimalne vrednosti ............................................... 26 
Slika 7: Prikaz rezultatov .......................................................................................................... 27 
Slika 8: Grafični prikaz časa povezovanja ................................................................................. 28 
Slika 9: Grafični prikaz DNS responsa siolove internetne strani .............................................. 29 
Slika 10: Grafični prikaz DNS responsa kitajske internetne strani ........................................... 30 
Slika 11: Grafični prikaz hitrosti prenosa testne datoteke....................................................... 31 
 
Simboli 
CHAP – challenge handshake authentication protocol 
DNS – Domain Name Server  
DSL – Digital Subscriber Line 
ISP – Internet Service Provider 
PPA – password authentication protocol 
PPP – Point To Point Protocol 
PPPoA – Point-to-Point protocol over ATM 






Namen mojega diplomskega dela je izdelava cenovno ugodnega in dovolj zmogljivega 
sistema za testiranje povezovanja po protokolu točka - točka preko Etherneta (angl. Point-to-
Point Protocol over Ethernet-PPPoE) povezave. PPPoE je omrežni protokol za ovijanje 
okvirjev od točke do točke (angl. Point-to-Point Protocol-PPP). Obstajajo testne aparature, ki 
to omogočajo, vendar so cenovno veliko dražje od moje aparature. Produkt diplomskega 
dela je zanesljiv sistem, ki omogoča testiranje PPPoE seje. Dobil sem ga za nalogo pri 
praktičnem usposabljanju, v slovenskem podjetju Siol, kjer sem ga uspešno ustvaril. Sistem je 
zgrajen na miniaturnem računalniku z imenom Raspberry Pi. Nanj sem namestil skripto z 
ustrezno programsko kodo, ki sem jo napisal za testiranje PPPoE seje. Sistem sem dopolnil še 
s prikazovalnikom rezultatov in grafov, s katerim je možen vpogled v rezultate meritev in 
grafov. 
  
Ključne besede: testiranje PPPoE seje, Raspberry Pi,  programska koda, prikazovalnik 












The aim of my thesis is to produce an affordable and powerful enough system of testing 
connectivity, according to the Point-to-Point Protocol over Ethernet (PPPoE) connection. 
PPPoE is a network protocol for encapsulating Point-to-Point frames (Point-to-Point Protocol 
- PPP). There are other test apparatus, which make this possible, but at higher prices than 
my apparatus. The product of this thesis is a reliable system that allows for testing of PPPoE 
sessions. I was given the task of developing this during practical training at the Slovenian 
company Siol, where I successfully did so. The system is built on a Raspberry Pi  miniature 
computer. On it, I have installed the script, with the appropriate software code, that I wrote 
for testing PPPoE sessions. I then added a results and graphs display, which gives insight into 
measurements results and graphs.  
  











Namen diplomskega dela je ustvariti cenovno ugodno napravo za testiranje povezovanja po 
protokolu PPPoE, ki bo funkcionalno nadomeščala drage laboratorijske instrumente in bo 
primerna za izvedbo množičnega testiranja na terenu. Aparat za testiranje PPPoE sem 
naredil, ko sem na Siolu opravljal praktično usposabljanje. Njihova želja je bila, da bi vgradili 
testne aparate v več central in bi testirali PPPoE iz več central na enkrat. S tem bi posledično 
imeli večji nadzor. Ker pa je njihova cena previsoka, si tega ne morejo privoščiti. Zato so mi 
pri praktičnem usposabljanju dali nalogo, da naredim testni aparat z Raspberry Pi-jem, ki bi 
jim rešil ta problem.  
Cena Raspberryja se giblje okrog 40 evrov, medtem ko se cena testnega aparata HST-3000, 
podjetja JDSU, giblje 1000–4000evri [1]. Predvideli smo, da bo Siol lahko za testiranje PPPoE 
seje za isto ceno kupil 25–100 Raspberry pi-jev, namesto enega samega testnega aparata. 
Projekt, ki so mi ga dali, je bil zelo zahteven. Vse ure, namenjene temu projektu, sem preživel 
za računalnikom, kjer sem na internetu iskal potrebne informacije. 
Na začetku sem si zarisal programsko shemo glede na potek programa. Na medmrežju sem 
poiskal vse potrebne informacije o Raspberryju. Ko sem prvič dobil Raspberryja, sem moral 
namestiti operacijski sistem. Nato sem moral poiskati in namestiti ustrezne ukaze, ki še niso 
bili naloženi na napravi. Sam sem že prej programiral v operacijskem sistemu Linux, vendar 
še nikoli tako kompleksnih programskih kod, kot sem si jo zamislil za testiranje PPPoE seje.  
Na začetku se je zdel projekt preprost, saj je bila mišljena samo vzpostavitev PPPoE seje in 
odčitavanje časa. Ampak nato smo se odločili, da bi bilo dobro dodati še druge funkcije, kot 
so hitrost prenosa, DNS-odziv na Siolovo in kitajsko internetno stran in ping. Ko sem vse to 
opravil, sem moral vse skupaj še testirati in odstraniti napake. Nato sem naredil še 
prikazovalnik rezultatov in grafični prikaz, saj so hoteli meritve tudi očitati. 
S pridnim delom in skupaj s testiranjem sem nalogo opravil v dveh mesecih. Res je, da se moj 
projekt ne more primerjati s kupljenimi tesnimi aparaturami, saj testirajo še druge vrste sej, 
medtem ko moja testira le PPPoE. Moja testna aparatura je bila namenjena zgolj testiranju 
PPPoE-ja in deluje brezhibno. To pa je bil tudi cilj diplomskega dela. 
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V diplomskem delu sem v 2. poglavju predstavil pomen protokola PPP in PPPoE. V 3. 
poglavju sem se poglobil v napravo Raspberry Pi, ki sem jo uporabljal kot testno aparaturo. 
Opisal sem tudi njene specifikacije. V 4. poglavju sem predstavil izdelavo in verifikacijo testne 
naprave. V tem poglavju je tudi opisano, kako uporabljamo skripte in urnik operacijskega 
sistema Linux (cron), pojasnjeno je delovanje programske kode testne aparature ter 
prikazovalnik rezultatov. V 5. poglavju je opisan potek testiranja z rezultati. V prilogi A je 
predstavljena celotna programska koda, ki je namenjena testiranju PPPoE seje. V prilogi B je 
predstavljena celotna programska koda z imenom prikazovalnik.sh, ki je namenjena za 
določitev, kako želimo videti podatke. V prilogi C je programska koda, s katero izberemo 
željen mesec in datum, ki ga želimo videti. V zadnji prilogi D pa je prikazana celotna 
programska koda, ki omogoča prikaz vseh odčitkov, maksimalno, minimalno, povprečno 




2. Testiranje PPPoE povezav 
2.1 PPPoE 
 
Protokol PPP izvira iz časa modemskega podatkovnega dostopa. Če želimo podatke 
prenašati preko telefonskega kanala, ki je sicer namenjen prenosu govora v 
frekvenčnem pasu od 300 Hz do 3400 Hz, moramo nosilni signal na oddajni strani 
modulirati s podatkovnim signalom tako, da modulirani signal sicer prenaša isto 
informacijo, vendar v frekvenčnem pasu od 300 Hz do 3400 Hz, na strani sprejemnika 
pa moramo prenašani signal demodulirati v originalni podatkovni signal. Naprava, ki 
to obojestransko preoblikovanje izvaja, imenujemo modem (modulator-
demodulator)  
Seveda je hitrost podatkovnega prenosa, pri kateri podatkovni signal še lahko 
umestimo v frekvenčni pas 300–3400 Hz, omejena; največja prenosna hitrost, ki jo 
analogni modemi dosegajo, je 56 kb/s. 
Z uporabo dveh modemov lahko torej vzpostavimo podatkovno zvezo skozi 
telefonsko omrežje od terminala do terminala (tudi skozi telefonske centrale oziroma 
skozi transportno omrežje). Seveda pa lahko telefonski naročnik, ki razpolaga z enim 
samim telefonskim priključkom, le-tega uporabi za vzpostavitev modemske zveze, 
torej za prenos podatkov, ali pa za vzpostavitev telefonske zveze, torej za prenos 
govora, nikakor pa ne more prenašati govora in podatkov hkrati. Seveda pa morajo 
modemi poleg same modulacije/demodulacije obvladovati tudi upravljanje zveze 
skozi telefonsko omrežje in za to potrebno signalizacijo. Ker sama modemska linija 
predstavlja kanal v fizičnem sloju, pa je v modemu po navadi implementiran vsaj še 
en protokol višjega sloja (povezavnega); v ta namen uporabljamo PPP (angl. Point-to-
Point Protocol - PPP) [1] 
 
V računalniškem omrežju je protokol od točke do točke (angl. Point-to point protocol 
-PPP), protokol za neposredno povezavo med dvema vozliščema. Lahko nam zagotovi 





PPP se uporablja v mnogih vrstah fizičnih omrežij, vključno s serijskim kablom, 
telefonsko linijo in optičnim kablom. PPP se uporablja tudi prek priključka za internet. 
Ponudniki internetnih storitev (angl. Internet Service Provider - ISP) so uporabljali 
PPP za stranke, da so omogočili dostop do interneta prek telefonskega priključka z 
uporabo modema ( angl. Dial-up). Dve različici protokol točka v točko preko 
Etherneta in protokol točka v točko preko ATM (angl. Point-to-Point protocol over 
ATM - PPPoA) se uporabljata najpogosteje, ki jih ponudnik internetnih storitev 
uporablja za vzpostavitev digitalnega naročniškega voda (angl. Digital Subscribe Line - 
DSL) za internetno povezavo s stranko. 
 
Protokol točka v točko preko Etherneta (angl. Point-to-Point Protocol over Ethernet-
PPPoE) je omrežni protokol za ovijanje okvirjev PPP znotraj Ethernet okvirja. Ob 
prelomu stoletja, ko je bil DSL v razcvetu, je služil kot rešitev za tuneliranje paketov 
preko povezave DSL do omrežja IP ponudnika internetnih storitev, od tam pa naprej v 
internet. 
 
Leta 2005 je večina ponudnikov DSL-ja uporabljalo PPPoE, ki omogoča preverjanje 
prisotnosti, šifriranje in stiskanje. PPPoE tipično vsebuje možnost za avtentikacijo 
uporabnika z uporabniškim imenom in geslom, v glavnem preko protokola 
avtentikacijo gesla (angl. password authentication protocol-PAP) in manj pogosto 
preko avtentikacijskega protokola z usklajevanjem zahtev za geslo (angl. challenge 
handshake authentication protocol-CHAP). PPPoE so razvili UUNET, Redback 
networks (zdaj Erikson) in RounterWare (zdaj Wind River Systems) leta 1998 [2]. 
 




3. Načrtovanje naprave za testiranje 
 
V tem poglavju je opisan Raspberry Pi, ki sem ga uporabljal pri razvoju testnega programa za 
testiranje PPPoE seje.  
3.1 Raspberry Pi 
 
Raspberry Pi je izredno majhen računalnik, ki je velik kot kreditna kartica in je cenovno zelo 
ugoden. Razvili so ga z namenom promoviranja učenja osnov računalništva in programiranja 
v šolah. Predvsem je namenjen državam tretjega sveta, kjer si ne morejo zagotoviti drage 
opreme. Razvila ga je organizacija Raspberry Pi Foundation. Je čisto običajen računalnik, na 
katerega je možno priklopiti zaslon, miško, tipkovnico, zvočnike in internet. Raspberry Pi je 
zelo zmogljiv, saj zmore predvajati videoposnetke visoke ločljivosti, brskati po internetu, 
urejati dokumente in igrati igre [4]. 
Raspberry Pi ima na čipu sistem Broadcom BCM2835, ki vključuje ARM1176JZF-S 700 MHz 
procesor, VideoCore IV GPU in je dobavljen z 256 MB RAM-a, kasneje so še dopolnili (model 
B in model B+) do 512 MB. Raspberry Pi ne vključuje trdega diska ali diska SSD, ampak 
uporablja kartico SD za zagon in shranjevanje, medtem ko Model B+ uporablja microSD [5]. 
 Pomembno je, da je Raspberry Pi uporaben za testno napravo, kot je naša, saj je 
majhen, cenovno ugoden in uporaben za najrazličnejše projekte. 
 
Slika 2: Rasberry Pi model B (http://en.wikipedia.org/wiki/Raspberry_Pi) 
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3.2 Funkcionalne specifikacije 
 
Obstajajo trije različni modeli Raspberry Pi: osnovni Model A, Model B in pa naprednejši 
model B+. Ker osnovni model A nima internetnega priključka, ki je za mojo testno napravo 
najpomembnejši, in ker ob samem začetku projekta še ni obstajal Model B+, sem si izbral 
model B. 
 Velikost samega vezja Raspberry Pi-ja je 85,60 mm x 56 mm x 32 mm. Težek je samo 
45 gramov. Prikazan je na sliki 2. Minimalni tok, pri katerem vezje še deluje, je 700 mA in se 
napaja preko micro USB vmesnika. Sama ploščica je zmogljiva, saj vsebuje [6]: 
 700 MHz ARM11 procesor, 
 512 MB RAM, 
 2 x USB 2.0 priključek, 
 100mb ethernet priključek, 
 video vhod CSI, 
 izhod HDMI, 
 režo za kartico SD,  
 audio. 
 
Slika 3: Zgradba Raspberry Pi modela B (http://www.raspberrypi.org/help/faqs/#generalDifference) 
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4. Izdelava in verifikacija testne naprave 
 
Ko sem začel izdelovati testno napravo za testiranje PPPoE seje, sem na kartico SD moral 
naložiti operacijski sistem, saj brez njega nisem mogel napisati programa. Na izbiro sem imel 
nekaj operacijskih sistemov: Raspbian, Pidora, Openelec, Raspbmc, Risc OS in Arch Linux. 
Odločil sem se za operacijski sistem Raspbian, ki je posebna različica operacijskega sistema 
Linux Debian, ki je namenjena prav posebej za Raspberry Pi. Ta operacijski sistem sem izbral, 
ker je odprtokoden, lahek za uporabo in ima veliko izbiro funkcij ... 
 Iz Raspberry Pi-jeve uradne strani (http://www.raspberrypi.org/downloads) sem prenesel 
sliko (.img) operacijskega sistema Raspbian in ga s pomočjo programa »WIN32Diskimage«, 
sliko zapisal na spominsko kartico (kartica mora imeti kapaciteto vsaj 4 GB, priporočljivo je 8 
GB). Ob prvem zagonu sem moral posodobiti sistem s sledečimi ukazi: 
sudo apt-get update 
sudo apt-get upgrade  
 
Ko se je sistem posodobil, sem moral posodobiti še knjižnice, saj niso vsebovale vseh želenih 
ukazov: 
 dig (apt-get install dnsutils),  
 wget (apt-get install wget), 
 gnuplot (apt-get install gnuplot), 
 gnuplot-x11 (ki omogoča prikaz v grafih) (apt-get install gnuplot-x11). 
Nato sem začel pisati program, ki sem ga napisal v enem mesecu. Sledilo je enomesečno 
testiranje in popravljanje programa, ki vsebuje:  
 avtomatsko povezavo in podrtje PPPoE seje vsakih 15 minut, 
 odčitavanje časa povezovanja, 
 hitrost povezave, 
 DNS response na Siolovo in kitajsko internetno stran, 




4.1 Skripta in Cron 
 
Od testnega programa se pričakuje, da ob samem zagonu sistema začne izvajati skripta s 
programsko kodo. To nam omogoča Cron. Programska korist Crona je, da ob zaželenem 
času, zažene neki vnaprej določen ukaz ali skripto. Možni načini so, da do tega pride ob 
določeni minuti, uri, dnevu, mesecu ali v določenih intervalih. Slednje sem izbral za svoj 
program. Da se je skripta zagnala vsakih 15 minut, sem v Cron napisal naslednji ukaz: 
*/15 * * * * /pi/diploma/program.sh 
 
Vedeti moramo, kaj predstavlja zvezdica (*) in kaj poševnica (/) 
* * * * * Željeni ukaz: 
  Dan v tednu (0–6) in dnevi gredo od nedelje do sobote 
  Meseci (1–12) 
  Dan v mesecu (1–31) 
  Ura (0–23) 
  Minute 
 
Če pa uporabimo poševnico, tako kot v mojem primeru, to pomeni, da se bo stvar naredila 
večkrat ob določenem časovnem razmiku. Kot na primer: 
 vsakih 15 minut */15 * * * *  
 vsake 2 uri 0 */2 * * * 
 vsak 4 dan ob drugi uri zjutraj 0 2 */4 * * * 
 
Zavedati se moramo, da nam je zelo pomagal že Raspberry Pi, saj se ob prisotnosti napajanja 
avtomatsko prižge in zažene operacijski sistem. Vso programsko kodo sem napisal v 
skriptnem jeziku lupine Bash. Skripto je bilo treba registrirati, kar sem storil z naslednjim 
ukazom: 




Rezultate sem shranjeval s pomočjo naslednjega ukaza 
home/pi/diploma/test/podatki/`date "+%d-%b"`.csv 
 
Prvi del kode predstavlja, kam želimo shraniti datoteko. V našem primeru je to 
home/pi/diploma/test/podatki/. Drugi del kode nam omogoča, da datoteko shranimo tako, 
da je razviden dan odčitavanja. To storimo z ukazom `date "+%d-%b"`.csv. Date predstavlja 
ukaz, ki nam vrne trenutni datum.  "+%d-%b" pa nam pove, v kakšni obliki nam bo datum 
zapisalo. V mojem primeru se zapiše kot 29. jun. %d nam poda datume v mesecu (01–31) in 
%b nam poda kratice imen mesecev (jan–dec). Ta način zapisovanja sem si izbral zato, da je 
iz same datoteke razvidno, kateri dan in mesec je bila testna datoteka ustvarjena. S tem pa 




tabela=$((head home/pi/diploma/test/podatki/`date "+%d-%b"`.csv |grep "Datum")| 
awk {'print $1'}) 
if [ "$tabela" == Datum ] ; then 
ppp1=$((ifconfig|grep ppp1 ) | awk {'print $1'}) 
povezano=$(<povezano.txt) 
 if [ "$ppp1" != ppp1 ] ; then 
  if [ "$povezano" == povezano ] ; then 
       echo " povezava se je prekinila med obema testiranja" 
>>home/pi/diploma/test/podatki/`date "+%d-%b"`.csv 
  else 
   echo "   naprava se ni 
povezala">>home/pi/diploma/test/podatki/`date "+%d-%b"`.csv 
  fi 
 else 





 echo "Datum in cas cas povezovanja [s] cas kopanja siol [ms] cas\ 





Na začetku programske kode preverimo, če imamo ustvarjeno tabelo in v primeru, da je 
nimamo, dodamo prvo vrstico v datoteko ter shranimo. V primeru, da imamo, pa preverimo, 
ali ppp1 seja ni vzpostavljena. Če ni vzpostavljena, preverimo, ali se je ob prejšnjem testu 
naprava povezala. To storimo tako, da preverimo datoteko povezano.txt. V primeru, da se v 
njej nahaja beseda ''povezano'', pomeni, da se je v prejšnji seji naprava povezala, a se je med 
samim čakanjem med obema sejama ali celo med njo povezava podrla. Zato v tabelo 
zapišemo da, ''povezava se je prekinila med obema testiranja''. V primeru, ko se v datoteki 
povezano.txt ne zadržuje nobena informacija, pomeni, da se naprava ni povezala. Na koncu 
programske kode, v datoteki povezano.txt izbrišemo vse, kar piše notri, in pustimo prazno. 
datum=$(date "+%H:%M:%S %Y-%m-%d") 
echo -n "$datum">>home/pi/diploma/test/podatki/`date "+%d-%b"`.csv 
 
Zapišemo uro in datum, kdaj smo opravljali testiranje v file program.csv. 
ppp2=$((ifconfig|grep ppp2) | awk {'print $1'}) 
if [ "$ppp2" == ppp2 ] ; then 
 poff -a 
 sleep 5 
fi 
 
Nadaljujemo s preverjanjem, ali sta bili vzpostavljeni več kot le 2 seji. V primeru, ko 
stapovezani več kot 2 seji, preprosto prekinemo vse seje in počakamo 5 sekund, da se proces 
dokonča. 
ppp0=$((ifconfig|grep ppp0 ) | awk {'print $1'}) 
if [ "$ppp0" != ppp0 ] ; then 
 pon dsl-provider >x 
 tail -f -n 0 /var/log/messages | grep -m 1 -q  "Connect:" 





Nato preverimo, ali je Raspberry Pi povezan na internetu. V primeru, da ni, povežemo in 
počakamo, da se povezava vzpostavi. 
ppp1=$((ifconfig|grep ppp1 ) | awk {'print $1'}) 
if [ "$ppp1" == ppp1 ] ; then 
poff dsl-providertest >x 
sleep 3 
fi 
    pon dsl-providertest & 
 start=$(date) 
 ((tail -f -n 0 /var/log/messages | grep -m 1 -q  "Connect:")|\ 
 awk {'print $1'} 
 sleep 4 
 (tail  -n 10 /var/log/messages | grep -m 1 "local")|\ 
 awk {'print $1, $2,$3'})>konec.txt 
finish=$(tail konec.txt) 
 
Preverimo, ali je PPPoE seja za testiranje vzpostavljena. V primeru, da je, poderemo prejšnjo 
sejo, ki je bila namenjena testiranju (dsl-providertest). Počakamo 3 sekunde, da se podiranje 
seje dokonča. Nato ne glede na prejšnje stanje PPPoE seje vzpostavimo novo sejo za 
testiranje. Takrat tudi očitamo čas, kdaj smo začeli povezovati sejo. Nato čakamo, da se v 
datoteki /var/log/messages pojavi podatek Connect. Takrat je povezava vzpostavljena. Po 
štirih sekundah iz iste datoteke /var/log/messages odčitamo čas, ko se je seja vzpostavila. 
ppp1=$((ifconfig|grep ppp1 ) | awk {'print $1'}) 
if [ "$ppp1" == ppp1 ] ; then 
 start_secs=$(date -d "$start" +"%s") 
 finish_secs=$(date -d  "$finish" +"%s") 
 let diff_secs=($finish_secs - $start_secs) 
 let days=$diff_secs/86400 
 let remainder=$diff_secs%86400 
 let hours=$remainder/3600 
 let remainder=$remainder%3600 
 let minutes=$remainder/60 
 let seconds=$remainder%60 
 if [ "$minutes" -le 14 ] ; then  




 echo "povezano" > povezano.txt 
fi 
 
V zaključku kode preverimo, ali je bila seja vzpostavljena. V primeru, da je bila, pogledamo 
čas od začetka in konca vzpostavitve seje. Nato začetni čas odštejemo od končnega in 
dobimo razliko oziroma čas povezovanja. Nato s programsko kodo preverimo, koliko dni, ur, 
minut in sekund je trajalo, da se je seja vzpostavila. V primeru, da smo za vzpostavitev seje 
potrebovali manj kot 14 minut, jo zapiše. Če pa smo potrebovali več časa, je ne zapiše, saj 
testiramo na vsakih 15 minut in bi tako prišlo do nepotrebnega dopisovanja v tabelo. Nato še 
v datoteko povezano.txt zapišemo ''povezano'', da bomo ob naslednjem testiranju vedeli, ali 
je bila pred tem vzpostavljena povezava ali ne. 
if [ "$ppp1" == ppp1 ] ; then 
 if [ "$minutes" -le 13 ] ; then 
 (dig @193.189.160.23 siol.net| grep "time")>a.txt 
 cas=$(tail a.txt | awk {'print $4'}) 
 if [ "$cas" == ”out” ] ; then 
echo -n " time out" >>home/pi/diploma/test/podatki/`date "+%d-
%b"`.csv 
 else 





Preverimo, če je ppp1 vzpostavljena in v primeru, da je, preverimo, ali je minilo manj kot 13 
minut. Če oboje drži, začnemo dig na siol.net in poberemo čas. Nato preverimo, ali je 
mogoče prišlo do poteka časa. Če namesto številke piše ''out'', zapišemo ''time out'', drugače 
pa zapišemo samo čas. Isti postopek ponovimo tudi za kitajski server, le da  namesto  
(dig @193.189.160.23 siol.net| grep "time")>b.txt 
 
vstavimo kitajsko internetno stran. 





if [ "$ppp1" == ppp1 ] ; then 
 if [ "$minutes" -le 12 ] ; then 
((wget -r -nd --delete-after file.siol.net/TEST_DOWNLOAD.zip 2>&1) | sed -n 
'$,$s/.*(\(.*\)).*/\1/p')>hitrost.txt 
hitrost=$(tail hitrost.txt | awk {'print $1'}) 
enota=$(tail hitrost.txt | awk {'print $2'}) 
 
 cascelegapostopka=$(date) 
        start_secs=$(date -d "$start" +"%s") 
        finish_secs=$(date -d  "$cascelegapostopka" +"%s") 
        let ostanek=($finish_secs - $start_secs) 
        let minutes=$ostanek/60 
 if [ "$minutes" -le 14 ] ; then 
 if [ "$enota" != "MB/s" ] ; then 
 koncna=` (echo |awk -v var1=$hitrost '{printf "%.2f\n", var1/1024 }') |sed 
's/\./,/'` 
 echo -n " $koncna">>home/pi/diploma/test/podatki/`date "+%d-%b"`.csv 
 else 
 koncna=$(echo "$hitrost" |sed 's/\./,/') 






Na začetku preverimo, ali je od začetka povezovanja minilo manj kot 12 minut. Če je minilo 
manj, začnemo iz Siolovega strežnika prenašati testno datoteko, velikosti 161 MB. 
Datoteko takoj po koncu prenašanja izbrišemo, a prej še zabeležimo hitrost in enote. Nato 
izračunamo čas od začetka programa do trenutka, ko se je končalo prenašanje datoteke. Če 
je ta čas manjši od 14 minut, pogledamo, ali je hitrost zabeležena v MB/s. V primeru, da 
vsebuje MB/s, hitrost samo zapišemo, a pri tem spremenimo ”.” v ”,” , zaradi lažjega dela v 
Excelu. Če enote niso v MB/s,  jo delimo s 1024 in dobimo MB/s. Tudi tukaj spremenimo 






Slika 4: Programska shema testnega programa 
 





while [ "$i" != 3 ] ; do 
 if [ "$i" == 2 ] ; then    
19 
 
 d=3  
while [ "$d" -lt 0 ] || [ "$d" -gt 2 ] ; do 
 echo ""      
 echo "želite videti podatke [0]" 
 echo "želite videti max min avg [1]" 
 echo "želite videti graf [2]"   
 echo ""      
 echo -n "vpiši številko: "   
 read d  
    
Na začetku uporabnika vpraša, ali želi videti vse dobljene podatke, ki so nastali v testnem 
programu in ali želi videti maksimalno, minimalno in povprečno vrednost ter grafe. 
Uporabnik se odloči na podlagi številk 0–2. 
 
if [ "$d" != 0 ]; then    
  let crka=$d/1    
  if [ "$crka" == 0 ]; then  
   d=7    
  fi     
 fi      
i=0    
echo "$i">/home/pi/diploma/test/i.txt   
echo "$d">/home/pi/diploma/test/d.txt   






Zgornji del kode je namenjen zaščiti pred napakami pri zapisu. V primeru, da vpiše uporabnik 
črko ali znak namesto številke, zazna in spremeni neznanko na številko 7. Zaradi tega se 
zanka ponovi. Drugi del kode je namenjen zapisu neznank, tako da so nato uporabne v 
drugih skriptah, ki jih tudi zaženemo.        
i=7  
while [ "$i" -lt 0 ] || [ "$i" -gt 3 ] ; do    
 echo " želite videti še kateri drugi datum [0]"    
 if [ "$d" == 2 ] ; then       
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  echo " ali želite videti še kakšen drugi graf [1] "  
 fi         
 echo "želite videti kakšno drugo informacijo [2]"   
 echo "izhod iz programa [3]"      
 echo ""         
 echo -n "vpiši številko: "      




Ko se obe skripti dokončata, vprašamo uporabnika, ali potrebuje videti podatke za kakšen 
drugi datum in informacijo in ali želi izhod iz programa. V primeru, da si je ogledal grafe, mu 








Na začetku pri skripti test2 iz datotek preberemo 2 neznanki (i in d) in določimo G in x. 
 
if [ "$i" == 0 ]; then 
while [ "$x" == ponovi ]; do 
echo "" 
echo "Možni meseci za prikaz so:" 
echo "" 
ls /home/pi/diploma/podatki/  | sed 's/_/ /g'| awk {'print $1'} | 
sed 's/-/ /g' | sed 's/\./ /' | tr [:upper:] [:lower:] |awk 
{'print $2'}| sort -u 
echo "" 
echo -n "Vpišite kratico meseca: " 
read mes 




ls /home/pi/diploma/podatki/ | sed 's/_/ /g'| awk {'print $1'} | sed 's/-/ /g' 
| sed 's/\./ /' | tr [:upper:] [:lower:] |awk {'print $2'} | sort -u| grep -x 
"$mes">datum.txt 
 
Nato se izpišejo vsi možni meseci (jan, feb, mar ...). Nadaljujemo z izbiro želenega meseca. 
Potem pa v datoteko datum.txt zapišemo mesec, ki smo ga izbrali, Vendar le v primeru, da 
obstaja med datotekami, če ne obstaja, se ne zapiše nič. 
 
datum=$(tail datum.txt) 
if [ "$datum" == "$mes" ] ; then 
x=ponovidan 
while [ "$x" == ponovidan ] ;   do 
echo "" 
echo "Možni dnevi za prikaz so:" 
echo "" 
(ls /home/pi/diploma/podatki/| sed 's/_/ /g'| awk {'print $1'} | sed 's/-/ /g' 
| sed 's/\./ /' | tr [:upper:] [:lower:] | awk {'print $1, $2'}| grep $mes ) | 
awk {'print $1'} 
echo "" 
echo -n "vpiši željeni dan: " 
read dan 
(ls /home/pi/diploma/podatki/ | sed 's/_/ /g'| awk {'print $1'} | sed 's/-/ /g' 
| sed 's/\./ /' | tr [:upper:] [:lower:] | awk {'print $1, $2'}| grep $mes ) | 
awk {'print $1'} | grep -x "$dan" >dan.txt 
 
V primeru, da smo pravilno izbrali mesec, ki je bil izpisan, nadaljujemo z izpisovanjem vseh 
možnih dni (primer 08, 09, 10, 11 ...). Nato izberemo določen dan in ga zapišemo v datoteko 




if [ "$dan" == "$dan1" ] ; then 
konc=$(echo "$dan1 $mes") 
konc=`echo "$konc" | awk {'print $2 ,$1'} |sed 's/^\(.\)/\U\1/'  |\ 





V primeru, da smo pravilno izbrali dan, nadaljujemo. In sicer tako, da na koncu datum in 
mesec damo skupaj (primer: izbrali smo jan in 04, dobimo 04 jan). 
V primeru, da se dan, ki smo ga napisali, ne ujema z dnevi, ki smo jih izpisali, nam 
program sporoči, da smo narobe napisali dan in ponovi postopek za zapisovanje dneva. 
Enako velja za zapis meseca. 
 
if [ "$d" == 2 ] ; then 
while [ "$G" -lt 0 ]||[ "$G" -gt 5 ]; do 
echo "" 
echo "Želis videti vse tabele [0]" 
echo "Želis videti tabelo casa povezovanja [1]" 
echo "Želis videti tabelo DNS Response siol [2]" 
echo "Želis videti tabelo DNS Response china [3]" 
echo "Želis videti tabelo hitrosti [4]" 
echo "Ne želim videti nobene tabele [5]" 
echo "" 
echo -n "vpiši številko: " 
read G 
if [ "$G" -lt 0 ]||[ "$G" -gt 5 ]; then 





V primeru, da smo si zaželeli ogledati grafe, nas program še povpraša, katere grafe si želimo 
ogledati. Nato preberemo, kaj je uporabnik vpisal in ta rezultat pošljemo skozi zaščito za 
uporabo črk in znakov. V primeru, da nismo izbrali nobene številke 0–6, nas program prosi, 
da vstavimo eno izmed naštetih možnosti in nato ponovi vse možnosti. 
echo "$G">/home/pi/diploma/test/G.txt 
 








Na začetku skripte graf.sh odčitamo neznanke G (po novem x), konec (po novem y) in 
neznanko d. 
if [ "$d" == 0 ]; then 
echo "" 




Če smo na začetku izbrali opcijo, da želimo videti izpis podatkov, smo izbrali 0. Na način, da 
smo dodelili, da je d = 0 . V tem primeru nam izpiše vse podatke za tisti datum, ki smo si ga 
izbrali. 
if [ "$d" == 1 ]; then 
a=$((head -n 2 /home/pi/diploma/podatki/$y.csv | awk {'print $2 ,$1'})| grep 0) 
b=$(tail -n 1 /home/pi/diploma/podatki/$y.csv | awk {'print $2 ,$1'}) 
echo "" 
echo "testirano med obdobjem od $a do $b" 
 
V primeru, da smo izbrali, da želimo videti maksimalno, minimalno in povprečno vrednost, 
nam program najprej odčita začetek in konec testnega obdobja ter nam ta podatek prikaže. 
echo "" 
echo "cas povezovanja [s]" 
(tail -n +2 /home/pi/diploma/podatki/$y.csv | grep -v "naprava se ni povezala" 
| awk {'print $3'} | sed 's/[a-zA-Z]*//g'| sed '/^$/d' )\ 
|awk '{if(min==""){min=max=$1}; if($1>max) {max=$1}; if($1<min) {min=$1}; 
total+=$1; count+=1} END {printf "Povprečje="} END\ 
{printf "%.2f", total/count } END { printf "  maximum="} END {printf  max } END 
{printf "  minimum= "}  END {printf "%.0f\n", min}' 
 
Potem nam na podlagi podatkov, ki se nahajajo v tabeli, program preleti tabelo in izbere 
maksimalno in minimalno vrednost ter izračuna povprečno vrednost podatkov. To dobimo 
tako, da vse vrednosti v stolpcih seštejemo in delimo s številom vseh vrednosti, ki smo jih 
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sešteli. Te podatke nato prikaže na zaslonu. Isti postopek ponovi še 3-krat za DNS Response 
SiOL, DNS Response China in hitrost prenosa. 
if [ "$d" == 2 ] ; then 
if [ "$x" == 0 ] || [ "$x" == 1 ]  ; then 
 
a=$(tail -n +2 /home/pi/diploma/podatki/$y.csv |  sed 's/[a-zA-Z]*//g'| sed 
'/^$/d' | awk '{ total += $3 } END { print total/NR }') 
 




set xdata time 
set timefmt "%H:%M:%S %Y-%m-%d" 
set format x  "%H-%M" 
set xlabel "dan in ura" 
set title "cas povezovanja [s]" 
set key off 
set grid 
set style data lines 
 






V primeru, da smo izbrali grafe (d = 2), nam program na podlagi želje, kateri graf želimo 
videti, (x prej G) pokaže rezultat. Program nam na podlagi podatkov, ki so v tabeli, izriše graf, 
na katerem nam zelena črta predstavlja povprečje. Grafu tudi določimo, da je barven, v tem 
primeru, da ima črto modre barve. Ta postopek se ponovi še 3-krat za DNS Response SiOL, 
DNS Response China in hitrost prenosa. Če smo želeli videti vse grafe drugače, se nam 
dokonča samo en. Kjer so bili podatki decimalni, se je pojavila težava, saj sem pike zamenjati 
z vejicami, zaradi lažjega vnosa v Excel Program za izris grafov pa deluje nasprotno kot Excel, 














5. Testiranje in rezultati 
 
Testiranje je trajalo od 15. 5. 2013 od 12.30 do 16. 5. 2013 ob 8.00. V tem obdobju sem 
opravil sedemdeset testiranj. Od sedemdesetih testiranj se je program uspešno končal 
sedemdesetkrat, to pomeni, da deluje 100 %. Povezava se je med testiranjem prekinila 
enkrat, vzpostavljena pa je bila ves čas. Vsi stolpci s podatki so bili polni in na grafu ni bilo 
videti nobenih napak. 
Ker nisem vedel, zakaj se je med testiranjem povezava prekinila, sem ga ponovno testiral od 
17. 5. 2013 od 12.30 do 21. 5. 2013 do 14.00. Bilo je 390 testiranj, od tega se jih je končalo 
390, kar pomeni, da se program ni ujel v zanko in je deloval 100 %. Povezava se med 
testiranjem ni nikoli prekinila in je bila vzpostavljena neprestano. Vsi stolpci s podatki so bili 
polni in na grafu ni bilo videti nobenih napak.  
 
Slika 6:Prikaz Povprečne, maksimalne in minimalne vrednosti 
 
Na sliki 6 vidimo, kako nam izpiše dan in uro začetka ter konca testiranja. Nato nam na 
podlagi podatkov, ki jih vidimo na sliki 7, izračuna povprečno vrednost in določi maksimum 





Slika 7: Prikaz rezultatov 
 
Vse testiranje se nam shrani v datoteko, ki jo imenujemo po dnevu, ko testiramo. V mojem 
primeru se datoteka imenuje 25-jun.csv. V datoteki so shranjeni vsi rezultati in jih lahko 





Slika 8: Grafični prikaz časa povezovanja 
 
Graf na sliki 8 prikazuje čas povezovanja PPPoE povezave za 25. 6. 2013. Podatki so prikazani 
na sliki 6 in 7. Graf prikazuje obdobje 24 ur, v katerem se je ponovilo 96 testov. Na grafu 
vidimo zeleno črto, ki predstavlja povprečje. Vidi se, da se je PPPoE povezava vzpostavila v 
povprečju 2,4 sekunde. Maksimalen čas povezovanja PPPoE seje je bil 4 sekunde, minimalen 




Slika 9: Grafični prikaz DNS responsa siolove internetne strani 
 
Graf na sliki 9 prikazuje čas DNS response na SiOLovo stran za 25. 6. 2013. Podatki so vidni na 
sliki 6 in 7. Graf prikazuje obdobje 24 ur, v katerem se je zgodilo 96 testov. Na grafu vidimo 
zeleno črto, ki predstavlja povprečje in je razvidno, da je DNS response v povprečju 25,55 
milisekund. Maksimalen čas DNS response na SiOLovo spletno stran je bil 45 milisekund, 





Slika 10: Grafični prikaz DNS responsa kitajske internetne strani 
 
Graf na sliki 10 prikazuje čas DNS response na kitajsko stran za 25. 6. 2013. Podatki so vidni 
na sliki 6 in 7. Graf prikazuje obdobje 24 ur, v katerem se je zgodilo 96 testov. Na grafu 
vidimo zeleno črto, ki predstavlja povprečje in je razvidno, da je DNS response na kitajsko 
spletno stran v povprečju 140,85 milisekund. Maksimalen čas DNS response na kitajsko 
spletno stran je bil 567 milisekunde in minimalni čas DNS response na kitajsko stran 48 
milisekund. Iz podatkov je razvidno, da je bil minimalni čas DNS response na kitajsko stran 





Slika 11: Grafični prikaz hitrosti prenosa testne datoteke 
 
Graf na sliki 11 prikazuje hitrost prenos datoteke iz SiOLvega strežnika za 25. 6. 2013. Podatki 
so vidni na sliki 6 in 7. Graf prikazuje obdobje 24 ur, v katerem se je zgodilo 96 prenosov. Na 
grafu vidimo zeleno črto, ki predstavlja povprečje in je razvidno, da je hitrost prenosa v 
povprečju 1,04 MB/s. Maksimalna hitrost prenosa je bila 1,46 MB/s, minimalna hitrost 






Med praktičnim usposabljanjem sem se naučil veliko o programiranju v operacijskem 
sistemu Linux. V ponos mi je, da sem lahko pomagal najti rešitev za ugodnejše testiranje 
PPPoe sejevelikemu slovenskemu podjetju. S tem diplomskim delom mi je uspelo 
ustvariti cenovno ugodno, a zanesljivo rešitev za nadomestitev dragih tesnih aparatur. 
Projekt bi bilo potrebno še malo dopolnitiz možnostjo oddaljenega dostopa do testne 
aparature, vpisovanje rezultatov s SQL-programskim jezikom in morda še dodati kakšen 
testni parameter. Težavo vidim tudi v tem, da sama datoteka ne vsebuje letnice in bi se 
te v obdobju enega leta začele dopisovati, kar bi pomešalo vse rezultate, vendar pa se 
implementacija ni zgodila. 
 Pri podjetju SiOL so bili zelo zadovoljni z mojim projektom. Ko sem se pogovarjal z 
njimi sem izvedel, da bodo program prekopirali na ostale Raspberry Pi-je in jih razporedili 
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#preveri ce je ze ustvarjena prva vrstica tabele če ni jo ustvari 
tabela=$((head /home/pi/diploma/test/podatki/`date "+%d-%m-%Y"`.csv |grep 
"datum")| awk {'print $1'}) 
if [ "$tabela" == datum ] ; then 
#preveri prejsno povezavo in pogleda kaj je bilo narobe če se ni povezala 
ppp1=$((ifconfig|grep ppp1 ) | awk {'print $1'}) 
povezano=$(<povezano.txt) 
 if [ "$ppp1" != ppp1 ] ; then 
  if [ "$povezano" == povezano ] ; then 
echo " povezava se je prekinila med obema testiranja" 
>>/home/pi/diploma/test/podatki/`date "+%d-%b"`.csv 
  else 
   echo "     naprava se ni 
povezala">>/home/pi/diploma/test/podatki/`date "+%d-%b"`.csv 
  fi 
 else 





echo "datum cas cas povezovanja [s] DNS Response siol [ms] hitrost [MB/s] DNS 
Response china [ms] problem " >> /home/pi/diploma/test/podatki/`date "+%d-%m"`.csv 
fi 
>povezano.txt 
#zapis datuma v file. 
datum=$(date "+%H:%M:%S %Y-%m-%d") 
echo -n "$datum">>/home/pi/diploma/test/podatki/`date "+%d-%b"`.csv 
#preverjanje če je več kot 2 pppoe povezaci in podre če je. 
ppp2=$((ifconfig|grep ppp2) | awk {'print $1'}) 
if [ "$ppp2" == ppp2 ] ; then 
 poff -a >x 
 sleep 5 
fi 
#preverja če je vzpostavljena ppoe seja ki ni namenjena za testeranje in jo vzpostavi če 
ni. 
ppp0=$((ifconfig|grep ppp0 ) | awk {'print $1'}) 
if [ "$ppp0" != ppp0 ] ; then 
 pon dsl-provider >x 
 tail -f -n 0 /var/log/messages | grep -m 1 -q  "Connect:" 
 sleep 5 
fi 
#preveri če je vzpostavljena seja za testeranje. 
ppp1=$((ifconfig|grep ppp1 ) | awk {'print $1'}) 
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if [ "$ppp1" == ppp1 ] ; then 
#če je seja, jo podere in vzpostavi ter pobere časa od podretja do vzpostavitve seje. 
 poff dsl-providertest >x 
 sleep 3 
fi 
 pon dsl-providertest & 
 start=$(date) 
 ((tail -f -n 0 /var/log/messages | grep -m 1 -q  "Connect:")| awk {'print $1'}) 
 sleep 4 
 ((tail  -n 10 /var/log/messages | grep -m 1 "local")| awk {'print $1, $2,$3'})>konec.txt 
 finish=$(tail konec.txt) 
#preveri če je vzpostavljena seja če je zapiše čas 
ppp1=$((ifconfig|grep ppp1 ) | awk {'print $1'}) 
if [ "$ppp1" == ppp1 ] ; then 
 start_secs=$(date -d "$start" +"%s") 
 finish_secs=$(date -d  "$finish" +"%s") 
 let diff_secs=($finish_secs - $start_secs) 
 let days=$diff_secs/86400 
 let remainder=$diff_secs%86400 
 let hours=$remainder/3600 
 let remainder=$remainder%3600 
 let minutes=$remainder/60 
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 let seconds=$remainder%60 
#previri če je povezovanje zrajalo man časa kot se je program ponovil 
 if [ "$minutes" -le 14 ] ; then 
 echo -n  " $diff_secs">>/home/pi/diploma/test/podatki/`date "+%d-%b"`.csv 
 fi 
 echo -n "      15">>/home/pi/diploma/test/podatki/`date "+%d-%b"`.csv 
 echo "povezano" > povezano.txt 
if [ "$ppp1" == ppp1 ] ; then 
 if [ "$minutes" -le 13 ] ; then 
#začne digat in uzamemo čas in enoto 
 (dig @193.189.160.23 siol.net| grep "time") > a.txt 
 cas=$(tail a.txt | awk {'print $4'}) 
#preverimo kako enoto ima če nima msec pomnožimo z 1000 da dobimo mili sekunde 
 if [ "$cas" == "out;" ] ; then 
  echo -n " time out" >>/home/pi/diploma/test/podatki/`date "+%d-
%b"`.csv 
else 




        if [ "$minutes" -le 13 ] ; then 
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#začne digat in uzamemo čas in enoto 
        (dig @193.189.177.55 www1.cnnic.cn| grep "time") > b.txt 
 tail b.txt 
        cas=$(tail b.txt | awk {'print $4'}) 
#preverimo kako enoto ima če nima msec pomnožimo z 1000 da dobimo mili sekunde 
        if [ "$cas" == "out;" ] ; then 
               echo -n "       time out" >>/home/pi/diploma/test/podatki/`date "+%d-%b"`.csv 
else 
                echo -n "       $cas" >>/home/pi/diploma/test/podatki/`date "+%d-%b"`.csv 
                                                                                   fi 
fi 
#preveri če je minilo man kot 12 minut 
if [ "$ppp1" == ppp1 ] ; then 
 if [ "$minutes" -le 12 ] ; then 
#začne vlečti testno datoteko in jo po prenosu izbriše pri temu pa še zabeleži hitrost 
prenosa 
 ((wget -r -nd --delete-after file.siol.net/TEST_DOWNLOAD.zip 2>&1) | sed -n 
'$,$s/.*(\(.*\)).*/\1/p')>hitrost.txt 
hitrost=$(tail hitrost.txt | awk {'print $1'}) 
enota=$(tail hitrost.txt | awk {'print $2'}) 
#preveri koliko časa že poteka cev postopek 
 cascelegapostopka=$(date) 
        start_secs=$(date -d "$start" +"%s") 
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        finish_secs=$(date -d  "$cascelegapostopka" +"%s") 
        let ostanek=($finish_secs - $start_secs) 
        let minutes=$ostanek/60 
 if [ "$minutes" -le 14 ] ; then 
 if [ "$enota" != "MB/s" ] ; then 
 koncna=` (echo |awk -v var1=$hitrost '{printf "%.2f\n", var1/1024 }') |sed 's/\./,/'` 
 echo -n " $koncna">>/home/pi/diploma/test/podatki/`date "+%d-%b"`.csv 
 else 
 koncna=$(echo "$hitrost" |sed 's/\./,/') 













## zanka  ## 
while [ "$i" != 3 ] ; do  
##  izbera kaj želi videti  ## 
 if [ "$i" == 2 ] ; then    
 d=3      
while [ "$d" -lt 0 ] || [ "$d" -gt 2 ] ; do  
 echo ""     
 echo "želite videti podatke [0]"  
 echo "želite videti max min avg [1]"  
 echo "želite videti graf [2]"   
 echo ""     
 echo -n "vpiši številko: "   
 read d      
## zaščita za vstavljanje črk  ## 
 if [ "$d" != 0 ]; then    
  let crka=$d/1    
  if [ "$crka" == 0 ]; then  
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   d=7   
  fi    
 fi      
i=0       
echo "$i">/home/pi/diploma/test/i.txt   
echo "$d">/home/pi/diploma/test/d.txt       
done    
fi       
## sproži ostali 2 skripti ## 
/home/pi/diploma/izbor_dneva.sh        
/home/pi/diploma/graficni_prikaz.sh    
echo ""  
## želja za ponovitev ## 
i=7          
 while [ "$i" -lt 0 ] || [ "$i" -gt 3 ] ; do   
 echo " želite videti še kateri drugi datum [0]"   
 if [ "$d" == 2 ] ; then       
  echo " ali želite videti še kakšen drugi graf [1] "  
 fi         
 echo "želite videti kakšno drugo informacijo [2]"   
 echo "izhod iz programa [3]"      
 echo ""        
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 echo -n "vpiši številko: "      
 read i           
 echo "$i">/home/pi/diploma/test/i.txt     
###     zaščita za vstavljanje črk              ### 
        if [ "$i" != 0 ]; then                 
                let crka=$i/1                    
                if [ "$crka" == 0 ]; then        
                        i=7                      
                fi                               













if [ "$i" == 0 ]; then 
while [ "$x" == ponovi ]; do 
## mesec ## 
echo "" 
echo "Možni meseci za prikaz so:" 
echo "" 
ls /home/pi/diploma/podatki/  | sed 's/_/ /g'| awk {'print $1'} | sed 's/-/ /g' | sed 's/\./ /' 
| tr [:upper:] [:lower:]\ 
 |awk {'print $2'}| sort -u 
#zbrisu grep `hostname` zdej mam druzha 
echo "" 
echo -n "Vpišite kratico meseca: " 
read mes 
mes=`echo $mes | tr [:upper:] [:lower:]` 
ls /home/pi/diploma/podatki/ | sed 's/_/ /g'| awk {'print $1'} | sed 's/-/ /g' | sed 's/\./ /' 
| tr [:upper:] [:lower:]\ 
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 |awk {'print $2'} | sort -u| grep -x "$mes">datum.txt 
datum=$(tail datum.txt) 
if [ "$datum" == "$mes" ] ; then 
## dan ## 
x=ponovidan 
while [ "$x" == ponovidan ] ;   do 
echo "" 
echo "Možni dnevi za prikaz so:" 
echo "" 
(ls /home/pi/diploma/podatki/ | sed 's/_/ /g'| awk {'print $1'} | sed 's/-/ /g' | sed 's/\./ /' 
| tr [:upper:] [:lower:] | awk {'print $1, $2'}| grep $mes ) | awk {'print $1'} 
echo "" 
echo -n "vpiši željeni dan: " 
read dan 
(ls /home/pi/diploma/podatki/  | sed 's/_/ /g'| awk {'print $1'} | sed 's/-/ /g' | sed 's/\./ 
/' | tr [:upper:] [:lower:] | awk {'print $1, $2'}| grep $mes ) | awk {'print $1'} | grep -x  
"$dan" >dan.txt 
dan1=$(tail dan.txt) 
if [ "$dan" == "$dan1" ] ; then 
konc=$(echo "$dan1 $mes") 





##  v primeru napačnega unosa ponovimo  ## 
else echo "narobe ste napisali dan."  
x=ponovidan     
fi      
done     
else      
echo "narobe napisan mesec."   
x=ponovi     
fi      
echo "$konc">/home/pi/diploma/test/konc.txt  
done      
fi      
 
## GRAF PODATKI ## 
if [ "$d" == 2 ] ; then 
while [ "$G" -lt 0 ]||[ "$G" -gt 5 ]; do 
echo "" 
echo "Želis videti vse tabele [0]" 
echo "Želis videti tabelo casa povezovanja [1]" 
echo "Želis videti tabelo DNS Response siol [2]" 
echo "Želis videti tabelo DNS Response china [3]" 
echo "Želis videti tabelo hitrosti [4]" 
46 
 
echo "Ne želim videti nobene tabele [5]" 
echo "" 
echo -n "vpiši številko: " 
read G 
if [ "$G" != 0 ]; then 
        let crka=$G/1 
        if [ "$crka" == 0 ]; then 
                G=6 
fi 
fi 
if [ "$G" -lt 0 ]||[ "$G" -gt 5 ]; then 
echo "" 




## ZAPIS ## 
echo "$G">/home/pi/diploma/test/G.txt 











## izpiz podatkov ## 
if [ "$d" == 0 ]; then 
echo "" 
tail -n +0 /home/pi/diploma/podatki/$y.csv 
echo "" 
fi 
## max,min,avg ## 
if [ "$d" == 1 ]; then 
a=$((head -n 2 /home/pi/diploma/podatki/$y.csv | awk {'print $2 ,$1'})| grep 0) 
b=$(tail -n 1 /home/pi/diploma/podatki/$y.csv | awk {'print $2 ,$1'}) 
echo "" 
echo "testirano med obdobjem od $a do $b" 
echo "" 
echo "cas povezovanja [s]" 
#s to funkcijo najdemo min in max ter izračunamo avg 
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(tail -n +2 /home/pi/diploma/podatki/$y.csv | grep -v "naprava se ni povezala" | awk {'print 
$3'} | sed 's/[a-zA-Z]*//g'| sed '/^$/d' ) |awk '{if(min==""){min=max=$1}; if($1>max) 
{max=$1}; if($1<min) {min=$1}; total+=$1; count+=1} END {printf "Povprečje="} END {printf 
"%.2f", total/count } END { printf "  maximum="} END {printf  max } END {printf "  minimum= 
"}  END {printf "%.0f\n", min}' 
echo "" 
echo "DNS Response siol [ms]" 
((tail -n +2 /home/pi/diploma/podatki/$y.csv | grep -v "naprava se ni povezala" | awk {'print 
$4'} )| sed 's/[a-zA-Z]*//g' | sed '/^$/d') |awk '{if(min==""){min=max=$1}; if($1>max) 
{max=$1}; if($1<min) {min=$1}; total+=$1;count+=1} END {printf "Povprečje="}  END {printf 
"%.2f", total/count } END { printf "  maximum="} END {printf max } END {printf "  minimum= 
"}   END {printf "%.0f\n", min}' 
echo "" 
echo "DNS Response china [ms]" 
((tail -n +2 /home/pi/diploma/podatki/$y.csv | grep -v "naprava se ni povezala" | awk {'print 
$5'} )| sed 's/[a-zA-Z]*//g' | sed '/^$/d') |awk '{if(min==""){min=max=$1}; if($1>max) 
{max=$1}; if($1<min) {min=$1}; total+=$1;count+=1} END {printf "Povprečje="} END {printf 
"%.2f", total/count } END { printf "  maximum="} END {printf max } END {printf "  minimum= 
"}   END {printf "%.0f\n",min}' 
echo "" 
echo "hitrost [MB/s]" 
(((tail -n +2 /home/pi/diploma/podatki/$y.csv | grep -v "naprava se ni povezala"  | awk 
{'print $6'})| sed 's/\,/./') | sed 's/[a-zA-Z]*//g'| sed '/^$/d' ) |awk 
'{if(min==""){min=max=$1}; if($1>max) {max=$1}; if($1<min) {min=$1};total+=$1; count+=1} 
END {printf "Povprečje="} END {printf "%.2f", total/count } END { printf "  maximum="} END 




## GRAF ## 
if [ "$d" == 2 ] ; then 
if [ "$x" == 0 ] || [ "$x" == 1 ]  ; then 
a=$(tail -n +2 /home/pi/diploma/podatki/$y.csv |  sed 's/[a-zA-Z]*//g'| sed '/^$/d' | awk '{ 
total += $3 } END { print total/NR }') 
gnuplot -persist << PLOT 
reset 
clear 
set xdata time 
set timefmt "%H:%M:%S %Y-%m-%d" 
set format x  "%H-%M" 
set xlabel "dan in ura" 
set title "cas povezovanja [s]" 
set key off 
set grid 
set style data lines 




if [ "$x" == 0 ] || [ "$x" == 2 ]  ; then 
b=$(tail -n +2 /home/pi/diploma/podatki/$y.csv |  sed 's/[a-zA-Z]*//g'| sed '/^$/d' | awk '{ 
total += $4 } END { print total/NR }') 
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gnuplot -persist << PLOT 
reset 
clear 
set xdata time 
set timefmt "%H:%M:%S %Y-%m-%d" 
set format x  "%H-%M" 
set xlabel "dan in ura" 
set title "DNS Response siol [ms]" 
set key off 
set grid 
set style data lines 




if [ "$x" == 0 ] || [ "$x" == 4 ]  ; then 
(tail -n 1000 "/home/pi/diploma/podatki/$y.csv")| sed 's/\,/./'>aa.txt 
c=$(tail -n +2 aa.txt |  sed 's/[a-zA-Z]*//g' | sed '/^$/d'| awk '{ total += $6 } END { print 
total/NR }') 





set xdata time 
set timefmt "%H:%M:%S %Y-%m-%d" 
set format x  "%H-%M" 
set xlabel "dan in ura" 
set title "hitrost [MB/s]" 
set key off 
set grid 
set style data lines 




if [ "$x" == 0 ] || [ "$x" == 3 ]  ; then 
d=$(tail -n +2 /home/pi/diploma/podatki/$y.csv | sed 's/[a-zA-Z]*//g'| sed '/^$/d' | awk '{ 
total += $5 } END { print total/NR }') 
gnuplot -persist << PLOT 
reset 
clear 
set xdata time 
set timefmt "%H:%M:%S %Y-%m-%d" 
set format x  "%H-%M" 
set xlabel "dan in ura" 
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set title "DNS Response china [ms]" 
set key off 
set grid 
set style data lines 
plot "/home/pi/diploma/podatki/$y.csv" u 1:5 linecolor rgb "orange", $d 
quit 
PLOT 
fi 
fi 
 
 
 
 
