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Abstract
The  Python  programming  language  does  not  have  a  built  in  switch/case
control structure as found in many other high level programming languages. It
is thought by some that this is a deficiency in the language, and the control
structure  should  be  added.  This  paper  demonstrates  that  not  only  is  the
control structure not needed, but that the methods available in Python are
more expressive than built in case statements in other high level languages. 
1  Introduction
The lack of  switch...case statements in Python has caused some complaints that take the
form: “Python is simple so why doesn’t it have a simple switch...case statement”. I will show
that Python has a structure that is simpler and more expressive than the case constructs
that exist in other imperative programming languages.
This  article  is  written  to  explain  the  history  of  the  case from its  genesis  in  assembly
language, to its current implementation in other languages, and give a formal definition of
case hen it will discuss the strengths and weaknesses of case as used in other languages.
Then I give two simple methods that will achieve the same objective as that desired with
switch...case and which will have more power than case as defined in other languages.
All of this is necessary as the likely-hood of switch...case being added is remote; it has been
requested and rejected by Guido van Rossum earlier this year (van Rossum, 2007). He also
mentions in PEP 3103 (van Rossum, 2007) that at PyCon 2007 there was no popular support
for adding switch...case to the language.
I  do  not  discuss  other  methods  of  achieving  the  same  results  through  the  use  of
if...elseif (Beck, 2005), or the use of exceptions (Isailovski, 2005): each of those try to
emulate other languages which is not the purpose of this paper.
2  Assembly
The case control structure had its genesis in assembly language in the form of a jump table
or  vector  table.  Jump  tables  consisted  of  an  array  of  memory  addresses  to  blocks  of
executable instructions well ordered on the values the variable could assume.
The execute a branch through a jump table required loading the variable and jump table
address, then using index addressing into the table the branch address is loaded, and then
a branch to that address would be taken. For the assembly (Listing 1) it  requires three
instruction cycles regardless of the range for the variable. The memory used, assuming four
bytes for each instruction and address, is four bytes for each discrete value plus another
twelve bytes for the instructions (28 bytes in this example).
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Listing 1: Assembly Jump Table
jumptable: 
DS address0 
DS address1 
DS address2 
DS address3 
case: 
lw a0, variable 
lw a0, jump_table(a0)
bra a0
Now compare with the test control structure, which most high level language programmers
associate with if...else if...else statements in C, C++, C#, Pascal, Java, PHP, Perl, or
Python. For the assembly (Listing 2) it requires two instructions for each test case and one
more for the variable load, in this example that requires nine instructions. The memory used
is eight bytes for each discrete value plus four for the load instruction (36 bytes in this
example). 
Listing 2: Assembly Test
case: 
lw a0, variable 
cmp a0,0
beq address_0
cmp a0,1
beq address_1
cmp a0,2
beq address_2
cmp a0,3
beq address_3
In neither of the above cases is a check made to determine if the variable’s value is within
the valid range.  case would require two tests, for less than and greater than the range,
which would add four instructions for a total of seven. test would require no extra testing as
we know at the end of the block the variable value is invalid.
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As can be seen the case is subject to O(1) or constant time, whereas the test is subject to
O(x) or linear time. In addition the memory required for test quickly approaches twice that
needed for case . This is a rare case where a trade-off of memory to gain speed does not
occur. Therefore jump tables have always been popular when programming in assembly.
There is a restriction which an attentive reader will have noticed in that the set of values
must be well ordered for it to be used by a variable in the jump table. In other words each
value in the set must be given a number 0,1,2,…  to allow indexing into the table. This
means is that if the set consisted of the values {5,19,26,135} then these values would need
to be mapped to the set {0,1,2,3} or the jump table itself would need to have one-hundred
thirty-six entries where most of those entries would be value error handling addresses.
3  High Level Languages
ALGOL,  the  father  of  all  procedural  languages,  did  not  have  a  case statement  as  the
concept of case had not been invented yet in high level languages. Then in 1965 a rarely
used language ALGOL W was released that contained switch...case statement invented by
C. A. R. Hoare which allowed for non-ordered non-overlapping values and ranges.
C and Pascal both derived from this parent language, and both had a form of case : C the
familiar  switch (variable) case ... and Pascal using  case variable begin value1:
.... C++, PHP, C#, and Java syntax are derived from the C version.
Generally the  switch...case was converted to assembly as a sequence of test and branch
structures  so  performance  is  linear.  Whereas  in  well  optimized  C  compilers  it  was  not
unusual for the switch...case to be reduced to a jump table whenever possible.
The limitation in any of the above languages is that a variable must be an integer (e.g. in C
this would include char, short, int, and long).
A problem with the C  case is that complex code, that would be better placed into a sub-
routine, may be placed directly in the switch...case itself. The length of this code could be so
large that seeing the structure of the switch...case would be impossible: this does not imply
that placing code directly in the  switch...case is a wrong; only that doing so reduces the
readability and maintainability of the source code.
4  Formal Definition
What is needed now is a formal definition of a generalized case . Thus case is defined as let
X be a countable set, let F be a set of functions, let c be a function that maps X to F where
∀f ∈ F  ∃x ∈ X : f = c(x).
In English, this means that for every value the case variable may take there is a function
that will be called. This seems fairly obvious from assembly jump tables and C switch...case
however they are limited to the countable set of integers, and not to a general countable
set. The definition given here allows all countable sets to be used as the domain for the
case variable.
This generalized case is not possible with language constructs in Algol, C, C++, Objective C,
C#, Java,  or PHP. Though it  is  clear that if  X is  limited to the set of  integers then this
describes a switch...case in C perfectly. To gain the generalized case requires writing special
code to handle other cases (for example when the variable is a string).
I will now show that Python is able to handle the generalized  case and is therefore more
expressive.
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5  Python
The  key  to  a  Python  case is  to  use  the  dictionary  structure  with  the  knowledge  that
functions in Python are first-class. The general form (Listing 3) such that key_x represents
an x ∈ X, and function_f represents a function f ∈ F. This general form represents the c in
the definition, therefore it fulfills the definition. 
Listing 3: Python Case General Form
{
key_1: function_1,
key_2: function_2,
key_3: function_3,
key_4: function_4
}.get(x, defaultFunction)()
Advantages of this structure are: 
1. Any first-class type may be a key: including other functions. 
2. Access is in constant time (O(1)). 
3. There is a defaultFunction() to handle invalid keys. 
4. Late binding of the functions allows for dynamic code. 
5. The dictionary may be stored after it is created to improve speed (Listing 4): the
dictionary is interpreted a single time. 
6. A dictionary may be selected and then a function generated from that dictionary
(Listing 5). 
Listing 4: Stored Switch
MY_SWITCH = {...}
def  fastSwitch(x):
return MY_SWITCH..get(x, defaultFunction)()
Listing 5: Selectable Switch
SWITCH_1 = {...}
SWITCH_2 = {...}
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def  chooseSwitch(switch, x):
return switch.get(x, defaultFunction)()
chooseSwitch(SWITCH_2, x)
5.1  Pure Jump Table
For a pure jump table a simple sequence of functions in a list or tuple may be used (Listing
6). Functions then may be chosen based on a simple integer index in much the same way
that assembly jump tables (Listing 1) operate.  This has the same  O(1) advantage as a
dictionary, does not require typing of keys, but does have the limitation on the keys being
integers.
Listing 6: Python Jump Table
{
function_0,
function_1,
function_2,
function_3
}[x]()
5.2  C Style Case
For a C style case use a dictionary that maps integer keys to functions, and if a default is
needed use the get(x, defaultFunction) instead of placing the key in brackets (Listing
7). This is almost identical to the jump table case (Listing 6), but it is not a requirement that
all the keys be well ordered and sequential.
Fall  through handling needs to be dealt  with in each of the functions,  but this has the
advantages of clarification of code, and misuse of fall through behavior. This also results in
the requirement that every case be explicitly placed in the dictionary.
Listing 7: Python C Style Switch
{
0: function_0,
1: function_1,
3: function_3,
7: function_7
}[x]()
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6  Conclusion
The expressive nature of a dictionary for  case in Python eliminates the need to have a
switch...case statement  placed  in  the  language.  A  switch...case would  obscure  the
usefulness of this construct that exists currently, and to make it like a C switch...case would
require the limitation of the general case to keys that are integers.
The progress of computing has always been linked to the progress of the languages we
have used: machine code to assembly to C to Python. With this progress some constructs
must be left  behind to allow more efficient and expressive constructs  to replace them.
Therefore, to continue the progress of computing and languages a feature should be added
to a language when there is a demonstrable benefit in efficiency and expressiveness.
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