We present a family of algorithms for computing the Galois group of a polynomial defined over a p-adic field. Apart from the "naive" algorithm, these are the first general algorithms for this task. As an application, we compute the Galois groups of all totally ramified extensions of Q 2 of degrees 18, 20 and 22, tables of which are available online.
Introduction
In this article we consider the following problem, the p-adic instance of the forward Galois problem: given a p-adic field K and a polynomial F (x) ∈ K[x] over that field, what is its Galois group G := Gal(F/K)?
Over any field for which polynomial factorization algorithms are known, the forward Galois problem can always be solved with the naive algorithm: explicitly compute the splitting field of F by repeatedly adjoining a root of it to the base field, and then explicitly compute the automorphisms of the splitting field. To date, there is no general solution to the p-adic forward Galois problem other than the naive algorithm.
This article presents a general algorithm. In practice, it can for example quickly determine the Galois group of most irreducible polynomials of degree 16 over Q 2 and has been used to compute some non-trivial Galois groups at degree 32. It has been tested on polynomials defining all extensions of Q 2 , Q 3 and Q 5 of degree up to 12, all extensions of Q 2 of degree 14, and all totally ramified extensions of Q 2 of degrees 18, 20 and 22, the latter three being new. See Section 8.
Our implementation is publicly available [10] and pre-computed tables of Galois groups are available from here also.
Overview of algorithm
Our algorithm uses the "resolvent method". We now describe a concrete instance.
Suppose F (x) ∈ Q p [x] is irreducible of degree d, and therefore defines an extension L/Q p of degree d.
The ramification filtration of this extension is a tower L t = L/ . . . /L 0 = Q p . Let F 1 (x) ∈ Q p [x] be a defining polynomial for L 1 /Q p . By Krasner's lemma, any polynomial in Q[x] sufficiently close to F 1 is also a defining polynomial, so we may take F 1 ∈ Q[x]. It is irreducible and so defines the number field L 1 /L 0 = Q which has a unique completion embedding into L 1 .
Repeating this procedure up the tower, we obtain the tower of number fields L = L t / . . . /L 0 = Q such that L embeds uniquely into L. We call L/Q a global model of L/Q p . Let d i := (L i : L i−1 ) = (L i : L i−1 ), then Gal(L i /L i−1 ) ≤ S d i and therefore Gal(L/Q) ≤ W := S dt · · · S d 1 . Observe also that naturally Gal(L/Q p ) ≤ Gal(L/Q) since the left hand side is a decomposition group of the right hand side.
Suppose α 1 ∈ L generates L/Q, and let α 2 , . . . , α d ∈Q be its Qconjugates. Suppose we choose some subgroup U ≤ W , find an invariant I ∈ Z[x 1 , . . . , x d ] such that Stab W (I) = U and compute the resolvent
by finding sufficiently precise complex approximations to α 1 , . . . , α d , giving a complex approximation to R, whose coefficients we can then round to Z.
One can show that Gal(R/Q) = q(Gal(L/Q)) and hence Gal(R/Q p ) = q(Gal(L/Q p )) = q(Gal(F/Q p )) where q : W → S W/U is the action of W on the cosets of U .
In particular, if we define s(G) to be the multiset of the sizes of orbits of the permutation group G, and we let S be the multiset of the degrees of the factors of R over K, then s(q(Gal(F/Q p ))) = S.
We compute the set G of all transitive subgroups of W , so that Gal(F/Q p ) ∈ G. If |G| > 1, we search through the subgroups U ≤ W in index order until we find one such that {s(q(G)) : G ∈ G} contains at least two elements. We then compute the corresponding resolvent R(t) ∈ Z[t], factorize it over Q p and let S be the multiset of degrees of factors, and replace G by {G ∈ G : s(q(G)) = S}. Observe that G is now strictly smaller than it was before, and we still have Gal(F/Q p ) ∈ G.
We repeat this process until |G| = 1, at which point this single group is the Galois group and we are done.
In Section 2.4 we describe our precise formulation of this algorithm. We have described one method of producing a global model, which results in the group W (relative to which we compute resolvents) being a wreath product of symmetric groups. It is better for W to be as small as possible, since this will reduce the index (W : U ) required, and hence also reduce deg R. In Section 4 we discuss some other constructions. The best constructions take advantage of the simple structure of the Galois group of a "singly ramified" extension, something like C d for unramified extensions, C d (Z/dZ) × for tame extensions and C k p H for wild extensions. We can also produce global models for reducible F using global models for its factors.
In this example, we deduced the Galois group by enumerating the set G of all possibilities and then eliminating candidates. This is the "group theory" part of the algorithm. We have other methods which avoid enumerating all subgroups of W , and instead work down the graph of subgroups of W . These are discussed in Section 5.
The function s taking a group and returning the multiset of sizes of its orbits is a "statistic", and there are other choices. These are discussed in Section 6. Some statistics provide more information than others, and therefore can result in smaller indices (W : U ) being required, but this comes at the expense of taking longer to compute.
We search for U by enumerating all the subgroups of W of each index in turn until we find one which is useful. There are other methods which try to avoid computing all of these subgroups, of which there may be many. One method restricts to a special class of subgroups. These are given in Section 7.
Previous work
Over p-adic fields, there are some special cases where Galois groups can be computed.
• It is well known that the unramified extensions of K of degree d are all isomorphic, Galois and have cyclic Galois group C d . Hence if the irreducible factors of F (x) all define unramified extensions, then the splitting field of F (x) is unramified, Galois and cyclic with degree lcm{deg g : g ∈ Factors(F )}.
• Suppose L/K is tamely ramified. Then it has a maximal unramified subfield U , and L/U is totally (tamely) ramified. It is well known that L = U ( e √ ζ r π) where e = (L : U ) for some uniformizer π ∈ K, ζ a root of unity generating U and r ∈ Z. In this special form, it is straightforward to write down the splitting field and Galois group of L/K. Furthermore, it is easy to compute the compositum of tame extensions, and hence if each irreducible factor of F (x) defines a tamely ramified extension, we can compute its Galois group. See [11, Ch. II, §2.2] for an exposition.
• Greve and Pauli have studied singly ramified extensions, that is extensions whose ramification polygon has a single face, giving an explicit description of their splitting field and Galois group [15, Alg. 6.1] . So in particular if F (x) is an Eisenstein polynomial whose ramification polygon has a single face, then we can compute its Galois group. An explicit description of this algorithm appears in Milstead's thesis [17, Alg. 3.23 ].
• In his thesis, Greve extends this to an algorithm for doubly ramified extensions [14, §6.3] , that is whose ramification polygon has two faces. Essentially this uses the singly ramified algorithm for the bottom part, and class field theory and group cohomology to deal with the elementary abelian top part.
• Jones and Roberts [16] have computed all extensions of Q p of degree up to 12, including their Galois group and some other invariants. These are available online in the Local Fields Database (LFDB). Some of the methods they use to compute Galois groups will feature in our general algorithm.
• Awtrey et al. have also considered degree 12 extensions of Q 2 and Q 3 [2] ; degree 14 extensions of Q 2 [5] ; degree 15 extensions of Q 5 [4] ; and degree 16 Galois extensions of Q 2 [3] . The main new idea in these articles is the subfield Galois group content of an extension L/K: the set of Galois groups of all proper subfields of L/K. This invariant of Gal(L/K) is useful in distinguishing between possible Galois groups, and is possible to compute given a database of all smaller extensions.
The difficult case appears to be when the factors of F define wildly ramified extensions whose ramification polygons have many faces.
Recently Rudzinski has developed techniques for evaluating linear resolvents [20] and Milstead has used a combination of these techniques with the ones mentioned above to compute some Galois groups in this difficult class [17] .
Mathematical notation
Roman capital letters K, L, . . . denote p-adic fields. The ring of integers of K is denoted O K , a uniformizer is denoted π K and the residue class field is denoted F K = O K /(π K ). If u ∈ O K thenū = u + (π K ) ∈ F K is its residue class. We denote by v K the valuation ofQ p such that v K (π K ) = 1.
Calligraphic capital letters K, L, . . . denote number fields. The ring of integers of K is O K .
If U ≤ W is a subgroup then q U : W → S W/U denotes the action of W on the left cosets of U .
As introduced in Section 6, s denotes a function whose input is a permutation group or a polynomial and whose output is anything. There is an equivalence relation ∼ on outputs such that if F (x) ∈ K[x] then s(Gal(F )) ∼ s(F ). There may also be a partial ordering on outputs such that if H ≤ G are groups then s(H) s(G).
We may omit subscripts from the notation if they are clear from context.
A note on conjugacy
Recall that the Galois group of a polynomial G = Gal(F ) is defined to be the group of automorphisms of the splitting field of F . Usually, we represent this as a permutation group G ≤ S d where d = deg(F ), such that writing the roots of F as α 1 , . . . , α d in some order, then G acts as g(α i ) = α g(i) .
Since the order of the roots was arbitrary, G is only really defined up to conjugacy in S d .
Sometimes, we may know more about the roots of F . For instance, if F is reducible, then G has multiple orbits. If we explicitly factorize F = i F i , and let d i = deg(F i ), then we can specify that the first d 1 roots α 1 , . . . , α d 1 are the roots of F 1 , the next d 2 are the roots of F 2 and so on. Letting
We shall see more examples in Section 4.
Almost everywhere in our exposition, when we talk of a group, we actually mean the conjugacy class of the group inside some understood larger group. When we talk of the collection of all groups with some property, we mean all the conjugacy classes whose groups have that property. This is to simplify the exposition.
In the implementation, a conjugacy class is usually represented by a representative group. An algorithm which returns all conjugacy classes with some property may actually return several representatives for the same class. Finding which groups generate the same class in order to remove duplicates can be computationally difficult, and so whether or not to do this, and how, is usually parameterised. The default is not to remove duplicates. See [11, Ch. II, §11] for details.
Henceforth, we shall typically only mention conjugacy when we have specific strategies to deal with conjugate groups.
Compendium
Most of the rest of this article describes in full detail the possible parameters to our algorithm, of which there are many. We now list the sections with the most important or novel contributions.
• Section 2.4: Describes the resolvent method, the main focus of this article.
• Sections 3 and 4: Methods for producing "global models" for p-adic fields, which are used to evaluate resolvents. Our constructions are more general than previous similar efforts and so can produce more efficient models.
• Sections 5.1 and 5.3: The main two ways we perform the group theory part of deducing the Galois group. The former is to write down all possibilities and then eliminate until one remains; the latter works down the graph of possible groups using the notion of "maximal preimages of statistics" to efficiently move down the graph without blowing up the number of possibilities.
• Section 6.5: The main "statistic" of a resolvent we compute is the multiset of degrees of its factors. This is compared to the multiset of sizes of orbits of potential Galois groups to deduce which are possible.
• Section 7.3: Methods to produce groups from which to compute resolvents which empirically are both fast to compute and give low-degree resolvents.
• Section 8: The implementation, timings, performance notes, etc.
Galois group algorithms
This article is mainly concerned with the resolvent method, introduced in Section 2.4. However, the algorithm is recursive, in that it may compute other Galois groups along the way, and it may suffice to use other algorithms for this purpose. Therefore, we briefly describe the other algorithms available in our implementation.
Naive
This explicitly computes a splitting field for F (x) and explicitly computes its automorphisms. This is the algorithm currently implemented in Magma for p-adic polynomials, called GaloisGroup. Since the splitting field is computed explicitly, this is only suitable when the Galois group is known in advance to be small, such as because the degree is small.
Tame
As explained in the introduction, if the irreducible factors of F (x) all generate tamely ramified extensions of K, then its Galois group can be computed directly.
SinglyRamified
This computes the Galois group of F (x) provided it is irreducible and defines an extension whose ramification filtration contains a single segment. Such an extension is called singly ramified.
When the extension is tamely ramified, we can use the Tame algorithm. Otherwise the extension is totally wildly ramified and we use an algorithm due to Greve 
ResolventMethod
The resolvent method is the focus of the remainder of this article and is based on the following simple lemma.
If R is squarefree, then its Galois group corresponds to the coset action of G on U . That is, letting q : W → S W/U be the coset action, then identifying wU ↔ β wU we have Gal(R) = q(G).
then the t-coefficients ofR are fixed by W (the action of W re-orders the product) and hence by G. We conclude that the t-coefficients of R are fixed by G too, and hence by Galois theory
If R is squarefree, then there is a 1-1 correspondence between the cosets {wU } of W/U and the roots {β wU } of R. Take g ∈ G, then
so the action of G on the roots of R corresponds to the coset action, as claimed.
Therefore, if we have some W containing G and a means to compute resolvents R for U ≤ W , then since Gal(R) = q(G) is a function of G, we can deduce information about G by finding some information about Gal(R). Specifically how we compute resolvents and deduce information about G is controlled by two parameters.
Firstly, a resolvent evaluation algorithm (Section 3) selects a fixed group W ≤ S d such that G ≤ W , and thereafter is responsible for evaluating the resolvents R(t) from selected U ≤ W and invariants
Secondly, a group theory algorithm (Section 5) is responsible for deducing the Galois group G by choosing a suitable U , and then using the resolvent R returned by the resolvent evaluation algorithm to gather information about G. The resolvent algorithm controls steps 1 and 6. The group theory algorithm controls steps 2, 3, 4 and 7.
Step 5 could also be parameterised, but we find it is sufficient to use the algorithm due to Fieker and Klüners [12, §5] , implemented as the intrinsic RelativeInvariant in Magma. Remark 2.3. Using resolvents to compute Galois groups is not new. Stauduhar's method [23] for polynomials over Q computes resolvents relative to S d by computing complex approximations to the roots. This was improved by Fieker and Klüners [12] to a "relative resolvent method" which allows the overgroup W to be made smaller at each iteration until it equals G. Over Q p , a resolvent method has been used by Jones and Roberts [16] to compute the Galois group of fields of degree up to 12, computing resolvents in W = S d 2 S d 1 corresponding to a subfield of degree d 1 .
Sequence
This algorithm takes as parameters a sequence of other algorithms to compute Galois groups. It tries each algorithm in turn until one succeeds. This is mainly useful to deal with special cases first (e.g. Tame or SinglyRamified) before applying a general method (e.g. ResolventMethod).
Resolvent evaluation algorithms
These are used as part of the ResolventMethod algorithm for computing Galois groups. They are responsible for selecting an overgroup W such that G ≤ W and thereafter evaluating resolvents relative to W .
Currently there is one option, Global, described here.
Definition 3.1.
A global model for a p-adic field K is an embedding i : K → K where K is a global number field such that K is a completion of K and i is the corresponding embedding. If L/K is an extension of p-adic fields, and i : K → K is a global model for K, then a global model for L/K extending i is a global model j :
We shall often refer to K itself as the global model, instead of the embedding i.
The Global algorithm computes a global model K for K and a global model
A parameter (a global model algorithm, Section 4) specifies how to produce a global model for F (x).
Remark 3.2. Note that this implies that deg F = deg F = d. In fact, our algorithm more generally computes an overgroup embedding e : W → W such that G ≤ W , Gal(F/K) ≤ W and e(G) is the corresponding decomposition group. Hence deg F > d is allowed. This usually arises as a global model L/K /K for L/K where K is also a global model for K and (L : K ) = d, in which case we refer to (K : K) as the index of the global model. In our exposition we shall assume W = W for simplicity and leave the details to [11, Ch. II] .
The algorithm then can evaluate resolvents as follows. For each complex embedding c : K → C, we compute the roots of c(F) to high precision. Lettingα 1 , . . . ,α d be these roots, we computẽ
We can always arrange for F(x) to be monic and integral, so that its roots are integral, and therefore R(t) ∈ O K [t]. Firstly, suppose that K = Q (so K = Q p ), then we know R(t) ∈ Z[t] and therefore assuming we have computedR(t) sufficiently precisely, then we can compute R(t) by rounding its coefficients to the nearest integer.
More generally, for each coefficient
, which is discrete, and therefore we can deduce R i by rounding (R c,i ) c to the nearest point in the lattice. This can be done using lattice basis reduction techniques such as LLL. 3.5). 3: Compute complex approximations to the roots of c(F) for each complex embedding c :
Remark 3.4. In Step 1, a Tschirnhaus transformation is any randomly selected polynomial in Z[x]. Its purpose is to ensure that R(t) is squarefree. Indeed, if R(t) is not squarefree, then there is some coincidence between its roots, and therefore some unintended structure between the roots of F . By transforming the roots, we should destroy this structure.
Such a transformation always exists [13] . In practice, it suffices to use T (x) = x initially, and thereafter to choose a random polynomial of small degree and coefficients, increasing the degree and coefficient bound at each iteration.
Remark 3.5. It is important in Step 2 that we choose a complex floating point precision k such that the rounding step produces the correct answer. We do this as follows.
First, we find an upper bound on the absolute valuations of the roots of c(F) for each complex embedding c. In principle this could be done by analyzing the polynomials which define the global model and bounding their roots in terms of the coefficients, but in our current implementation we instead compute the complex roots to some default precision (30 decimal digits) and take the size of the largest root as our bound. It is possible although unlikely that the latter approach introduces enough precision error that this bound is incorrect, and hence this part of the implementation does not yield proven results.
Using this upper bound, we can follow through the computation ofR c to get upper bounds on its coefficients. By increasing the bounds by a small fraction at each computation, we can absorb the effect of any complex precision error. We then select a precision so that the absolute errors on the coefficientsR c,i are less than half the shortest distance between two elements of the Minkowski lattice. We then add a generous margin to the precision (say 20 decimal digits) so that we can check in the code that we are in fact very close (say within 10 decimal digits) of an integer point.
Remark 3.6. The choice to approximate the roots of F in the complex field C is somewhat arbitrary. We could instead pick a prime such that F has a small splitting field over Q and approximate the roots -adically. Making such a change usually improves the reliablility and precision requirements. The theory of the Minkowski lattice carries over into this setting.
Global model algorithms
Given a polynomial F (x) ∈ K[x] and a global model i : 
Symmetric
Given irreducible F (x) ∈ K[x], this finds a polynomial F(x) ∈ K[x] sufficiently close to F (x) that they have the same splitting field over K. Generically we expect that Gal(F/K) = S d , since we are not imposing any further restriction of F, and therefore the corresponding overgroup is taken to be
To find such a polynomial, we pick some precision parameter k ∈ N. We take some polynomial F(x) ∈ K[x] such that i(F(x)) − F (x) has coefficients of valuation at least k, and then we check that F is a global model. If not, we increase k. By keeping k small, we limit the size of the coefficients of F, which in turn limits the precision required in the complex arithmetic later.
Factors
This factorizes F (x) = k F k (x) into irreducible factors over K, produces a global model F k (x) for each factor, and then the global model is F(x) = k F k (x). The overgroup is the direct product W = k W k of overgroups for each factor.
A parameter determines how to compute a global model for each factor.
RamTower
Assuming F (x) is irreducible and defines an extension L/K, this finds the ramification
it produces a global model extending the global model of the segment below it. Then the global model is the final model in this iteration. The overgroup is the wreath product W = W t · · · W 1 of overgroups of each segment.
A parameter determines how to compute a global model for each segment.
RootOfUnity
Assuming the splitting field L of F over K is unramified, and therefore generated by a primitive nth root of unity ζ, we define the global model to be L = K(ζ).
We naturally identify W = Gal(L/K) with a subgroup of (Z/nZ) × , identifying i mod n with ζ → ζ i . The subgroup W = q ≤ W is the decomposition group, i.e. Gal(L/K). If W = W then this is our overgroup (otherwise W is an overgroup for a model of higher index [11, Ch. II, §4.5]).
By default, we use n = q d − 1. A parameter can change this to use the smallest divisor of q d − 1 not dividing q c − 1 for any c < d.
Another parameter controls whether to search for a complement to W -i.e. a subgroup H ≤ W such that H ∩ W = 1 -of smallest index possible, and then replace L by the fixed field of H. By design, this still has a completion to L, but is of smaller degree. If H, W = W then H is a perfect complement and W = W/H is our overgroup (otherwise W/H is an overgroup for a model of higher index).
Remark 4.2. The complement option usually finds a perfect complement. For example, suppose K = Q and K = Q p , p ≤ 7 and d ≤ 50, then there is a perfect complement unless: p = 2 and 8 | d; or p = 3 and d = 9; or p = 7 and d ∈ {5, 8}.
Remark 4.3. The Grunwald-Wang theorem of class field theory [1, Ch. X, §2] implies that if K is a completion K p , and L/K is cyclic, degree d, then there is L/K cyclic of degree d which completes to L. There is an exception at primes p | 2 and degrees 8 | d, for which (L : K) = 2d is sometimes necessary.
RootOfUniformizer
Assuming F is irreducible of degree d over K and defines a totally tamely ramified extension L/K, then L = K( d √ π) for some uniformizer π ∈ K. Taking a sufficiently precise approximation to π, we may assume that π ∈ K, and we define the global model to be L = K( d √ π). The embedding K → K extends uniquely to L → L.
Letting ζ be a primitive dth root of unity, then clearly K( d √ π, ζ) is the normal closure and its Galois group W (which is a function of Gal(K(ζ)/K) which may be computed explicitly) acts faithfully on the d elements
SinglyWild
Suppose F (x) ∈ K[x] defines a singly wildly ramified extension L/K of degree d = p k . That is, a totally wildly ramified extension whose ramification polygon has a single face. Suppose also p = 2 and L/K is Galois, then Gal(L/K) ∼ = C k 2 and so
By taking sufficiently precise approximations, we may further assume a i ∈ K.
Using Kummer theory, an averaging argument, and a result of Greve [15, Thm. 7.3] , this method generalizes to p = 2 and non-Galois L/K [11, Ch. II, §4.7]. This has not yet been implemented.
Select
This selects between several different global model algorithms, depending on F . For example, we can select between RootOfUnity, RootOfUniformizer or SinglyWild depending on whether F defines an unramified, tame, or wild extension.
Group theory algorithms
The job of a group theory algorithm is to decide, given the overgroup W , which subgroups U ≤ W to form resolvents from, and to use those resolvents to deduce the Galois group G ≤ W .
We recommend now reading the definition of statistic at the start of Section 6. A statistic is our means of comparing groups with resolvents.
All
This algorithm proceeds by writing down all possible Galois groups G (up to W -conjugacy), and then eliminating possibilities until only one remains.
There are two parameters, a statistic algorithm s (Section 6) which determines which properties of the Galois groups G and resolvents R to compare, and a subgroup choice algorithm (Section 7) which determines how we choose a subgroup U .
The subgroup choice algorithm is used to choose a subgroup U . Then, given a resolvent R, we compute the statistic s(R) and see for which G in the list of possible Galois groups this equals s(q(G)) where q is the coset action of W on W/U . We eliminate the G for which the statistics differ. We are done when only one G remains.
Remark 5.1. The parameters must be chosen correctly to ensure that the algorithm terminates, otherwise it is possible that the subgroup choice algorithm cannot find a useful subgroup for the given statistic. Lemma 5.2 below implies the algorithm terminates for the HasRoot statistic (or any more precise statistic such as FactorDegrees) and any subgroup choice algorithm which considers all groups. 
Maximal
This algorithm avoids the need to enumerate all possible Galois groups. We start at the top of the directed acyclic graph of subgroups of W and work our way down, at each stage either proving that a current group under consideration is not the Galois group, and so moving on to its maximal subgroups, or proving that the Galois group is not a subgroup of some of the maximal subgroups of a group under consideration.
Specifically, at all times we have a set P of subgroups of W such that we know that the Galois group is contained in at least one of them. We call this the pool. Initially we have P = {W }. If for some resolvent R and P ∈ P we find that their statistics do not agree, i.e. s(R) ∼ s(q(P )), then we record that G = P . We also test if the statistic is consistent with the Galois group being a subgroup of P . If this latter test fails, i.e. s(R) s(q(P )), then we remove P from the pool. We also perform the same tests on all maximal subgroups Q < P ∈ P.
Having processed a resolvent in this way, we may decide to modify P further. For example, as soon as there is some P ∈ P such that the Galois group is not P , replace P by its maximal subgroups. Or instead, when all P ∈ P are known not to be the Galois group, replace the whole pool by the set of maximal subgroups of its elements. This behaviour is parameterised.
We have determined the Galois group when P contains one group, and we have deduced that the Galois group is not contained in any of its maximal subgroups.
The question remains of which subgroups U ≤ W are useful in the sense that a resolvent formed from U will provide information. Unlike the All algorithm, it is not possible to determine for certain if a given group U will allow us to make progress or not. There is a necessary condition, but this does not guarantee progress, and there is a sufficient condition, but it is not guaranteed there there exists a group with this condition. We parameterise this choice, but in the next section give an improved method without this issue.
Maximal2
Note that a shortcoming of the Maximal algorithm is that it is not always possible to tell if a subgroup U ≤ W will provide any information, and so its behaviour is more heuristic than principled. Another problem is that it only ever rules groups out of consideration which cannot contain the Galois group, and therefore all groups P with G ≤ P ≤ W will be considered in the pool P at some point; if there are many such groups, this can get inefficient. The Maximal2 algorithm avoids both of these problems by positively identifying groups which do contain the Galois group.
As before, we have a pool P of subgroups, at least one of which contains the Galois group. Suppose there is a group U ≤ W such that s(q(P )) ∼ s(q(Q)) for some P ∈ P and maximal Q < P (such a group is useful) and we form the corresponding resolvent R. There are two possibilities.
If s(R) ∼ s(q(P )) then s(q(Q)) ≺ s(R), so s(R) s(q(Q)), so G ≤ Q, and so we can rule Q out of consideration.
Otherwise s(R) ∼ s(q(P )) and so G = P . In the Maximal algorithm at this point we would do something like replace P in the pool by its maximal subgroups. Instead, we find the set X of subgroups Q < q(P ) which are maximal among those such that s(Q ) ∼ s(R); we refer to these as the maximal preimages in q(P ) of s(R). Then we let X = {P ∩ q −1 (Q ) : Q ∈ X }. By construction, if G ≤ P then G ≤ Q for some Q ∈ X and so we can replace P in the pool by X. Typically X is much smaller than the number of maximal subgroups of P .
Suppose now that we have eliminated all maximal subgroups of all P ∈ P from consideration. Then we know that G = P for some P ∈ P. We are now in the scenario of the All algorithm, and so can now eliminate groups from the pool by finding U ≤ W such that s(q(P 1 )) ∼ s(q(P 2 )) for some P 1 , P 2 ∈ P. Such a U is also said to be useful.
We have deduced the Galois group when the pool contains a single group, and we have ruled all of its maximal subgroups out of consideration.
We can use any statistic which has an equivalence relation (as required for All) and a partial ordering (as required for Maximal) and an algorithm for computing maximal preimages. For the latter, in general we have a "naive" algorithm, which simply works down the subgroups of P until ones with the correct statistic are found. However, only using the naive algorithm would not provide an improvement over Maximal. The real efficiency gain comes from the existence of more efficient algorithms for particular statistics, in particular HasRoot (Section 6.1) and FactorDegrees (Section 6.5).
Sequence
This takes as parameters a sequence of group theory algorithms. Each one is used in turn until either the Galois group is deduced or the subgroup choice algorithm runs out of subgroups to try.
If the same algorithm appears consecutively with different parameters, then the state of the algorithm (such as the pool of possible Galois groups) is maintained so that information is not lost.
This allows us, for example, to first use a cheap statistic on a limited number of subgroups -aiming to deduce easy Galois groups quicklybefore trying a more expensive statistic.
Statistic algorithms
A statistic algorithm is a means of comparing the Galois group of a polynomial with a permutation group. Specifically it is a function which takes as input a permutation group or a polynomial and outputs some value. There must be an equivalence relation on these values, which we denote ∼. A statistic function s must satisfy the following property: s(R) ∼ s(Gal(R)) for all polynomials R. For most statistics, ∼ is equality.
Using this, if we are given a polynomial R(x) (such as a resolvent) and a permutation group G and we find that s(R) ∼ s(G), then we know that Gal(R) = G. This is the basis of the All (Section 5.1) group theory algorithm.
Optionally, statistics can also support a partial ordering, denoted , which must respect the partial ordering due to subgroups. Specifically, the following must hold: for all groups G, H, if H ≤ G then s(H) s(G). Statistics supporting this operation may be used in the Maximal (Section 5.2) and Maximal2 (Section 5.3) group theory algorithms.
Optionally, ordered statistics can also provide a specialised algorithm to compute maximal preimages, as defined in Section 5.3.
HasRoot
s(G) is true if it has a fixed point, and otherwise is false. Correspondingly, s(R) is true if it has a root (in its base field K).
If H ≤ G and G has a fixed point, then so does H,
The maximal subgroups with a fixed point are point stabilizers. Two point stabilizers are conjugate if they stabilize a point in the same orbit, and so we deduce the following algorithm to compute maximal preimages. If H ≤ G then H has at least as many fixed points as G, so in this case is the usual ≤ on integers.
Factors
This takes a parameter, which is another statistic s . Then s(G) is the multiset {s (G )} where G runs over the images of G acting on each of its orbits (so the degree of G is the size of the corresponding orbit). Correspondingly, s(R) is the multiset {s (R )} where R runs over the irreducible factors of R.
Degree
s(G) is the degree of the permutation group G and s(R) is the degree of R.
If H ≤ G, then they are permutation groups of equal degree, so v 1 v 2 is v 1 = v 2 . This is equivalent to Factors with the Degree parameter, but is more efficient because it does not require the explicit computation of the orbit images of G on its orbits.
FactorDegrees
Additionally, it supports ordering as follows: we know that if H ≤ G then the orbits of H form a refinement of the orbits of G; that is, the orbits of G are unions of orbits of H. Hence, given two multisets v 1 and v 2 of orbits sizes, we check combinatorially if one is a refinement of the other.
We provide an algorithm to compute maximal preimages of this statistic. First, in case the group G is intransitive, we embed G into a direct product D and find maximal preimages there. For each preimage H, and d ∈ D we see if any H d ∩ G is a preimage. Observing that if n ∈ N D (H) and g ∈ G then H ndg ∩ G = (H d ∩ G) g , it suffices to only consider coset representatives of N D (H)\D/G. Algorithm 6.2 (Maximal preimages: FactorDegrees). Given a group G of degree d and a multiset v of integers such that v = d, returns all maximal preimages of v in G up to conjugacy.
if H has orbits of sizes v then 7: S ← S ∪ {H } 8: end if 9: end for 10: end for 11: return S To find maximal preimages in direct products, we first find all the ways in which v may be written as a union, with each component corresponding to a direct factor. Then by Lemma 7.3, the maximal preimages in D are direct products of the maximal preimages in each (transitive) factor. for i = 1, . . . , r do 4: S i ← maximal preimages of v i in G i (Algorithm 6.4)
5:
end for 6: for (H 1 , . . . , H r ) ∈ i S i do 7:
end for 9: end for 10: return S To find maximal preimages in transitive groups, we embed G into a wreath product W , and solve the problem there. As with Algorithm 6.2, a loop over coset representatives lifts these to all preimages in G. Algorithm 6.4 (Maximal preimages: FactorDegrees: Transitive). Given a transitive group G and v as above, returns all maximal preimages of v in G up to conjugacy.
for maximal preimages H of v in W (Algorithm 6.6) do 4: for double coset representatives w of N W (H)\W/G do 5: H ← H w ∩ G 6: if H has orbits of sizes v then 7: S ← S ∪ {H } 8: end if 9: end for 10: end for 11: return S Remark 6.5. Sometimes, if the wreath product W is very large compared to G, the number of double cosets to check makes Algorithm 6.4 infeasible. In this case, we use the naive algorithm instead.
For wreath products, we work recursively so that we only need to consider a single wreath product A B. By Lemma 7.5, the maximal preimages correspond to choosing a partition X for B, and for each X ∈ X a partition Y X for A, with v = {|X| |Y | : Y ∈ Y X , X ∈ X }. We can think of v as the areas of a d × e rectangle which has a series of vertical cuts (corresponding to the sizes of X ), and each piece (X) having a further series of horizontal cuts (corresponding to the sizes of Y X ). We call this a "rectangle division" (see Figure 1 ). For each such division, we find all possible corresponding partitions of A and B, and take all combinations to construct the partitions for A B. Algorithm 6.6. Given a wreath product G = W r . . . W 1 and v as above, returns all maximal preimages of v in G up to conjugacy. for i do 10: S A,i ← maximal preimages of {h i,j : j} in A (recursively) 11: end for 12: for H B ∈ S B do 13: X ← Orbits(H B ) 14: for bijections m : X → {i} so that |X| = w m(X) do 15: for (H A,1 , . . .) ∈ i S A,i do 16: H ← x H A,m(X (x)) H B
17:
S ← S ∪ {H} 18: end for 19: end for 20: end for 21: end for 22: return S
We use the naive algorithm to find the maximal preimages of transitive and primitive groups. Since we are mainly dealing with groups close to pgroups, we expect that they have plenty of block structure and therefore the factors in any such wreath product are small enough to use the naive algorithm. The test for ordering uses the following lemma, which says that as the Galois group gets smaller, the automorphism group gets larger. Hence v 1 v 2 is defined as follows: v 1 must have degree at least the degree of v 2 , and v 2 must be conjugate to a subgroup of v 1 . is the group of elements of G which permute the fixed points of S := Stab G (x).
NumAuts
.7, if H ≤ G then s(G) | s(H). Hence v 1 v 2 is v 2 | v 1 .
AutGroup
Since G is transitive, for each y ∈ Fix(S) there exists n ∈ G such that n(x) = y, and hence n ∈ N . We deduce that N acts transitively on Fix(S), and in particular the orbit-stabilizer theorem implies that |A| = (N : S) = |Fix(S)| .
Similarly, since G is also transitive then N ∩ G = Stab G Fix(S) acts transitively on Fix(S), and so the orbit-stabilizer theorem implies
but noting that the stabilizer is actually S then we deduce (N ∩ G : S ) = (N : S).
The isomorphism theorems imply
but noting that S = S ∩ G then the previous paragraph implies that we have equality, and hence naturally
Finally, note that
Tup
This statistic takes as a parameter a tuple (s 1 , . . . , s k ) of statistic algorithms. Then s(G) = (s 1 (G), . . . , s k (G)) and similarly for s(R). Also v 1 ∼ v 2 iff v 1,i ∼ v 2,i for all i, and similarly for .
Subgroup choice algorithms
A subgroup choice algorithm decides, given the current state of a group theory algorithm (Section 5) for the resolvent method, which subgroup U ≤ W to form a resolvent from next. Currently we use one method Tranche which generates a sequence U 1 , U 2 , . . . of sets of subgroups of W one at a time, which we call tranches. Given the current tranche, U , we inspect each element U in turn to test if it is useful by some measure (see Remark 7.1). If so, we use one such U . If there is no such U , we declare the tranche useless and move on to the next one.
The idea is that we avoid enumerating all possible subgroups U ≤ W , and only generate them until we find a useful one.
Remark 7.1 (On usefulness). In the All group theory algorithm, we have a pool P of all possible Galois groups, and therefore we know all of the possible outcomes of using the group U to form a resolvent: i.e. the resolvent has one of the Galois groups {q(P ) : P ∈ P} and so we measure the statistic values S = {s(q(G)) : P ∈ P}. If S contains multiple elements, then U is useful because we will certainly cut down the list P. Usefulness for Maximal and Maximal2 is defined in Sections 5.2 and 5.3.
The rest of this section describes some possible methods for producing tranches.
All
Produces a single tranche containing all subgroups of W .
Index
For each divisor n | |W |, produces a tranche containing all the subgroups of W of index n.
There are algorithms to produce the subgroups of a group with a given index. For example, the Subgroups intrinsic in Magma has a IndexEqual parameter for this purpose.
OrbitIndex
and is denoted (W : U ) orb . The remaining orbit index of U in W is (W : U )/(W : U ) orb = (U : U ). If X is a partition of {1, . . . , d}, then it is a subgroup partition for W if there exists U ≤ W such that X = Orbits(U ). The index (W : X ) of a subgroup partition X is (W : Stab W (X )).
For each divisor n | |W | and r | n, produces a tranche containing all the subgroups of W of index n and of remaining orbit index r.
We find empirically that restricting to small r, such as val p (r) ≤ 1, typically results in an algorithm which still terminates, and does so more quickly because it generates many fewer groups.
To produce the tranche corresponding to a given (n, r), we compute the subgroup partitions X of {1, . . . , d} such that (W : Stab W (X )) = m := n r , and then compute the subgroups of Stab W (X ) of index r. To efficiently compute the subgroup partitions of W of a given index, we use the special form of W . If W is a wreath product, direct product, or symmetric group, then we can use the algorithms in the rest of this section to reduce the problem to computing subgroup partitions of smaller groups. For these smaller groups, we compute the subgroup partitions by explicitly enumerating all the subgroups. 1, . . . , k (each symmetric group acting on a disjoint set) and W = W 1 × · · · × W k . If X i is a partition for W i of orbit index m i then i X i is a partition for W of orbit index i m i . Every partition for W is of this form.
and the result follows. Take any U ≤ W , and consider its projections U i to W i , and let X i = Orbits(U i ), then clearly X = i X i . S ← S ∪ {X 1 ∪ X 2 : X 1 ∈ S 1 , X 2 ∈ S 2 } 9: end for 10: return S Lemma 7.5 (Partitions of wreath products). Suppose A, B are permutation groups, let X be a subgroup partition for B, and for each X ∈ X let Y X be a subgroup partition for A. This implies the group operation is (a 1 , . . . , a e , b )(a 1 , . . . , a e , b) = (a b1 a 1 , . . . , a bd a d , b b) .
Suppose Z is defined as above, and take any (x, y),
which is possible since Stab B (X ) acts transitively on X by definition of a subgroup partition. Choose a x ∈ Stab A (Y X ) such that a x (y) = y , and choose all other a x ∈ Stab A (Y X ) for x ∈ X arbitrarily (e.g. the identity). Defining g = (a 1 , . . . , a e , b) then g(x, y) = (bx, a x y) = (x , y ) and by construction g ∈ Stab W (Z). We conclude that Stab W (Z) acts transitively on each element of Z, and so Z is a subgroup partition of W as claimed.
Expressing A B as a semidirect product A e B, then Stab W (Z) is the subgroup
Suppose G ≤ W . We want to show that a conjugate of G has orbits of the form Z. Letting π : A B → B be the natural projection (a 1 , . . . , a e , b) → b, let X = Orbits(π(G)), which is a subgroup partition of B. For each X ∈ X , fix a representative x X ∈ X, and for each x ∈ X, fix some g x =  (a x,1 , . . . , a x,e , b x ) ∈ G such that π(g x )(x X ) = x. Defineâ x = a x,x X and g = (â 1 , . . . ,â e , id) ∈ W then by construction
Define Y X such that {x X }×Y is an orbit of S X := Stab G ({x X }×{1, . . . , d}) for each Y ∈ Y X . We claim that
Note that if gĝ(x, y) = (x , y ) then π(gĝ)(x) = π(g)(x) = x and so X (x) = X (x ) = X say. For any (x, y), (x , y ) with x, x ∈ X ∈ X , then there exists g ∈ G such that gĝ(x, y) = (x , y ) iff there is g such that (g −1
x gg x )g −1 xĝ (x, y) = g −1 x ĝ(x , y ), i.e. such that (g −1 x gg x )(x X , y) = (x X , y ). This occurs iff there is g ∈ S X such that g(x X , y) = (x X , y ), which occurs iff Y(y) = Y(y ) = Y say, in which case (x, y), (x , y ) ∈ X × Y . This proves the claim. for all X ∈ S do 5: for all factorizations of m m of the form X∈X m |X| X do 6: for all X ∈ X do 7: S X ← partitions for A of index m X 8: end for 9: for all (Y X ) X ∈ X S X do 10: include
end for 12: end for 13: end for 14: end for 15: return S Remark 7.7. The preceding algorithm may produce multiple representatives per conjugacy class. With a little more care, we can return just one as follows.
Having chosen X , we partition it into B-conjugacy classes X i = {X i,j }. Then we consider all factorizations of m/m of the form X i m
Hence we have a factorization of m/m of the form X∈X m |X| X as above.
Note that this includes all factorizations of this form exactly once up to reordering conjugate blocks X ∈ X .
For such a factorization, we partition X i further into classes X i,j = {X i,j,k } such that m i,j := m X i,j,k is constant within a class. Similar to before, we let S i,j = {Y i,j, } be all partitions for A of index m i,j , and consider all (Y i,j, k ) i,j,k ∈ i,j,k S i,j with 1 ≤ 2 ≤ . . .. Note that this includes all (Y X ) X ∈ X S X as above precisely once up to reordering conjugate blocks X ∈ X .
Letting 
end if 10: end for 11: return S
Implementation and results
These algorithms have been implemented [10] for the Magma computer algebra system [6] . Our main GaloisGroup routine takes two arguments: a polynomial over a p-adic field, and a string describing the parameterization of the algorithm to use.
Our algorithm is by design highly modular, with each piece of the parameterization as independent as possible from the rest. This means that if one has a new algorithm for evaluating resolvents for instance, one simply needs to implement this algorithm satisfying a particular interface, and then add a line of code to the parameterization parser.
The main omission from our implementation is that the SinglyWild global model algorithm is not available in full generality, which means that for wild extensions our global model will usually use symmetric groups. Over Q 2 with a 2 × . . . × 2 ramification filtration this is not a problem, but for coarser filtrations, S 8 is much larger than C 3 2 for example, and S 7 is much larger than C 7 , and so our global models are far from optimal. A special case of SinglyWild has been implemented and is discussed specifically in Section 8.9.
All experiments reported on in this section were performed on a 2.7GHz Intel Xeon. Any timings are given in core-seconds. Tables of Galois groups have been produced from all runs in this section and are available from the implementation website [10] .
Unless otherwise stated, all experiments use the "exact" p-adic polynomial type made available by the ExactpAdics package [7] . This uses infinite-precision arithmetic and its routines are designed to give provably correct results (modulo coding errors) and hence our algorithm also yields provably correct results except for Remark 3.5.
See [11, Ch. II, §13] for a more detailed account.
Some particular parameterizations
Six parameterizations we will consider are named A0, B0, A1, B1, A2 and B2. These parameterizations all try three algorithms in turn: Tame (Section 2.2), SinglyRamified (Section 2.3) and ResolventMethod (Section 2.4). The resolvent method evaluates resolvents using a global model which first factorizes the polynomial, then finds the ramification tower of the field defined by each factor, then finds a global model for each segment of the tower. For the A parameterizations, this global model is Symmetric. For the B parameterizations, we use the RootOfUnity, RootOfUniformizer or Symmetric global model, depending on whether the segment is unramified, tame or wild.
The number part of the parameterization name controls the group theory part of the algorithm. For A0 and B0, we enumerate All possible Galois groups, then eliminate candidates based on the FactorDegrees statistic for resolvents of all subgroups. For A1 and B1, we do the same except using the OrbitIndex method to only generate resolvents for subgroups whose remaining orbit index r satisfies v p (r) ≤ 1. For A2 and B2, instead of enumerating all possible Galois groups, we work down the graph of possibilities using Maximal2.
We shall also consider the parameterization 00, which is the same as A0, but which uses a Symmetric global model for each factor and the RootsMaximal group theory algorithm [ The local fields database (LFDB) [16] tabulates data about all extensions of degree up to 12 over Q p for all p including a defining polynomial, residue and ramification degrees, Galois and inertia groups, and the Galois slope content which summarizes the ramification polygon of the Galois closure.
We have run our algorithm with the eight paramaterizations Naive, 00 and A0 to B2 on all defining polynomials from the LFDB of degrees 2 to 12 over Q 2 , Q 3 and Q 5 . We also ran with the parameterization A0 but using Magma's default inexact polynomial representation, which does not guarantee correctness, which we denote A0*. In all cases, the Galois group agrees with that reported in the LFDB.
The mean run times of these are given in Tables 1, 2 and 3 . In each case, the times within 10% of the smallest are shown in bold. Counts marked with an asterisk (*) represent a random sample of all possibilities. Times marked with a numeric superscript mean that the algorithm failed to find the Galois group for this many polynomials; these are not included in the mean. A dash (-) means the corresponding algorithm was not tried. A cross (×) means the corresponding runs were prohibitively slow. Times preceded by ≈ are the mean of a small number of runs, the rest being prohibitively slow. This notation is reused in subsequent tables.
Over Q 2 , we have also run the algorithm on a selection of reducible polynomials whose irreducible factors have a given set of degrees. For ex- 
Mean run times are given in Table 1 , where for example degree "2 + 2 = 4" means products of quadratics.
Observe that A0* is generally faster than A0, suggesting there is some overhead due to using exact arithmetic. However, this overhead is around a factor of two in the worst case and usually less, so not too significant.
There is little variation in timings between the six parameterizations A0 to B2. This suggests that for small degrees, there is little overhead in writing down all possible Galois groups G ≤ W , or in enumerating all subgroups of W of a given index.
Unsurprisingly, the run time increases in both the degree d and in v p (d), the latter being the number of wild ramification breaks possible.
Not displayed in the table is that the variance in these run times is low. In particular, the maximum run time is always within a factor of 3 of the mean, and is usually less.
For small degrees, the simple parameterization 00 is comparable to the other parameterizations. However it quickly becomes infeasible as the degree increases, taking for example about 50 seconds at degree 8 over Q 2 .
The same is true for the Naive algorithm. Indeed, for small degrees this is often the fastest but becomes infeasibly slow above degree about 10.
Degree 14 over Q 2
There are two types of wildly ramified extensions L/K = Q 2 of degree 14: those with e(L/K) = 2 and those with e(L/K) = 14. In the former case, L is a ramified quadratic extension of the unique unramified extension U/K of degree 7. In the latter case, L is a ramified quadratic extension of the unique (tamely) ramified extension T = K( 7 √ 2)/K of degree 7. We refer to these as Type 14u and Type 14t respectively.
Using the AllExtensions intrinsic in Magma we have generated all such extensions up to K-conjugacy, and have run our algorithm on all of these. The timings are given in Table 1 separately for the two types.
As a point of comparison, [5] uses a degree 364 resolvent relative to W = S 14 and a few other invariants to compute the same Galois groups, taking around 20 hours per polynomial whereas our algorithm takes around 2 seconds. Our results are consistent with [5, Table 3 ].
We see that for Type 14t, using a more sophisticated global model Root-OfUniformizer for T /K in the B parameterizations instead of Symmetric in the A parameterizations makes a marked improvement to the run-time. Even when we do use Symmetric, we get an improvement for using more sophisticated group theory, comparing A0, A1 and A2.
In contrast, for Type 14u using a more sophisticated global model RootOfUnity actually made the run time worse. In this case, with parameterization B0, most of the run time is spent computing complex approximations to resolvents, despite generally using fewer resolvents and using a lower complex precision. This suggests that the implementation of RootOfUnity needs to be optimized.
Degree 16 over Q 2
Recall (e.g. [19] or [8] ) that to an extension of p-adic fields, we can attach a ramification polygon, which is an invariant of the extension. By attaching further residual information such as the residual polynomials of each face of the ramification polygon, we can form a finer invariant.
Using the pAdicExtensions package [9] , which implements these invariants, we generated all possible equivalence classes of the finest such invariant, called the fine ramification polygon with residues and uniformizer residue in [8] , for totally ramified extensions of degree 16 of Q 2 .
For each class, we selected at random one Eisenstein polynomial generating a field with this invariant, giving us a sample of 447 polynomials.
We divide these polynomials into three types. Writing L = L t / . . . /L 0 = K = Q 2 for the ramification filtration of the field they generate, then Type 16a polynomials have (L i : L i−1 ) = 2 for all i (and hence t = 4), Type 16b polynomials are those remaining with (L i : L i−1 ) | 4 for all i, and Type 16c are the rest (so (L i : L i−1 ) = 8 or 16 for some i). There are 64, 253 and 130 polynomials of each type respectively.
In total, there are 4,008,960 degree 16 extensions of Q 2 insideQ 2 of Type 16a, 1,857,120 of Type 16b and 155,024 of Type 16c [22] .
Per an earlier remark, we do not have SinglyWild global models fully implemented and so use the less efficient Symmetric instead. We expect run times for Types 16b and 16c to be worse than Type 16a, since the former will work relative to groups like W = S 4 S 4 or S 2 S 8 which are larger than W = S 2 S 2 S 2 S 2 of the latter. We expect that with SinglyWild fully implemented, the overgroup for Types 16b or 16c will be smaller not larger than for Type 16a, and that Types 16b and 16c will therefore actually become the easier classes. See Section 8.9 for some evidence supporting this claim.
Our algorithm has been run on these polynomials with the 6 parameterizations A0 to B2. Table 4 summarizes the results, with the polynomials grouped by type. Mean timings are also given in Table 1 for comparison. Some of these runs failed to find the Galois group, because the parameterization ran out of resolvents to try; the number of failures is given in the table. The timings only include successful runs. To give an idea of the variance in run time, we report the median and maximum time as well as the mean.
The run times are significantly higher at degree 16 than lower degrees, and there are now pronounced differences between the parameterizations, with A0 and B0 being the slowest and numbered A2 and B2 being the fastest.
As predicted, Type 16a polynomials are the fastest. For this type, the median is usually close to the mean and the maximum is not much larger, indicating this is a low-variance regime. Elsewhere, the median is smaller and the maximum is a lot higher, so the variance is greater.
Degree 18 over Q 2
Using the pAdicExtensions package [9] , we have generated all ramification polygons of totally ramified extensions L/Q 2 of degree 18. These have vertices of the form (1, J), (2, 0), (18, 0) where the discriminant valuation is 18 + J − 1. Note that these extensions are of the form L/T /Q 2 where T /Q 2 is the unique tame extension of degree 9 and L/T is quadratic. For each polygon, we have generated a set of polynomials generating all extensions with this ramification polygon, and run our algorithm on them all with parameterizations A0 to B2. There are 2046 polynomials in total.
Mean timings are given in Table 1 . Note that the B parameterizations are far quicker than A as a result of using the RootOfUniformizer global model instead of Symmetric for T /Q 2 . In Table 5 we give the number of polynomials for each ramification polygon (parameterized by J) and the count of the T-numbers of their Galois groups.
Noting that L/T is Galois and T /Q 2 has only the trivial automorphism, then Aut(L/Q 2 ) ∼ = C 2 and so each L/Q 2 has 9 conjugates insideQ 2 . The number of polynomials generated times 9 is equal to the number of extensions of degree 18 inQ 2 , from which we deduce we have exactly one polynomial per isomorphism class.
Degree 20 over Q 2
As in Section 8.5, we have generated all ramification polygons of totally ramified extensions L/Q 2 of degree 20. For each we have produced a set of generating polynomials, 511,318 in total.
We have computed the Galois groups of all of these polynomials F (x), which required several parameterizations of our algorithm to cover all cases. This also occasionally required computing Gal(F/K) where K = Q 2 ( 3 √ 2, ζ 3 ), for which we can compute a more efficient global model than F/Q 2 , at the expense of some more group theory computation.
By [18, Theorem 1] there are 259,968 isomorphism classes of such extensions L/Q 2 so we have over-counted by a factor of about 2.
Average timings are given in Table 1 and counts of Galois groups are given in Table 6 .
Degree 22 over Q 2
As in Section 8.5, we have generated all ramification polygons of totally ramified extensions L/Q 2 of degree 22, these have vertices of the form (1, J), (2, 0), (22, 0) , and for each we have produced a set of generating polynomials. Again, we have precisely one polynomial per isomorphism class, 8190 in total.
Timings with parameterizations B0 to B2 are given in Table 1 and counts of Galois groups are given in Table 7 .
Degree 32 over Q 2
Our algorithm can compute some non-trivial Galois groups of order 32. For example, consider F (x) = x 16 + 32x + 2 which is Eisenstein with Galois group 16T1638 of index 8 = 2 3 in C 4 2 . Using A2, we find the Galois group of F (x 2 ) is 32T2583443 of index 2 10 in C 5 2 . This took about 125 seconds, which breaks down as follows. Here, "start resolvent algorithm" includes initially factorizing the polynomial, finding the extensions defined by the factors, finding their ramification filtrations, and computing a corresponding global model. "Choose subgroup" means time spent by the subgroup choice algorithm choosing a subgroup U ≤ W from which to form a resolvent. "Compute resolvent" is the time spent computing a resolvent R(x) given an invariant for the subgroup U . "Process resolvent" is the time spent by the group theory algorithm deducing information about the Galois group from a resolvent, and so in particular includes finding the degrees of the factors of the resolvent and computing maximal preimages. "Other" is everything else, including intializing the group theory algorithm and computing invariants.
This used 104 resolvents in total: 82 of degree 2, 9 of degree 4, 7 of degree 8, 2 of degree 16 and 4 of degree 32. The maximum complex precision used was 4056 decimal digits.
The run time is dominated by time spent choosing subgroups U ≤ W , suggesting that this should be the focus for future improvement. The next most dominant part is time spent starting the resolvent algorithm, but this part is essentially independent of the Galois group. Very little time is spent actually computing resolvents, which is perhaps surprising given that this is the part spent using complex embeddings of global models.
A special case of SinglyWild
We have implemented SinglyWild in the special case p = 2 for totally wildly ramified extensions L/K which are Galois. Hence Gal(L/K) ∼ = C k 2 where (L : K) = p k .
We now define three more parameterizations C0, C1 and C2 which are the same as B0, B1 and B2 except that the Symmetric global model on the wild part is replaced by SinglyWild.
It is well-known (e.g. [21, Ch. IV, §2, Prop. 7]) that for such an extension L/K there is an injective group homomorphism Gal(L/K) → F + K , and hence Gal(L/K) is isomorphic to a subspace of F K /F p . In particular, (F K : F p ) ≥ k and so K/Q p has residue degree at least k.
Using the pAdicExtensions package [9] , we have generated defining polynomials which between them generate all extensions of the form L/U/Q 2 where U/Q 2 is unramified of some degree and L/U is singly wildly ramified and Galois of some degree.
For example when k = 2 and (U : Q 2 ) = 4, then the global model in C0 gives the overgroup W = C 2 2 C 4 of order 2 10 , which is somewhat smaller than the overgroup W = S 4 C 4 of order 2 14 · 3 4 from B0.
We have run our algorithm with the 9 parameterizations A0 to C2 on these polynomials. Mean timings are given in Table 8 .
Except at degree 8, the C parameterizations are by far the quickest.
