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Abstract
The choice of this project was motivated by the union of two passions, informa-
tion engineering and climbing, both of them completely different character.
The project has a target completely innovative and ability to reach the entire com-
munity of climbers who practise indoor climbing. This community has been incre-
asing for the last 15 years and now results a new market to be exploited.
The main objective of the project is to bring a traditional old sport to a new and
present platform as a mobile application.
This application has an intuitive interface which is easy to use and it allows
anyone with basic knowledge on how to use a smartphone rune it.
To start using the application we only need a phone with Android OS and Internet
connection (3G, 4G or WiFi).
The result of the project is an application oriented to the users of an indoor rock
climbing gym so they can check on the different available climbing routes and score
whenever they finish each of them. This score will result in a ranking of users and
it will increase competitiveness among them.
Concurrently, a light web interface for the fitness centre administrators wash sche-
duled in order for them to manage this network of sportspeople.
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Resum
L’eleccio´ d’aquest projecte va ser motivada per la unio´ de dues passions, la in-
forma`tica i l’escalada, ambdues de cara`cter completament diferent.
El projecte te´ un objectiu del tot innovador i la capacitat d’arribar a tota la comu-
nitat d’escaladors que practiquen aquest esport en sala tancada, ja que aquesta ha
anat en augment des d’els u´ltims 15 anys, creant un mercat nou i per explotar.
L’objectiu principal del projecte e´s portar un esport antic i tradicional a una
plataforma actual, com e´s una aplicacio´ mo`bil.
Aquesta aplicacio´ compta amb una interf´ıcie molt intu¨ıtiva i fa`cil d’utilitzar, i aix´ı
permet que qualsevol persona amb coneixements ba`sics en l’u´s d’un ’smartphone’
pugui fer-la servir.
Per comenc¸ar a utilitzar l’aplicacio´ nome´s e´s necessari un mo`bil amb SO Android i
connexio´ a Internet (3G, 4G o Wifi).
El resultat del projecte e´s una aplicacio´ orientada als usuaris d’un gimna`s on es
practica l’escalada que permetra` veure les diferents rutes disponibles i anotar quan
s’ha finalitzat una, generant un ra`nquing de socis i augmentant aix´ı la competitivitat
entre els escaladors.
Paral·lelament s’ha programat una lleugera interf´ıcie web pels administradors del
gimna`s capac¸ de gestionar aquesta xarxa de socis.
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En l’escalada, el cervell e´s el mu´scul me´s important - Wolfgang Gullichs
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1 Introduccio´
Es considera que l’esport de l’escalada neix l’any 1786 amb l’ascensio´ al Mont
Blanc per el Dr. Gabriel Paccard i el seu guia Jacques Balmat.
Despre´s de diversos anys d’evolucio´, als anys 50 neix el Boulder, modalitat nascuda
en els boscs de Fontainebleau (Franc¸a). L’inici del segle XXI es caracteritza per
una popularitzacio´ de l’escalada esportiva a tots els nivells socials, donant lloc,
entre altres, a l’obertura de roco`droms, instal·lacions preparades espec´ıficament per
practicar l’escalada amb l’objectiu d’evitar desplac¸ar-se a la muntanya.
Per tant, l’objectiu principal d’aquest projecte e´s aplicar les noves tecnologies a
aquest esport en auge i sense explotar des del punt de vista informa`tic.
Paral·lelament s’ha programat una lleugera interf´ıcie web pels administradors del
gimna`s capac¸ de gestionar aquesta xarxa de socis.
Es permetra` l’insercio´, eliminacio´ i modificacio´ de socis i blocs. Tots els canvis
s’aplicaran de forma automa`tica i instanta`nia en l’aplicacio´ mo`bil.
1.1 Definicio´ d’objectius
L’objectiu principal d’aquest projecte e´s crear una lliga orientada a gimnasos on
es practica l’esport de l’escalada, on cada soci pugui anotar les vies que finalitza
amb e`xit, indicant el nombre d’intents que ha necessitat. En funcio´ de la dificultat
de la via i el nombre de vegades que s’hagi provat el problema, l’escalador obtindra`
una puntuacio´ que sera` sumada al seu total.
Tambe´ es vol crear un apartat de ’favorits’ que donara` lloc a una lliga privada i
facilitara` el seguiment dels teus companys dintre de l’aplicacio´.
A me´s, es vol idear un sistema per a poder accedir als blocs mitjanc¸ant codis QR,
de tal manera que sera` possible arribar a un bloc des del llistat general o amb la
ca`mera del mo`bil.
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1.2 Motivacio´ del problema
La motivacio´ d’aquest projecte e´s la unio´ de dues passions, la informa`tica i l’es-
calada, ambdues de cara`cter completament diferent.
Com a escalador amb me´s de 10 anys d’experie`ncia he provat les diferents bran-
ques d’aquest esport, moltes com e´s el muntanyisme (trekking) o alpinisme, vies
d’escalada cla`ssica o de diversos llargs dificulten la informatitzacio´ de l’activitat,
donat que es fan en terrenys molt abruptes i amb condicions que dificulten l’u´s de
tele`fons mo`bils.
En canvi, la pra`ctica d’escalada en una sala tancada e´s un entorn ideal per a l’u´s
d’aplicacions adaptades a un ’smartphone’
Com a soci d’un dels millors roco`droms ubicats a la ciutat de Barcelona, on en-
trenen professionals d’aquest esport, he pensat crear una petita lliga inter-roco`drom
per augmentar l’esperit de competicio´ entre socis.
1.3 Estructura de la memo`ria
El segu¨ent document intentara` explicar al complet el projecte ’MyWall’. Co-
menc¸arem definint el marc de treball de l’aplicacio´ i explicant alguns conceptes
sobre escalada i tecnologia de la informacio´.
Despre´s donarem un cop d’ull al mercat actual per veure si la nostra aplicacio´ hi
te´ lloc. En acabat, parlarem de la viabilitat, tant tecnolo`gica com econo`mica, del
projecte.
Un cop vist que el treball e´s comercial i viable analitzarem el problema que volem
resoldre i explicarem com solucionar-ho des d’un punt de vista de disseny.
A continuacio´ explicarem com s’ha desenvolupat el projecte: Instal·lacio´ de l’entorn
de treball, servidor i serveis, implementacio´ de l’aplicacio´ mo`bil i finalment l’apli-
cacio´ web.
Un cop vist que` hem fet i com ho hem fet passarem a analitzar els resultats obtin-
guts, per nosaltres i per possibles clients finals.
En acabat conclourem el projecte i parlarem d’algunes millores que es podrien im-
plementar en un treball futur.
Ho veiem tot a continuacio´.
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2 Marc de treball i conceptes previs
Donat que els objectius del treball so´n els de crear una aplicacio´ per a entorns
d’escalada indoor, introduirem el marc de treball i conceptes previs relacionats amb
aquests dos mons. Comenc¸arem parlant sobre l’escalada, que` e´s i d’on ve.
2.1 Definicio´ d’escalada
L’escalada e´s l’accio´ d’ascendir per un indret dif´ıcil, de pregona verticalitat, uti-
litzant els quatre membres per progressar i consta de mu´ltiples disciplines.
A continuacio´ farem un breu repa`s del pas de l’escalada en la histo`ria.
2.1.1 Breu histo`ria de l’escalada
Es considera que l’esport de l’escalada neix l’any 1786 amb l’ascensio´ al Mont
Blanc per el Dr. Gabriel Paccard i el seu guia Jacques Balmat, a partir d’aquest
moment i amb l’evolucio´ dels materials, condicionant aquests en gran manera la
progressio´ i seguretat en les activitats, se segueix una l´ınia cap a la cerca del repte
esportiu i la dificultat donant lloc a objectius verticals e inaccessibles.
En els anys 20 es desenvolupa a`mpliament l’escalada lliure, que limita les ascen-
sions a l’u´s de peus i mans com a me`tode de progressio´. Posteriorment, als anys 50
neix el Boulder (o escalada en bloc), modalitat nascuda en els boscs de Fontaine-
bleau (Franc¸a), que consisteix en l’escalada de roques, habitualment de menys de 6
metres d’alc¸ada, sense cordes ni aparells d’escalada. L’objectiu final de les vies e´s
que l’escalador arribi al capdamunt del bloc de roca.
Me´s tard, els anys 80 porten amb ells el naixement de l’escalada esportiva, es tracta
de l’ascensio´ de parets exclusivament en lliure i utilitzant la corda com a assegu-
ranc¸a. Aquesta e´s la disciplina me´s practicada avui en dia. (veure figura 1)
L’inici del segle XXI es caracteritza per una popularitzacio´ de l’escalada espor-
tiva a tots els nivells socials, donant lloc, entre altres, a l’obertura de roco`droms,
instal·lacions preparades espec´ıficament per a practicar l’escalada amb l’objectiu
d’evitar desplac¸ar-se a la muntanya.
A continuacio´ aprofundirem en l’escalada orientada a sales d’entrenament, ordina`riament
anomenades roco`droms, donat que e´s l’escenari principal d’aquest projecte.
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Figura 1: Timmy O’Neil i Dean Potter abans del seu record de velocitat en The
Nose - El Capitan a Yosemite (2001).
2.1.2 Escalada orientada a sales d’entrenament (roco`droms)
Un roco`drom e´s una instal·lacio´ preparada espec´ıficament per practicar l’escala-
da amb l’objectiu d’evitar desplac¸ar-se a la muntanya. Esta` equipat amb preses,
assegurances i reunions, donant lloc a diferents vies d’escalada. La seva forma i
mida son lliures tot i estar condicionades per la forma de l’edifici on s’ubiqui.
Existeixen sales on es practica l’escalada esportiva, l’escalada en bloc o ambdues.
- Preses: Objectes de diferents granda`ries, formes i colors, que simulen els agarris
que es poden trobar en una paret de muntanya.
- Assegurances: Son petites plaquetes d’acer inoxidable utilitzades en la pra`ctica
d’escalada esportiva, s’han d’ancorar mitjanc¸ant un cargol de la mateixa estructura
del roco`drom. Durant l’ascensio´, l’escalador s’encordara` en aquestes plaquetes per
disminuir el factor de caiguda i evitar tocar el terra.
- Reunions: Les vies d’escalada esportiva solen disposar d’una asseguranc¸a al final
del recorregut, formada normalment per una anella i un mosqueto´ d’acer soldat amb
tancament de filferro.
- Via: Conjunt de preses que formen un recorregut i, en el cas de l’escalada
esportiva, finalitza en una reunio´. (veure figura 2)
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Figura 2: Sala de boulder deudits a Barcelona
Un cop contextualitzada la tema`tica de l’aplicacio´ passarem a comentar alguns
conceptes previs de cara`cter tecnolo`gic.
2.2 Conceptes previs
Per la implementacio´ d’aquest projecte s’han utilitzat diverses tecnologies, a con-
tinuacio´ passarem a explicar les me´s espec´ıfiques.
2.2.1 Aplicacio´ WEB
En l’enginyeria de programari s’anomenen aplicacio´ web les aplicacions que els
usuaris poden emprar accedint a un servidor web a trave´s d’Internet o d’una intranet
amb un navegador. En altres paraules, e´s una aplicacio´ de programari que es codifica
en un llenguatge suportat pels navegadors web i es confia l’execucio´ al navegador.
Les aplicacions web s’han popularitzat per la senzillesa del navegador web com
a client lleuger, la facilitat per actualitzar i mantenir aplicacions sense distribuir
i instal·lar programari a milers d’usuaris potencials, poder accedir a la informa-
cio´ personal des de qualsevol dispositiu connectat a Internet i treballar sobre una
mateixa aplicacio´ diversos usuaris.
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2.2.2 Aplicacio´ mo`bil
Les APPs (aplicacions mo`bils) so´n programes que s’instal·len en un dispositiu
mo`bil i que es poden integrar a les caracter´ıstiques te`cniques del dispositiu. Propor-
cionen acce´s instantani a un contingut espec´ıfic sense haver de buscar-lo a Internet.
A me´s, es poden actualitzar per afegir noves caracter´ıstiques amb el pas del temps.
Una aplicacio´ per a dispositius mo`bils es mante´ en el tele`fon i en la tauleta
de l’usuari i e´s, per tant, ido`nia per la seva utilitzacio´ frequ¨ent i repetida. En
consequ¨e`ncia, respon a una necessitat espec´ıfica.
2.2.3 URL
L’URL (Uniform Resource Locator, localitzador uniforme de recursos) e´s una
adrec¸a formada per cara`cters alfanume`rics que indica la localitzacio´ d’un fitxer o
d’un directori a Internet i que permet accedir-hi.
2.2.4 JSON
JSON (acro`nim de JavaScript Object Notation) e´s un esta`ndard obert basat en
text dissenyat per a l’intercanvi de dades i llegible per humans. Deriva del llenguatge
script JavaScript, per representar estructures de dades simples i llistes associatives,
anomenades objectes.
El format JSON s’utilitza habitualment per a ’serialitzar’ i transmetre dades estruc-
turades en una connexio´ de xarxa. S’utilitza principalment per intercanviar dades
entre un servidor i una aplicacio´ web, essent una alternativa a l’XML.
JSON esta` constitu¨ıt per dues estructures:
- Una col·leccio´ de parelles de nom/valor.
- Una llista ordenada de valors. (veure figura 3)
Figura 3: Estructura d’un objecte JSON
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Les dades enviades entre l’aplicacio´ mo`bil i el servidor web han estat codificades
en format JSON .
2.2.5 QR
El codi QR (Quick Response) e´s un sistema per emmagatzemar informacio´ en una
matriu quadrada de punts dissenyada per ser llegida amb la ca`mera d’un tele`fon
intel·ligent o tauleta ta`ctil (entre d’altres).
La informacio´ codificada en una etiqueta QR conte´ cara`cters alfanume`rics que poden
contenir text simple, adreces web i targetes de presentacio´ en format Vcard (entre
d’altres). (veure figura 4)
Figura 4: Codi QR que codifica la URL:
http://37.59.100.31:8080/ranking/bloc/00007/
S’han utilitzat els codis QR per poder accedir mitjanc¸ant la ca`mera del tele`fon
intel·ligent a un bloc.
Fins ara hem vist la tema`tica de l’aplicacio´ i hem introdu¨ıt alguns conceptes tec-
nolo`gics per entendre una miqueta me´s aquest projecte, a continuacio´ es parlara` de
l’estudi de mercat i viabilitat, tecnolo`gica i econo`mica, que ha impulsat el projecte
’MyWall’.
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3 Estudi de mercat i viabilitat
Les aplicacions relacionades amb el mo´n de l’escalada disponibles al mercat An-
droid es poden dividir en 4 grans grups. (veure figura 5)
Figura 5: Aplicacions disponibles al mercat d’Android per a escaladors
1.- Entrenament personal: Son aplicacions orientades a l’entrenament personal;
com a norma general inclouen exercicis de preparacio´ f´ısica espec´ıfics per millorar
el rendiment de l’escalador, un comptador de repeticions i un cronometre. Ocupen
el 30% del mercat.
2.- Convertidors de grau: La dificultat d’una via d’escalada es mesura en graus,
i cada regio´ te´ la seva pro`pia notacio´, les me´s utilitzades so´n l’Americana i la
Francesa, els espanyols utilitzem aquesta u´ltima. Aquestes aplicacions funcionen
com un convertidor de moneda. Ocupen el 10% del mercat.
3.- Ressenyes: No existeix una base de dades oficial amb les vies d’escalada equi-
pades, indicant el seu grau i localitzacio´, e´s la mateixa comunitat d’escaladors qui
mante´ aquestes dades de forma dispersa i desatesa. Existeixen diferents aplicacions
amb la seva pro`pia base de dades que permet als usuaris documentar els accessos i
el nombre de vies dels diferents sectors. Ocupen el 30% del mercat.
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4.- Ra`nquings: Tot esport te´ una faceta competitiva, l’esport de l’escalada no e´s
menys i des dels u´ltims 15 anys aquesta ha anat creixent fins al punt de proposar
l’escalada com a esport ol´ımpic. Per tant no e´s d’estranyar que existeixi un mercat
d’aplicacions que permetin a l’usuari anotar les vies que finalitza amb e`xit donant
lloc a petites lligues d’escalada. Aquest grup ocupa l’altre 30% del mercat.
L’aplicacio´ ’MyWall’ forma part del 4rt grup pero` amb un cara`cter completament
innovador i una nova filosofia.
Com s’ha explicat anteriorment, des de l’inici dels temps de l’escalada, tota la
informacio´ relativa a accessos, graus i localitzacio´ de les vies ha estat mantinguda
per la mateixa comunitat d’escaladors, donant lloc a una disgregacio´ total del co-
neixement en aquest sector. Com a consequ¨e`ncia e´s molt dif´ıcil fer una lliga global
a nivell amateur, donat que e´s dif´ıcil comparar quelcom del que no es te´ una infor-
macio´ 100% certa o validada.
Amb l’objectiu d’esmenar aquest problema neix ’MyWall’. Una aplicacio´ on les
dades es troben ordenades i reglades per professionals del sector, donant lloc a una
base de dades coherent i actualitzada i, en consequ¨e`ncia, una lliga reglada i estable.
Un altre factor que ha incentivat aquest projecte e´s que no s’ha trobat cap gimna`s
on es practiqui l’esport de l’escalada amb una aplicacio´ pro`pia, pero` s´ı la necessitat
de tenir-la, donant lloc a un nou i gran mercat per explotar.
Despre´s d’estudiar el mercat d’aplicacions actual i confirmar que l’aplicacio´ que
es vol dissenyar te´ lloc i futur ha sigut necessari efectuar un estudi de viabilitat
tecnolo`gica i econo`mica per saber si e´s o no viable impulsar el projecte ’MyWall’, a
continuacio´ es comenten els resultats d’aquests estudis.
3.1 Viabilitat tecnolo`gica
La quota de mercat Android va consolidar el seu lideratge en 2014, arribant
al 83,3% de la quota de mercat, i al 84.7% en 2015 gra`cies a l’aposta d’Android
pels tele`fons intel·ligents de baix preu. Per aquest motiu s’ha decidit basar aquest
projecte en Android.
Per a que aquest projecte sigui possible e´s necessari un servidor que allotgi una
base de dades, una aplicacio´ web que ens serveixi les dades en un format que puguem
tractar des de l’aplicacio´ mo`bil i un enton de test, sigui un tele`fon mo`bil intel·ligent
amb sistema operatiu Android o un emulador (Android Studio).
Despre´s d’estudiar el mercat tecnolo`gic actual s’han trobat moltes tecnologies open-
source i d’esta`ndards oberts que podrem fer servir per a dur a terme el nostre
projecte.
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S’ha decidit utilitzar el segu¨ent programari en el costat del servidor per a servir
les dades a l’aplicacio´ mo`bil:
- Sistema operatiu: Centos 7, e´s un clon a nivell binari de la distribucio´ GNU/-
Linux Red Hat Enterprise Linux RHEL, compilat per voluntaris a partir del codi
font alliberat per Red Hat.
- Base de dades: MariaDB, e´s una branca del sistema de gestio´ de bases de dades
MySQL impulsada per la comunitat, per tal de mantenir el seu estat lliure sota la
GNU GPL.
- Aplicacio´ WEB: Django Framework, e´s un framework de desenvolupament web
de codi obert escrit en Python.
La viabilitat tecnolo`gica de l’aplicacio´ ’MyWall’ e´s possible gra`cies al conjunt
d’eines de software lliure i protocols oberts utilitzats que, entre altres coses, ofereixen
molta documentacio´ i suport als programadors. S’ha de tenir en compte tambe´ que
no e´s necessari un ’hardware’ i software’ especial per a consumir el producte.
Ara que sabem que a nivell tecnolo`gic e´s possible desenvolupar la nostra idea, es
requereix fer un estudi econo`mic, pel fet que, que una idea sigui bona no vol dir
que sigui rentable. Veiem els resultats a continuacio´.
3.2 Viabilitat econo`mica
El ’hardware’ i ’software’ indispensable per poder consumir ’MyWall’ e´s un telefon
intel·ligent amb SO Android, com hem explicat en el punt anterior. Actualment,
aquest ocupa el 84.7% del mercat. Per tant, en la majoria dels casos no e´s necessa`ria
inversio´ econo`mica per part del client o soci.
El servidor on s’allotja la base de dades i el servidor web contractat al prove¨ıdor
de hosting OVH te´ un cost de 2,4e mensuals (iva inclo`s). Es considera assumible.
El software utilitzat per dur a terme aquest projecte e´s open-source, sumant un
cost de 0e al projecte en llice`ncies.
Per tant, la viabilitat econo`mica de l’aplicacio´ ’MyWall’ e´s possible ja que e´s un
producte de baix cost i accessible al pu´blic.
Un cop tenim clar que el desenvolupament del nostre projecte e´s possible a ni-
vell te`cnic i econo`mic podem entrar en la fase d’ana`lisi de requisits i disseny. Ho
comentem a continuacio´.
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4 Ana`lisi i Disseny
En aquesta seccio´ es parlara` de que` volem fer i com ho volem fer. Comenc¸arem
parlant del problema que volem resoldre per a despre´s explicar com ho farem.
Com hem explicat anteriorment, es prete´n dissenyar i programar una aplicacio´
mo`bil per a tele`fons intel·ligents amb sistema operatiu Android orientada a sales
d’escalada ’indoor’.
Els usuaris que consumiran aquesta aplicacio´ no tenen un perfil concret, donat
que a dia d’avui en un roco`drom pots trobar des de nens de 4 anys fins a adults
de 70, tant nois com noies practicant aquest esport en la mateixa sala i intentant
resoldre els mateixos blocs.
El que aquestes persones tenen en comu´ e´s la passio´ per aquest esport i que compten
amb totes les facultats f´ısiques per a utilitzar una aplicacio´ mo`bil, per tant no e´s
necessari tenir en compte barreres d’aquest tipus durant el disseny de l’aplicacio´.
L’aplicacio´ disposa d’un llistat de socis i blocs.
El llistat d’usuaris ve ordenat per punts, on el capdavanter de la llista e´s el soci
amb la puntuacio´ me´s alta dintre del roco`drom i l’u´ltim el que te´ la me´s baixa.
Com els blocs de la sala canvien, el llistat de blocs esta` ordenat per data d’obertura,
posant sempre els deshabilitats al final.
Es disposa d’un tercer llistat, el de favorits, un soci pot crear un llistat d’usuaris
favorits donant lloc a una lliga personal, aquest llistat tambe´ es troba ordenat per
puntuacio´.
Al polsar sobre un bloc trobarem l’opcio´ de sumar-lo a la nostra puntuacio´ i un
llistat ordenat per data dels usuaris que han finalitzat aquesta via. Tambe´ disposa
de l’opcio´ de veure els comentaris d’altres competidors.
Al polsar sobre un soci podrem veure tots els blocs que ha finalitzat i la seva imatge
de perfil (en cas de tenir-ne una).
El projecte tambe´ disposara` d’una pa`gina web per a que els empleats del roco`drom
pugin gestionar els diferents usuaris i blocs. Tots els canvis que s’executin des
d’aquest portal seran accessibles des de l’aplicacio´ mo`bil al moment.
Aquesta pa`gina sera` simple pero` intu¨ıtiva, podrem escollir entre mostrar el llistat
de blocs o d’usuaris i un cop dintre de la seccio´ es podra` afegir, editar o eliminar
un objecte.
A continuacio´ comentarem els detalls de disseny de l’aplicacio´ mo`bil.
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4.1 Disseny de l’aplicacio´ mo`bil
En aquesta seccio´ parlarem del disseny de l’aplicacio´ mo`bil; anteriorment hem
explicat que` vol´ıem fer, ara direm com.
Com s’ha explicat en l’apartat anterior, l’aplicacio´ disposa d’un llistat de socis,
blocs i favorits. La idea e´s que un cop introdu¨ıdes i validades les nostres credencials
en la pantalla d’identificacio´ es mostrin els tres llistats seguint el disseny: (veure
figura 6)
Figura 6: Disseny dels 3 fragments per a l’activity principal de l’aplicacio´ ’MyWall’
El disseny del llistat de blocs s’ha pensat per a que cada fila correspongui a un
bloc i mostri la segu¨ent informacio´:
- A l’esquerra, un requadre pintat amb un color, corresponent a la dificultat del
bloc1. A continuacio´ el nom del bloc i a la dreta la puntuacio´ del bloc2.
1Colors ordenats per dificultat ascendent: rosa, groc, taronja, vermell, marro´, verd, blau, lila i
negre
2Rosa: 40, Groc: 50, Taronja: 60, Vermell: 80, Marro´: 100, Verd: 120, Blau: 160, Lila: 200,
Negre: 240
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Els blocs es poden deshabilitar des de la web d’administracio´, aix´ı quan un bloc
es retira de la pared es pot marcar en un to grisenc.
El disseny del llistat de socis s’ha pensat per a que cada fila correspongui a un
soci i mostri la segu¨ent informacio´:
- A l’esquerra, un nu´mero que indica la posicio´ del soci dintre del ra`nquing; a
continuacio´, el nom i primer cognom del soci i a la dreta la puntuacio´ total que ha
acumulat.
El llistat de favorits segueix la mateixa estructura que el de socis.
Al polsar sobre un bloc trobarem l’opcio´ de sumar aquest bloc a la nostra puntu-
acio´, un llistat ordenat per data dels usuaris que tambe´ han finalitzat aquesta via i
l’opcio´ de veure els comentaris d’altres competidors. Podem veure el disseny en el
segu¨ent gra`fic: (veure figura 7)
Figura 7: Disseny de l’activity d’un bloc on es mostren els socis que han finalitzat
aquesta via.
Al polsar el menu´ d’opcions trobem un boto´ que ens permet canviar la vista
actual a un llistat de comentaris. (veure figura 8)
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Figura 8: Disseny de l’activity d’un bloc on es mostren els comentaris.
Al polsar sobre un soci podrem veure els blocs que ha finalitzat i la seva imatge
de perfil. (veure figura 9)
Figura 9: Disseny de l’activity d’un soci.
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Un cop explicats i mostrats els dissenys de les activitats principals mostrarem el
cicle de vida de l’aplicacio´: (veure figura 10)
Figura 10: Activity Lifecyrcle de l’aplicacio´ ’MyWall’
Un cop vist el disseny de l’aplicacio´ mo`bil passarem a mostrar breument el disseny
de la pa`gina web d’administracio´.
4.2 Disseny de l’aplicacio´ web (administracio´)
La pa`gina d’administracio´ e´s el me`tode que utilitzaran els empleats del roco`drom
per gestionar els diferents usuaris i blocs; tots els canvis que s’executin des d’aquest
lloc web estaran disponibles a l’aplicacio´ mo`bil al moment.
A continuacio´, mostrarem un gra`fic de com quedara` l’aplicacio´ web. (veure figura
11)
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Figura 11: Disseny de l’aplicacio´ web d’administracio´
Un cop definides l’aplicacio´ mo`bil i la web, e´s el moment de parlar del disseny de
software del servidor que alimentara` les aplicacions. Ho veiem a continuacio´.
4.3 Disseny del software Server Side
En el segu¨ent gra`fic podem veure un petit esquema que mostra l’arquitectura
ba`sica del projecte. (veure figura 12)
Figura 12: Gra`fic amb l’arquitectura software utilitzada
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A continuacio´ s’explicara` com s’ha dissenyat, capa a capa, el servidor que alimenta
l’aplicacio´ ’MyWall’.
4.3.1 Sistema Operatiu
El sistema operatiu e´s el conjunt dels diferents programes que controlen el funci-
onament d’un servidor. Les seves funcions, entre d’altres, consisteixen en gestionar
les transfere`ncies d’informacio´ internes, procurar la comunicacio´ del servidor amb els
operadors, controlar l’execucio´ dels programes amb la deteccio´ dels errors, encade-
nar automa`ticament les feines, optimitzar els recursos (memorial, unitat aritme`tica,
etc.) i carregar i descarregar automa`ticament els programes en funcio´ de l’espai de
memo`ria i CPU.
S’ha optat per una versio´ Linux anomenada CentOS; e´s un clon a nivell binari
de la distribucio´ GNU/Linux Red Hat Enterprise Linux (RHEL), compilat per
voluntaris a partir del codi font alliberat per Red Hat.
S’ha instal·lat la versio´ 7, donat que suporta les ultimes versions del programari
utilitzat per desenvolupar aquest projecte fent que el nostre sintema sigui mes fiable
i durador.
El nostre servidor s’utilitzara` per servir una base de dades i una web. Co-
menc¸arem explicant la capa de dades.
4.3.2 Base de dades
Una base de dades e´s un conjunt estructurat de dades, organitzades segons una
estructura coherent i accessibles des d’un o me´s programes o aplicacions, de manera
que qualsevol d’aquestes dades pot e´sser extreta del conjunt i actualitzada, sense
afectar ni l’estructura del conjunt ni les altres dades. El programari especialitzat
que gestiona aquestes dades s’anomena Sistema Gestor de Bases de Dades.
Per a la realitzacio´ d’aquest projecte s’ha apostat per Maria DB, una branca del
sistema de gestio´ de bases de dades MySQL impulsada per la comunitat, per tal de
mantenir el seu estat lliure sota la GNU GPL.
Es creara` una base de dades MySQL que contindra` els esquemes de Django, dades
d’usuari i les dades que se serviran a l’aplicacio´ Android.
Un cop explicada la capa de dades passarem a explicar el servidor web.
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4.3.3 Servidor web & RESTful
Un servidor web serveix contingut esta`tic a un navegador, carrega un arxiu i
el serveix a trave´s de la xarxa al navegador d’un usuari. Aquest intercanvi e´s
intervingut pel navegador i el servidor que parlen l’un amb l’altre mitjanc¸ant HTTP.
Es poden utilitzar diverses tecnologies en el servidor per augmentar la seva
pote`ncia me´s enlla` de la seva capacitat de lliurar pa`gines HTML. En aquest cas,
s’ha utilitzat el servidor web per lliurar les dades contingudes en la base de dades
a l’aplicacio´ mo`bil utilitzant RESTful.
La Transfere`ncia de Estat Representatiu (Representational State Transfer) o
REST e´s una arquitectura de programari pensada per sistemes distribu¨ıts basats
en hiperme`dia, com ara el World Wide Web.
Un servei web REST e´s un model centrat en les dades, en qualsevol format (XML,
JSON, etc), sense les abstraccions addicionals dels protocols basats en patrons d’in-
tercanvi de missatges.
Els anomenats recursos ve´nen identificats per URIs i poden ser manipulats mit-
janc¸ant accions especificades a les capc¸aleres HTTP.
Els sistemes que segueixen els principis REST s’anomenen RESTful. (veure figura
13)
Figura 13: Request de tipus GET mitjanc¸ant RESTful Client - Servidor
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A continuacio´ es llisten els motius pels quals s’ha decidit utilitzar la tecnologia
REST per a l’intercanvi d’informacio´ entre el servidor web i l’aplicacio´ mo`bil.
- No necessita tenir un ’estat’.
- Millora el rendiment de l’aplicacio´.
- Tant el productor com el consumidor coneixen el context i el contingut a inter-
canviar.
- REST e´s molt u´til pel consum d’un servidor web en dispositius mo`bils que
disposen de menys recursos.
Donat que aquest projecte e´s un projecte de concepte, s’ha utilitzat el servidor
web de test inclo`s en Django Framework per a servir les peticions HTTP.
Amb aixo` tanquem la part d’ana`lisi del problema i disseny; pero`, abans de co-
menc¸ar amb el desenvolupament del projecte, explicarem la planificacio´ inicial per
dur a terme el projecte ’MyWall’.
4.4 Planificacio´ inicial
A continuacio´ es mostraran unes taules amb les tasques que es creuen necessa`ries
per produir el projecte ’MyWall’ i el temps que es calcula que es dedicara` a cadas-
cuna:
Tasca Temps (h) Resultat de la tasca
Viabilitat tecnolo`gica 6 Cerca i comparacio´ del
software utilitzat.
Viabilitat econo`mica 6 Resultat de preus pel desen-
volupament del projecte.
Comparativa de mercat 6 Llista de diferents estructu-
res amb el mateix objectiu
del projecte per obtenir el
millor resultat.
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- Preparacio´ de l’entorn de treball
Tasca Temps (h) Resultat de la tasca
Adaptacio´ del hardware 12 Adquisicio´ del servidor vir-
tual en el cloud (OVH). Ins-
tal·lacio´ del sistema opera-
tiu, actualitzacio´ del siste-
ma i configuracio´ per poder
accedir-hi mitjanc¸ant SSH i
HTTP .
Instal·lacio´ del software 12 Instal·lacio´ de Maria DB,
Django Framework, Djan-
go REST Framework i de-
pende`ncies.
- Ana`lisi i disseny
Tasca Temps (h) Resultat de la tasca
Ana`lisi de requeriments d’u-
suari
18H Definicio´ dels requeriments
per l’usuari final, tant de
disseny com de sistema.
Ana`lisi de tasques 18 Definicio´ de les tasques que
ha d’assolir l’aplicacio´.
Disseny de software 18 Definicio´ de l’estructura del
sistema per aconseguir el
seu propo`sit.
Prototips i avaluacions -
web
12 Resultat del disseny de l’in-
terf´ıcie de l’aplicacio´ web.
Prototips i avaluacions -
aplicacio´
18 Resultat del disseny de l’in-
terf´ıcie de l’aplicacio´ An-
droid.
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- Implementacio´
Tasca Temps (h) Resultat de la tasca
Capa de dades 25 Crear i validar models i in-
sercio´ de dades de test a la
base de dades.
Aplicacio´ web 50 Crear URLs, vistes i ’se-
rialitzar’ dades en format
JSON.
Aplicacio´ Android 100 Crear l’aplicacio´, connexio´
al servidor web i mostrar
dades.
- Validacio´ del sistema
Tasca Temps (h) Resultat de la tasca
Validacio´ server side 12 Revisar i validar serveis,
URLs i la consiste`ncia de
dades en el costat del servi-
dor.
Validacio´ client side 12 Revisar i validar l’aplicacio´,
excepcions, ’time outs’ i la
consiste`ncia de dades en el
costat del client.
- Redaccio´ de la memo`ria
Tasca Temps (h) Resultat de la tasca
Redaccio´ de la memo`ria 125 Redaccio´ de la memo`ria
Un cop revisada la planificacio´ inicial del projecte i tenint clar que` volem fer e´s
moment de desenvolupar la nostra aplicacio´. A continuacio´, expliquem com ho hem
fet.
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5 Desenvolupament
En aquest apartat s’explicaran totes les tecnologies, configuracions i codi utilitzats
per desenvolupar el projecte ’MyWall’. Cada punt te´ una refere`ncia a l’annex on
s’explica de forma detallada la implementacio´ duta a terme.
Seguint tots els punts s’obte´ el projecte sencer; s’han de seguir en ordre donat que
en molts casos existeixen depende`ncies.
5.1 Instal·lacio´ i configuracio´
A continuacio´, s’explicara` com s’ha instal·lat i configurat l’entorn de treball per
poder produir ’MyWall’.
5.1.1 Sistema Operatiu
Com hem comentat anteriorment, s’ha optat per una versio´ Linux anomenada
CentOS. E´s un clon a nivell binari de la distribucio´ GNU/Linux Red Hat Enterprise
Linux (RHEL) compilat per voluntaris a partir del codi font alliberat per Red Hat.
S’ha instal·lat la versio´ 7, donat que suporta les u´ltimes versions del programari
utilitzat per desenvolupar aquest projecte fent el nostre sistema me´s fiable i durador.
Un cop instal·lat i actualitzat el sistema operatiu sera` necessari ’securitzar-lo’
donat l’elevat nombre d’atacs que es reben a diari mitjanc¸ant forc¸a bruta sobre
aquests sistemes. Aix´ı que s’ha configurat SSH per a que no permeti que root
accedeixi al sistema directament.
Implementacio´ detallada al punt 8.1.1 del Annex, pa`gina 49
Finalitzada la instal·lacio´, actualitzacio´ i ’securitzacio´’ del sistema operatiu ja
podem comenc¸ar a instal·lar els serveis que administrara`. El primer sera` un gestor
de base de dades on allotjarem totes les dades que servira` l’aplicacio´.
5.1.2 Base de dades
Per la realitzacio´ d’aquest projecte s’ha apostat per Maria DB, una branca del
sistema de gestio´ de bases de dades MySQL impulsada per la comunitat, per tal de
mantenir el seu estat lliure sota la GNU GPL.
Implementacio´ detallada al punt 8.1.2 del Annex, pa`gina 50
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Un cop instal·lat el gestor de base de dades necessitem un sistema que ens ser-
veixi les dades en un format que pugui entendre la nostra aplicacio´ mo`bil. Per
cobrir aquesta necessitat s’ha decidit utilitzar Django Framework. Parlem d’ell a
continuacio´.
5.1.3 Django Framework
Django e´s un framework per aplicacions web basat en el llenguatge Python.
S’ha utilitzat Django Framework per intercanviar dades entre el servidor web i
l’aplicacio´ mo`bil.
Implementacio´ detallada al punt 8.1.3 del Annex, pa`gina 51
Per facilitar l’intercanvi de dades s’ha decidit utilitzar objectes JSON. El fra-
mework de Django REST facilita aquest intercanvi i ofereix eines d’autenticacio´
d’usuaris molt u´tils. A continuacio´ expliquem com configurar-lo.
5.1.4 Django REST Framework
Django REST Framework e´s una eina molt potent per desenvolupar APIs Web.
S’ha utilitzat Django REST Framework per convertir els objectes de Django en
objectes JSON abans de servir les peticions HTTP amb me`tode GET i transformar
els objectes JSON obtinguts en peticions HTTP amb me`tode PUT en objectes
Django. (veure figura 14)
Django REST tambe´ inclou un mo`dul d’autenticacio´ per a usuaris que s’utilitzara`
per a que els socis s’identifiquin a l’aplicacio´.
Implementacio´ detallada al punt 8.1.4 del Annex, pa`gina 51
Per poder servir i rebre dades de l’aplicacio´ mo`bil e´s necessari un servidor web.
5.1.5 Servidor web
Donat que el projecte ’MyWall’ e´s un projecte de concepte, s’ha utilitzat el ser-
vidor web de test que inclou Django Framework.
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Figura 14: Disseny d’una API RESTful
No es necessari configurar el servidor, nome´s cal executar la comanda segu¨ent des
de l’arrel del projecte i el servidor web quedara` escoltant peticions en el port 8080:
python manage . py runse rve r 8080
El servidor web de desenvolupament de Django e´s molt lleuger i esta` escrit
purament amb llenguatge Python. Aixo` ens permet desenvolupar funcionalitats
ra`pidament, sense tenir que configurar un servidor de produccio´ com Apache2.
Per facilitar la gestio´ del servidor de desenvolupament (stop / start) i poder
’debugar’ l’aplicacio´ amb eficie`ncia s’ha convertit la comanda anterior en un servei
mitjanc¸ant la eina systemctl nativa a Centos 7.
Systemctl e´s un sistema d’arranc i gestor de serveis que esta` reemplac¸ant al sistema
tradicional SysV a Linux.
Implementacio´ detallada al punt 8.1.5 del Annex, pa`gina 52
Un cop hem vist com instal·lar i programar l’entorn que produira` les dades que
alimentaran l’aplicacio´ mo`bil, parlarem de com implementar les diferents funciona-
litats del projecte.
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5.2 Implementacio´
En aquest apartat parlarem de com s’han implementat les diferents funcionalitats
que han donat lloc al projecte ’MyWall’. Com en l’apartat anterior, en cada punt
s’ha fet refere`ncia a l’annex on s’explica de forma detallada l’implementacio´ duta a
terme.
5.2.1 Nou projecte i aplicacio´ de Django
El pseudocodi per a crear un nou projecte i aplicacio´ a Django es el segu¨ent:
1.- Es crea un nou projecte de base.
2.- Es crea una nova base de dades i es relaciona amb el projecte creat anterior-
ment.
3.- Despre´s es crea una una nova aplicacio´ dintre del projecte.
Implementacio´ detallada al punt 8.1.6 del Annex, pa`gina 52
Un cop creada la nova aplicacio´ a Django, el segu¨ent pas es definir el model de
dades.
5.2.2 Estructura de Django
Un nou projecte de Django te´ la segu¨ent estructura:
djangoDD/
manage . py
mysite /
i n i t . py
s e t t i n g s . py
u r l s . py
wsgi . py
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A continuacio´ explicarem quin es el propo`sit de cada fitxer:
- manage.py: Aquest fitxer conte´ el conjunt de funcions Python que ens permet
administrar el nostre projecte i aplicacions de Django, com ara: sincronitzar els
models amb la base de dades, agrupar els fitxers esta`tics en el directori arrel, engegar
el servidor de test, etc.
- init .py: E´s un fitxer generat per Python per indicar que el directori que el
conte e´s un Python Package).
- settings.py: E´s el fitxer de configuracio´ del projecte.
- urls.py: E´s el fitxer on es defineixen les URIs globals, e´s a dir, no te´ a veure
amb les URL de l’aplicacio´.
- wsgi.py: Aquest fitxer permet integrar el projecte amb un servidor web.
A l’estructura base del projecte s’han d’afegir manualment els directoris media/-
profile. E´s on es desaran les imatges de perfil dels socis.
L’estructura per defecte de l’aplicacio´ e´s la segu¨ent:
ranking /
i n i t . py
admin . py
models . py
t e s t s . py
views . py
On el propo`sit de cada fitxer e´s:
- admin.py: E´s el fitxer que enllac¸a els models a l’administracio´ de Django.
- models.py: E´s el fitxer on es defineix la classe de cada objecte, la nomenclatura
a l’hora de definir les dades e´s molt semblant a MySQL.
- test.py: E´s el fitxer on es configuren els tests de l’aplicacio´.
- view.py: E´s el fitxer on es defineixen les vistes per cada URL de l’aplicacio´.
26
A l’estructura base de l’aplicacio´ hem d’afegir els segu¨ents fitxers:
- urls.py: Aquest fitxer ens permet definir les URI de l’aplicacio´.
- serializers.py: Aquest fitxer contindra` les funcions que convertiran els objectes
de Django en JSONs.
Un cop tenim clara l’estructura d’un projecte i aplicacio´ de Django el segu¨ent pas
e´s definir el model de dades.
5.2.3 Model de dades de Django
Un cop creat el projecte i la nova aplicacio´ e´s necessari definir l’estructura o model
de dades. A continuacio´ mostrarem el diagrama de dades dissenyat per a l’aplicacio´
’ranking’ de Django (veure figura 15)
Figura 15: Diagrama de dades de l’aplicacio´ ’MyWall’
Despre´s de definir el model en el fitxer models.py de l’aplicacio´ e´s necessari sin-
cronitzar Django amb la base de dades.
Implementacio´ detallada al punt 8.1.7 del Annex, pa`gina 53
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Un cop hem definit el model de dades i hem sincronitzat l’aplicacio´ amb la base
de dades e´s el moment de definir les URIs de l’aplicacio´.
5.2.4 Definicio´ de URLs de Django
Django permet definir nombroses URLs mitjanc¸ant expressions regulars (regex),
cara`cters que tenen un significat especial, anomenats meta-cara`cters.
Cada URI es relaciona a una vista mitjanc¸ant el fitxer urls.py (/djangoDD/ranking/urls.py)
de l’aplicacio´ (veure figura 16)
Figura 16: Diagrama que mostra el flux d’una request a Django
Implementacio´ detallada al punt 8.1.8 del Annex, pa`gina 55
Un cop configurades les URI hem de definir les vistes associades. Ho veurem en
el segu¨ent apartat.
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5.2.5 Vistes de Django
Una vista e´s un tipus de pa`gina web dintre de l’aplicacio´ de Django, que general-
ment serveix per a una funcio´ especifica i te´ relacionada una ’template’ especifica.
En aquest projecte no se serveixen pa`gines HTML o PHP com a tal, si no objectes
JSON.
Cada funcio´ ’serialitzara`’ els objectes filtrats en el model i els retornara` en format
JSON a les crides HTTP amb el me`tode GET o executara` operacions CRUD en la
base de dades a partir d’un objecte JSON per a les crides HTTP amb el me`tode
PUT.
Aix´ı doncs es creara` una vista per a cada URI definida en el fitxer urls.py (/d-
jangoDD/ranking/urls.py) de l’aplicacio´.
Implementacio´ detallada al punt 8.1.9 del Annex, pa`gina 56
Per convertir els objectes del model en JSON i viceversa s’ha utilitzat Django
REST. Expliquem com funciona a continuacio´.
5.2.6 ’Serialitzant’ objectes de Django
Django REST Framework inclou un mecanisme per ’traslladar’ models de Django
a altres formats. Per poder enviar i rebre informacio´ de forma senzilla a l’aplicacio´
’MyWall’ s’han ’traslladat’ aquestes dades a objectes JSON.
En la seccio´ de ’Instal·lacio´ i configuracio´’ hem explicat com instal·lar Django
REST Framework, podem trobar la informacio´ detallada al punt 8.1.4 del Annex,
pa`gina 51.
Un cop instal·lat el framework nome´s e´s necessari afegir el fitxer serializers.py a
l’arrel de l’aplicacio´ Django i definir les funcions que indiquin quines dades es volen
incloure en l’objecte JSON que s’afegira` a la HTTP response.
Implementacio´ detallada al punt 8.1.10 del Annex, pa`gina 61
Un cop podem rebre i retornar objectes JSON veurem com configurar Django per
a poder desar fitxers esta`tics.
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5.2.7 Fitxers esta`tics a Django
S’ente´n com a fitxers esta`tics aquells utilitzats per l’aplicacio´ web i que no es
modifiquen despre´s de la seva creacio´.
El projecte te´ configurat un directori espec´ıfic per contenir tots els esta`tics i e´s
imperatiu que tots estiguin alla` per a que el servidor web hi pugui accedir.
S’han utilitzat els fitxers esta`tics per desar les imatges de perfil dels socis.
Implementacio´ detallada al punt 8.1.12 del Annex, pa`gina 65
Fins ara hem explicat com instal·lar i configurar Django per retornar i rebre
peticions HTTP sense restriccions, pero` per un tema de confianc¸a no volem que
qualsevol tingui acce´s a les nostres dades, aix´ı que s’ha configurat ’TokenAuthenti-
cation’ (inclo`s en el paquet de Django REST). Ho veiem a continuacio´.
5.2.8 ’TokenAuthentication’ de Django REST
L’esquema d’autenticacio´ ’TokenAuthentication’ de Django REST Framework
usa un esquema d’autenticacio´ HTTP basat en tokens.
S’ha utilitzat aquest sistema per dos motius: el primer e´s que aquest sistema d’au-
tenticacio´ e´s molt apropiat per a configuracions client-servidor en aplicacions mo`bils.
La segona e´s que l’autenticacio´ ’TokenAuthentication’ resulta suficient per a un pro-
jecte de concepte. (veure figura 17)
L’autenticacio´ de Django REST utilitza la gestio´ d’usuaris de Django, per tant
hem de relacionar el model Soci de l’aplicacio´ ’ranking’ de Django amb els users de
Django per a que els socis utilitzin aquest me`tode d’autenticacio´.
Afegirem la l´ınia segu¨ent al model Soci del fitxer models.py (djangoDD/ranking/-
models.py) de l’aplicacio´ Django.
c l a s s Soc i ( models . Model ) :
user = models . ForeignKey ( ’ auth . User ’ , re lated name =’ s use r ’ )
D’aquesta manera els usuaris de Django i els socis de l’aplicacio´ queden relacionats
i l’autenticacio´ es delega completament a Django.
En cas de no estar correctament autenticats es rebra` un codi d’error HTTP 401
(Unauthorized) en lloc del recurs sol·licitat en cada peticio´.
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Figura 17: Diagrama que mostra el flux d’una request a Django
Implementacio´ detallada al punt 8.1.11 del Annex, pa`gina 64
Un cop tenim a Django donant servei, explicarem com s’ha configurat la pa`gina
d’administracio´ per a que els encarregats del roco`drom pugin gestionar els diferents
socis i blocs de la sala.
5.2.9 Pa`gina d’administracio´ a Django
En aquest u´ltim punt sobre la implantacio´ de Django en el projecte ’MyWall’
veurem com configurar la pa`gina d’administracio´.
La pa`gina d’administracio´ e´s el me`tode que utilitzaran els empleats del roco`drom
per a gestionar els diferents usuaris i blocs, tots els canvis que s’executin des d’aquest
lloc web estaran disponibles a l’aplicacio´ mo`bil al moment.
Per defecte, Django disposa d’una web d’administracio´ per a l’usuari admin (super
user). Per accedir nome´s e´s necessari afegeix ’admin/’ a la URL del projecte.
Aquesta pa`gina requereix d’autenticacio´.
Un cop tenim els models definits en el fitxer de models.py de l’aplicacio´ e´s possible
crear rols d’usuari i grups donant permisos per crear, modificar i eliminar objectes
del model des de la web d’administracio´ de forma gra`fica . (veure figura 18)
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Figura 18: Pa`gina de i per a l’administracio´ de blocs, socis i zones per part dels
empleats.
Implementacio´ detallada al punt 8.1.13 del Annex, pa`gina 66
Amb aquest punt finalitza tota la documentacio´ relacionada amb la instal·lacio´,
configuracio´, implementacio´ i u´s de Django. En endavant es parlara` sobre l’aplicacio´
mo`bil o producte final.
5.2.10 Nou projecte a Android Studio
A continuacio´ veurem pas a pas com s’ha constru¨ıt l’aplicacio´ d’Android ’MyWall’.
S’ha utilitzat Android Studio, un entorn de desenvolupament per a la plataforma
Android.
L’instal·lacio´ d’Android Studio e´s senzilla (segu¨ent, segu¨ent, segu¨ent...), el pro-
gramari es pot descarregar fa`cilment des de la pagina oficial de l’aplicacio´ http:
//developer.android.com/sdk/index.html.
Un cop instal·lat l’entorn, crearem un nou projecte indicant el nom de l’aplicacio´
i el ’Minimum SDK’3. En el nostre cas, hem escollit la API 15, la recomanada per
Google.
A continuacio´, l’entorn ens preguntara` si volem partir d’alguna ’activity’4 ’pre-
configurada’. Com el primer que fara` un soci en engegar l’aplicacio´ e´s identificar-se
hem escollit comenc¸ar amb una ’Login Activity’. Definim un nom i ja hem acabat!
Ja podem comenc¸ar a programar la lo`gica de l’aplicacio´.
3Versio´ mı´nima de sistema operatiu Android que demanara` l’aplicacio´ per funcionar
4Una ’activity’ e´s la pantalla sobre la que treballarem, el projecte disposara` de diverses ’acti-
vities’
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5.2.11 Identificar-se a l’aplicacio´ ’MyWall’
L’activitat de ’login’ (LoginActivity.java) disposa del seu propi ’layout’ (acti-
vity login.xml). Un ’layout’ fa la funcio´ de ’view’ (MVC) dintre d’una aplicacio´
d’Android; esta` escrit en llenguatge XML i si e´s necessari, cada component es pot
cridar des del codi per modificar-lo. En aquesta ’activity’ no ens hem de preocupar
del disseny, donat que parteix d’una ’template’, pero` s´ı de modificar els strings que
es mostren, donat que l’aplicacio´ ’MyWall’ s’ha dissenyat en catala`. (veure figura
19)
Figura 19: Login Activity de l’aplicacio´ ’MyWall’
El primer que fara` l’activitat e´s validar si ens hem identificat anteriorment. En
cas afirmatiu, ens enviara` a l’activitat principal de l’aplicacio´ (MainActivity.java),
que e´s on es mostren el llistat de blocs, socis i favorits.
En cas de no estar identificats carregara` el ’layout’ del ’login’ i en polsar el boto´ de
identificar-se el codi llanc¸ara` una AsyncTask que enviara` el nostre usuari i contra-
senya al servidor per validar que les nostres credencials so´n correctes (LoginServi-
ce.java).
Si les nostres credencials so´n correctes el servidor ens retornara` el nostre ’Token’
personal per a que l’afegim a la resta de peticions. En cas contrari, ens retornara`
un error 401.
Si el login e´s correcte es llanc¸ara` l’activitat principal de l’aplicacio´, el llistat de
blocs, socis i favorits. A continuacio´ veurem com funciona.
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5.2.12 Activitat principal de l’aplicacio´ ’MyWall’
Un cop superada la identificacio´ de usuari es carrega l’activitat principal de l’a-
plicacio´ (MainActivity.java). S’ha configurat aquesta ’activity’ per a que hereti de
la classe FragmentActivity i poder navegar a trave´s dels llistats de blocs, socis i
favorits arrossegant horitzontalment la pantalla.
En utilitzar FragmentActivity es permet intercanviar diferents Fragments5 llis-
cant la pantalla horitzontalment. (veure figura 20)
Figura 20: Senzill gra`fic que mostra el funcionament del FragmentActivity
Cada llistat (blocs, socis i favolits) esta` lligat a un Fragment (BlocFragment.java,
SociFragment.java, FavoritsFragment.java) i te´ el seu propi disseny (fragment blocs.xml,
fragment socis.xml i fragment favorits.xml) (veure figura 21)
A continuacio´ explicarem detalladament com s’ha aconseguit el llistat de blocs a
partir del fragment BlocFragment. El llistat de socis i favorits segueixen la mateixa
metodologia.
S’ha programat una petita llibreria (AndroidNetworkUtility.java) que ens permet
saber si el nostre dispositiu esta` connectat a la xarxa i analitzar les ’HTTP Res-
ponses’.
Doncs be´, el primer que farem e´s validar que estem connectats a la xarxa; en cas
afirmatiu, llanc¸arem una AsyncTask (BlocAsyncTask.java) per a obtenir el llistat
de blocs del nostre servidor web.
5Un Fragment representa un comportament o una porcio´ de la interf´ıcie d’usuari d’una activitat
Android
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Figura 21: Disseny dels tres fragments que componen l’activitat principal de l’apli-
cacio´ ’MyWall’
Per que` una AsyncTask? Perque` per a utilitzar els me`todes de Apache HttpGet i
HttpPost e´s necessari fer-ho en segon pla. Per aquest motiu s’ha utilitzat el me`tode
’doInBackground’ de la classe AsyncTask per a enviar i rebre JSONs al servidor
web.
Aprofitant la classe, s’ha utilitzat la funcio´ ’onPostExecute’ per incloure una ’pro-
gress bar’ que do´na un efecte de ”estem treballant per descarregar les dades”a l’u-
suari. Sense aquest detall, quan la senyal de xarxa e´s de`bil fa l’efecte que l’aplicacio´
no funciona o no carrega dades.
El me`tode ’doInBackground’ comentat anteriorment cridara` a la classe BlocSer-
vice (BlocService.java) que fara` una peticio´ httpget al nostre servidor web.
La peticio´ esta` composta per la URL del recurs que volem rebre i una capc¸alera
amb el ’Token’ del usuari.
Si la resposta e´s correcta es rebra` un JSON amb el llistat de blocs que posterior-
ment es convertira` a un ArrayList de blocs.
Un cop disposem del llistat de blocs a l’aplicacio´ s’inflaran les dades mitjanc¸ant un
ArrayAdapter (BlocArrayAdapter.java).
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A l’hora d’afegir els diferents blocs al ’Layout’ (listview row layout blocs.xml)
s’afegira` un ’listener’6 a cada bloc per a que al polsar-lo es pugui llanc¸ar una nova
activitat.
El resultat d’aquest proce´s e´s el Fragment finalitzat. (veure figura 22)
Figura 22: Disseny del llistat de blocs (BlocFragment)
A continuacio´ veurem com s’han produ¨ıt les activitats per mostrar un bloc o soci.
5.2.13 Activitats secunda`ries de l’aplicacio´ ’MyWall’
Des de l’activitat principal es pot accedir a un bloc o soci polsant sobre la fila
d’un dels dos llistats. Aixo` e´s possible gra`cies al ’listener’ que s’associa a cada bloc
i soci quan es carrega l’activitat principal.
Comenc¸arem parlant de l’activitat d’un bloc.
En carregar un bloc es llanc¸a una AsyncTask (utilitzant el me`tode explicat a la
seccio´ anterior) per obtenir els socis que han encadenat el bloc, aquest llistat mante´
el format del llistat de l’activitat principal.
Si el bloc que ha carregat un soci no s’ha encadenat e´s possible fer-ho polsant el
boto´ ’ENCADENA!’ (veure figura 23)
6Els objectes declarats com a o¨ıdors (’listeners’) del control reben l’esdeveniment i, immedita-
ment, executen algun dels me`todes associats a la seva condicio´ de ’listeners’.
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Figura 23: Disseny de l’activitat d’un bloc (BlocOnClick).
En polsar el boto´ ’ENCADENA!’ s’executara` una classe tipus AsyncTask que
enviara un HTTP POST al servidor web amb les dades del soci i el bloc a encadenar;
aquest post iniciara` un proce´s en el costat del servidor que concloura` amb un insert
a la base de dades.
En polsar el boto´ d’opcions de l’activitat podrem canviar la vista de forma que
en lloc de mostrar el llistat de socis que han encadenat un bloc mostrara` els seus
comentaris. (veure figura 24)
Figura 24: Figura que mostra les dues possibles vistes d’un bloc (BlocOnClick).
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Un cop explicada l’activitat bloc, continuarem amb la de soci.
En carregar un soci es llanc¸a una AsyncTask (utilitzant el me`tode explicat a la
seccio´ anterior) per obtenir els blocs que ha encadenat el soci. Com en el cas dels
blocs, aquest llistat mante´ el format del llistat de l’activitat principal.
E´s possible afegir a un soci al nostre llistat de favorits polsant sobre la icona amb
forma de cor i de la mateixa manera es pot eliminar. (veure figura 25)
Figura 25: Disseny de l’activitat d’un soci (SociOnClick) desmarcat (esquerra) i
marcat (dreta) com a favorit
Si el soci no es troba a la nostra llista de favorits, en polsar la icona s’executara`
una classe tipus AsyncTask que enviara un HTTP POST al servidor web amb les
dades del soci a afegir al nostre llistat de favorits. Aquest post iniciara` un proce´s
en el costat del servidor que concloura` amb un insert o ’update’ a la base de dades.
Si volem treure de la nostra llista de favorits el soci nome´s e´s necessari tornar a polsar
la icona i s’executara` una classe tipus AsyncTask que enviara` un HTTP POST al
servidor web amb les dades del soci a afegir al nostre llistat de favorits. Aquest
post iniciara` un proce´s en el costat del servidor que concloura` amb un ’delete’ a la
base de dades.
Un cop hem parlat de les activitats secunda`ries de l’aplicacio´ explicarem un
me`tode diferent per accedir a un bloc mitjanc¸ant la lectura d’un codi QR.
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5.2.14 Carregar un bloc des d’un codi QR a l’aplicacio´ ’MyWall’
Per a potenciar l’aplicacio´ i fer-la mes dina`mica s’ha decidit codificar les URL
associades a cada bloc amb un codi QR per poder accedir a un determinat bloc des
de la ca`mera del nostre tele`fon mo`bil. (veure figura 26)
Figura 26: Gra`fic que mostra com accedir a un bloc amb el lector de codis QR
Per implementar l’acce´s a un bloc a partir de la lectura d’un codi QR s’ha utilitzat
la llibreria de google zxing. Per utilitzar aquesta llibreria s’han de fer els imports
adients en la classe des d’on es cridara`:
import com . goog le . zx ing . i n t e g r a t i o n . android . I n t e n t I n t e g r a t o r ;
import com . goog le . zx ing . i n t e g r a t i o n . android . In t entResu l t ;
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Per poder utilitzar la classe IntentIntegrator i IntentResult. El pseudocodi e´s el
seguent:
- La classe IntentIntegrator ens permetra` llanc¸ar un nou intent per capturar el
codi QR en polsar el boto´ de les opcions ’Encadena!’
- Un cop capturat el codi, la classe IntentResult ens permetra` convertir-lo en un
String amb la URL del bloc.
- Si la URL e´s va`lida s’executara` una AsyncTask per obtenir la informacio´ del
bloc del servidor i posteriorment llanc¸ar l’activitat ’BlocOnClick’.
Un cop explicat com accedir a un bloc des d’un codi QR, explicarem com podem
modificar algunes de les dades del nostre usuari des de l’aplicacio´ mo`bil.
5.2.15 Modificar perfil a l’aplicacio´ ’MyWall’
Des del menu´ d’opcions de l’activitat principal es permet accedir a la configuracio´
del perfil, que compta amb dues possibles opcions de configuracio´: modificar la
contrasenya de l’usuari o la imatge de perfil. (veure figura 27)
Ambdues opcions llancen una classe AsyncTask amb un me`tode que envia un
HTTP POST al servidor per actualitzar la contrasenya de l’usuari o la imatge de
perfil.
Amb tot allo` comentat amb anterioritat s’ha explicat com desenvolupar el projecte
’MyWall’, tant la part del servidor com l’aplicacio´ mo`bil. El segu¨ent pas sera`
analitzar els resultats obtinguts. Ho veiem en la segu¨ent seccio´.
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Figura 27: Gra`fic que mostra el flux de les opcions del perfil.
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6 Resultats
A continuacio´, parlarem dels resultats obtinguts. Els dividirem en dues seccions,
l’aplicacio´ mo`bil per als usuaris i la web d’administracio´.
6.1 Resultats obtinguts de l’aplicacio´ mo`bil
En la seccio´ d’implementacio´ s’han anat mostrant diverses captures amb el disseny
final de l’aplicacio´ i el funcionament de la mateixa, amb l’objectiu d’entendre millor
les diferents tecnologies utilitzades i implementades. Per aquest motiu en aquesta
seccio´ farem un ana`lisi me´s explicatiu que no gra`fic.
El resultat de l’aplicacio´ ’MyWall’ compleix perfectament els objectius plantejats
al principi del projecte, donant lloc a una aplicacio´ dina`mica i fa`cil d’utilitzar.
Com s’ha comentat en la seccio´ d’ana`lisi, e´s un requisit indispensable disposar de
connexio´ a Internet per a utilitzar l’aplicacio´, ja que tots els continguts dina`mics
s’obtenen del servidor web.
E´s per aixo` que la velocitat de l’aplicacio´ ve definida per la cobertura de xarxa que
tinguem en aquell moment. S’han realitzat tests de connectivitat amb xarxes 3G,
H+ i Wifi i tots els resultats han tingut e`xit. No obstant aixo`, s’ha trobat un retard
de diversos segons en carregar el llistat de blocs quan la qualitat de la xarxa es
baixa.
A continuacio´ parlarem de l’aplicacio´ web o portal d’administracio´.
6.2 Resultats obtinguts de l’aplicacio´ web
L’aplicacio´ web esta` dissenyada per utilitzar-se des d’un ordinador de sobretaula,
un ordinador porta`til o una tauleta ta`ctil. En tots els casos els resultats han sigut
els esperats. Una aplicacio´ senzilla pero` robusta, basada en llistats i botons per
afegir, modificar o eliminar objectes amb un sol click.
En executar qualsevol insercio´, modificacio´ o eliminacio´ en la web d’administracio´
te´ un efecte immediat en l’aplicacio´ mo`bil, donat que afecta directament a la base
de dades.
En el segu¨ent punt parlarem de l’experie`ncia dels usuaris al provar l’aplicacio´
’MyWall’ en un tele`fon intel·ligent de baix cost ( Motorola Moto E ).
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6.3 Experie`ncia dels usuaris
Un cop finalitzat el prototip de l’aplicacio´ ’MyWall’ s’ha perme`s a alguns socis
del gimna`s DeuDits, ubicat a la ciutat de Barcelona, provar l’aplicacio´ amb les seves
pro`pies mans i l’han trobat una aplicacio´ molt intu¨ıtiva i fa`cil de fer servir, u´til i
amb futur dintre del gimna`s.
Els socis me´s exigents han trobat a faltar la socialitzacio´ de l’aplicacio´ mitjanc¸ant
xarxes socials. S’ha proposat com a possible millora dintre de la seccio´ ’Treball
futur’ que veurem me´s endavant.
A continuacio´ i un cop finalitzat el projecte, es mostrara` el temps real empleat
en cada tasca del projecte ’MyWall’.
6.4 Planificacio´ final
Un cop finalitzat el projecte s’han revisat els ca`lculs fets en la planificacio´ inicial
durant l’estudi de viabilitat i s’han trobat algunes difere`ncies entre el que es va
planificar i el co`mput real. A continuacio´, es mostra el temps aproximat dedicat a
cada tasca duta a terme en el projecte:
Tasca Temps (h) Resultat de la tasca
Viabilitat tecnolo`gica 8 Cerca i comparacio´ del
software utilitzat.
Viabilitat econo`mica 2 Resultat de preus pel desen-
volupament del projecte.
Comparativa de mercat 8 Llista de diferents estructu-
res amb el mateix objectiu
del projecte per obtenir el
millor resultat.
- Preparacio´ de l’entorn de treball
Tasca Temps (h) Resultat de la tasca
Adaptacio´ del hardware 8 Adquisicio´ del servidor vir-
tual en el cloud (OVH). Ins-
tal·lacio´ del sistema opera-
tiu, actualitzacio´ del siste-
ma i configuracio´ per poder
accedir-hi mitjanc¸ant SSH i
HTTP .
Instal·lacio´ del software 8 Instal·lacio´ de Maria DB,
Django Framework, Djan-
go REST Framework i de-
pende`ncies.
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- Ana`lisi i disseny
Tasca Temps (h) Resultat de la tasca
Ana`lisi de requeriments d’u-
suari
25 Definicio´ dels requeriments
per l’usuari final, tant de
disseny com de sistema.
Ana`lisi de tasques 12 Definicio´ de les tasques que
ha d’assolir l’aplicacio´.
Disseny de software 12 Definicio´ de l’estructura del
sistema per aconseguir el
seu propo`sit.
Prototips i avaluacions -
web
10 Resultat del disseny de l’in-
terf´ıcie de l’aplicacio´ web.
Prototips i avaluacions -
aplicacio´
8 Resultat del disseny de l’in-
terf´ıcie de l’aplicacio´ An-
droid.
- Implementacio´
Tasca Temps (h) Resultat de la tasca
Capa de dades 25 Crear i validar models i in-
sercio´ de dades de test a la
base de dades.
Aplicacio´ web 75 Crear URLs, vistes i ’se-
rialitzar’ dades en format
JSON.
Aplicacio´ Android 125 Crear l’aplicacio´, connexio´
al servidor web i mostrar
dades.
- Validacio´ del sistema
Tasca Temps (h) Resultat de la tasca
Validacio´ server side 8 Revisar i validar serveis,
URLs i la consiste`ncia de
dades en el costat del servi-
dor.
Validacio´ client side 16 Revisar i validar l’aplicacio´,
excepcions, ’time outs’ i la
consiste`ncia de dades en el
costat del client.
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- Redaccio´ de la memo`ria
Tasca Temps (h) Resultat de la tasca
Redaccio´ de la memo`ria 100 Redaccio´ de la memo`ria
Un cop comentats els resultats finals del projecte i revisat el temps real dedicat
a cada tasca, parlarem de les conclusions obtingudes i plantejarem millores de cara
a un treball futur.
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7 Conclusions i Treball futur
L’objectiu principal del projecte era construir una lliga entre els socis d’un roco`drom.
Aquest objectiu s’ha assolit, donat que cada soci pot anotar-se una via que hagi
finalitzat i obtenir la puntuacio´ corresponent en funcio´ de la dificultat i el nombre
d’intents que hagi necessitat per a completar el bloc.
La lliga resultant esta` reglada pels administradors del gimna`s i actualitzada des
del portal web d’administracio´. Crear una lliga estable formava part dels objectius
del projecte, per tant aquest problema tambe´ ha quedat solucionat.
A me´s a me´s, la possibilitat de generar una petita lliga afegint favorits a la
nostra llista formava part dels objectius secundaris i s’ha integrat tal com s’esperava.
Donant lloc a una aplicacio´ me´s propera i customitzable.
En acabat, comentar que l’experie`ncia de desenvolupar el projecte ha estat sa-
tisfacto`ria i molt gratificant donat que, com s’ha comentat a l’inici de la memo`ria,
tant l’a`mbit del projecte com les eines utilitzades per dur-lo a terme formen part
del meu dia a dia.
Durant la realitzacio´ d’aquest projecte he pogut consolidar els diferents coneixe-
ments obtinguts durant els estudis de grau d’informa`tica i demostrar que so´c capac¸
de tirar endavant un projecte de gran envergadura amb esforc¸ i dedicacio´.
A continuacio´, parlarem de quines funcionalitats es podrien afegir al projecte en
cas de voler continuar.
7.1 Treball futur
En cas de voler continuar treballant en aquest projecte, es podrien implementar
tecnologies de la informacio´ per fer me´s potent i comercial l’aplicacio´ ’MyWall’, com
so´n la ’gamification’ i la ’socialization’.
- Gamification: La ludificacio´ o gamificacio´ e´s l’u´s dels elements i de la meca`nica
del joc en contextos aliens a aquest, amb l’objectiu d’orientar el comportament de
les persones i aconseguir determinades fites.
Fent visibles recompenses aconseguides en assolir determinats objectius augmenta-
ria la competicio´ entre els socis i l’u´s de l’aplicacio´. (veure figura 28)
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Figura 28: Imatge que mostra gra`ficament el concepte de gamificacio´.
- Socialization: Integrar les xarxes socials a la nostra aplicacio´ i donar l’opcio´ a
compartir els assoliments obtinguts durant una sessio´ d’escalada motivara` l’enregis-
trament de blocs finalitzats, facilitara` la difusio´ de l’aplicacio´ i incentivara` a nous
seguidors. (veure figura 29)
Figura 29: Imatge que mostra 5 de les xarxes socials me´s utilitzades a Espanya.
Amb aquesta seccio´ i el que hem vist anteriorment es disposa de la informacio´
necessa`ria per entendre, dur a terme i continuar aquest projecte. Per acabar, a la
biografia es podran veure els llocs de refere`ncia utilitzats durant la realitzacio´ del
projecte ’MyWall’.
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8 Annexos
8.1 Implementacio´ pas a pas
8.1.1 Instal·lar, actualitzar i ’securitzar’ Centos 7
S’ha contractat un servidor virtual a l’empresa OVH i clonat el disc dur amb una
imatge preinstal·lada de Centos 7.
Un cop el servidor es troba operatiu i amb connexio´ a Internet, accedim mitjanc¸ant
SSH per actualitzar els paquets de sistema a l’ultima versio´ disponible.
yum c l ean a l l
yum l i s t a l l
yum update
Un cop llistats els paquets a actualitzar acceptem l’actualitzacio´ polsant la tecla
’y’. Veure figura 30
Figura 30: Resultat de ’yum update’, per a ’upgradejar’ els paquets hem de polsar
la tecla ’y’
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Per temes de seguretat s’ha modificat la contrasenya de root i creat un usuari per
a l’administracio´ del programari sense poders de ’super usuari’
passwd root
useradd dd
passwd dd
S’ha deshabilitat l’acce´s a root directament i mitjanc¸ant SSH donada la quantitat
d’atacs que es reben per aquesta via.
echo ”” >> / e tc / ssh / s s h d c o n f i g
echo ”PermitRootLogin no” >> / e tc / ssh / s s h d c o n f i g
Per a que` els canvis a la configuracio´ del servei SSH tinguin validesa s’ha de
reiniciar el servei, per a no perdre la sessio´ en cas d’haver come`s un error a l’escriure
sobre el fitxer de configuracio´ efectuarem un ’kill HUP’ del PID del servei SSH.
ps −e f | grep sshd
k i l l −HUP <pid>
8.1.2 Instal·lar MariaDB
El primer que hem de fer e´s afegir el ’repositori’ de MariaDB al sistema, per aixo`
crearem el fitxer /etc/yum.repos.d/MariaDB.repo
v i / e t c /yum. repos . d/MariaDB . repo
Amb el segu¨ent contingut:
[ mariadb ]
name = MariaDB
baseu r l = http ://yum. mariadb . org /10 .0/ centos7−amd64
gpgkey=https : //yum. mariadb . org /RPM−GPG−KEY−MariaDB
gpgcheck=1
Un cop afegit el nou ’repositori’ podem instal·lar l’ultima versio´ existent de Ma-
riaDB.
yum c l ean a l l
yum i n s t a l l MariaDB−s e r v e r MariaDB−c l i e n t
Despre`s d’instal·lar MariaDB aixequem el servei mysql i l’afegim a l’arranc del
sistema.
s e r v i c e mysql s t a r t
chkcon f i g mysql on
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Modifiquem la contrasenya de l’usuari root (a nivell MySQL)
mysqladmin −u root password ’ nou passwd ’
Amb aixo`, el servidor de base de dades queda instal·lat, configurat i escoltant
peticions.
8.1.3 Instal·lar Django Framework i depende`ncies
La instal·lacio´ de Django Framework s’ha fet a partir de pip (Python Package In-
dex), un sistema de paquets utilitzat per instal·lar i administrar paquets de software
escrits en Python. Primer de tot instal·larem el pip:
yum i n s t a l l python−pip
Un cop instal·lat el gestor de paquets de Python utilitzem la seva interf´ıcie per a
instal·lar Django Framework:
pip i n s t a l l Django
Posteriorment validem la instal·lacio´ de Django Framework amb la comanda:
[ root@vps184909 dd]# django−admin −−ve r s i on
1 . 8 . 3
Un cop instal·lat el framework de Django instal·larem depende`ncies de MySQL:
yum i n s t a l l MySQL−python
8.1.4 Instal·lar Django REST Framework
La instal·lacio´ de Django REST framework i les seves depende`ncies s’ha dut a
terme mitjanc¸ant pip:
pip i n s t a l l d jangorest f ramework
pip i n s t a l l markdown
pip i n s t a l l django− f i l t e r
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8.1.5 Convertir ’runserver’ a servei de sistema mitjanc¸ant systemctl
Per a convertir el servidor de desenvolupament de Django en un servei mitjanc¸ant
systemctl nome´s e´s necessari crear el segu¨ent fitxer de configuracio´ amb el contingut:
[ root@vps184909 ˜]# cat / e tc / systemd/system/ runse rve r . s e r v i c e
[ Unit ]
Des c r ip t i on=Django debug under 3 7 . 5 9 . 1 0 0 . 3 1 : 8 0 8 0
After=network . t a r g e t
[ S e rv i c e ]
ExecStart=/bin /python /home/dd/DeuDits/djangoDD/manage . py runse rve r 3 7 . 5 9 . 1 0 0 . 3 1 : 8 0 8 0
KillMode=proce s s
Restart=on−f a i l u r e
[ I n s t a l l ]
WantedBy=d e f a u l t . t a r g e t
8.1.6 Crear un nou projecte i aplicacio´ a Django
El primer pas e´s crear un nou projecte Django:
django−admin s t a r t p r o j e c t djangoDD
A continuacio´ s’ha de crear la base de dades que allotjara` la nova aplicacio´ de
Django:
mysql −u root −p −e ” c r e a t e database DeuDitsDB”
Un cop creada la base de dades, s’ha de relacionar el projecte de Django amb la
base de dades de Maria DB, per aixo` inclourem la definicio´ DATABASES al fitxer
settings.py (djangoDD/djangoDD/settings.py) del projecte:
DATABASES = {
’ d e fau l t ’ : {
’ENGINE’ : ’ django . db . backends . mysql ’ ,
’NAME’ : ’DeuDitsDB ’ ,
’USER’ : ’ root ’ ,
’PASSWORD’ : ’ contrassenya root mariaDB ’
}
}
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Per a que Django pugui utilitzar REST framework e´s necessari afegir-lo al vector
’INSTALLED APPS’ del fitxer settings.py (djangoDD/djangoDD/settings.py) del
projecte, s’afegira` la l´ınia segu¨ent:
’ rest f ramework ’
Ara e´s el moment de crear la nova aplicacio´:
python manage . py s tar tapp ranking
Un cop creada l’aplicacio´ ’ranking’ s’ha d’afegir al vector ’INSTALLED APPS’
del fitxer settings.py (djangoDD/djangoDD/settings.py) del projecte; s’afegira` la
l´ınia segu¨ent:
’ ranking ’
8.1.7 Crear un nou model de dades a Django
Un cop creat el projecte i la nova aplicacio´ e´s necessari definir l’estructura o model
de dades, per aixo` s’ha d’editar el fitxer models.py (djangoDD/ranking/models.py)
inclo`s en el directori de l’aplicacio´ Django creada anteriorment:
from django . db import models
# Create your models here .
c l a s s Bloc ( models . Model ) :
ROSA = ’R’
GROC = ’G’
TARONJA =’T’
VERMELL = ’V’
MARRO = ’M’
VERD = ’VE’
BLAU = ’B’
LILA = ’L ’
NEGRE = ’N’
TAULA COLORS = (
(ROSA, ’ rosa ’ ) ,
(GROC, ’ groc ’ ) ,
(TARONJA, ’ taronja ’ ) ,
(VERMELL, ’ vermel l ’ ) ,
(MARRO, ’ marro ’ ) ,
(VERD, ’ verd ’ ) ,
(BLAU, ’ blau ’ ) ,
(LILA , ’ l i l a ’ ) ,
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(NEGRE, ’ negre ’ ) ,
)
zona = models . ForeignKey ( ’ Zona ’ )
nom = models . CharField ( max length =20, blank=False , n u l l=Fal se )
grau = models . CharField ( max length =2, c h o i c e s=TAULA COLORS, d e f a u l t=ROSA)
d a t a c r e a c i o = models . DateTimeField ( auto now add=True )
a c t i u = models . BooleanFie ld ( d e f a u l t=True )
punts = models . I n t e g e r F i e l d ( )
de f save ( s e l f , ∗args , ∗∗kwargs ) :
puntuacio = { ’R’ : 4 0 , ’G’ : 5 0 , ’T’ : 6 0 , ’V’ : 8 0 , ’M’ : 1 0 0 , ’VE’ : 1 2 0 , ’B’ : 1 6 0 , ’L ’ : 2 0 0 , ’N’ : 2 4 0}
punts = puntuacio [ s e l f . grau ]
s e l f . punts = punts
super ( Bloc , s e l f ) . save (∗ args , ∗∗kwargs )
c l a s s Encadena ( models . Model ) :
s o c i = models . ForeignKey ( ’ Soci ’ )
b loc = models . ForeignKey ( ’ Bloc ’ )
n i n t e n t s = models . I n t e g e r F i e l d ( )
data encadene = models . DateTimeField ( auto now add=True )
comentar i s = models . CharField ( max length =150 , blank=True , n u l l=True )
punts = models . I n t e g e r F i e l d ( )
c l a s s Meta :
un ique toge the r = [ ’ soc i ’ , ’ bloc ’ ]
de f save ( s e l f , ∗args , ∗∗kwargs ) :
i n t e n t s = s e l f . n i n t e n t s
i f i n t e n t s > 3 : i n t e n t s = 4
punts = s e l f . b loc . punts −(1 − i n t e n t s ) ∗10
s e l f . punts = punts
super ( Encadena , s e l f ) . save (∗ args , ∗∗kwargs )
c l a s s Soc i ( models . Model ) :
user = models . ForeignKey ( ’ auth . User ’ , re lated name =’ s use r ’ )
nom = models . CharField ( max length =20, blank=False , n u l l=Fal se )
cognom = models . CharField ( max length =20, blank=False , n u l l=Fal se )
cognom2 = models . CharField ( max length =20, blank=False , n u l l=Fal se )
emai l = models . CharField ( max length =20, blank=False , n u l l=Fal se )
t e l e f o n = models . CharField ( max length =20, blank=False , n u l l=Fal se )
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data naixement = models . DateFie ld ( )
d a t a i n s c r i p c i o = models . DateTimeField ( auto now add=True )
i m g p e r f i l = models . ImageField ( up load to =’ p r o f i l e ’ , d e f a u l t=None )
de f u n i c o d e ( s e l f ) :
r e turn ’%s %s ’ % ( s e l f . nom, s e l f . cognom )
c l a s s Zona ( models . Model ) :
nom = models . CharField ( max length =20, blank=False , n u l l=Fal se )
ub i ca c i o = models . CharField ( max length =20, blank=False , n u l l=Fal se )
c l a s s Favor i t s ( models . Model ) :
s o c i = models . ForeignKey ( ’ Soci ’ , re lated name =’ f s o c i ’ )
f a v o r i t s = models . ManyToManyField ( Soci , re lated name =’ f f a v o r i t s ’ )
Un cop definit el model en el fitxer models.py e´s necessari sincronitzar Django
amb la base de dades per a escriure els canvis en la base de dades MySQL creada
anteriorment.
python manage . py makemigrations ranking
python manage . py sq lm ig ra t e ranking 0001
python manage . py migrate
8.1.8 Definir URLs a Django
Ara que tenim definit el model de dades e´s necessari afegir les diferents URLs
de l’aplicacio´ a la configuracio´ de Django, per aixo` e´s necessari editar el fitxer
urls.py (djangoDD/ranking/urls.py) ubicat en el directori de l’aplicacio´. En el cas
de l’aplicacio´ ’MyWall’ les URLs utilitzades so´n les segu¨ents:
from django . conf . u r l s import u r l
from . import views
u r l p a t t e r n s =
# s o c i u r l s
u r l ( r ’ ˆ s o c i /\$ ’ , views . soc i , name=’ soc i ’ ) ,
u r l ( r ’ ˆ s o c i p k /\$ ’ , views . soc i pk , name=’ soc i pk ’ ) ,
u r l ( r ’ ˆ s o c i s n /(?P<i d b l o c >[0−9]{5})/\$ ’ , views . s o c i s n , name=’ s o c i s n ’ ) ,
# bloc u r l s
u r l ( r ’ ˆ b loc /\$ ’ , views . bloc , name=’ bloc ’ ) ,
u r l ( r ’ ˆ b l o c sn /(?P<i d s o c i >[0−9]{5})/\$ ’ , views . b loc sn , name=’ b loc sn ’ ) ,
55
u r l ( r ’ ˆ comentar i s /(?P<i d b l o c >[0−9]{5})/\$ ’ , views . comentaris , name=’ comentaris ’ ) ,
u r l ( r ’ ˆ encadena /\$ ’ , views . encadena , name=’encadena ’ ) ,
# f a v o r i t s u r l s
u r l ( r ’ ˆ f a v o r i t s /(?P<i d s o c i >[0−9]{5})/\$ ’ , views . f a v o r i t s , name=’ f a v o r i t s ’ ) ,
u r l ( r ’ ˆ a d d f a v o r i t s /\$ ’ , views . ad d f avo r i t s , name=’ add f avo r i t s ’ ) ,
u r l ( r ’ ˆ d e l f a v o r i t s /\$ ’ , views . d e l f a v o r i t s , name=’ d e l f a v o r i t s ’ ) ,
# upload p r o f i l e u r l s
u r l ( r ’ ˆ upload image /(?P<i d s o c i >[0−9]{5})/\$ ’ , views . upload image , name=’upload image ’ ) ,
u r l ( r ’ ˆ upload passwd /\$ ’ , views . upload passwd , name=’upload image ’ )
]
8.1.9 Definir vistes a Django
Un cop ’mapejades’ les vistes en el fitxer de URLs s’ha de definir cadascuna en el
fitxer views.py inclo`s en el directori de la nostra aplicacio´ Django. A continuacio´, es
mostra el contingut del fitxer views.py (djangoDD/ranking/views.py) inclo`s en el
directori de l’aplicacio´ Django. Inclou els diferents imports per a poder capturar els
me`todes HTTP utilitzats a la request, accedir als models de dades i ’serialitzar-les’.
from django . views . g e n e r i c . d e t a i l import Detai lView
from django . views . g e n e r i c . l i s t import ListView
from django . s ho r t cu t s import render
from django . http import JsonResponse
from django . http import HttpResponse
from django . template import RequestContext , l oade r
from django . db . models import Sum
from django . http import HttpResponseRedirect
from django . core . u r l r e s o l v e r s import r e v e r s e
from django . s ho r t cu t s import r e n d e r t o r e s p o n s e
from rest f ramework import s t a t u s
from rest f ramework . re sponse import Response
from rest f ramework . de co ra to r s import api v iew , a u t h e n t i c a t i o n c l a s s e s , p e r m i s s i o n c l a s s e s
from rest f ramework . au then t i c a t i on import Ses s ionAuthent i cat ion , Bas icAuthent icat ion , TokenAuthentication
from rest f ramework . pe rmi s s i ons import I sAuthent i cated
from forms import UploadFileForm
from ranking . s e r i a l i z e r s import ∗
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import j son
# Create your views here .
from . models import Soc i
from . models import Bloc
from . models import Encadena
####################
# auth zone : v i s t a que crea un token automaticament a l donar d ’ a l t a un nou usuar i .
####################
from django . conf import s e t t i n g s
from django . db . models . s i g n a l s import po s t save
from django . d i spatch import r e c e i v e r
from rest f ramework . authtoken . models import Token
@rece ive r ( post save , sender=s e t t i n g s .AUTH USER MODEL)
de f c r ea t e au th token ( sender , i n s t ance=None , c r ea ted=False , ∗∗kwargs ) :
i f c r ea ted :
Token . o b j e c t s . c r e a t e ( user=in s t ance )
####################
# end auth zone
####################
# func i o que re to rna e l l l i s t a t de s o c i s
@api view ( [ ’GET’ ] )
@ a u t h e n t i c a t i o n c l a s s e s ( ( Ses s ionAuthent i cat ion , Bas icAuthent icat ion , TokenAuthentication ) )
@ pe rm i s s i o n c l a s s e s ( ( I sAuthent icated , ) )
de f s o c i ( r eque s t ) :
s o c i l i s t = Soc i . o b j e c t s . a l l ( )
s o c i s e r i a l i z e d = S o c i S e r i a l i z e r ( s o c i l i s t , many=True )
re turn Response ( s o c i s e r i a l i z e d . data )
# func i o que re to rna e l s s o c i s que han encadenat un b loc en format ” Soc i ”
@api view ( [ ’GET’ ] )
@ a u t h e n t i c a t i o n c l a s s e s ( ( Ses s ionAuthent i cat ion , Bas icAuthent icat ion , TokenAuthentication ) )
@ pe rm i s s i o n c l a s s e s ( ( I sAuthent icated , ) )
de f s o c i s n ( request , i d b l o c ) :
s o c i s n l i s t = Encadena . o b j e c t s . f i l t e r ( b l o c pk=i d b l o c ) . order by ( ’−data encadene ’ )
s o c i s n s e r i a l i z e d = S o c i B y B l o c S e r i a l i z e r ( s o c i s n l i s t , many=True )
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r e turn Response ( s o c i s n s e r i a l i z e d . data )
# func i o que re to rna l a pk d ’ un s o c i a p a r t i r d ’ e l seu token
@api view ( [ ’GET’ ] )
@ a u t h e n t i c a t i o n c l a s s e s ( ( Ses s ionAuthent i cat ion , Bas icAuthent icat ion , TokenAuthentication ) )
@ pe rm i s s i o n c l a s s e s ( ( I sAuthent icated , ) )
de f s o c i p k ( r eque s t ) :
s o c i p k l i s t = Soc i . o b j e c t s . f i l t e r ( user=reques t . use r )
s o c i p k s e r i a l i z e d = S o c i P k S e r i a l i z e r ( s o c i p k l i s t , many=True )
re turn Response ( s o c i p k s e r i a l i z e d . data )
# func i o que re to rna e l l l i s t a t de b l o c s
@api view ( [ ’GET’ ] )
@ a u t h e n t i c a t i o n c l a s s e s ( ( Ses s ionAuthent i cat ion , Bas icAuthent icat ion , TokenAuthentication ) )
@ pe rm i s s i o n c l a s s e s ( ( I sAuthent icated , ) )
de f b loc ( r eque s t ) :
b l o c l i s t = Bloc . o b j e c t s . a l l ( ) . o rder by ( ’− act iu ’ )
b l o c s e r i a l i z e d = B l o c S e r i a l i z e r ( b l o c l i s t , many=True )
re turn Response ( b l o c s e r i a l i z e d . data )
# func i o que re to rna e l s b l o c s que encadena un s o c i en format ” Bloc ”
@api view ( [ ’GET’ ] )
@ a u t h e n t i c a t i o n c l a s s e s ( ( Ses s ionAuthent i cat ion , Bas icAuthent icat ion , TokenAuthentication ) )
@ pe rm i s s i o n c l a s s e s ( ( I sAuthent icated , ) )
de f b l o c sn ( request , i d s o c i ) :
b l o c s n l i s t = Encadena . o b j e c t s . f i l t e r ( s o c i=i d s o c i ) . order by ( ’−data encadene ’ )
b l o c s n s e r i a l i z e d = B l o c B y S o c i S e r i a l i z e r ( b l o c s n l i s t , many=True )
re turn Response ( b l o c s n s e r i a l i z e d . data )
# func i o que re to rna e l s comentr i s d ’ un b loc
@api view ( [ ’GET’ ] )
@ a u t h e n t i c a t i o n c l a s s e s ( ( Ses s ionAuthent i cat ion , Bas icAuthent icat ion , TokenAuthentication ) )
@ pe rm i s s i o n c l a s s e s ( ( I sAuthent icated , ) )
de f comentar i s ( request , i d b l o c ) :
c o m e n t a r i s l i s t = Encadena . o b j e c t s . f i l t e r ( b loc=i d b l o c ) . order by ( ’−data encadene ’ )
c o m e n t a r i s s e r i a l i z e d = C o m e n t a r i s S e r i a l i z e r ( c o m e n t a r i s l i s t , many=True )
re turn Response ( c o m e n t a r i s s e r i a l i z e d . data )
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# func i o que r e g i s t r a un nou ” encadene ”
@api view ( [ ’POST’ ] )
@ a u t h e n t i c a t i o n c l a s s e s ( ( Ses s ionAuthent i cat ion , Bas icAuthent icat ion , TokenAuthentication ) )
@ pe rm i s s i o n c l a s s e s ( ( I sAuthent icated , ) )
de f encadena ( r eque s t ) :
s e r i a l i z e r = EncadenaSe r i a l i z e r ( f a v o r i t s , data=reque s t . data )
i f s e r i a l i z e r . i s v a l i d ( ) :
s e r i a l i z e r . save ( )
re turn Response ( s e r i a l i z e r . data , s t a t u s=s t a tu s .HTTP 201 CREATED)
return Response ( s e r i a l i z e r . e r r o r s , s t a t u s=s ta t u s .HTTP 400 BAD REQUEST)
# func i o que re to rna e l s s o c i s f a v o r i t s de l s o c i i d s o c i
@api view ( [ ’GET’ ] )
@ a u t h e n t i c a t i o n c l a s s e s ( ( Ses s ionAuthent i cat ion , Bas icAuthent icat ion , TokenAuthentication ) )
@ pe rm i s s i o n c l a s s e s ( ( I sAuthent icated , ) )
de f f a v o r i t s ( request , i d s o c i ) :
f a v o r i t o b j = Favor i t s . o b j e c t s . get ( s o c i=i d s o c i )
s o c i l i s t = f a v o r i t o b j . f a v o r i t s . a l l ( )
s o c i s e r i a l i z e d = S o c i S e r i a l i z e r ( s o c i l i s t , many=True )
re turn Response ( s o c i s e r i a l i z e d . data )
# func i o que permet a f e g i r un f a v o r i t
@api view ( [ ’POST’ ] )
@ a u t h e n t i c a t i o n c l a s s e s ( ( Ses s ionAuthent i cat ion , Bas icAuthent icat ion , TokenAuthentication ) )
@ pe rm i s s i o n c l a s s e s ( ( I sAuthent icated , ) )
de f a d d f a v o r i t s ( r eque s t ) :
s e r i a l i z e r = F a v o r i t s S e r i a l i z e r ( data=reque s t . data )
i f s e r i a l i z e r . i s v a l i d ( ) :
s o c i = i n t ( s e r i a l i z e r . data [ ’ s oc i ’ ] )
f a v o r i t = i n t ( s e r i a l i z e r . data [ ’ f a v o r i t s ’ ] [ 0 ] )
Favor i t s . o b j e c t s . get ( s o c i=s o c i ) . f a v o r i t s . add ( f a v o r i t )
r e turn Response ( s e r i a l i z e r . data , s t a t u s=s t a tu s . HTTP 200 OK)
return Response ( s e r i a l i z e r . e r r o r s , s t a t u s=s ta t u s .HTTP 400 BAD REQUEST)
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# func i o que permet e l im ina r un f a v o r i t
@api view ( [ ’POST’ ] )
@ a u t h e n t i c a t i o n c l a s s e s ( ( Ses s ionAuthent i cat ion , Bas icAuthent icat ion , TokenAuthentication ) )
@ pe rm i s s i o n c l a s s e s ( ( I sAuthent icated , ) )
de f d e l f a v o r i t s ( r eque s t ) :
s e r i a l i z e r = F a v o r i t s S e r i a l i z e r ( data=reque s t . data )
i f s e r i a l i z e r . i s v a l i d ( ) :
s o c i = i n t ( s e r i a l i z e r . data [ ’ s oc i ’ ] )
f a v o r i t = i n t ( s e r i a l i z e r . data [ ’ f a v o r i t s ’ ] [ 0 ] )
Favor i t s . o b j e c t s . get ( s o c i=s o c i ) . f a v o r i t s . remove ( f a v o r i t )
r e turn Response ( s e r i a l i z e r . data , s t a t u s=s t a tu s . HTTP 200 OK)
return Response ( s e r i a l i z e r . e r r o r s , s t a t u s=s ta t u s .HTTP 400 BAD REQUEST)
# func i o que permet pujar una nova imatge
@api view ( [ ’POST’ ] )
@ a u t h e n t i c a t i o n c l a s s e s ( ( Ses s ionAuthent i cat ion , Bas icAuthent icat ion , TokenAuthentication ) )
@ pe rm i s s i o n c l a s s e s ( ( I sAuthent icated , ) )
de f upload image ( request , i d s o c i ) :
i f r eque s t . method == ’POST’ :
form = UploadFileForm ( reque s t .POST, r eque s t . FILES)
i f form . i s v a l i d ( ) :
n e w f i l e = Soc i ( f i l e = reques t . FILES [ ’ f i l e ’ ] )
n e w f i l e . save ( )
re turn HttpResponseRedirect ( r e v e r s e ( ’ main : home ’ ) )
e l s e :
form = UploadFileForm ( )
data = { ’ form ’ : form}
r e turn r e n d e r t o r e s p o n s e ( ’ main/ index . html ’ , data , c o n t e x t i n s t a n c e=RequestContext ( r eque s t ) )
# func i o que permet canv iar e l passwd d ’ un usuar i
@api view ( [ ’POST’ ] )
@ a u t h e n t i c a t i o n c l a s s e s ( ( Ses s ionAuthent i cat ion , Bas icAuthent icat ion , TokenAuthentication ) )
@ pe rm i s s i o n c l a s s e s ( ( I sAuthent icated , ) )
de f upload passwd ( r eque s t ) :
s e r i a l i z e r = UploadPasswdSer ia l i ze r ( data=reques t . data )
i f s e r i a l i z e r . i s v a l i d ( ) :
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s e r i a l i z e r . save ( )
re turn Response ( s e r i a l i z e r . data , s t a t u s=s t a tu s .HTTP 201 CREATED)
return Response ( s e r i a l i z e r . e r r o r s , s t a t u s=s ta t u s .HTTP 400 BAD REQUEST)
8.1.10 ’Serialitzar’ objectes a Django
Un cop instal·lat el framework nome´s e´s necessari crear el fitxer serializers.py
(djangoDD/ranking/serializers.py) on definirem quines dades del model volem in-
cloure en el JSON per a posteriorment retornar-lo en la HTTP response.
from rest f ramework import s e r i a l i z e r s
from django . db . models import Sum
from ranking . models import ∗
# S e r i a l i z e r s d e f i n e the API r e p r e s e n t a t i o n .
c l a s s S o c i S e r i a l i z e r ( s e r i a l i z e r s . M o d e l S e r i a l i z e r ) :
puntuacio = s e r i a l i z e r s . S e r i a l i z e rMethodF i e l d ( ’ getPunts ’ )
de f getPunts ( s e l f , i n s t anc e ) :
puntuacio = Encadena . o b j e c t s . f i l t e r ( s o c i=in s t ance ) . aggregate (Sum( ’ punts ’ ) ) . get ( ’ punts sum ’ , 0 )
i f not puntuacio : puntuacio = 0
return puntuacio
c l a s s Meta :
model = Soc i
f i e l d s = ( ’ pk ’ , ’nom’ , ’ cognom ’ , ’ i m g p e r f i l ’ , ’ puntuacio ’ )
c l a s s S o c i B y B l o c S e r i a l i z e r ( s e r i a l i z e r s . M o d e l S e r i a l i z e r ) :
pk = s e r i a l i z e r s . S e r i a l i z e rMethodF i e l d ( ’ getPkSoci ’ )
nom = s e r i a l i z e r s . S e r i a l i z e rMethodF i e l d ( ’ getNomSoci ’ )
cognom = s e r i a l i z e r s . S e r i a l i z e rMethodF i e l d ( ’ getCognomSoci ’ )
puntuacio = s e r i a l i z e r s . S e r i a l i z e rMethodF i e l d ( ’ getPuntsSoci ’ )
de f getPkSoci ( s e l f , i n s t anc e ) :
r e turn in s t ance . s o c i . pk
de f getNomSoci ( s e l f , i n s t anc e ) :
r e turn in s t ance . s o c i . nom
def getCognomSoci ( s e l f , i n s t anc e ) :
r e turn in s t ance . s o c i . cognom
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de f getPuntsSoc i ( s e l f , i n s t anc e ) :
puntuacio = Encadena . o b j e c t s . f i l t e r ( s o c i=in s t ance . s o c i ) . aggregate (Sum( ’ punts ’ ) ) . get ( ’ punts sum ’ , 0 )
i f not puntuacio : puntuacio = 0
return puntuacio
c l a s s Meta :
model = Soc i
f i e l d s = ( ’ pk ’ , ’nom’ , ’ cognom ’ , ’ puntuacio ’ )
c l a s s S o c i P k S e r i a l i z e r ( s e r i a l i z e r s . M o d e l S e r i a l i z e r ) :
c l a s s Meta :
model = Soc i
f i e l d s = ( ’ pk ’ , )
c l a s s B l o c S e r i a l i z e r ( s e r i a l i z e r s . M o d e l S e r i a l i z e r ) :
c l a s s Meta :
model = Bloc
f i e l d s = ( ’ pk ’ , ’nom’ , ’ zona ’ , ’ grau ’ , ’ act iu ’ , ’ punts ’ )
c l a s s EncadenaSe r i a l i z e r ( s e r i a l i z e r s . M o d e l S e r i a l i z e r ) :
bloc nom = s e r i a l i z e r s . S e r i a l i z e rMethodF i e l d ( ’ getNomBloc ’ )
b l oc g rau = s e r i a l i z e r s . S e r i a l i z e rMethodF i e ld ( ’ getGrauBloc ’ )
de f getNomBloc ( s e l f , i n s t ance ) :
r e turn in s t ance . b loc . nom
def getGrauBloc ( s e l f , i n s t anc e ) :
r e turn in s t ance . b loc . grau
c l a s s Meta :
model = Encadena
f i e l d s = ( ’ bloc nom ’ , ’ b loc grau ’ , ’ n in t en t s ’ , ’ data encadene ’ )
c l a s s B l o c B y S o c i S e r i a l i z e r ( s e r i a l i z e r s . M o d e l S e r i a l i z e r ) :
nom = s e r i a l i z e r s . S e r i a l i z e rMethodF i e l d ( ’ getNomBloc ’ )
zona = s e r i a l i z e r s . S e r i a l i z e rMethodF i e l d ( ’ getZonaBloc ’ )
grau = s e r i a l i z e r s . S e r i a l i z e rMethodF i e l d ( ’ getGrauBloc ’ )
a c t i u = s e r i a l i z e r s . S e r i a l i z e rMethodF i e l d ( ’ getActiuBloc ’ )
punts = s e r i a l i z e r s . S e r i a l i z e rMethodF i e l d ( ’ getPuntsBloc ’ )
de f getNomBloc ( s e l f , i n s t ance ) :
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r e turn in s t ance . b loc . nom
def getZonaBloc ( s e l f , i n s t anc e ) :
r e turn in s t ance . b loc . zona . pk
de f getGrauBloc ( s e l f , i n s t anc e ) :
r e turn in s t ance . b loc . grau
de f getAct iuBloc ( s e l f , i n s t anc e ) :
r e turn in s t ance . b loc . a c t i u
de f getPuntsBloc ( s e l f , i n s t anc e ) :
r e turn in s t ance . b loc . punts
c l a s s Meta :
model = Bloc
f i e l d s = ( ’ pk ’ , ’nom’ , ’ zona ’ , ’ grau ’ , ’ act iu ’ , ’ punts ’ )
c l a s s C o m e n t a r i s S e r i a l i z e r ( s e r i a l i z e r s . M o d e l S e r i a l i z e r ) :
nom soci = s e r i a l i z e r s . S e r i a l i z e rMethodF i e l d ( ’ getNomSoci ’ )
cognom soci = s e r i a l i z e r s . S e r i a l i z e rMethodF i e ld ( ’ getCognomSoci ’ )
de f getNomSoci ( s e l f , i n s t anc e ) :
r e turn in s t ance . s o c i . nom
def getCognomSoci ( s e l f , i n s t anc e ) :
r e turn in s t ance . s o c i . cognom
c l a s s Meta :
model = Encadena
f i e l d s = ( ’ nom soci ’ , ’ cognom soci ’ , ’ comentaris ’ , ’ data encadene ’ )
c l a s s EncadenaSe r i a l i z e r ( s e r i a l i z e r s . M o d e l S e r i a l i z e r ) :
c l a s s Meta :
model = Encadena
f i e l d s = ( ’ soc i ’ , ’ bloc ’ , ’ n in t en t s ’ , ’ comentaris ’ )
c l a s s F a v o r i t s S e r i a l i z e r ( s e r i a l i z e r s . M o d e l S e r i a l i z e r ) :
c l a s s Meta :
model = Favor i t s
f i e l d s = ( ’ soc i ’ , ’ f a v o r i t s ’ )
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c l a s s UploadPasswdSer ia l i ze r ( s e r i a l i z e r s . M o d e l S e r i a l i z e r ) :
c l a s s Meta :
model = Soc i
f i e l d s = ( ’ pk ’ , ’ passwd ’ )
8.1.11 ’TokenAuthentication’ a Django REST
A continuacio´ s’explicara` detalladament quins passos s’han de seguir per a que
les peticions HTTP requereixin autenticacio´.
En primer, lloc e´s necessari afegir la segu¨ent l´ınia en el vector INSTALLED APPS
del settings.py (djangoDD/djangoDD/settings.py) del projecte:
’ r e s t f ramework . authtoken ’
Despre´s, en el mateix fitxer s’ha de crear el vector REST FRAMEWORK on
s’afegira` el me`tode d’autenticacio´ utilitzat.
RESTFRAMEWORK = {
’DEFAULT AUTHENTICATION CLASSES’ : (
’ r e s t f ramework . au then t i c a t i on . Bas icAuthent icat ion ’ ,
’ r e s t f ramework . au then t i c a t i on . TokenAuthentication ’ ,
’ r e s t f ramework . au then t i c a t i on . Ses s ionAuthent i cat ion ’ ,
)
}
Un cop modificat el fitxer settings.py e´s necessari sincronitzar la base de dades
per a que els canvis quedin aplicats. Executem:
python manage . py syncdb
Un cop modificat el settings.py e´s necessari declarar l’autenticacio´ de REST Fra-
mework en el fitxer urls.py (djangoDD/django/urls.py) del projecte de Django afe-
gint les segu¨ents l´ınies a la taula de ’urlpatterns’:
u r l ( r ’ ˆ api−auth / ’ , i n c lude ( ’ re s t f ramework . u r l s ’ , namespace=’ rest f ramework ’ ) ) ,
u r l ( r ’ ˆ api−token−auth / ’ , views . obta in auth token )
Per a que` els Tokens es cre¨ın de forma dina`mica afegirem el segu¨ent codi en el
fitxer views.py (djangoDD/ranking/views.py) de l’aplicacio´:
from django . conf import s e t t i n g s
from django . db . models . s i g n a l s import po s t save
from django . d i spatch import r e c e i v e r
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from rest f ramework . authtoken . models import Token
@rece ive r ( post save , sender=s e t t i n g s .AUTH USER MODEL)
de f c r ea t e au th token ( sender , i n s t ance=None , c r ea ted=False , ∗∗kwargs ) :
i f c r ea ted :
Token . o b j e c t s . c r e a t e ( user=in s t ance )
Quan usem TokenAuthentication, necessitem un mecanisme per a que els clients
puguin obtenir el seu token a partir d’un usuari i una contrasenya va`lids. REST
framework inclou aquesta funcionalitat, nome´s e´s necessari afegir el segu¨ent codi al
fitxer urls.py (djangoDD/djangoDD/urls.py) del projecte Django:
from rest f ramework . authtoken import views
u r l p a t t e r n s += [
u r l ( r ’ ˆ api−token−auth / ’ , views . obta in auth token )
]
Aixo` e´s suficient per utilitzar ’TokenAuthentication’ inclo`s en Django REST Fra-
mework.
8.1.12 Configuracio´ de fitxers esta`tics a Django
A continuacio´ s’explicara` com configurar Django per poder utilitzar fitxers esta`tics.
En el cas de l’aplicacio´ ’MyWall’ s’han utilitzat els continguts esta`tics per emma-
gatzemar les imatges de perfil dels usuaris.
S’han d’afegir les segu¨ents l´ınies en el fitxer settings.py (djangoDD/djangoDD/-
settings.py) del projecte Django:
STATIC URL = ’/ s t a t i c / ’
STATIC ROOT = BASE DIR +’/ s t a t i c ’
MEDIA ROOT = BASE DIR +’/media / ’
MEDIA URL = ’/ media / ’
Un cop definits els directoris en el settings.py e´s necessari donar acce´s als recursos
a trave´s del fitxer urls.py del projecte de Django sumant les segu¨ents opcions a la
taula de ’urlpatterns’:
+ s t a t i c ( s e t t i n g s .MEDIA URL, document root=s e t t i n g s .MEDIA ROOT) + s t a t i c ( s e t t i n g s .STATIC URL, document root=s e t t i n g s .STATIC ROOT)
Amb aixo` queden definides les rutes per a fitxers esta`tics del projecte de Django.
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8.1.13 Configuracio´ de la pa`gina d’administracio´ a Django
Per configurar la pa`gina d’administracio´ de Django nome´s e´s necessari afegir
els models que es volen administrar i indicar els camps que es volen mostrar per
a cadascun en el fitxer admin.py (djangoDD/ranking/admin.py) de l’aplicacio´ de
Django.
MacBook−de−v i c to r−o r i o l : memoria v o r i o l $ cat . . / djangoDD/ ranking /
from django . con t r i b import admin
# Reg i s t e r your models here .
from . models import ∗
c l a s s SociAdmin ( admin . ModelAdmin ) :
l i s t d i s p l a y = ( ’ cognom ’ , ’nom’ , ’ email ’ , ’ t e l e f o n ’ )
c l a s s BlocAdmin ( admin . ModelAdmin ) :
de f get nom zona ( s e l f , obj ) :
r e turn obj . zona .nom
l i s t d i s p l a y = ( ’nom’ , ’ get nom zona ’ , ’ grau ’ )
c l a s s ZonaAdmin( admin . ModelAdmin ) :
l i s t d i s p l a y = ( ’nom’ , ’ ub icac io ’ )
admin . s i t e . r e g i s t e r ( Soci , SociAdmin )
admin . s i t e . r e g i s t e r ( Bloc , BlocAdmin )
admin . s i t e . r e g i s t e r ( Zona , ZonaAdmin)
Els rols d’usuari i permisos ve´nen donats per la gestio´ d’usuaris del projecte
Django. Es poden modificar des de la interf´ıcie web d’administracio´ amb l’usuari
admin (super user) de Django.
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