In this paper we describe an experimental TDR system with continuous data input from devices such as smart phones and sensors such as brain wave headsets. We developed event-based data input, modeling and analysis techniques in order to analyze input data and track progress of meditation. Initial experimental results indicate that this approach is quite promising.
Introduction
In our previous work we developed the TDR system, which is a multi-level slow intelligence system with interacting super-components each of which has its own computation cycle [1] , as a platform to explore applications in personal health care, emergency management, social networks and so on. In this paper we apply the TDR system to event-based data analysis and visualization for meditation tracking.
Meditation, defined as "the attention inwards towards the subtler levels of a thought until the mind transcends the experience of the subtlest state of the thought and arrives at the source of the thought", has been proven to have positive effects on social skills, feeling of compassion, self-management, somatic awareness and mental flexibility. It has also been used in treatment of anxiety disorders, stress reduction, chronic pain, persistent pain, depression, DOI reference number: 10.18293/DMSVIVA2018-005 autism spectrum disorders, traumatic experiences, acquired brain injury, and even eating disorder, psoriasis and substance abuse.
Nowadays many people are learning meditation. However there are still no adequate meditation monitoring systems to take continuous measurements from various sensors when a person is in meditation and to track its progress. In this paper we describe an experimental TDR system with continuous data input from devices such as smart phones and sensors such as brain wave headsets. We developed event-based data input, modeling and analysis techniques in order to analyze input data and track progress of meditation.
Initial experimental results demonstrate that this approach is quite promising.
The paper is organized as follows. In Section 2 we describe the system architecture. The interface to support event-based data input is presented in Section 3.
Event-based data modeling is described in Section 4, followed by a detailed example of data analysis presented in Section 5. Section 6 presents user scenarios for the experimental system. Discussion and conclusion are presented in Section 7. In order to track meditation we proposed to use brain wave headset as well as eye gaze tracking by smart phone during meditation [2] .
Data from brain wave sensor and eye gaze tracker are collected by their respective input processors in Ren supercomponent and uploaded to the Heap relation in the Chronobot database. The Heap is a collection of records each with a variable number of attributes for different types of sensor data, which are filtered and moved into different relations such as Gazing Behavior Relation, Brain Wave Relation and so on, by the request of the administrator through the Web GUI.
A more detailed view is shown in Figure 2 . Records in the Heap are first filtered and then moved to the corresponding relations. In the filtering of data, the resultant data must conform to the model for the corresponding relation. We will first explain the conceptual framework. The detailed formal model will be presented in Section 4.
The database for the TDR system is a time varying database. To make sense of the time varying database, we need to monitor the data streams and detect significant changes. For the best of our knowledge, there's few researches on designing user interface for time varying database. User interface design requires a good understanding of user needs [3] , in our approach we need to be able to specify what is normal and what is not normal. In fact, a database is governed by a data model specifying what is the normal pattern. The computation cycles specify the collection, filtering and storage of data that conform to the normal pattern, so the end result is a normal event. The cycle then repeats itself. When the data deviates from the normal pattern, it is an abnormal event to take notice of. Our approach to user interface design is therefore based upon this concept of normal and abnormal events.
In recent years, visualization has become an important tool to support exploration and analysis of large volumes of data. Therefore, to shift the needs of users into the focus, we should pursue an eventbased approach to visualization. This approach allows users to specify their interests as event types. The normal event is the data model. The abnormal event is what deviates from the data model.
During a computation cycle, the normal event is usually the end result, i.e. the processing and storage of data that conforms to the specified data model. When instances of the specified abnormal event types are detected, the user interface automatically adjusts visual representations according to the detected event instances. This approach results in visualizations that are adapted to the needs and interests of the users. Hence, users are supported in achieving their task at hand.
In terms of event-based visualization, the basic idea is to let users specify their interest by means of event types, to detect instances of these events in the data, and to create representations that can be automatically adjusted with respect to the detected event instances. Accordingly, three main aspects are investigated:.
1. Event specification, 2. Event detection, 3. Event representation. To bridge the gap between informal user interests and the digital language of computers, a formalism for the event specification must be developed. Here, the difficulty is to build a formal basis that provides a suitable expressiveness while still allowing users to specify their interests as easily as possible. Especially when facing users who are not familiar with event-based visualization, it is essential to provide methods and tools that allow an intuitive specification of event types.
The task of the event specification is to compile event types that are or might be of interest to visualization users. The event specification necessitates a formal foundation to allow a later detection of event instances.
In our approach, we have two types of events: normal events that represent the data model, and abnormal events that represent deviation from the data model. Events are always specified for a certain relation. Before moving data from heap to relation, we first check if the tuple satisfies a certain event type.
(1) Normal Event: As an example, if every tuple has an error rate less than the threshold  (for example  = 0.1), then it is a normal event. This event can be described as:
Once a normal event is specified, we can create a computation cycle to get the TDR system started. For formal definition, see Section 4.
(2) Abnormal Event 1: As an example, for three consecutive tuples, if each tuple's error rate exceeds the threshold , then it is an abnormal event. This event can be described as:
For formal definition, see section 4. If condition (2) is met, user then can use the following steps to specify this event.: (3) Abnormal Event 2: For three consecutive tuples, if each tuple's error rate is twice as much as the previous tuple, then it is an event. This event can be described as: 
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User Scenarios
In TDR system, sensor data from different devices, devices like temperature, humid, gaze, and etc, will be stored in a heap. In order for the administrator to better organize those data into separate relations, we have developed some tools to facilitate the process. The following are the steps how an admin can manage the system.
Scenario One: Organize Records
Upon login as an admin, you can see the following: Figure 9 . The Dashboard.
To write data into different relations, click organize records, then you can choose which relation you wish to write the data to. Upon selecting which relation the admin prefer to write data to, the system will show how many records are available in heap. The admin may type in the number of records he/she wants to write into the specific relation, but the number has to be no greater than maximum records in heap, after click on submit, the system will remind the admin whether his/her action was preformed successfully.
Scenario Two: Event-based Input
From the main page, if admin wish to move data to relations subject to certain restrict,ion he/she may choose to use event-based input tool. Figure 11 . Normal event.
After admin has chosen normal event, admin can then pick which relation he/she wish to choose. If a tuple is a normal event for the relation, then the tool can add the tuple into the relation. Similarly, after chose abnormal event, the tool will prompt admin to pick which event (aka: dependent event or independent event) he/she want to add records to.
We will give an example upon picking dependent event, but the flow will be the same if admin chose independent event.
Figure 12. Independent event.
After chose which relation data admin wish to apply algorithm on, the tool will select data records and apply (2) on it, if data records satisfy (2), then move it to the correspond relation.
Discussion
In this paper we describe an experimental TDR system with the following features: 1) the experimental system can run on a smart phone and therefore portable; 2) a meditation validation channel to check the consistency between the predictions via gaze features vs. features to increase the accuracy of meditation prediction; 3) through event-based data input, modeling and analysis, a user can access the brainwave from a one-channel NeuroSky Mindwave headset and gaze data from a Samsung phone and the consistency check graph via a web GUI; 4) QA and rating, where a user can provide feedback right after his/her meditation process, master/teacher will rating the meditation quality based on such feedback and previous measurement data. We can also track user's typing movements when providing feedback to measure the users' muscle change during and after meditation.
An initial experiment was designed and conducted to test the ability of monitoring meditation state via brainwave and gaze tracking techniques, as well as observe the relationship between the two sources of signals. Preliminary results indicated a trend of positive relationship (correlation coefficient = 0.982) between gaze y-axis signals and brainwave signals (Figure 13) , which indicates the validity of our approach in meditation detection as well as inspired us to further investigate their degrees of correlations. The current system has certain limitations: 1) headset requires a precise wearing process to extract sensor data, otherwise a portion of the data may be missing. Users who are not professional enough or without external support, will only have partial data, which is less accurate; 2) Gaze tracking via front facing camera of smart phone is portable and maneuverable, but lack of accuracy due to the noisy luminance effect in real environment as well as the user's meditating habit.
For future work, we need to develop techniques to overcome the above mentioned limitations, as well as to design approaches to help people better understand their meditation state without too much manual intervention. More experiments need to be designed and carried out to validate the proposed approach.
