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ВВЕДЕНИЕ 
 
На данный момент в сфере дорожного хозяйства существует проблема 
паспортизации, мониторинга и оценки состояния крупного объема элементов 
дорожной сети. Для решения этих проблем используется 
специализированный программный комплекс «Система видео паспортизации 
дорог» (СВПД) и дорожная лаборатория «Дорожный видео комплекс-05» 
(ДВК-05), разработанные компанией «НПО РЕГИОН» (г. Москва), в 
результате заездов которой формируется видеоряд, подвергающейся 
дальнейшей обработке и оцифровке. В результате оцифровки в качестве 
выходных данных получается shape-файл, который можно применять в ГИС, 
например, таких как ArcGIS. Работа с векторизованными данными в ГИС 
предоставляет возможность для более детального анализа пространственных 
данных и составления тематической карты, что позволяет более наглядно 
рассматривать анализируемый участок дороги. Так, например, необходимо 
визуально идентифицировать каждый отдельный дорожный объект в данном 
месте. 
Необходимость создания символов заключалась в том, что в 
стандартных пользовательских ГИС отсутствуют символы для отображения 
дорожных знаков, дорожной разметки и других элементов дорожной сети, 
выполненных по стандартам Российской Федерации. Без этих символов 
работа с данными не является удобной. Например, дорожные знаки, будут 
отображаться как маркеры разного цвета, что совершенно не дает четкого 
понятия какой конкретно знак мы рассматриваем. В связи с этим существует 
потребность создания библиотеки дорожных символов для работы с shape-
файлами дорог в ГИС. 
Кроме просмотра полученных данных, так же существует 
необходимость оформления документации по типовым документам на 
основе данных, созданных комплексом СВПД в специфичном формате. Для 
выгрузки данных из СВПД и автоматизации данного процесса создается 
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приложение, работающее с базой данных СВПД, полученной в результате 
оцифровки, которое помогает облегчить работу инженерам – дорожникам. 
Разрабатываемое настольное приложение для Windows должно выполнять 
функции автоматизации процесса подготовки отчетности обработанных 
данных по стандартизированным формам ведомостей. 
Задачи работы: 
 создание библиотеки символов дорожной инфраструктуры для 
отображения экспортируемых из СВПД пространственных данных в 
стандартных ГИС, поддерживающих работу с shape-файлами, по актуальным 
ГОСТам; 
 разработка программы для создания отчетов по атрибутивному 
запросу пользователя из баз данных СВПД. 
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1 Система видео паспортизации дорог и дорожный видео комплекс 
 
Передвижная дорожная лаборатория (рисунок 1) может 
использоваться, при оценке текущего состояния автомобильных дорог для 
целей: диагностики и предпроектного обследования, паспортизации, 
разработки проектов организации движения, планирования текущего 
ремонта, разработки и создания геоинформационной системы 
автомобильных дорог или городских улиц, а также при приемке участков 
дорог и улиц, завершенных строительством, реконструкцией, капитальным 
ремонтом и ремонтом [1]. Собранные данные позволят оперативно получать 
максимальную информацию об обследованном объекте и по мере надобности 
добавлять или вносить изменение в нее. 
 
 
Рисунок 1 - Схема дорожной лаборатории ДВК - 05 
 
 Максимальный эффект от использования дорожной лаборатории ДВК-
05 достигается за счет высокой скорости сбора информации, точности 
собираемой информации и качества ее представления. «Скорость сбора 
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информации составляет порядка 150 км в смену (8 часов), может изменяться 
в зависимости от поставленной задачи, из возможных ограничений только 
продолжительность светового дня и отсутствие осадков. В летний период 
возможен сбор данных порядка 300 км в сутки. Точность собранных данных 
соответствует и даже превышает минимально допустимую нормативной 
документацией. Скорость обработки результатов заездов составляет порядка 
15 км в смену одним человеком, в зависимости от поставленной задачи 
скорость может изменяться. Обработанные данные хранятся на цифровых 
носителях, могут быть многократно продублированы, изменены, 
скорректированы. Также возможно хранение данных на отказоустойчивых 
системах для обеспечения их целостности. Использование передвижной 
дорожной лаборатории при разработке проектов ремонта автомобильных 
дорог, позволит оперативно и точно определить объемы работ. Высокая 
скорость измерений позволяет выполнять функции контроля подрядных 
организаций на предмет выполнения объемов и качества выполненных работ, 
тем самым обеспечить оптимальные затраты на ремонт и содержание 
дорожной и уличной сети» [1]. 
Программное обеспечение видео-измерительной системы «Система 
видео паспортизации дорог» («СВПД») v7. (рисунок 2) позволяет 
обрабатывать видеоматериалы, полученные в ходе обследования дорог, а 
также их просматривать и создавать необходимые пользователю отчеты. 
Программное обеспечение устанавливается на персональные компьютеры 
офисного типа и может функционировать в режимах: оцифровки объектов, 
привязка объектов. Способы проведения оцифровки: 
 cпособ опорных проекций; 
 cтереоизмерения; 
 оцифровка объектов “в движении”; 
 расчет расстояний видимости дороги; 
  оцифровка на 3D модели дороги и придорожной полосы. 
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Рисунок 2 – Вид окна программы СВПД 
 
В режиме просмотра система имеет возможность отображать 
информацию также в виде электронного паспорта и электронной карты (или 
ГИС). Данное программное обеспечение, как и дорожная лаборатория 
являются разработками компании «НПО-Регион», специализирующаяся на 
проведении измерений, сбора данных на автомобильных дорогах и улицах, а 
также их анализа. 
 
2 Исходные данные 
 
Исходными данными для работы послужили файлы, полученные в 
результате работы дорожной лаборатории «ДВК-05» и в дальнейшем 
обработанные в прилагающемся к ней программном обеспечении «СВПД». 
Данные представляют из себя: 
 Shape - файлы для улицы Весны г.Красноярска, содержащие 
точечные объекты (дорожные знаки, светофоры и другие единичные объекты 
дорожной инфраструктуры), линейные объекты (линии разметки, бордюры и 
др.) и полигональные объекты, включающие в себя газон, здания, и т.п.; 
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 Базы данных, содержащие информацию о результатах заездов и 
оцифрованных данных, для каждого конкретного участка. Базы данных 
предоставляются в формате «.svpd» (фактически являющийся форматом 
«.accdb»). 
 
3 Обзор предметной области 
 
3.1 Обзор программного обеспечения 
 
В ходе работы для отрисовки символьных элементов карты и 
отображения shape – файлов, требовалось выбрать ГИС, для которой и будет 
создаваться файл со стилем, содержащим в себе дорожные объекты. Выбор 
был сделан в пользу ArcGIS Desktop – это программный продукт, который 
позволяет визуализировать (представить в виде цифровой карты) большие 
объёмы статистической информации, имеющей географическую привязку. В 
среде создаются и редактируются карты всех масштабов: от планов 
земельных участков до карты мира. ArcGIS Desktop включает в себя 
приложения ArcMap, ArcCatalog и ArcToolBox [2]. 
ArcMap – основное приложение ArcGIS Desktop. Оно используется для 
всех картографических задач, включая создание карт, анализ карт и 
редактирование данных. В этом приложении работа осуществляется с 
картами. 
ArcCatalog представляет собой окно каталога, которое используется 
для организации и управления различными типами географической 
информации для ArcGIS Desktop. 
ArcToolBox - это простое приложение, содержащее множество 
инструментов обработки геоданных (конвертация, проецирование, 
геообработка данных, оверлейный анализ, организация многолистных карт и 
т.д.). 
11  
При создании стиля требовалось создание маркерных символов 
дорожных знаков и других элементов. Для того, чтобы избежать долгой 
работы по ручному созданию каждого такого элемента в графическом 
редакторе была использована система подготовки чертежей IndorDraw, 
которая является простым и удобным в использовании графическим 
редактором, входящая в состав программных продуктов компании 
«ИндорСофт». Она поддерживает большой набор графических примитивов 
для черчения, а также позволяет включать в чертежи разнообразные 
растровые и векторные материалы (растровые подложки, DXF-чертежи, 
OLE-объекты и пр.) [3]. Кроме этого IndorDraw содержит в себе полный 
набор дорожных знаков, оформленных в соответствии со стандартами 
Российской Федерации. 
Дорожные знаки были экспортированы из данной программы в 
векторном формате «.EMF» (растр не использовался, так как зависим от 
масштабирования и не имеет прозрачности (например, формат «JPEG»). 
В качестве рабочего инструмента по разработке приложения для 
Windows был выбран Microsoft Visual Studio — линейка продуктов 
компании Microsoft, включающих интегрированную среду разработки 
программного обеспечения и ряд других инструментальных средств. Данные 
продукты позволяют разрабатывать как консольные приложения, так и 
приложения с графическим интерфейсом, в том числе с поддержкой 
технологии Windows Forms, а также веб-сайты, веб-приложения, веб-
службы как в родном, так и в управляемом кодах для всех платформ, 
поддерживаемых Windows, Windows Mobile, Windows CE, .NET 
Framework, Xbox, Windows Phone .NET Compact Framework и Silverlight [4]. 
Visual Studio включает в себя редактор исходного кода. 
Встроенный отладчик может работать как отладчик уровня исходного кода, 
так и отладчик машинного уровня. Остальные встраиваемые инструменты 
включают в себя редактор форм для упрощения создания графического 
интерфейса приложения, веб-редактор, дизайнер классов и дизайнер схемы 
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базы данных. Visual Studio позволяет создавать и подключать сторонние 
дополнения (плагины) для расширения функциональности практически на 
каждом уровне, включая добавление поддержки систем контроля версий 
исходного кода (как, например, Subversion и Visual SourceSafe), добавление 
новых наборов инструментов (например, для редактирования и визуального 
проектирования кода на предметно-ориентированных языках 
программирования) или инструментов для прочих аспектов процесса 
разработки программного обеспечения (например, клиент Team Explorer для 
работы с Team Foundation Server). 
Для работы с базами и изучения их структуры, полученных в качестве 
исходных данных, использовался программный продукт Microsoft Office 
Access — реляционная система управления базами данных (СУБД) 
корпорации Microsoft. Входит в состав пакета Microsoft Office. Имеет 
широкий спектр функций, включая связанные запросы, связь с внешними 
таблицами и базами данных.  
Основные компоненты MS Access: 
 построитель таблиц; 
 построитель экранных форм; 
 построитель SQL-запросов (язык SQL в MS Access не 
соответствует стандарту ANSI); 
 построитель отчётов, выводимых на печать [5]. 
В качестве инструмента создания и работы с базой данных на 
удаленном сервере использовался продукт компании Oracle 
свободная реляционная система управления базами данных - MySQL. 
Продукт распространяется как под GNU General Public License, так и под 
собственной коммерческой лицензией. Помимо этого, разработчики создают 
функциональность по заказу лицензионных пользователей. Именно 
благодаря такому заказу почти в самых ранних версиях появился механизм 
репликации. 
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MySQL является решением для малых и средних приложений. Обычно 
MySQL используется в качестве сервера, к которому обращаются локальные 
или удалённые клиенты, однако в дистрибутив входит библиотека 
внутреннего сервера, позволяющая включать MySQL в автономные 
программы [6]. 
Гибкость СУБД MySQL обеспечивается поддержкой большого 
количества типов таблиц: пользователи могут выбрать как таблицы 
типа MyISAM, поддерживающие полнотекстовый поиск, так и 
таблицы InnoDB, поддерживающие транзакции на уровне отдельных записей. 
Более того, СУБД MySQL поставляется со специальным типом таблиц 
EXAMPLE, демонстрирующим принципы создания новых типов таблиц. 
Благодаря открытой архитектуре и GPL-лицензированию, в СУБД MySQL 
постоянно появляются новые типы таблиц. 
 
3.2 Обзор использованных технологий разработки 
 
3.2.1 Реляционная база данных и ее структура 
 
Базой данных (БД) называется организованная в соответствии с 
определенными правилами и поддерживаемая в памяти компьютера 
совокупность сведений об объектах, процессах, событиях или явлениях, 
относящихся к некоторой предметной области, теме или задаче [7]. Она 
организована таким образом, чтобы обеспечить информационные 
потребности пользователей, а также удобное хранение этой совокупности 
данных, как в целом, так и любой ее части. 
Реляционная база данных представляет собой множество 
взаимосвязанных таблиц, каждая из которых содержит информацию об 
объектах определенного вида. Каждая строка таблицы содержит данные об 
одном объекте (например, автомобиле, компьютере, клиенте), а столбцы 
таблицы содержат различные характеристики этих объектов - атрибуты 
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(например, номер двигателя, марка процессора, телефоны фирм или 
клиентов) [7]. 
Строки таблицы называются записями. Все записи таблицы имеют 
одинаковую структуру - они состоят из полей (элементов данных), в которых 
хранятся атрибуты объекта. Каждое поле записи содержит одну 
характеристику объекта и представляет собой заданный тип данных 
(например, текстовая строка, число, дата). Для идентификации записей 
используется первичный ключ. Первичным ключом называется набор полей 
таблицы, комбинация значений которых однозначно определяет каждую 
запись в таблице. 
Для работы с данными используются системы управления базами 
данных (СУБД). Основные функции СУБД: 
- определение данных (описание структуры баз данных); 
- обработка данных; 
- управление данными. 
Структура БД (набор, форма и связи ее таблиц) - это одно из основных 
проектных решений при создании приложений с использованием БД. 
Созданная разработчиком структура БД описывается на языке определения 
данных СУБД. 
Любая СУБД позволяет выполнять следующие операции с данными: 
- добавление записей в таблицы; 
- удаление записей из таблицы; 
- обновление значений некоторых полей в одной или нескольких 
записях в таблицах БД; 
- поиск одной или нескольких записей, удовлетворяющих заданному 
условию. 
Для выполнения этих операций применяется механизм запросов. 
Результатом выполнения запросов является либо отобранное по 
определенным критериям множество записей, либо изменения в таблицах. 
Запросы к базе формируются на специально созданном для этого языке, 
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который так и называется «язык структурированных запросов» (SQL - 
Structured Query Language). 
В работе использовалось две СУБД: MS Access и MySql. MS Access 
использовался для изучения структуры исходной БД СВПД. MySql 
использовался для работы с интерактивной интернет – картой. 
 
3.2.2 Windows Forms Application 
 
Разрабатываемое приложение должно иметь классический графический 
пользовательский интерфейс для операционной системы Windows. Для этого 
подойдут возможности Windows Forms. 
Windows Forms — интерфейс программирования приложений (API), 
отвечающий за графический интерфейс пользователя и являющийся 
частью Microsoft .NET Framework [8]. Данный интерфейс упрощает доступ к 
элементам интерфейса Microsoft Windows за счет создания обёртки для 
существующего Win32 API в управляемом коде. Причём управляемый код — 
классы, реализующие API для Windows Forms, не зависят от языка 
разработки. То есть программист одинаково может использовать Windows 
Forms как при написании ПО на C#, С++, так и на VB.Net, J# и др. 
 
3.2.3 Интерфейс программирования приложений Яндекс карты 
 
В качестве дополнения к основной функции приложения требовалось 
внедрить средство визуализации выгружаемого списка улиц. Для этой цели 
был выбран картографический сервис «Яндекс Карты» - поисково-
информационная картографическая служба компании «Яндекс». Открыта 
в 2004 году. На службе представлены подробные карты всего мира. 
Карты «Яндекс» доступны в четырёх вариантах: схемы, спутниковые 
снимки, совмещённые и Народная карта. Набор возможностей по работе с 
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картами достаточно обширен, но в наиболее полном объёме доступен лишь 
для ограниченного числа городов. 
API «Яндекс Карты» - программный интерфейс, с помощью которого 
можно установить «Яндекс Карты» и необходимый инструментарий для 
работы с ними в своём веб-приложении или на сайте [9]. 
В данной работе использовались следующие компоненты Яндекс API: 
-Javascript API – набор компонентов для размещения интерактивных 
Яндекс.Карт на страницах сайта или в веб-приложении. С помощью API 
можно отображать карты с различными объектами, искать адреса, 
прокладывать маршруты, строить свои схемы и многое другое; 
-геокодер – компонент API «Яндекс Карты», с помощью которого 
определяются координаты объекта на карте по его адресу, и наоборот; 
-YMapsML (Yandex Maps Markup Language) – это XML-язык описания 
географических данных, разработанный в Яндексе; 
-API конструктора карт – интерфейс для настройки параметров 
созданной в Конструкторе схемы; 
-конструктор карт – веб-инструмент для создания схем проезда и 
нанесения объектов на карту. 
 
3.2.4 Использованные языки программирования  
 
В качестве языка программирования для создания Windows 
приложения использовался C# - объектно-ориентированный язык 
программирования. Разработан в 1998—2001 годах группой инженеров под 
руководством Андерса Хейлсберга в компании Microsoft как язык разработки 
приложений для платформы Microsoft .NET Framework и впоследствии был 
стандартизирован как ECMA-334 и ISO/IEC 23270 [10]. 
C# относится к семье языков с C-подобным синтаксисом, из них его 
синтаксис наиболее близок к C++ и Java. Язык имеет статическую 
типизацию, поддерживает полиморфизм, перегрузку операторов (в том числе 
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операторов явного и неявного приведения типа), делегаты, атрибуты, 
события, свойства, обобщённые типы и методы, итераторы, анонимные 
функции с поддержкой замыканий, LINQ, исключения, комментарии в 
формате XML. 
Переняв многое от своих предшественников — 
языков C++, Pascal, Модула, Smalltalk и, в особенности, Java — С#, опираясь 
на практику их использования, исключает некоторые модели, 
зарекомендовавшие себя как проблематичные при разработке программных 
систем, например, C# в отличие от C++ не поддерживает множественное 
наследование классов (между тем допускается множественное наследование 
интерфейсов). 
Для работы приложения с базами данных использовался 
структурированный язык запросов SQL (Structured Query Language) — язык 
управления базами данных для реляционных баз данных. Сам по себе SQL не 
является Тьюринг-полным языком программирования, но его стандарт 
позволяет создавать для него процедурные расширения, которые расширяют 
его функциональность до полноценного языка программирования [11]. 
«SQL состоит из четырех отдельных частей. 
Часть 1. Язык определения данных (DDL) используется для 
определения структур данных, хранящихся в базе данных. Операторы DDL 
позволяют создавать, изменять и удалять отдельные объекты в БД. 
Допустимые типы объектов зависят от используемой СУБД и обычно 
включают базы данных, пользователей, таблицы и ряд более мелких 
вспомогательных объектов, например, роли и индексы. 
Часть 2. Язык манипуляции данными (DML) используется для 
извлечения и изменения данных в БД. Операторы DML позволяют извлекать, 
вставлять, изменять и удалять данные в таблицах. Иногда 
операторы select извлечения данных не рассматриваются как часть DML, 
поскольку они не изменяют состояние данных. Все операторы DML носят 
декларативный характер. 
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Часть 3. язык определения доступа к данным (DCL) используется 
для контроля доступа к данным в БД. Операторы DCL применяются к 
привилегиям и позволяют выдавать и отбирать права на применение 
определенных операторов DDL и DML к определенным объектам БД. 
Часть 4. Язык управления транзакциями (TCL) используется для 
контроля обработки транзакций в БД. Обычно операторы TCL 
включают commit для подтверждения изменений, сделанных в ходе 
транзакции, rollback для их отмены и savepoint для разбиения транзакции на 
несколько меньших частей.» [11]. 
Следует отметить, что SQL реализует декларативную парадигму 
программирования: каждый оператор описывает только необходимое 
действие, а СУБД принимает решение о том, как его выполнить, т.е. 
планирует элементарные операции, необходимые для выполнения действия и 
выполняет их. Тем не менее, для эффективного использования возможностей 
SQL разработчику необходимо понимать то, как СУБД анализирует каждый 
оператор и создает его план выполнения. 
Далее для работы с «Яндекс картами» были использованы следующие 
языки программирования: 
 PHP – серверная обработка; 
 Javascript – обработка на стороне клиента; 
 HTML – графическое отображение. 
 PHP, расшифровывающийся как "PHP: Hypertext Preprocessor" - «PHP: 
Препроцессор Гипертекста», является распространенным интерпретируемым 
языком общего назначения с открытым исходным кодом. PHP создавался 
специально для ведения web-разработок и код на нем может внедряться 
непосредственно в HTML-код. Синтаксис языка берет начало из C, Java и 
Perl, и является легким для изучения. Основной целью PHP является 
предоставление web-разработчикам возможности быстрого создания 
динамически генерируемых web-страниц, однако область применения PHP не 
ограничивается только этим [12]. 
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JavaScript — прототипно-ориентированный сценарный язык 
программирования. Является реализацией языка ECMAScript (стандарт 
ECMA-262). 
JavaScript обычно используется как встраиваемый язык для 
программного доступа к объектам приложений. Наиболее широкое 
применение находит в браузерах как язык сценариев для 
придания интерактивности веб-страницам. 
Основные архитектурные черты: динамическая типизация, слабая 
типизация, автоматическое управление памятью, прототипное 
программирование, функции как объекты первого класса. 
Современный JavaScript – это «безопасный» язык программирования 
общего назначения. Он не предоставляет низкоуровневых средств работы с 
памятью, процессором, так как изначально был ориентирован на браузеры, в 
которых это не требуется [13]. 
Что же касается остальных возможностей – они зависят от окружения, 
в котором запущен JavaScript. В браузере JavaScript умеет делать всё, что 
относится к манипуляции со страницей, взаимодействию с посетителем и, в 
какой-то мере, с сервером: 
 создавать новые HTML-теги, удалять существующие, менять 
стили элементов, прятать, показывать элементы и т.п.; 
 реагировать на действия посетителя, обрабатывать клики мыши, 
перемещения курсора, нажатия на клавиатуру и т.п.; 
 посылать запросы на сервер и загружать данные без перезагрузки 
страницы (эта технология называется "AJAX"); 
 получать и устанавливать cookie, запрашивать данные, выводить 
сообщения. 
PHP отличается от JavaScript тем, что PHP-скрипты выполняются на 
сервере и генерируют HTML, который посылается клиенту.  
HTML — стандартизированный язык разметки документов 
во Всемирной паутине. Большинство веб-страниц содержат описание 
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разметки на языке HTML (или XHTML). Язык HTML 
интерпретируется браузерами; полученный в результате интерпретации 
форматированный текст отображается на экране монитора компьютера или 
мобильного устройства [14]. 
Язык HTML является приложением SGML (стандартного обобщённого 
языка разметки) и соответствует международному стандарту ISO 8879. 
Язык XHTML является более строгим вариантом HTML, он следует 
всем ограничениям XML и, фактически, XHTML можно воспринимать как 
приложение языка XML к области разметки гипертекста. 
Во всемирной паутине HTML-страницы, как правило, передаются 
браузерам от сервера по протоколам HTTP или HTTPS, в виде простого 
текста или с использованием шифрования. 
 
3.3 Символы и стили 
 3.3.1 Символы 
 
С помощью условных обозначений географические объекты 
описываются, распределяются по разным рангам или категориям, а также 
задаются надписи и аннотации, в результате чего показываются 
качественные и количественные отношения между различными явлениями.  
Символы бывают четырех типов:  
 маркерные; 
 линейные; 
 заливки; 
 текст. 
«Все зависит от типа геометрии объекта, для которого они 
используются. Обычно они применяются к группам объектов на уровне слоя, 
но текст и графика в виде компоновки также создаются с помощью 
символов. Символы могут быть созданы и применены непосредственно к 
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объектам и графике, а можно их сохранять, перемещать, пересылать в 
коллекциях, которые называются стилями.» [2]. 
Существует четыре типа стандартных маркерных символов: 
 простой — быстро отображаемый набор базовых глифов, с 
необязательным внешним оконтуриванием; 
 шрифтовой — маркерный символ, созданный из глифа в любом 
шрифте из системной папки шрифтов; 
 стрелка — простой треугольный символ с настраиваемыми 
размерами и графическими свойствами. Для более сложных наконечников 
стрелок можно создать шрифтовой маркерный символ из любого глифа 
набора шрифтов ESRI Arrowhead; 
 рисунок — маркерный символ, составленный из одного 
графического файла формата PNG (*.png), JPEG (*.jpg,*.jpeg), GIF (*.gif), 
Windows bitmap (.bmp) или Windows enhanced metafile (.emf). В отличие от 
растрового Windows bitmap, Windows enhanced metafile представляет собой 
векторный формат, более чёткий и масштабируемый. 
Существует четыре типа стандартных линейных символов: 
 простые — быстро отображаемые линии толщиной в один 
пиксель с предопределенным шаблоном; 
 картографические-пунктирные линии с возможностью настройки 
пробелов, концов линий и их соединений. Они могут быть нарисованы со 
сдвигом от геометрии объекта и включать линейные украшения, например, 
маркеры вдоль линии и/или конечные точки линий; 
 штриховые-линейные символы, состоящие из повторяющихся 
сегментов линий (штрихов). По умолчанию штрихи располагаются 
перпендикулярно линии геометрии объекты, но можно задать любой другой 
угол; 
 маркерные-линейные символы, состоящие из повторяющегося 
шаблона маркеров, располагающихся вдоль линии геометрии; 
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 линии из рисунков - непрерывное повторение рисунка из файлов 
PNG (*.png), GIF (*.gif), JPEG (*.jpg,*.jpeg), Windows bitmap (.bmp) или 
Windows enhanced metafile (.emf) на всем протяжении линии. Такая линия 
может значительно осложнить прорисовку и экспорт и не всегда приводит к 
эстетически приятному результату. Рекомендуется заменить ее другим типом 
линейных символов. 
Существует пять типов заливки: 
 простая – быстро отображаемая одноцветная заливка, может быть 
с контуром; 
 градиентная - непрерывный переход между несколькими 
цветами, может быть линейным, прямоугольным или круговым; 
 штриховка – штриховка под любым углом с заданным отступом и 
интервалами; 
 заполнение маркером – случайно или равномерно 
распределенные повторяющиеся маркерные символы; 
 заполнение рисунком - непрерывное повторение рисунка из 
графического файла типа PNG (*.png), JPEG (*.jpg, *.jpeg), GIF (*.gif), .bmp 
(Windows bitmap) или .emf (Windows enhanced metafile). 
 3.3.2 Стили 
 В стилях организовано хранение элементов, используемых на карте, 
кроме того их можно передавать своим коллегам. С их помощью проще 
поддерживать стандарты в нескольких картографических продуктах или 
внутри организации. 
ArcGIS предоставляет возможность создавать собственные стили с 
любым количеством содержания. Символы и элементы карты можно 
создавать с нуля или на основе уже существующих, изменив их свойства. В 
ArcGIS представлено несколько стилей, которые можно использовать для 
поддержания определенных стандартов или внешнего вида вашей карты. 
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Символы используются для отображения географических объектов, 
текста и графики на картах. Если вы готовы применить символ к 
пространственным объектам слоя или графическим элементам на карте, 
можете с помощью диалогового окна «Выбор символа» (Symbol 
Selector) выбрать нужный символ из доступных стилей, при необходимости 
изменить его и применить. 
Стили — это коллекции символов и прочих элементов карты 
многоразового использования. Диалоговое окно «Менеджер стилей» (Style 
Manager) используется для просмотра, создания и изменения стилей и их 
содержимого [2]. 
 
3.4 Использованные стандарты 
 
При создании символов были использованы следующие стандарты: 
 ГОСТ Р 52290—2004 «Технические средства организации 
дорожного движения. Знаки дорожные. Общие технические требования». 
Дата введения — 2006.01.01. Область применения - стандарт устанавливает 
группы, изображения, размеры дорожных знаков (далее — знаков), 
предназначенных для установки на улицах и дорогах (далее — дорогах) с 
целью информирования участников дорожного движения об условиях и 
режимах движения, а также технические требования к знакам и 
применяемым для их изготовления материалам, методам испытаний. 
Стандарт также устанавливает требования к световозвращающим материалам 
для знаков [15]. 
 ГОСТ Р 51256-99. «Технические средства организации 
дорожного движения. Разметка дорожная. Типы и основные параметры. 
Общие технические требования». Настоящий стандарт устанавливает форму, 
цвет, размеры и технические требования к разметке строящихся и 
эксплуатируемых улиц и дорог независимо от их ведомственной 
принадлежности. Дата введения 2000-01-01 [16]. 
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4.Создание библиотеки символов 
 
4.1 Создание маркеров 
 
Маркерные символы включают в себя дорожные знаки и другие 
одиночные объекты, например, светофоры или ЛЭП. Данный тип стилей 
располагается в окне «Менеджер стилей» в папке «Marker Symbols», 
соответственно там и нужно было создавать новые элементы. При создании 
были использованы два типа: шрифтовой и рисунок. Для создания символов 
типа «Рисунок» дорожных знаков были использованы изображения, 
экспортированные с IndorDraw. Для «шрифтовых» объектов были 
использованы шрифты, включенные в стандартный набор программы 
ArcGIS. На рисунке 3 представлен список готовых маркеров. 
 
 
Рисунок 3 - Маркерные символы, экспортированные из IndoorDraw в окне 
«Менджер стилей» 
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Символы дорожных знаков представляют из себя векторные 
изображения в формате «.emf». Векторный формат, в отличии от растрового, 
позволяет сохранять качество отрисовки маркера независимо от 
приближения или удаления, и кроме этого поддерживается прозрачность, что 
важно для знаков не прямоугольной формы для удаления белого фона позади 
знака. 
 
4.2 Создание линейных символов 
 
Линейные символы в основном используются для иллюстрации линий 
разметки. Использовались как обычные линейные символы, так и маркерные 
линии, например, обозначение полосы кустарников. На рисунке 4 
представлен список линейных символов. Эта категория знаков была создана 
самостоятельно и находится она в папке «Line Symbols». 
При создании линейных символов руководствовался ГОСТ Р 51256-99, 
отвечающего за стандартизацию дорожной разметки. 
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Рисунок 4 - Линейные символы в окне «Менджер стилей» 
 
4.3 Создание символов заливки 
 
Символы заливки используются для полигональных объектов, 
например, зона парковки или зеленая зона. На рисунке 5 представлен список 
созданных символов заливки. 
Для создания заливки были использованы следующие типы: простая и 
штриховка по отдельности и вместе в разных слоях заливки. Данный тип 
символов был создан самостоятельно в папке «Fill Symbols» менеджера 
стилей без использования дополнительного программного обеспечения.  
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Рисунок 5 - Символы заливки в окне «Менджер стилей» 
 
На данном этапе заканчивается работа по созданию стиля и готовый 
результат сохраняется в файл формата «.style». Данный формат может 
использоваться в таких популярных ГИС, как ArcGIS и QGIS. 
 
4.4 Применение готового стиля 
 
Для демонстрации удобства работы с созданным стилем для дорожных 
объектов shape-файлы, полученные в результате оцифровки видеоряда, 
записанного дорожной лабораторией, были загружены в ArcGIS. Они 
загружаются со стандартными символами представления. На рисунке 6 
видно, что определить, к примеру, какой дорожный знак располагается в 
конкретном месте  
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Рисунок 6 - Улица Весны без применения стиля в ArcGIS 
 
На рисунке 7 изображены данные загруженные в ArcGIS с 
использованием созданного стиля.  
 
 
Рисунок 7 - Улица Весны с примененным стилем в ArcGIS 
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Данный пример хорошо иллюстрирует разницу в восприятии и 
удобства работы с данными. Таким образом, задача создания набора 
символов дорожной инфраструктуры была выполнена.  
 
5 Разработка приложения 
 
На следующем этапе работы требовалось создать приложение для 
Windows, автоматизирующее процесс формирования отчетов с учетом 
индивидуальных запросов пользователя из базы данных, полученной в 
результате работы СВПД.  
 
5.1 Определение требований 
 
Функциональные требования: 
- составление отчета в виде электронной таблицы по одному из 
выбранной типовой форме отчета. 
- визуальное отображение выгружаемых объектов. 
Входные данные: база данных, полученная в результате оцифровки 
видеоряда, полученного с передвижной дорожной лаборатории. 
Выходные данные - сформированный отчет в виде электронной 
таблицы по выбранной пользователем форме. 
 
5.2 Схемы 
 
Перед началом разработки необходимо четко описать принцип 
действия приложения, а также иметь общее представление функционального 
взаимодействия приложения с пользователем. 
Для визуализации этих элементов используются UML – диаграммы. 
Для визуального представления алгоритмов приложения используется блок – 
схема (рисунок 8). Она состоит из функциональных блоков, которые 
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выполняют различные назначения (ввод/вывод, начало/конец, вызов функции 
и т.д.). Кроме этого блок – схема показывает порядок действий пользователя 
при работе с приложением. 
 
 
Рисунок 8 – Блок – схема приложения 
 
Для отображения взаимодействия пользователя с приложением 
нарисована диаграмма использования (называемая «use – case», рисунок 9). 
На диаграмме использования применяются два типа основных сущностей: 
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варианты использования и действующие лица. Кроме этого устанавливаются 
типы зависимостей и отношений между вариантами использования. В 
данном случае существует вид связи «include», означающий, что для 
выполнения основных функций («Создание отчета» и «Просмотр улиц из 
БД») являются обязательными для выполнения действия «Выбор улицы» и 
«Загрузка БД». 
 
 
Рисунок 9 - Диаграмма использования 
 
5.3 Интерфейс пользователя 
 
Интерфейс пользователя представляет из себя обычное настольное 
windows – приложение, созданное в Windows Forms. Использование Windows 
Forms обусловлено тем, что разрабатываемое приложение должно 
поддерживаться и на старых версиях Windows (Windows XP). В случае с 
использованием WPF технологии – это невозможно. 
Интерфейс пользователя включает в себя следующие элементы, 
отмеченные на рисунке 10: 
 выпадающее меню с подпунктами (1); 
 окно списка улиц, с возможностью выбора (2); 
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 кнопки быстрого выделения и снятия выделения со всех улиц (3); 
 текстовое поле для заполнения пользователем названия города 
(4); 
 кнопка, инициирующая процесс нанесения маркеров выбранных 
улиц на карту (5); 
 окно со встроенным браузером, подключенному к Яндекс карте 
(6); 
 кнопки выбора формы отчета (7); 
 окно предпросмотра табличного вида (8); 
 кнопка, запускающая процесс экспорта (9). 
 
 
Рисунок 10 – Интерфейс приложения 
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Все кнопки (за исключением «Файл») в момент запуска приложения 
находятся в неактивном состоянии, так как база еще не выбрана и у 
приложения нет источника данных с которым можно работать. 
Код класса Form1.cs, где описаны все методы взаимодействия объектов 
с другими классами и друг другом, которые вызывают элементы 
пользовательского управления (кнопки) находится в приложении «А» 
 5.4 Структура базы данных  
Перед началом разработки методов взаимодействия приложения с 
базой данных необходимо изучить структуру базы данных, а именно, схему 
данных (рисунок 11), структуру таблиц и их наполнение. Это необходимо 
для дальнейшего создания SQL-запросов к базе данных при работе 
приложения. 
 
 
Рисунок 11 – Схема базы данных 
 
После изучения таблиц из них были выбраны необходимые таблицы: 
 Road (наименование улиц); 
 Attribute (содержит каждый оцифрованный элемент); 
 Params (описывает параметры для каждого элемента); 
 Group_Description (содержит наименование элементов). 
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5.5 Подключение к базе данных и загрузка списка улиц 
 
Для подключения базы данных к приложению использовался 
встроенный компонент OleDbConnection, который включает в себя набор 
классов и методов, позволяющих осуществлять подключение и работу с 
бзами данных формата «.accdb» (формат Microsoft Access). 
Для подключения к базе данных был создан класс BD (приложение Б). 
Данный класс осуществляет подключение к базе, путем получения строки 
подключения из диалогового окна открытия файла. Это позволяет 
пользователю легко выбирать базу, с которой он хочет работать. Также 
данный класс загружает список улиц в соответствующий элемент 
управления. 
 
5.5 Окно предпросмотра 
 
Окно предпросмотра отчета необходимо для того, чтобы пользователь 
сразу мог увидеть, что будет находится внутри выбранного им отчета, это 
позволяет избежать ситуации, когда пользователь создаст ненужный файл на 
своем компьютере и сэкономит свое время, в случае если ошибочно будет 
нажата кнопка не с тем отчетом. Данное окно представляет из себя 
контроллер табличного отображения данных. Для загрузки в него 
необходимой информации был создан соответсвующий класс PreviewGrid.cs 
(приложение В), принимающий в себя необходимый SQL-запрос в метод 
goGrid: 
 public void goGrid(string str, DataGridView _data, string command) { string connectionString = @"Provider=Microsoft.ACE.OLEDB.12.0;Data Source=" + str + "; Persist Security Info=False;"; OleDbConnection connection = new OleDbConnection(connectionString); connection.Open(); OleDbCommand myOleDbCommand = connection.CreateCommand(); myOleDbCommand.CommandText = command; 
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OleDbDataAdapter sda = new OleDbDataAdapter(); sda.SelectCommand = myOleDbCommand; DataTable dbdataset = new DataTable(); sda.Fill(dbdataset); BindingSource bSource = new BindingSource(); bSource.DataSource = dbdataset; _data.DataSource = bSource; sda.Update(dbdataset); connection.Close(); } 
 
Для каждого вида отчета, в соответствующей ему именем кнопке, 
храниться запрос, который при нажатии на данную кнопку, отправляется в 
базу данных и полученные в результате этого запроса данные записываются 
в табличный вид datagridview – контроллера.  
 
5.6 Интегрирование интерактивной карты 
 
Для графического представления местонахождения улиц, выгружаемых 
пользователем из базы данных было решено интегрировать в приложение 
электронную карту. В качестве инструмента были выбраны Яндекс карты, 
так как они имеют открытое API, позволяющее работать с пользователем в 
интерактивном режиме. Интерактивность заключается в том, что при 
желании пользователя, нажав на нужную кнопку, перед ним отобразиться 
электронная карта с метками улиц, выбранных им в окне «выбор улиц». Это 
позволяет наглядно увидеть, с какой улицей работает пользователь 
приложения. 
Сама карта, как и скрипты, работающие с ней и база данных с 
выбранными адресами, была расположена на внешнем интернет-хостинге. 
Принцип взаимодействия десктоп-приложения и карты виден на диаграмме 
(рисунок 12). 
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Рисунок 12 – Схема отображения карты в приложении 
 
В качестве встроенного в приложение браузера был выбран контроллер 
WebKit, представляющий из себя встроенный браузер, поддерживающий все 
современные технологии программирования и отображения web-страниц, 
такие как javascript. Это и являлось причиной отказа от стандартного .NET 
контроллера «WebBrowser». 
База данных была создана на хостинге в СУБД MYSQL. База содержит 
одну таблицу, хранящую в себе два столбца. Принимающих текстовые 
значения: Название города (CityName), название улицы (StreetName). 
Подключение к базе со стороны сервера осуществлялось при помощи 
скрипта, написанного на PHP. За отображение результатов работы PHP-
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скрипта и отрисовки карты в WebBrowser на стороне клиента (в данном 
случае пользователя), отвечает скрипт, написанный на языке Javascript. 
Для пользования данной картой от пользователя требуется ввести в 
специализированное текстовое поле название города и нажать на кнопку 
«Показать/Обновить» в результате работы которой отправляются данные на 
удаленную базу данных Mysql. Массив улиц отправляется и записывается в 
столбец StreetName, а название города, введенное пользователем в CityName, 
соответственно. 
После загрузки данных в базу на сервере, скрипт в результате своей 
работы геокодирует полученные адреса и отрисовывает метки на карте 
(рисунок 13). 
 
 
Рисунок 13 – Карта с загруженными метками в приложении 
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Ниже приведен листинг цикла, отвечающего за геокодирование и 
отрисовку меток на карту: 
 
for(i=0; i<n; i++) 
 {  
    ymaps.geoXml.load("http://geocode-
maps.yandex.ru/1.x/?geocode="+arr[i]) //геокодирование 
        .then(function (res) { 
            res.geoObjects.each(function (item) { 
                // Добавление геообъекта на карту. 
                myMap.geoObjects.add(item); 
                // Изменение области показа карты. 
               // myMap.setBounds(bounds); 
            }); 
        }  
 
Полный код web-страницы, содержащей в себе скрипты находится в 
приложении «Г». 
 
5.7 Экспорт в электронную таблицу 
 
В качестве электронной таблицы был выбран формат CSV - текстовый 
формат, предназначенный для представления табличных данных с помощью 
специальных разделителей. Его преимущество перед форматом XLS состоит 
в том, что он не имеет привязанности к версии Microsoft Office Excel. Это 
позволяет открывать и работать с таблицей в любом программном 
обеспечении, предназначенном для работы с электронными таблицами или 
даже текстовом редакторе. Для экспорта необходимого запроса в табличный 
вид был создан класс csv (приложение Д), реализующий поставленную 
задачу. Данные для экспорта берутся из табличного вида окна предпросмотра 
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контроллера datagridview и при помощи цикла for записываются в текстовый 
формат с необходимым разделителем: 
 
TextWriter sw = new StreamWriter(filepath,false, Encoding.UTF8 );             sw.WriteLine(header); // «шапка» документа             for (int i = 0; i < _data.Rows.Count - 1; i++)             {                 for (int j = 0; j < _data.Columns.Count; j++)                 {                     sw.Write("\t" + _data.Rows[i].Cells[j].Value.ToString() + "\t" + ";");                 }                  sw.WriteLine("\t");             }             sw.Close(); 
  
После нажатия на кнопку «Экспорт» пользователю предлагается 
выбрать место сохранения отчета. После выбора места открывается 
информационное окно, информирующее пользователя о результате экспорта 
(Успешно или неуспешно). 
 
5.8 Результат работы приложения 
 
Результатом работы приложения является готовый отчет, созданный с 
учетом индивидуального запроса пользователя, в виде электронной таблицы. 
В качестве примера готового отчета приводится созданная при помощи 
приложения ведомость дорожных знаков (рисунок 14). 
40  
 
 
Рисунок 14 – Готовая таблица – отчет 
 
Таким образом, задача разработки приложения для создания отчетов по 
данным из БД СВПД была выполнена.   
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ЗАКЛЮЧЕНИЕ 
 
В результате проделанной работы поставленные задачи были 
выполнены, а именно создана библиотека символов дорожных объектов для 
ГИС и разработано приложение для составления отчетов из данных БД 
СВПД. Экспорт данных дорожных объектов из СВПД в любую ГИС, 
поддерживающую работу с shape-файлами и символикой в формате Style 
обеспечивает корректное отображение этих объектов. Библиотека символов 
может были заимствована любыми пользователями и облегчает визуальную 
работу с shape – файлами при их просмотре или составления различных 
тематических карт. 
Разработанное приложение «Генератор отчетов» способствует 
упрощению процесса создания отчетности. Так, пользователю не нужно 
обладать умением пользоваться СУБД и знанием языка запросов SQL для 
вывода нужной ему информации из БД и последующем экспорте полученной 
таблицы в файл. Приложение создано в привычном Windows – пользователю 
интерфейсе и для получения необходимого результата инженеру – 
дорожнику необходимо выполнить несколько простых шагов.  
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7 Научная библиотека [Электронный ресурс]: Реляционная база 
данных и её структура – Режим доступа: http://sernam.ru/book_cbd.php?id=2 
8  Microsoft Developer Network [Электронный ресурс]: Windows 
Form – Режим доступа: https://msdn.microsoft.com/ru-
ru/library/dd30h2yb(v=vs.110).aspx 
9 Технологии Яндекса [Электронный ресурс]: API Карт – Режим 
доступа: https://tech.yandex.ru/maps/ 
10 Microsoft Developer Network [Электронный ресурс]: С#  – Режим 
доступа: https://msdn.microsoft.com/ru-ru/library/kx37x362.aspx 
11 Все про SQL [Электронный ресурс]: Язык запросов SQL – Режим 
доступа: http://www.sql.ru 
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12 PHP: Руководство по PHP [Электронный ресурс]: Справочник 
языка – Режим доступа: http://php.net/manual/ru/langref.php 
13 Центральный Javascript-ресурс. [Электронный ресурс]: Введение 
в Javascript – Режим доступа: http://javascript.ru/tutorial/intro 
14 Учебник по веб-технологиям [Электронный ресурс]: HTML – 
Режим доступа: http://www.webmasterwiki.ru/HTML 
15 ГОСТ Р 52290-2004 СПДС [Электронный ресурс]: Правила 
выполнения рабочей документации автомобильных дорог. – Режим доступа: 
docs.cntd.ru/document/gost-r-52290-2004 
16 ГОСТ Р 51256-99 СПДС [Электронный ресурс]: Правила 
выполнения рабочей документации автомобильных дорог. – Режим доступа: 
vsegost.com/Catalog/38/3860.shtml 
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ПРИЛОЖЕНИЕ А 
 
Код класса Form 
namespace plon {     public partial class Form1 : Form     {         public Form1()         {             InitializeComponent();             webBrowser1.Navigate("http://ch51965.tmweb.ru/");             gost1.Enabled = false;             button1.Enabled = false;             button2.Enabled = false;             button3.Enabled = false;             button4.Enabled = false;             button5.Enabled = false;             button6.Enabled = false;             button7.Enabled = false;              button8.Enabled = false;             button9.Enabled = false;             button10.Enabled = false;             button11.Enabled = false;                     }         PreviewGrid preview = new PreviewGrid();         string command = "";         string footer = "";         string separator = "\", \"";         string[] chckObj = { };         OpenFileDialog dialog = new OpenFileDialog();         public void открытьToolStripMenuItem_Click(object sender, EventArgs e)         {             try             {                 checkedListBox1.Items.Clear();                 dialog.Filter = "Файл БД Access|*.accdb";                 string str = "";                 string nameDB = "";                 if (dialog.ShowDialog() == DialogResult.OK)                 {                     str = dialog.FileName;                     nameDB = dialog.SafeFileName;                 }                 BD neww = new BD(str);                 MessageBox.Show("Успешно подключено к базе данных:" + nameDB + "!");                 gost1.Enabled = true;                 checkedListBox1.Items.AddRange(neww.ArreyStr());                 for (int i = 0; i < checkedListBox1.Items.Count; i++)                 { 
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                    checkedListBox1.SetItemChecked(i, true);                 }             }             catch             {                 MessageBox.Show("Вы не выбрали базу!");             }         }          private void CheckAll_Click(object sender, EventArgs e) //Выбрать все элементы         {             for (int i = 0; i < checkedListBox1.Items.Count; i++)             {                 checkedListBox1.SetItemChecked(i, true);             }         }          private void DisableAll_Click(object sender, EventArgs e) //Снять выбор со всех элемнтов         {             for (int i = 0; i < checkedListBox1.Items.Count; i++)             {                 checkedListBox1.SetItemChecked(i, false);             }         }          public void gost1_Click(object sender, EventArgs e)         {             string[] chckObj = checkedListBox1.CheckedItems.OfType<string>().ToArray();             command = "SELECT Road.Name, Group_Description.Item_Name, Attribute.L1, Attribute.L2  FROM Group_Description, Attribute ,(Road INNER JOIN Way ON Road.ID_Road = Way.ID_Road) INNER JOIN High ON Way.ID_Way = High.ID_Way WHERE Road.Name IN (\"" + string.Join(separator, chckObj) + "\") AND ([Group_Description.ID_Type_Attr]=[Attribute.ID_Type_Attr]); ";             preview.goGrid(dialog.FileName, checkedListBox1, dataGridView1, command);             footer = "Наименование; Расположение";         }          private void buttonExport_Click(object sender, EventArgs e)         {             Csv plon = new Csv();             plon.CopyToCSV(dataGridView1, footer);         }      private void MapButton_Click(object sender, EventArgs e)         {             string serverName = "fabula.timeweb.ru";              string userName = "ch51965_svpd";              string dbName = "ch51965_svpd";              string port = "3306";              string password = "123654q";  
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            string conn = "server=" + serverName +";user=" + userName + ";database=" + dbName +";port=" + port +";password=" + password + ";";             MySqlConnection sqlConn = new MySqlConnection(conn);             MySqlCommand command = sqlConn.CreateCommand();             MySqlDataReader Reader;             command.CommandText = "INSERT INTO Road (CityName) values('" + textBox1.Text.ToString() + "')";             Reader = command.ExecuteReader();             try             {                 sqlConn.Open();                 for (int i = 0; i < chkObj.lenght; i++)                 {                     command.CommandText = "INSERT INTO Road (StreetName) values('" + chkobj[i] + "')";                     Reader = command.ExecuteReader();                 }             }             catch             {                 MessageBox.Show("Ошибка подключения к серверу с картой");             }             command.CommandText = "DELETE FROM Road";             Reader = command.ExecuteReader();             sqlConn.Close();             webBrowser1.Refresh();     }         …         private void button11_Click(object sender, EventArgs e)         {             string[] chckObj = checkedListBox1.CheckedItems.OfType<string>().ToArray();             command = "SELECT Road.Name, Group_Description.Item_Name, Attribute.L1, Attribute.L2  FROM Group_Description, Attribute ,(Road INNER JOIN Way ON Road.ID_Road = Way.ID_Road) INNER JOIN High ON Way.ID_Way = High.ID_Way WHERE Road.Name IN (\"" + string.Join(separator, chckObj) + "\") AND ([Group_Description.ID >=140000 AND <=148000] ([Group_Description.ID_Type_Attr]=[Attribute.ID_Type_Attr]); ";             preview.goGrid(dialog.FileName, checkedListBox1, dataGridView1, command);             footer = "Улица ; Наименование; Расположение";         }     } 
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ПРИЛОЖЕНИЕ Б 
 
Код класса Preview 
namespace plon {     class PreviewGrid //Загрузка в окно предпросмотра     {        public void goGrid(string str,CheckedListBox _box, DataGridView _data, string command)         {             string connectionString = @"Provider=Microsoft.ACE.OLEDB.12.0;Data Source=" + str + "; Persist Security Info=False;";             OleDbConnection connection = new OleDbConnection(connectionString);             connection.Open();             OleDbCommand myOleDbCommand = connection.CreateCommand();             myOleDbCommand.CommandText = command;             OleDbDataAdapter sda = new OleDbDataAdapter();             sda.SelectCommand = myOleDbCommand;             DataTable dbdataset = new DataTable();             sda.Fill(dbdataset);             BindingSource bSource = new BindingSource();             bSource.DataSource = dbdataset;             _data.DataSource = bSource;             sda.Update(dbdataset);             connection.Close();         }     } } 
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ПРИЛОЖЕНИЕ В 
 
Код класса BD 
 
namespace plon {     public class BD     {         string str = "";         OleDbConnection connection;         public BD(string str)         {             this.str = str;             string connectionString = @"Provider=Microsoft.ACE.OLEDB.12.0;Data Source=" + str + "; Persist Security Info=False;";             connection = new OleDbConnection(connectionString);             connection.Open();              connection.Close();         }         public string[] ArreyStr()         {             OleDbCommand myOleDbCommand = connection.CreateCommand();             myOleDbCommand.CommandText = "SELECT Road.[Name]" + "FROM Road";             OleDbCommand myOleDbCommand1 = myOleDbCommand.Clone();             myOleDbCommand1.CommandText = "SELECT count(*)" + "FROM Road";               connection.Open();             int n = Convert.ToInt32(myOleDbCommand1.ExecuteScalar());             OleDbDataReader myOleDbDataReader = myOleDbCommand.ExecuteReader();             string[] ArreyStr = new string[n];             int i = 0;             while (myOleDbDataReader.Read())             {                 ArreyStr[i] = myOleDbDataReader.GetString(0);                 i++;             }             connection.Close();             return ArreyStr;         }                   } } 
 
49  
ПРИЛОЖЕНИЕ Г 
 
Код страницы HTML 
 
<html> 
<head> 
    <title>.</title> 
    <meta http-equiv="Content-Type" content="text/html; charset=utf-8" /> 
        <scriptsrc="//api-maps.yandex.ru/2.1/?lang=ru-RU" type="text/javascript"> 
</script> 
 <style> 
        html, body, #map  
  { 
            width: 100%; height: 100%; padding: 0; margin: 0; 
        } 
    </style> 
</head> 
<body> 
    <div id="map"></div> 
<?php 
  $db = mysql_connect("localhost","ch51965_svpd","123654q"); 
  mysql_select_db("ch51965_svpd" ,$db); 
  $sql = mysql_query("SELECT StreetName FROM Road" ,$db); 
  echo ("OK"); 
  $mas = array(); 
  while ($row = mysql_fetch_row($sql))  
  { 
   $mas[] = $row[0]; 
  } 
  echo $mas[1]; 
  echo $mas[0]; 
  mysql_close(); 
  echo $json = json_encode($mas); 
  ?> 
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  <script type="text/javascript"> 
  ymaps.ready(init); 
function init () { 
 var arr = <?php echo $json ?>; 
    // Создание экземпляра карты. 
    var myMap = new ymaps.Map('map', { 
            center: [55.76, 37.64], 
            zoom: 10 
        }, { 
            searchControlProvider: 'yandex#search' 
        }); 
 var i; 
 var n = arr.length; 
 for(i=0; i<n; i++) 
 {  
    ymaps.geoXml.load("http://geocode-maps.yandex.ru/1.x/?geocode="+city + arr[i]) 
        .then(function (res) { 
            res.geoObjects.each(function (item) { 
                // Границы области карты, в которую входит найденный объект. 
                var bounds = item.properties.get("boundedBy"); 
                // Добавление геообъекта на карту. 
                myMap.geoObjects.add(item); 
                // Изменение области показа карты. 
               // myMap.setBounds(bounds); 
            }); 
        }, 
        // Вызывается в случае неудачной загрузки данных. 
        function (error) { 
            alert("При загрузке YMapsML-файла произошла ошибка: " + error); 
});} 
} 
  </script> 
 </body> 
</html> 
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ПРИЛОЖЕНИЕ Д 
 
Код класса Csv 
 
namespace plon {     public class Csv     {         public void CopyToCSV(DataGridView _data,string footer) //Создание таблицы         {             string filepath="";             SaveFileDialog saveFileDialog1 = new SaveFileDialog();             saveFileDialog1.Filter = "Файл таблицы csv (*.csv)|*.csv";             saveFileDialog1.RestoreDirectory = true;             Stream myStream;             if (saveFileDialog1.ShowDialog() == DialogResult.OK)             {                 if ((myStream = saveFileDialog1.OpenFile()) != null)                 {                     filepath = saveFileDialog1.FileName;                     // Code to write the stream goes here.                     myStream.Close();                        }             }             TextWriter sw = new StreamWriter(filepath,false, Encoding.UTF8 );             sw.WriteLine(footer);             for (int i = 0; i < _data.Rows.Count - 1; i++)             {                 for (int j = 0; j < _data.Columns.Count; j++)                 {                     sw.Write("\t" + _data.Rows[i].Cells[j].Value.ToString() + "\t" + ";");                 }                  sw.WriteLine("\t");             }             sw.Close();             MessageBox.Show("Отчет создан!");                      }     } } 
