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Abstract
This paper is a tutorial on how to use a popular physics engine and tie it up to a simple 2D 
game. It is structured as a tutorial for creating a simple game that uses the engine and a 
graphics  library.  The  graphics  library  being  used  will  be  PyGame  (which  are  Python 
bindings for the popular SDL library originally developed by Loki Entertainment Software) 
and the physics engine being used will be PyODE (which are Python bindings for the Open 
Dynamics  Engine).  A few toy  programs  will  be  written  and discussed  to  introduce  the 
components and the bulk of the paper will be the development of a simple game. The game 
which will be developed is a clone of “The incredible machine” (which is a famous game 
published by Sierra Entertainment in 1992). 
1. Introduction 
The video game industry has been growing since the first commercial computers. From the 
initial days of crude simulations like Pong to the almost movie like Crysis, computer games 
have pushed the envelopes of technology and coaxed computers to deliver more than what 
was thought possible.
While the bulk of games were produced by large companies with dedicated programmers, 
artists, story writers etc.,  there has always been a small but influential independent game 
developer community that has produced masterpieces. In the mid-90s, the influence of the 
free software movement gave independent developers new tools to collaborate, share their 
programs and monetise their works. This lowered the bar for the newer generations to create 
games of high quality.  Apart  from the games themselves,  communities  were created and 
structured around components that game developers would find useful. Graphics libraries, 
numerical libraries, audio and video libraries, physics middleware etc. blossomed and we 
have with us right now a rich collection of tools we can use to give shape to our ideas. 
The inspiring picture of a talented hacker in a dimly lit room creating the next video game 
masterpiece is closer to reality than it ever was. 
1.1. PyGame
Loki Entertainment Software was company founded in 1998 which specialised in porting 
games  from  Windows  to  Gnu/Linux.  The  company  disbanded  in  2002  citing  financial 
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difficulties but during their years produced a number of high quality libraries of which the 
Simple DirectMedia  Layer (SDL) in  what  interests  us.  SDL is a multimedia library that 
allows access to hardware in a cross platform fashion. The PyGame library is a set of Python 
bindings to the SDL library. The library is available at  http://www.pygame.org along with 
documentation.  We will  walk through a small  toy program to illustrate  the usage of the 
library.
1.2 PyODE
ODE stands for Open Dynamics Engine. Its main component is a library for simulating rigid 
body dynamics. It also contains routines that can be used for collision detection. The two 
pieces are independent of each other but work well  together.  PyODE is a set  of Python 
bindings for the ODE library which allows one to use it in Python programs. ODE has been 
used in many proprietary games such as BloodRayne 2 and the recent World of Goo. The 
library is available at http://pyode.sourceforge.net/ along with documentation. We will create 
a simple program demonstrating a physical  phenomenon decoupled from the graphics to 
illustrate how to use the library. While the library itself support full fledged 3D objects, we 
will be restricting ourselves to 2D space. 
1.3 The Incredible Machine
The  Incredible  Machine  was  a  popular  series  of  games  developed  by  Kevin  Ryan  and 
produced by Jeff Tunnell. They were published by Sierra Entertainment through Dynamix. 
The game consisted of a series of levels where a certain task had to be performed (e.g. fire a 
cannon, drop a ball through a hoop etc.). A set of “tools” were provided to the player which 
allowed them to construct Heath Robinson machines to get the job done. The tools were 
whimsical (e.g. A hamster cage to power a rotating component etc.) but they all followed 
reliable  physical  laws  some  parameters  of  which  (e.g.  gravity)  were  configurable.  The 
physics simulation was not totally accurate but it was realistic enough for the time. 
2. Components
In  this  section,  we  will  discuss  PyGame  and  PyODE and  show small  toy  programs  to 
illustrate how to use the libraries.
2.1 PyGame
PyGame is a thin wrapper around the SDL library. It consists of various top level “pieces” 
like Sprite, Surface, Font, Mixer etc. each of which is necessary to create a full game. We 
will not focus on the basic minimum necessary to create a simple game. Let's look at some 
code.
import pygame
from pygame.locals import *
class Ball(pygame.sprite.Sprite):
    def __init__(self, x, y):
        self.image = pygame.Surface((40, 40)).convert()
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        pygame.draw.circle(self.image, (200, 0, 200), (20, 20), 20, 0)
        self.rect = self.image.get_rect()
        self.rect.center = x, y
        super(Ball,self).__init__()
    def update(self):
        x, y = self.rect.center
        self.rect.center = x+1, y+1
def create_window():
    "Creates our initial game window"
    screen = pygame.display.set_mode((512, 512), DOUBLEBUF) 
    empty = pygame.Surface((512, 512)).convert() 
    return screen, empty
def main():
    screen, empty = create_window()
    group = pygame.sprite.Group(Ball(10,10))
    clock = pygame.time.Clock()
    for i in range(200): 
        clock.tick(30)
        group.clear(screen, empty)
        group.update()
        group.draw(screen)
        pygame.display.flip()
    return 0
The above program draws 200 frames of animation of a little ball moving from the top left 
corner to the bottom and the right. One of the interesting parts of the program are the Ball 
class which is derived from the pygame.sprite.Sprite class. It represents a “sprite” which is a 
fast  moving graphical  object  on a screen.  The space ships,  explosions,  bullets  and other 
animated images one sees in 2D games are sprites. The sprite contains an  image attribute 
which holds the image to be displayed on the screen and a rect attribute which contains the 
dimensions of the sprite to be used for collision detection and motion. It contains an object 
constructor and an  update  method which will  be called whenever we need to update the 
location and other attributes of the sprite. This is typically done once per animation frame. 
You can see that in our implementation, we're simply reading back the current location and 
moving it down and right by one pixel. The  other notable part of the program is the main 
animation loop inside the main function. You can see that we first create a group. Sprites are 
manipulated  in  groups rather  than individually  e.g.  We might  update  all  the sprites  in  a 
“bullet”  group at  once  since  they'd  all  share  some properties.  There  are  many kinds  of 
groups. The one we've used is a basic one. We also create a clock which is a timer provided 
by PyGame. It is being used in this example to limit the frame rate to not more than 30 
frames per second. The sleep introduced by the timer will ensure that while our animation 
loop runs fast enough, it won't be so tight that our CPU usage will hit 100%.
Inside the main loop, we first clear the screen, update the sprite positions, draw the sprites 
and then flip the screen. You'll notice that we call update on the group rather than the sprite. 
This ensures that all the sprites in the group are updated. The update itself doesn't put the 
sprites on the screen. We have to call  draw for that. All these new changes are done in an 
area of memory outside what's on the screen. We do a page flip at the end of the loop to put 
the new positions on the screen. 
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The update method in the sprite is where we'll tie in the physics engine. We will use it to 
calculate  the  body  position  and  then  update  the  sprite  rather  than  just  increment  pixel 
positions.
We have  deliberately  not  done  event  handling  (i.e.  mouse  clicks),  sounds  and others  to 
simplify the program. A fully commented version of the program is available from the URL 
mentioned in the introduction.
2.2 PyODE
ODE is a high quality, industry proven physics engine comprising of a rigid body simulation 
system and a collision detection system. The two play together very well. Before we dive 
into some code, it would be best to describe some of the terminology used. Words which 
have special meanings are italicised. We will discuss the rigid body simulation first.
2.2.1 Rigid body simulations
The rigid body simulation system simulates the effects of various forces on various bodies. 
The specific shapes of the bodies are not particularly relevant. What is important are their 
physical properties like mass, mass distribution etc. The simulation is done on bodies inside 
a world. To use this library, we first create a world and set it's properties like gravity etc. We 
then create bodies. The library provides us some useful calls to create objects of different 
shapes by specifying their parameters (eg. Creating a sphere by specifying it's radius, mass 
and density). It must be noted that the shape is useful for the system to calculate the center of 
gravity. Once it figures that out, it simply treats the object as a point mass and changes it's 
position and orientation according to the effects of the various forces acting on it. 
The following snippet creates a world and sets some parameters
    world = ode.World()
    world.setGravity( (0, -9.81, 0) )
    world.setERP(0.8)
    world.setCFM(1E-5)
This creates a world and sets the gravity vector to correspond to what we have on our planet. 
It should be understood that the coordinate system is relative eg. The minus sign on the 9.81 
simply  indicates  a  direction.  Whether  it's  upwards  or  downwards  depends  on  our 
interpretation. Similarly with units. Since we've said 9.81 and claimed that this corresponds 
to what we have on our planet, we are using the MKS system. The ERP (Error Reduction 
Parameter)  is  an artificial  force that's  expressed as a fraction between 0 and 1 which is 
applied to joints to offset errors that creep in during simulation. The CFM (Constraint Force 
Mixing) parameter is a measure of how “strict” constraints are (ie. How much can one hard 
body penetrate into another on contact). These are usually set based on the specific scenario 
we're simulating and they're artificial elements introduced to correct for errors. 
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The following snippet creates a spherical body in the above world. 
body = ode.Body(world)
m = ode.Mass()
m.setSphere(20, 1) 
body.setMass(m)
body.setPosition((0, 0 ,0))
You can think of the Mass as a ball of clay. The setSphere method shapes it into a sphere of 
density 20 and radius 1. We then create the mass of the body to the newly created sphere. 
Finally, we set the position of the body to the origin. 
The following snippet advances time in the world by a small amount. 
world.step(0.05)
This will let the various forces (in our case only the gravity) act on the various bodies (in our 
case, only the sphere) for 0.05 seconds. If after this, we examine the position of the body 
using  body.getPosition, we can see that it will have moved from the origin a little in the 
direction of the gravity. The actual distance is calculated according to physical laws. 
So, to use such a simulation in our PyGame based system, we would, in the update method 
of the sprite, read out the positions from the body object and after appropriate coordinate 
transformations, set the rect position to the newly computed coordinates.
2.2.2 Collision detection
Decoupling the collision detection sub system from the rigid body dynamics part is a good 
decision  and  while  it  increases  the  amount  of  code  a  little,  it  provides  a  lot  of  extra 
flexibility. The terminology is slightly different here. Instead of a  world, we have a  space 
and instead of a body, we have a geometry. In this system, the shape of the object in question 
is quite relevant and so it's maintained in the system. A call to space.collide will, if there any 
objects  colliding,  transfer  control  to  a  callback  which  receives  the  colliding  objects  as 
arguments. In the callback, we can obtain the contact points between the two geometries and 
create a joint at the point of contact. Once we do this, the two bodies are “touching”. We then 
set  parameters  at  these joints  and ask the simulation  to go on. Parameters  we set  might 
include the coefficient of restitution (describing the way bouncing will take place) etc. Once 
we advance the world with this temporary joint,  we disable the joint  and go on. This is 
illustrated in the diagram below
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The following code snippet prints the points on every pair of bodies that have collided
def near_callback(args, g0, g1):
    contacts = ode.collide(g0, g1)
    world, contactgroup = args
    for c in contacts:
        print c.getContactGeomParams()
        j = ode.ContactJoint(world, contactgroup, c)
        j.attach(g0.getBody(), g1.getBody())
contactgroup = ode.JointGroup()
space.collide((world, contactgroup), near_callback)
world.step(dt)
contactgroup.empty()
The space.collide method searches the space for geometries that are touching and then calls 
near_callback  on  every  each  pair  of  them.  The  extra  arguments  (i.e.  world  and 
contactgroup) are passed to the callback function. The near_callback function itself simple 
calls  ode.collide to find all points of contact between the two geometries. It then prints out 
the contact parameters (i.e. points of contact and the geometries in question) for each one of 
the points. It then creates an ode.ContactJoint for every such contact point and adds the joint 
to the contactgroup that has been passed to the callback. The actual behaviour upon collision 
(i.e. do the objects bounce away, do they stick together, do they penetrate etc.) are decided 
based on the parameters you set for the c object (the contact point). It has various methods 
like  setBounce  which allows you to set the coefficient of restitution. Once you do all this, 
you create joints and add them to a group (for easy management) and then you step the 
world forward. You've altered the world to have joints at each point of contact between the 
geometries in it so things behave accordingly. Since these joints are temporary, you'll have to 
empty the group after you're done. 
 
3. Devious Machinations
Devious Machinations is the name of the little program we're going to make. Putting the 
entire program in this paper will be impractical but you can visit http://github.com/nibrahim/
Devious-machinations/tree/paper-reference to get the code which will be referred to in this 
section. The relevant files are in the Devious directory inside the repository. Assuming you 
have PyODE and PyGame installed, you can simply run dm.py file in the top level directory 
and try out the game level. If you don't have the necessary libraries to run the program, you 
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can watch a screencast at  http://vimeo.com/11049652. The video is a little choppy due to 
performance issues with the grabbing software but it still illustrates the actual operation of 
the game.
3.1 File layout
The dm.py file simply creates a GameWindow object. This implements the general aspects of 
the game (e.g. shape and size of game window, positioning of various tools etc.). It can be 
given  level files  which  are  simply  Python modules  that  have  some naming  conventions 
inside.  Our sample level is in the levels directory and is called  level_0.py.  It  creates the 
available tools and positions the various elements appropriately. It uses standard tools from 
the  common/std_tools.py  module. Inside this module, we have the meat of the game. We 
implement here all the sprites necessary. 
3.2 Coordinate conversions
An important point is the coordinate translation. ODE's coordinates are merely conventions. 
PyGame's however are real since they represent points in the window. PyGame coordinates 
start from the top left hand corner and increase downwards and rightwards. For our game, 
we have centered the ODE origin at the middle of screen with the coordinates increasing 
outwards. The following diagram should make things clear.
Figure 3.1. Coordinate mappings
It's also important to covert lengths from one space to another properly. You should have a 
clear and consistent way of converting from one set of coordinates to another. We define two 
functions in the graphics.py module called g_to_w and w_to_g which convert from graphical 
world and world to graphical coordinates respectively. 
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3.3 GameWindow
The  GameWindow class is instantiated by our main program  dm.py  and methods in it are 
called in an animation loop. You can see this in the anim_loop function in dm.py. The screen 
is  updated as long as the level  is  not over.  The  handle_events  method simply processes 
things like mouse button clicks and keyboard events.  sync_frames  does the clock tick bit 
which we mentioned earlier and the update method does all the actual work (ie. Calculating 
new positions of the sprites, checking for collisions etc.).
Inside the GameWindow (dm/graphics.py) class, you can see the code to create the window, 
create  the  world  and  space and  to  create  the  walls  that  bound  our  game  field.  The 
level_setup  method loads up the level, prints it's details on the screen and positions all the 
tools it makes available in the sidebar. The _draw_grid method simply draws a grid on the 
screen which is useful while trying to position the tools properly. The update method updates 
the sprites. 
For the physics simulation to be accurate,  the  world.step call  should be called with very 
small time intervals. With a frame rate of 30fps, if we call the step method once per frame, 
we can call it for 1/30th of a second each time. This might seem like a small time but it's not 
small enough for the simulation to be accurate.  To accomplish this, we will call the  step 
method iters_per_frame times each animation frame. So, each frame will simulate the world 
those many times before we update the graphical elements. 5 or 10 steps per frame seemed 
accurate enough.
Nothing so far actually mentions what we should do in the level. This is encoded in the 
success attribute of the level module. It's called once per iteration and if it returns True, we 
print a message and terminate the game (in the level_success method).
3.4 Level 0
The files inside the levels directory are the different stages for the game. We've implemented 
just one. In itself, it's quite empty. The init method called from the GameWindow initialises 
the level. This means that it creates the tools in the sidebar and the positions the initial tools 
in the game window. 
The  success  method is used to decide when the level is completed. In our case, this will 
happen when the ball is contained by the basket. A number of tools are instantiated. They are 
defined in the std_tools package which we will describe next. 
3.5 std_tools
This module contains the classes which we can instantiate inside levels. Right now, we have 
three viz. the Lever and the Ball and the Bucket. We will first discuss the common elements 
to all “tools” and then go through each one in detail. 
The base class DeviousSprites contains a template for all attributes that a Tool should have. 
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The state attribute holds the current state of the tool (whether it is in the sidebar, whether is 
being placed, whether it has been placed or whether it is participating in a simulation).
The movable attribute decides whether a tool can be positioned by the user. Some tools are 
placed by the level designer and can't be moved around by the user. 
Each “tool” might consist of more than one physical object. The lever (which we'll discuss 
below for example) has the actual board and a fulcrum joint. These will be put into a list 
called entities.
The  enable and  disable  methods  enable  or  disable  all  the  objects  in  the  entities list 
mentioned  above.  This  is  necessary  when  we're  positioning  the  objects  in  the  world. 
Simulation must not take place at this time. Upon initialisation of the objects, they are all 
disabled. 
The pick_up and drop methods allow the tool to be picked up and dropped using the mouse. 
They are essentially the handlers for the mouse button press and release events. 
The place method is used to position the tool at a given position. It's not always simple to do 
this since we might have multiple bodies and geometries that need to be moved. 
In  addition  to  this,  it  should  be  noted  that  the  DeviousSprite class  is  subclassed  from 
pygame.sprite.Sprite and so can work as a regular pygame sprite. 
Now, we shall look at the Ball tool. The ball consists of all the attributes mentioned above. In 
addition to this, it has the appropriate image and rect attributes needed to function as a sprite. 
It creates a single spherical body and a spherical geometry. The body and geometry created 
are dropped into the entities list so that we can enable and disable them when necessary. The 
update method reads out the position of the ball  body,  translates it into screen coordinates 
and positions the ball appropriately. The place method places the ball at the current mouse 
position. 
The  Lever tool is a little more sophisticated.  In addition to the main body and geometry 
which is a box shaped plank, it has two restraints below the right and left ends of the plank 
so that it doesn't go on spinning. You should note that there are no bodies associated with 
these restraints. This is because we don't want forces to act on these. Only that the lever 
plank should collide against these and shouldn't go into a 360 degree turn when pressure is 
applied to one end. This is the canonical way of making bodies which are “attached to the 
world” and don't move (e.g. background items). After we do this, we create the fulcrum 
which is a ball joint at the centre of the lever. This is attached to the body at the position of 
the body.  You'll notice the place method in the lever has to specially place the plank, the two 
restraints and the joint itself. The entities list contains the plank and the two restraints. 
The Bucket contains  no bodies but just three geometries (one for each wall of the bucket). 
This is because it's “fixed” to the wall and shouldn't fall like the rest of the objects. The 
place method has been altered  to allow all  these three objects  to be placed at  the right 
positions. 
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3.6 Playing the game
Once we have a level loaded, the system sits idly going through the animation loops doing 
nothing. All the tools are initially in the disabled state so no motion will occur. Once the 
“Begin” button is clicked on, the enable method of all the objects is called. This will cause 
them to participate in the physics simulation if they're in the main game window. During 
each animation loop, the success method of the level will be called to see if it's the level is 
completed.  In our  case,  this  method simply checks whether  the tennis  ball  is  inside the 
basket. If so, main harness displays a message saying that the level is complete and finishes 
the level.
4. Resources
This paper barely scratches the surface of the universe that is independent gaming. A myriad 
of  high  quality  libraries  are  there  on  the  internet  which  can  make  your  life  as  a  game 
developer easy. 
There  are  multiple  libraries  to  choose from when looking to  create  games.  This  section 
describes a few alternatives to what we have used in this tutorial. The http://wiki.python.org/
moin/PythonGameLibraries is  a  more  exhaustive  list.  ODE is  a  full  fledged 3D physics 
engine. It might be too heavy for our needs and there are alternatives like chipmunk and 
box2d both of which are  2D engines.  PyGame is implemented  as  a  raw C extension  to 
Python and totally relies on SDL. Pyglet is a more cross platform multimedia library that 
uses the ctypes module to do it's work of interfacing with primitives. It therefore can select 
DirectX on windows and OpenGL on GNU/Linux for high performance. PyOpenAL is a 
high performance 3D audio library which you can use if you're particular about the sounds in 
your game. Pyopengl is a set of OpenGL bindings for GNU/Linux which help you write 3D 
graphics applications.
The PyWeek challenge forces you to create a game based on a certain theme as a group or an 
individual  programmer  within  a  single  week.  This  makes  it  challenging  and worth your 
while. http://pyweek.org/ is the official site for the competition. 
Books are not as high in number as libraries when it comes to Python and games but I found 
“Beginning Game Development with Python and Pygame: From Novice to Professional” by 
Will McGugan to be an excellent read. 
This ends our little tutorial. I hope that your imaginations have been whetted and I hope to 
play one of your creations soon. 
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