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Abstrakt
Tato práce se zaobírá tvorbou multiplatformního grafického editoru simulačních modelů
využívajícího pro modelovaní DEVS formalismus a jazyk XML pro ukládání modelů. Návrh
editoru je založený na průzkumu obdobných grafických simulačních nástrojů. Kromě popisu
tvorby editoru práce obsahuje i krátký popis DEVS formalismu, jeho obdob a rozšíření.
Vytvořený editor neobsahuje vlastní implementaci simulátoru, ale používá externí knihovnu
Adevs. Z tohoto důvodu byli do editoru implementované možnosti rozšíření pomocí pluginů,
aby při potenciální tvorbě vlastního simulátoru nemuselo být zasahováno do samotného
editoru. Další možností rozšíření funkčnosti editoru je použití uživatelských skriptů. Práce
ve svém závěru následně popisuje sérii testů, kterým byl grafický editor simulačních modelů
podrobený na několika platformách.
Abstract
This thesis deals with development of a graphical editor of simulation models. Design of the
editor is based on a research which was carried out among professional simulation systems
with graphical user interface. The new graphical editor is based on DEVS formalism since
it is quite hard to implement a reliable simulation tool. This formalism was verified in
great number of its implementation. One of them is Adevs library which is used in editor.
Plugins can be used to provide additional features (i.e. another simulator) without need for
changing the code of the editor. Another way to extend editor functionality are user scripts.
The thesis presents the software development process of the editor in detail. Furthermore, a
brief summary of DEVS formalism along with some DEVS modifications and extensions is
included. In the end, a set of tests which were used for editor testing on multiple platforms
is added.
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Kapitola 1
Úvod
Jednou z nemálo významných súčastí oblasti aplikácie a využitia informačných technoló-
gií v praxi je oblasť počítačového modelovania a simulácie, ktorá sa využíva v rozličných
oblastiach od vzdelávania cez priemyselnú výrobu až po vedecký výskum.
Počítačové modelovanie a simulácia sa začali používať najmä pre výhody, ktoré po-
skytujú, napríklad odstránenie chýb merania alebo možnosť zmeny rýchlosti behu času
v simulovanom modele a podobne. Značnou výhodou je možnosť pracovať s nevyrobenými
či inak nedostupnými systémami a takto získavať na základe informácií popisujúcich mo-
del, nové informácie o správaní reálneho systému v rozličných situáciach. Modelovanie a
simulácia však neprinášajú len výhody. Majú i svoje špecifické nevýhody, ktoré niekedy
nemôžu byť úplne odstránené. Niektoré z nich však možno eliminovať, napríklad zjednodu-
šením fázy tvorby modelu. Na tento účel bolo vytvorených niekoľko nástrojov. Spočiatku
špeciálny typ programovacích jazykov, či knižníc pre uľahčenie modelovania a simulácie
vo všeobecných programovacích jazykoch. V súčasnosti sú najrozšírenejšie grafické editory
simulačných modelov, ktorých existuje nepreberné množstvo.
Rozličné grafické editory simulačných modelov majú svoje klady a zápory, vďaka kto-
rým je modelovanie v nich rôzne náročné. Problémom pri grafických editoroch modelov je
udržanie intuitívneho rozhrania, pričom by mala ostať zachovaná dostatočná modelovacia
sila pre účely, kvôli ktorým boli vytvorené. V tejto práci preto preskúmame niekoľko naj-
rozšírenejších grafických editorov a navrhneme editor s intuitívnym grafickým užívateľským
rozhraním, ktoré umožní jednoducho modelovať i komplexné systémy. Tento editor následne
implementujeme a otestujeme nielen kvôli odhaleniu chýb vzniknutých pri implementácii,
ale tiež kvôli demonštrácii jeho použitia.
Aby vytvorený editor mal skutočne schopnosť modelovať rovnako jednoduché ako aj
komplexné systémy, musí byť vystavaný na overenom základe so širokými možnosťami pou-
žitia. Takýmto základom je formalizmus DEVS, ktorý je overený množstvom implementácií.
DEVS ponúka možnosť modelovať jednoduché systémy a skladať ich do zložených mode-
lov. V prípade, ak by model vyžadoval špecifické úpravy obsahuje formalizmus niekoľko
rozšírení, ktoré možno pre tieto prípady využiť. V tejto práci sa však obmedzíme len na zá-
kladný DEVS formalizmus popisujúci diskrétne systémy a jeho zloženú variantu, avšak pre
názornosť uvedieme a v krátkosti popíšeme i niektoré jeho základné rozšírenia a varianty,
napríklad pre popis spojitých alebo hybridných systémov.
Editor, ktorý pri práci vznikne, by nemal byť úzko špecializovaným nástrojom, preto
jeho súčasťou musí byť rozhranie umožňujúce importom modulov rozšíriť funkcionalitu
editoru bez úprav v zdrojových kódoch vytvorenej aplikácie. Rovnako musí byť zabezpečená
prenositeľnosť a použiteľnosť na všetkých majoritných platformách. Táto požiadavka spolu
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s požiadavkou na ukladanie informácií vo formáte XML vedie k použitiu Qt frameworku
pre tvorbu grafického užívateľského rozhrania, ktorý okrem iného obsahuje vstavaný XML
parser. Jazyk XML bol pre ukladanie informácií zvolený vzhľadom k jeho vhodnosti a
súčasnej rozšírenosti pre obdobné účely.
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Kapitola 2
Modelovanie a simulácia
Počítačové modelovanie a simulácia sú disciplíny, ktoré zahŕňajú široké spektrum znalostí
z iných oborov, vzhľadom na potrebu skúmať reálne veci, stavy, procesy či celé systémy
z rozličných oborov. Modelovaním a simuláciou skúmame súbor elementárnych častí, ktoré
majú medzi sebou väzby a spolu vytvárajú skúmaný systém. Tieto časti nazývame prvky
systému a väzby medzi nimi prepojením. Pričom pre simuláciu sú relevantné najmä dyna-
mické systémy.
Priebeh modelovania a simulácie možno rozdeliť do niekoľkých fáz. Od počiatočných
znalostí a vytvorenia abstraktného modelu cez tvorbu simulačného modelu, až po fázu si-
mulačných experimentov so simulačným modelom, ktoré poskytne informácie, na základe
ktorých možno simulovaný systém analyzovať. Simulácia sa používa pre rozličné účely,
od optimalizácie výkonu cez testovanie systémov, či trénovanie (napríklad letecké simulá-
tory) až po rozličné vedecké a výskumné účely slúžiace pre získanie informácií o skúmanom
systéme. Ďalšie využitie simulácie je skúmanie nebezpečných, nedostupných, či doposiaľ
nevyrobených systémov [29].
2.1 Úvod do problematiky modelovania a simulácie
Vzhľadom k rozsiahlosti problematiky modelovania a simulácie na počítači budú v nasledu-
júcich odsekoch popísané základné pojmy, termíny, primárne rozdelenie modelov a simulácií.
Rovnako budú aspoň v krátkosti naznačené výhody či nevýhody použitia počítačového mo-
delovania a simulácie. Tieto okrem iného poukážu na typické prípady, v ktorých je výhodou
využiť počítačové modelovanie a simuláciu.
2.1.1 Modelovanie
Modelovanie je vytváranie modelu prvku reálneho sveta, pričom vychádza z informácií,
ktoré o modelovanom systéme máme. Tieto znalosti musia byť relevantné z hľadiska skú-
maných vlastností, pretože model nikdy nepokrýva popis celého systému, ale len tie vlast-
nosti, ktoré je možné pochopiť a popísať. Model, ktorý takto vznikne je reprezentáciou
formalizovaných znalostí o modelovanom systéme zo skúmaného hľadiska.
Model je, ako sme už uviedli, napodobenina systému iným systémom, v prípade počíta-
čového modelovania, napodobenina ľubovolného systému počítačovým programom, ktorý
musí napodobovať všetky vlastnosti podstatné pre skúmanie modelu. Príkladom modelu
môže byť sústava diferenciálnych rovníc alebo jej ekvivalentná bloková schéma, ktorá popi-
suje napríklad let rakety.
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Modelovanie je obecne veľmi náročný proces vytvárania modelov na základe znalostí –
často vyžaduje znalosti z viacerých oborov. Kvalita výsledného modelu značným spôsobom
ovplyvní výsledky experimentovania s modelom. Modely možno primárne rozdeliť na [29]:
• spojité – premenné charakterizujúce model menia svoj stav spojito. Tento druh mo-
delov možno popísať napríklad diferenciálnymi rovnicami.
• diskrétne – stav modelu sa mení skokovo v diskrétnych časových okamihoch. Príkla-
dom takéhoto modelu je konečný automat alebo Petriho sieť.
• kombinované – obsahujú spojité i diskrétne prvky súčasne.
V literatúre [22] možno nájsť ďalšie rozdelenia modelov.
2.1.2 Simulácia
Simulácia je metóda získavania nových znalostí o systéme na základe experimentovania
s jeho modelom, ktorý musí byť pre simuláciu popísaný vhodným spôsobom. Aby boli zís-
kané potrebné informácie, potrebujeme zvyčajne opakovať simulačné experimenty s rôznymi
parametrami. Problémy počítačovej simulácie znemožňujú použitie výsledkov samotnej si-
mulácie pre formuláciu nových znalostí, preto bývajú vo väčšine prípadov kombinované
výsledky reálnych experimentov s výsledkami získanými simuláciou.
Avšak počítačová simulácia prináša aj značné výhody, pretože odstraňuje problémy
ako chyby merania, nebezpečnosť či neuskutočniteľnosť reálnych experimentov a podobne.
Naproti svojím výhodám prináša počítačová simulácia svoje vlastné problémy popísané
v kapitole 2.1.3. Rozlišujeme niekoľko typov simulácie:
• podľa typu použitého modelu [29]:
1. spojitá
2. diskrétna
3. kombinovaná
• podľa presnosti spracovania údajov [29]:
1. kvalitatívna – pracuje s relatívne malým počtom hodnôt stavových premenných
a informáciami o ich zmene.
2. kvantitatívna – opak kvalitatívnej simulácie, nevhodná ak systém nie je možné
presne popísať.
• iné delenie - napríklad podľa použitých simulačných prostriedkov, typu synchronizácie,
rozloženia výpočtu, či rôzne kombinácie, napríklad virtuálna realita, kde sa spája real-
time spracovanie spolu s počítačovou grafikou, eventuálne aj paralelné spracovanie.
2.1.3 Výhody a problémy počítačového modelovania
Počítačové modelovanie a simulácia prináša niekoľko výhod oproti reálnym experimentom,
alebo alternatívnemu analytickému riešeniu. Naproti analytickému riešeniu umožňuje expe-
rimenty so zložitými systémami, alebo so systémami ktoré by museli byť pre analytické
riešenie radikálne zjednodušené. Ďalšou nespornou výhodou je možnosť modelovať a ná-
sledne simulovať systémy, ku ktorým nie je k dispozícii úplný matematický popis.
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Medzi hlavné prednosti počítačového experimentovania s modelom v porovnaní s reál-
nymi experimentmi patrí najmä možnosť pracovať s neexistujúcimi, či doposiaľ nevyrobe-
nými systémami, prípadne so systémami, ktoré sú v danom čase nedostupné, či nebezpečné,
prípadne, ak je vykonávanie reálnych experimentov obtiažne z iných dôvodov.
Modelovanie a simulácia na číslicovom počítači so sebou neprináša len výhody a od-
stránenie problémov alternatívnych metód, ale tiež svoje vlastné problémy, ktoré niekedy
nemožno úplne odstrániť, ale len minimalizovať. Nesporne najzávažnejším je problém va-
lidity modelu. Validný, čiže platný model je taký, ktorý prešiel validáciou modelu, čo je
náročný proces, v ktorom sa snažíme dokázať, že model odpovedá reálnemu systému, čo
nikdy nemôže byť absolútne dokázané. Problém validity modelu, preto nemôže byť nikdy
úplne odstránený [29]. Avšak validita modelu musí byť vykonaná pred vykonaním experi-
mentov, nakoľko radikálnym spôsobom ovplyvňuje výsledky simulácie.
Ďalším z problémov modelovania a simulácie na počítačoch je náročnosť na výpočetný
výkon, avšak tento problém zdieľajú aj analytické metódy. Medzi niektoré ďalšie nevýhody
patrí nepresnosť a nestabilita numerického riešenia niektorých modelov, ktorá môže zne-
hodnotiť výsledky simulácie validného modelu, ďalej do nevýhod možno zaradiť náročnosť
vytvárania kvalitného modelu alebo nutnosť opakovania simulácie pri zmene parametrov
modelu.
Pre minimalizáciu problémov sa používajú rozličné techniky, či už paralelné spracovanie
pre elimináciu nárokov na výpočetný výkon alebo použitie vhodne zvolenej numerickej
metódy pre daný model kvôli zníženiu nepresností. Významným prvkom však je použitie
špeciálneho jazyka pre modelovanie a simuláciu, takzvaného modelovacieho, či simulačného
jazyka, akým je napríklad jazyk Modelica.
2.2 Modelovacie a simulačné nástroje
Pre odstránenie niektorých problémov modelovania a simulácie, ale taktiež pre uľahčenie
modelovania či simulácie, boli vyvinuté rozličné nástroje a pomôcky, ako napríklad mode-
lovacie/simulačné jazyky, ktorých význam sme naznačili v časti 2.1.3.
Medzi ďalšie nástroje uľahčujúce modelovanie a simuláciu možno zaradiť mnohé simu-
lačné knižnice alebo grafické editory simulačných modelov.
Aspoň niektoré z najznámejších uvedených druhov nástrojov v krátkosti popíšeme v na-
sledujúcich kapitolách.
2.2.1 Modelovacie a simulačné jazyky
Modelovacie jazyky vznikli z dôvodov potreby jednoduchšieho modelovania komplexných
systémov a ich simulácie, čo je vo všeobecných programovacích jazykoch často značne ob-
tiažne.
Niektoré modelovacie jazyky sa stali základom, na ktorom bol neskôr vystavaný silný a
rozšírený štandard. Iné sa prispôsobili iným účelom a pre svoje pôvodne plánované využitie
sa používajú málo.
Simula
Simula je jazyk, ktorý sa vyvinul v 60-tych rokoch vo verzii Simula I, ktorá bola procesne
orientovaným jazykom pre diskrétnu simuláciu. Simula sa nikdy nestala rozšíreným jazy-
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kom, okrem akademickej oblasti, a to i napriek jej moderným prvkom, ako bola objektová
orientácia, či garbage collector1.
Modelica
Modelica je simulačný jazyk, ku ktorému existujú komerčné i voľne dostupné simulačné
prostredia. V súčasnosti je vyvíjaný neziskovou organizáciou Modelica Association. Počas
vývoja prešiel jazyk Modelica niekoľkými zmenami a verziami. Aktuálne je dostupná verzia
Modelica 3.2 z roku 2011 [27].
Matematické nástroje a ďalšie obdoby simulačných jazykov
Okrem uvedených simulačných jazykov existujú rozličné nástroje, napríklad pre riešenie di-
ferenciálnych rovníc. Takéto rovnice popisujú spojité systémy a preto sa tieto a im podobné
nástroje používajú pre obdobné účely ako simulačné jazyky.
Niektoré z týchto nástrojov používajú pre riešenie rovníc popisujúcich model externé
programy, ako napríklad AMPL (A Mathematical Programming Language), iné obsahujú
vlastné numerické metódy, napríklad MATLAB a tiež často majú nejaký druh grafic-
kého editoru. V prípade MATLAB-u je to SIMULINK, ktorý využíva numerické metódy
MATLAB-u pri simulácii modelov.
Existujú viaceré nástroje, ktorými je možné nahradiť simulačné jazyky, prípadne celé
modelovacie a simulačné prostredia. Často obsahujú export do reprezentácie niektorého
známeho simulačného jazyka, zvyčajne do Modelici, ktorá je značne rozšírená.
2.2.2 Knižnice pre modelovanie a simuláciu
Pre modelovanie a simuláciu nie je nevyhnutné používať len modelovacie jazyky, ktoré tento
proces uľahčujú, ale pri jednoduchších projektoch môže byť použitie špeciálneho jazyka
neefektívne a je lepšie model implementovať vo všeobecnom jazyku. Aby však nemuseli byť
neustále implementované numerické metódy a ďalšie funkcie, vzniklo niekoľko simulačných
knižníc, ktoré obsahujú funkcie a ďalšie komponenty nielen pre simuláciu, ale tiež pre tvorbu
modelov. Najznámejšie z nich popíšeme v nasledujúcich kapitolách.
SIMLIB
SIMLIB/C++ je simulačná knižnica pre jazyk C++ dostupná pod licenciou LGPL. Umo-
žňuje vytvárať modely priamo v jazyku C++ s použitím preddefinovaných simulačných
nástrojov z tejto knižnice, ktorá obsahuje základné prostriedky pre popis spojitých, diskré-
tnych a tiež kombinovaných modelov. Súčasne knižnica SIMLIB obsahuje prostriedky pre
riadenie simulácie [30].
Facsimile
Facsimile je simulačná knižnica pre 3D fyzikálnu, diskrétnu simuláciu, ktorá môže byť po-
užitá v priemysle alebo iných výrobných prostrediach. Je multiplatformná a open-source,
distribuovaná pod GNU GPL licenciou verzie 3 [6].
1Nástroj pre uvoľňovanie nepoužívaných objektov z pamäte.
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Adevs – A Discrete EVent System simulator
Adevs je knižnica napísaná v jazyku C++, ale obsahuje i rozhranie pre použitie s jazy-
kom Java. Slúži pre vytváranie diskrétnych modelov s použitím DEVS formalizmu. Okrem
štandardného podporuje aj paralelný a dynamický DEVS formalizmus [26].
SimPy
SimPy je skratkou pre Simulation in Python, je to objektovo orientovaný, procesne zalo-
žený simulačný jazyk, založený na jazyku Python pre modelovanie a simuláciu diskrétnych
systémov [3]. Svojimi črtami sa viac približuje knižnici ako jazyku.
Java Simulation Library – JSL
JSL je udalostne orientovaná simulačná knižnica pre jazyk Java. Knižnica je objektovo
orientovaná a dostupná pod licenciou GNU GPL ako open-source softvér. Jej účelom je
podpora vzdelávania a výskumu v oblasti počítačovej simulácie [32].
Balíčky, ktoré JSL obsahuje, umožňujú generovať náhodné čísla, zbierať štatistiky a
vytvárať diskrétne modely. Vývoj simulačného modelu je založený na odvodzovaní od triedy
ModelElement, ktorá zabezpečuje plánovanie a obsluhu udalostí počas simulácie [3].
2.2.3 Grafické editory
V súčasnosti je dostupné nepreberné množstvo rozličných grafických editorov simulačných
modelov, ktoré umožňujú nielen zadávanie modelov, ale tiež spustenie simulácie a spro-
stredkovanie jej výsledkov.
Grafické editory sú dostupné pod rôznymi licenciami. Ako komerčné, či voľne dostupné
aplikácie, pričom niektoré z nich sú šírené samostatne, iné, ako napríklad Simulink, sú sú-
časťami zložitejších, prevažne komerčných systémov. U spomínaného Simulinku sa jedná
o MATLAB, čo je nástroj s rozličným využitím, používaný predovšetkým pre zložité výpo-
čty.
Dymola
Dymola je komerčný nástroj, pôvodne vyvíjaný švédskou spoločnosťou Dynasim. V súčas-
nosti je založená na modelovacom jazyku Modelica [5], i keď pôvodným cieľom vývoja bolo
vytvoriť objektovo orientovaný jazyk pre modelovanie technických systémov [20].
Dymola vznikla ako súčasť dizertačnej práce a pôvodne bola napísaná v jazyku Si-
mula 67. Neskôr bola prepísaná do jazyka C++. Po niekoľkých fázach úprav a vývoja
bola v roku 2006 spoločnosť, ktorá Dymolu vyvíjala zakúpená firmou Dassault Systemes.
Súčasne bola Dymola včlenená do ich produktu s názvom CATIA [5].
Dymola umožňuje nielen modelovanie, ale i simuláciu. V štandardnom tvare je jej okno
rozdelené na tri časti, pracovnú časť, menu a panel nástrojov. V paneli nástrojov sa nachá-
dzajú prevažne položky z menu pre ľahkú dostupnosť. V menu sa nachádzajú okrem položiek
pre prácu so súbormi a editovanie modelu aj položky spravujúce simuláciu a jej výstupy,
ďalej položky pomocníka a nastavení okna. Zvláštnou položkou je menu commands, ktorá
slúži pre prácu s užívateľskými skriptami.
Pracovná časť okna je rozdelená, ako sme už uviedli, na tri časti. Dominantná časť okna,
zvyčajne mriežkovaná, slúži pre tvorbu modelu. V tejto časti sú vytvárané modely z kom-
ponentov, ktoré sú následne prepájané a upravované – nastavovanie parametrov, triedy,
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Obr. 2.1: Model PID kontroleru v Dymola 6
atribútov a podobne. Komponenty modelu sa do priestoru, v ktorom vytvárame model
kopírujú pretiahnutím výberu z jednej z menších častí okna, konkrétne z časti označenej
”Packages”. Táto časť obsahuje abecedne stromové zoradenie kategórií dostupných kompo-
nentov modelu. V týchto kategóriách sa nachádzajú jednotlivé komponenty použiteľné pre
vytvorenie modelu. Po pridaní komponentu do modelu, metódou drag and drop sa zobrazí
aj v ďalšej časti okna pomenovanej ”Components”. V tejto časti môže užívateľ jednoducho
a rýchlo meniť vlastnosti daného komponentu.
Po vytvorení modelu je možné prepnúť sa do režimu simulácie a spustiť simuláciu.
Výsledky simulácie môžu byť vykreslené ako graf pomocou časti plot. Pritom musí byť
najprv zvolené, ktorý priebeh premennej u konkrétneho komponentu má byť vykreslený
v grafe.
Dymola je nástroj vytvorený pre tvorbu technických modelov, čo sa nepatrne preja-
vuje pri modelovaní v komplikovanom nastavovaní vlastností modelu. Drobné kompliká-
cie prináša zobrazenie výsledkov simulácie, nakoľko pomenovania premenných jednotlivých
komponentov sú technicky orientované.
MathModelica
MathModelica je komplexný, flexibilný a rozšíriteľný systém pre modelovanie a simuláciu
vyvíjaný spoločnosťou MathCore Engineering AB [8]. Je šírená ako proprietárny software,
chránený copyrightom. Ako aj zo samotného názvu možno usúdiť je založená na jazyku
Modelica, čiže je založená na výpočte rovníc a objektovej orientácii.
MathModelica poskytuje interaktívne prostredie pre modelovanie a simuláciu s prispôso-
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biteľnou množinou komponentov v knižniciach. Okrem grafického užívateľského rozhrania,
ktoré umožňuje vytváranie modelov pomocou metódy drag and drop, je možné použiť tex-
tové rozhranie, či už pre zadávanie kódu jazyka Modelica pri modelovaní alebo pre tvorbu
dokumentácie a analýzu modelu. MathModelica podporuje modelovanie rozličných systé-
mov, napríklad hydraulických, či biologických a podobne, priamo svojimi komponentmi.
Súčasne je možné ju využívať s programom Mathematica pre analýzu modelov a simulá-
cií [12].
Užívateľské rozhranie softvéru MathModelica je relatívne komplexné. Obsahuje nástroje
pre tvorbu modelu, simuláciu a vytváranie dokumentácie, prípadne niektoré ďalšie v závislo-
sti od použitia s rozširujúcim softvérom. Tieto nástroje sú situované do jedného okna. Okno
nástrojov pre modelovanie – System Designer a simuláciu – Simulation Center, je rozdelené
na časť s menu a panelom nástrojov. Ďalej je rozčlenené na dve časti – väčšiu pre tvorbu
modelu a menšiu slúžiacu pre výber z dostupných komponentov. Pridávanie komponentov
do modelu je intuitívne, opäť riešené metódou drag and drop. Rovnako zmena parametrov
komponentu, či prepojenie komponentov sú intuitívne. MathModelica je dostupná v dvoch
edíciách [9]:
• Professional – táto edícia je zameraná na použitie v oblasti priemyslu alebo výskumu.
• Student – určená pre výukové účely, najmä na vysokoškolskej úrovni. Niektoré fun-
kcie a výstupy sú obmedzené, taktiež spracovanie môže byť v niektorých prípadoch
pomalšie.
SimulationX
SimulationX je intuitívny grafický nástroj pre holistické2 modelovanie, simuláciu a analýzu
multi-doménových systémov od jednorozmerných až po trojrozmerné, vyvíjaný spoločno-
sťou ITI. Široké možnosti prispôsobenia na viacerých úrovniach a schopnosť SimulationX
modelovať i komplexné systémy použitím myši, uľahčuje návrh a tvorbu modelu.
SimulationX obsahuje knižnice pre mechaniku, prenosy energie, hydrauliku, pneuma-
tiku, termodynamiku a ďalšie, ktoré sú napísané v jazyku Modelica a ich účelom je uľahčiť
modelovanie. Tieto knižnice sú vďaka použitiu Modelici pri ich tvorbe rozšíriteľné v Simu-
lationX TypeDesigner-e, čo je nástroj pre tvorbu a úpravu knižníc modelovaním s použitím
jazyka Modelica.
Výhodou SimulationX naproti mnohým ostatným nástrojom jeho kategórie je kom-
plexné API3, ktoré dovoľuje integráciu do rozličných nástrojov, napríklad CAD alebo da-
tabázových systémov a podobne. Rovnako toto rozsiahle rozhranie ponúka široké možnosti
exportu modelov do iných aplikácií a kódov, napríklad do kódu jazyka C [11].
Okno nástroja SimulationX je rozdelené na niekoľko častí, kde okrem panelu nástrojov,
menu a dominantnej časti pre tvorbu modelu možno nájsť časť s knižnicou komponent, ďalej
textový výstup programu a prieskumníka modelu, čo je oblasť s komponentami modelu, ich
popisom, komentármi a podobne. Grafický výstup simulácie je situovaný do samostatného
okna. Celé grafické užívateľské rozhranie nástroja je veľmi komplexné a pôsobí zložitým
dojmom, avšak pri modelovaní sa ukazuje jeho intuitívnosť.
2Celostné, nesústredené na jednu časť, ale na celý systém.
3Application Programming Interface – rozhranie aplikácie, programové celky používané programátorom.
Určuje aké funkcie sú dostupné a ako majú byť volané.
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Simulink
Simulink je vyvíjaný firmou MathWorks ako komerčný nástroj, ktorý je distribuovaný ako
súčasť prostredia MATLAB, z ktorého môžu byť preň spúšťané skripty alebo naopak môže
Simulink využívať funkcie prostredia MATLAB. Hlavnou oblasťou, ktorá Simulink používa,
je spracovanie signálov pre tvorbu modelov a ich simuláciu [16].
Simulink je prostredie pre modelovanie a simuláciu dynamických a vstavaných systémov.
Rovnako ako ostatné nástroje tejto triedy obsahuje jeho interaktívne grafické prostredie
množinu prispôsobiteľných prvkov v knižniciach. Použitím Simulinku je možné vytvárať, si-
mulovať, implementovať a testovať rozličné časovo premenné systémy, spracovanie signálov,
multimédií a podobne [13].
Spoločnosť MathWorks a niektoré ďalšie vyvíjajú pre Simulink softvér a hardware, ktorý
uľahčuje alebo rozširuje jeho použitie. Okrem tohto je možné Simulink rozšíriť tak, aby mo-
hol automaticky generovať zdrojový kód v jazyku C pre implementáciu systémov. Real-Time
Workshop Embedded Coder, ako sa volá súčasť pre generovanie zdrojového kódu v jazyku
C, vytvára dostatočne efektívny kód pre použitie vo vstavaných zariadeniach, čo sa v nie-
ktorých prípadoch používa pre vytváranie vstavaných aplikácií [23]. Možnosti Simulinku
narastajú s každým pridaným rozšírením. Medzi ďalšie možnosti patrí aj generovanie zdro-
jového kódu v jazyku VHDL, eventuálne vo Verilogu, prípadne rozšírenie pre modelovanie
systémov s frontami a rôzne ďalšie [10].
Simulink, ako už bolo naznačené, je súčasťou MATLAB-u a preto jeho použitie čiasto-
čne komplikuje nutnosť práce vo viacerých oknách. Naproti tomu výhodou je knižnica kom-
ponentov so širokým množstvom rozličných prvkov, ktoré je možné upraviť pre potreby
modelu, čo uľahčuje modelovanie. Samotná tvorba modelu prebieha pridávaním kompo-
nentov do modelu a ich prepájaním, čo je veľmi intuitívny spôsob, rovnako ako nastavenie
vlastností komponentu.
Nastavenie simulačného času a spustenie simulácie je rovnako veľmi intuitívne a vy-
konáva sa v panele nástrojov. Pre zobrazenie výsledkov simulácie stačí jednoducho dvoj-
kliknúť na komponent, ktorého stav skúmame a výstup sa zobrazí vo forme grafu, ktorý je
umiestnený v novom okne.
Simulink poskytuje množstvo dostupných rozšírení, ktoré uľahčujú alebo značne rozši-
rujú jeho využitie a to nielen pre oblasť modelovania a simulácie, ale ako sme uviedli aj
pre oblasť implementácie systémov. Avšak jeho včlenenie do prostredia MATLAB a vytvá-
ranie množstva okien tento nástroj robí nepriehľadným, i keď samotná tvorba modelu, či
simulácia sú intuitívne.
MapleSim
MapleSim je multi-doménový nástroj pre modelovanie a simuláciu vyvinutý firmou Map-
lesoft. Automaticky vytvára rovnice popisujúce model. Pre simuláciu modelu a analýzu
používa symbolický a matematický enginu nástroja Maple, s ktorým je distribuovaný [25].
MapleSim používa pre riešenie rovníc popisujúcich model program Maple a sám ich
len generuje. Toto umožňuje zobrazenie rovníc popisujúcich model užívateľom, eventuálne
vykonanie optimalizácií parametrov [25].
Tvorba modelu prebieha využitím metódy drag and drop a komponentov z knižnice,
ktorá sa nachádza v okne MapleSim-u. Grafické užívateľské rozhranie je podobné rozhra-
niu programu Dymola, vrátane komplikovaného nastavenia zobrazenia výsledkov simulácie.
Výhody tohto rozhrania spočívajú len v dobrých možnostiach popisu modelu a jeho kom-
ponentov. Jednou z výhod v niektorých situáciách je i podpora Modelici v MapleSim-e.
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AMESim
AMESim je simulačný nástroj pre multi-doménovú analýzu modelov jedno-dimenzionálnych
systémov, taktiež umožňuje ich simuláciu a predikciu výkonu. Komponenty modelu sú po-
písané overenými matematickými modelmi z knižnice, ktoré popisujú ich správanie.
AMESim obsahuje množstvo overených knižníc, z ktorých môžu byť vybrané preddefi-
nované komponenty vytváraného modelu. Každý sub-model vytváraného modelu má port,
ktorý slúži pre komunikáciu a môže mať niekoľko vstupov a výstupov [7].
Grafické užívateľské rozhranie programu AMESim, obsahuje okrem štandardného roz-
delenia na časť s knižnicou a časť pre tvorbu modelu, respektíve vytváranie a prepájanie
sub-modelov aj časť s prieskumníkom modelu. Avšak výstupy simulácie sa zobrazujú v ex-
ternom okne.
EcosimPro
EcosimPro je softvér vyvinutý spoločnosťou Empresarios Agrupados A.I.E pre modelovanie
a simuláciu fyzikálnych procesov, ktoré môžu byť popísané diferenciálnymi algebraickými
rovnicami alebo obyčajnými (ordinárnymi) diferenciálnymi rovnicami. Taktiež umožňuje
modelovať a simulovať diskrétne systémy [2].
Modelovanie fyzikálnych komponentov je založené na EcosimPro jazyku, ktorý je po-
dobný iným objektovo orientovaným programovacím jazykom, ale je dostatočne silný pre
modelovanie spojitých aj diskrétnych procesov [34].
EcosimPro poskytuje množstvo komponentov rozdelených do rôznych knižníc, ktoré
môžu byť použité pre zostavenie modelu. Jeho výhodou je podpora všeobecných programo-
vacích jazykov, napríklad C/C++, Fortran nielen pre použitie kódu v týchto jazykoch, ale
i pre exportovanie výsledného modelu do niektorého z nich [2].
Small DEVS
Small DEVS je implementovaný v dynamickom jazyku Smalltalk, čo mu poskytuje oproti
iným editorom niektoré výhody z pohľadu dynamiky modelovania. Bol vyvinutý ako vý-
skumný software pre výuku a výskum. Je objektovo orientovaný a pracuje s formalizmom
DEVS [1]. Grafické užívateľské rozhranie zahŕňa:
• prieskumníka atomického DEVSu
• prieskumníka zloženého DEVSu
• prehliadač repozitáru
• prototypového inšpektora objektov
Výhodou tohto nástroja je dynamika, ktorá umožňuje zmeny počas behu simulácie modelu.
Uvedené výhody sú však kompenzované grafickým užívateľským rozhraním s množstvom
samostatných okien a problematickou orientáciou v rozličných menu, ktoré sú vyvolávané i
nepríliš štandardnými spôsobmi, napríklad kliknutím kolieska myši.
Zhrnutie vlastností skúmaných editorov a nástrojov
Najrozšírenejšie grafické editory simulačných modelov súčasnosti majú niekoľko spoločných
čŕt, ktoré by mohli byť považované za štandard, nakoľko uľahčujú modelovanie, prípadne
13
simuláciu vytvorených modelov. Z tohto dôvodu sú nástroje obsahujúce tieto vlastnosti
žiadané a rozšírené.
Medzi tento
”
štandard“ možno zaradiť metódu drag and drop pre tvorbu a úpravu mo-
delov, ďalej vstavanú knižnicu minimálne základných komponentov, avšak niektoré nástroje
rozširujú túto funkcionalitu o možnosť editovať a pridávať modely do tejto knižnice. Ďalšou
štandardizovanou vlastnosťou, ktorú zdieľajú rovnako grafické editory ako aj simulačné ja-
zyky, či knižnice pre modelovanie a simuláciu, je objektová orientácia, ktorá je v súčasnosti
štandardom i vo všeobecných programovacích jazykoch.
Niektoré z vyššie uvedených editorov podporovali alebo priamo využívali jazyk Mode-
lica, ktorý sa stal viac-menej štandardom v oblasti modelovania a simulácie. Okrem podpory
Modelici editory ponúkajú export modelu do inej reprezentácie ako samé používajú, prí-
padne export priamo do zdrojového kódu niektorého všeobecného jazyka. Týmito črtami sa
podobajú editoru Dymola a odlišujú sa len počtom okien, prípadne ovládaním počas tvorby
modelu (tlačítka myši, klávesové skratky) a nastavením simulácie, eventuálne jej výstupov.
2.3 DEVS formalizmus
DEVS (Discrete Event System Specification) je modulárny, hierarchický formalizmus pre
modelovanie a simuláciu všeobecných systémov. Je použiteľný nielen pre diskrétne modely,
pretože ponúka výpočetný základ pre implementáciu správania, ktoré je vyjadrené diskré-
tnym časom a diferenciálnymi rovnicami, čo umožňuje jeho použitie i pre modelovanie a
simuláciu spojitých systémov.
Významnou vlastnosťou množiny DEVS systémov je uzavretosť vzhľadom k operácií
skladania, to znamená, že každý zložený systém je súčasne DEVS. Táto vlastnosť je pod-
statná pre vytváranie hierarchických systémov a bola formálne dokázaná.
Definícia 2.1 DEVS je
M = <X,S, Y, δint, δext, λ, ta>,
kde
• X je množina vstupných hodnôt
• S je množina stavov
• Y je množina výstupných hodnôt
• δint : S → S je interná prechodová funkcia
• δext : Q×X → S je externá prechodová funkcia, kde
Q = {(s, e) | s ∈ S, 0 ≤ e ≤ ta(s)} je množina totálnych stavov,
pričom e je čas uplynutý od posledného prechodu.
• λ : S → Y je výstupná funkcia
• ta : S → R+0,∞ je funkcia posuvu času, ktorá udáva čas zostávajúci do výskytu
nasledujúcej udalosti [36].
Interpretáciu definície 2.1 možno jednoducho vysvetliť na ilustrácii uvedenej v nasledu-
júcom obrázku 2.2.
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λ(s)
s'=δint(s)
ta(s)
s'= δext(s,e,x)
Obr. 2.2: Schéma práce DEVSu.
Systém je v každom okamihu v nejakom stave s. Ak sa nevyskytla žiadna externá
udalosť, systém ostane v stave s, kým neuplynie čas ta(s), ktorý môže byť v intervale
〈0,∞〉. V prípade, že ta(s) je rovný nule, systém ostane v stave s, len tak krátko, aby sa
nemohla vyskytnúť žiadna externá udalosť, takýto stav nazývame prechodný (transitory).
Avšak v prípade, že je ako hodnota času ta(s) nastavené nekonečno, systém zostane v stave
s, kým sa nevyskytne externá udalosť, ktorá tento stav zmení. Takémuto stavu hovoríme
pasívny (passive). V ostatných prípadoch, po vypršaní zbytku času, označme ho e = ta(s),
systém vyprodukuje nejakú hodnotu využitím funkcie λ(s) a zmení stav pomocou funkcie
δint(s). Ak sa vyskytne externá udalosť x ∈ X pred uplynutím času, to znamená, ak je
systém v totálnom stave (s, e) s časom e ≤ ta(s), zmení svoj stav na δext(s, e, x). Produkovať
výstup je možné len pred internou zmenou stavu.
Interná prechodová funkcia určuje nový stav systému v prípade, že nenastala žiadna
udalosť od poslednej zmeny stavu. Externá prechodová funkcia určuje nový stav systému,
ak sa vyskytla externá udalosť, tento stav určený na základe vstupu x, aktuálneho stavu s a
času e, ktorý značí ako dlho bol systém v stave s. V oboch prípadoch sa systém dostane do
nového stavu s′, v ktorom je definovaný nový zostávajúci čas ta(s′) a celý vyššie popísaný
postup sa opakuje.
Takéto objasnenie sémantiky DEVS modelu naznačuje, ale plne nepopisuje operácie
simulátoru, ktoré musia byť vykonané, aby bolo vygenerované správanie modelu [36]. Si-
mulátor popíšeme v časti 2.3.4.
Popis správania DEVS modelu možno dotvoriť na základe jeho trajektórií, ktoré sú
zobrazené v obrázku 2.3. V prvej časti sú znázornené vstupy simulátoru, v tomto prípade
x1 a x2, ktoré patria do množiny vstupných hodnôt X. Pod touto časťou je časť zobrazujúca
prechody stavov systému, eventuálne simulátoru tohto systému. V tretej časti sú naznačené
úseky uplynutého času, dané buď funkciou ta(s) alebo výskytom externej udalosti, ktorá ako
vidno na obrázku sa vyskytla v čase t1 a t3. Posledná časť obrázku 2.3 znázorňuje výstupy
simulátoru, konkrétne y1, ktorý sa vyskytol v čase t2. V ostatných časoch z intervalu 〈t0, t4〉
systém, ani simulátor neprodukovali výstup.
Vstupná trajektória je séria udalostí vyskytujúcich sa v čase, napríklad t1, t3. medzi
týmito časmi môže byť interná udalosť, napríklad v časoch t2 a t4. Stavová trajektória
je postupnosť stavov, ktoré sa menili pri interných a externých udalostiach. Zatiaľ čo tra-
jektória zostávajúceho času má pílovitý charakter znázorňujúci tok času na pomyselných
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Obr. 2.3: Devs trajektorie
hodinách zostávajúceho času, ktoré sú s každou prichádzajúcou udalosťou re-inicializované
na nulu. Výstupná trajektória znázorňuje výstupné udalosti, ktoré sú produkované výstu-
pnou funkciou pred interným prechodom a aplikovaním interných udalostí [36].
2.3.1 Atomický a zložený DEVS
Základný DEVS formalizmus popísaný v definícii 2.1. Tento formalizmus umožňuje vytvárať
atomické DEVS modely, ktoré možno spájať do zložených modelov, aby mohli byť modelo-
vané komplexné systémy zložené z komponentov. Myšlienka modelovať systémy z kompo-
nentov je jedným zo základných zámerov DEVS formalizmu.
Definícia 2.2 Zložený DEVS, označovaný ako DEVN je
N = (X,Y,D, {Md|d ∈ D} , EIC,EOC, IC, Select) ,
kde
• X = {(p, v) |p ∈ IPorts, v ∈ Xp} je množina vstupných portov a hodnôt.
• Y = {(p, v) |p ∈ OPorts, v ∈ Yp} je množina výstupných portov a hodnôt.
• D je množina mien komponentov, niekedy označovaná ako množina odkazov na DEVS
komponenty.
• komponenty sú DEVS modely, ∀d ∈ D,
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Md = (Xd, Yd, S, δext, δint, λ, ta) je DEVS s
Xd = {(p, v) |p ∈ IPortsd, v ∈ Xp}
Yd = {(p, v) |p ∈ OPortsd, v ∈ Yp}.
• prepojenie externých vstupov a vnútorných komponent zloženého modelu zabezpečuje
external input coupling (EIC):
EIC ⊆ {((N, ipN ) , (d, ipd)) |ipN ∈ IPorts, d ∈ D, ipd ∈ IPortsd}.
• prepojenie externých výstupov a výstupov vnútorných komponent zloženého modelu
zabezpečuje external output coupling:
EOC ⊆ {((d, opd) , (N, opN )) |opN ∈ OPorts, d ∈ D, opd ∈ OPortsd}.
• prepojenie vstupov komponent zloženého modelu zabezpečuje internal coupling (IC):
IC ⊆ {((a, opa) , (b, ipb)) |a, b ∈ D, opa ∈ OPortsa, ipb ∈ IPortsb}.
• Select: 2D − {} → D je takzvaná tie-breaking funkcia, čo znamená, že táto funkcia
rozhoduje pri výskyte viacerých udalostí naraz [36].
Jednoduchý zložený DEVS model je na obrázku 2.4. Tento model je vytvorený z troch
procesorov v sérii, ktoré vytvárajú pipeline – rúru.
EIC EOC
out
inin
IC
out
out out
p0
p1
p2
in
in
Obr. 2.4: Zložený DEVS model - rúra (pipeline).
Ako vidno na obrázku 2.4, výstupy (out) procesorov sú spojené s vstupmi (in) na-
sledujúceho procesoru, okrem posledného procesoru, ktorého výstup je výstupom modelu.
Spájanie vstupov s výstupmi vo vnútri zloženého modelu, napríklad prepojenie vstupu p1
s výstupom procesoru p0 sa označuje ako internal coupling (IC), teda interné skladanie.
Ako vidno aj z definície 2.2, internal coupling vždy pozostáva z prepojenia výstupov a
vstupov komponentov modelu.
Pretože zložený model môže byť súčasťou ďalšieho zloženého modelu, musí mať vstup
(in) a výstup (out). Modelovaná pipeline má vstupný port označený ako in, ktorý prepojíme
so vstupným portom prvého procesoru a tým vytvoríme external input coupling (EIC),
teda externé skladanie vstupov. Naopak na výstupe modelu vytvoríme prepojením výstupu
posledného procesoru external output coupling (EOC), teda externé skladanie výstupov [36].
Ostatné časti tohto DEVS modelu sú zrejmé z obrázku 2.4 a definície 2.2.
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2.3.2 Porty a ich použitie s DEVS formalizmom
Pre uľahčenie vytvárania zložených modelov, ktoré boli popísané v definícii 2.2 a celkovo pre
uľahčenie modelovania s využitím DEVS formalizmu, boli zavedené takzvané porty. Použitie
portov vysvetlíme na príklade modelu v obrázku 2.5, kde by bolo obtiažne namodelovať
rozdiel medzi prijatým prvkom vo fronte a
”
signálom“, že možno procesoru poslať ďalšiu
úlohu.
Generátor
Buffer
Procesor
Úloha
vstup
pripravený výstup
dokončené
Obr. 2.5: Príklad DEVS formalizmu s použitím portov
Obrázok 2.5 znázorňuje využitie portov s použitím DEVS formalizmu na príklade pro-
cesoru spracúvajúceho úlohy, ktoré sú pred spracovaním uložené vo vyrovnávacej pamäti –
buffere, ktorý v tomto modeli tvorí fronta. Do bufferu prichádzajú požiadavky generované
komponentom Generátor. Požiadavky sú uložené vo vyrovnávacej pamäti až do doby, kým
procesor spracuje aktuálnu požiadavku a
”
signálom“ dokončené prikáže fronte aby mu za-
slala ďalšiu úlohu. Ako vidno, v modele je žiaduce odlíšiť vstup do fronty a
”
signál“ pre
zaslanie ďalšej úlohy procesoru. Pre tento účel boli definované porty používané s DEVS
formalizmom.
Definícia 2.3 DEVS
M = <X,Y, S, δint, δext, λ, ta>,
kde
• X = {(p, v) | p ∈ InputPorts, v ∈ Xp} je množina vstupných portov a hodnôt
• Y = {(p, v) | p ∈ OutputPorts, v ∈ Yp} je množina výstupných portov a hodnôt
• S je množina sekvenčných stavov
• δint : S → S je interná prechodová funkcia
• δext : Q×X → S je externá prechodová funkcia, kde
Q = {(s, e) | s ∈ S, 0 ≤ e ≤ ta(s)} je množina totálnych stavov,
pričom e je čas uplynutý od posledného prechodu.
• λ : S → Y je výstupná funkcia
• ta : S → R+0,∞ je funkcia posuvu času, ktorá udáva čas zostávajúci do výskytu
nasledujúcej udalosti [36].
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2.3.3 Paralelný DEVS
Paralelný DEVS sa odlišuje od štandardného svojím správaním v situácii, keď sa vyskytne
viacero udalostí súčasne. V tomto prípade by štandardný DEVS využil funkciu Select, ale
paralelný DEVS umožní všetkým komponentom, ktorých sa vyskytnuté udalosti týkajú,
aby sa aktivovali a poslali svoje výstupy ostatným komponentom. Komponenty, ktoré tieto
vstupy príjmu, ich preveria a interpretujú. Správy, zvyčajne zoznam, pozostávajúci z dvojíc
port-hodnota, sú základným výmenným médiom.
Paralelný DEVS je teda podobný zloženému DEVS formalizmu, až na funkciu Select,
ktorá nie je potrebná. Táto drobná zmena však znamená značnú zmenu spôsobu obsluhy
komponentov, ktorá pracuje s viacerými komponentmi súčasne. Detailnejší popis paralel-
ného DEVS formalizmu je možné nájsť v [36].
s0
p0
p1
out
out
outin
in1
out
out1
in
in1
in
in1
Obr. 2.6: Paralelný DEVS model - switch.
Model z obrázku 2.6, znázorňujúci jednoduchý paralelný prepínač, by za určitých okol-
ností mohol byť implementovaný pomocou zloženého DEVS formalizmu s použitím funkcie
Select, avšak v tomto prípade uvažujeme modelované zariadenie, ktoré môže v jednom oka-
mihu prijať vstupy na dvoch rozličných komponentoch, preto je žiadúce použiť paralelný
DEVS.
2.3.4 Hierarchia tried DEVS formalizmu
V tejto časti objasníme hierarchiu tried DEVS formalizmu – vzťah medzi atomickým a
zloženým DEVS modelom, pričom tiež ukážeme nadväznosť týchto modelov na simulátor
a koordinátor. Pri objasňovaní vzťahov sa budeme opierať o algoritmy simulátoru DEVS
modelu a algoritmus podľa ktorého pracuje DEVS koordinátor a hlavný (root) DEVS ko-
ordinátor.
Aby mohli byť vytvárané DEVS modely musí mať každý vytvorený atomický DEVS
model svoj simulátor. Avšak musí existovať simulátor pre zložené modely, aby mohli byť
takéto modely vytvárané. Preto každý zložený model má, rovnako ako atomický DEVS
model, svoj vlastný simulátor, ktorý sa nazýva koordinátor.
DEVS simulátor
Interpretáciu dynamiky DEVS formalizmu možno popísať na základe jeho simulátora. Si-
mulátor DEVS modelu má dve premenné, ktoré obsahujú časový udaj [36]:
• tl – čas výskytu poslednej udalosti
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• tn – čas výskytu nasledujúcej udalosti, ktorý je určený pomocou funkcie posuvu času,
z definície 2.1, nasledovne: tn = tl + ta(s).
Ako vidno, DEVS simulátor pracuje so zoznamom udalostí, ktorý je zrejme zoradený po-
dľa naplánovaného času výskytu udalostí. Tieto udalosti sú spúšťané sekvenčne, pričom
vykonávajú zmeny stavu modelu. Aby mohli byť udalosti vykonávané, musí byť defino-
vaný nejaký globálny simulačný čas t, aby simulátor mohol určiť hodnoty konkrétnych
premenných. Okrem uvedených musí simulátor pracovať s časom uplynutým od posledného
výskytu udalosti, ktorý sa označuje ako e a je daný vzťahom
e = t− tl, (2.1)
z ktorého určíme čas do výskytu nasledujúcej udalosti podľa vzťahu
σ = tn− t = ta(s)− e. (2.2)
Čas nasledujúcej udalosti tn simulátor pošle nadradenému objektu v hierarchii, aby zabe-
zpečil správnu synchronizáciu udalostí [36].
Uvedený popis neúplne popisuje správanie DEVS simulátora. Doplnenie popisu do kom-
pletnej podoby je vidno z nasledujúceho algoritmu 2.1, ktorým sa simulátor riadi.
Algoritmus 2.1 Algoritmus DEVS simulátoru [36]
variables:
parent //nadradený koordinátor
tl //čas výskytu poslednej udalosti
tn //čas výskytu nasledujúcej udalosti
DEVS //priradený model s totálnym stavom (s, e)
y //aktuálna výstupná hodnota asociovaného DEVS modelu
//keď simulátor príjme i-správu v čase t
when receive i-message (i, t) at time t
tl = t - e
tn = tl + ta(s)
//keď simulátor príjme *-správu v čase t
when receive *-message (*, t) at time t
if (t != tn) then
error: bad synchronization //chyba synchronizácie
y = λ(s)
//pošle správu nadradenému koordinátoru
send y-message (y, t) to parent coordinator
s = δ int(s)
tl = t
tn = tl + ta(s)
//keď simulátor prijme x-správu v čase t so vstupnou hodnotou x
when receive x-message (x, t) at time t with input value x
if (not (tl ≤ t ≤ tn)) then
error: bad synchronization //chyba synchronizácie
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e = t - tl
s = δ ext (s, e, x)
tl = t
tn = tl + ta(s)
V algoritme 2.1 sa vyskytuje niekoľko typov správ, ktoré musí simulátor rozpoznať a spra-
covať:
• Správa (i, t) – inicializačná správa, ktorá musí byť prijatá na začiatku každej simulácie.
Ak simulátor príjme túto správu, inicializuje svoj čas poslednej udalosti tl na základe
vzťahu 2.1, tak že odčíta uplynutý čas e od času t, ktorý je uvedený v správe. Následne
je určený čas nasledujúcej udalosti podľa vzťahu tn = tl+ ta(s) a tento čas je zaslaný
nadradenému koordinátoru.
• Správa (*, t) – správa internej zmeny stavu. Táto správa spôsobí vykonanie internej
udalosti, čo znamená, že simulátor vypočíta výstup a vykoná internú prechodovú
funkciu δint popísanú v definícii 2.1. Vypočítaný výstup y je zaslaný nadradenému
koordinátoru vo výstupnej správe (y, t). Napokon simulátor do času poslednej udalosti
priradí aktuálny čas a čas nasledujúcej udalosti určí pridaním hodnoty funkcie ta(s)
k hodnote aktuálneho času.
• Správa (x, t) – vstupná správa, ktorá informuje simulátor o príchode vstupu x v čase t.
Prijatie tejto správy spôsobí vykonanie externej funkcie zmeny stavu δext z definície 2.1
s hodnotou vstupu x a časom t. Práca simulátora s premennými popisujúcimi čas je
v tomto prípade rovnaká, ako pri vykonaní funkcie δint.
Každý simulátor DEVS modelov sa musí držať uvedeného generického protokolu výmeny
správ, vďaka ktorému je zabezpečená jeho spolupráca s inými simulátormi počas behu
simulácie. Tento protokol výmeny správ možno znázorniť na obrázku 2.7, ktorý graficky
znázorňuje uvedenú funkcionalitu.
nadradený
DEVS-koordinátor
podriadený
DEVS-simulátor
alebo
DEVS-koordinátor
(i,t) (x,t) (*,t) (y,t)
Obr. 2.7: Komunikačný protokol DEVS formalizmu
Obrázok 2.7 a algoritmus 2.1 plne popisujú správanie DEVS simulátora a spôsob výmeny
správ, ktoré sú popísane v predchádzajúcom texte. Uvedený spôsob práce dodržuje uvedenú
definíciu DEVS formalizmu 2.1 a tiež umožňuje spoluprácu s ostatnými simulátormi a
koordinátormi, ako vidno z obrázku 2.7, čím umožňuje vytvárať zložené modely.
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DEVS koordinátor
Ako bolo uvedené na začiatku tejto kapitoly, i v jej časti 2.3.4 obsahuje DEVS model okrem
simulátoru aj koordinátor. Koordinátor a simulátor spolu komunikujú zasielaním správ a
ich komunikačný protokol sme ukázali a popísali na obrázku 2.7.
Priraďovanie koordinátorov a simulátorov sa drží hierarchickej štruktúry modelu a mož-
no ho znázorniť v obrázku 2.8. Simulátory pracujú s atomickými komponentmi modelu a
koordinátory pracujú s objektmi, ktoré sú v tejto hierarchickej štruktúre vyššie, až do bodu,
v ktorom hierarchická štruktúra modelu obsahuje hlavný (root)-koordinátor [36].
Zložený model
Zložený model Atomický model
Atomický model Atomický model
Simulátor
Simulátor Simulátor
Koordinátor
Koordinátor
   Hlavný
koordinátor
Obr. 2.8: Naviazanie modelu na simulátory a koordinátory [36]
Zo znázornenia mapovania hierarchickej štruktúry modelu na odpovedajúci abstraktný
simulátor, ktoré je uvedené na obrázku 2.8, vidno, že jednotlivé atomické simulátory sú re-
prezentované listami stromu hierarchie DEVS modelu. Nad týmito listami sú koordinátory,
ktoré reprezentujú zložený model, ktorý sa skladá z jednotlivých následníkov uzlu koordi-
nátoru v strome. Na najvyššej úrovni, mimo vnútornej štruktúry hierarchie, tvorí koreň
stromu hierarchie hlavný DEVS koordinátor. Tento bude popísaný v časti 2.3.4.
Každý atomický model v zloženom DEVS modele má svoj vlastný simulátor, ktorý
zabezpečuje jeho simuláciu a každé združenie simulátorov má priradený koordinátor, ktorý
zaisťuje korektnú prácu s jednotlivými simulátormi, čo znamená správnu synchronizáciu
simulátorov, ale tiež korektnú prácu s externými udalosťami, ktoré prídu na vstup siete
združených komponentov. Pre tieto účely koordinátor využíva komunikačný protokol svojich
podriadených prvkov a sprostredkúva rovnaký protokol pre svoj nadradený prvok.
Koordinátor má pre synchronizáciu podriadených prvkov zoznam udalostí, ktorý obsa-
huje páry simulátorov komponentov, spolu s ich časmi výskytu nasledujúcej udalosti. Tento
zoznam udalostí je zoradený podľa času výskytu nasledujúcej udalosti a tiež funkcie Se-
lect, ktorá sa uplatní v prípade, kedy majú dve udalosti rovnaký čas výskytu. Koordinátor,
okrem uvedeného zoznamu, obsahuje aj algoritmus pre prácu s týmto zoznamom, ktorý
zabezpečuje korektnú synchronizáciu komponentov [36].
Spôsob výberu prvej udalosti zo zoznamu udalostí koordinátorom je daný vzťahom
tn = min{tnd | d ∈ D} (2.3)
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a určuje nasledujúcu internú udalosť, ktorá bude vykonaná. Ako vidno zo vzťahu 2.3 je
čas nasledujúcej udalosti vybraný ako minimum z časov nasledujúcich udalostí všetkých
podriadenych komponent koordinátoru.
Obdobným spôsobom je určený čas poslednej udalosti, ktorý je vypočítaný podľa vz-
ťahu 2.4, z ktorého vidno, že je maximom z časov poslednej udalosti, ktorá sa vyskytla vo
všetkých podriadených komponentoch
tl = max{tld | d ∈ D} [36]. (2.4)
Pre doplnenie popisovanej funkcionality koordinátoru o spracovanie vstupných udalostí,
uvedieme pseudokód, ktorým sa koordinátor riadi. Algoritmus koordinátoru pracuje s rov-
nakým typom správ, aké boli popísané v časti 2.3.4.
Algoritmus 2.2 Algoritmus Devs koordinátoru [36]
variables:
//asociovaný zložený model
DEVN = (X, Y, D, {Md}, {Id}, {Zi,d}, Select)
parent //nadradený koordinátor
tl //čas poslednej udalosti
tn //čas nasledujúcej udalosti
//zoznam prvkov (d, tnd), ktoré sú zoradené podľa hodnoty tnd a Select
event-list
d* //ďalší vybraný potomok
//ak prijde správa (i, t) v čase t
when receive i-message (i, t) at time t
//každému podriadenému prvku z množiny D
for-each d in D do
send i-message (i, t) to child d //pošli spravu (i, t)
//zoraď event-list a nastav premenné času
sort event-list according to tnd and Select
tl = max {tld | d ∈ D}
tn = min {tnd | d ∈ D}
//ak prijde správa (*, t) v čase t
when receive *-message (*, t) at time t
if (t != tn ) then
error: bad synchronization //chyba synchronizácie
d* = first (event-list)
//pošli správu (*, t) prvku d*
send *-message (*, t) to d*
//zoraď event-list a nastav premenné času
sort event-list according to tnd and Select
tl = t
tn = min {tnd | d ∈ D}
//ak prijde správa (x, t) v čase t, s externým vstupom x
when receive x-message (x, t) at time t with external input x
if (not (tl ≤ t ≤ tn)) then
23
error: bad synchronization //chyba synchronizácie
//prezri external input coupling, aby mohli byť určené
//ovplyvnené prvky modelu
receivers = {r | r ∈ D, N ∈ Ir, ZN,r (x) 6= Φ}
//každému prvku z množiny receivers
for-each r in receivers do
send x-message (xr, t) with input value xr = ZN,r (x) to r
//zoraď event-list a nastav premenné času
sort event-list according to tnd and Select
tl = t
tn = min {tnd | d ∈ D}
//ak prijde správa (yd*, t) v čase t, s výstupom yd* od d
*
when receive y-message (yd*, t) with output yd* from d
*
//skontroluj external coupling, aby sa určilo, či sa vyskytla
//nejaká externá udalosť
if (d* ∈ IN and Zd*,N (Yd*) 6= Φ) then
send y-message (YN,t) with value
(YN = Zd*,N (Yd*)) to parent
//skontroluj internal coupling, aby mohli byť
//určené prvky ovplyvnené výstupom yd* z d
*
receivers = {r | r ∈ D, d* ∈ Ir, Zd*, r (yd*) 6= Φ}
//každému prvku z množiny receivers
for-each r in receivers do
//pošli vstupnú správu (xr, t)
send x-message (xr, t) with input
value xr ∈ Zd*,r (yd*) to r
Z algoritmu 2.2 vidno, že koordinátor pracuje so správami obdobným spôsobom ako
simulátor, ale musí spracovávať výstupné správy svojich podriadených prvkov. Môže prijať
inicializačnú správu od nadradeného prvku, ale tiež musí pracovať so správami pre internú,
či externú zmenu stavu a zasielať výstupy nadradenému prvku. Pri jednotlivých typoch
správ pracuje nasledujúcim spôsobom [36]:
• Inicializačná správa – je preposlaná všetkým podriadeným komponentom koordiná-
tora, aby mohla byť vykonaná ich inicializácia, pri ktorej nastavia svoj čas poslednej
udalosti podľa vzťahu 2.4, na maximum z časov posledných uskutočnených udalostí
všetkých svojich komponent a čas nasledujúcej udalosti na minimum z časov nasledu-
júcich udalostí všetkých svojich podriadených komponentov, teda podľa vzťahu 2.3.
• Správa internej zmeny stavu – je preposlaná k podriadenému prvku, ktorý je prvý
v zozname udalostí. Tento prvok zmení svoj stav, pričom môže dôjsť k zaslaniu vý-
stupnej správy(y, t). Po dokončení internej udalosti a všetkých externých udalostí
spôsobených výstupom, ktorý zaslal komponent meniaci svoj stav sú nastavené pre-
menné času. Čas nasledujúcej udalosti podľa vzťahu 2.3 a čas poslednej udalosti na
aktuálny čas.
• Výstupná správa – V prípade, že koordinátor príjme výstupnú správu (yd∗, t) za-
bezpečí informovanie následne vybraného podriadeného prvku a prezrie externé vý-
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stupné prepojenia komponent, aby zistil, či má byť správa preposlaná nadradenému
prvku. Ďalej skontroluje interné prepojenie komponentov, aby mohol určiť podria-
dené komponenty, ktorým bude správa preposlaná. Ak takéto prvky existujú správa
je skonvertovaná na vstupnú správu a preposlaná.
• Vstupná správa – ak koordinátor príjme vstupnú správu (x, t) od nadriadeného ko-
ordinátoru, prezrie externé prepojenia komponent a vygeneruje vstupné správy pre
odpovedajúce podriadené komponenty, ktorých sa správa týka. Následne nastaví pre-
menné času tak, že do času poslednej udalosti priradí aktuálny čas a do času nasle-
dujúcej udalosti priradí výsledok vzťahu 2.3.
Hlavný DEVS koordinátor
Hlavný (root) koordinátor implementuje celkový simulačný cyklus. Svoju úlohu vykonáva
zasielaním správ, ako znázorňuje obrázok 2.7, svojím priamo podriadeným koordinátorom,
ktoré sú zobrazené v obrázku 2.8. Hlavný koordinátor komunikuje so zloženým modelom a
zahajuje jeho simulačné cykly. To znamená, že zasiela správy podriadenému koordinátoru,
ktorý je zodpovedný za oznamovanie času nasledujúcej udalosti späť hlavnému koordiná-
toru.
Najprv musí hlavný koordinátor zaslať inicializačnú správu, aby sa inicializoval simu-
látor a až potom môže začať vykonávať simulačné cykly, ktoré realizuje zasielaním správ
s časom nasledujúcej udalosti podriadeným prvkom. Túto činnosť vykonáva až do doby,
kým nie je simulácia ukončená [36].
Nasledujúci algoritmus 2.3 popisuje pseudo-kódom uvedenú funkcionalitu hlavného ko-
ordinátora DEVS modelu.
Algoritmus 2.3 Algoritmus hlavného Devs koordinátoru [36]
variables:
t //aktuálny simulačný čas
child //priamo podriadený devs-simulátor či koordinátor
t = t0
//pošli inicializačnú správu podriadeným prvkom
send initialization message (i, t) to child
t = tn of its child
//simulačný cyklus
do
//pošli (*, t) správu podriadeným prvkom
send (*, t) message to child
//nastav čas na čas nasledujúcej udalosti
t = tn of its child
while(end of simulation)
Ako vidno z tejto časti práce, koordinátor zloženého DEVS modelu môže byť považovaný
za DEVS simulátor a môže s ním tak byť aj pracované. To v praxi znamená, že každý
zložený DEVS model je tiež DEVS modelom, pretože je zaručené, že koordinátor zašle
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správy komunikačného protokolu DEVS formalizmu svojím podriadeným prvkom, presne
tak ako je nevyhnutné pre korektné správanie DEVS simulátora [36].
2.3.5 Obdoby DEVS-u pre spojitú a kombinovanú simuláciu
Formalizmus DEVS, ktorý je primárne určený pre modelovanie a simuláciu diskrétnych
systémov má niekoľko variantov, ktoré umožňujú prácu aj so spojitými, či kombinovanými
modelmi.
• DESS (Diferential Equation System Specification) – popisuje spojité systémy.
• DEVS/DEVN a DESS – Kombinácia DEVS/DEVN a DESS formalizmu sa používa
pri modelovaní a simulácii kombinovaných systémov.
• DTSS (Discrete Time System Specification) – slúži pre popis systémov s diskrétnym
časom. Systém popísateľný diferenčnými rovnicami (DTSS) je ekvivalentný kombiná-
cii DEVS/DEVN a DESS.
2.3.6 Rozšírenia DEVS formalizmu
Popri štandardnom DEVS formalizme a jeho paralelnej variante sa vyvinuli aj jeho ďalšie
rozšírenia, ktoré dodávajú funkcionalitu alebo vylepšujú formalizmus v niektorých smeroch,
aby bol lepšie využiteľný v konkrétnych typoch aplikácií. Z najvýznamnejších rozšírení,
ktoré vznikli možno spomenúť:
• Dynamic DEVS – umožňuje modelovať systémy, ktoré menia svoju štruktúru a sprá-
vanie [24].
• Fuzzy DEVS – zovšeobecnenie DEVS formalizmu využitím fuzzy teórie a fuzzy mno-
žín, týmto sa dosiahne spojenie výhod DEVS formalizmu a fuzzy teórie, najmä lin-
gvistického popisu.
• Real-Time DEVS – vytvorený pre simuláciu systémov, ktoré vyžadujú interakciu so
svojím okolím v reálnom čase [21].
• FD-DEVS (Finite and Deterministic DEVS)
• SP-DEVS (Schedule-Preserving DEVS)
• Cell-DEVS – implementácia DEVS formalizmu pracujúca s celulárnymi automatmi.
Návrh Cell-DEVS paradigmatu uvažuje každú bunku celulárneho automatu ako DEVS
model, ktorý je hierarchický a modulárny. Takýmto spôsobom možno definovať kom-
plexné modely s použitím spojitej časovej základne. Tento návrh okrem iného umož-
ňuje pracovať s niekoľkými druhmi oneskorení pre každú bunku, čo uľahčuje definíciu
modelov komplexných systémov [35].
• Symbolic DEVS – pracuje so symbolickým časom výskytu udalosti, naproti štandard-
nému DEVS formalizmu, ktorý pracuje s časom ako s poľom reálnych čísiel. Cieľom
tohto rozšírenia nie je získať štatistické informácie počas simulácie, ale skôr preskúmať
viacero modelov správania naraz a v usporiadanom tvare [36].
Konkrétny popis uvedených rozšírení DEVS formalizmu prekračuje rámec tejto práce a
možno ho nájsť v literatúre zaoberajúcej sa tým-ktorým rozšírením. Taktiež možno dohľadať
ďalšie rozšírenia.
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Kapitola 3
Použité nástroje
3.1 Qt framework
Qt je multiplatformný framework, v súčasnosti vyvíjaný spoločnosťou Nokia [4], ktorý je
primárne určený pre vytváranie aplikácií s grafickým užívateľským rozhraním. Napriek tomu
umožňuje vytvoriť aj konzolovú aplikáciu, či aplikácie príkazového riadku.
V súčasnosti sú na Qt založené rozličné typy aplikácií, od jednoduchých komunikátorov
ako napríklad Skype, cez multimediálne prehrávače (Amarok, VLC media player), až po
linuxové grafické prostredie KDE [4], ktoré má v Qt priamu podporu. Štandardným jazykom
používaným s Qt frameworkom je C++, ale existujú spôsoby ako umožniť použitie Qt
frameworku aj s inými jazykmi. Populárna je väzba Python a Qt, ktorá je rozšírená pre
rýchlosť tvorby aplikácií umožnenú jazykom Python súčasne so zachovaním množstva výhod
Qt frameworku. Z pohľadu podpory operačnými systémami je Qt podporovaný všetkými
majoritnými platformami, pričom ponúka rozličné výhody akými sú rozšírená jazyková
podpora, parser jazyka XML, podpora paralelného spracovania vláknami, či funkcie pre
prístup k SQL databáze alebo niektoré z funkcií pre prácu so súbormi a sieťovú komunikáciu.
Nesporne jednou z najväčších výhod je šírenie Qt frameworku zadarmo ako open source
softvéru, navyše s podporou rôznych prekladačov, pričom pri dodržaní určitých podmienok
je možné vyvíjať komerčné aplikácie.
3.1.1 Qt vývoj a licencie
Qt framework bol pôvodne vyvíjaný spoločnosťou Trolltech, ktorá počas vývoja prešla nie-
koľkými zmenami názvu, kým sa ustálil názov Trolltech. Na počiatku vývoja bol Qt fra-
mework dostupný len pod komerčnou licenciou. Počas ďalšieho vývoja bola pridaná nielen
podpora pre ďalšie platformy, ktoré boli spočiatku väčšinou podporované len proprietárne,
ale i rôzne druhy licencií. Zvyčajne bol pridaný nejaký druh slobodnej licencie k už existu-
júcej, proprietárnej, pre danú platformu.
Absencia voľne dostupnej verzie na nejakej platforme znamenala, že zdrojové kódy ap-
likácií z voľne dostupnej verzie neboli na túto platformu prenositeľné, ak neboli dodržané
špeciálne podmienky. S verziou Qt 2.0 bola licencia zmenená na Q Public License, ktorá
mala stále niektoré obmedzenia a nevýhody v porovnaní s GPL licenciou. Nevyhnutný ďalší
vývoj priniesol v roku 2005 verziu Qt 4.0, ktorá už bola šírená pod licenciou GPL a tiež je
proprietárny ekvivalent.
Koexistencia proprietárnej a voľne dostupnej verzie Qt frameworku umožňuje vytvá-
rať programy založené na Qt s GPL licenciou alebo s proprietárnou, zvyčajne komerčnou
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licenciou, pričom ostala zachovaná podpora všetkých majoritných platforiem:
• Linux – X Window Systém
• Embeded Linux – linux používaný na rozličných vstavaných zariadeniach, napríklad
na vreckových počítačoch
• Symbian – spoločnosť Nokia kúpila Qt framework, aby sa uplatnil predovšetkým na
ich zariadeniach s platformou Symbian.
• Windows
• Windows CE / Mobile – Qt pre mobilné zariadenia založené na platforme Windows.
• Mac OS X
• Maemo
Komunita združená okolo vývoja Qt, ktorá vznikla po uvoľnení jeho zdrojových kódov pre-
niesla Qt framework na niekoľko ďalších platforiem, ktorými sa nebudeme zaoberať nakoľko
nie sú majoritné a možno ich dohľadať v literatúre.
Neskôr bola pridaná výnimka, ktorá umožnila vydávať aplikácie postavené na tretej
verzii Qt pod variantou licencie GPL známej ako Mozilla Public License. V roku 2009 vo
verzii Qt 4.5 sa objavila ďalšia pridaná licencia, ktorou bola LGPL.
3.1.2 Qt nástroje
Qt framework obsahuje niekoľko nástrojov uľahčujúcich rozličné fázy vývoja aplikácie. Me-
dzi základné patrí Qt Creator, Qt Designer a zopár ďalších. Niektoré v krátkosti popíšeme,
pretože sa s nimi možno stretnúť takmer pri každom projekte, či už menšom alebo väčšom.
Časti frameworku, ktoré nebudú popísané je možné nájsť v literatúre, ktorá sa bližšie za-
oberá Qt frameworkom, napríklad v [15] alebo v referenčnom manuále.
Qt Creator
Tento nástroj je jedným z najkomplexnejších nástrojov, ktoré Qt framework obsahuje, je
to integrované vývojové prostredie pre jazyk C++ a QML (Qt Meta-Object Language), čo
je jazyk podobný JavaScriptu, ktorý sa používa na popis designu užívateľského rozhrania
vytvoreného v Qt. Obsahuje designer pre tvorbu návrhov vzhľadu aplikácií a formulárov,
editor C++ kódu so zvýrazňovaním syntaxe alebo auto-dokončovaním. Taktiež obsahuje
debugger a samozrejme prekladač. Na systémoch linuxového typu je prekladačom gcc a
v operačnom systéme Windows možno použiť jeho obdobu MinGW alebo Microsoft Visual
Compiler.
Výhodou editoru kódu v Qt Creatore je jeho funkčnosť ako vývojového prostredia, čiže
najmä možnosť dopĺňať kusy kódu, priamo z prostredia Qt Creatoru ho prekladať a ná-
sledne spúšťať či debugovať. Podstatnou funkcionalitou z pohľadu tvorby kódu je dopĺňanie
kódu, pretože knižnica je veľmi rozsiahla a je obtiažne pamätať si všetky potrebné názvy a
parametre funkcií. Ďalšou vítanou výhodou je zvýrazňovanie syntaxe Qt, čo niektoré vývo-
jové prostredia nedokážu a to ich degraduje na obyčajné textové editory. Medzi poslednými
spomeňme ešte zvýrazňovanie riadku s chybou a výpis varovného hlásenia, čo nesporne
uľahčuje prácu s Qt pri tvorbe aplikácií.
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Ihneď pri spustení sa stretávame s dominantnou časťou Qt Creatoru – návrhárom grafic-
kého užívateľského rozhrania, za predpokladu, že vytvárame aplikáciu s takýmto rozhraním,
pretože Qt umožňuje aj tvorbu aplikácií bez grafického užívateľského rozhrania. Meno tohto
programu je Qt Designer. Je spustený a včlenený do okna Qt Creatoru. Okrem Qt Designeru
obsahuje Qt Creator ďalší obdobný program s názvom Qt Quick Designer, ktorý slúži pre
jednoduché a rýchle vytváranie animácií použitím deklaratívneho programovania v QML.
Qt Quick Designer generuje tento kód miesto užívateľa, ktorý len jednoduchým spôsobom
vyberie požadované akcie alebo zmeny stavov z ponuky a nástrojov Qt Quick Creatoru.
Následne už ostáva vytvoriť len aplikačnú logiku napríklad v jazyku JavaScript.
Ako sme uviedli vyššie Qt Quick Designer je obdobou Qt Designera, ktorý je určený pre
návrh a vytváranie grafických užívateľských rozhraní z Qt widgetov. Umožňuje skladanie
widgetov, ich úpravu, vytváranie dialógov, či formulárov, ale tiež úpravu štýlu a rozlíšenia
výsledného rozhrania.
Qt Creator vytvára rozhranie, ktoré je kompletne prepojené s kódom programu a všetky
jeho vlastnosti môžu byť menené z kódu aplikácie. Prepojenie rozhrania s kódom zabez-
pečujúcim logiku aplikácie umožňujú signály a sloty, ktoré jednoduchým mechanizmom
priraďujú jednotlivým grafickým elementom ich správanie.
Ďalšie nástroje Qt frameworku
Spolu s Qt Creatorom sú v balíku obsahujúcom Qt framework ďalšie nástroje používané
pri vývoji aplikácií. Pri väčšine projektov sa takmer vždy využijú nasledujúce aplikácie:
• qmake – je nástroj, ktorý generuje projektové súbory, z ktorých je následne možné
týmto nástrojom automaticky vygenerovať Makefile používaný pre preklad aplikácie.
• Qt Simulator – Nepostrádateľnou súčasťou Qt Creatoru potrebnou pre vývoj aplikácií
pre mobilné zariadenia je Qt Simulator. Používa sa pre testovanie Qt aplikácií, ktoré
sú určené pre mobilné zariadenia. Umožňuje testovanie s rozličnými konfiguráciami a
simuláciu rozličných prostredí.
• Qt Assistant – nástroj pre zobrazovanie dokumentácie a vyhľadávanie v nej.
• Qt Linguist – Qt Linguist umožňuje jednoduchý preklad všetkých textov s ktorými
príde užívateľ vytváranej aplikácie do styku. Pri extrakcii textov z programu a vy-
tváraní výsledku po spracovaní nástrojom Qt Linguist, sa používa niekoľko nástrojov
(lupdate, lrelease a lconvert), ktoré sú tiež súčasťou balíka Qt [4].
Popis ostatných súčastí balíka možno nájsť v dokumentácii ku Qt Frameworku.
3.1.3 Mechanizmus signálov a slotov
Narozdiel od iných frameworkov pre tvorbu aplikácií s grafickým užívateľským rozhraním
sú jednotlivé prvky grafického užívateľského rozhrania (widgety) v Qt frameworku prepo-
jené signálmi a slotmi. Tento mechanizmus umožňuje komunikáciu jedného widgetu s iným
v rámci tej istej aplikácie, napríklad pri zmene widgetu alebo pri kliknutí myšou a podobne.
Ďalej zabezpečujú komunikáciu grafického užívateľského rozhrania s kódom vytvárajúcim
logiku a funkčnosť aplikácie.
Sloty a signály môžu byť použité len v objektoch, ktoré dedia od triedy QObject. Sig-
nál je prepojený so slotom pomocou metódy connect a v prípade potreby sa len vyvolá
konkrétny signál, pričom s jedným slotom môže byť prepojených viacero signálov a opačne.
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Výhodou použitia slotov okrem iného je možnosť použitia ako štandardnej metódy daného
objektu.
Objekt_A
Signál_A1
Signál_A2
Objekt_C
Signál_C1
Slot_C1
Objekt B
Signál_B1
Slot_B1Slot_B2
Objekt_D
Slot_D1Slot_D2Slot_D3
connect(Objekt_A, Signál_A1, Objekt_B, Slot_B1)connect(Objekt_A, Signál_A1, Objekt_B, Slot_B2)
connect(Objekt_C, Signál_C1, Objekt_D, Slot_D3)
connect(Objekt_A, Signál_A2, 
              Objekt_D, Slot_D1)
Obr. 3.1: Schéma použitia signálov a slotov
Mechanizmus signálov a slotov sa v Qt frameworku používa pretože odstraňuje základnú
nevýhodu metódy použitia callback-ov, ktorú používajú niektoré iné frameworky. Touto ne-
výhodou je silná viazanosť. Volajúca metóda musí poznať, ktorý callback má zavolať a keďže
callback je v podstate ukazateľ na funkciu, musí poznať adresu tejto funkcie. Avšak z po-
hľadu rýchlosti spracovania sú signály a sloty v porovnaní s callback-mi nepatrne pomalšie
kvôli zvýšeniu poskytovanej flexibility. Tento rozdiel je pre reálne aplikácie zanedbateľný,
pretože operácie ako new a delete, ktoré sú volané pri práci s objektami triedy string,
vector a podobne, sú radikálne pomalšie ako zavolanie slotu vyslaním signálu. Spomalenie
súvisiace s použitím signálov a slotov je spôsobené potrebou nájsť spojovací objekt, aby
bolo možné bezpečne skontrolovať všetky spojenia (napríklad kontrola, či neboli pripojené
”
prijímače“ signálu zmazané počas vyslania signálu) a pre udržanie všetkých parametrov
v generickom tvare [4].
Signály
Qt umožňuje, ako už bolo naznačené a tiež znázornené na obrázku 3.1, k jednému signálu
pripojiť niekoľko slotov. V tomto prípade je kód jednotlivých slotov vykonávaný sekvenčne
v poradí v akom boli pripojené, keď bol signál vyslaný. Po vyslaní signálu je zvyčajne ihneď
spustený slot, ktorý je s ním spojený, akoby sa zavolala štandardná metóda objektu. V tomto
okamihu sú signál i jeho slot absolútne nezávislé na cykle udalostí v grafickom užívateľskom
rozhraní programu. Kód programu pokračuje až po navrátení riadenia zo všetkých slotov
pripojených k danému signálu, ak sa nejedná o situáciu tzv.
”
queued connections“, kedy
sa kód programu vykoná ihneď a kód pripojených slotov je spustený neskôr. Vyslanie sig-
nálu objektom je spôsobené zmenou jeho stavu spôsobom, ktorá je pre objekt relevantná.
Jediným obmedzením signálov je možnosť ich vyslania len objektami triedy, ktorá signál
definuje, prípadne z nej odvodených tried [4].
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Sloty
Sloty, ako vyplýva z predchádzajúcej časti, súvisia so signálmi. Vždy keď je vyslaný signál
spojený so slotom je vykonaný kód tohto slotu. Slot je obyčajná metóda triedy, ktorá ho
definuje, čo prakticky znamená, že okrem využitia, ako slot, môže byť použitá štandardne
ako metóda objektu volaná z kódu programu. Kód slotu teda možno použiť i v prípade, že
nebol vyslaný signál, ktorý je s ním spojený.
V prípade, že slot nie je volaný priamo, čiže ako štandardná funkcia, či metóda objektu je
nutné sa na volanie pomocou signálu pozerať iným spôsobom. V tomto prípade môže byť kód
slotu spustený akýmkoľvek komponentom programu, bez ohľadu na úroveň jeho dostupnosti,
cez systém prepojenia signálov a slotov. To znamená, že signál vyslaný z inštancie ľubovolnej
triedy môže spustiť kód ľubovolného, i privátneho, slotu a to aj v nesúvisiacej triede [4].
3.2 XML
XML je skratka pre Extensible Markup Language (rozšíriteľný značkovací jazyk). Je to
obecný značkovací jazyk, ktorý bol vyvinutý a štandardizovaný konzorciom W3C ako otvo-
rený štandard. Je zjednodušenou textovo orientovanou verziou svojho predchodcu SGML.
Jazyk XML obsahuje podporu Unicode všetkých svetových jazykov, pričom hlavný dôraz
kladie na jednoduchosť, všeobecnosť a použiteľnosť na internete.
XML umožňuje jednoduché vytváranie konkrétnych značkovacích jazykov, takzvaných
aplikácií, pre rozličné účely a typy dát. Z tohto dôvodu je podporovaný radou aplikácií a
má široké spektrum využitia, napríklad pre serializáciu dát alebo pre uloženie databázových
dát. Primárnym účelom však je výmena dát medzi aplikáciami a publikovanie dokumentov,
kedy XML len popisuje štruktúru z pohľadu obsahu, bez popisu vzhľadu [31].
V súčasnosti sú mnohé z používaných formátov založené na XML, z najznámejších
napríklad formáty kancelárskych balíkov – Microsoft Office, alebo OpenOffice.org.
História a vývoj
XML je odvodený z jazyka SGML, ktorého popularita vzrástla s narastajúcim využitím
internetu. XML obsahuje časť z ISO štandardu SGML nezmenenú a niektoré ostatné časti
sú z nej odvodené.
Zo SGML XML prebralo oddelenie logickej a fyzickej štruktúry – elementy a entity,
validáciu oproti DTD a tiež oddeľovanie dát a metadát – elementy a atribúty. Ďalšími
prebranými prvkami sú oddelenie spracovania od reprezentácie, zmiešaný obsah a syntax
používajúca uhľové zátvorky. Avšak naproti SGML sa zmenila deklarácia, ktorú u XML
nahradil pevný oddeľovač. Ďalšou zmenou je možnosť využitia Unicode pre kódovanie do-
kumentov. Jednou z výhod XML je možnosť vytvárať aplikačne špecifické tagy, pričom
súčasne je možné overiť platnosť vytvoreného dokumentu oproti DTD (Document Type
Definition) [18].
Verzie
Prvou verziou XML je XML 1.0, ktorá bola definovaná v roku 1998. Od svojho vzniku
podstúpila niekoľko revízií, ktoré neboli príliš významné a preto nebola povýšená celá verzia,
ale menili sa len jej edície. V dobe písania tejto práce je dostupná piata edícia.
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Verzia XML 1.1 je druhou dostupnou verziou súčasnosti. Súčasná edícia tejto verzie je
označená ako druhá. Avšak táto verzia jazyka XML nie je zatiaľ príliš používaná, okrem
špeciálnych prípadov, keď sú potrebné jej špecifické vlastnosti [33].
Pred vydaním piatej edície XML 1.0 boli rozdiely medzi verziami jazyka XML v prísnej-
ších požiadavkách na znaky použiteľné v elementoch, menách atribútov a tiež v jedinečných
identifikátoroch. V prvých štyroch verziách XML 1.0 boli znaky určené výlučne verziou
Unicode štandardu. Piata edícia jazyka XML 1.0 priniesla nový prístup, ktorý je tiež použitý
vo všetkých edíciách XML 1.1. Princíp uvádzaného prístupu spočíva v povolení použitia
všetkých znakov, s výnimkou znakov, ktoré sú
”
zakázané“ [19][18]. Takýto prístup zlepšuje
možnosti pomenovania v uvedených edíciách jazyka XML.
Objavili sa návrhy na vytvorenie novej verzie XML 2.0, ktorá by obsahovala menné
priestory, XML Base 1, XML Information Set2 a mnohé ďalšie [17]. Návrh XML 2.0 však
nebol doposiaľ realizovaný.
1Atribút používaný k vkladaniu URI, ku ktorej sa vzťahujú nasledujúce odkazy v dokumente.
2Definuje abstraktný dátový model pre XML dokumenty.
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Kapitola 4
Návrh grafického editoru
S ohľadom na informácie získané prieskumom simulačných nástrojov, najmä grafických edi-
torov modelov v časti 2.2.3 navrhneme grafický editor simulačných modelov. Návrh aplikácie
by v tomto prípade mal pozostávať nielen zo špecifikácie požiadaviek na správanie, či roz-
delenia funkčnosti do subsystémov, ktoré budú v nasledujúcej fáze vývoja implementované
triedami, ale tiež z popisu grafického užívateľského rozhrania.
4.1 Popis požadovanej funkcionality
Pre popis požadovaného správania navrhovaného grafického editoru simulačných modelov
použijeme use-case diagram, ktorý je súčasťou jazyka UML a slúži pre popis správania
systémov, bez špecifikácie ich internej štruktúry [14].
Use-case diagram, nazývaný aj diagram prípadov použitia, ktorý špecifikuje požadované
správanie navrhovaného grafického editoru simulačných modelov je uvedený na obrázku 4.1.
Modelovanie
Užívateľ
Správa knižnice modelov
Simulácia modelu
Správa modulov
Správa skriptov
Zobrazenie komponent
Pridanie užívateľskej komponenty
Export modelu
Import modelu
Pridanie prvku do modelu
Odstránenie modelu/časti modelu
Prepojenie komponentVytvorenie modelu
Editovanie modelu
Zmena vlastností prvku
Nastavenie parametrovSpustenie
Zobrazenie výsledkov
Náhľad internej reprezentácie modelu
Pridanie modulu
Použitie modulu
Odstránenie modulu
Uloženie modelu
Uloženie výsledkov simulácie
Pridanie užívateľského skriptu
Odstránenie užívateľského skriptu
Použitie užívateľského skriptu
Editovanie užívateľského skriptu
Prerušenie
Obr. 4.1: Diagram prípadov použitia editoru modelov.
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V diagrame z obrázku 4.1 možno vidieť časti zaoberajúce sa nielen primárnou funk-
cionalitou, ktorou je tvorba modelov – prípad použitia Modelovanie a ich simulácia –
prípad použitia Simulácia modelu, ale tiež dodatočnú funkcionalitu editoru umožňujúcu
napríklad pracovať s knižnicou komponent modelov alebo spravovať užívateľské moduly a
skripty.
Prípady použitia ako Modelovanie, Simulácia modelu, Správa skriptov, Správa mo-
dulov a Správa knižnice modelov sú len zovšeobecnením prípadov použitia, ktoré sú
k nim pripojené a vytvárajú skupinu súvisiacu s daným prípadom použitia.
Navrhovaný grafický editor simulačných modelov bude pre svoju internú reprezentáciu
modelov, ale i pre komunikáciu, napríklad v rámci svojho programu, používať jazyk XML,
najmä kvôli jeho rozšíreniu pre obdobné účely. V nasledujúcom texte popíšeme význam
jednotlivých prípadov použitia.
Modelovanie
Zovšeobecnený prípad použitia Modelovanie popisuje základnú funkcionalitu editoru. Pre
modelovanie musia byť zabezpečené funkcie umožňujúce vytváranie a prácu s modelom.
Navrhovaný editor musí umožňovať:
• Vytvorenie modelu – základná funkcionalita grafického editoru simulačných mode-
lov, alokuje dátové štruktúry pre nový model. Model je ďalej vytváraný editovaním
”
prázdnej“ plochy editoru.
• Editovanie modelu – zahŕňa funkcionalitu od tvorby nových modelov až po akúkoľvek
modifikáciu už existujúceho modelu. Implementuje typické operácie editoru:
– Pridanie prvku do modelu – pridá do modelu nový prvok z knižnice modelov,
ktorý vybral užívateľ.
– Zmena vlastnosti prvku – zmení vlastnosti vybraného prvku, napríklad vlastnosti
podstatné pre simuláciu alebo pre samotný editor, napríklad polohu prvku.
– Odstránenie modelu/časti modelu – odstránenie časti modelu alebo modelu ako
celku, prípadne prepojenia komponentov.
– Prepojenie komponentov – vytvorenie nového prepojenia jednotlivých kompo-
nentov modelu alebo viacerých sub-modelov.
• Uloženie modelu – uloží vytvorený model do súboru vo formáte XML.
• Export modelu – v tomto prípade je použitý modul systému, ktorý prevedie internú
reprezentáciu modelu, konkrétne XML do cieľového simulačného jazyka. Táto funkci-
onalita by mala byť vstavaná do grafického editoru simulačných modelov, avšak mala
by byť ľahko rozšíriteľná, eventuálne celkom nahraditeľná, pomocou užívateľských
modulov, ktoré môžu byť do editoru doplnené.
• Import modelu – import modelu do grafického editoru simulačných modelov spo-
číva v nahratí modelu vytvoreného pri niektorom z predchádzajúcich modelovaní.
Samotný import by mal byť rozšíriteľný obdobným spôsobom ako export modelu, vy-
užitím užívateľských modulov, kedy by mohol napríklad importovať modely z iných
nástrojov.
• Náhľad internej reprezentácie modelu – funkcionalita poskytujúca náhľad na XML
súbor obsahujúci dáta vytváraného modelu.
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Simulácia modelu
V prípade použitia Simulácia modelu musí editor dokázať simulovať model vytvorený
pri predchádzajúcom použití niektorého z konkrétnych prípadov produkujúcich model zo
všeobecného prípadu použitia Modelovanie. Vstupom Simulácia modelu teda je model,
či už vytvorený alebo importovaný. Editor musí z pohľadu simulovania modelu a riadenia
tejto simulácie umožňovať:
• Spustenie – v tomto prípade musí editor dokázať spustiť simuláciu s požadovanými
parametrami.
• Prerušenie – editor musí dokázať prerušiť prebiehajúcu simuláciu modelu, napríklad
ak boli nastavené zlé parametre.
• Nastavenie parametrov – umožňuje nastavenie parametrov simulácie, ktoré sa použijú
pri spustení simulácie.
• Uloženie výsledkov simulácie – uloží výsledky simulácie do zvoleného formátu.
• Zobrazenie výsledkov – grafický editor simulačných modelov zobrazí výsledky simu-
lácie v svojom okne.
Táto časť editoru by mala byť rozšíriteľná pomocou užívateľských modulov a skriptov, ktoré
by eventuálne boli schopné ju úplne nahradiť.
Správa modulov
Značná časť funkcionality navrhovaného grafického editoru simulačných modelov by mala
byť potenciálne nahraditeľná užívateľskými modulmi, ktoré musia obsahovať funkcie, ktoré
je možné volať z jazyka C++. Ďalej musia umožňovať získať adresu jednotlivých funkcií,
aby ich editor mohol volať a používať. Pre prácu s modulmi musí zovšeobecnený prípad
použitia Správa modulov obsahovať:
• Pridanie modulu – umožní pridať užívateľský modul nahratím súboru s modulom a
sprístupnením jeho funkcií v menu modulov.
• Použitie modulu – zavolá funkciu z modulu, eventuálne zobrazí jej výsledok alebo
vykoná úpravy v modele.
• Odstránenie modulu – odstráni funkcie modulu z menu modulov a uvoľní zdroje
alokované pre daný modul po odstránení súboru s modulom.
Správa modulov neuvažuje operáciu editovania modulov, nakoľko sa nielenže jedná o zmeny
v zdrojovom kóde modulov, ktoré je zvyčajne treba znovu preložiť, ale často ide o netriviálne
zmeny, kde nemožno predpokladať vykonávanie majoritnou časťou užívateľov grafického
editoru simulačných modelov.
Správa knižnice modelov
Pre uľahčenie modelovania musí byť v editore simulačných modelov dostupná knižnica
základných modelov, ktorá by mala byť rozšíriteľná, aby často používané užívateľské kom-
ponenty modelov nemuseli byť znovu vytvárané zo základných komponentov.
Zovšeobecnený prípad použitia Správa knižnice modelov musí obsahovať základnú
funkcionalitu požadovanú od takejto knižnice, ktorou je:
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• Pridanie užívateľského komponentu – definuje nový komponent a uloží ho do knižnice.
• Zobrazenie komponentov – tento prípad použitia popisuje schopnosť zobraziť všetky
komponenty obsiahnuté v knižnici, aby mohli byť použité buď pri modelovaní alebo
pri odstránení z knižnice.
Správa skriptov
Užívateľské skripty poskytnú užívateľovi editoru možnosti zjednodušenia práce s editorom,
napríklad vytvorením skriptu pre spustenie externého programu pracujúceho s vytváraným
modelom alebo skriptu pre zálohovanie modelu na vzdialený počítač a podobne.
Správa skriptov je zovšeobecnený prípad použitia, ktorý popisuje správanie editoru
pri práci s užívateľom definovanými skriptami. Obsahuje:
• Pridanie užívateľského skriptu – pridá užívateľom definovaný skript do menu skriptov
a uloží ho pre ďalšie použitie.
• Editovanie užívateľského skriptu – umožní modifikáciu už existujúceho skriptu.
• Odstránenie užívateľského skriptu – odstráni užívateľský skript z menu skriptov a
uvoľní ním alokované zdroje.
• Použitie užívateľského skriptu – spustenie užívateľského skriptu využitím menu skrip-
tov.
4.2 Návrh subsystémov
Na základe popisu požadovanej funkcionality navrhovaného grafického editoru simulačných
modelov, ktorá bola uvedená v predchádzajúcej časti 4.1, navrhneme rozdelenie do funk-
čných celkov editoru, čiže do jednotlivých subsystémov.
Na obrázku 4.2 je znázornené rozdelenie funkcionality navrhovaného grafického editoru
simulačných modelov do subsystémov, ktorým priradíme funkcionalitu, ktorú budú po im-
plementácii zabezpečovať.
Editor modelov
Simulácia modelu
Správa užívateľských modulov
Knižnica modelov Správa súborov
Správca modelu
Obsluha užívateľa
Správa uživateľských skriptov
Obr. 4.2: Jednotlivé subsystémy navrhovaného editoru.
Jednotlivé subsystémy návrhu obsluhujú priradenú časť editoru a zabezpečujú všetku
jej funkcionalitu:
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• subsystém Editor modelov – táto časť editoru obsluhuje užívateľské vytváranie mo-
delu v grafickom užívateľskom rozhraní pomocou metódy drag and drop, spolu so
zobrazením vytváraného modelu a v podstate celú obsluhu grafického užívateľského
rozhrania, napríklad zmena
”
priblíženia“ editoru a pod.
Je závislá na ostatných subsystémoch grafického editoru, ktoré spracúvajú a dodávajú
dáta pre úkony zadané týmto subsystémom počas tvorby modelu.
• subsystém Správca modelu – udržuje informácie o modele a vykonáva operácie po-
písané v sekcii Modelovanie z use-case diagramu znázorneného na obrázku 4.1. Kon-
krétne sa jedná o implementáciu exportu a importu modelov, zobrazenie internej
reprezentácie modelu vo formáte XML, obsluhu uloženia modelu do súboru a tiež
operácie pre vytvorenie a editovanie modelu, ktoré nesúvisia s obsluhou grafického
užívateľského rozhrania, ale spracúvajú dáta s ktorými sa pri týchto operáciách v gra-
fickom užívateľskom rozhraní pracuje.
• subsystém Simulácia modelu – slúži pre implementáciu časti Simulácia modelu
use-case diagramu z obrázku 4.1. Obsluhuje spustenie simulácie modelu a nastavenie
jej parametrov, rovnako ako prácu s jej výsledkami, či predčasné prerušenie simulácie.
• subsystém Obsluha užívateľa – je zovšeobecneným funkčným celkom, ktorý ob-
sahuje dva samostatné subsystémy. Okrem funkcionality poskytnutej obsiahnutými
subsystémami poskytuje podporu pre zobrazenie informácií pomocníka v grafickom
užívateľskom rozhraní. Ďalšou zabezpečovanou funkcionalitou je tlač ľubovolných dát
z grafického editoru simulačných modelov.
– subsystém Správa užívateľských skriptov – poskytuje rozhranie umožňujúce
rozšíriť editor o užívateľom definované skripty, ktoré sú v use-case diagrame
z obrázku 4.1 znázornené ako prípad použitia Správa skriptov.
– subsystém Správa užívateľských modulov – obdobne ako subsystém pre sprá-
vu užívateľských skriptov poskytuje rozhranie pre doplnenie užívateľských mo-
dulov, v use-case diagrame z obrázku 4.1 znázornené ako prípad použitia Správa
modulov.
• subsystém Správa súborov – implementuje podporu editoru pre prácu so súbormi.
Dáta pre tento subsystém sú spracované iným subsystémom editoru a sú mu doručené
pre vykonanie požadovaných operácií.
• subsystém Knižnica modelov – obsahuje dátovú štruktúru, v ktorej sú uložené dáta
základných komponent modelov pre modelovanie na základe DEVS formalizmu a
tiež funkcionalitu umožňujúcu rozšíriť túto knižnicu o užívateľom definované prvky.
Požadovaná funkčnosť je znázornená v use-case diagrame z obrázku 4.1 ako prípad
použitia Správa knižnice modelov.
4.3 Diagram tried
Pre konkrétnejší návrh implementácie požadovanej funkcionality použijeme diagram tried,
v ktorom bude zachytená funkcionalita grafického editoru simulačných modelov uvedená
v predchádzajúcich častiach návrhu. Novým prvkom bude zaradenie funkcionality k jed-
notlivým metódam príslušných tried.
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Obr. 4.3: Zjednodušený diagram tried.
38
V obrázku 4.3 sú zachytené budúce triedy grafického editoru simulačných modelov,
avšak môže sa stať že niektoré z nich budú implementované ako súčasť inej triedy, prí-
padne budú obsahovať okrem uvedených metód i ďalšie, čo pravdepodobne bude súvisieť
s potrebami implementácie grafického užívateľského rozhrania, najmä rozličných dialógov a
podobne. Zlúčenie tried do jednej sa môže vyskytnúť v prípade, že funkcionalitu zabezpečo-
vanú triedou poskytne externý program volaný grafickým editorom alebo knižnica Adevs,
takýto predpoklad je pre triedu Simulation management. Súčasne je pravdepodobné, že
z dôvodov lepšej orientácie v zdrojovom kóde editoru nebudú presne dodržané uvedené
mená tried.
Pri bližšom skúmaní diagramu tried možno objaviť niekoľko súvislostí, ktoré vedú k po-
užitiu návrhových vzorov. Návrhové vzory použité pri implementácii uľahčia riešenie obe-
cných problémov implementácie tried, ktorých sa týkajú. Počas návrhu sa budeme držať ich
pomenovaní uvedených v [28]. Pri návrhu grafického editoru simulačných modelov, i jeho
implementácii, možno použiť uvedené vzory:
• Služobník (Servant) – zvýrazňovanie syntaxe v textovom editore, kedy nemusia im-
plementovať triedy funkčnosť pre zvýrazňovanie, ale len dáta a funkcionalitu bude
definovať trieda
”
služobníka“.
• Príkaz (Command) – tento návrhový vzor možno použiť pre operácie undo a redo
pri vytváraní modelu, čo je typický príklad použitia tohto návrhového vzoru. Okrem
tohto je možné tento návrhový vzor použiť pri práci s užívateľskými modulmi. Z po-
hľadu undo a redo operácií je výhodné
”
obalenie“ operácií undo a redo triedami a ich
následné použitie pre jednotlivé typy objektov. Pre prácu s užívateľskými modulmi
sa využíva rovnakej vlastnosti, avšak z iného uhľa pohľadu, teda, že akcia – metóda,
ktorú akciu vyvolala musí poznať obsluhujúci objekt.
• Reaktor (Reactor) – návrhový vzor, ktorý vznikol pre riešenie problémov s multi-
vláknovým či multi-procesovým spracovaním požiadaviek na službu, ktoré sú doručo-
vané správcovi služieb. Správca služieb rozdelí požiadavky procesom alebo vláknam,
ktoré ich spracujú. Tento návrhový vzor nachádza svoje typické využitie pri spúšťaní
simulácie alebo spúšťaní procesov užívateľských skriptov.
• Prepravka (Messenger) – je návrhový vzor slúžiaci pre združenie niekoľkých hodnôt, čo
môže byť použité napríklad pri návratových hodnotách rozličných metód. Samozrejme
tieto hodnoty by mali spolu súvisieť. Takýmito hodnotami sú atribúty popisujúce
komponent modelu, ktoré budú združené do
”
prepravky“.
• Prázdny objekt (Null object) – vzhľadom na použitie vzoru prepravka pre dáta kom-
ponentu modelu potrebujeme ošetriť situácie, kedy je vytvorený nový objekt, nakoľko
potrebujeme nielen predísť problémom s NULL ukazateľom, ale i zaistiť vhodnú ini-
cializáciu. Preto použijeme tento návrhový vzor, ktorý obdobné situácie rieši.
• Stav (State) – položka modelu, ktorá môže obsahovať niekoľko portov alebo žiadny,
pričom môže byť buď atomickým komponentom alebo zloženým modelom. Pre zje-
dnodušenie implementácie použijeme návrhový vzor stav, ktorý zjednoduší jej imple-
mentáciu rozdelením jednej položky na niekoľko dielčich tried s jedným
”
stavom“.
Pre samotný DEVS formalizmus je možné použiť návrhový vzor s názvom Kompozit (Com-
posite), nakoľko sa v ňom uplatňujú atomické i zložené objekty, čo presne vystihuje tento
návrhový vzor.
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4.4 Návrh grafického užívateľského rozhrania
Z pohľadu grafického užívateľského rozhrania by sa mal navrhovaný editor podobať svojím
rozšíreným obdobám, napríklad systému Dymola, MapleSim či Simulink a ďalším. Snahou
je držať sa akéhosi ustáleného štandardu a súčasne odstrániť niektoré vlastnosti, ktoré
znevýhodňujú modelovanie, eventuálne simuláciu v konkrétnych nástrojoch.
Okno grafického editoru simulačných modelov by malo byť rozdelené do niekoľkých častí,
medzi ktorými by nemala chýbať okrem modelovacej časti a knižnice modelov (balíčkov) pre
tvorbu modelu ani oblasť zobrazujúca komponenty, z ktorých je aktuálny model zostavený a
tým umožňovať ľahko dostupnú zmenu nastavení a parametrov týchto komponentov. Ďalšiu
časť okna by malo tvoriť menu a panel nástrojov, ktoré dohromady tvoria časť väčšiny
programov s grafickým užívateľským rozhraním.
Tvorba modelov v grafickom editore musí byť umožnená metódou drag and drop, ktorá
sa v obdobných nástrojoch stala, ako vyplýva z prieskumu v časti 2.2.3, bežnou. Súčasne
spolu s použitím knižnice základných komponentov urýchľuje modelovanie.
Problém niektorých editorov spočíval v komplikovanosti nastavovania parametrov simu-
lácie, prípadne parametrov komponentov modelu, čo vytváraný editor rieši samostatným
oknom vyvolaným pravým kliknutím na požadovaný komponent a výberom žiadanej po-
ložky z otvoreného menu. Jednoducho možno vykonať aj nastavenie parametrov simulácie
buď v paneli nástrojov alebo z hlavného menu.
Neprehľadnosť množstva okien u niektorých nástrojov, prípadne iné druhy komplikácií
spojené s množstvom okien editoru rieši navrhovaný grafický editor zobrazením modelovacej
i simulačnej časti spolu s editorom kódu a prehliadačom internej reprezentácie modelu
v jednom okne. Pre tento účel je okno grafického editoru simulačných modelov rozdelené
na niekoľko kariet.
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Kapitola 5
Implementácia editoru
Požiadavky na grafický editor simulačných modelov predurčili ako framework použitý pre
jeho implementáciu Qt, najmä vďaka jeho možnostiam, ktoré boli popísané v kapitole 3.1.
Editor bol vyvíjaný vo verzii Qt 4.7, avšak bola zaistená spätná kompatibilita až do verzie Qt
4.5. Nevýhodou pri použití verzie 4.5 je zaistenie funkcionality na úkor výkonu, eventuálne
grafických efektov zobrazovaných užívateľovi.
Grafický editor simulačných modelov mal byť primárne určený pre platformu Linux,
na ktorej bol i vyvíjaný. Samotný Qt framework však zaisťuje dobrú prenositeľnosť medzi
jednotlivými druhmi operačných systémov, na ktorých je podporovaný – tieto boli zhrnuté
v 3.1.1. Editor simulačných modelov je teda bez problému prenositeľný a použiteľný aj na
platforme Microsoft Windows. Problémom sa však na tejto platforme stáva dostupnosť ná-
stroja make, nakoľko grafický editor simulačných modelov ho vyžaduje pre preklad modelu
a spustenie simulácie.
Ako bolo naznačené editor simulačných modelov popisovaný v tejto práci neobsahuje
vlastný DEVS simulátor, ale stavia modely na platforme Adevs – A Discrete EVent System
simulator, ktorá poskytuje základ pre modely a vlastný simulátor. Z časti 2.2.2, v ktorej
bol Adevs popísaný a tiež z uvedených informácií vyplýva, že modely a ich komponenty
sú uložené v podobe zdrojových kódov jazyka C++. Táto skutočnosť vyžaduje prítomnosť
prekladača, ktorý model prevedie do spustiteľnej podoby, aby mohla byť spustená simu-
lácia. Na tieto účely, ako už bolo uvedené, grafický editor využíva nástroj make a súbor
Makefile, ktorý generuje spolu so súbormi zdrojového kódu modelu. Vygenerovaný súbor
Makefile obsahuje okrem informácií pre preklad modelu i informácie pre spustenie modelu.
Z týchto dôvodov je
”
nedostupnosť“ nástroja make pri použití editoru na platforme Mic-
rosoft Windows problémom. Z uvedených skutočností vyplýva nutnosť splnenia závislostí
popísaných v časti 5.7 tejto kapitoly.
Pri operačných systémoch Microsoft Windows, sa ďalej vyskytuje problém s prekla-
dom grafického editoru simulačných modelov zo zdrojových kódov do binárnej podoby,
avšak tento problém nesúvisí so samotným editorom, ale s Qt frameworkom. Problémom
sú komplikácie, eventuálne častá nemožnosť prekladu aplikácií vytvorených za pomoci Qt
frameworku s použitím Microsoft Visual Studia, ktoré používa prekladač nepodporujúci nie-
ktoré štandardné vlastnosti jazyka C++, napríklad pri použití dátového typu QVariant sú
takto nepodporovanou vlastnosťou šablóny členských funkcií. Detailný popis možno nájsť
v dokumentácii ku Qt frameworku.
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5.1 Grafické užívateľské rozhranie
Hlavnou časťou grafického editoru simulačných modelov, ktorá zabezpečuje interakciu uží-
vateľa s editorom a tým vytváranie modelov, ich simuláciu, zobrazovanie výsledkov, či pre-
hliadanie kódu je grafické užívateľské rozhranie. Je implementované niekoľkými triedami,
pretože okrem samostatného okna editoru musí implementovať aj obslužnú funkcionalitu
okna. Takouto funkcionalitou je napríklad zobrazovanie úvodnej obrazovky pri spúšťaní
editoru, číslovanie riadkov, či zvýrazňovanie syntaxe v textových editoroch, ktoré grafický
editor simulačných modelov obsahuje a podobne. Okrem uvedenej funkcionality, ktorú edi-
tor simulačných modelov implementuje a ktorá má slúžiť pre uľahčenie práce užívateľa
musí editor obsahovať i triedy zabezpečujúce vykonávanie akcií požadovaných užívateľom.
K takýmto akciám patrí napríklad spustenie simulácie, pridanie komponenty do modelu,
či prepojenie komponentov modelu, ktoré sú implementované metódami špecifických tried
odvodených od rozličných tried Qt frameworku.
Základnou triedou, odvodenou od Qt triedy QMainWindow, je trieda s názvom GrEdSiM,
ktorá implementuje hlavné okno grafického editoru simulačných modelov a jeho obsah.
Táto trieda bola na počiatku práce vygenerovaná pomocou programu Qt Creator, ktorý
sme popísali v časti 3.1.2. Následne bola jej implementácia prevedená zo súboru UI do
hlavičkového súboru v jazyku C++, aby mohla byť ďalej špecificky upravovaná a menená
priamou zmenou C++ kódu, nakoľko vygenerovaný kód je vhodný skôr pre jednoduchšie
aplikácie a práca v komplexnom prostredí Qt Creatoru vyžaduje určité skúsenosti s týmto
programom. Trieda GrEdSiM obsahuje prvky hlavného okna, čo zahŕňa:
• Menu
• Toolbar s nástrojmi
• Widget stromovej štruktúry nesúci prvky knižnice
• Widget zobrazujúci komponenty, ktoré model obsahuje
• Widget zobrazujúci komponenty modelu a ich funkcie
• Voliteľný widget súborového manažéra
• Voliteľný widget manažéra skriptov
• Hlavný widget so záložkami obsahujúcimi widgety pre prácu s modelom:
– Model editor – obsluhuje tvorbu modelu z komponentov a ich prepájanie.
– XML prehliadača – umožňuje užívateľovi prezerať internú reprezentáciu modelu.
– Editor kódu – umožňuje užívateľovi prezerať generovaný kód, prípadne ho upra-
vovať. Avšak zmeny v kóde sa neprejavia v simulácii vykonávanej editorom,
musia byť odsimulované užívateľom manuálne.
– Prehliadač výsledkov simulácie – zobrazuje výsledky a priebeh simulácie v gra-
fickej alebo textovej podobe.
Trieda GrEdSiM obsahuje ukazatele na jednotlivé prvky hlavného okna, pričom niektoré
prvky sú vytvárané podľa potreby, len v čase, keď užívateľ vyžaduje ich použitie. Inak je
ukazateľ na tento objekt neplatný, napríklad rozličné objekty implementujúce dialógy a
42
pod. Ostatné prvky sú alokované pri spustení grafického editoru simulačných modelov a
existujú počas celej doby behu editoru, napríklad toolbar, menu, editor modelov.
Pre prepojenie akcií požadovaných užívateľom, napríklad kliknutím na ikonu v toolbare,
presunutím prvku do modelu, či prepojením komponentov alebo akciou z menu s metódou,
eventuálne viacerými metódami vykonávajúcimi logiku akcie je použitý mechanizmus sig-
nálov a slotov, popísaný v časti 3.1.3. Rovnaký mechanizmus je v grafickom editore simu-
lačných modelov využívaný pre
”
signalizáciu“ medzi objektami jednotlivých tried, či pre
prenos dát medzi objektami, ktoré potrebujú spolu komunikovať.
5.1.1 Editor modelov
Hlavnou časťou grafického editoru simulačných modelov je jeho časť nazvaná Model Editor,
predstavujúca samotný editor modelov. Táto časť implementuje vytváranie modelov z kom-
ponentov, ktoré sa nachádzajú v knižnici, ich prekopírovaním z knižnice a umiestnením do
modelu pomocou metódy drag and drop. Knižnica komponentov obsahuje len dáta jedno-
tlivých prvkov a samotné položky modelu sú vytvárané z týchto dát až po skončení metódy
drag and drop.
Podstatnú časť editoru modelov implementuje trieda DropableGraphicsScene, ktorá
je odvodená od triedy Qt frameworku QGraphicsScene. Trieda DropableGraphicsScene
implementuje scénu, ktorá umožňuje metódou drag and drop vkladať položky do modelu.
Po skončení tejto metódy je vytvorený objekt z dát, ktoré boli do modelovacej scény pre-
nesené z knižnice modelov. Takto vytvorený objekt je potom umiestnený do scény po-
mocou volania metód tried implementujúcich logiku operácií undo a redo pre jednotlivé
prvky modelu, eventuálne pomocou metódy addItem(), ktorá je súčasťou rodičovskej triedy
QGraphicsScene. Výber metódy pre vloženie objektu do scény závisí od spôsobu vytvárania
objektu. V prípade keď je objekt vytvorený metódou drag and drop, teda je skonštruovaný
z dát poskytnutých knižnicou modelov, musia byť dostupné operácie undo a redo, ktoré
umožnia užívateľovi grafického editoru simulačných modelov zrušiť akciu, ktorú s objektom
vykonal. V tomto prípade jeho vloženie do scény predstavujúcej model. Avšak v prípade, že
je objekt, komponent modelu, vytvorený z dát poskytnutých XML súborom, v ktorom bol
model uložený, bolo by nezmyselné a nežiaduce, aby boli dostupné undo a redo operácie a
z tohto dôvodu je v tomto prípade použitá metóda addItem().
Scéna v ktorej prebieha modelovanie musí okrem implementácie drag and drop posky-
tovať aj ostatnú funkcionalitu pre prácu myšou, ktorá zaistí jednoduchšiu interakciu prog-
ramu s užívateľom. Scéna, ktorá je vytvorená ako inštancia triedy DropableGraphicsScene
pracuje so štyrmi typmi udalostí vyvolanými myšou:
• mousePressEvent – udalosť vyvolaná pri kliku myšou do scény. Metóda scény, ktorá
implementuje správanie počas výskytu tejto udalosti skontroluje, čo sa nachádza
v scéne v momente kliknutia na pozícii, na ktorej sa aktuálne nachádza kurzor. V prí-
pade, že je na tejto pozícii port položky modelu, ktorý je reprezentovaný ikonou portu,
nastaví sa premenná indikujúca kreslenie šípky spájajúcej dva porty a tiež sa nastaví
štýl vykresľovania na kreslenie náhľadu šípky.
V prípade, že sa v bode, kde sa nachádzal kurzor nenachádzala ikona portu, je za-
hájená operácia presunu položky a súčasne je uložená jej stará poloha, kvôli operácii
undo.
• mouseMoveEvent – tento druh udalostí je vyvolaný posuvom kurzoru myši po scéne
v prípade, že je stisnuté jej tlačítko. Metóda implementujúca správanie tejto udalosti
43
kontroluje, či pri stisnutí tlačítka v metóde mousePressEvent bolo zahájené vykre-
sľovanie prepájajúcej šípky, čo je overiteľné na základe členskej premennej triedy
DropableGraphicsScene. Ak áno, pokračuje sa kreslením náhľadu šípky od počia-
točného miesta, až po aktuálnu pozíciu kurzoru myši. Avšak v prípade, že kreslenie
prepájajúcej šípky nebolo zahájené, metóda len zavolá svoju štandardnú implemen-
táciu z Qt frameworku.
• mouseReleaseEvent – táto metóda je vyvolaná pri uvoľnení tlačidla myši. Kontrolou
či bola vykresľovaná prepájajúca šípka určí svoje správanie, teda či má prepísať na-
vrhnutú trasu prepájajúcej čiary šípkou alebo má presunúť položku na nové miesto.
Pred vykreslením šípky je vykonaná séria kontrol, ktorá zabezpečí kontrolu:
– či prepojenie nie je v rámci jedného komponentu modelu
– či prepojenie nie je v rámci jedného portu komponentu
– či prepojenie realizuje spojenie výstupu so vstupom a nie naopak
• mouseDoubleClickEvent – je udalosť, ktorá pri svojom vyvolaní dvojklikom do scény
skontroluje, či na pozícii, na ktorej sa kliknutie uskutočnilo je umiestnená nejaká polo-
žka. Ak sa v tomto mieste nachádza komponent modelu je pomocou signálu vyvolané
dialógové okno, v ktorom možno upraviť jeho správanie popísané matematickým zá-
pisom DEVS formalizmu.
Uvedené metódy spracovania udalostí sú reimplementáciou udalostí triedy QGraphicsScene
s rovnakým názvom a využívajú pre svoju prácu a kontroly členské premenné triedy Dro-
pableGraphicsScene.
Pre tvorbu šipiek, ale tiež pre ostatné operácie vykonávané so šípkami, rovnako ako
operácie súvisiace s prepájaním komponentov modelu obsahuje grafický editor simulačných
modelov triedu Arrow. Táto trieda implementuje vytváranie šipiek medzi dvomi portami
komponentov modelu, pričom manipuluje s XML informáciami o modele podľa aktuálne
vykonanej operácie so šípkou. To znamená, že v prípade vytvorenia šípky medzi dvomi
komponentmi je pridaná informácia o prepojení komponentov pomocou portu do XML
reprezentácie položky. Naopak v prípade, že bolo prepojenie zrušené – zmazaním šípky
z modelu, sú odstránené i jeho popisné informácie z XML reprezentácie.
Okrem uvedenej funkcionality dôležitej z pohľadu logiky grafického editoru simulačných
modelov obsahuje trieda Arrow metódy implementujúce jej správanie pri operáciách s gra-
fickým užívateľským rozhraním, teda operáciách pre korektnú funkciu z pohľadu zobrazo-
vania, eventuálne pre uľahčenie práce užívateľovi. Sem patria napríklad operácie výpočtu
ohraničujúceho štvoruholníka, zmeny farby šípky, či vykreslenie
”
hlavičky“ šípky. Dôleži-
tou metódou triedy Arrow je metóda type(), ktorá je reimplementáciou metódy z triedy
QGraphicsPathItem, od ktorej trieda Arrow dedí. Táto metóda slúži k rozpoznaniu typu
položky za behu programu a obsahujú ju všetky objekty, ktoré sú vytvorené ako inštan-
cie tried dediacich od triedy QGraphicsItem. Funkcionalita Qt frameworku poskytovaná
touto metódou je dôležitá pre spoluprácu objektov vkladaných do triedy s objektami iných
tried a ich vzájomnému rozpoznaniu. Implementáciou metódy type() je tiež umožnené po-
užiť pre odvodené triedy metódu qgraphicsitem cast(), ktorá pretypuje položku predanú
ako argument na typ, ktorý je požadovaný. Takýmto spôsobom možno rozlíšiť a pracovať
s objektmi v scéne. Napríklad je možné odlíšiť ikonu portu od šípky alebo iného prvku,
za predpokladu, že oba objekty dedia od QGraphicsItem alebo odvodenej triedy a súčasne
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implementujú metódu type(). Tento princíp je napríklad využitý pri kontrole popisovanej
v časti spracovania udalostí mousePressEvent.
Z pohľadu grafického užívateľského rozhrania musí editor poskytovať užívateľovi pro-
striedky pre rozlíšenie prvkov a tiež pre prispôsobenie vzhľadu prvkov svojim potrebám. Pre
tieto účely musí scéna implementujúca editor modelu obsahovať metódy alebo prepojenia
na metódy obsiahnutých objektov, ktoré umožnia meniť ich vlastnosti, ako veľkosť písma a
farbu položiek. Trieda DropableGraphicsScene obsahuje metódy pre zmenu veľkosti písma
použitého u komponentov modelu, zmenu farby vykreslených šipiek a tiež zmenu pozadia
hlavičky ľubovoľného komponentu modelu. Pozadie portov modelu nemožno meniť nakoľko
jednotlivé porty sú farebne odlíšené pre lepšiu orientáciu užívateľa.
Počas vytvárania modelu pravdepodobne bude nutné, aby bolo možné kopírovať jedno-
tlivé komponenty modelu, umiestňovať ich do schránky alebo ich mazať. I keď Qt framework
ponúka možnosti, ako takúto funkcionalitu docieliť s objektom reprezentujúcim komponent
modelu je vhodné vytvoriť vlastnú implementáciu operácií
”
cut, copy, paste“ najmä, aby
sme mali plnú kontrolu nad operáciami s dátami počas celej práce s nimi, i po dobu, keď sú
umiestnené v
”
schránke“. Z tohto dôvodu trieda DropableGraphicsScene obsahuje vlastnú
implementáciu uvedených operácií, ktorá nepracuje so systémovou schránkou. Takýto prí-
stup ochudobňuje grafický editor o možnosť prenášať dáta medzi jednotlivými oknami nie-
koľkých inštancií grafického editoru, avšak zaručuje korektnú prácu s dátami komponentu
modelu po celý čas prace s ním. Implementácia operácií
”
cut, copy, paste“ pracuje s vlast-
nou štruktúrou pre ukladanie dát, pričom rovnakú štruktúru využíva celý grafický editor
simulačných modelov, napríklad knižnica modelov a podobne.
Pri požiadavke na niektorú z operácií cut alebo copy je najprv lokalizovaná položka
v scéne modelu. Táto je následne pretypovaná na z grafického objektu Qt frameworku
na objekt reprezentujúci komponent modelu, čo je vykonané pomocou metódy qgraphics-
item cast() využitím princípu uvedeného v predchádzajúcich odstavcoch. V ďalšom kroku
sú z položky získané dáta, v ktorých sa upraví časť s informáciami o prepojení a dáta
sú umiestnené do štruktúry, ktorá je členskou premennou triedy DropableGraphicsScene.
V prípade, že sa jedná o operáciu
”
cut“ je položka naviac vymazaná z modelu. Metóda
implementujúca správanie operácie paste len jednoducho vloží dáta popisujúce položku do
modelu a tým vytvorí novú položku s rovnakými dátami, ale s odstránenými všetkými pre-
pojeniami, ktoré mala pôvodná položka. Takéto správanie má za cieľ ošetriť potenciálnu
zmenu, ktorá sa mohla od doby skopírovania, či
”
vystrihnutia“ komponentu modelu z mo-
delu v scéne, teda v modele udiať.
Operácie vykonávané v scéne, kde je vytváraný model musia pracovať nielen s grafickou
stránkou modelu a XML reprezentáciou, ale rovnako musia mať možnosť meniť kód, ktorý
reprezentuje správanie modelu a bude vykonaný v prípade spustenia simulácie. Takéto pre-
pojenie je zabezpečené pomocou mechanizmu signálov a slotov, ktorý boli popísané v časti
3.1.3. Princípy prevodu XML reprezentácie na zdrojový kód jazyka C++ reprezentujúci
vytváraný model popíšeme v časti 5.4.
Okrem vyššie uvedených možností a nutných metód, ktoré obsahuje trieda Dropable-
GraphicsScene sa v tejto triede nachádza naviac aj rozšírenie uľahčujúce otváranie modelu.
V prípade, keď sa v priľahlom panele grafického editoru simulačných modelov, ktorý slúži pre
zobrazenie voliteľných widgetov, kapitola 5.1.3, nachádza ako súborový manažér, môže byť
pomocou metódy drag and drop otvorený súbor jeho jednoduchým prenesením do scény,
ktorá slúži pre vytváranie modelu a je inštanciou triedy DropableGraphicsScene. Táto
funkcionalita je opäť zabezpečená použitím mechanizmu sinálov a slotov.
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Položky modelu
Trieda DropableGraphicsScene pracuje s komponentmi modelu, ktoré sú reprezentované
niekoľkými druhmi objektov, avšak spoločným základom všetkých druhov, je základná
trieda QGraphicsItem. Ďalším spoločným charakteristickým rysom je implementácia me-
tódy type(), aby mohli byť položky v scéne typovo rozpoznateľné a ľahko sa s nimi pracovalo,
ako bolo popísané v predchádzajúcej časti 5.1.1.
Grafický editor simulačných modelov, konkrétne jeho časť editor modelov, ako inštancia
triedy DropableGraphicsScene rozpoznáva a pracuje s nasledujúcimi typmi položiek:
1. DiagramItem – tento typ položky reprezentuje komponent modelu, ktorému prislú-
chajú dáta určujúce správanie komponentu, počet a typ portov, eventuálne prepojenia
a názvy portov i samotného komponentu. Tento druh položky je implementovaný ob-
jektami triedy QGraphicsItemGroup a je len združením objektov reprezentujúcich
porty a objektu, ktorý reprezentuje
”
hlavičku“ grafickej reprezentácie komponentu.
Objekty tejto triedy obsahujú metódy pre prístup k ukazateľom na porty, i metódy
pre prístup k objektu reprezentujúcemu hlavičku komponentu. Spomedzi ďalších me-
tód implementovaných triedou sú nevyhnutné metódy pre prístup a zmenu dát kom-
ponentu modelu, ktoré sú využívané pri predefinovaní správania komponentu, bez
vytvárania novej položky v knižnici, či pri importe položky do knižnice. Pre potreby
modelovania obsahuje trieda i metódu getPortByName(), ktorá sa používa pri vkla-
daní viacerých položiek, napríklad pri obnove modelu zo súboru, ako pomocná funkcia
pre zaistenie potenciálneho prepojenia položiek. Jej činnosť spočíva vo vrátení uka-
zateľa na port na základe mena portu, následne môže byť tento ukazateľ použitý
k tvorbe prepájajúcej šípky.
Okrem funkcionality, ktorú implementujú uvádzané metódy je nevyhnutné zaistiť ko-
rektné vkladanie položiek do modelu, čo znamená najmä zaistiť unikátne meno kom-
ponentu modelu. Táto podmienka musí byť splnená nielen preto, aby pri preklade
modelu nebola ohlásená chyba redefinície premenných, ale tiež pre zaistenie korekt-
ného správania modelu, napríklad pri prepojení komponentov. Preto objekty metódy
zdieľajú jednu statickú premennú, ktorá reprezentuje počítadlo objektov v scéne a
hodnota tohto počítadla je pri každom vložení prvku do scény prevedená na reťazec
znakov, ktorý je skonkatenovaný s menom komponentu z knižnice. Trieda obsahuje
tiež metódu pre reinicializovanie tohto počítadla na hodnotu 0, ktorá je využívaná
napríklad pri vytvorení nového modelu.
V neposlednom rade je nutné zaistiť korektné správanie položky v grafickom užíva-
teľskom rozhraní, čo znamená implementovať metódy pre kontextové menu položky
a aktualizáciu položky v scéne pri jej zmene alebo pohybe.
2. DiagramHead – reprezentuje
”
hlavičku“ komponentu modelu, teda časť obsahujúcu
meno tohto komponentu. Okrem metódy pre získanie ukazateľa na objekt s názvom
položky obsahuje i metódu ošetrujúcu správanie kontextového menu položky a štan-
dardne metódu type().
3. PortItemPixmap – objekty tejto triedy sú súčasťou objektov triedy PortItem. Ich
význam spočíva v zabezpečení odlíšenia ikony portu od ostatných položiek v scéne
v ktorej je model vytváraný. Toto je užitočné z dôvodu kontroly prvkov pri rozho-
dovaní či sa bude v scéne vytvárať šípka alebo posúvať objekt, eventuálne či sa má
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vôbec v scéne niečo udiať. Pre zabezpečenie tejto funkcionality stačí aby trieda ok-
rem konštruktoru, ktorý nevykoná nič iné okrem zavolania konštruktoru nadtriedy
QGraphicsPixmapItem obsahovala len metódu type().
4. PortItem – implementuje triedu, ktorá zabezpečuje zobrazovanie a správanie portov
komponentu modelu. Objekty tejto triedy sú združené spolu s jedným objektom triedy
DiagramHead do položky objektu DiagramItem. Objekty tejto triedy, realizujúce porty
komponentu modelu, obsahujú každý po jednom objekte triedy PortItemPixmap.
Trieda obsahuje metódy pre odstránenie jednej alebo všetkých šipiek z portu, pridanie
šípky a aktualizáciu šípky po zmene polohy. Okrem týchto metód sú implementované
i metódy pre výpočet počiatočného a koncového bodu šípky.
5. Arrow – trieda implementujúca prepájajúce šípky, ktoré boli popísané na začiatku
časti 5.1.1.
5.1.2 Prehliadač kódu, XML reprezentácie a výsledkov
Ďalšou časťou hlavného okna grafického editoru simulačných modelov sú prehliadač in-
ternej XML reprezentácie modelu, prehliadač generovaného kódu, ktorý však nezobrazuje
funkciu main a vygenerovaný Makefile. Poslednou časťou priamo súvisiacou s modelovaním
je prehliadač výsledkov, ktoré môžu byť zobrazené v textovej alebo grafickej podobe.
V prípade, že berieme do úvahy textový simulačný výstup, je tento zobrazovaný v ob-
jekte, ktorý je inštanciou triedy QPlainTextEdit. Táto trieda je základom triedy TextEdi-
tor, ktorá implementuje prehliadač kódu a XML reprezentácie modelu. Obsahuje metódu
pre zvýraznenie aktuálneho riadku, avšak len v prípade, ak nemá editor, ktorý vznikol ako
inštancia tejto triedy, nastavený príznak read-only. Ak je príznak read-only nastavený nie
je možné aby užívateľ vkladal text do editoru. Prakticky to znamená, že zvýrazňovanie
aktuálneho riadku nefunguje v XML prehliadači kódu.
Pre zabezpečenie zvýrazňovania kódu je možné objektom triedy TextEditor priradiť
objekt triedy Highlighter, respektíve jej podtried, ktoré implementujú špecifické správa-
nie:
1. trieda HighlighterCPP – nastaví svoje členské premenné tak, aby spolu so zdedenými
metódami pracovali so syntaxou jazyka C++ ako zvýrazňovač syntaxe.
2. trieda HighlighterXML – obdoba triedy HighlighterCPP, avšak pracujúca so synta-
xou jazyka XML.
Súčasťou triedy TextEditor je jeden objekt triedy LineNumberArea, ktorý zabezpečuje
číslovanie riadkov.
5.1.3 Obslužné a voliteľné widgety
Hlavné okno grafického editoru simulačných modelov obsahuje niekoľko widgetov, ktoré
priamo pomáhajú užívateľovi pri modelovaní. Tieto widgety, by však nezapĺňali plochu
vyhradenú pre obslužné widgety a preto boli pridané voliteľné widgety, ktoré nepriamo
pomáhajú užívateľovi pri práci. Definované sú dva voliteľné widgety:
1. File manager - je widget obsahujúci jednoduchého správcu súborov zobrazujúci obsah
adresára z ktorého je grafický editor simulačných modelov spúšťaný. Samozrejmo-
sťou je možnosť tento adresár zmeniť pohybom v stromovej štruktúre, ktorú widget
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má. Zmyslom widgetu je prechádzanie súborov a možnosť otvorenia modelu priamo
pretiahnutím súboru s modelom do scény, v ktorej sú modeli vytvárané.
Funkcionalita tohto jednoduchého súborového manažéra je implementovaná s využi-
tím triedy QTreeView, od ktorej dedí trieda DirView pre zabezpečenie stromovej
štruktúry zobrazovaných informácií a operácií na nej vykonávaných. Funkcionalita
zobrazovania súborov pracuje s objektom triedy QFileSystemModel, ktorý je člen-
skou premennou triedy DirView a je nastavený pre použitie pomocou metódy Qt
frameworku QTreeView::setModel().
2. Script manager - tento widget zobrazuje dostupné skripty, ktoré užívateľ zadefino-
val alebo nahral zo súboru. Jeho cieľom je uľahčiť spúšťanie skriptov, čo je možné
dvojklikom na skript v tomto zozname. Užívateľ môže mať v tomto zozname naprí-
klad skript slúžiaci pre spustenie simulácie, keďže je spúšťaná pomocou nástroja make
s parametrom run, eventuálne pre nahratie súborov modelu na server a podobne.
Widget je implementovaný použitím triedy ScriptToolbar, ktorá je súčasťou script
managementu popisovaného v časti 5.5.
Z uvedených voliteľných widgetov je vždy zobrazený len jeden, i keď v okne grafického
editoru simulačných modelov sú vždy alokované prostriedky pre oba súčasne, nakoľko oba
koexistujú počas existencie okna vedľa seba. Jeden z nich je vždy skrytý pomocou me-
tódy textitQWidget::hide(). Dôvodom koexistencie oboch widgetov súčasne je možnosť ich
”
prepnutia“ za behu programu pomocou zmeny nastavení, ktoré budú popísané v nasledu-
júcej časti 5.2, bez nutnosti alokovať prostriedky pre ten-ktorý widget a teda aj bez straty
aktuálnych dát, napríklad stráty pozície v strome súborov file managera.
Okrem voliteľných widgetov obsahuje hlavné okno grafického editoru simulačných mo-
delov i pevne dané obslužné widgety, ktorých zmyslom je uľahčenie modelovania užívateľovi.
Konkrétne sa jedná o:
1. Packages – widget hlavného okna znázorňujúci komponenty získané z knižnice mode-
lov v stromovej štruktúre.
2. Model Variables – časť, v ktorej sa zobrazujú komponenty modelu v strome a ich
DEVS funkcie v podobe podstromu. Položky stromu reagujú na klik myšou, kon-
krétne pri dvojkliku na ľubovoľnú položku je vyvolané dialógové okno pre update
nadradenej položky, ktorá reprezentuje komponent modelu. Pri jednoduchom kliknutí
je vyhľadaná definícia položky buď vo vygenerovanom kóde alebo v XML reprezentácii
modelu, za predpokladu, že sa kliklo na položku na najvyššej úrovni hierarchie.
3. Model Components – v tomto widgete sa zobrazujú názvy komponentov modelu,
teda obsah scény s modelom. Zobrazenie má štruktúru zoznamu a jeho položky tiež
reagujú s udalosťami vyvolanými klikom myši. Jedno-klik na položku zoznamu vyberie
a označí odpovedajúcu položku v modelovacej scéne. Dvoj-klik vyvolá dialóg importu
komponentu modelu do knižnice.
Tieto widgety sú zobrazované súčasne a nie je možné ich nijako meniť okrem zmeny ich
obsahu príslušnou akciou.
5.2 Správa súborov a nastavení
Správu súborov a nastavení popíšeme v spoločnej časti i napriek tomu, že sú implemento-
vané rozdielnymi triedami, pretože ich spája reprezentácia určitého druhu perzistentného
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úložiska informácií. Zatiaľčo správa súborov zabezpečuje ukladanie a operácie so súbormi
v grafickom editore simulačných modelov, správa nastavení využívajúca triedu QSettings
ako svoju súčasť, pracuje s nastaveniami samotného editoru.
Správa súborov
Správa súborov grafického editoru simulačných modelov je implementovaná triedou File-
Management a obsahuje metódy pre bežnú prácu so súbormi, nakoľko dedí od triedy QFile,
ktoré sú rozšírené o prácu s XML, kvôli možnostiam pracovať s knižnicou a súbormi modelu.
Tieto súbory sú uložené práve vo formáte XML.
Trieda obsahuje metódy pre načítanie knižnice alebo súboru s modelom, uloženie mo-
delu, import prvku do knižnice. Ďalej metódy pre vytvorenie súboru, v ktorom môže byť
uložený model alebo knižnica. Okrem toho obsahuje i niekoľko statických metód s rovnakou
funkcionalitou a tiež jednoduché pomocné metódy, napríklad pre skontrolovanie hlavičky
XML súboru na prítomnosť tagu indikujúceho, že súbor bol vytvorený grafickým editorom
simulačných modelov.
Vzhľadom na skutočnosť, že trieda FileManagement dedí len od triedy QFile musí obsa-
hovať ako členské premenné inštancie tried umožňujúcich prácu s XML a tiež pre ukladanie
XML súborov. Týmito premennými sú objekty tried QDomDocument a QTextStream.
Správa nastavení
Ukladanie užívateľsky špecifických nastavení, ako cestu k súborom – knižnica, súbory kni-
žnice Adevs alebo nastavenia správania editoru je implementované triedou MySettings.
Táto trieda implementuje dialógové okno umožňujúce nastaviť požadované vlastnosti, ktoré
sú následne pomocou objektu z triedy QSettings uložené do systémového úložiska opera-
čného systému, na ktorom editor beží. V prípade systému Microsoft Windows do systémo-
vých registrov a v prípade systému Linux do konfiguračného súboru v domovskom adresáre
používateľa.
Po nastavení vlastností sa informácie uložia do štruktúry a následne sú zmeny vyko-
nané použitím mechanizmu signálov a slotov a informácií z naplnenej štruktúry. Okrem
možností nastaviť grafický editor simulačných modelov podľa uváženia a potrieb užívateľa
poskytuje trieda MySettings i niekoľko statických metód pre prácu so skriptami popísanými
v časti 5.5. Tieto metódy slúžia pre ukladanie cesty k skriptom, ktoré užívateľ definoval
alebo nahral zo súboru. Ďalšou funkcionalitou poskytovanou statickými metódami triedy
MySettings je sprostredkovanie úložiska pre
”
Nedávne súbory“, kde sa ukladajú súbory
modelov, s ktorými užívateľ naposledy pracoval.
5.3 Správa modelu a knižnice
Model i knižnica dostupných komponentov sú uložené v XML súboroch. Počas tvorby mo-
delu, je v pamäti zostavovaný súbor XML s informáciami o jednotlivých komponentoch
modelu, ktorý je pri požiadavke užívateľa uložený do súboru na disku. Prácu s XML repre-
zentáciou zabezpečujú metódy triedy FileManagement, nakoľko je výhodné mať dostupné
metódy nielen pre prácu s XML reprezentáciou, ale tiež metódy pre jej ukladanie do súborov
a prácu s týmito súbormi.
Súbor obsahujúci knižnicu grafického editoru simulačných modelov má rovnakú štruk-
túru ako súbor, v ktorom je uložený ľubovoľný model. Okrem uložených dát obsahuje i
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použitú verziu jazyka XML, kódovanie súboru a informáciu o verzii grafického editoru si-
mulačných modelov, v ktorom bol súbor vytvorený. Uložené informácie o modele sa líšia
v závislosti od typu komponentov, z ktorých je model zostavený. Pri ukladaní atomického
komponentu sú informácie z knižnice, prípadne ich modifikácie užívateľom uložené do sú-
boru, pričom sú doplnené o informácie o prepojení a polohe jednotlivých prvkov. V prípade,
že je ukladaný zložený komponent modelu je uložený len samotný zložený komponent a in-
formácie o sub-komponentoch sú uložené v knižnici modelov. Vzhľadom k tomu, že grafický
editor simulačných modelov neumožňuje vytvoriť zložený komponent modelu bez jeho ulo-
ženia v knižnici nevytvára tento spôsob takmer žiadne problémy, okrem prípadu, kedy je
potrebné model prenášať. V tomto prípade musí byť spolu so zloženým modelom distribuo-
vaná i knižnica modelov, eventuálne aspoň jej časť s popisom sub-komponentov zloženého
modelu.
Pri spracovaní súboru s knižnicou alebo súboru modelu sa dáta načítajú do štruktúry,
reprezentovanej triedou a s týmito dátami sa ďalej pracuje na základe určenia či sa jedná
o načítanie modelu alebo získavanie informácií o dostupných komponentoch z knižnice.
V prípade, že sa jedná o obnovu modelu zo súboru vytvoria sa príslušné prvky modelu
v scéne modelu a spracovanie končí. Ak sa jedná o získavanie informácií z knižnice, dáta sú
ukladané do stromovej štruktúry, ktorá slúži pre ich zobrazenie v grafickom užívateľskom
rozhraní, pričom je uložené meno položky – viditeľné užívateľovi a skryté dáta popisujúce
správanie.
5.3.1 Knižnica modelov
Knižnica modelov bola navrhnutá pre potreby grafického editoru simulačných modelov a
obsahuje len položky nevyhnutné pre jeho korektnú činnosť. Knižnica má o každom prvku
informácie o jeho správaní, o počte vstupov a výstupov, o
”
type“ výstupu, ktorý je po
prevode reprezentovaný celo-číselnou hodnotou, ale tiež stručný užívateľský popis, typ ikony
či meno položky.
Popis komponentov v knižnici je rovnaký pre atomické i zložené komponenty. Atomické
komponenty obsahujú informácie o správaní prvku, teda definíciu DEVS funkcií λ, δint, δext,
ta a počiatočného stavu. Ďalšími uloženými informáciami sú možnosti prepojenia, meno
prvku, jeho krátky popis a informácie pre grafické užívateľské rozhranie editoru. Naproti
tomu zložené komponenty uložené v knižnici neobsahujú popis ich správania, ale len mená
sub-komponentov, ktoré zložený komponent vytvárajú a súčasne informácie o ich prepojení.
Tento spôsob uloženia informácií je použitý i pri ukladaní zloženého modelu. Výhodou ta-
kéhoto prístupu v porovnaní s uložením dát sub-komponentov priamo do popisu zloženého
komponentu je odstránenie
”
zanorenia“ informácií v XML súbore. Taktiež z pohľadu uží-
vateľa je takto vytvorený XML súbor s knižnicou modelu ľahšie čitateľný človekom. Ďalšou
nespornou výhodou je poskytnutie prístupu k sub-komponentom modelu, ktoré môžu byť
použité v novom modele samostatne. Samozrejme takýto prístup neprináša len výhody, ale
i nevýhodu v podobe náročnejšej práce editoru s knižnicou. Pri porovnaní s časovou a pa-
mäťovou náročnosťou získavania či uloženia informácií o zloženom modele z XML stromu
sub-komponentov je uvedené zvýšenie náročnosti bezvýznamné, pričom naviac poskytuje
výhodu dostupnosti sub-komponentov užívateľovi.
Bez užívateľom definovaných prvkov knižnica obsahuje päť základných prvkov, ktoré
majú užívateľovi pomôcť pri modelovaní systémov hromadnej obsluhy. Súčasne obsahuje
niekoľko komponentov, ktoré do nej boli zaradené počas testovania pre demonštráciu fun-
kčnosti editoru. V nasledujúcom texte popíšeme správanie komponentov z knižnice modelov:
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1. Generátor – v knižnici označený ako Generator, ma len jeden stav, z ktorého sa
nepresúva do žiadneho iného. S využitím internej prechodovej funkcie generuje výstup
na jeho jediný výstupný port. Generátor nemá žiadne vstupné porty a jeho externá
prechodová funkcia má prázdne telo.
2. Fronta – v knižnici je označená názvom Queue. Má dva vstupy a rovnako dve vstupné
hodnoty. Jedna z dvojíc na vstupe indikuje že fronte bola zaslaná nová požiadavka,
ktorú má spracovať. Spracovanie prebehne podľa podmienok definovaných v externej
prechodovej funkcii, ktorá nastavuje stav fronty i podľa druhej dvojice, ktorá indikuje
pripravenosť prvku za frontou na zaslanie ďalšej položky.
Interná prechodová funkcia tohto prvku, kontroluje, či sa aktuálne odosielal nejaký
prvok. Ak áno, je stav nastavený na čakanie na ďalšie požiadavky, ak nie zachováva
sa súčasný stav, teda buď čakanie na vstupnú položku alebo na
”
signál“, ktorý značí
žiadosť o odstránenie a odoslanie prvku z fronty. Výstup z fronty je generovaný fun-
kciou λ len v prípade, že je nastavený stav značiaci odobratie a odchod prvku z fronty,
v ostatných prípadoch fronta neprodukuje žiadny výstup.
3. Obsluha – v knižnici je označená ako Facility. Má jeden vstupný a jeden výstupný
port, pričom ku každému je priradená jedna hodnota. V prípade, že sa na vstupnom
porte vyskytne hodnota a obsluha aktuálne nespracúva žiadny prvok je zmenou stavu
simulovaný začiatok obsluhy aktuálneho prvku, ktorý je ukončený internou prechodo-
vou funkciou, po uplynutí času obsluhy. Rovnako je na výstupnom porte generovaná
hodnota, ktorá značí ukončenie spracovávanej úlohy a pripravenosť pre spracovanie
ďalšej. V prípade, že sa pri spracovaní úlohy na vstupe objaví nová úloha je ignoro-
vaná.
4. Dvoj-portový rozdeľovač požiadaviek – prvok, ktorý je v knižnici označený názvom
Splitter2. Má jeden vstupný a dva výstupné porty. Prvky zo svojho vstupu strie-
davo posiela na svoje výstupné porty. Splitter2 je definovaný ako troj-stavový, pričom
jedným zo stavov je počiatočný stav a ostatné sú používané pre určenie výstupného
portu, na ktorý bude zaslaná aktuálne spracúvaná hodnota. Prvok je sám o sebe pa-
sívny a jeho funkcia posuvu času vracia hodnotu symbolizujúcu nekonečno. V prípade,
že na vstupný port Splitter2-u príde vstupná hodnota, Splitter2 sa stáva aktívnym
komponentom nastavením času zostávajúceho do výskytu nasledujúcej udalosti na
hodnotu 0. Následne sa použitím výstupnej funkcie vygeneruje výstup a prejde sa do
stavu, ktorý určuje výstupný port pre nasledujúci vstup. Nový stav je opäť pasívny.
5. Štvor-portový rozdeľovač požiadaviek – v knižnici označený ako Splitter4. Je päť
stavovou obdobou dvoj-portového rozdeľovača požiadaviek. Prvky zo svojho jediného
vstupu striedavo posiela na niektorý zo svojích štyroch výstupných portov.
Spolu s knižnicou grafického editoru simulačných modelov sú s editorom šírené jednoduché
príklady vytvorené počas testovania editoru. Zmyslom týchto príkladov je rýchla demonšt-
rácia funkčnosti editoru bez nutnosti vytvárať nový model z komponentov knižnice.
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5.4 Prevod DEVS reprezentácie do C++ kódu
Prevod internej reprezentácie modelu v jazyku XML do jazyka C++ používajúceho knižnicu
Adevs zabezpečujú metódy triedy Devs. Zatiaľčo definícia nových prvkov knižnice alebo
zmena správania prvku je obsluhovaná objektom triedy DevsWidget, ktorý implementuje
dialógové okno umožňujúce zmenu dát popisujúcich správanie komponenty modelu. Ďalšie
dve triedy súvisiace s triedou s tvorbou modelu sú označené ako ImportSingleComponent-
Dialog a ImportMultipleComponentsDialog slúžia pre import prvku do knižnice modelov
a definíciu zloženého prvku.
Import prvku do knižnice sa vykonáva označením prvku v scéne modelu a jeho násled-
ným priamym importom. Táto možnosť slúži pre import užívateľom upravených prvkov do
knižnice. Obdobným spôsobom je vytvorený zložený model v knižnici modelov, kedy pri
označení niekoľkých prepojených prvkov je možné ich importovať do knižnice, pričom môžu
byť doplnené o vstupné a výstupné porty.
Definičné widgety, rovnako ako widgety pre úpravu správania komponentu modelu či
import modelu do knižnice obsahujú len jednoduchú kontrolu vyplnenia pomocou regulár-
nych výrazov. Pokročilá syntaktická kontrola, ktorá môže odhaliť napríklad nedefinované
premenné a podobne, je vykonávaná až prekladačom v dobe prekladu vytvoreného modelu.
Pri prevode XML reprezentácie modelu do C++ kódu je dôležité rozlíšiť medzi generova-
ním kódu zloženého modelu a generovaním kódu atomického modelu. Pre atomický model
musíme z XML reprezentácie vytvoriť všetky popisné funkcie a pomocné výčtové typy pre
jednoznačné priradenie potrebných hodnôt premenným. Ďalej je nevyhnutné vygenerovať
kód pomocných metód pre korektnú prácu s členskými premennými triedy. Naproti ato-
mickému modelu, pri generovaní kódu pre zložený model musia byť vytvorené všetky jeho
atomické sub-komponenty a následne implementované metódy pre definovanie externých a
interných prepojení komponentov.
5.4.1 Atomický DEVS
Pri vytváraní kódu atomického komponentu modelu musia byť reimplementované nasledu-
júce metódy z knižnice Adevs. Ich ich implementovácia je vygenerovaná prevodom mate-
matického popisu z XML reprezentácie komponentu do C++:
• delta int() – implementuje internú prechodovú funkciu DEVS formalizmu pre modely
reprezentované objektami prislúchajúcej triedy.
• delta ext(double e, const Bag< X > &xb) – implementácia externej prechodovej fun-
kcie DEVS komponentu. Parameter e nesie hodnotu času uplynutého od poslednej
zmeny stavu. Parameter xb je multimnožina s vstupnými hodnotami, ktoré môžu
byť prechádzané iterátorom a kontrolované podľa požiadaviek užívateľa, napríklad na
rovnosť. Hodnoty sú v tvare zhodnom s DEVS reprezentáciou modelu používajúceho
porty, ktorá bola uvedená v časti 2.3.2, teda je to dvojica tvorená portom a hodnotou
vstupu.
• delta conf(const Bag< X > &xb) – je metóda volaná simulátorom pri výskyte internej
i externej udalosti v rovnakom čase. Jej telo určuje poradie volania metód. Parameter
xb je multimnožina vstupných hodnôt.
• output func(Bag< X > &yb) – implementácia výstupnej funkcie λ. Parameter yb je
multimnožina obsahujúca výstupné prvky komponentu modelu. Hodnoty vkladané do
multimnožiny sú opäť zhodné s DEVS reprezentáciou modelu využívajúceho porty.
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• ta() – reprezentácia funkcie posuvu času, ktorej implementáciu priblížime v ďalšom
texte.
• gc output(Bag< X > &g) – implementácia metódy pre prácu s garbage collectorom,
ktorú spolu s implementáciou funkcie ta(), popíšeme v nasledujúcom texte. Musí byť
reimplementovaná pretože je čisto virtuálnou metódou.
Okrem týchto je implementovaná i metóda set time order(), ktorá spolupracuje s metódou
implementujúcou DEVS funkciu posuvu času – ta(). Metóda set time order() v podstate
implementuje správanie DEVS funkcie posuvu času a výsledok priradí do členskej premennej
triedy. Hodnotu tejto premennej potom vracia akékoľvek volanie metódy implementujúcej
funkciu ta(). Takýto prístup je dôležitý najmä pre korektnú prácu s časom v prípade, kedy
sa používa ako hodnota DEVS funkcie ta() aktuálny výstup niektorého z podporovaných
pravdepodobnostných rozložení. Ak by nebol pri implementácii použitý uvedený postup,
každé vyčíslenie hodnoty funkcie posuvu času simulátorom, i pre jeden a ten istý stav,
by vrátilo iný výsledok a model by sa nesprával korektne. Ďalšou výhodou a dôvodom
použitia uvedeného prístupu práce s časom je potreba zmeny hodnoty času ostávajúceho do
nasledovného interného prechodu, čo by
”
priama“ implementácia funkcie ta() neumožnila.
Okrem toho je pre zobrazenie výsledkov simulácie užívateľovi potrebné do výpisu krokov
simulácie začleniť text, ktorý obsahuje čas prechodov. Takéto správanie je možné s použitým
prístupom pomocou metódy set time order() efektívne implementovať.
Pre prácu s pravdepodobnostnými rozloženiami musí byť povolená práca s pseudoná-
hodnými hodnotami pri definícii komponentu v grafickom užívateľskom rozhraní editoru.
Ak toto nie je splnené simulácia končí s chybou rovnako ako v prípade, že požadované roz-
loženie nie je podporované alebo je žiadané s chybnými parametrami. Zoznam dostupných
rozložení odpovedá rozloženiam podporovanými nainštalovanou verziou knižnice Adevs,
ktorá je s grafickým editorom simulačných modelov používaná.
Pre všetky komponenty vytváraného modelu je potrebné zaistiť korektnú inicializáciu
portov jedinečnými hodnotami. Zaistenie tohoto požiadavku je implementované použitím
výčtového typu, ktorý je vygenerovaný na základe dát obsahujúcich názvy portov všetkých
komponentov modelu. Tento prístup okrem zaistenia jedinečných hodnôt prináša i výhodu
sprehľadnenia vygenerovaného kódu, ktorý takto môže byť ľahšie čitateľný užívateľom. Vý-
čtový typ je generovaný s použitím statickej premennej, ktorú zdieľajú všetky objekty triedy
Devs, teda všetky komponenty aktuálneho modelu.
Poslednou časťou, ktorá musí byť implementovaná je rozlíšenie jednotlivých požiada-
viek – hodnôt komponentov. Vzhľadom k tomu, že sú v XML reprezentácii definované ako
reťazce a mali by byť známe celému modelu, teda globálne, je výhodné ich implementáciu
vykonať rovnakým spôsobom ako implementáciu hodnôt portov. Tento spôsob vyplýva zo
skutočnosti, že oba typy hodnôt majú rovnaké vlastnosti. Požiadavky posielané medzi kom-
ponentmi modelu sú
”
obalené“ novým typom IO type, ktorý je vytvorený z výčtového typu
definujúceho hodnoty požiadaviek. Tento typ je predávaný ako parameter šablón množín a
multimnožín, ktoré využívajú metódy komponentov modelu.
Knižnica Adevs pracuje s metódou, ktorá implementuje správanie takzvaného garbage
collector-u1, jeho správanie však nie je odvoditeľné zo správania popísaného DEVS formaliz-
mom. Toto je dôvodom, prečo vygenerovaný kód obsahuje ako implementáciu tejto metódy
len jej prázdne telo. Pri rozsiahlejších modeloch môže byť metóda dopísaná do modelu ma-
nuálne, aby sa zabránilo plýtvaniu pamäti v systéme. Pri menších modeloch môže byť tento
problém prenechaný operačnému systému, ktorý pamäť po skončení simulácie uvoľní.
1Zberač smetí – nástroj pre uvoľňovanie nepoužívaných objektov z pamäti.
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5.4.2 Zložený DEVS
Pre vytvorenie kódu zloženého komponentu modelu je potrebné vygenerovať okrem jeho
sub-komponentov, ktoré môžu byť buď atomické alebo opäť zložené modely, i prepojenia
týchto komponentov v rámci zloženého modelu. Pre tieto účely je súčasťou knižnice Adevs
trieda Network, ktorá obsahuje dve virtuálne metódy slúžiace pre realizáciu prepojení vnú-
torných komponentov zloženého modelu:
• getComponents(Set< Devs< X > * > &c) – je metóda ktorá vracia množinu sub-
komponentov zloženého modelu. Jej implementácia je jednoduchá a spočíva vo vložení
ukazateľov na všetky sub-komponenty do výstupnej množiny.
• route(const X &value, Devs< X > *model, Bag< Event< X > > &r) – metóda
realizujúca ako vnútorné prepojenia sub-komponentov medzi sebou, tak prepojenie
vstupov zloženého modelu s vstupmi príslušných sub-komponentov alebo výstupov
sub-komponentov s výstupmi zloženého modelu. Implementácia tejto metódy musí
zabezpečiť korektné prepojenia a zabrániť nedovolenému prepojeniu, napríklad pria-
memu prepojeniu vstupov s výstupmi zloženého modelu.
Zabezpečenie korektného prepojenia pracuje s objektami triedy Event z knižnice
Adevs, ktoré sa podieľajú na posielaní hodnoty prebranej v parametre value kon-
krétnom sub-komponente modelu. Ukazateľ na aktuálny sub-komponent je prebraný
ako parameter model a vytvorený objekt triedy Event je vložený do multimnožiny
prvkov, ktoré sú s aktuálnym sub-komponentom prepojené. Referencia na multimno-
žinu prepojených prvkov je parameter r.
Ako vidno z predchádzajúceho popisu, tak implementácia skladania atomickych modelov do
zložených pomocou reimplementácie metód triedy Network by bola komplikovaná. Knižnica
Adevs preto obsahuje triedu Digraph, ktorá je odvodená od triedy Network a je určená pre
prácu so sieťou komponentov popísanú blokovým diagramom. Vzhľadom k týmto skutoč-
nostiam je skladanie komponentov do zloženého modelu v grafickom editore simulačných
modelov implementované použitím triedy Digraph.
Trieda Digraph neobsahuje virtuálne metódy, ktoré by museli alebo mali byť reimple-
mentované. Pre skladanie sú použité okrem konštruktoru triedy nasledujúce metódy:
• add(Component *model) – metóda používaná pre pridávanie sub-komponentov do
zloženého modelu, ale nerealizuje ich prepojenie.
• couple(Component *src, PORT srcPort, Component *dst, PORT dstPort) – je metóda
realizujúca prepojenie komponentov. Prepojí sub-komponent src so sub-komponentov
dst použitím portov srcPort a dstPort.
Pre vytvorenie objektu triedy Digraph a teda i odvodenej triedy zloženého modelu je po-
trebné zadať parameter šablóny. Tento parameter v prípade modelov vytvorených v grafic-
kom editore simulačných modelov je výčtový typ reprezentujúci hodnoty zasielané medzi
komponentmi modelu.
Kvôli zaisteniu korektnej implementácie zloženého modelu je potrebné zabezpečiť ukry-
tie tried implementujúcich sub-komponenty zloženého modelu, aby nemohli byť ich objekty
použité v ostatných častiach modelu. Toto je zaistené umiestnením deklarácie tried i sa-
motných objektov z nich vytvorených do súkromnej (private) časti triedy, ktorej objekty
realizujú zložený model. Okrem tohto je pri generovaní kódu sub-komponentov potrebné
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mať dostupné ich dáta v XML podobe. Pretože grafický editor simulačných modelov používa
pre ukladanie zložených modelov formát, ktorý neobsahuje priamo dáta sub-komponentu,
ale len jej meno v knižnici, je nevyhnutné mať pri generovaní kódu zloženého komponentu
modelu dostupnú knižnicu modelov s definovanými sub-komponentmi a tiež štruktúru v pa-
mäti, ktorá umožní prístup k týmto dátam. V aktuálnej implementácii grafického editoru
simulačných modelov je takouto štruktúrou objekt triedy QHash, ktorý obsahuje ukazateľ
na dáta, pričom ako kľuč je použité meno sub-komponentu.
5.4.3 Generovanie súborov so zdrojovým kódom
Pred simuláciou vytvoreného modelu musí byť vygenerovaný kód uložený do súborov a
vygenerovaný zvláštny súbor obsahujúci výčtové typy s hodnotami použitými pre porty
jednotlivých komponentov a tiež s hodnotami
”
požiadaviek“, ktoré si jednotlivé komponenty
zasielajú. Okrem tohto súboru musia byť vygenerované ďalšie dva súbory. Prvým z nich je
súbor s funkciou main, ktorá implementuje prepájanie komponentov a riadenie simulácie.
Druhým z nich je súbor Makefile, ktorý slúži pre preklad C++ reprezentácie modelu do
jeho binárnej podoby a následné spúšťanie simulácie.
Súbor main.cpp je vytváraný na základe informácií o objektoch v scéne modelu, kon-
krétne na základe informácií aké objekty sa v scéne nachádzajú a s akými objektami sú
prepojené. Tieto informácie využíva pre vytvorenie objektov ako inštancií tried vytvorených
pri prevode internej XML reprezentácie komponentov na C++ kód. Následne sú kompo-
nenty pridané ako komponenty digrafu reprezentovaného objektom triedy Digraph z kniž-
nice Adevs. Na pridaných komponentoch sú na základe informácií o ich prepojení v scéne
modelu vytvorené prepojenia pomocou metódy couple().
Digraf vytvorený v súbore main.cpp reprezentuje kompletný model. Následne je vytvo-
rený simulátor ako objekt Adevs triedy Simulator, ktorému je tento model predaný ako
parameter. Celá simulácia spočíva vo volaní metódy simulátoru pre spustenie ďalšej udalosti
– execNextEvent() do tej doby, kým metóda nextEventTime(), ktorá vypočíta čas nasledu-
júcej udalosti nevráti hodnotu času, ktorá je vyššia ako hodnota času konca simulácie. Čas
konca simulácie je programu realizujúceho simuláciu predaný z príkazovej riadky.
Ako už bolo uvedené, aby bolo možné vytvorený a uložený model preložiť do binárnej
podoby je jedným z vygenerovaných súborov súbor Makefile. Tento súbor okrem zaistenia
prekladu modelu zabezpečuje i spustenie simulácie, pričom sa využíva možnosť prepisovať
hodnotu premenných v súbore Makefile. Konkrétne sa jedná o hodnotu času simulácie,
ktorý je predávaný ako parameter programu reprezentujúceho model.
5.4.4 Simulácia
Pre spustenie simulácie, ako bolo uvedené v predchádzajúcich častiach, sa využíva súbor
Makefile obsahujúci premennú, ktorej hodnotu možno prepísať vhodným spustením prog-
ramu make. Po jej prepísaní je táto hodnota použitá ako argument programu, ktorý realizuje
simulovaný model. Týmto spôsobom je riadená simulácia, konkrétne jej jediná ovplyvniteľná
vlastnosť, čas ukončenia simulácie.
Pre spustenie simulácie sa využíva objekt triedy ScriptManagement, ktorý zabezpečuje
simuláciu spustením programu make s požadovanými parametrami a tiež získanie výstupu
tohto programu. Z pohľadu implementácie je správanie rovnaké ako pri použití ľubovol-
ného užívateľského skriptu. Jedinou výnimkou je vždy spúšťaný program make s dopredu
definovanými parametrami a časom simulácie, ktorý nastavil používateľ.
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5.4.5 Animácia
Súčasne so spustením simulácie sa spúšťa i animácia, ktorá pracuje na základe textového
výstupu simulátoru. Tento výstup je posielaný objektu triedy AnimatedGraphicsScene,
ktorý reprezentuje animovanú scénu. Animujúci objekt rozparsuje prijatý text a získa z neho
informácie na základe ktorých sú v animovanej scéne zobrazované nové grafické prvky zvý-
razňujúce aktuálne pracujúcu komponentu modelu. Farba použitá pre zvýraznenie odlišuje
jednotlivé vykonané DEVS funkcie. Z princípu práce animácie vyplýva jej oneskorenie na-
proti simulácii, minimálne o čas, ktorý je potrebný na doručenie textového výsledku zo
simulátoru a jeho spracovanie. Tento jav však nie je prekážkou nakoľko animácia výstupu
simulácie je oproti samotnej simulácii niekoľkonásobne spomalená, aby bola názorná pre
užívateľa.
Vzhľadom na náročnosť operácie kopírovania grafickej reprezentácie prvkov modelu vy-
užíva implementácia animovanej scény v grafickom editore simulačných modelov obraz pô-
vodnej scény modelu, ktorý je nastavený ako pozadie animačnej scény. Pri vytváraní tohto
pozadia sú uložené súradnice prvkov modelu, aby mohli byť zvýrazňovane jednotlivé kom-
ponenty, eventuálne prekrývané prepájajúce šípky.
5.5 Užívateľské moduly a skripty
Pre automatizáciu rutinných činností grafického editoru simulačných modelov boli im-
plementované užívateľské skripty. Trieda obsluhujúca funkcionalitu skriptov zabezpečuje
tiež i spustenie simulácie, využitím programu make, čo bolo popísané v predchádzajúcej
časti 5.4.4. Ako užívateľský skript teda môže byť použitý ľubovolný spustiteľný program.
Jedinou podmienkou sú korektne nastavené oprávnenia prístupu k súboru.
Okrem činností, ktoré môžu byť obslúžené užívateľským skriptom, je niekedy potrebné
dodať programu funkcionalitu, bez toho, aby musel byť celý program upravovaný a najmä
prekladaný s jeho následnou redistribúciou k užívateľom. Z tohto dôvodu implementuje
grafický editor simulačných modelov možnosť vlastnej rozšíriteľnosti pomocou užívateľských
modulov.
Pluginy a rozhrania grafického editoru simulačných modelov
Grafický editor simulačných modelov je možné ľubovoľne rozšíriť pomocou užívateľských
modulov, takzvaných pluginov, ktorých použitie v programe je implementované pomocou
štandardných metód triedy QPluginLoader, ktorá je súčasťou Qt frameworku. Pluginy
grafického editoru simulačných modelov musia byť uložené v adresáre plugins, ktorý je
podadresárom zložky s programom. Akcie ako pridanie pluginu alebo odstránenie pluginu
z časti návrh sú teda vykonávané jednoduchým prekopírovaním pluginu do tohto adresára
alebo jeho odstránením.
Aby mohli byť pluginy v programe použité musia implementovať rozhranie pre plugin,
eventuálne viaceré rozhrania Qt aplikačného pluginu. Aplikačného preto, že v Qt frame-
worku je možné vytvárať i pluginy rozširujúce samotný framework. Rozhranie aplikačného
pluginu je len čisto abstraktná trieda, čiže taká, ktorá obsahuje len čisto virtuálne metódy.
To prakticky znamená, že všetky metódy musia byť pri implementácii pluginu implemen-
tované, inak nie je možné vytvárať inštancie triedy a teda ani jednotlivé pluginy grafického
editoru. Rozhrania musia byť po deklarácii v hlavičkovom súbore následne deklarované i
pomocou makra Q DECLARE INTERFACE(), ktoré asociuje meno triedy s jedinečným
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identifikátorom rozhrania. Pomenovanie rozhrania, teda proces tvorby identifikátoru by sa
mal držať určitých pravidiel, ktoré sú uvádzané i v referenčnom manuále Qt. Význam uve-
dených pomenovaní spočíva v zabezpečenia plynulého chodu aplikácie i pri zmenách verzií
rozhraní, kedy by pri nerozpoznaní zmeny rozhrania mohol pokus o nahratie pluginu spô-
sobiť pád programu. Identifikátor rozhrania by mal podľa konvencií z Qt dokumentácie
obsahovať reverzované doménové meno tvorcu programu, názov programu, názov rozhrania
a logicky i verziu rozhrania. Ako príklad možno uviesť jeden z identifikátorov rozhrania gra-
fického editoru simulačných modelov: ”cz.vutbr.fit-GrEdSiM.CodeInterface/1.0”. Grafický
editor simulačných modelov obsahuje päť typov rozhraní:
1. CodeInterface – rozhranie umožňujúce implementáciu pluginov pre prácu alebo prí-
stup k obsahu editoru kódu hlavného okna editoru modelov. Umožňuje získať alebo
meniť obsah zobrazovaného dokumentu.
2. XmlInterface – obdoba rozhrania CodeInterface pracujúca s obsahom XML edi-
toru.
3. ModelInterface – použitím tohto rozhrania má plugin možnosť pristupovať a meniť
scénu modelu, avšak existujú určité obmedzenia pluginu, pretože pri jeho kompilácii
prekladač nepozná triedy DiagramItem a ďalšie popísané v časti 5.1.1.
4. AnimationInterface – toto rozhranie implementuje prístup k scéne s animáciou vý-
stupu simulácie.
5. MessageInterface – rozhranie pre zobrazovanie dialogov užívateľovi, avšak môže byť
použité i pre testovanie funkčnosti pluginu. Spolu s grafickým editorom simulačných
modelov je dodávaný jeden testovací plugin založený práve na tomto rozhraní a zobra-
zujúci jednoduchý text. Rozhranie MessageInterface však môže zobrazovať rozličné
informácie, napríklad čas.
I keď rozhrania sú z pohľadu
”
poskytovaných“ metód veľmi podobné, je vhodné mať nie-
koľko rozhraní namiesto jedného obrovského, čo neprináša žiadne nevýhody, nakoľko pri
vytváraní pluginu môže tento dediť od viacerých objektov a tým pádom potenciálne spájať
možnosti viacerých rozhraní. Výhodou však je jednoznačné vytvorenie položiek v menu
grafického editoru a tiež jednoznačné určenie objektu, ktorý bude implementácia pluginu
meniť.
Rozhrania definované v grafickom editore simulačných modelov implementujú metódy
pre získanie názvu akcií, ktoré poskytujú a metódu, ktorá na základe zaslania mena poža-
dovanej akcie danú akciu vykoná, eventuálne pri rozhraní MessageInterface nezáleží na
mene akcie a vykoná sa vždy rovnaká činnosť. Prvá z uvádzaných metód, teda získanie mien
akcií poskytovaných pluginom implementujúcim rozhranie je využívaná pri zobrazovaní po-
nuky pluginu v menu. Druhá je zavolaná po kliknutí na položku v menu, ktorá reprezentuje
akciu, s menom akcie a ukazateľom na plugin, ktorý meno akcie poskytol.
Pre vytvorenie pluginu grafického editoru simulačných modelov je nevyhnutné aby pre-
kladač poznal cestu k súboru s rozhraniami, ktorým je interfaces.hpp. Ďalej musí byť
v projektovom súbore nastavená šablóna na lib, teda knižnicu a do konfiguračného para-
metru musí byť pridaný argument plugin. Príklad takéhoto súboru je v 5.5.
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TEMPLATE = lib
CONFIG += plugin
INCLUDEPATH += ../..
HEADERS = header_file.hpp
SOURCES = source_file.cpp
DESTDIR = ../../plugins
Obr. 5.1: Príklad projektového súboru pluginu.
Trieda, ktorá implementuje plugin musí dediť od triedy QObject a všetkých tried repre-
zentujúcich rozhrania, ktoré chce plugin implementovať. Ďalšou nevyhnutnosťou je použitie
Qt makier Q INTERFACES a Q EXPORT PLUGIN2. Poslednou vecou je implementovať správanie
pluginu pomocou implementácie metód rozhrania.
Rozšíriteľnosť grafického editoru simulačných modelov pomocou pluginov umožňuje
bezo zmeny programu pridávať funkcionalitu, od najjednoduchších dialógov zobrazujúcich
čas až po vlastný simulátor modelov založený na získaní XML reprezentácie a práce s ňou.
Ponúka sa i možnosť rozšíriť možnosti editoru pre modelovanie iných formalizmov, napríklad
Petriho sieti, avšak otázna je použiteľnosť takéhoto rozšírenia a tým pádom i jeho zmysel.
Okrem uvedených príkladov samozrejme môže užívateľ pridávať rozličnú funkcionalitu u-
ľahčujúcu prácu s editorom a vytvorené pluginy distribuovať ostatným užívateľom.
Práca so skriptami v grafickom editore simulačných modelov
Ako bolo naznačené v úvode užívateľským skriptom môže byť v podstate ľubovolný spusti-
teľný program s korektne nastavenými prístupovými právami. Primárne sa však takýmto
skriptom myslí textový skript v niektorom skriptovacom jazyku, eventuálne dávkový súbor
alebo shell skript. Pre takéto skripty má grafický editor simulačných modelov implemento-
vané definičné dialógové okno, ktoré umožňuje definovať kód skriptu a jeho oprávnenia. Pre
nastavenie oprávnení je automatický pridaný príznak spustiteľnosti súboru, ktorý umožňuje
skript korektne používať. Po ukončení definovania je vytvorený súbor so skriptom.
Aby užívateľ nemusel zakaždým definovať nový skript, je možné skript vytvoriť jeho
načítaním zo súboru, ktoré len uloží adresu k súboru so skriptom. Z tejto adresy je potom
skript spúšťaný.
V oboch prípadoch definície nového skriptu je cesta k skriptu uložená pomocou statickej
metódy triedy MySettings, ktorá využíva objekt triedy QSettings. Takéto uloženie pred-
stavuje perzistentný zdroj informácií, ktorý bol uvedený v časti 5.2 a dáta z neho môžu
byť odstránené len pomocou metódy pre
”
odregistrovanie“ skriptu, čo predstavuje jeho od-
stránenie zo zoznamu dostupných skriptov. Z tohto zoznamu sú skripty načítane pri ich
zobrazovaní v editore, napríklad vo voliteľnom widgete skript manažéra.
Počas behu skriptu je zobrazovaný dialóg s progresbarom indikujúcim činnosť. Tento
progresbar nenadobúda žiadne hodnoty, len sa pohybuje sprava doľava a naspäť. Súčasťou
dialógu indikujúceho činnosť je tlačítko cancel, ktoré násilne ukončí proces, v ktorom skript
beží.
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5.6 Ďalšie obslužné triedy a funkcie
Okrem doposiaľ popísanej funkcionality grafického editoru simulačných modelov obsahuje
editor i ďalšiu, ktorá zabezpečuje buď triviálne operácie grafického užívateľského rozhrania,
napríklad zmenu vlastností fontov a podobne, eventuálne vlastnosti, ktoré nie sú triviálne,
ale každý program s grafickým užívateľským rozhraním slúžiaci pre ľubovoľnú tvorbu by
ich mal obsahovať, napríklad undo a redo operácie a podobne.
Takéto funkcie sú v grafickom editore simulačných modelov implementované podľa ich
návrhu, pričom niektoré značne triviálne operácie sú včlenené priamo do metód triedy
hlavného okna a implementované využitím objektov Qt frameworku. Ostatné doposiaľ ne-
uvedené triedy implementujú rozličné dialógy, ktoré boli prispôsobené pre potreby aplikácie
využitím odvodenia widgetu od triedy QDialog a úpravou jeho vlastnosti.
Undo, Redo operácie
Undo a Redo operácie, ktoré sú nazývané i
”
Späť“ a
”
Znovu“ sú v grafickom editore si-
mulačných modelov implementované využitím návrhového vzoru Príkaz (Command), ktorý
zapúzdruje metódy tried pracujúcich s jednotlivými typmi objektov do tried. Objekty týchto
tried sú následne ukladané na zásobník. Takúto jednoduchú a efektívnu implementáciu umo-
žňuje priama podpora Undo a Redo operácií v Qt frameworku využitím triedy QUndoStack
a objektov implementujúcich požadovanú funkcionalitu, ako inštancie tried odvodených od
triedy QUndoCommand.
Operácie Undo a Redo musia byť začlenené do spracovania operácií, ktorých stornova-
nie, respektíve obnovu majú zabezpečovať. Začlenenie spočíva vo vytvorení objektu triedy
pre konkrétnu metódu a vyvolanie tejto metódy uložením objektu na zásobník, ktorý je
inštanciou triedy QUndoCommand. Pri vložení objektu na zásobník, metódou push() je vy-
volaná redo() metóda ukladaného objektu. Pri spracovaní požiadavku na vrátenie zmien
vykonaných operáciou, teda požiadavku na operáciu Undo, je z vrcholu zásobníku vybraný
objekt a je vykonaná jeho metóda undo().
”
Operácie“ uložené na zásobníku môžu byť kom-
primované, v prípade ak obsahuje každá trieda implementujúca správanie Undo a Redo
operácií jedinečné Id, reimplementáciu virtuálnej metódy id() a tiež reimplementáciu vir-
tuálnej metódy mergeWith().
Grafický editor simulačných modelov implementuje Undo a Redo operácie pre kompo-
nenty modelu, teda pre objekty triedy DiagramItem avšak nie pre ich prepojenia pomocou
objektov triedy Arrow, nakoľko toto nie je pri súčasnej implementácii grafického editoru
simulačných modelov možné realizovať v použiteľnej podobe. Pre komponenty modelu sú
definované metódy zapuzdrené do príslušných objektov, pre obsluhu :
• Odstránenie komponentu modelu
• Pridanie komponentu modelu
• Premiestnenia prvku – pre realizáciu zmeny polohy prvku je implementácia rozší-
rená o metódy umožňujúce používať kompresiu, pretože presun prvku po niekoľkých
miestach by mohol relatívne rýchlo zaplniť zásobník pre Undo, Redo operácie. I keď
kapacitu zásobníku možno programovo nastaviť na neobmedzenú musíme uvažovať
obmedzenie pamäte pridelenej programu.
Okrem odstránenia alebo znovu-pridania objektu do scény modelu, musia operácie Undo a
Redo zabezpečiť i pridanie, respektíve odstránenie dát komponentu z XML reprezentácie,
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C++ reprezentácie a tiež odstránenie z widgetov hlavného okna realizujúcich zjednodušený
prístup k prvkom modelu. Pre zaistenie týchto vlastností je použitý mechanizmus signálov
a slotov spolu s rozšírením triedy implementujúcej scénu modelu o metódy volané výlučne
objektami realizujúcimi Undo a Redo operácie. Tieto metódy zabezpečia nielen odstránenie
alebo pridanie prvku do scény, ale tiež spracovanie príslušných prepojení komponentov a
vyslanie signálov prepojených so slotmi meniacimi informácie v XML reprezentácii modelu,
na základe ktorej je generovaný C++ kód.
5.7 Požiadavky a závislosti
Pred použitím grafického editoru simulačných modelov na ľubovolnom operačnom systéme
je potrebné vyriešiť závislosti editoru a nastaviť cesty k súborom, ktoré editor modelov
potrebuje pre svoju korektnú prácu.
Podstatnou závislosťou grafického editoru simulačných modelov je program make, ktorý
musí byť v operačnom systéme, na ktorom je editor prevádzkovaný spustiteľný príkazom
make. Pod operačnými systémami linuxového typu toto nebýva problém, stačí nainštalo-
vať balíček make, ktorý je zvyčajne už nainštalovaný. Problém nastáva pri operačných
systémoch Microsoft Windows. V jednotlivých verziách systému Windows musí byť do-
inštalovaný balík MinGw, ktorý je dostupný na http://www.mingw.org/. Po nainštalovaní
však systém neobsahuje program s názom make, ale pravdepodobne názov obdobný ako
mingw32-make, v závislosti od nainštalovanej verzie MinGw. Počas inštalácie balíka MinGw
nie je nastavená systémová premenná Path. Preto pre použitie grafického editoru simula-
čných modelov na operačných systémoch Microsoft Windows je nutné vykonať nasledujúce
kroky:
1. Stiahnuť a nainštalovať MinGw.
2. Nájsť nástroj make a zmeniť jeho meno na
”
make“.
3. Zmeniť systémovú premennú Path pridaním cesty k programu make.
4. Ak to operačný systém vyžaduje, reštartovať počítač.
Na platformách pre ktoré neexistuje obdoba programu GNU make je možné využiť grafický
editor simulačných modelov len ako generátor kódu, ktorý je prekladaný a spúšťaný manu-
álne.
Okrem závislosti na programe make, ktoré musia byť splnené pred simuláciou modelu,
je potrebné pri prvom spustení editoru nastaviť cestu k súborom knižnice Adevs dostup-
nej na http://www.ornl.gov/~1qn/adevs/. Konfiguračný dialógu pre zadanie cesty ku
knižnici môže byť vyvolaný z menu alebo z toolbaru hlavného okna. Pre korektnú prácu
grafického editoru simulačných modelov musí byť knižnica Adevs nainštalovaná vo verzii
2.4.2, eventuálne vyššej, avšak kompatibilnej s verziou 2.4.2.
Poslednou položkou, ktorá by mala byť nastavená je cesta ku knižnici modelov, ktorá
obsahuje prednastavenú cestu ku knižnici dodávanej s editorom.
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Kapitola 6
Testovanie editoru, prípady
použitia
Výsledok tejto práce ktorým je program GrEdSiM implementujúci požadovanú funkciona-
litu je nevyhnutné otestovať. V prvej fáze podrobíme program statickej analýze pomocou
programu cppcheck, pričom musíme zanedbať niektoré individuality, ktoré program pova-
žuje za chyby. Jednou z takýchto individualít je uvoľňovanie pamäte obsadenej Qt objektmi
a objektmi, ktoré sú od Qt objektov odvodené. V prípade týchto objektov je možné zaob-
chádzať s nimi dvomi spôsobmi:
1. Ponechať správu pamäte na Qt frameworku – pri tvorbe objektu programátor priradí
objektu nadradený prvok a pri deštrukcii nadradeného prvku je zničený aj tento
objekt, rovnako ako všetci ostatní potomci nadradeného objektu. Táto možnosť je
v Qt frameworku často využívaná, avšak pri opätovnom uvoľnení pamäte, napríklad
kódom v deštruktore aplikácia končí s chybou neoprávneného prístupu do pamäte.
Vzhľadom k účelu použitia je chyba často vypísaná pri ukončení programu, kedy
dôjde k uvoľňovaniu pamäte nadradeného objektu.
2. Uvoľniť pamäť manuálne – táto metóda nepriradí objektu nadradený objekt a preto
objekt nie je de-alokovaný pri deštrukcii nadradeného prvku Qt frameworkom, ale
musí byť odstránený manuálne, programátorom. Toto však nie je vždy možné použiť
napríklad u niektorých typov dialógových okien alebo u widgetov predstavujúcich
položky widgetu zobrazujúceho usporiadaný obsah, napríklad v podobe stromu.
Program cppcheck a vo všeobecnosti žiadny nástroj, ktorý nemá zabudovanú priamu pod-
poru Qt frameworku sa nedokáže korektne vyrovnať so spôsobom správy pamäte uvedenom
v bode 1 a ohlási chybu neuvoľnenia pamäte.
Vzhľadom k skutočnosti, že v dobe písania tejto práce Nokia Corporation nevydáva
žiadny nástroj pre statickú analýzu kódu Qt frameworku musíme v tejto časti testova-
nia editoru ignorovať niektoré položky výstupu statickej analýzy. Vo všeobecnosti každú
ohlásenú
”
chybu“ je nevyhnutné pred pokusom o odstránenie konfrontovať s referenčným
manuálom Qt frameworku.
Výsledkom statickej analýzy bolo niekoľko chýb práce s iterátormi, ktoré však neboli
syntaktickou ani logickou chybou, jednalo sa v podstate len o optimalizačný problém. V na-
sledujúcich fázach testovania podrobíme program dôkladnejším kontrolám, ktorých cieľom
je odhaliť logické chyby v programe, či práci programu s modelmi. Súčasťou týchto testov
budú aj testy správania vytvoreného grafického editoru simulačných modelov pri použití
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rozličných verzií Qt frameworku, eventuálne rozličných operačných systémov. Pri testoch
na rozličných operačných systémoch budeme pracovať s distribúciami operačného systému
Linux, pre ktorý bol editor modelov primárne určený a súčasne bol na ňom i vyvíjaný.
Druhým systémom na ktorom bude prebiehať testovanie bude operačný systém Microsoft
Windows vzhľadom k jeho značnej rozšírenosti. Testy grafického editoru simulačných mo-
delov na rozličných operačných systémoch, ktoré sú medzi systémami podporovanými Qt
frameworkom a tiež testy grafického editoru preloženého do binárnej podoby s použitím
rozličných verzií Qt frameworku v rozsahu 4.5 až 4.7, ktorá je aktuálne poslednou verziou,
majú za cieľ overiť kompatibilitu grafického editoru simulačných modelov medzi jednotli-
vými verziami Qt frameworku a druhmi operačných systémov.
Pri testovaní budú ku knižnici modelov priložené príklady použitia, ktoré majú za cieľ
demonštrovať použitie a modelovanie v tomto editore.
Obr. 6.1: Príklad 6.1.1 v GrEdSiM-e na MS Windows XP
6.1 Testovacie modely
V nasledujúcom texte budú popísané príklady modelov použité pri sérii testov, ktorým bol
grafický editor simulačných modelov podrobený. Príklady boli zvolené nielen pre otestovanie
editoru, ale tiež pre pripojenie ku knižnici ako názorné ukážky práce editoru.
Pri vytváraní modelov v grafickom editore simulačných modelov môžu byť použité kom-
ponenty z knižnice modelov alebo môžu byť definované vlastné. Pri použití komponentu
z knižnice musí byť korektne nastavený počiatočný stav, ktorý by mal odpovedať aktuál-
nym požiadavkám vytváraného modelu. Súčasne s úpravou nastavenia počiatočného stavu
môže byť zmenené meno komponentu alebo ďalšie jeho vlastnosti, avšak zmeny sa prejavia
nielen v grafickom užívateľskom rozhraní, ale tiež v simulácii a v konečnom dôsledku môžu
spôsobiť nekorektné správanie modelu.
Grafy uvedené v tejto časti práce boli získané úpravou textového výstupu grafického
editoru simulačných modelov a následnou vizualizáciou programom gnuplot. Ich cieľom
je zhrnúť výsledky niekoľkých simulácií s rozličnými hodnotami premenných modelu, aby
mohli byť v stručnej a prehľadnej forme použité pre demonštráciu modelovacích možností
grafického editoru simulačných modelov.
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U testovania editoru využitím tvorby a simulácie modelov systémov hromadnej obsluhy
budeme pracovať s komponentmi, ktoré uvádzané poissonové pravdepodobnostné rozloženie
používajú pre výpočet hodnoty funkcie posuvu času. Takýto spôsob práce s poissonovým
rozložením znamená, že so stúpajúcim parametrom stúpa i hodnota vrátená funkciou ta().
6.1.1 Ping-pong
Prvým príkladom, s ktorým bol grafický editor simulačných modelov testovaný, je model a
simulácia hry ping-pong. Tento model sa v súvislosti s DEVS formalizmom často uvádza
ako didaktický príklad.
Model má dva komponenty, ktoré sú takmer zhodné. Rozdielom je len nastavenie po-
čiatočného stavu, ktorý je u jednej z nich stavom pre poslanie loptičky a u druhej z nich na
čakanie na loptičku. Komponenty modelu následne prechádzajú na základe prijatého vstupu
medzi svojimi dvomi stavmi využitím externej prechodovej funkcie. Interná prechodová fun-
kcia zaisťuje prechod do nasledujúceho stavu, v ktorom komponent modelu buď čaká na
loptičku alebo posiela loptičku druhému komponentu, reprezentujúcemu protihráča. Týmto
je zaistené, že sa komponenty v ten istý moment nebudú nachádzať v rovnakom stave.
Hráč1 Hráč2
lopta
lopta
Pošli
Príjmy Pošli
Príjmy
Obr. 6.2: Schematické znázornenie modelu ping-pong
Model hry ping-pong je v grafickom editore simulačných modelov vytvorený použitím
dvoch komponentov s názvom Echo nachádzajúcich sa v knižnici modelov. Po prepojení
portov komponentov podľa schémy z obrázku 6.2 je nevyhnutné jednému z komponentov
modelu nastaviť počiatočný stav na hodnotu send a druhému na hodnotu wait. Takéto
nastavenie počiatočných stavov zabezpečí korektnú inicializáciu modelu pri začiatku simu-
lácie.
Pri simulácii tohto modelu v grafickom editore simulačných modelov je vidno komuni-
káciu komponentov – zasielanie
”
loptičky“. Okrem tohto možno pozorovať zmeny stavov
jednotlivých komponentov. Výsledky tohto modelu však nie je možné zmysluplne zobraziť
v statickej podobe, ktorú umožňuje formát tejto práce, nakoľko výstupom je len neustále
striedanie výskytu hodnoty symbolizujúcej loptičku na portoch komponentov. Z tohto dô-
vodu je výhodné zobraziť správanie modelu v grafickom editore simulačných modelov a
sledovať textovú alebo animovanú formu výstupu simulácie. Vzhľad vytvoreného modelu je
na obrázku 6.1.
6.1.2 Jednoduchý systém hromadnej obsluhy – M/M/1
Ďalším príkladom s ktorým bol grafický editor simulačných modelov testovaný je systém
hromadnej obsluhy, ktorý podľa Kendallovej klasifikácie patrí medzi systémy M/M/1. Sche-
matické znázornenie modelu je na obrázku 6.3, na ktorom vidno, že systém môže byť zo-
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stavený z atomických komponentov knižnice grafického editoru simulačných modelov. Ob-
sahuje jeden generátor, ktorého výstupy sú posielané jedinej fronte v modele. V tejto fronte
sú uložené predtým, ako sú spracované prvkom obsluhy.
G Prvok
Generátor
Fronta
Prvok
Koniec
O
Obsluha
Obr. 6.3: Schéma systému M/M/1
Model systému M/M/1 sa v grafickom editore simulačných modelov vytvára zo štan-
dardných komponentov dostupných v knižnici modelov. A ich následným prepojením podľa
schémy z obrázka 6.3. Jedinou potrebnou zmenou komponentov modelu môže byť úprava
nastavenia požadovaného pravdepodobnostného rozloženia, buď na iné alebo zmenou para-
metrov aktuálne používaného rozloženia.
V grafe uvedenom na obrázku 6.4 je znázornená grafická reprezentácia výstupu systému
M/M/1, ktorý bol namodelovaný a odsimulovaný v grafickom editore simulačných modelov.
Konkrétne ide o graf znázorňujúci zmenu počtu prvkov vo fronte v závislosti od času.
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Obr. 6.4: Výstup simulácie pre systém M/M/1.
S modelom bolo vykonaných niekoľko testov s rôznym nastavením parametru poisso-
novho pravdepodobnostného rozloženia. Ako vidno z grafu uvedeného na obrázku 6.4 so
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stúpajúcim parametrom stúpal i čas simulácie, potrebný k nárastu počtu prvkov vo fronte.
Tento efekt je spôsobený tým, že s narastajúcim parametrom sa zväčšil interval medzi
”
príchodmi“ požiadaviek do fronty, pretože hodnota poissonovho rozloženia, ako už bolo
uvedené na začiatku tejto kapitoly, sa používa vo funkcii posuvu času – ta().
V prípade ak majú generátor a obsluha nastavené rozličné hodnoty parametru poisso-
novho pravdepodobnostného rozloženia, čo znamená že požiadavky na obsluhu prichádzajú
rýchlejšie, eventuálne pomalšie ako sú obsluhované, je opäť výstupom očakávané správanie.
Ak sú nastavené parametri poissonovho pravdepodobnostného rozloženia na hodnoty:
• Pre generátor 0.7, pre obsluhu 1.8 – tieto hodnoty modelujú situáciu kedy prvky
prichádzajú do systému v kratších časových intervaloch ako sú intervaly potrebné pre
ich obsluhu. Ako vidno v grafe na obrázku 6.4 (priebeh vykreslený zelenou farbou)
fronta sa plní veľmi rýchlo. Takéto správanie je korektné vzhľadom k skutočnosti, že
obslužný prvok v modele potrebuje dlhší časový interval pre obsluhu jedného prvku,
než aký je medzi príchodmi ďalších prvkov do fronty.
• Pre generátor 0.9, pre obsluhu 0.7 – tieto hodnoty modelujú situáciu kedy prvky
prichádzajú do systému v dlhších časových intervaloch ako sú intervaly potrebné pre
ich obsluhu. Ako vidno v grafe na obrázku 6.4 (priebeh vykreslený červenou farbou)
fronta sa takmer vôbec neplní. Správanie je opäť korektné, pretože požiadavky na
obsluhu prichádzajú do systému po dlhšom časovom intervale aký je potrebný pre
obsluhu jedného prvku.
Ostatné hodnoty nastavení pravdepodobnostného rozloženia uvedené v grafe z obrázku 6.4
majú vždy korektný lineárny priebeh. Strmosť stúpania krivky znázorňujúcej počet prvkov
vo fronte súvisí s rovnakým nastavením intervalu príchodov požiadaviek a doby ich obsluhy.
V takomto prípade sú spočiatku požiadavky obsluhované ihneď pri ich príchode do systému,
avšak s časom sa vo fronte môžu nahromadiť, najmä ak je parameter poissonovho rozloženia
vo funkcii posuvu času príliš malý.
6.1.3 Komplexnejší systém hromadnej obsluhy – M/M/2
Rozšírenou obdobou predchádzajúceho príkladu z obrázku 6.3 je nasledujúci model klasi-
fikovaný do skupiny M/M/2. Naproti modelu z predchádzajúceho príkladu obsahuje nový
komponent, označený ako Splitter, ktorý rozdeľuje požiadavky prichádzajúce z generátora
rovnomerne na pripojené fronty. Fronty sú pripojené k obslužným prvkom, každá k svojmu
vlastnému. Schéma modelu je znázornená na obrázku 6.5.
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Obr. 6.5: Schéma systému M/M/2
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Vytvorenie modelu systému M/M/2 je rovnako ako predchádzajúci príklad modelu
M/M/1 možné použitím prvkov z knižnice modelov, avšak je ich dvojnásobný počet, pre-
tože nebola pridaná len nová fronta a obslužný prvok, ale tiež rozdeľovač požiadaviek, ktorý
posiela prvky od generátoru, striedavo do pripojených front, odkiaľ sa následne dostávajú
do obslužného prvku. Spôsob prepojenia prvkov je rovnaký ako v schéme na obrázku 6.5.
Model systému M/M/2 realizovaný v grafickom editore simulačných modelov je znázor-
nený na obrázku 6.9. Snímka obrazovky na tomto obrázku je vytvorená z testov editoru na
operačnom systéme Linux.
Rovnako ako v prípade testov systému M/M/1, experimentovanie so systémom M/M/2,
bolo vykonané zmenou parametrov poissonovho pravdepodobnostného rozloženia kompo-
nentov obsluhy a generátoru požiadaviek. Výsledky testovania sú znázornené v grafe na
obrázku 6.6. Ako z tohto grafu vidno, dva obsluhujúce prvky dokážu obsluhovať pracovať
s hodnotou 0.7 pre parameter poissonovo pravdepodobnostného rozloženia bez význam-
ného zaplnenia svojich front. S touto hodnotou rozloženia sa fronta systému M/M/1 plnila
lineárne už od počiatku simulácie.
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Obr. 6.6: Výstup simulácie pre systém M/M/2
Ďalšie experimenty boli vykonané s rôznymi parametrami pre generátor požiadaviek a
obslužných prvkov, aby sme ukázali správanie pri rozdielnych intervaloch doby obsluhy a
príchodov požiadaviek. Posledný test bol vykonaný s rôznymi hodnotami pravdepodobnost-
ného rozloženia pre jednotlivé fronty a jeho výsledok zachycujú krivky z grafu 6.6 označené
červenou a modrou farbou. Korektné správanie je vidno z priebehu nárastu počtu prvkov vo
frontách, kedy fronta pred pomalšie obsluhujúcím prvkom (poisson(1.6)) sa plní rýchlejšie
ako fronta pred rýchlejším (poisson(1.4)).
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6.1.4 Zložený model
Pre demonštráciu a otestovanie možností modelovania použitím zložených komponentov,
ale tiež ich definovania a prepájania, či spoluprácu s atomickými komponentmi bol pri te-
stovaní vytvorený model z dvoch zložených komponentov. Tieto komponenty boli vytvorené
z prvkov knižnice grafického editoru simulačných modelov pomocou definičného dialógu pre
zložené komponenty a následne prepojené podľa schémy na obrázku 6.7.
Splitter
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Generátor so 4 
výstupnými
portami
Obsluha s frontou
Obsluha s frontou
Obsluha s frontou
Obsluha s frontou
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Obr. 6.7: Schéma systému M/M/4 modelovaného pomocou zložených komponentov
Pre vytvorenie komponentov modelu boli použité prvky knižnice, konkrétne sa jednalo
o prvok generátoru prepojený so štvorportovým splitterom do jedného zloženého kompo-
nentu so štyrmi výstupmi, na ktoré sú zasielané výstupy generátoru. Ďalším typom zlože-
ného komponentu v modele je obsluha, ktorá obsahuje frontu. Takto vznikne prvok s jedným
vstupným portom, ktorý modeluje obsluhu s frontou. Následné vytvorenie modelu podľa
schémy z obrázka 6.7 je už len jednoduchým prepojením komponentov vzniknutých zložením
atomických komponentov z knižnice.
Okrem demonštrácie uľahčenia modelovania zavedením zložených modelov poukazuje
model systému M/M/4, ktorý bol v grafickom editore simulačných modelov vytvorený zo
zložených komponentov, i na možnosti definície a práce so zloženými modelmi v tomto
editore. Samotné testovanie bolo opäť vykonané niekoľkými experimentmi s hodnotami
parametru poissonovho pravdepodobnostného rozloženia komponentov modelu. Konkrétne
sa jednalo o experimenty so zmenou parametru reprezentujúceho dobu obsluhy. Výsledky
simulácie sú zachytené v grafe na obrázku 6.8.
Vo všetkých vykonaných testoch zasielal generátor požiadavky na obsluhu rýchlejšie ako
by ich jednotlivé obsluhy stíhali spracúvať a hodnota parametru pre poissonovo pravdepo-
dobnostné rozloženie je vyššia ako pri predchádzajúcich testoch modelov systémov M/M/1
a M/M/2. Z výsledkov testov uvedených v grafena obrázku 6.8 je zrejmé, že i keď by jednot-
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Obr. 6.8: Výstup simulácie pre príklad M/M/4 – model zo zložených komponentov
livé obsluhy boli samostatne zaplnené v krátkom časovom intervale, v systéme M/M/4, kde
sa požiadavky rozdeľujú a obsluhujú štyrmi prvkami ich zaplnenie trvá omnoho dlhšie. Čo
potvrdzuje korektnú prácu modelu a tým i korektnosť práce editoru so zloženými modelmi.
Pri prvom vykonanom teste mali všetky obslužné prvky nastavenú rovnakú hodnotu po-
issonovho pravdepodobnostného rozloženia – v grafe na obrázku 6.8 červená krivka. I keď
fronty spočiatku stíhajú obsluhovať jednotlivé požiadavky, veľmi rýchlo sa stane nárast prv-
kov vo fronte takmer lineárnym. Toto však nesúvisí s rovnakým parametrom pre poissonovo
rozloženie vo všetkých obslužných prvkoch ale s jeho hodnotou. Takéto správanie možno
považovať pre dané hodnoty za korektné.
Druhý vykonaný test bol vykonaný s rozdielnym nastavením doby obsluhy pre dvojice
obslužných prvkov. Prvý a tretí obslužný prvok, rovnako ako druhý a štvrtý mali rovnaké
hodnoty parametru poissonovho rozloženia určujúceho interval pre obsluhu prvkov. Z prie-
behu odpovedajúcich kriviek v grafe na obrázku 6.8 je zrejmé očakávané správanie, kedy
rýchlejšie obsluhujúce prvky – modrá krivka majú takmer prázdnu frontu, naproti pomal-
ším obslužným prvkom, ktorých nárast počtu požiadaviek vo fronte má strmý lineárny
charakter – zelená krivka.
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6.2 Testovanie multiplatformného správania
Testovanie grafického editoru simulačných modelov bolo vykonané na operačných systémoch
Microsoft Windows XP Professional so service packom 3 a na operačnom systéme Linux,
konkrétne na distribúciách Ubuntu 10.04 LTS x86 64 s jadrom 2.6.32-22-generic a tiež na
CentOS 5.4 64bit Linux, ktorý je nainštalovaný na servere merlin.fit.vutbr.cz.
I napriek uvádzanej Qt kompatibilite medzi systémami, bolo nevyhnutné vykonať drobné
zmeny v zdrojovom kóde grafického editoru, aby bol možný preklad pod operačným sys-
témom Windows, pričom sa prekvapivo jednalo o kód objektov vytvorených z tried Qt
frameworku. Ďalším rozdielom medzi systémami Windows a Linux je správa pamäte, ktorá
sa pri aplikácii napísanej s použitím Qt frameworku obzvlášť prejavila, konkrétne pádom
aplikácie pri jej ukončení. Tento problém indikoval chybu v práci s nadradeným prvkom ob-
jektu, ako sme popísali na začiatku tejto kapitoly. Pri debugovaní bolo zistené, že napriek
korektnému správaniu v operačných systémoch Linux, Qt framework nepracuje korektne
s pamäťou prideľovanou dialógovým oknám v prípade, že je ako ich rodič nastavený výsle-
dok statickej metódy QApplication::activeWindow(), čiže okno aplikácie, ktoré je aktívne
v danom okamihu. Z tohto dôvodu musel byť opravený zdrojový kód editoru.
Testovanie na systéme Linux
Na operačných systémoch Linux bol grafický editor prekladaný a testovaný s verziami Qt,
ktoré sú uvedené v tabuľke 6.1 i s krátkym komentárom vystihujúcim zmeny správania
grafického editoru simulačných modelov na danej distribúcii alebo s použitím konkrétnej
verzie Qt frameworku.
Obr. 6.9: Príklad 6.1.3 v GrEdSiM-e na OS Linux
Grafický editor simulačných modelov bol na Linuxovej platforme i vyvíjaný, konkrétne
sa jednalo o operačný systém Ubuntu 10.04 LTS x86 64 s jadrom 2.6.32-22-generic. Tento
systém bol okrem vývoja editoru a jeho testovanie počas vývoja použitý i pre testovanie
s príkladmi z časti 6.1. Preto budeme pri uvádzaní rozdielov v tabuľke 6.1 uvádzať zmeny
vzhľadom k správaniu grafického editoru simulačných modelov v tomto operačnom systéme.
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Verzia Qt Distribucia OS Komentár
4.7.0 Ubuntu 10.04 LTS Systém a verzia použitá pre vývoj editoru.
4.7.0 CentOS 5.4 64bit Systém počítača merlin na FIT VUT a verzia použí-
vaná pre vývoj editoru.
4.6.2 CentOS 5.4 64bit Neboli zistené žiadne zmeny v správaní.
4.5.0 CentOS 5.4 64bit Nepatrne vyššie nároky na výkon pri práci s položkami
modelu, skokový pohyb položky modelu pri presune
zapríčinený absenciou hodnoty ItemPositionChange
v tejto verzii Qt.
Tabuľka 6.1: Testy na OS Linux
Na obrázku 6.9 sa nachádza screenshot grafického editoru simulačných modelov spuste-
ného pod operačným systémom Linux.
Testovanie na systéme Microsoft Windows
V operačnom systéme Microsoft Windows bol grafický editor simulačných modelov testo-
vaný a prekladaný len s jedinou verziou Qt, konkrétne s aktuálne poslednou dostupnou
verziou Qt frameworku, Qt 4.7 a prekladačom MinGw. Prekladač bol vybraný pretože, ako
už bolo uvedené, s prekladačom z Microsoft Visual Studia sa môžu pri preklade Qt aplikácie
vyskytnúť problémy. Pri testovaní sme už nenarazili na žiadny problém alebo výraznejšiu
odchýlku správania. Drobné odchýlky sa prejavujú v správaní dialógov, ale vždy je zacho-
vaná funkcionalita poskytovaná dialógom. Ďalšou odchýlkou vzhľadom k správaniu editoru
pod operačným systémom Linux je podpora priehľadnosti úvodnej obrazovky pri spúšťaní
editoru. Celkovo v grafickom užívateľskom rozhraní editoru možno nájsť niekoľko drobných
odchýlok správania prvkov, avšak tieto zmeny nemajú vplyv na modelovacie schopnosti
vytvoreného editoru.
Obrázok 6.1 obsahuje snímok obrazovky s grafickým editorom simulačných modelov
v systéme Windows XP.
6.3 Zhodnotenie výsledkov
V tejto časti práce krátko zhrnieme výsledky získané pri testovaní príkladov uvedených
v časti 6.1. Všetky testy boli vykonané na operačnom systéme Linux, okrem príkladu 6.1.1
– hra ping-pong, ktorý bol testovaný i na operačnom systéme Windows. Dôvodom použitia
operačného systému Linux ako testovacej platformy je primárne určenie grafického editoru
simulačných modelov ako aplikácie pre tento operačný systém.
Okrem zhrnutia a zhodnotenia výsledkov z časti 6.1 uvedieme i potenciálne možnosti ďal-
šieho vývoja grafického editoru simulačných modelov, ktoré by mohli uľahčiť jeho použitie
užívateľom, eventuálne rozšíriť možnosti editoru ako z pohľadu modelovania, tak z pohľadu
simulácie modelov.
6.3.1 Zhrnutie možností grafického editoru
Ako ukázali predchádzajúce časti tejto kapitoly, vytvorený grafický editor simulačných mo-
delov je nielen multiplatformný, i keď pri pod operačným systémom Microsoft Windows
vznikajú drobné obmedzenia, ale tiež schopný modelovať systémy hromadnej obsluhy či
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obdobné jednoduché príklady. Pre modelovanie editor umožňuje vytvárať modely rovnako
z atomických komponentov, tak ich združovaním do zložených modelov, ktoré môžu byť
použité v ďalších modeloch, obdobným spôsobom ako atomické komponenty.
Počas testovania editoru sme ukázali korektné správanie modelov vytvorených grafic-
kým editorom a tým i správanie samotného editoru. Okrem tohto boli ku knižnici pripojené
demonštračné príklady. Grafický editor, spolu s uvedenými príkladmi môže pre svoju jed-
noduchosť byť použitý pre výukové a demonštračné účely, najmä použitím jednoduchých a
didaktických modelov. Eventuálne po prispôsobeniach a rozšíreniach podľa požiadaviek kla-
dených na tento editor, môže byť editor použitý i pre komplikované simulačné experimenty
technických či výskumných inštitúcií a podobne.
6.3.2 Možnosti ďalšieho vývoja editoru
I napriek skutočnosti, že grafický editor simulačných modelov je kompletný, je možné nájsť
vylepšenia, prípadne, ho doplniť o funkcionalitu, ktorá by mohla uľahčiť modelovanie, či
celkovú prácu s editorom. Zoznam potenciálnych vylepšení, ktorý uvedieme v ďalšom texte,
by mohol byť doplnený na základe požiadaviek užívateľov, eventuálne pre zlepšenie fun-
kcionality editoru a rozšírenie možností spolupráce s ostatnými simulačnými nástrojmi.
V budúcnosti by počas ďalšieho vývoja mohla byť implementovaná funkcionalita:
1. Rozširujúca grafické užívateľské rozhranie pre zaistenie vyššieho komfortu pri mode-
lovaní, najmä lepším rozlíšením prvkov, napríklad:
• Možnosť úpravy šipiek spájajúcich komponenty v modele – doplnenie možnosti
upraviť šípky užívateľom manuálne, v ideálnom prípade, doplniť do grafického
editoru simulačných modelov jednoduchú umelú inteligenciu, konkrétne strojové
učenie, ktoré by bolo schopné naučiť sa, akým spôsobom užívateľ často šípky
modifikuje a týmto spôsobom ich vykresľovať.
• Možnosť individuálnej úpravy veľkosti prvkov modelu – implementovať indivi-
duálnu zmenu veľkosti prvkov v modele pre lepšie zachytenie významu prvku vo
vzťahu k ostatným, napríklad pri modelovaní správania procesoru s niekoľkými
cache pamäťami nie je podstatné mať viditeľný generátor požiadaviek, avšak
bolo by vhodné mať možnosť zväčšiť grafickú reprezentáciu pamätí a procesoru,
najmä pre prácu s väčším množstvom portov.
2. Rozširujúca modelovacie schopnosti editoru o ďalšie obdoby a rozšírenia DEVS for-
malizmu, napríklad:
• Doplnenie podpory paralelného DEVS formalizmu
• Doplnenie podpory pre DESS, DTSS alebo kombinované modely
3. Odstraňujúca niektoré závislosti grafického editoru, prípadne funkcionalita, ktorá
iným spôsobom uľahčuje modelovanie alebo spoluprácu s inými simulačnými ná-
strojmi:
• export modelu do formátu ktorý je kompatibilný s inými editormi založenými na
podobných bázach. Obdobné možnosti možno badať aj u skúmaných grafických
editorov z časti 2.2.3, ktoré často obsahovali podporu pre jazyk modelica.
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• vytvorenie inštalátoru grafického editoru simulačných modelov, ktorý ho nielen
nainštaluje do systému, ale i zistí v systéme potrebné cesty, prípadne doinštaluje
potrebné závislosti. Takýto inštalátor by pomohol vyriešiť závislosti a odstrániť
nadbytočné požiadavky na užívateľa, ktoré boli uvedené v časti 5.7.
• import modelu vrátane reprezentujúceho kódu jazyka C++, doplnenie možnosti
úprav kódu, ktoré sa premietnu počas simulácie.
• pridanie vlastného simulátoru alebo podpory inej knižnice ako Adevs, pričom
by existovala možnosť voľby užívateľa medzi nimi. Takáto funkcionalita by od-
stránila potenciálne problémy, ktoré sa môžu vyskytnúť pri použití tej ktorej
simulačnej platformy.
• ďalšie úpravy na základe prieskumu práce užívateľov s editorom.
Ako jedno z prvých rozšírení grafického editoru simulačných modelov by mal byť doplnený
vlastný simulátor, ktorý by odstránil závislosť editoru na externých nástrojoch a knižniciach.
Súčasne so simulátorom by bolo žiaduce doplniť podporu paralelného DEVS-u. Následné
úpravy by mohli byť zoradené na základe prieskumu užívateľského názoru na použiteľnosť
grafického editoru simulačných modelov.
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Kapitola 7
Záver
Výsledkom tejto práce je grafický editor simulačných modelov umožňujúci vytváranie rov-
nako modelov z atomických komponentov, tak i tvorbu, úpravy a následne simuláciu zlo-
žených modelov. Okrem predpokladanej funkcionality akou je napríklad export alebo tlač
rôznych položiek, či ukladanie užívateľských nastavení obsahuje editor i možnosti vlastného
rozšírenia. Tieto možnosti sú predstavované rozhraniami pre užívateľské pluginy. Pluginy
môžu byť vytvorené a používané pre rozšírenie grafického editoru, bez nutnosti zásahu do
jeho implementácie. Okrem tejto možnosti rozšírenia je možné pomocou užívateľom defi-
novaných skriptov editor ďalej rozšíriť o volania externých programov alebo automatizáciu
triviálnych či často vykonávaných externých operácií skriptom, napríklad zálohovanie mo-
delu na server a podobne.
Editor vznikol na základe prieskumu obdobných nástrojov. Pri jeho tvorbe bol dôraz
kladený na eliminovanie vlastností skúmaných editorov, ktoré spomaľovali alebo zneprie-
hľadňovali modelovanie. Súčasne boli do editoru začlenené prvky, ktoré sú v grafických
editoroch často využívané, čo má za cieľ nielen sprehľadniť tvorbu modelu, ale i umožniť
jednoduchý prechod užívateľa od iných simulačných nástrojov ku grafickému editoru simu-
lačných modelov, ktorý vznikol ako súčasť tejto práce.
Z pohľadu tvorby modelov je grafický editor simulačných modelov založený na DEVS
formalizme, ktorého stručný popis bol v práci uvedený spolu s krátkym popisom niektorých
jeho obdôb a rozšírení. Implementácia grafického užívateľského rozhrania editoru využíva
Qt framework najmä pre jeho vstavanú podporu XML formátu a rozsiahle možnosti tvorby
prvkov grafického užívateľského rozhrania. Významnou časťou editoru je implementácia
prevodu medzi internou XML reprezentáciou modelu a C++ kódom simulačnej knižnice
Adevs. Knižnica Adevs je použitá pre reprezentáciu a simulovanie modelu. Pre spustenie
simulácie je okrem vlastnej implementácie používaný i nástroj make a vygenerovaný súbor
Makefile.
Vytvorený grafický editor simulačných modelov je platformne nezávislí práve vďaka
implementácii v Qt frameworku, ktorý ako bolo uvedené v časti 3.1 podporuje väčšinu ma-
joritných platforiem súčasnosti. Avšak problémom ostáva závislosť editoru na nástroji make,
čo núti užívateľa k úpravám pred použitím editoru a nevyhnutnosti nainštalovať do opera-
čného systému, na ktorom bude editor prevádzkovaný, nástroj make. Súčasne musí byť do
operačného systému pridaná knižnica Adevs. Ďalej je nevyhnutné, aby bol editor nastavený,
hlavne kvôli korektnému nastaveniu ciest ku knižnici Adevs. Tieto problémy by mohli byť
odstránené vytvorením vlastného simulátoru modelov ako sme popísali v časti 6.3.2, v kto-
rej sme uviedli i ďalší potenciálny vývoj editoru. V tejto časti boli tiež uvedené aktuálne
nevýhody editoru, ktoré motivujú jeho ďalší vývoj a úpravy.
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V záverečnej fáze vývoja boli ku knižnici grafického editoru simulačných modelov pri-
dané komponenty určené pre demonštráciu jeho funkčnosti tvorbou jednoduchých príkladov.
Okrem týchto komponentov sú ku grafickému editoru simulačných modelov priložené súbory
s príkladmi, ktoré rovnako vznikli počas testovania. Popri testovaní funkcionality editoru
bola otestovaná i jeho multiplatformnosť, na platformách Linux a Microsoft Windows.
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