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Метою дипломної роботи є розробка онтологічної пошукової з 
використанням середовища Protégé та розробка програмного додатку з 
візуалізації SPARQL запитів.   
Об’єктом дослідження є предметна навчальних планів. 
Було виконано огляд існуючих систем створення онтології та аналізу 
навчальних планів, зроблено висновки щодо їх переваг на недоліків. Створено 
онтологічну систему та програмний додаток для пошуку та аналізу навчальних 
планів. Було подано тези на конференцію «Сучасні досягнення науки та 
техніки» стосовно даної роботи. 
Загальний обсяг роботи: 52 сторінки, 39 ілюстрацій та 25 бібліографічних 
найменувань. 




The purpose of the thesis is to develop ontological search using the Protégé 
environment and develop a software application for rendering SPARQL queries.  
The object of research is the subject curriculum. 
 An overview of existing ontology systems and curriculum analysis was 
performed, conclusions were drawn about their advantages in deficiencies. An 
ontology system and software application for the search and analysis of curricula have 
been created. Theses were presented at the conference "Contemporary advances in 
science and technology" in relation to this work.  
Total volume of work: 52 pages, 39 illustrations and 25 bibliographic titles.  
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Навчальні плани є досить об’ємною предметною областю, до складу якої 
входить велика кількість різноманітних знань, завдяки чому проводити аналіз є 
складною і об’ємною процедурою. 
Для обробки семантичних зв’язків між сутностями предметної області 
використовуються онтології. Семантичними зв’язками називають значущі асоціації 
між двома або більше поняттями, сутностями, або наборами сутностей  [1]. 
Онтологія – концептуалізація певної області знань, що включає в себе набір 
понять і тверджень про ці поняття, спираючись на які можна будувати класи, об'єкти, 
відношення, функції та теорії. Для доступу до даних онтологій рекомендується 
використовувати мову запитів SPARQL. В зв'язку з цим актуальністю проекту стає 
можливість використання продукту на ПК, та аналіз даних будь-яким користувачем.  
Актуальність роботи полягає в новому підході до аналізу навчальних планів та 
візуалізації результатів SPARQL запитів. Саме SPARQL запити можуть 
використовуватись як система для аналізу даних. Вони дозволяють відсортувати дані 
за тим критерієм, який необхідний користувачу.  
Метою даного проекту є розробка програмного додатку, який спростить роботу 
для користувача та не буде вимагати специфічних знань в сфері програмування. 
Таким чином створюється унікальна програма, яка дозволяє, проаналізувавши 
навчальний план та отримати необхідні значення. Програма може застосовуватись як 
для полегшення роботи для викладачів так і для студентів, які зможуть здійснити 
пошук необхідної інформації. 
Перший розділ пояснювальної записки містить постановку задачі, що 
вирішується. В другому розділі проводиться аналіз існуючих засобів для створення 
та роботи з онтологіями та надаються теоретична та практична інформація для  
зв’язаних даних. До третього розділу увійшли використані засоби розробки. В 
четвертому розділі описується програмна реалізація. А в п’ятому розділі подана 




1. ЗАДАЧА АНАЛІЗУ НАВЧАЛЬНИХ ПЛАНІВ З 
ДОПОМОГОЮ SPARQL ЗАПИТІВ 
 
1.1 Постановка задачі 
 
Метою даної дипломної роботи є організація, класифікація і керування даними 
великого обсягу, в даному випадку навчальними планами. А також розробка 
програмного забезпечення, яке буде генерувати запити мовою SPARQL. 
Для зручності в цій дипломній роботі пропонується використовувати 
онтологію. Це певна структура, яка містить основні класи з дисциплінами, 
спеціальностями та кафедрами, їх взаємозв’язки та типи даних. Правильно створена 
структура онтології зменшить час пошуку інформації та спростить аналіз.  
Також було потрібно було надати можливість користування онтологією людям, 
без навичок програмування, тож розроблявся програмний продукт.  
Дана задача включає в себе: 
  аналіз предметної області; 
  огляд існуючих рішень; 
  створення онтології навчальних планів; 
  написання запитів до онтології; 
  розробку зручного інтерфейсу; 
  підключення онтології до програмного середовища; 
  написання програми для генерації запитів. 
Компонентами розробленої системи є: 
 інтерфейс Protégé; 
 запити мовою SPARQL; 







1.2 Навчальні плани 
 
Навчальний план є нормативним документом навчального закладу, який 
визначає зміст навчання та регламентує організацію навчального процесу зі 
спеціальності (напряму підготовки). Навчальні та робочі навчальні плани 
складаються окремо для кожного освітньо-кваліфікаційного рівня і за кожною 
формою навчання [2].  
Навчальний план (НП) складається на підставі освітньо-професійної програми 
(ОПП) і визначає: 
 графік навчального процесу;  
 зведений бюджет часу;  
 перелік та обсяг нормативних і вибіркових навчальних дисциплін та 
послідовність їх вивчення;  
 види навчальних занять та їх обсяг;  
 обсяг часу, передбачений на самостійну роботу студентів; 
 форми проведення семестрового контролю;  
 види, обсяги і терміни проведення практик;  
 форму проведення державної атестації[3]. 
 Аналіз навчальних планів проводять у двох напрямках:  
 відповідність ОПП (освітньо-професійній програмі) та узгодженість 
структурно-логічної схеми порядку викладання дисциплін [4]; 
 а також перевірка коректного розподілу навчальних годин, рівномірність 
завантаженості студентів. 
Відповідно до Закону України «Про вищу освіту» розроблення змісту освіти й 
навчання можна представити на схемі (рисунок 1.1). 
Нормативні документи верхньої частини схеми (національна рамка 
кваліфікацій, професійні стандарти та стандарти вищої освіти) розробляються на 
рівні держави і затверджуються відповідними державними органами. Документи 





Рисунок 1.1 – Схема розроблення змісту освіти і навчання 
Часто аналіз навчальних планів оцінюють за якістю засвоєння матеріалу 
студентами [5]. Якість підготовки фахівців передбачає підбір навчального матеріалу 
зі спеціальних дисциплін та змісту виробничої практики. 
Навчальні плани нашої кафедри записані у форматі документу Excel 
(рисунок1.2). 
 
Рисунок 1.2 – Навчальний план 
В автоматизованих системах ведення навчальних планів інформація традиційно 
зберігається в реляційних базах даних (БД). Такі системи дозволяють складати 
навчальні плани, працюють з блоками дисциплін, підраховують та контролюють дані 
по годинам, кредитам, семестрам, тощо. Але навчальний план – складна структура з 
великою кількістю структурно-логічних залежностей, які часто випускають  при 
описі структури даних в реляційних БД. Тому в даній роботі була використана база 






1.3 Поняття онтології 
 
За визначенням Тома Грубера [6], що застосував це поняття в області 
інформаційних технологій, онтологія - це специфікація концептуалізації. Під 
визначення онтології підпадають багато об'єктів: ієрархія класів в об'єктно-
орієнтованому програмуванні, концептуальні карти в активних документах і т.д.  
На сьогоднішній день точного визначення онтології немає. Для даної роботи 
Онтологія мала значення точної специфікації деякого предмета. Формальне і 
декларативне подання, яке включає словник (або імена) покажчиків на терміни 
предметної області та логічні вирази, які описують, що ці терміни означають, як вони 
співвідносяться один з одним і як вони можуть або не можуть бути пов'язані один з 
одним[7]. Таким чином, онтології забезпечують словник для подання та обміну 
знаннями про деяку предметної області і безліч зв'язків, встановлених між термінами 
в цьому словнику. 
У загальному вигляді онтологія являє собою набір елементів чотирьох типів: 
— поняття (класи) - концептуальні сутності; 
— екземпляри (індивіди) - конкретні представники; 
— відносини (предикати) - зв'язки між поняттями або екземплярами, а 
також властивості сутності; 
—  аксіоми - очевидні твердження, що зв'язують поняття, екземпляри і 
відносини. 
RDF і OWL – мови представлення інформації (знань), які можуть 
використовуватися для опису онтологій як в семантичній павутині, так і в різних 
прикладних інформаційних системах.  Базовим елементом мови RDF є трійка 
(триплет, аксіома), яка складається з суб'єкта, предиката і об'єкта.  
Суб'єкт - це те, що ми описуємо, наприклад дисципліна. Предикат - це деяка 
властивість суб'єкта, наприклад “кількість кредитів”. Об'єкт - це значення цієї 
властивості для даного суб'єкта, наприклад «3». Таким чином ми можемо описати 




об'єкт може бути як сутністю, так і літералом (рядком, числом). Кожна сутність 
представляється URI. [8] 
При цьому крім безпосередніх даних (ABox) ми повинні мати метадані (TBox), 
які описують класи, зв'язки між класами, властивості класів, а також, в разі OWL - 
взаємини між класами. ABox зазвичай зберігається в репозиторії і є описом 
конкретних сутностей цього світу, а TBox зазвичай зберігається в так званих 
онтологіях. Онтологія зазвичай представляє з себе OWL або RDF файл.  
Таким чином в сумі ми отримуємо онтологічну базу знань, яка описує 
предметну область (класи, властивості, взаємини) і конкретні сутності цієї 
предметної області.  
Типова база знань найчастіше містить три рівня знань: 
 1. Загальні або абстрактні знання, описані в онтології верхнього рівня. 
 2. Знання про конкретну предметну область. Наприклад, знання з географії, 
політології чи медицині.  
3. Конкретні знання, що додаються в базу знань користувачами або 
програмними агентами[9]. 
 Незважаючи на очевидні аналогії між RDF і об'єктно-орієнтованим 
програмуванням (ООП), між ними є одна принципова відмінність. В ООП властивість 
(атрибут) визначається всередині класу і є його невід'ємною складовою. У RDF 
властивості визначаються незалежно від класів і можуть зв'язуватися з ними за 
допомогою RDF-трійок в довільному, але не позбавленому сенсу порядку. Так, один 
і той же властивість може бути пов'язано з різними класами або їх екземплярами. 
Більш того, екземпляри одного і того ж класу можуть мати різні набори властивостей. 
Це надає більш гнучкі можливості при визначенні класів в порівнянні з ООП, але при 









1.4 Онтологічний аналіз 
 
В основі онтологічного аналізу лежить опис системи в термінах сутностей, 
відносин між ними і перетворення сутностей, яке виконується в процесі вирішення 
певної задачі.  
Основною характерною рисою цього підходу є розділення реального світу на 
складові і класи об'єктів і визначення їх онтологій, або ж сукупності 
фундаментальних властивостей, які визначають їх зміни і поведінку. Ці підходи і 
методології базуються на наступних принципах проектування і реалізації онтології 
[10]: 
Ясність - онтологія повинна ефективно передавати сенс введених термінів, її 
визначення повинні бути об'єктивні.  
Узгодженість - всі визначення повинні бути логічно несуперечливі, а ті 
твердження, які виведені в онтології, не повинні суперечити її аксіомам. 
 Можливість розширення - необхідно проектувати онтологію так, щоб її 
словники термінів можна було розширювати без ревізії вже існуючих понять. 
Мінімум впливу кодування - концептуалізація онтології повинна бути 
специфікована на рівні уявлення, а не символьного кодування.  
Мінімум онтологічних зобов'язань - онтологія повинна містити тільки найбільш 
істотні припущення про модельовану предметну область, щоб залишати свободу 
розширення і спеціалізації.  
 
1.5 Висновки до розділу 
 
Отже, в першому розділі були розглянуті причини та умови створення 
програмного забезпечення для спрощення роботи зі SPARQL запитами, розглянута 






2. АНАЛІЗ ПРОБЛЕМИ ОПИСУ ОНТОЛОГІЇ  
 
Семантична павутина (англ. Semantic Web) - частина глобальної концепції 
розвитку мережі Інтернет, метою якої є реалізація можливості машинної обробки 
інформації, доступної у Всесвітній павутині [11]. Основний акцент концепції 
робиться на роботі з метаданими, однозначно характеризують властивості і зміст 
ресурсів Всесвітньої павутини, замість використовуваного в даний час текстового 
аналізу документів. 
У семантичній павутині пропонується використовувати формати опису, 
доступні для машинної обробки (наприклад, сімейство форматів, часто згадується в 
літературі як «Semantic Web family»: RDF, RDF Schema або RDF-S, і OWL, що 
використовують онтології в якості базових математичних формалізмів [12]. 
 
2.1 Мови опису онтології 
 
Використання онтологічної моделі для опису схеми навчального плану дає 
наступні переваги: 
 гнучка та наглядна структура; 
 можливість написання пошукових запитів; 
 можливість порівняння ; 
 можливість створення схеми порядку викладання дисциплін; 
 можливість підрахунку об’єму навчальних годин та порівнянна їх з 
рекомендованими нормами; 
 можливість простого підключення запитів до іншої онтології; 
 функції порівняння навчальних навчальних планів, блоку дисциплін або 
дисципліни з іншими НП та отримання інформації про їх невідповідності, а також у 
разі необхідності автоматичне приведення їх у відповідність з порівнюваним.  
Ключовим моментом в проектуванні онтології є вибір відповідної мови 




можливість вказувати додаткову машинно-інтерпретовану семантику ресурсів, 
зробити машинне подання даних більш схожим на стан речей в реальному світі. 
Поширення онтологічного підходу до представлення знань посприяло при 
створенні різноманітних мов уявлення онтології і інструментальних засобів, 
призначених для їх редагування та аналізу. 
Існують традиційні мови специфікації онтологій: Ontolingua, CycL, мови, 
засновані на дескриптивних логіках (такі як LOOM), мови, засновані на фреймах 
(OKBC, OCML, Flogic). Більш пізні мови засновані на Web-стандартах (XOL, SHOE, 
UPML). Спеціально для обміну онтологіями через Web були створені RDF (S), 
DAML, OIL, OWL [13]. 
Таким чином, онтології розглядаються як ключова технологія для використання 
в Semantic Web (рисунок 2.1). 
 
Рисунок 2.1 – Мови онтологій для Semantic Web [14] 
 
2.1.1 Мова RDF 
В рамках проекту семантичної інтерпретації інформаційних ресурсів Інтернет 
(Semantic Web) був запропонований стандарт опису метаданих про документ 
Resource Description Framework, який використовує XML-синтаксис. 
RDF використовує базову модель даних «об'єкт - атрибут - значення» [15] і здатний 
зіграти роль універсальної мови опису семантики ресурсів і взаємозв'язків між ними. 
Ресурси описуються в вигляді орієнтованого розміченого графа - кожен ресурс може 
мати властивості, які в свою чергу також можуть бути ресурсами або їх колекціями. 




зв'язків між ними. Це дозволяє використовувати різнорідні децентралізовані 
словники, створені для машинної обробки за різними принципами і методам. 
Важливою особливістю стандарту є розширюваність: можна задати структуру 
опису джерела, використовуючи і розширюючи такі вбудовані поняття RDF-схем, як 
класи, властивості, типи, колекції. Модель схеми RDF включає наслідування класів і 
властивостей. 
2.1.2 Мова DAML + OIL 
Це семантичний мова розмітки Web-ресурсів, що розширює стандарти RDF і 
RDF Schema за рахунок більш повних примітивів моделювання. Остання версія 
DAML + OIL забезпечує багатий набір конструкцій для створення онтології і розмітки 
інформації таким чином, щоб їх могла читати і розуміти машина. 
Першими пропозиціями щодо опису онтології на базі RDFS були DARPA 
DAML-ONT (DARPA Agent Markup Language) і European Commission OIL (Ontology 
Inference Layer). Ці стандарти специфікації і обміну онтологіями були розроблені для 
підтримки процесу обміну знаннями та інтеграції знань. На базі цих пропозицій і 
виникло спільне рішення DAML + OIL [15]. Онтологія DAML + OIL складається з: 
заголовків (headers); елементів класів (class elements); елементів властивостей 
(property elements); примірників (instances). 
2.1.3 Мова OWL 
Це мова представлення онтологій, що розширює можливості XML, RDF, RDF 
Schema і DAML + OIL. Цей проект передбачає створення потужного механізму 
семантичного аналізу. Онтології OWL - це послідовності аксіом і фактів, а також 
посилань на інші онтології. Вони містять компоненту для запису авторства та іншої 
докладної інформації, є документами Web, на них можна посилатися через URI [16]. 
Існують три варіації (профілі) мови: (в порядку зростання доступних можливостей та 








2.2 Інструментальні засоби обробки онтології  
 
Побудова онтологій - складний і займає багато часу процес. Щоб полегшити 
його, були забезпечили інтерфейси, які дозволили виконувати концептуалізацію, 
реалізацію, перевірку несуперечності і документування. За останні роки число 
інструментів онтологій різко зросла. 
Інженерію онтологій можна визначити як сукупність дій, що стосуються [17]: 
— процесу розробки онтологій; 
— життєвого циклу онтологій; 
— методів і методологій побудови онтологій; 
— набору інструментів і мов для їх побудови і підтримки. 
В даний час для створення і підтримки онтологій існує цілий ряд інструментів, 
які крім загальних функцій редагування і перегляду виконують підтримку 
документування онтологій, імпорт і експорт онтологій різних форматів і мов, 
підтримку графічного редагування, управління бібліотеками онтологій і т.д. 
2.2.1  Сервер Ontolingua 
Сервер Ontolingua організований у вигляді набору онтологій, що відносяться до 
Web-додатків, які надбудовуються над системою подання знань Ontolingua. Редактор 
онтологій - найбільш важливий додаток сервера Ontolingua є Web-додатком на основі 
форм HTML. 
Сервер Ontolingua також надає архів онтологій, що включає велику кількість 
онтологій різних предметних областей, що дозволяє створювати онтології з уже 
існуючих. Сервер підтримує спільну розробку онтології декількома користувачами, 
для чого використовуються поняття користувачів і груп. Система включає графічний 
браузер, що дозволяє переглянути ієрархію концептів, включаючи екземпляри.  





Рисунок 2.2 – Інтерефейс Ontolingua 
 
2.2.2  Інструмент OntoEdit  
До переваг інструменту можна віднести зручність використання; розробку 
онтології під керівництвом методології і за допомогою процесу логічного висновку; 
розробку аксіом а також дуже хорошу документацію. Так само як і Protégé, OntoEdit 
- автономне Java-додаток, яке можна локально встановити на комп'ютері, але його 
коди закриті [18]. Архітектура OntoEdit подібна Protégé. Зображення інтерфейсу 
програми наведено на рисунку 2.3.  
 
 





2.2.3  Програма OilEd  
Інструмент заснований на мові OIL, який поєднує в собі фреймову структуру і 
виразність дескриптивної логіки з сервісами міркування [19]. Що дозволило 
забезпечити зрозумілий і інтуїтивний стиль інтерфейсу користувача і переваги 
підтримки міркування (виявлення логічно суперечливих класів і прихованих відносин 
підкласу). 
З недоліків можна виділити відсутність підтримки примірників. Існуюча версія 
не забезпечує повну середу розробки - не підтримує розробка онтологій великого 
масштабу, міграція та інтеграція онтологій, контроль версій і т.д. 
Зображення інтерфейсу програми наведено на рисунку 2.4. 
 
 
Рисунок 2.4 – Інтерефейс OilEd  
 
2.2.4  Редактор DOE 
Це простий редактор, який дозволяє користувачеві створювати онтології. 
Процес специфікації онтології складається з трьох етапів. 
 На першому етапі користувач будує таксономію понять і відносин, явно 




в чому специфіка поняття щодо його «батька», і в чому це поняття подібно або 
відмінно від його «братів». Користувач може також додати синоніми і 
енциклопедичне визначення на декількох мовах для всіх понять.  
На другому етапі дві таксономії розглядаються з різних точок зору. Користувач 
може розширити їх новими об'єктами або додати обмеження на області відносин.  
На третьому етапі онтологія може бути переведена на мову подання знань. 
Зображення інтерфейсу програми наведено на рисунку 2.5. 
 
 
Рисунок 2.5 – Інтерфейс DOE 
 
2.2.4  Веб-ресурс OntoSaurus  
Він складається з двох основних модулів: сервера онтологій і Web-браузера для 
редагування і перегляду онтологій LOOM за допомогою HTML-форм, забезпечуючи 
для них графічний інтерфейс [20]. OntoSaurus також надає обмежені ресурси 
редагування, але його основна функція - перегляд онтологій. Але для побудови 
складних онтологій потрібно розуміти мову LOOM. У OntoSaurus реалізовані всі 
можливості мови LOOM. Забезпечуються автоматичний контроль сумісності, 
дедуктивна підтримка міркування і деякі інші функції. 






Рисунок. 2.5 – Інтерефейс OntoSaurus 
  
2.2.5   Конструктор онтологій ODE 
Конструктор онтологій ODE (Ontological Design Environment), який взаємодіє з 
користувачами на концептуальному рівні. ODE забезпечує користувачів набором 
таблиць для заповнення (концептів, атрибутів, відносин) і автоматично генерує для 
них код в LOOM, Ontolingua і FLogic. ODE становить частину методології повного 
життєвого циклу побудови онтології згідно Methontology. Інструмент отримав свій 
подальший розвиток в WebODE , який інтегрує всі сервіси ODE в одну архітектуру, 
зберігає свої онтології в реляційної базі даних, забезпечує додаткові сервіси (машину 
виведення, побудова аксіом, збір онтологій, генерацію каталогів). 






Рисунок 2.6 – Інтерефейс ODE 
Таким чином, в розділі описані вже існуючі системи, використання яких, дає 
можливість створювати онтології. 
 
2.4 Висновки до розділу 
 
В даному розділі описані вже існуючі системи для онтологічного аналізу, що 
підтримують редагування, візуалізацію, документування, імпорт і експорт онтологій 
різних форматів, їх уявлення, об'єднання, порівняння., описані їх переваги та 
недоліки, та зображені їх інтерфейси. Крім того описані існуючі мови специфікації 





3. ЗАСОБИ РОЗРОБКИ 
 
Для розробки програмного забезпечення необхідно було обрати засоби, які 
дозволяли б створювати, редагувати та відображати онтології, генерувати та 
виконувати SPARQL-запити, відображати їх результати та робочий простір програми. 
Оскільки, ці задачі є занадто різними, то вони не можуть виконуватись одним 
середовищем та мовою програмування. Тому було вирішено поєднати різні 
компоненти, написані з використанням різних інструментів, в один цілісниий 
програмний комплекс. 
Під час розробки програмного продукту використовуються наступні засоби: 
— середовище розробки Visual Studio 2017 для програмного додатку; 
— бібліотека для підключення онтології до Visual Studio; 
— програма Protégé 5.5.0 для онтології. 
 
3.1 Visual Studio 2017 
 
Інтегроване середовище розробки Visual Studio - це оригінальне середовище 
запуску, яка дозволяє редагувати, налагоджувати і створювати код, а після цього 
публікувати додатки. Інтегроване середовище розробки (IDE) - це 
багатофункціональна програма, яку можна використовувати для різних аспектів 
розробки програмного забезпечення. Окрім стандартного редактора і відладчика, які 
існують в більшості середовищ IDE, Visual Studio включає в себе компілятори, засоби 
виконання коду, графічні конструктори і багато інших функцій для спрощення 
процесу розробки програмного забезпечення. 
C# — мова програмування загального призначення, що включає сильну 
типізацію та використання імперативної, декларативної, функціональної, об’єктно-
орієнтованої парадигми та компонентно-орієнтовану розробку [21]. Була створена 
корпорацією Microsoft разом з платформою .NET та є стандартизованою. Останньою 
версією є 7.2, що була випущена разом з середовищем Visual Studio 2017. Для 




Інтерфейс програми зображено на рисунку 3.1. 
 
 
Рисунок  3.1 — Інтерфейс Visual Studio 2017 
 
Основні властивості Visual Studio [22]: 
 Текстовий редактор. З допомогою цього редактора можна створювати 
тексти програм на мові C#, Visual Basic і С ++. Текстовий редактор під час введення 
коду виконує його перевірку на предмет синтаксичних помилок і підкреслює 
фрагменти, які будуть викликати помилки при компіляції, що також називається 
налагодженням на стадії проектування. У редакторі реалізовано засіб IntelliSense, яке 
забезпечує автоматичне відображення імен класів, полів або методів на початку їх 
введення, а також списки параметрів, які підтримують всі доступні перевантажені 
версії методів при початку введення параметрів для методів. 
 Візуальний редактор форм. Цей редактор дозволяє розміщувати бажані 
елементи управління для призначеного для користувача інтерфейсу і доступу до 
даних в проекті, a Visual Studio потім автоматично додає в вихідні файли код на мові 
C #, який необхідний для створення екземплярів цих елементів в проекті. 
 Допоміжні вікна. Ці вікна дозволяють переглядати і змінювати різні 
аспекти проекту, на зразок класів у вихідному коді, а також властивості (і їх початкові 
значення), які доступні для класів Windows Forms і Web Forms. До того ж такі вікна 
можуть застосовуватися для вказівки параметрів компіляції, наприклад, того, на які 




 Можливість компіляціїї безпосередньо в середовищі розробки.  
Замість того щоб виконувати компіляцію проекту, запускаючи компілятор C # з 
командного рядка, можна вибрати відповідний пункт меню в середовищі розробки. 
Visual Studio самостійно викликає компілятор і передає йому всі необхідні параметри 
командного рядка, які вказують, на які збірки повинен посилатися код і який вид 
повинна мати збірка на виході. 
 Інтегрований відладчик. Через природу програмування код рідко коли 
виконується правильно з першого разу. Visual Studio забезпечує гладке підключення 
відладчика, дозволяючи створювати точки зупину і відстежувати значення змінних, 
не залишаючи середовище розробки. 
 
3.2 Бібліотека dotNetRDF  
 
Можливість залучення бібліотек є однією з причин цієї тенденції, і dotNetRDF 
- це один API, який дозволяє розробникам значно поліпшити продуктивність своїх 
програм виведення. 
dotNetRDF – це безкоштовна бібліотека з відкритим вихідним кодом для роботи 
з RDF і SPARQL в .NET 3.5 і вище.  
Зокрема, компонентом є семантичний веб, RDF і бібліотека SPARQL для 
розробки C # / .NET. Вона може використовуватися для читання і запису інформації 
RDF, а також підтримує розширення повного тексту для SPARQ. 
Компонент, в першу чергу, функціонує на рівні Triples і Triple Stores, а також 
графіків. 
Що стосується останніх пунктів, бібліотека підтримує наступні формати: 
NTriples, Turtle, Notation 3, RDF / XML, RDF / JSON (специфікація Talis), а також 
нестандартні формати XHTML + RDFa і CSV або TSV. 
Під час читання та запису файлів RDF інструмент сумісний з поширеними 
NTriples, Turtle і Notation 3. 
Для таких операцій доступні кілька класів, включаючи цільові URI, вбудовані 




Що стосується запитів SPARQL, бібліотека підтримує як операції над 
локальними даними в пам'яті, так і віддалені інформаційні завдання. 
Зовнішні кінцеві точки SPARQL можуть бути використані, але компонент 
також постачається з вбудованою реалізацією загальної мови семантичних запитів. 
Модуль може бути доданий до поточних проектів двома способами, або за 
допомогою NuGet, або шляхом ручного вибору та імпортування необхідних 
бібліотек. 
 Користувачі, які застрягли або потребують додаткової інформації, можуть 
переглядати широку онлайн-вікі, оскільки цей інструмент має дуже активну 
спільноту розробників, яка постійно оновлює відповідну інформацію. 
Основні функції:  
— Підтримка найбільш поширених форматів RDF (NTriples, Turtle, RDF / 
XML, RDF / JSON, RDFa 1.0)  
— SPARQL 1.1 сумісний механізм запиту і поновлення SPARQL 
— Інтеграція з різними магазинами з відкритим вихідним кодом і 
комерційними потрійними магазинами (AllegroGraph, 4store, Fuseki, Sesame, Stardog і 
Virtuoso). 
 
3.3 Protégé 5.5.0 
 
Програмна система Protege розроблена в Стенфордському університеті (США, 
Каліфорнія). Вона поширюється на умовах ліцензії Mozilla Public License (MPL) і є 
вільним програмним забезпеченням з відкритим вихідним кодом. Система Protege 
дозволяє спростити процес розробки онтології. Protege вільно поставляється, 
постійно оновлюється і може інтегруватися в інші проекти [23]. 
Це середовище розробки була обрана виходячи з таких міркувань: 
— заснована на Java, що означає крос-платформеність; 
—  може бути розширена за рахунок доповнень (плагінів);  




—  можлива візуалізація проектованої онтології за допомогою 
орієнтованого графа, вершинами якого є поняття предметної області, а ребрами - 
відносини між ними (плагін OWLViz); 
—  підтримує правила, засновані на мові SWRL (Semantic Web Rule 
Language);  
—  є такі спільні системи логічного висновку (reasoners), як FaCT-н-, Pellet, 
HermiT. 
Мова веб-онтологій OWL розроблена для використання додатками, які повинні 
обробляти вміст інформації, а не тільки представляти цю інформацію [4]. Це означає, 
що в кожному конкретному випадку в подальшому існує можливість реалізації і самої 
системи автоматизації управління інцидентами шляхом розробки необхідного 
програмного забезпечення. Можливості мови OWL і системи Protege дозволяють 
також реалізувати онтологію, побудовану на самих різних принципах.  
Інтерфейс програми зображено на рисунку 3.2. 
 
 
Рисунок  3.2 — Інтерфейс програмного средовища Protege 
 
OWL-онтології можуть містити описи властивостей, класів і їх примірників. 
Класи визначаються як набори примірників. Одна з головних особливостей OWL 
полягає в тому, що відносини підкласу-суперкласу (відносини припущення) можуть 




представляються як стосунки. Бінарні відносини в Protege можуть бути трьох типів 
[5]:  
— об'єктні властивості (object properties);  
—  властивості типу (data properties);  
—  властивості-анотації / метаданих (annotation properties).  
Властивості, як і класи, можуть бути об'єднані в ієрархію. 
 
3.4 Висновки до розділу 
 
В розділі описуються  інструментальні засоби розробки, що використовуються 
при створенні та налагоджені програмного продукту, а також  бібліотеки та їх функції 
в розробленій системі. Для створення та роботи з онтологією була обрана програма 





4. ОПИС ПРОГРАМНОЇ РЕАЛІЗАЦІЇ 
 
4.1  Опис системи та її учасників 
 
Розроблена онтологічна система НП відображає реальний стан НП, їх 
взаємозв’язки між певними областями та виконує всі необхідні запити до бази знань. 
В системі є 3 ролі: інженер онтології, програміст та користувач. В ролі 
користувача може бути студент або викладач, який буде користуватись програмним 
додатком, а саме вводити значення для запиту та переглядати результат 
запиту(рисунок 4.1). 
 
Рисунок 4.1 – Дії користувача 
Інженер онтології – це людина яка займається безпосередньо онтологією, її 
підтримкою, розширенням тощо. Інженер може додавати класи онтології, 
розширювати їх властивостями, зв’язками з іншими класами, змінювати типи даних 
тощо. 
Програміст – людина що займається розробкою програмного додатку, який 
зможе використовувати користувач. Це означає що він повинен підключити 
онтологію, створити інтерфейс користувача та сам програмний додаток, є 
відповідальним за генерацію та візуалізацію SPARQL запитів. 






Рисунок 4.2 - “Use Case” діаграма системи 
 
4.2 Створення онтології 
 
Для початку роботи з онтологією необхідно створити новий проект, для цього 
слід запустити програму Protégé.ехе та у відкритому вікні вибрати вкладку “Create 
New Project”. Далі у списку “Project Format” вибрати тип створюваної онтології “OWL 
Files” та натиснути клавішу “Finish”. 
Наступним кроком є створення необхідних класів, яке здійснюється у вкладці 
“Classes”. Порожня онтологія містить один клас ім'я якого THING. Клас THING - це 
клас, що представляє набір, який містить всі об'єкти предметної області. Для 
створення класу необхідно натиснути кнопку “Додати підклас”. Ця кнопка створює 
новий клас як підклас обраного класу (в даному випадку як підклас класу THING). 
З'явиться вікно для введення назви потрібного класу, після введення необхідно 





Рисунок 4.3 – Створення класів 
Подібним чином відбувається заповнення всіх основних класів, для навчальних 
планів їх 3(рисунок 4.4) 
 
Рисунок 4.4 – Основні класи 
Наступним кроком є створення всіх класів, яке відбувається так само(рисунок 
4.3). Назви класів вказуються латинськими літерами, задля подальшого підключення 
до програми. В результаті отримаємо наступну ієрархію класів (рисунок 4.5): 
 




Отриманий результат можна побачити у вигляді графіка в вкладці 
“OntoGraf”(рисунок 4.6): 
 
Рисунок 4.6 – Дерево класів 
Після цього переходимо до властивостей. У Protege є два основні типи 
властивостей: 
 властивості об'єкта (Object Properties); 
 властивості типів даних (Data Properties). 
Властивостями об'єкта позначають відносини між двома екземплярами. При 
переході на вкладку, вже буде наявна властивість “Top Object Properties” за 
замовчуванням. Створення властивостей відбувається подібно як у класів. 
Остаточний список властивостей об'єктів, які у нас використовуються, 
представлений на рисунку 4.7. Властивості “is_taught” та “teaches” обернені і 
пов’язують між собою індивідуми кафедри та дисциплін. Властивості “has” і “belong” 
також обернені, пов’язують індивідуми дисциплін та спеціальностей. Під словом 
“обернені” мається на увазі, що для індивідумів кафедри використовується 






Рисунок 4.7 - Список властивостей об’єктів. 
 
Властивості типів даних (атрибути класу) описують зв'язки між індивідом та 
значення даних. 
Для створення властивостей типів даних необхідно перейти на вкладку 
“DataProperties”. Створення відбувається подібно до класів та властивостей. 
Остаточний список властивостей типів даних (Рисунок 4.8). 
 
 
Рисунок 4.8 – Властивості типів даних 
 
Наступним кроком є заповнення усіх підкласів екземплярами. 
Для цього слід перейти на вкладку “Individuals by class”, натиснути кнопку “+” 
і задати ім'я потрібної дисципліни, кафедри або спеціальності, вибравши його 




Таким чином заповнивши клас “cathedra” індивідуами, отримаємо такий 
результат (Рисунок 4.9): 
 
Рисунок 4.9 – Індивідуми класу кафедра 
Отриманий результат можна побачити у вигляді графа у вкладці 
“OntoGraf”(рисунок 4.10): 
 





В межах цієї дипломної роботи було створено близько 250 індивідуалів, які 
були розподілені по класам. Кожен клас містить відповідні індивідууми. Назви 
дисциплін прописані українською мовою, для кращого розуміння звичайними 
користувачами. 
Наступним кроком, після створення індивідуалів  стало задання властивостей 
об’єктів між екземплярами класів. Після цього потрібно було заповнити атрибути для 
всіх класів. При заповненні атрибутів  для класу потрібно вказувати тип даних.  Для 
цієї онтології  для кожного атрибута використовується тип даних “string” оскільки він 
є універсальним типом даних, який дозволяє використовувати і цифри і символи. 
Одна з дисциплін, яка повністю заповнена необхідними властивостями та 
атрибутами(рисунок 4.11): 
 
Рисунок 4.11 – Індивідум “WEB_-
орієнтована_розробка_програмного_забезпечення” 
 
Зв’язок даної дисципліни з іншими класами та індивідумами можна 
переглянути у вигляді графіка в закладці “OntoGraf”(рисунок 4.12). Атрибути на графі 





Рисунок 4.12 – графічне відображення зв’язків індивідуму 
Для наглядного відображення всіх індивідумів навчальних планів 
використовуємо “OntoGraf”, застосовуючи радіальний граф, задля більш компактного 
відображення(рисунок 4.13) 
 
Рисунок 4.13 – Граф, що відображає всі компоненти 
Після закінчення роботи з онтологією необхідно її зберегти, для подальшого 
використання зберігаємо в форматі RDF. Оскільки в програмі використовується 





4.3 Мова SPARQL 
 
Мова SPARQL - мова запитів до даних, представленим по моделі RDF, а також 
протокол для передачі цих запитів і відповідей на них. SPARQL є рекомендацією 
консорціуму W3C [24] і однією з технологій семантичної павутини. Надання 
SPARQL-точок доступу (англ. SPARQL-endpoint) є рекомендованою практикою при 
публікації даних у всесвітній павутині. 
Загальна схема SPARQL-запиту виглядає так: 
PREFIX foo: <http://example.com/resources/> 
# Префіксні оголошення 
FROM ... 
# Джерела запиту 
SELECT ... 
# Склад результату 
WHERE {...} 
# Шаблон запиту 
ORDER BY ... 
# Модифікатори запиту 
Префіксні оголошення служать для вказівки скорочень універсальних 
ідентифікаторів ресурсу (URI).  
Джерела запиту визначають, які RDF-графи запитуються.  
Склад результату визначає повертаються елементи даних.  
Шаблон запиту визначає, що запитувати з набору даних.  
Модифікатори запиту обмежують, впорядковують, перетворять результати 
запиту. Існує 5 типів: 
  Модифікатор DISTINCT, використовується після слова SELECT, 
гарантує унікальність рішень(виключає дублювання результатів); 
  Модифікатор REDUCED, використовується після слова SELECT, 




  Модифікатор ORDER BY, використовується після розділу WHERE{}, 
сортує результати; 
  Модифікатор OFFSET <n>, використовується після розділу WHERE 
{}, виключає перші n рішень; 
  Модифікатор LIMIT <n>, використовується після розділу WHERE{}, 
обмежує кількість виданих результатів. 
Мова SPARQL описує 4 різні варіанти запитів для різних цілей: 
 SELECT запит витягує необроблені значення з точки доступу 
SPARQL і повертає результати в форматі таблиці. 
 CONSTRUCT запит витягує інформацію з точки доступу SPARQL в 
форматі RDF і перетворює результати до певної форми. 
 ASK запит формує запит типу Істина / Брехня. 
 DESCRIBE запит отримує опис RDF-ресурсу.  
Кожна з цих форм запиту містить блок WHERE для вказівки обмежень, але в 
разі запиту DESCRIBE цей блок не обов'язковий [25]. 
Результат SPARQL запиту, що відображає триплети зображено на рисунку 4.14. 
 
Рисунок 4.14 – Триплети дипломної роботи 
 
4.4 Задача генерації SPARQL-запитів 
 
Метою розробки програмного продукту є надання людям, що не вміють 
програмувати, візуальних інструментів побудови запитів до RDF-сховищ. 
В результаті маємо отримати програмний продукт, головним артефактом якого 




саме список класів, властивостей, відносин, аксіом. Вони подаються в графічному 
вигляді. Запит будується на основі обраної множини складових онтології. 
Програмний продукт повинен: 
— генерувати запити відповідно до специфікації SPARQL 1.1; 
— забезпечувати можливість задання відношень між об’єктами; 
— підтримувати фільтрацію рядкових та числових даних; 
— дозволяти задавати арифметичні вирази над числовими властивостями; 
— підтримувати групування та агрегатні функції; 
— зберігати та завантажувати робочий простір; 
— мати функцію локалізації; 
 
4.5 Приклади SPARQL запитів 
 
Для створення запитів на мові SPARQL спочатку необхідно в текстовому полі 
вкладки “SPARQL Query” задати простори імен, які будуть використовуватися. В 
даному проекті використовуються простори імен, які зображені на рисунку 4.15. При 
чому простори  rdf, owl, rdfs та xsd є стандартними і прописуються автоматично, а 
простір np це IRI створеної онтології, яке можна взяти у вкладці “Аctive ontology”. 
 
 
Рисунок 4.15 – Використані простори імен 
 
Далі вказується текст запиту. Наприклад, текст простого SELECT запиту, який 
виводить предмети, що читаються на кафедрі “Диференціальних рівнянь”  







Рисунок 4.16 –  Текст простого запиту 
 
Результат виконання запиту зображено на рисунку 4.17. 
 
 
Рисунок 4.17 –  Результат простого запиту 
 
Текст складнішого запиту, у якому використовується фільтрація, що виводить 
дисципліни, кількість кредитів яких дорівнює трьом, зображенно на рисунку 4.18 
 
Рисунок 4.18 –  Текст запиту 
 






Рисунок 4.19 –  Результат роботи запиту 
 
Наступним запитом є запит, який виводить всі назви дисциплін, які згруповані 
по назвам кафедр(рисунок 4.20). Оскільки після слова “Select” вказується 2 назви 
результат буде відображатись в дві колонки. 
 
 
Рисунок 4.20 – Виконання запиту 
 
Ще одним прикладом запиту, є запит, який відображає дисципліни четвертого 
курсу та кафедри, які їх читають. В запиті використовується фільтр та модифікатор 
“Distinct”. Результат виводимо в дві колонки з назвами кафедра та об’єкт, під яким 





Рисунок 4.21 – Результат запиту 
 
4.6 Підключення онтології 
 
Для подальшого аналіз навчального плану описується система аналізу, яка 
включає в себе подальші кроки. 
4.6.1 Розробка алгоритму 
Перед початком роботи з програмою необхідно розробити алгоритм 
послідовних дій. Де онтологія вже створена в  Protégé і використовується як база 
знань, а також зазначається дія користувача з вибору параметра запиту, який буде 
оброблятись і використовуватись в програмі. 





Рисунок 4.22 – Алгоритм роботи системи 
4.6.2 Робота з онтологією в програмі 
В Visual Studio потрібно створити новий проект типу Windows Forms на мові 
програмування C#. Після цього необхідно підключити бібліотеку для роботи з 
онтологіями. Для цього натискаємо на назву предмета лівою кнопкою миші, та 
обираємо вкладку “управління пакетами NuGet”.  Потім обираємо необхідну 
бібліотеку(рисунок 4.23) та натискаємо на клавішу “Встановити”. 
 
 





Після підключення бібліотеки, необхідно файл з онтологією розширення .rdf 
помістити до папки “Debug” даного проекту.  
Cтруктура запиту, мовою С#, що пишеться в програмі, зображена на рисунку 




Рисунок 4.24– структура запиту 
 
4.7 Онтологічна пошукова систем для аналізу  
 
Пошукова система створюється за рахунок SPARQL запитів. До того ж кожен 
запит шукає певну інформацію, за яку він відповідає, ту що обирається користувачем. 
Пошукова система включає в себе ряд запитів, які виконують пошук по онтології, а 
саме пошук дисциплін, які: 
- читаються на певній кафедрі; 
- викладаються на певному курсі, семестрі; 
-  є екзаменом, заліком чи курсовою роботою; 
- входять до спеціальності; 
- загальна кількість годин, кількість кредитів, лекцій, практик, 
лабораторних, годин роботи студента, яких дорівнює, більше або менше заданого 
значення. 
Аналіз дана система виконує за рахунок обрахункових запитів. Для цього 
вказуються параметри запиту, та відбувається автоматичний розрахунок кількості 
дисциплін, що задовольняють умову. 
Був обраний такий підхід до аналізу в зв’язку з тим що, аналіз відбувається за 




порівняння отриманого значення. Так, кількість іспитів за семестр дорівнює трьом, 
заліків максимум 6, курсова робота може бути тільки одна і не може проводитись на 
1 та 8 семестрі, кількість кредитів дорівнює тридцяти.  
 
4.8 Висновки до розділу 
 
Отже онтологія дозволяє визначати структурні компоненти навчального плану 
та дозволяє створювати гнучкі пошукові запити для аналізу коректності  навчальних 
планів, як в числовому так і в структурно-логічному аспекті. 
Саме тому була створена онтологія, а в даному розділі зазначається покрокова 
інструкція по створенню, що означає розробку структури системи. Також 





5. РОБОТА КОРИСТУВАЧА З ПРОГРАМНОЮ 
СИСТЕМОЮ 
 
5.1 Системні вимоги та інсталяція 
 
Оскільки програми створюються в Visual Studio використовують багато вже 
реалізованого коду. Весь цей код вбудований .Net Framefork. Відповідно якщо на 
іншому ПК є така ж (або старше) версія Framefork, то буде працювати додаток типу 
.exe, але для цього необхідна вся папка проекту, в зв’язку з підключенням нової 
бібліотеки. 
 
5.2 Сценарій роботи користувача з системою 
 
Додаток надає інформацію про інструментальний засіб генерацій SPARQL-
запитів до онтологій. Після запуску програми, перед користувачем відкривається 
головне вікно, в якому можна працювати.( рисунок  5.1) 
 
 





На екрані виділяються дві зони. Зліва знаходиться робочий простір, на якому 
відображаються сутності, для яких створюється запит. При натисканні на будь-яку з 
властивостей, відкривається список з використаних в програмі значень(рисунок  5.1). 
 
Рисунок  5.2 — Доступні варіанти для створення запиту 
 
Для властивостей, у яких багато можливих значень, таких як кількість годин, 
лекцій, практик і т.д. існує можливість ручного введення значень(рисунок 5.3) та 
варіант виведення дисциплін, у яких дана властивість більша, менша або дорівнює 
заданому значенню, відповідні кнопки видно на рисунку 5.3. 
 
 
Рисунок  5.3 —Властивості з ручним введенням 
 
Після того як користувач обрав будь-яку властивість та натиснув на відповідну 






Рисунок  5.4 —Результат роботи програми 
Треба бути уважним при роботі з програмою, адже одна й та сама властивість 
може використовувтись одразу в декількох запитах. Так, наприклад, обравши 
семестр, можна переглянути предмети даного семестру, натиснувши на кнопку 
“Semester”. А якщо обрати ще і тип, та натиснути “Count”, то результатом запиту буде 
клькість дисциплін цього типу, в заданому семестрі (рисунок 5.5). 
 
 
Рисунок 5.5 – Результат запиту, для обрахунку 
 
5.3 Висновки до розділу 
 
Отже, в розділі описані системні вимоги та порядок розгортання, конфігурації 
розробленої програмної системи. Розглянуто сценарій роботи з додатком, описані 
основні елементи керування та зазначена інструкція з використання. Інтерфейс 







Проведено пошук існуючих аналізів навчального плану, після чого виявлено що 
на даний момент існує лише автоматизоване введення навчальних планів, а 
автоматизованого аналізу немає, є лише ручний пошук та порівння. 
Для вибору програми по створенню онтології було проаналізовано існуючі 
програми, та обрано програму Protege, як найсприятливіше середовище. 
В результаті виконання цієї роботи було розроблено модель онтологічної 
системи для навчальних планів, її взаємозв’язки та типи даних для об’єктів онтології. 
Також було створено два типи запитів до онтології мовою SPARQL, які можуть 
здійснювати пошук інформації та виконувати обрахунок об’єктів самої онтології. 
Отримана в результаті програма використовує крос-платформові компоненти, 
що забезпечило високу доступність програмного засобу та можливість запровадити 
єдиний інтерфейс для взаємодії з продуктом, незалежно від операційної системи, 
встановленої на користувацькому пристрої та його програмного оточення. 
Розроблена програма дозволяє користувачу здійснити пошук по навчальному 
плану, з використанням параметру заданого ним же, після чого отримати результат в 
формі списку дисциплін або ж підрахунку кількості необхідних об’єктів. 
Планується подальший розвиток та вдосконалення розробленого програмного 
продукту. В першу чергу це виведення результатів у вигляді графа аналогічно до 
OntoGruff та підтримку багатьох джерел даних, перетворення вже створеного запиту 
в графічне зображення, як в Protégé. Також після створення програмного додатку 
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namespace diplom /*оголошення нового пространства імен*/ 
{ 
    public partial class Form1 : Form 
    { 
        public Form1() 
        { 
            InitializeComponent(); 
        } 
        private void button1_Click(object sender, EventArgs e) 
        { 
            /*завантаження онтології*/ 
            IGraph g = new Graph(); 
            g.LoadFromFile("diplom.owl"); 
            int cors = Convert.ToInt32(Course.SelectedItem);/*конвертування значення 
comboBox */ 
            object results = g.ExecuteQuery("PREFIX dbo: 
<http://www.semanticweb.org/sasha/ontologies/2019/0/untitled-ontology-28#>" + 
                " SELECT ?obj WHERE{" + 
                " ?obj dbo:Course ?Course FILTER(?Course = " + cors + 
                ")}" 
               ); /*генерація SPARQL запиту*/ 
            if (results is SparqlResultSet) 
            { 
                richTextBox1.Clear();/*очистка від попередніх значень*/ 
                SparqlResultSet rset = (SparqlResultSet)results; 
                foreach (SparqlResult r in rset) 
                {/*заміна кодування та обрізаня посилання*/ 
                    richTextBox1.Text += HttpUtility.UrlDecode(r.ToString()).Split('#')[1]; 
                    richTextBox1.Text += "\r\n";/*перехід на новий рядок*/ 
                    /*виведення результату*/ 
                } 
            } } 
 
        private void button2_Click(object sender, EventArgs e) 
        { 
            IGraph g = new Graph(); 




            Object results = g.ExecuteQuery("PREFIX dbo: 
<http://www.semanticweb.org/sasha/ontologies/2019/0/untitled-ontology-28#>" + 
                " SELECT ?obj WHERE{ ?obj dbo:is ?is FILTER(?is ='"+comboBox1.Text + 
"')}");/*генерація SPARQL запиту*/ 
            if (results is SparqlResultSet) 
            { 
                richTextBox1.Clear(); 
                SparqlResultSet rset = (SparqlResultSet)results; 
                foreach (SparqlResult r in rset) 
                { 
                    richTextBox1.Text += HttpUtility.UrlDecode(r.ToString()).Split('#')[1]; 
                    richTextBox1.Text += "\r\n";/*виведення результату*/ 
                } 
            }} 
        private void button5_Click(object sender, EventArgs e) 
        { 
            IGraph g = new Graph(); 
            g.LoadFromFile("diplom.owl");/*завантаження онтології*/ 
            int sem = Convert.ToInt32(Semestr.SelectedItem); 
            Object results = g.ExecuteQuery("PREFIX dbo: 
<http://www.semanticweb.org/sasha/ontologies/2019/0/untitled-ontology-28#>" + 
                " SELECT ?obj WHERE{ ?obj dbo:semester ?semester FILTER(?semester = " 
+ sem + ")}");/*генерація SPARQL запиту*/ 
            if (results is SparqlResultSet) 
            { 
                richTextBox1.Clear(); 
                SparqlResultSet rset = (SparqlResultSet)results; 
                foreach (SparqlResult r in rset) 
                { 
                    richTextBox1.Text += HttpUtility.UrlDecode(r.ToString()).Split('#')[1]; 
                    richTextBox1.Text += "\r\n";/*виведення результату*/ 
                } 
            }} 
        private void button8_Click(object sender, EventArgs e) 
        { 
            IGraph g = new Graph(); 
            g.LoadFromFile("diplom.owl");/*завантаження онтології*/ 
            Object results = g.ExecuteQuery("PREFIX dbo: 
<http://www.semanticweb.org/sasha/ontologies/2019/0/untitled-ontology-28#>" + 
                " SELECT ?obj WHERE{ ?obj dbo:is_taught 
dbo:"+comboBox2.Text+"}");/*генерація SPARQL запиту*/ 
 
            if (results is SparqlResultSet) 
            { 




                SparqlResultSet rset = (SparqlResultSet)results; 
                foreach (SparqlResult r in rset) 
                { 
                    richTextBox1.Text += HttpUtility.UrlDecode(r.ToString()).Split('#')[1]; 
                    richTextBox1.Text += "\r\n";/*виведення результату*/ 
                } 
            }} 
        private void button6_Click(object sender, EventArgs e) 
        { 
            IGraph g = new Graph(); 
            g.LoadFromFile("diplom.owl");/*завантаження онтології*/ 
            /*конвертування значення comboBox */ 
            double cred = Convert.ToDouble(Math.Round(numericUpDown5.Value, 0)); 
            int hour = Convert.ToInt32(Math.Round(numericUpDown1.Value, 0)); 
            int lect = Convert.ToInt32(Math.Round(numericUpDown2.Value, 0)); 
            int pract = Convert.ToInt32(Math.Round(numericUpDown3.Value, 0)); 
            int student = Convert.ToInt32(Math.Round(numericUpDown6.Value, 0)); 
            int lab = Convert.ToInt32(Math.Round(numericUpDown4.Value, 0)); 
            if (cred != 0) 
            { 
                Object results = g.ExecuteQuery("PREFIX dbo: 
<http://www.semanticweb.org/sasha/ontologies/2019/0/untitled-ontology-28#>" + 
                        " SELECT ?obj WHERE{ ?obj dbo:credits ?credits FILTER(?credits < " + 
cred + ")}");/*генерація SPARQL запиту*/ 
                if (results is SparqlResultSet) 
                { 
                    richTextBox1.Clear(); 
                    SparqlResultSet rset = (SparqlResultSet)results; 
                    foreach (SparqlResult r in rset) 
                    { 
                        richTextBox1.Text += HttpUtility.UrlDecode(r.ToString()).Split('#')[1]; 
                        richTextBox1.Text += "\r\n";/*виведення результату*/ 
                    } 
                } 
            } 
            else 
            { 
                if (hour != 0) 
                { 
                    Object results = g.ExecuteQuery("PREFIX dbo: 
<http://www.semanticweb.org/sasha/ontologies/2019/0/untitled-ontology-28#>" + 
                            " SELECT ?obj WHERE{ ?obj dbo:hours ?hours FILTER(?hours < " + 
hour + ")}");/*генерація SPARQL запиту*/ 
                    if (results is SparqlResultSet) 




                        richTextBox1.Clear(); 
                        SparqlResultSet rset = (SparqlResultSet)results; 
                        foreach (SparqlResult r in rset) 
                        { 
                            richTextBox1.Text += HttpUtility.UrlDecode(r.ToString()).Split('#')[1]; 
                            richTextBox1.Text += "\r\n";/*виведення результату*/ 
                        } 
                    } 
                } 
            } 
 
            if (lect != 0) 
            {/*генерація SPARQL запиту*/ 
                Object results = g.ExecuteQuery("PREFIX dbo: 
<http://www.semanticweb.org/sasha/ontologies/2019/0/untitled-ontology-28#>" + 
                        " SELECT ?obj WHERE{ ?obj dbo:hours_lectures ?hours_lectures 
FILTER(?hours_lectures < " + lect + ")}"); 
                if (results is SparqlResultSet) 
                { 
                    richTextBox1.Clear(); 
                    SparqlResultSet rset = (SparqlResultSet)results; 
                    foreach (SparqlResult r in rset) 
                    { 
                        richTextBox1.Text += HttpUtility.UrlDecode(r.ToString()).Split('#')[1]; 
                        richTextBox1.Text += "\r\n";/*виведення результату*/ 
                    } 
                } 
            } 
            if (pract != 0) 
            {/*генерація SPARQL запиту*/ 
                Object results = g.ExecuteQuery("PREFIX dbo: 
<http://www.semanticweb.org/sasha/ontologies/2019/0/untitled-ontology-28#>" + 
                        " SELECT ?obj WHERE{ ?obj dbo:hours_practical ?hours_practical 
FILTER(?hours_practical < " + pract + ")}"); 
                if (results is SparqlResultSet) 
                { 
                    richTextBox1.Clear(); 
                    SparqlResultSet rset = (SparqlResultSet)results; 
                    foreach (SparqlResult r in rset) 
                    { 
                        richTextBox1.Text += HttpUtility.UrlDecode(r.ToString()).Split('#')[1]; 
                        richTextBox1.Text += "\r\n";/*виведення результату*/ 
                    } 
                } 




            if (student != 0) 
            {/*генерація SPARQL запиту*/ 
                Object results = g.ExecuteQuery("PREFIX dbo: 
<http://www.semanticweb.org/sasha/ontologies/2019/0/untitled-ontology-28#>" + 
                        " SELECT ?obj WHERE{ ?obj dbo:independent_work_of_students 
?independent_work_of_students FILTER(?independent_work_of_students < " + student + 
")}"); 
                if (results is SparqlResultSet) 
                { 
                    richTextBox1.Clear(); 
                    SparqlResultSet rset = (SparqlResultSet)results; 
                    foreach (SparqlResult r in rset) 
                    { 
                        richTextBox1.Text += HttpUtility.UrlDecode(r.ToString()).Split('#')[1]; 
                        richTextBox1.Text += "\r\n";/*виведення результату*/ 
                    } 
                } 
            } 
            if (lab != 0) 
            {/*генерація SPARQL запиту*/ 
                Object results = g.ExecuteQuery("PREFIX dbo: 
<http://www.semanticweb.org/sasha/ontologies/2019/0/untitled-ontology-28#>" + 
                        " SELECT ?obj WHERE{ ?obj dbo:hours_laboratory ?hours_laboratory 
FILTER(?hours_laboratory < " + lab + ")}"); 
                if (results is SparqlResultSet) 
                { 
                    richTextBox1.Clear(); 
                    SparqlResultSet rset = (SparqlResultSet)results; 
                    foreach (SparqlResult r in rset) 
                    { 
                        richTextBox1.Text += HttpUtility.UrlDecode(r.ToString()).Split('#')[1]; 
                        richTextBox1.Text += "\r\n";/*виведення результату*/ 
                    } 
                } 
            } 
        } 
        private void button3_Click_1(object sender, EventArgs e) 
        { 
            IGraph g = new Graph(); 
            g.LoadFromFile("diplom.owl");/*завантаження онтології*/ 
            int sem = Convert.ToInt32(Semestr.SelectedItem);/*конвертування значення 
comboBox */ 
            Object results = g.ExecuteQuery("PREFIX dbo: 
<http://www.semanticweb.org/sasha/ontologies/2019/0/untitled-ontology-28#>" + 




                "WHERE{ ?obj dbo:is ?is FILTER(?is ='" + comboBox1.Text + "')." + 
                "?obj  dbo:semester ?semester FILTER(?semester = "+ sem+")}");/*генерація 
SPARQL запиту*/ 
            if (results is SparqlResultSet) 
            { 
                richTextBox1.Clear(); 
                SparqlResultSet rset = (SparqlResultSet)results; 
                foreach (SparqlResult r in rset) 
                {/*виведення результату*/ 
                    richTextBox1.Text += comboBox1.Text; 
                    richTextBox1.Text += "="; 
                    richTextBox1.Text += 
HttpUtility.UrlDecode(r.ToString()).Split('=')[1].Split('^')[0]; 
                    richTextBox1.Text += "\r\n"; 
                    richTextBox1.Text += "Має бути максимум 3 екзамени, 6 заліків та 1 
курсова робота(крім першого та останнього семестру) "; 
                } 
            } 
        } 
 
        private void button9_Click(object sender, EventArgs e) 
        { 
 
            IGraph g = new Graph(); 
            g.LoadFromFile("diplom.owl");/*завантаження онтології*/ 
            Object results = g.ExecuteQuery("PREFIX dbo: 
<http://www.semanticweb.org/sasha/ontologies/2019/0/untitled-ontology-28#>" + 
                " SELECT ?obj WHERE{ ?obj dbo:belong dbo:" + comboBox3.Text + 
"}");/*генерація SPARQL запиту*/ 
 
            if (results is SparqlResultSet) 
            { 
                richTextBox1.Clear(); 
                SparqlResultSet rset = (SparqlResultSet)results; 
                foreach (SparqlResult r in rset) 
                { 
                    richTextBox1.Text += HttpUtility.UrlDecode(r.ToString()).Split('#')[1]; 
                    richTextBox1.Text += "\r\n";/*виведення результату*/ 
                } 
            } 
        }     
    private void button10_Click(object sender, EventArgs e) 
        { 
            IGraph g = new Graph(); 




            int sem = Convert.ToInt32(Semestr.SelectedItem);/*конвертування значення 
comboBox */ 
            Object results = g.ExecuteQuery("PREFIX dbo: 
<http://www.semanticweb.org/sasha/ontologies/2019/0/untitled-ontology-28#>" + 
                " SELECT ?obj WHERE{ ?obj dbo:is ?is FILTER(?is ='" + comboBox1.Text + 
"')" + 
                "?obj dbo:semester ?semester FILTER(?semester = " + sem + ")}");/*генерація 
SPARQL запиту*/ 
            if (results is SparqlResultSet) 
            { 
                richTextBox1.Clear(); 
                SparqlResultSet rset = (SparqlResultSet)results; 
                foreach (SparqlResult r in rset) 
                { 
                    richTextBox1.Text += HttpUtility.UrlDecode(r.ToString()).Split('#')[1]; 
                    richTextBox1.Text += "\r\n";/*виведення результату*/ 
                } 
            } 
        } 
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Додаток візуалізує SPARQL запити до онтології навчальних планів. 
Розроблене програмне забезпечення дозволяє отримувати здійснювати пошук 
по дисциплінам, а також аналіз онтологій за рахунок виконання попередньо 
написаних пошукових та обрахункових запитів. 
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Відповідно до назви дипломної роботи, програма має назву «Онтологічна 
пошукова система з аналізу навчальних планів». 
Розроблена програма дозволяє керувати та аналізувати навчальний план, 
виконувати пошук даних, створювати певні звіти на основі цих даних; робоча 
(релізна) версія оптимізована для швидшої роботи, мінімізована.  






Розроблений програмний засіб покликаний вирішити задачу генерації запитів, 
щоб спростити роботу з об’ємними даними. Це було реалізовано за допомогою 
кількох функцій системи, а саме: 
 визначення користувачем типу запиту та його параметру; 
 створені запити виконуються безпосередньо в програмі і оброблюють 
OWL файл; 
 наявна підтримка стандарту SPARQL 1.1, наприклад, групування даних 
та агрегація. Таким чином, можна знайти максимальне, мінімальне, середнє значення 






Вхідними даними є: 
 конфігурація точки доступу SPARQL; 
 бібліотека DotNetRDF, для роботи з онтологіями; 
 схема поточної онтології; 







Вихідними даними є: 
 текст запиту мовою SPARQL; 
 результати виконання пошукового запиту; 
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