The market is currently sated with mobile medical devices and new technology is continuously emerging. Thus, it is costly, and in some cases impractical, to replace these devices for new ones with greater security. In this paper, we present the implementation of a prototype for Personal Security Device-a self-contained, specialized wearable device that augments security to existing mobile medical devices. The main research challenge for, and hence the state of the art of, the proposed hardware design is that the device, to work with legacy devices, must require no changes to either the medical device or its monitoring software. This requirement is essential since we aim to protect already existing devices, as making modifications to the device or its proprietary software often impossible or impractical (e.g., closed source executables and implantable medical devices). Through performance evaluation of this prototype, we confirmed the feasibility of having a special-purpose hardware with limited computational and memory resources to perform necessary security operations.
INTRODUCTION
Mobile medical devices are vast in application and popularity, and are becoming increasingly worn by technology users [15, 17] . For instance, studies show over 500 million people have already been using mobile health applications [1] . There were approximately 245,000 insulin pump users in 2005, and the market for insulin pumps grew at a rate of 9% from 2009 to 2016 [2] . Hanna et al. reports that in the U.S. alone, there are 25 million people with wireless implantable medical devices (IMD), and about 300,000 of these IMDs are implanted every year [5] . While the need for secure mobile medical systems is widely recognized [4, 3, 6, 7] , many manufacturers have not addressed the security risks of such devices, and thus have provided little security for either the devices themselves, or for the data they create and transmit. As such devices are adopted for a greater range of uses and users, a larger pool of information will be threatened. It is vital that security measures are developed and implemented to prevent more damaging leaks. As a whole, the field of security is vital to protect users who would otherwise find themselves vulnerable to a plethora of attacks. In a technologically dependent world, security must be placed at the backbone of innovation. Communications security is one critical aspect of protecting mobile medical devices. These devices typically communicate to an intermediate computer that forwards its signals to a healthcare facility. Since such devices are typically used with little or no configuration by a user or healthcare provider, there is ample opportunity for attackers to mislead the device into communicating with a hacker's machine instead of its intended intermediary. The communication between the device and its intermediary (real or malicious) typically is wireless, making it more susceptible to eavesdropping and injections. A range of existing wearable medical devices are susceptible to man-in-the-middle attacks. In particular, many legacy devices that are already in use by millions of users were introduced with weak, or no authentication mechanisms, as default factory settings. We specifically address legacy mobile medical devices. These are existing already-in-market devices that have no, or very weak security mechanisms in place, compromising the privacy of millions of users who are already using them. Such devices are also expensive or impractical to replace with new versions that have necessary and strong security features. For instance, replacing a pacemaker would require surgery. While integrating better security into every wearable device would clearly be the best approach, we can still improve the security of such devices and the overall systems they fit into without rebuilding or altering them.
In response, in our prior work [14] , we introduced the concept of Personal Security Device (PSD) to improve security for mobile medical system. In [18] , we implemented the proposed PSD concept as a smartphone app to protect mobile medical device users. For many average users a smartphone app is significantly more attractive than wearing a specialized wearable device that is primarily used for security purposes. However, there are trade-offs in choosing this option. Here, we address numerous fundamental limitations and challenges associated with implementing a personal security device on the Android platform:  PSD as an Android app suffers from having to compete for resources with other applications running on the device. For our purposes, this could mean having to delay the transmission of medical data. Similarly, a smartphone app could have delayed data caused by the Bluetooth or WiFi stack having non-security packets being processed instead of the security controlling packet.  A typical smartphone is limited to the radio technologies of GPS, Bluetooth, and
WiFi. However, some wearable devices use other radio technologies. For instance, medical devices use other radio technologies, such as Medical Implant Communication Service (MICS). The security features available through a smartphone app are, thus, not extendable to medical devices that use these technologies.  Since there is only a single WiFi adapter, and a single Bluetooth adapter on most commercial smartphones, we would be limited in the number of mobile medical devices and their possible corresponding access points (AP).  As with any new code, there is a potential for security exploits. It is possible, for example, that by using the PSD smartphone application, the patient would be worse off due to someone hacking the Android device (e.g., through the web). In this scenario the patient could also be lulled into a false sense of security that may not have existed without a "security app."
To eliminate these critical limitations of having the PSD as a smartphone app, we designed, built and evaluated a self-contained, specialized wearable device designed to only provide security to all mobile medical devices a user is carrying. In this paper, we present our prototype for such wearable device. Furthermore, we show that this embedded device, despite its limited computational and memory resources, is still able to perform necessary security operations such as encryption. Our prototype was built on Arduino [7] . Arduino is an opensource platform that consists of both a physical programmable circuit board (microcontroller) and a piece of software that runs on a computer. The software is used to write and upload computer code to the physical board.
The paper is organized as follows: Section 2 presents Related Work which is followed by Preliminaries in Section 3. Threat Model, Overall Design, Evaluation, and Future Work are presented in Sections 4, 5, 6, and 7, respectively. Section 8 concludes the paper.
RELATED WORK
More recently, the security of mobile medical devices has received ample attention for the acknowledged problem that it presents [3] , [4] , [6] , [7] . There has been some work on demonstrating attacks against various mobile medical devices [24] , [25] . Other research work has presented defensive approaches against these types of attacks [23] , [24] , [25] , [27] , [29] . Among those proposed defensive approaches, Amulet [28] , Shield [23] , and IMDGuard [29] , all require a special-purpose third-party device to facilitate security. Also, Denning et al. [22] introduced a communication cloakers, a class of devices that would share secret keys with an implantable medical device (IMD). Communication cloakers act as a third-party mediator in the IMD's communications with external programmers. This device preserves IMD battery power by bearing the burden of the verification of incoming requests, and can be recharged easily. IMDGuard proposes changes in the design of future IMDs for a more secure system, not enabling compatibility with legacy devices,. Amulet, by design, does not work with existing devices since it requires changes to the existing mHealth system since it asks the medical sensor to verify that it is indeed the right Amulet before connecting. Shield is the only solution that is designed to work with existing and even already implanted IMDs by requiring no changes to the device. Shield receives and jams an IMD's messages at the same time to prevent other listeners from decoding those messages. This approach protects the IMD so that only the authorized intermediary is able to decode them. Moreover, Shield protects the patient by jamming unauthorized commands. However, the idea behind Shield may not be practical for many mobile medical devices that operate on widely-used radio technologies such as Bluetooth or 802.11, because of the potential legal ramifications of jamming those signals and the nature of the radio technologies themselves. The most relevant project is an external monitor called MedMon [30] . MedMon is an external monitor which snoops on all radio frequency wireless communications to and from implantable or wearable medical devices (IWMD). Through anomaly detection means, MedMon identifies potentially malicious exchanges. When a potentially malicious transaction is detected, it is capable of reacting passively or actively. While MedMon protects the body-area network against integrity attacks by acting like a firewall, and against battery-draining attacks, it does not protect patient confidentiality and privacy.
PRELIMINARIES

Arduino Memory
In this section, we briefly describe the three different types of memories in a typical Arduino device and their purpose.
Flash Memory
In Arduino, flash memory is primarily used to store program image and any initialized data including the executables for the device. While it is permitted to execute code from flash, modifying data by an executing code is not possible. To modify the data, it must first be copied into SRAM.
SRAM
Static Random Access Memory (SRAM), can be read and written from the executing program. SRAM memory is used for several purposes by a running program, namely, static data, heap and stack. 
EEPROM
EEPROM is a form of non-volatile memory that can be read or written from the executing program. EEPROM is used to store long-term information developed during the device's use. EEPROM I/O cost is considerably larger than SRAM. It has a finite lifetime of approximately 100,000 write cycles, while read cycles do not compromise the device life expectancy.
THREAT MODEL
In this Section, we present diverse threat models regarding mobile medical systems. This varies from ensuring the availability of medical and health devices, the integrity of data communication, and privacy issues posed through wearable device sensors' information leaks.
The mobile medical device threat model encompasses several aspects. These devices can be exploited as tracking devices, compromising the user's privacy. Some wearable medical devices contain personal information about the user that, if exploited, can be exposed to unauthorized parties. In addition to capturing sensitive information entered onto health and medical systems, attacks using such systems can eavesdrop on users and their environment. The availability of the devices can be attacked by exhausting their often limited resources. For instance, an attacker may drain the battery by forcing the device to perform power-expensive and/or wasteful operations. This can be done by keeping the battery usage/power consumption of the device on the elevated state either by turning on power-expensive features and keeping them on, or by sending bogus messages that require the device to process them and create a response in an expensive set of operations. Memory, another scarce resource, can extend the attack surface. For instance, attacking the availability of critical medical devices such as pacemakers can lead to fatal consequences.
As illustrated in Figure 1 , the mobile medical system threat model varies between devices. In the case of wearable medical devices, the consequences of attacks can be extreme, potentially allowing attackers to cause the devices to operate in a life-threatening manner. For example, consider a heart rate monitor carried by a patient that communicates via Bluetooth to the patient's home computer, which in turn, forwards heart rate data to the patient's doctor in real time. If an attacker can alter the data to fake a heart attack, the doctor may institute unnecessary emergency measures. To consider an even worse scenario, if the attacker were to conceal the actual signs of an impending heart attack, the doctor would be unaware of the need for immediate action. 
OVERALL DESIGN
Personal Security Device
We built a self-contained, specialized wearable device designed to only provide security to all mobile medical devices a user is carrying. High profile users, or those with particular security and privacy concerns are prime candidates for such a device. For instance, hacker might be interested in retrieving a presidential candidate's health information from a seemingly benign heart monitoring wearable device. While we built the PSD on an Arduino, we envision the PSD to be small, portable, inexpensive, and easy to use (Figure 2 ). It can be small enough to clip on a belt or fit in a pocket. With this approach, the medical device would still be simple by design whereas PSD is complex by design. Figure 2 . Illustration of the mobile medical device system when using the PSD.
The personal security device has two important roles:
1. The PSD is aware of the suite of wireless medical devices the owner uses, and it will have built-in knowledge of their security properties and vulnerabilities. The PSD will take steps to augment the security of the owner's devices, such as adding encryption to data streams, if the existing authentication is weak or absent. In addition, since the PSD is a device designed for security, it can provide various security features such as key or secure traffic management between wearable devices and systems they communicate with (such as an access point, smartphone, or other mobile medical devices).
2. The PSD will monitor the environment in which the owner operates, looking for known attacks and suspicious events. For instance, the PSD could watch for attempts by devices to reconfigure mobile medical devices suspiciously and raise alerts. Further, the PSD is itself a mobile device that relies on battery power, and must operate for extended periods without recharging; this puts limits on the processing, memory, and networking. Sophisticated analysis algorithms will not be feasible for the PSD. For these reasons, the device should perform anomaly detection whether on a more powerful and resourceful device, or on another device that it is connected to (e.g., cloud).
Furthermore, the PSD to work with existing mobile medical devices should have the following characteristics:
 No Changes to the Wearable Device: To secure existing wearable devices, the defense mechanism should not require any changes to the device.  No Changes to the Monitoring Software: The defense mechanism should not require changes to the implementation of the proprietary monitoring software running on the access point (AP, a computer or a smartphone). This, coupled with the previous requirement for "no changes to the wearable device," would improve the security of the existing systems. Note that minor changes to the operating system running on the AP are still acceptable.  Security vs. Availability: A robust defense mechanism should not decrease the functionality of the system. Also, it should not provide new avenues for an unauthorized person to drain a device's battery. Furthermore, the mechanism itself should not introduce significant power or memory requirements that threaten the availability of the device itself.
PSD Prototype Specifications
Our prototype consists of an Arduino Mega 2560 with 16 analog input pins, 54 digital I/O pins, and a USB connection to power and upload sketches. In regard to memory, this Arduino has 256KB flash memory, 8KB SRAM, and 4KB EEPROM, which is an important design limitation we considered as we developed this device. The PSD includes a JY-MCU Bluetooth serial port module.
A shield is attached on top of the microcontroller to include additional memory, along with several other modules. The pertinent mounted modules for this prototype device are:
 an Adafruit Ultimate GPS Breakout -Version 3 with an internal patch antenna.  a Liquid Crystal Display shield that is initialized in sketches with the pin ordering LiquidCrystal lcd (8, 9, 4, 5, 6, 7) .  a Roving Networks RN-XV 171 WiFly module equipped with an 802.11 b/g radio.
We incorporated a standard AES library [20] in our implementation for our symmetric key encryption. We used 128, 192, and 256 bit key sizes.
EVALUATION
Performance Analysis
In this Section, we present memory requirements to perform necessary security operations by PSD in the Arduino specification presented in Section 5.2. Additionally, we measure the processing time it takes to complete those operations.
Memory Management
AES encryption requires 10 rounds of processing for 128-bit keys, 12 rounds for 192-bit keys, and 14 rounds for 256-bit keys. Each round of processing includes one single-byte based substitution step, a row-wise permutation step, a column-wise mixing step, and the addition of the round key. In our implementation, the AES encryption key is stored in EEPROM. SRAM will hold all temporary and intermediate results for the AES process. Furthermore, the encrypted blocks are stored in flash.
While performing the cryptographic operations, we measured the running time and the required memory to complete each operation: setting up the encryption key, encryption, and decryption. To measure the available memory in SRAM, we used the functions available in MemoryFree library [21] available for Arduino. Since only the encryption key is stored in EEPROM, 128-, 192-, and 256-bit keys require 16, 24, and 32 bytes in EEPROM respectively. Figure 3 and Table 1 summarize these measurements. Our findings confirm that it is feasible to perform adequate cryptographic operations, without exhausting the processing and memory resources of out PSD prototype. Table 1 . Processing time to perform AES operations on our proposed prototype when AES encryption keys are 128 bit, 192 bit, and 256 bit. 
FUTURE WORK
Authentication and Key Generation
Data captured by wearable systems can enable new approaches to authentication. Smartphone sensor data has been used for authentication via differences in tap timing [8] and bioimpedance [9] . Examples of mobile biometric authentication include the use of gait [10] [11], walking patterns [12] , and gaze [13] . Leveraging this data coupled with hardware-based approaches to implementing security protocols may be considered. One direction involves authentication using air handwriting analysis and lip movement. The PSD can be used to facilitate and manage hybrid authentication systems. In addition, the PSD can use this pool of information as seeds for key-generation for cryptographic protocols, when they appear to be random. 
Fail-Open vs. Fail-Safe
Usability
Thorough and extensive usability studies need to be conducted, such as: the length of time needed for wearable device users of different ages to properly use this specialized device. This study must include people to be chosen with different technical background, as this application should be easy for someone with little technical background to operate. Perhaps more importantly, this study should target the elderly, as they are likely candidates for this device. Further, usability studies must include those with limited mobility or arthritis, as these conditions would likely be prevalent in those needing assistive medical devices. Additionally, the tradeoff between security and usability and the usage of software versus special purpose hardware to secure wearable devices, will also be considered.
CONCLUSIONS
Mobile medical devices still pose a great risk to their users due to their use of an overly trusting procedure to communicate with their desired access point. This risk can be moderate, as is the case of an attacker stealing data from a pulse oximeter, to severe, as is the case of an adversary sending unauthorized malicious commands to a pacemaker. These attacks can be mitigated through a self-contained, specialized wearable device-Personal Security Device. We built a prototype to investigate the feasibility of such device. Through performance analysis, we confirmed that all necessary security operations can be performed in such prototype with limited computational and memory resources.
