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RESUMEN 
 
 
El trabajo consistirá en  implementar, en lenguaje C++, un módulo que permita deformar de 
manera controlada y local las imágenes de un mosaico. 
 
El último paso de un proyecto fotogramétrico, basado en la rectificación de imágenes 
individuales, consiste en formar un mosaico para dejarlas unidas en un único documento. 
Debido a los errores accidentales que se producen en el proceso de medida de las 
fotocoordenadas el encaje entre esas imágenes no es perfecto. Los pequeños errores, que 
son tolerables desde el punto de vista topográfico, dan sin embargo un aspecto visual pobre. 
Así por ejemplo, las líneas rectas (cornisas, los perfiles de los edificios, etc.) se ven 
quebradas en las zonas de unión. Este trabajo consistirá en producir pequeñas 
deformaciones locales mediante las funciones spline para suavizar esos quiebros; sin que 
esas deformaciones superen el error de tolerancia que imponen las medidas topográficas. 
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1. INTRODUCCIÓN  
 
Este trabajo final de carrera consiste en  implementar, en lenguaje C++, un módulo que 
permita deformar localmente las imágenes de un mosaico para que encajen mejor desde el 
punto de vista estético. En fotogrametría, en general, se suelen aplicar deformaciones 
globales que afectan a toda la imagen transformada. Así, por ejemplo, sucede cuando a una 
imagen se le aplica un giro en el espacio, una transformación proyectiva o una 
normalización. Todos los casos implican una transformación que afecta a toda la imagen. 
 
En nuestro trabajo se pretende explorar la funciones spline para producir pequeñas 
deformaciones locales con la intención de suavizar la fusión o la unión de imágenes de un 
mosaico.  
 
El contenido del trabajo se compone de dos grandes partes. Por un lado la explicación 
teórica del proceso y por el otro el código en C++ con el que se lleva a cabo junto a unos 
ejemplos prácticos mostrados al final del trabajo. 
2. IMAGEN DIGITAL 
 
La fotogrametría digital utiliza imágenes digitales en vez de fotografías en soporte físico, 
siendo este el factor principal que la diferencia con la fotogrametría convencional. Con el 
código 1 se demuestra como abrir una imagen para poder trabajar con ella. 
 
Una imagen puede describirse como una función continua (, ), donde las coordenadas  
e  son variables espaciales y la función valor (amplitud) es la densidad. En realidad la 
función continua está discretizada, tanto en las variables espaciales como en la amplitud. La 
función discreta resultante (, ),  se denomina imagen digital. El muestreo es el proceso 
de discretizar las variables espaciales Δx, Δy. La discretización de la amplitud g como 
cuantificación. El elemento discreto Δx, Δy es el pixel e Δg es un nivel de gris, denominado 
como brillo. Una imagen digital puede expresarse como la ecuación 2. 
 
 (∆ · 
, ∆ · ,  = 0,… , − 1; 
 = 0,… , − 1)
       
(. 2) 
 
 
Siendo , 
	la dirección del píxel,  el número de filas y  el de columnas, [figura 2]. La 
función imagen se escribe normalmente como (, ). Hay que tener en cuenta que las 
variables espaciales son valores discretos, usualmente valores enteros. [Schenk, 2002] 
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 2.1 EL TAMAÑO DE UN PÍXEL 
 
Como se ha comentado en el apartado anterior, una imagen digital es una matriz 
bidimensional de niveles de grises (0 para negro y 255 para el blanco), con elementos de 
información mínima, que varían en función de su posición (filas, columna). Cada elemento 
de la matriz se llama píxel y tiene un tamaño finito de muestreo (Δx, Δy), [figura 2]. Hay que 
tener en cuenta que:  
 
La digitalización consiste en descomponer una imagen real en una matriz discreta de puntos 
de un determinado tamaño, con un valor proporcional a su nivel de color. [Figura 2.1]. 
 
// ABRIR UNA IMAGEN DIGITAL PARA TRABAJAR SOBRE ELLA  
 
void AbreImagenes() 
    { 
        FILE *Pt;      
             //Reserva espacio en la memoria, para las dos imágenes  
               DSC_0234 = new unsigned char[mida_original]; 
               DSC_0235 = new unsigned char[mida_original]; 
             //Abre el fichero   
               if( (Pt = fopen( "DSC_0234", "rb")) == NULL )  
     {  
          printf("Ep! Tengo problemas para encontrar la imagen"); 
          system ("pause"); 
           exit(0);      
      } 
                     //Lee el fichero y el contenido lo copia/ guarda en la memoria 
                       fread( (unsigned char*)DSC_0234, mida_original, sizeof(char), Pt); 
                     //Cierra el fichero  
                       fclose(Pt); 
                //Abre el fichero en formato binario  
               if( (Pt = fopen( "DSC_0235", "rb")) == NULL )  
                 {  
                      printf("Ep! Tengo problemas para encontrar la imagen 2"); 
                      system ("pause"); 
                      exit(0);      
                 }        
                   //Lee el fichero y el contenido lo guarda en la carpeta  
                     fread( (unsigned char*)DSC_0235, mida_original, sizeof(char), Pt); 
                   //Cierra el fichero  
                     fclose(Pt);  
    } 
Código 1: Como abrir imágenes digitales 
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Cuánto más pequeñas sean las variables discretas Δx, Δy, mejores serán las aproximaciones 
a la función continua de la diapositiva original. El teorema de muestreo demuestra que no 
hay pérdida de información durante el proceso de discretización. 
 
2.2 VECINOS DE UN PÍXEL 
 
Un píxel de coordenadas (, ) tiene cuatro vecinos, dos horizontales y  dos verticales  
[figura 2.2] cuyas coordenadas vienen dadas por: 
 (  + 1, ), ( − 1, ), (,  + 1), (,  − 1) 
 
 
 
 
 
Cada píxel está situado a una unidad de distancia de (, ). En el caso de que  (, ) se 
encuentre en el borde de la imagen algunos pixeles caerán fuera de la misma. 
 
Los cuatro vecinos en diagonal [figura 2.2.1] del píxel tienen las siguientes coordenadas: 
 
 ( + 1,  + 1), ( + 1,  − 1), ( − 1,  + 1), ( − 1,  − 1) 
 
 
 
 
 
Estos puntos, unidos a los cuatro anteriores, dan lugar a los ocho vecinos. Algunos de estos 
puntos, al igual que antes, caen fuera de la imagen si (, ) está en el borde de la misma 
imagen. [C. González y E. Woods, 1996]  
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La conectividad entre los pixeles (unidad de distancia), sirve para establecer los límites de 
los objetos y los componentes de áreas en una imagen.  
 
De la misma manera que ocurre con los cuatro vecinos, se debe determinar si son 
adyacentes en algún sentido y si sus niveles de gris cumplen un criterio especificado de 
similitud.  
 
2.3. EL COLOR 
 
Los colores que se perciben de un objeto están determinados por la naturaleza de la luz 
reflejada por él. 
 
Todos los colores se ven como combinaciones de los tres primarios: rojo (R), verde (G) y 
azul (B), [figura 2.3 y código 2]. La combinación de estos tres da lugar a los colores 
secundarios.  
 
 
 
 
 
 
 
 
 
Las características empleadas para distinguir un color de otro son: brillo, tono y saturación.  
 
El nivel de gris medio (	), [ecuación.2.3.1] indica el brillo  y su desviación estándar (), 
[ecuación.2.3.2] es la media del contraste. [Código 3]. 
 
  = 	 	∑ ∑ 	(, )!"#$!%#$        (. 2.3.1) 
 
  = 	 	 	∑ ∑ (	(, ) − )'!"#$!%#$     (. 2.3.2) 
 
 
// Encuentra el valor de los canales RGB 
 
   Printf ("R: %d G: %d B: %d\n",bhtmref_3canales[(512*225+200)+2*512*512],         
                                                       bhtmref_3canales[(512*225+200)+512*512],    
                                                       bhtmref_3canales[(512*225+200)]); 
    
Código 2: valor de los canales RGB, recorrido de bandas. 
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2.4. DIFERENTES MODELOS DE COLOR  
 
Existen varios tipos de modelos de color: 
 
El RGB (rojo-verde-azul), que está orientado hacia el hardware, para monitores y una amplia 
categoría de cámaras de vídeo de color.  
 
El CMY (cian-magenta- amarillo), para impresoras en color. 
 
El YIQ (Y corresponde a la luminancia, I y Q son dos componentes cromáticas denominadas 
fase y cuadratura), para televisiones en color. [C. González y E. Woods, 1996]. 
 
 
2.4.1. EL MODELO DE COLOR QUE SE UTILIZARA SERA EL RGB 
 
El modelo RGB se basa en un sistema de coordenadas cartesianas. El subespacio de color 
de interés es el cubo mostrado en la figura 2.4, en la que los valores RGB están en tres 
vértices. Este modelo de escala de grises se extiende del negro al blanco a lo largo de una 
diagonal del cubo. Los colores son puntos del cubo o de su interior, definidos por vectores 
que se extienden desde el origen. Por conveniencia, todos los valores del color han sido 
normalizados. Siendo la Figura 2.4 el cubo unidad. [C. González y E. Woods, 1996]. 
 
         //SIGMA 3: 
                               vm_sigma_3= 0.0;    //valor medio     
                               for (n=0; n<RecAmp_m; n++) 
                                   vm_sigma_3= vm_sigma_3+(muestra[RecAmp_m*n+n]);    
                                   vm_sigma_3= vm_sigma_3/(RecAmp_m);  
                   
                               ds_sigma_3 =0.0;  // desviación estándar 
                               for (n=0; n<RecAmp_m; n++) 
                                   ds_sigma_3 = ds_sigma_3 +(muestra[RecAmp_m*m+n]- 
     vm_sigma_3)*(muestra[RecAmp_m*m+n]-vm_sigma_3);        
                                 
                                     ds_sigma_3= ds_sigma_3/(RecAmp_m-1.0); 
          //SIGMA 4:  
                               vm_sigma_4 = 0.0; //valor medio     
                               for (n=0; n<RecAmp_m; n++) 
                                   vm_sigma_4= vm_sigma_4+(muestra[RecAmp_m*n+(21-n)]);    
                                   vm_sigma_4= vm_sigma_4/(RecAmp_m);  
                              
                               ds_sigma_4=0.0;  // desviación estándar 
                               for (n=0; n<RecAmp_m; n++)  
                                     ds_sigma_4 = ds_sigma_4 +(muestra[RecAmp_m*m+n]- 
     vm_sigma_4)*(muestra[RecAmp_m*m+n]-vm_sigma_4);        
                              
                               ds_sigma_4= ds_sigma_4/(RecAmp_m-1.0); 
                                  
                         // Condicional para encontrar y guardar la desviación más pequeña de todas 
  
                                   if( ds_min>ds_sigma_4 ) ds_min=ds_sigma_4;        
     
                                  Puntos_interes[Amp*j+i]= sqrt(ds_min); //máximos de interés 
Código 3: Parte del código para calcular el valor medio y la desviación estándar   
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Uno de los mejores ejemplos de la utilidad del modelo RGB es el procesamiento de datos de 
imágenes multiespectrales aéreas o de satélite, ya que las imágenes se obtienen mediante 
sensores adecuados que operan en distintos rangos espectrales. [Figura 2.4.1] 
 
 
2.5.  IMÁGENES DIGITALES EN FOTOGRAMETRÍA 
 
La fotogrametría digital trabaja con imágenes digitales. El objetivo es automatizar al máximo 
las tareas de los operadores.  
 
Las ventajas de utilizar imágenes digitales frente a fotografías analógicas son: 
 
- Las imágenes digítales no son afectadas por el transcurso del tiempo. 
- No se manipulan físicamente, con lo que no hay desgaste. 
- Se pueden modificar fácilmente la salida a pantalla para obtener mejoras de imagen. 
- Pueden ser transmitidas fácilmente por la red informática. 
- Sobre una misma imagen pueden estar trabajando muchos operadores 
simultáneamente. 
 
El inconveniente vendría dado por la necesidad de obtención de almacenamiento, ya que es 
necesario un gran volumen. 
 Las funciones spline para deformar imágenes 10 
2.5.1 IMÁGENES DIGITALES UTILIZADAS: 
 
Las Figura 2.5.1 y Figura 2.5.2 corresponden a dos fotogramas de la Colonia Vidal del 
municipio de Puig-reig en Berguedà.  
 
El recubrimiento longitudinal (recuadro en color) está comprendido entre un 55% y un 80% 
[véase Figura 2.5.1 y Figura 2.5.2]. En ningún caso se admitirán fotogramas con 
recubrimientos inferiores al 55%.  
 
 
 
 
 
 
 
 
 
 
 
 
 
Al comparar ambos fotogramas en una misma zona se puede comprobar que no coinciden 
exactamente. Esto puede ser causado por diferentes factores como: el instante de captura, 
la situación, el tiempo, la luz, etc. 
 
En el trabajo se explica  cómo evitar mediante una función spline, el error visual (figura 
2.5.3) que se crea al unir dos imágenes, teniendo en cuenta el error de tolerancia que 
sugieran las medidas topográficas. 
 
 
3 TRANSFORMACIONES DE IMÁGENES 
 
Las transformaciones geométricas son muy comunes en los procesos fotogramétricos. Éstas 
producen cambios en la teselación ya que la imagen resultante no conserva ni el tamaño ni 
la forma con respecto a la original. 
 
Existen diferentes modelos matemáticos que establecen relaciones entre dos imágenes o 
entre una imagen y el objeto. Una transformación genérica puede expresarse como en la 
ecuación 3: ( = )	*	 + +     (	. 3) 
Donde    es el vector de la imagen de entrada, ′ el vector correspondiente de la imagen 
transformada, ) un factor de escala, * una matriz de giro y + el vector de translación. 
[Schenk, 2002]. 
Figura 2.5.1: Fotograma DSC_0234 Figura 2.5.2: Fotograma DSC_0235 
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3.1 TRASLACIÓN 
 
Considerando la figura 3.1, se puede observar que los ejes de los sistemas son paralelos, 
pero que el origen del sistema (, ) tiene de coordenadas (+% , +") respecto del sistema (′, ′). La ecuación de la translación esta descrita en la ecuación 3.1. 
 ′ =  + +% 
 
        ′ =  + +"        (	. 3.1) 
 
3.2 ROTACIÓN 
 
La Figura 3.2 muestra el resultado producido al girar una imagen (, ), de tamaño 
 · 	. 
Sea ′(, ), la imagen girada de tamaño 
( · 	′.  
 
El tamaño de la imagen girada se obtiene con la ecuación 3.2 y se demuestra en el código 
4. 
 
( = 
 cos0 + 	 sin0 
 ( =  cos0 + 
	 sin0       (. 3.2) 
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La imagen transformada contiene zonas sin información. Esto es debido a que  la imagen 
girada tiene unas dimensiones mayores, por lo que para representarla completamente se 
debe incrementar el número de píxeles, representados en negro como se muestra en la 
figura 3.2.1 obtenida a través del código 5 y abierta mediante el programa “ENVI 4.3”.  
 
  
 
 
 
 
 
 
// ROTACIÓN DE LA IMAGEN 
          
       for ( banda =0; banda<3; banda++) 
              for( Y=0 ; Y< Ly ; Y++ ) 
              for( X=0 ; X< Lx ; X++ ) 
                 { 
                     x0=  (X*cos(angulo) + Y*sin(angulo))+360;  
                     y0=  (-X*sin(angulo) + Y*cos(angulo))-360;   
              } 
Código 4: Rotación imagen 
// INICIO A ZERO (BARRIDO DE IMAGEN) 
          
       for ( banda =0; banda<3; banda++) 
              for( Y=0 ; Y< Ly ; Y++ ) 
              for( X=0 ; X< Lx ; X++ ) 
                 { 
                     x0=  (X*cos(angulo) + Y*sin(angulo))+360;  
                     y0=  (-X*sin(angulo) + Y*cos(angulo))-360;   
 
                      // Condicional que barre toda la imagen y nos coloca el valor del pixel donde le corresponde 
                         if(x0>=0 && x0<512 && y0>=0 && y0<512)  
               { 
                                posicio= (int)(512* y0+x0 + banda*512*512);    
                                imagen_rotada[(int) (Lx*Y+X + banda*Lx*Ly)] = bhtmref_giro[posicio];  
}  
              } 
Código 5: Barrido de la imagen 
Figura 3.2.1: Barrido de imagen, zona 
negra es la zona  sin información. 
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4. CORRESPONDENCIA DE IMÁGENES 
 
Uno de los procesos fundamentales en la fotogrametría sería la identificación y medida de 
puntos homólogos en dos o más fotogramas consecutivos. En la fotogrametría analógica o 
analítica la identificación de los mismos se lleva a cabo por el operador, mientras que en 
fotogrametría digital resuelve automáticamente el problema  mediante la correspondencia de 
imágenes. [Schenk, 2002]. 
 
4.1 PROBLEMAS FUNDAMENTALES EN LA CORRESPONDENCIA DE IMÁGENES 
 
Un problema de correspondencia de imágenes puede presentarse del siguiente modo: 
 
1. Seleccionar en una imagen la entidad de correspondencia; 
2. Buscar en la otra imagen su entidad conjugada (correspondiente); 
3. Calcular la posición en 3D de la entidad correspondiente en el espacio objeto; 
4. Valorar la calidad de la correspondencia. 
 
Los problemas han de ser atacados y resueltos satisfactoriamente por los distintos métodos 
de correspondencia [Schenk, 2002]. 
 
 
4.1.1. ESPACIO DE BÚSQUEDA. 
 
Dentro del espacio de búsqueda se encuentra la explosión combinatoria. Esta se produce al 
calcular el índice de semejanza entre las entidades de correspondencia para toda la imagen. 
La ambigüedad surge cuando la entidad de correspondencia no es lo suficientemente 
característica o única. [Schenk, 2002]. 
 
 
4.1.2. APROXIMACIONES 
 
Un problema está bien definido si se obtiene los siguientes factores: existe solución y ésta 
es única y no depende de forma continua de los datos iniciales. 
 
El proceso de correspondencia de imágenes debe iniciarse en las proximidades de la 
verdadera solución, con objeto de evitar llegar a un mínimo relativo o utilizar en el cálculo 
muchas iteraciones hasta encontrar el mínimo absoluto. [Schenk, 2002]. 
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4.1.3 DISTORSIONES GEOMÉTRICAS 
 
Existen diferentes factores que producen diferencias en los niveles de gris. Estos son: el 
ruido, el cambio de iluminación y las propiedades de reflexión entre dos imágenes 
consecutivas. Las distorsiones geométricas debidas a la proyección central y al relieve 
constituyen otra causa de diferencia entre las dos teselas de imágenes, incluso aunque 
estén en las posiciones homólogas reales. 
 
Dentro de distorsión geométrica se encuentran tres puntos: 
 
- La Distorsión geométrica debida a los parámetros de orientación 
 
Donde la situación en un par estereoscópico estrictamente vertical, con la base aérea 
horizontal y terreno llano. [Figura 4.1.3.1]. 
 
 
 
Si se le aplica una diferencia de escala entre las imágenes, se obtiene la figura 
4.1.3.2. Donde a medida que el píxel se aleja del centro, las discrepancias aumentan 
y por tanto se verá afectado el índice de semejanza. 
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Si en cambio se les aplica una diferencia de ángulos de rotación, figura 4.1.3.3. Se 
ve como rota la imagen derecha con respecto a la posición fija de la imagen 
izquierda. 
 
 
 
 
De esta rotación se obtiene la conclusión que la comparación píxel a píxel es 
incorrecta, puesto que un píxel idéntico en dos teselas corresponde a posiciones 
diferentes en el espacio objeto. 
 
- Distorsión geométrica causada por la inclinación 
 
Aquí se cambia la situación y el par estereoscópico estará situado de manera 
estrictamente vertical, pero con una superficie objeto inclinada. [Figura 4.1.3.4]. 
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- Distorsión geométrica debida al relieve 
 
En este apartado se habla de una tesela superficial real, con diferencias de cota. 
[Figura 4.1.3.5] [Schenk, 2002]. 
 
4.2 SOLUCIÓN DE LOS PROBLEMAS FUNDAMENTALES  
 
En este apartado, se explica brevemente los diferentes métodos para resolver los problemas 
anteriores. 
 
4.2.1 ESPACIO DE BÚSQUEDA Y APROXIMACIONES  
 
Al ser la correspondencia de imagen un problema mal definido que requiere una buena 
aproximación, se necesita confinar un radio de convergencia  con un área bastante 
pequeña. 
 
Si se trabaja con un par estereoscópico aéreo convencional: 
 
- Líneas epipolares.  
 
Las líneas epipolares permiten reducir drásticamente el espacio de búsqueda. 
[Figura 4.2.1.1]. 
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- Lugar geométrico de la vertical 
 
Existen varios métodos para ejecutar este concepto. Una de las posibilidades está 
representada en la figura 4.2.1.2. 
 
 
 
 
 
Este método también se puede combinar con el método de la línea epipolar dando 
como resultado la figura 4.2.1.3. 
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- Método jerárquico 
 
En este modo se explica cómo reducir el espacio de búsqueda, aumentando el 
tamaño del píxel. [Figura 4.2.1.4] [Schenk, 2002]. 
 
 
 
 
4.2.2. UNICIDAD DE LA ENTIDAD  
  
Lo esencial es encontrar un buen compromiso entre la unicidad de las teselas y los niveles 
de gris para evitar los problemas de distorsión. 
 
Para medir la unicidad se usan tres métodos; varianza, autorcorrelación y entropía, que 
sirven para aumentar el tamaño del píxel. [Schenk, 2002]. 
 
 
4.3 CORRESPONDENCIA POR ÁREAS 
 
Los niveles de gris son las entidades en la correspondencia por áreas. Por ello en este 
método se comparan entre una pequeña subimagen (tesela imagen) y su correspondiente 
en la otra imagen del par. Este concepto se puede visualizar de manera gráfica en la figura 
4.3. 
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El patrón [figura 4.3.0.1] es la tesela imagen que está posicionada de manera fija en una de 
las imágenes. Por otro lado la ventana de búsqueda [figura 4.3.0.2] es la zona del espacio 
de búsqueda dentro de la que se comparan las teselas imagen (ventanas de 
correspondencia) con el patrón. 
 
 
 
 
 
Para calcular el índice de semejanza se pueden utilizar distintos criterios como el de 
correlación cruzada, en el cual se centrará el trabajo y el de correspondencia por mínimos 
cuadrados. [Schenk, 2002]. 
 
 
 
4.3.1. FACTORES A TENER EN CUENTA EN LA CORRESPONDENCIA POR ÁREAS 
 
- Posición del patrón: Hay que ser selectivos a la hora de aceptar los límites, pues la 
correspondencia por áreas puede fallar en determinadas condiciones, como por ejemplo 
en un área con líneas de ruptura. 
 
- Tamaño del patrón: Tanto el tamaño del patrón como el de la ventana de 
correspondencia son dos parámetros importantes. El tamaño va unido a los problemas 
de distorsión geométrica. 
 
- Posición y tamaño de la ventana de búsqueda: La posición de la ventana de 
búsqueda es crucial para obtener buenas aproximaciones. En cambio, el tamaño  limita 
la aproximación a unos pocos píxeles. 
 
- Criterio de tolerancia: Se debe analizar la semejanza entre el patrón y la ventana de 
correspondencia. 
 
- Control de calidad: Valoración de la precisión y la exactitud de las posiciones 
homólogas. [Schenk, 2002]. 
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4.4 CORRELACIÓN 
 
Las técnicas de correlación buscan puntos homólogos en imágenes digitales. La idea 
fundamental es medir el grado de semejanza del patrón con la ventana de correspondencia, 
calculando así el factor de correlación. [Schenk, 2002]. 
 
4.4.1 FACTOR DE CORRELACIÓN CRUZADO 
 
El factor de correlación cruzado es: 
 3 = 4564546     (. 4.4) 
 
Cuando  3  está normalizado se verifica  −1 ≤ 3 ≤ 1. En la ecuación 4.4 los términos se 
definen: 
 9:  Covarianza de las teselas de imagen L (izquierda) y R (derecha) 
 9    Desviación típica o estándar de la tesela de imagen L (patrón) [ecuación 4.4.1.3] 
 :	   Desviación típica de la tesela de imagen R (ventana de correspondencia)  
        [ecuación 4.4.1.4] 
 
Al introducir las funciones imagen 9 (, ), : (, ), en las teselas de imagen izquierda y 
derecha,  se notan en las formas 9;;;  [ecuación 4.4.1], :;;;; [ecuación 4.4.1.2] se obtienen las 
siguientes ecuaciones: 
 
 9;;; = 	∑ ∑ 		<5(%=,">)?>@AB=@A C·D             (. 4.4.1) 
 
 :;;;; = 	∑ ∑ 		<6(%=,">)?>@AB=@A C·D      (. 4.4.1.2) 
 
 
9 =	E∑ ∑ 		(F(,
)G
=1H=1 −F);;;;;2H·G−1       (. 4.4.1.3) 
 
 
: =	E∑ ∑ 		(*(,
)G
=1H=1 −*);;;;;;2H·G−1       (. 4.4.1.4) 
 
 9: =	∑ ∑ 		I		JFJ,
K−F;;;;K		J*J,
K−*;;;;KLG
=1H=1 	H·G−1      (. 4.4.1.5) 
 
 
 
El factor de correlación cruzado se determina dentro del espacio de búsqueda para cada 
posición ,  de la ventana de correspondencia. [Schenk, 2002]. 
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4.4.2 FACTOR DE CORRELACIÓN MÁXIMO 
 
Con el factor de correlación cruzado se obtiene un valor igual a la unidad, si el patrón y la 
ventana de correlación son idénticos, es decir, si no hay coincidencia 3 = 0  y si la 
correlación es inversa  3 = −1.  
 
Al reducir la ventana de búsqueda  a la línea epipolar, los valores del factor de correlación 
pueden ser dibujados como el gráfico de la Figura 4.4.2 
 
 
 
 
 
El máximo se halla ajustando un polinomio, en este caso una parábola que se adapta a los 
valores de correlación [código 6]. El máximo raramente coincide con los valores enteros de 
la dirección o posición del píxel. [Schenk, 2002]. 
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4.5 CORRESPONDENCIA POR CORRELACIÓN 
 
El concepto de correlación va a permitir encontrar réplicas de una subimagen N	(, ) de 
tamaño OP dentro de una imagen (, ) de dimensiones , donde se supone que O ≤ 	 y P ≤ . Las correlaciones se pueden formular en forma vectorial, pero es más 
intuitivo trabajar con el formato de imágenes o de subimágenes. 
 
 
La correlación entre (, ) y N(, ) es: 
 (Q, +) = ∑ ∑ (, )	N	( − Q,  − +)"%   (. 4.5.1) 
 
 
 
      
// BÚSQUEDA DE MÁXIMOS Y MÍNIMOS  
 
                 for(j=0;j<fila;j++) // (filas) 
                   for(i=0;i<colum;i++) // (columnas) 
                    { 
                       if(corre[fila*j+i]>max) 
                        { 
                            max= corre[fila*j+i]; 
                            posx= i; 
                             posy= j; 
                        } 
                    }    
//imprime el número mayor y su posición 
                      printf (" \nnum mayor es: %lf   \nPosicion[%d][%d] ", max,posx,posy);   
                     
                       
 double dx= 0.5*(corre[fila*posy+posx-1]-corre[fila*posy+posx+1])/(corre[fila*posy+posx 
          -1]+corre[fila*posy+posx+1]-2*+corre[fila*posy+posx]); 
                        printf (" \nmaximo es: %lf   \nPosicion[%d][%d] ",  dx);        
 double dy= 0.5*(corre[fila*(posy-1)+posx]-corre[fila*(posy+1)+posx])/(corre[fila*(posy 
          -1)+posx]+corre[fila*(posy+1)+posx]-2*+corre[fila*posy+posx]); 
                        printf (" \nminimo es: %lf   \nPosicion[%d][%d] ",  dy);          
                          
 
// CORRELACIÓN DEL PIXEL VECINO MEDIANTE UNA PARÁBOLA 
 
 for ( banda =0; banda<3; banda++) 
            for( Y=0 ; Y< Ly ; Y++ ) 
            for( X=0 ; X< Lx ; X++ ) 
               { 
                   x0= (int)(a0+(a1*X)+(a2*Y)+(a3*X*Y)+(a4*pow(X,2))+(a5*pow(Y,2))); 
                   y0= (int)(b0+(b1*X)+(b2*Y)+(b3*X*Y)+(b4*pow(X,2))+(b5*pow(Y,2))); 
                                   
                 if(x0>=0 && x0<512 && y0>=0 && y0<512)  
                                { 
                            posicio= (int)(512* y0+x0 + banda*512*512);    
                                   transformada[(int) (Lx*Y+X + banda*Lx*Ly)] = bhtmref_giro[posicio];  
                                }  
               } 
Código 6: Búsqueda de máximos y mínimos junto con la  correlación del pixel vecino mediante una parábola 
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Dónde: 
 0 ≤ Q ≤  − 1 0 ≤ + ≤  − 1 
 
Si se varia Q y +, se obtiene el desplazamiento de la imagen sobre la superficie de N	(, ) 
dando la función 	(Q, +). 
 
El máximo valor de 	(Q, +) se produce con la mayor correspondencia entre N	(, ) y (, ). 
 
En cambio se pierde precisión cuando los valores de Q y 	+ son próximos a los bordes de (, ), siendo el valor del error proporcional al tamaño de N	(, ).  
 
La ecuación 4.5.1 es sensible a los cambios de amplitud de N	(, ) y (, ).Para superar 
esta dificultad se hará la correspondencia mediante el coeficiente de correlación. [Ecuación 
4.5.2 junto con el código 7].  
 
 R	(Q, +) = ∑ ∑ S(, ) − ̅(, )UVN( − Q,  − +) − NWX"Y∑ ∑ S(, ) − ̅(, )U'∑ ∑ VN( − Q,  − +) − NWX'"%"% Z '[  
             
                         (. 4.5.2) 
Dónde:  
 R	(Q, +) es el coeficiente de correlación, con rango de:  −1 ≤ R	(Q, +) ≤ 1 e independiente a 
los cambios de escala. 
 NW  es el valor medio de los pixeles N	(, ). 
 ̅(, ) es el valor medio de (, ) en la región de N. [C. González y E. Woods, 1996]  
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// SE HACE  UNA CORRELACION DE LA MATRIZ PATRÓN DENTRO DE LA DE BUSQUEDA 
 SIENDO TROCITO LA ZONA DE CORRESPONDENCIA. 
 
  //PATRON: cálcula el valor  medio de la matriz 
            for (m=0; m<RecAmp_p; m++) 
               for (n=0; n<RecAlt_p; n++) 
                 { 
                     vmp= vmp+(patron[RecAmp_p*m+n]);    
                 }         
                     vmp= vmp/(RecAmp_p*RecAlt_p);  
//imprimir el resutado del valor medio patron 
                      printf ("\nvalor medio patron %lf ", vmp);   
  //PATRON: cálcula  la desviacion estandar  
                     for (m=0; m<RecAmp_p; m++) 
                        for (n=0; n<RecAlt_p; n++) 
                          { 
                            dsp = dsp +(patron[RecAmp_p*m+n]-vmp)*(patron[RecAmp_p*m+n]-vmp);        
                          } 
                            dsp= sqrt(dsp/(RecAmp_p*RecAlt_p-1)); 
                               //imprime  el resutado de la desviacion estandar 
       printf ("desviacion patron %lf ", dsp);   
  for (i=10; i<41; i++)   
          { 
             for (j=10; j<41; j++)     
               { 
                   for (m1=-10; m1<=10; m1++) 
                      for (n1=-10; n1<=10; n1++)         
                         trocito[RecAmp_p*(m1+10)+n1+10]= busqueda[RecAmp_b*(m1+i)+n1+j]; 
 
                            // TROCITO: calcula el valor  medio de la matriz trocito dentro de busqueda 
                              vmb=0.0; 
                                  for (m1=0; m1<RecAmp_p; m1++) 
                                     for (n1=0; n1<RecAlt_p; n1++)     
                                       { 
                                         vmb= vmb+(trocito[RecAmp_p*m1+n1]);  
                                       }   
                                          vmb= vmb/(RecAmp_p*RecAlt_p);  
                         //TROCITO: cálcula   la desviacion estandar dentro de busqueda 
                            dsb=0.0; 
                               for (m1=0; m1<RecAmp_p; m1++) 
                                  for (n1=0; n1<RecAlt_p; n1++) 
                                   { 
                                     dsb = dsb +(trocito[RecAmp_p*m1+n1]-vmb)*(trocito[RecAmp_p*m1+n1]-vmb);       
                                   } 
                                     dsb = sqrt(dsb/(RecAmp_p*RecAlt_p-1)); 
                            //COVARIANCIA 
                              cov=0.0; 
                                for (m1=0; m1<RecAmp_p; m1++)  // variables de la busqueda 
                                   for (n1=0; n1<RecAmp_p; n1++) 
                                    { 
                                      cov = cov+ (patron[RecAmp_p*m1+n1]-vmp)*(trocito[RecAmp_p*m1+n1]-vmb);       
                                     } 
                                      cov = cov/(RecAmp_p*RecAlt_p-1); 
                                 // CORRELACION 
                     corre[fila*(i-10)+j-10]= cov/(dsp*dsb); 
//imprime el resutado de correlacion 
                         fprintf ( fitxer, " %6.3lf", corre[fila*(i-10)+j-10]);   
                } // bucle de i    
           } // bucle de j 
            
Código 7: Correspondencia por correlación 
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4.6 PUNTOS DE INTERÉS  
 
Se pasa un operador que calcula la variancia de una plantilla en las cuatro direcciones, 
horizontal, vertical y ambas diagonales. Se define la variancia de la plantilla como la máxima 
de los cuatro que se ha calculado. 
 
 Si se encuentra un punto en el que la variancia local es más grande que las ocho variancias 
de las plantillas de su alrededor, se declara que ese es un punto de interés. [Figura 4.6 y 
código 8]. 
 
 
 
 
 
 
 
// PUNTOS DE INTERÉS 
           
       unsigned char *Punto; 
       Punto = new unsigned char[salt];  
            
           for (j=RecAlt_m; j<Alt-RecAlt_m; j++) 
             for (i=RecAmp_m; i<Amp-RecAmp_m; i++)  
               for (m=-stp; m<=stp; m++) 
                 for (n=-stp; n<=stp; n++) 
                  { 
                      if(m==0 && n==0) 
                          continue; 
                             if( Puntos_interes[Amp*(j-m)+i-n]>= Puntos_interes[Amp*j+i]) 
                               { 
                                   Punto[Amp*j+i]=  0; 
                                    m=RecAlt_m; 
                                    n=RecAmp_m; 
                               } 
                                 else  
                                    { 
                                       Punto[Amp*j+i]=  1; 
                                    } 
                  }  
                  // Se guardan los puntos de interés 
                         for(j=RecAlt_m; j<Alt-RecAlt_m; j++) 
                             for(i=RecAmp_m; i<Amp-RecAmp_m; i++)  
                                   if(Punto[Amp*j+i]==1) 
                                        fprintf( ptt , " %4d %4d\n" , i , j );    
 
 
Código 8: Puntos de interés 
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4.6.1. ORIENTACIÓN AUTOMÁTICA CON PUNTOS DE INTERÉS 
 
Corresponder los puntos de interés es el método más popular, además de ser un proceso 
rápido y sencillo de implantar. Tiene la ventaja de utilizar los algoritmos existentes, basados 
en puntos, y desarrollados en fotogrametría analítica para la determinación de los 
parámetros de orientación. [Schenk, 2002]. 
 
4.6.2 CORRESPONDENCIA POR PUNTOS DE INTERÉS 
 
La correspondencia de puntos de interés se muestra en la figura 4.6.2, donde aparecen los 
puntos de interés extraídos mediante un operador de Förstner [código 9]. La plantilla se 
centrara sobre los puntos de interés en este caso correspondientes a una parte de la figura 
2.5.1 (Fotograma DSC_0234). Mientras que en la imagen [figura 2.5.2] se calculará la 
ventana de búsqueda. La ventana de búsqueda contendrá varios puntos de interés, mientras 
que la ventana de correspondencia se centra sobre todos los candidatos y calcula los 
coeficientes de correlación de cada uno. El punto con el mayor factor de correlación es el 
que se considera como el punto homólogo del centro de la plantilla. El procedimiento se 
repite hasta que se ha centrado la plantilla en todos los puntos de interés de la imagen 
[código 10]. 
 
 
 
 
 
 
La plantilla no se sitúa en posiciones arbitrarias ya que existen inconvenientes como; las 
líneas de ruptura, ocultamientos o sombras. [Schenk, 2002]. 
 
En este caso, el problema de las líneas de rotura se soluciona restándole pl como se puede 
observar en el código 10, siendo este el resultado de restar nuestra amplitud con el stp (la 
mitad de nuestra plantilla patrón). 
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// PUNTOS DE INTERÉS A COLOR 
        
void TestSalidaPuntosDeInteres_COLOR()  
    { 
        FILE *COLOR, *ptt; 
        int val; 
        int i; 
        int j;      
 
         //Abre el fichero  y sobreescribe  
             if( (COLOR = fopen( "DSC_0234INTERES.RAW", "wb")) == NULL )  
              {  
                 printf("Ep! Tengo problemas para encontrar la imagen_color 34"); 
                 system ("pause"); 
               } 
 
          // abre el fichero txt  y se lee (r) 
            if( (ptt = fopen( "puntosdeinteres.txt", "r")) == NULL )  
               {  
                   printf("Ep! Tengo problemas para encontrar el fichero puntosdeinteres"); 
                   system ("pause"); 
               }        
                            
             do   
               {                  
                 // coordenadas que se obtienen de los Puntos de interes 
                   val= fscanf( ptt , "%4d%4d" , &i , &j );  
 
                 //   puntos de interés remarcados en  rojo 
                       DSC_0234[Amp*j+i]=255; // color rojo (R) en la banda 1  
                       DSC_0234[Amp*j+i + salt]=0; // color negro en banda 2 (G) 
                       DSC_0234[Amp*j+i + 2*salt]=0; // color negro en banda 3 (B) 
                        
                 } 
 
 while(val==2); 
            
          //Lee el fichero y el contenido lo copia/ guarda en la memoria  
             fwrite( (unsigned char*)DSC_0234, mida_original, sizeof(char), COLOR); 
 
             //Cierra el fichero  
                 fclose(COLOR); 
                fclose(ptt);  
 
     }      
 
 
Código 9: Puntos de interés, destacados a color 
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// CORRESPONDENCIA ENTRE  DOS IMÁGENES MEDIANTE PUNTOS CONOCIDOS 
                         
 //TROCITO: se crean trocitos de 21*21 que  se irán moviendo dentro de la de busqueda  
 
              for (j=stp; j<pl-1; j++)    
                for (i=stp; i<pl-1; i++)  
                  { 
                       for (m1=-stp; m1<=stp; m1++) 
                         for (n1=-stp; n1<=stp; n1++) 
                             trocito[RecAmp_p*(m1+stp)+n1+stp]= busqueda[RecAmp_b*(m1+j)+n1+i]; 
 
            //  calcula el VALOR MEDIO de la matriz trocito dentro de búsqueda 
 
                                  vmb=0.0; 
                                    for (m1=0; m1<RecAlt_p; m1++) 
                                        for (n1=0; n1<RecAmp_p; n1++)     
                                         { 
                                           vmb= vmb+(trocito[RecAmp_p*m1+n1]);  
                                         }   
                                         vmb= vmb/saltRec_p;  
 
            //TROCITO: calcula la DESVIACION ESTANDAR dentro de búsqueda 
 
                                  dsb=0.0; 
                                    for (m1=0; m1<RecAlt_p; m1++) 
                                        for (n1=0; n1<RecAmp_p; n1++) 
                                         { 
                                  dsb = dsb +(trocito[RecAmp_p*m1+n1]-vmb)*(trocito[RecAmp_p*m1+n1]-vmb);        
                                         } 
                                         dsb = sqrt(dsb/(saltRec_p-1)); 
 
           //COVARIANCIA 
 
                                  cov=0.0; 
                                         for (m1=0; m1<RecAlt_p; m1++)   
                                            for (n1=0; n1<RecAmp_p; n1++) 
                                                { 
                                   cov = cov+ (patron[RecAmp_p*m1+n1]-vmp)*(trocito[RecAmp_p*m1+n1]-vmb);       
                                                 } 
                                                 cov = cov/(saltRec_p-1); 
                                      
            // CORRELACIÓN 
                         correla[colum*(j-stp)+i-stp]= cov/(dsp*dsb); 
                   }  
 
             //Guarda el fichero en formato binario  
                               if( (CORRELACION = fopen( "correlacion.raw", "wb")) == NULL )  
                               {                   
                                   printf("Ep! Tengo problemas para encontrar el fichero correlacion"); 
                                   system ("pause"); 
                                   exit(0);      
                               }        
                            //Lee el fichero y el contenido lo copia en la carpeta dnd trabajo 
                               fwrite( (double*)correla, tamany, sizeof(double),CORRELACION ); 
                            //Cierra el fichero  
                               fclose(CORRELACION);      
Código 10: Correspondencia entre dos imágenes-inicio- 
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// CORRESPONDENCIA ENTRE  LOS PUNTOS DE AMBAS IMÁGENES 
 
 
// Valor más grande y posición de este 
          double max=0.0;  
          int posx;//  pixel en la posicion de x imag 34 
          int posy; // pixel en la posicion de y imag 35 
                 for(i=0;i<fila;i++) 
                   for(j=0;j<colum;j++) 
                    { 
                      if(correla[colum*j+i]>max) 
                     { 
                       max= correla[colum*j+i]; 
                        posx= i; 
                        posy= j; 
                      } 
                    } 
           //imprimir el num mayor y su posicion 
                     // printf (" \nnum mayor es: %lf   \nPosicion pixel)[%d][%d]", max,posx,posy);   
                   //   printf (" %d %d ", px,py); 
 
// w y s es la diferencia para conseguir que se situe el pixel en el fotograma 35 igual que en el 34 
                      int w= posx-(colum/2); 
                     int  s= posy-( fila/2); 
                    //  printf (" [%d] [%d] ", w,s);  
                       
                    int  px_35=px-1225+w; 
                    int  py_35= py-5+s; 
                    //  printf (" %d %d ", px_35,py_35); // coordenada del pixel de la 35 igual que el de la 34 
Código 10: Correspondencia entre dos imágenes –final- 
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5. SPLINE  
Las curvas son complejas y no siempre se pueden representar analíticamente como un 
todo. Por este motivo, es necesario construirlas a partir de fragmentos simples como arcos 
de curvas. Cada uno puede ser descrito con ayuda de funciones elementales. Hay que 
prestar atención a las zonas de empalme entre fragmentos para que se mantenga la 
suavidad.  
 
Se utilizan polinomios de tercer grado, para que la tangente, a lo largo de la curva 
compuesta, sea suave. El uso de polinomios de grados más altos puede generar 
oscilaciones indeseadas en la curva resultante. 
 
 
5.1 DEFINICIÓN DE FUNCIÓN SPLINE 
 
Un spline es una función formada por diferentes polinomios, definidos en ciertos intervalos. 
Se unen entre sí imponiendo algunas condiciones de continuidad. Una función  \() es un 
spline de intervalo [], ^]. Suponiendo que el segmento [], ^] está dado por un retículo. 
 N:											a = 	 +$	 <	 +	 < ⋯ < +C!	 < +C	 = ^		 
 
Los puntos +$	y +C se llaman nodos fronterizos del retículo N, los puntos +, … , +C! son 
nodos interiores. [Figura 5.2] 
 
 
 
En todo el segmento, el spline es un polinomio de grado c con H + 1 nodos. En total 
tiene		H − 1	 segmentos parciales.   
 
Un spline de grado c  con los nodos  +$,	+, … , +C es una función \(+) que satisface las 
siguientes condiciones: 
 
a) En cada intervalo V	+d!	, +d	),	la función \(+) es un polinomio de grado  ≤ c. 
b) Si \(+) tiene una derivada de orden c − 1 continua en V	+$	, +C	X,   \(+) es de clase ef!(V	+$	, +C	X) 
 
 
Spline de grado c = 0: 
 
S(+) =
hij
ik \$(+) = 	e$																			+ ∈ V+$, +)\(+) = e																				+ ∈ V+, +')...			\C!(+) = eC!												+ ∈ V+C!, +C)
  
 
 
Estos splines son funciones constantes a trozos. [Figura 5.2.1] 
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Spline de grado c = 1: 
 
S(+) =
hi
j
ik			
\$(+) = 	]$+ + ^$																+ ∈ V+$, +)\(+) = ]+ + ^																		+ ∈ V+, +')...\C!(+) = ]C!+ + ^C!									+ ∈ V+C!, +C)
 
 
 
Estos splines son funciones lineales a trozos; se unen de manera continua. Los polinomios 
que la conforman coinciden en los nodos. [Figura 5.2.2]. 
 
 
 ]d+dm + ^d = ]dm+dm + ^dm      ∀        = 0, 1, … , H − 1 
 
 
5.2 SPLINES CÚBICOS 
 
Son polinomios de grado  c ≤ 3 que se unen dentro del retículo N	de manera continua junto 
a sus derivadas de primero y segundo orden. 
 
La propiedad para que se cumpla la continuidad entre dos polinomios consecutivos es que 
interpolen en el mismo punto 	+d  de la siguiente manera. [Ecuación 5.2] 
 
  \d!(+d) = \d(+d)         ∀                  1 ≤  ≤ H − 1    (. 5.2) 
 
Sus funciones derivadas \′(+) y \′′(+) también serán continuas, en todos los nodos internos 
del retículo N  exceptuando los puntos inicial +$ y final +C. 
 
5.2.1 NÚMERO DE ECUACIONES E INCÓGNITAS QUE FORMAN UN SPLINE CÚBICO 
 
El spline puede venir expresado de la siguiente manera [Ecuación 5.2.1]: 
 
\(+) =
hi
j
ik			
\$(+) = ]$o+o + ]$'+' + ]$+ + ]$$																														+ ∈ V+$, +X…\d!(+) = ]d!	o+o + ]d!	'+' + ]d!	+ + ]d!	$												+ ∈ V+d!, +dX\d(+) = ]do+o + ]d'+' + ]d+ + ]d$																																					+ ∈ V+d, +dmX…	\C!(+) = ]C!	o+o + ]C!	'+' + ]C!	+ + ]C!	$									+ ∈ V+C!, +CX
 
 
(V. 5.2.1) 
 
De esta manera tenemos cuatro coeficientes en cada subintervalo, con un total de 4H 
incógnitas. 
 
Al interpolar (proceso que utiliza datos conocidos para estimar valores en posiciones 
desconocidas)  \d!(+d) = d  e  \d(+d) = d  en el mismo valor del punto 	+d da lugar a lugar a 	2H − 2		condiciones. Por otro lado, obtenemos 2 condiciones más de: \$(+$) = $   e   	\C!(+C) = C  . Junto a la función derivada de \′(+) que ha de ser continua, de la manera 
siguiente [Ecuación 5.2.1.2]: 
 
  \′d!(+d) = \′d(+d)        ∀                1 ≤  ≤ H − 1                   (. 5.2.1.2) 
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E imponiendo que  \(′(+) también sea continua, obtenemos 2(H − 1) condiciones. 
De este modo tenemos un total de:  (2H − 2	) + 2 + (2H − 2		) = 4H − 2	 condiciones. Es 
decir  4H − 2	 ecuaciones con 4H	 incógnitas. Aun así se necesitan 2 condiciones adicionales 
para que los coeficientes estén unívocamente determinados, es decir, quedará finalmente 4H − 4	 ecuaciones con H incógnitas. [ETSITGC] 
 
 
5.2.2 CONDICIONES DE UN SPLINE CÚBICO 
 
Para la construcción de un spline cúbico se utilizan condiciones de entre los siguientes 
cuatro tipos, ya que estas dan lugar a diferentes variedades de spline: 
 
a) Spline ”no nodo” : 
Consiste en imponer que los dos primeros intervalos de los polinomios sean iguales 
[Ecuación 5.2.2],	y que los dos últimos también lo sean [Ecuación 5.2.2.1.] De este modo el 
spline tendrá tercera derivada en los nodos segundo y penúltimo. 
 \$(+) = \(+)	    (. 5.2.2) 
 \C!'(+) = \C!(+) (. 5.2.2.1) 
 
 
b) Spline cúbico amarrado o de frontera sujeta o completo: 
Se dan los valores que debe tomar \((+) en los extremos del intervalo V+$	, +C	X, [Ecuación 
5.2.2.2 y Ecuación 5.2.2.3], para lograr unas aproximaciones mejores. 
 
 \((+$) = ((+$)		  (. 5.2.2.2) 
 
 \((+C) = ((+C)     (. 5.2.2.3) 
 
 
c) Spline cúbico natural o de frontera libre: 
Se conocen las  \′((+) en los puntos inicial y final o bien imponemos [Ecuación 5.2.2.4]: 
 
 \(((+$) = \(((+C) = 0 (. 5.2.2.4) 
 
Esto nos da una curvatura mínima, suavizando así el resultado. Hacia los extremos del 
intervalo la curva se convierte en una recta. 
 
 
d) Spline natural: 
Se calculan \(((+$) [Ecuación 5.2.2.5] y 	\(((+C) [Ecuación 5.2.2.6], es decir, las derivadas 
segundas en los extremos interpolando el valor que toman en los dos nodos más próximos. 
[ETSITGC] 
 
 \(((+$) = J1 + pqpAK	\(((+) − pqpA 	\(((+') (. 5.2.2.5) 
 
 \(((+C) = J1 + pBrApBrsK	\(((+C!) − pBrApBrs 	\(((+C!') (. 5.2.2.6) 
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Siendo ℎd = +dm − +d la amplitud de cada subintervalo.  [Figura 5.3]. 
 
 
 
 
Este caso se centrara en la condición del Spline cúbico natural o de frontera libre, condición 
número 3. Para que la resolución de \(+) dentro de un retículo N, resulte más sencilla  
conviene expresarlo de la siguiente manera [Ecuación 5.2.2.7]:  
 
 \(+) = \d(+) = ]d(+ − +d)o + ^d(+ − +d)' + d(+ − +d) + vd          [+d, +dm]						∀							 = 1 <  ≤ 	H − 1   
 
(. 5.2.2.7) 
 
 
 
5.3 CONSTRUCCIÓN DEL  SPLINE CÚBICO INTERPOLANTE UTILIZADO 
 \d() es la restricción de \() que es la función Spline con intervalo [Ecuación 5.3]: 
 
  
V+d , +dmX										∀												1 <  ≤ 	H − 1    (. 5.3) 
 
 
Al estar \() definida entre V+$, +CX esto es igual a [Ecuación 5.3.1]:  
 
  \() = \d()																Q		 ∈ V+d, +dmX   (. 5.3.1) 
 
 
Para ello, bastará con conocer cada uno de los trozos cúbicos de \d(). 
 
Como se ha decidido  que \d() sea un polinomio de grado c = 3, se obtiene que \′() será 
un polinomio de segundo grado y \′′() de grado uno. 
 
Si se denota por  xd				∀				1 <  ≤ 	H  los valores que toma \′′d(+d) para cada 		, entonces para 
que las derivadas segundas peguen bien entre los diferentes nodos de la función \′′() 
tendrá que ser como la figura 5.3.4.1 
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Se supone que los extremos de las segundas derivadas son [Ecuación 5.3.2 y Ecuación 
5.3.3]: 
 \′′d(+dm) = xdm      (. 5.3.2) 
 
 \′′d(+d) = xd  (. 5.3.3) 
 
Entonces \′′d(+d) estará expresada para cualquier punto del intervalo utilizando la ecuación 
lineal [Ecuación 5.3.4]: 
 
\′′d() = xdm( − +d) + 		 xd 			(+dm − )			ℎd  
   (. 5.3.4) 
Integrándola dos veces se obtiene [Ecuación 5.3.5]: 
 
 \d() = xdm( − +d)o + xd(+dm − )o6ℎd + ed( − +d) + yd(+dm − ) 
   (. 5.3.5) 
Para obtener el valor de ed y yd se conocen las ecuaciones 5.3.6 y 5.3.7:  
 
 \d(+d) = d   ∀ 1 <  ≤ 	H   (. 5.3.6) 
 
 \d(+dm) = dm      ∀  1 <  ≤ 	H   (. 5.37) 
 
 
Con todo esto se llega a la siguiente expresión [Ecuación 5.3.8]: 
 \d() = xdm( − +d)o + xd(+dm − )o6ℎd + Idmℎd − xdmℎd6 L ( − +d) + Idℎd − xdℎd6 L (+dm − ) 
 
 (. 5.3.8) 
 
Con esta expresión de \d	() [Ecuación 5.3.8], para cada intervalo de V+d, +dmX se garantiza la 
continuidad de \() y que coincidirá con (+d) en los puntos  +d		∀						1 <  ≤ 	H		. 
 
 
Queda por satisfacer la continuidad de la primera derivada de \() [Ecuación 5.3.9]:   
 
  \(d(+d) = Q(d!(+d)	 	∀	 2 <  ≤ 	H − 1 (. 5.3.9)			 
 
 
 Se calcula    \(d(+d)   [Ecuación 5.3.10]   y    Q(d!(+d) [Ecuación 5.3.11]:  
 Q(d() = xdm2ℎd ( − +d)' − xd2ℎd (+dm − )' + Idmℎd − xdmℎd6 L − Idℎd − xdℎd6 L 
 
           (. 5.3.10)			 
 
 Q(d!() = xd2ℎd ( − +d!)' − xd!2ℎd! (+d − )' + I dℎd! − xdℎd!6 L − Id!ℎd! − xd!ℎd!6 L 
 
 (. 5.3.11)			 
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Imponiendo la ecuación 5.3.12: 
 
  Q(d(+d) = Q(d!(+d) ∀	  2 <  ≤ 	H − 1 (. 5.3.12)			 
  
 
Y simplificando la expresión se llega al sistema de ecuaciones lineales [Ecuación 5.3.13]: 
 ℎd!xd! + 2(ℎd! + ℎd)xd + ℎdxdm = 6ℎd (dm − d) − 6ℎd! (d − d!) 
 
 (. 5.3.13)			 
 
Donde se define [Ecuación 5.3.14]: 
 ^d = |p= (dm − d) − |p=rA (d − d!)												∀													2 <  ≤ 	H − 1   (. 5.3.14)			 
 
 
Entonces el sistema queda: 
 
} ℎx + 2(ℎ + ℎ')x' + ℎ'xo = ^'ℎ'x' + 2(ℎ' + ℎo)xo + ℎox~ = ^o…					ℎC!'xC!' + 2(ℎC!' + ℎC!)xC! + ℎC!xC = ^C! 
 
 
Una vez se ha definido el sistema aún faltaría aplicar la condición de contorno que se ha 
impuesto, y que como se ha comentado con anterioridad. En este caso será: 
 
El spline cúbico natural o de frontera libre [Ecuación 5.2.2.4] [Código 11]: 
 
 	\(((+$) = \(((+C) = 0   (. 5.2.2.4) 
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//  SPLINE 
        
void Spline(double x[ ], double y[ ], int n, double yp1, double ypn, double y2[ ]) 
{ 
 u=new double[n-1]; //vector(1,n-1); 
 if( yp1 > 0.99e30) y2[0]=u[0]=0.0; 
  
           else 
 { 
      y2[0]=-0.5; 
      u[0]=(3.0/(x[1]-x[0]))*((y[1]-y[0])/(x[1]-x[0]) - yp1); 
 } 
 
      for(i=1; i<=n-1; i++) 
         { 
  sig=(x[i] - x[i-1])/(x[i+1] - x[i-1]); 
  p=sig*y2[i-1]+2.0; 
  y2[i]=(double)(sig-1.0)/p; 
  u[i]=(y[i+1] - y[i])/(x[i+1] - x[i]) - (y[i] - y[i-1])/(x[i] - x[i-1]); 
  u[i]=(double)(6.0*u[i]/(x[i+1] - x[i-1]) - sig*u[i-1])/p; 
        } 
 
             if(ypn > 0.99e30) qn=un=0.0; 
                 else 
             { 
        qn=0.5; 
        un=(double)(3.0/(x[n]-x[n-1]))*(ypn - (y[n] - y[n-1])/(x[n] - x[n-1])); 
                 } 
 
         y2[n]=(un - qn*u[n-1])/(qn*y2[n-1] + 1.0); 
         for(k=n-1; k>=1; k--) y2[k]=y2[k]*y2[k+1]+u[k]; 
 } 
void splint(double xa[ ], double ya[ ],  double y2a[ ],int n, double x, double *y) 
 
{ 
                int klo=0; 
    int khi=n-1; 
     while (khi-klo > 1)  
 
                   { 
                       k=(khi+klo) >> 1; 
          if (xa[k] > x) khi=k; 
          else klo=k; 
      } 
 
           h=xa[khi]-xa[klo]; 
           if (h == 0.0) printf("Bad xa input to routine splint"); 
          a=(xa[khi]-x)/h; 
          b=(x-xa[klo])/h; 
          *y=a*ya[klo]+b*ya[khi]+((a*a*a-a)*y2a[klo]+(b*b*b-b)*y2a[khi])*(h*h)/6.0; 
}  [Numerical Recipes in C] 
 
Código 11: Construcción de un Spline – inicio - 
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int main(int argc, char *argv[]) 
{ 
  FILE *pt 
    int i;  
    int j;  
    double *t; 
   double *h; 
    int n_punt=10;  
    double y2[n_punt]; 
    double resultado; 
    printf("num de puntos estudiados= %d\n" , n_punt ); 
// lee el disco en busca del txt     
   if((pt=fopen("puntos_EXP.txt","r"))==NULL)       
      { 
     printf("Ep! Tengo problemas para encontrar el fichero de puntos\n"); 
     }     
    fscanf(pt,"%d",&n_punt); // lee cuantos puntos tengo    
                 // Reserva espacio para la medida de puntos 
        t= new double[n_punt];  
        h= new double[n_punt]; 
    // donde empieza a leerse el txt 
       for( j=0; j<n_punt;j++) 
          { 
                        fscanf(pt,"%lf%lf",&t[j],&h[j]); 
        } 
         fclose(pt);     
 
 
     Spline( t, h , n_punt , 0.99e31 , 0.99e31 , &y2[0] ); 
               splint( t,  h,   y2,n_punt, 7 , &resultado);      
          printf("res= %lf\n", resultado ); 
     
      delete [ ] h; 
      delete [ ] t;  
         
    system("PAUSE"); 
    return EXIT_SUCCESS; 
 
} 
 
Código 11: Construcción de un spline – final - 
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6. ESTUDIO DE RESULTADOS 
 
Al analizar los puntos de interés de ambas fotografías, se encontró con el problema de que 
estas fugaban demasiado en la zona alta y baja de la imagen [Figura 6]. Este trabajo se 
centra en la parte central de ambas [Figura 6.1], para ser exactos entre los píxeles 600 y 
1880, en lo que altura se refiere. El spline se utilizará para modificar de forma local una 
anchura de unos 100 píxeles. Se distorsionará la imagen de la derecha,  DSC_0235, para 
que se ajuste a la de la izquierda, DSC_0234 en la posición cero de la unión. A lo largo de 
esa anchura de 100 píxeles, las coordenadas de los puntos imagen se transformaran 
paulatinamente, pasando de ser parecidos a DSC_0234 para volver a los originales de 
DSC_0235. De ese modo conseguiremos una fusión o unión a lo largo de la zona de 
transición que disimulará los cortes abruptos de los elementos arquitectónicos.   
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La modificación local que se ha realizado consiste en insertar ambas imágenes, una encima 
de la otra con una zona en común, como es la ventana central  [Figura 6.1]. Al no tratarse de  
transformación lineal, esta se adapta  perfectamente a la correspondencia. De este modo se  
podrá distorsionar a conveniencia.   
 
 
 
En la figura 6.2 se pueden observar diferentes puntos de interés obtenidos de la fotografía 
DSC_0234 [Figura 2.5.1]. Estos se corresponden con los de la figura 6.3, que se basa en la 
fotografía DSC_0235 [Figura 2.5.2], las correspondencias entre los puntos de cada imagen 
se encuentran mediante el método de correlación que hemos implementado y añadido al 
programa creado en C++.  
 
Mediante un listado en “.txt” y el programa “ENVI 4.3” se ha ido comprobando que la 
correspondencia entre los puntos sea correcta. Una vez asegurado el listado de puntos, se 
procede a su interpolación bilineal mediante la función spline [código 12].  
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La función spline, como se comentó en el aparto 5, es una función que se adapta muy bien 
de forma local, ya que su esencia radica en los intervalos de los diferentes polinomios que la 
forman. 
 
A continuación se comparara la figura 6.4 junto a la figura 6.5, estas representan la unión de 
ambas imágenes, donde se puede apreciar la diferencia de aplicar o no la función Spline. 
Los cuadrados rojos son pequeños ampliaciones en la zona de distorsión. Los resultados 
obtenidos se muestran en la figura 6.6. 
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Como se puede observar en los zooms de la figura 6.6 las imágenes situadas a la izquierda, 
son imágenes donde se realiza la unión de ambas fotografías sin aplicar ningún tipo de 
distorsión, reflejándose así el salto que se produce en el solape. 
 
En las imágenes de la derecha se observa con claridad como este salto se ha suavizado de 
una manera espectacular gracias a la función spline, actuando de manera local, dejando tras 
de sí la duda de donde se ha producido la unión entre las fotografías.  
 
En la figura 6.4  también está reflejado el problema ocasionado por los diferentes puntos de 
vista como se puede observar en (a’) y (e’). 
 
 
 
 
  // COSIDO DE LAS IMAGENES 
 
            for (kk=0; kk<n_punt; kk++) // empieza a leer el txt 
                {                       
                    fscanf(ptt,"%d%d%d%d",&auxx,&auxy,&aux2x,&aux2y); 
                    t[kk]=auxy; 
                    h[kk]=aux2y;         
                } 
                fclose (ptt); 
                      
  double factor= 1.0; 
    double a; 
    for( banda=0 ; banda<3 ; banda++ ) 
    { 
       for( i=0 ; i<100 ; i++ )  // se coge 100 de ancho para producir distorsión 
                    for( j=600 ; j<=1870 ; j++ ) 
                   { 
    factor= (100.0-i)/100.0; 
                 Spline ( t , h , n_punt , 0.99e31 , 0.99e31 , &y2[0] ); 
                  
                 kk= j; 
                 splint( t , h , y2 , n_punt , kk , &resultado ); 
   resultado= resultado*factor + kk*(1.0-factor); 
 
  jj= (int)resultado; 
  a= resultado-jj; 
 if( jj<2000 ) 
 dos_imag[X*(100+j)+ i +1830 + banda*novamida ] = (unsigned char)  
           ((1.0-a)*DSC_0235[Amp*jj+i+490 + banda*Amp*Alt]+a*DSC_0235[Amp*jj+i+1+490 +  
                     banda*Amp*Alt]); 
 
  if( banda==0) 
  printf("val= %d res=%lf\n", kk, resultado); // me  da la coordenada j_35   
     }     
  } 
          if( (solape = fopen( "union2", "wb")) == NULL ) // Guarda 
         {  
                  printf("Ep! Tinc problemes per trobar el fitxer"); 
                  system ("pause"); 
                  exit(0);      
         } 
                  // escribe el fichero y el contenido lo copia en la memoria 
        fwrite( (unsigned char*)dos_imag, 3*novamida, sizeof(char), solape);  
  fclose(solape);     
Código 12: Cosido de imágenes 
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7 CONCLUSIONES  
 
Comentario previo: 
 
Los primeros meses se han de dedicar al aprendizaje de programación en lenguaje C++. 
Una vez obtenidas unas nociones básicas es muy difícil dar pasos sin la ayuda y 
seguimiento casi continuo del tutor. 
 
Conclusiones en lo que al trabajo concierne: 
 
Cuando se remuestrea una imagen dentro del ámbito fotogramétrico, esta se transforma de 
manera global, es decir, se aplica una transformación  que afecta a toda la imagen. 
 
En nuestro caso hemos estado explorando el uso de las funciones spline en imágenes 
digitales para poder hacer deformaciones de una manera local y controlable. 
 
Las dos imágenes que se utilizan durante todo el proceso mantienen su tamaño y forma 
original, trabajando únicamente en una pequeña franja en común, de unos 100 píxeles. En 
esta  franja es donde se aplicarán las distorsiones locales. Estas no serán iguales para todo 
el recorrido, pues dependerán del valor del punto en esa anchura. 
 
El punto se ira adaptando según la correspondencia, es decir, cuanto más cerca este de la 
imagen izquierda en este caso DSC_0234, la imagen a la derecha (DSC_0235) se irá 
adaptando a la de la izquierda y a medida que se avance hacia la derecha en esta franja de 
100 pixeles la deformación será paulatinamente menor para adaptarse, finalmente, a la 
imagen de la derecha. 
 
El objetivo de este trabajo era suavizar de manera controlada esos pequeños saltos que se 
producen en las imágenes de manera local. Tal  y como se ha mostrado en el apartado 6, se 
ha conseguido muy satisfactoriamente. 
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