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Sammanfattning 
 
Devv.it är ett nystartat företag på fem anställda som arbeter med olika områden. 
Problemet för Devv.it är att deras nuvarande rekryteringsprocess inte är effektiv nog, 
den är lång och vissa delar tar mycket tid. Uppgiften är att utveckla ett säkert 
testverktyg som effektiviserar deras nuvarande rekryteringsprocess genom automation 
av vissa delar. Utvecklingen av detta testverktyg byggdes på resultatet från en analys 
fas, bestående av olika delar, där informationsinsamling skedde. Den information som 
samlats in användes sedan för att utveckla det önskade testverktyget. 
 
Det utvecklade testverktyget automatiserar två delar av deras nuvarande 
rekryteringsprocess. Dessa två delar är kunskapsdelen och arbetsprovsdelen där 
kunskapsdelen är kunskapstester som görs direkt i testverktyget och arbetsprovsdelen är 
något som görs utanför för att sedan lagra resultatet i testverktyget. Testverktyget lagrar 
information såsom resultat, starttid, sluttid och vilka svarsalternativ som har valts under 
ett kunskapstest för att på ett smidigt sätt presentera den för en ansvarig rekryterare. 
Presentationen av resultatet används sedan för filtreringen av de oönskade kandidaterna. 
 
Utöver detta diskuteras även de olika säkerhetsaspecter som testverktyget besitter samt 
de några som inte är implementerade. Det diskuteras även vilka fler möjligheter det 
finns för testverktyget att utvecklas till i framtiden.   
 
Nyckelord: testning, effektivisering, filtrering, säkerhet, testverktyg, webb, analys, 
automation. 
  
Abstract 
 
This report describes the process of a bachelor thesis carried out for the consulting 
company Devv.it. Devv.it’s a new company with five employees working in different 
areas. The problem for Devv.it is that their current recruitment process is not efficient 
enough, it is long and some parts take much time. The task is to develop a safe test tool 
that optimize their current recruitment process through the automation of certain parts. 
The development of this test tool builts on the result of an analysis phase, consisting of 
various parts, where data collection occurred. The information gathered was then used 
to develop the desired test tool. 
 
The developed test tool automates two parts of their current recruitment process. These 
two parts are the knowledge part and work part where the knowledge part is performed 
with knowledge tests directly in the test tool and the work part is something that is done 
externally and then stores the result in the test tool. The test tool stores information such 
as result, start time, end time and the responsive options that have been selected in a 
knowledge test to smoothly introduce it to a responsible recruiter. The presentation of 
the result is then used for filtering of the unwanted candidates. 
 
In addition, this also discusses the various security aspects that the test tool possesses 
and the few that are not implemented. It also discusses the more opportunities there are 
for the test tool to develop into the future. 
 
Keywords: testing, optimization, filtration, security, test tool, web, analysis, automation. 
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1 Inledning 
1.1 Bakgrund 
Devv.it är ett konsultföretag i IT-branschen. Företaget grundades 2014 och har vuxit 
snabbt sedan dess. Idag använder Devv.it sig av ett projekthanteringssystem som heter 
Podio (se 5.5.1) för att lagra samt hantera sina arbetssökande, även kallade kandidater, 
vilket har fungerat bra fram tills nu. Utöver Podio använder Devv.it sig av en tjänst för 
att testa sina kandidater. I denna tjänst finns det inte tillgång till att modifiera sina tester, 
vilket de vill kunna.  
 
Med den ständiga tillväxten av företaget har Devv.it funnit ett behov av att effektivisera 
rekryteringsprocessen då de idag får många ansökningar till deras lediga tjänster varje 
dag och inte har möjlighet att testa alla kandidater på önskat sätt. Examensarbetet 
bygger på en analys av deras nuvarande arbetsmetoder för att sedan effektivisera dessa 
genom att utveckla ett testverktyg som ska underlätta Devv.its filtrering av kandidater, 
vilket innebär att kandidater som inte når upp till de utsatta kraven nekas den tjänst de 
söker. Det testverktyg som ska utvecklas kommer fungera som en blackbox och 
automatisera delar av Devv.its nuvarande processer.  
1.2 Syfte 
Syftet med detta examensarbete är att utveckla ett säkert testverktyg i webbformat för 
att underlätta filtrering av kandidater över nätet genom automatisering. Med säkerhet 
menas skydd av systemet och mot fusk, där fusk är den del tyngden ligger. Ett digitalt 
programmringstest ska redovisas i ett digitalt format som på ett lättförståeligt sätt ska 
framföra ifall en kandidat når upp till Devv.its kompetenskrav. Dessa tester ska ske på 
tid och därför ska säkerhetesmetoder användas för att motverka manipulation av tiden 
samt databashanteringen för att undvika sabotage av data samt fusk.  
 
När det gäller responsiviteten ska testverktyget använda ramverk som hanterar detta på 
ett sådant sätt att kandidater, som utför ett test, inte ska behöva oroa sig över vilken 
nätansluten enhet med webbfunktionalitet de använder. 
1.3 Avgränsningar 
Examenarbetets huvudsakliga fokus var att utveckla ett fungerande testverktyg som 
automatiserar delar av Devv.its rekryteringsprocess. I detta testverktyg låg fokus på att 
leverera en fungerande produkt som tar hänsyn till säkerhet. Med säkerheten menas 
säkerhet kring fusk av testtagande. De avgränsningar som därför har gjorts var att ingen 
säkerhet kring publika-nycklar kommer att användas. Kryptografi som kan användas 
kommer att vara via färdiga funktioner i de programmeringsspråk och fokus kommer 
därför ligga på att utveckla ett testverktyg vars struktur hindrar kandidater från 
fuskmöjligheter. 
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Testverktyget kommer att utvecklas huvudsakligen för datorer där mobila enheter 
exkluderas. Detta på grund av att Devv.it idag arbetar stationärt och inte över mobila 
enheter. 
1.4 Mål 
Målet med detta examensarbete är att utveckla ett säkert testverktyg som ska 
automatisera delar av en rekryteringsprocess och underlätta filtrering av kandidater. 
 
De delar som ska automatiseras är den första delen av rekryteringsprocessen som är 
kunskapstest samt den senare delen av rekryteringsprocessen som är arbetsprov där en 
kandidat får ett angivet antal timmar på sig att genomföra ett programmeringstest.  
 
Gällande kunskapstestet så är det till för att filtrera bort kandidater som får väldigt lågt 
resultat samt kandidater som endast söker en tjänst eftersom att de måste för att få 
bidrag av arbetsförmedlingen. Denna del av rekryteringsprocessen ska då automatiseras 
för att ge rekryterarna på Devv.it en mer arbetseffektiv tid med kandidaterna som är 
tillräckligt duktiga och faktiskt vill ha ett jobb. Arbetsprovet är den del av 
rekryteringsprocessen där en kandidat endast får ett test om de lyckats klara de 
poängkrav Devv.it ställer på en viss tjänst. Denna process ska också vara automatiserad 
och lagra viktig information, såsom starttid och inlämningstid. 
 
Det finns en del olika statusnivåer en kandidat måste ta sig igenom innan de blir 
presenterade för en kund och för att göra det tydligare är det den första till den andra 
samt den sjätte till den sjunde statusnivån testverktyget ska automatisera (se bild 2). De 
resterande statusnivåer måste hanteras manuellt då de är intervjuer som inte ska 
automatiseras. 
 
Problemen som undersökas i examensarbetet är då: 
 
1. Hur ska ett säkert testverktyg i webbformat konstrueras för att 
underlätta filtrering av kandidater över nätet? 
1.1. Hur redovisas ett resultat vid ett avslutat programmeringstest. 
1.2. I vilken digital form tar en kandidat emot ett test? 
1.3. Hur ska testverktygets layout vara konstruerat för att underlätta 
vidareutveckling av testverktyget i framtiden? 
1.4. Vilka teknikska ramverk ska användas för att hantera 
testverktygets responsivitet över nätet? 
1.5 Vilka programmeringsspråk ska det finnas möjlighet att testas 
på? 
1.6 Vilka säkerhetsmetoder behöver användas för ett säkert tagande 
av ett test ska ske? 
 
Dessa problem som ska undersökas kommer ligga till grund för examensarbetet och den 
produkt som ska utvecklas. 
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2 Arbetsprocess 
 
Bild  1 – Arbetsprocessen 
Arbetsprocessen bestämdes som en följd av diskussion med handledaren på Devv.it. 
Tanken är en agil arbetsprocess enligt bild 1. Idéen är att man från början startar i 
analyseringsfasen där en rad utvecklinguppgifter bestämms. När de bestämda 
utvecklingsuppgifterna är utförda testas dessa och om de inte ger några felmeddelanden 
och känns klara så presenteras de för handledaren på Devv.it. Ger handledaren sitt 
godkännande diskuteras nästa fas av utveckling, analyseras och förbereds genom att 
skriva ner de olika utvecklingsstegen som behöver göras och sedan påbörjas en ny 
iteration av arbetsprocessen. 
 
Det finns två delar av arbetsprocessen som kan orsaka omstarter i iterationen. Den 
första, och mest vanliga, är att testningen ger felmeddelanden. Skulle detta inträffa är 
det tillbaka till utvecklingsfasen och granska koden för fel och i värsta fall skriva mer 
djupgående testmetoder. 
 
Den andra delen som kan starta om en iteration är ifall presentationen visar att det inte 
var det företaget behövde, då finns det en risk att man får börja om i utvecklingsfasen 
men i värsta fall ändra hela gruntanken kring utvecklinguppgiften för just den 
iterationen och då börjar man om i analyseringsfasen där nya utvecklingsuppgifter tas 
fram. 
  
  
4 
  
  
5 
3 Källkritik 
Källkritiken bygger på en checklista framtagen av K. Alexandersson (Alexandersson 
2012, s. 33) och är en guide till hur källkritik fungerar. Denna checklista består av sju 
frågor som bör ställas innan användning av information från en webbplats. Guiden som 
används är utgivet material från en universitetsadjunkt på Lunds Tekniska Högskola och 
anses därför vara en trovärdig källa. 
 
De sju frågor, som checklistan består av, är: 
1. Vad är det för sorts webbplats? 
2. Vad är avsändaren? 
3. Vem har skapat sajten? 
4. Vilket är syftet med webbplatsen? 
5. Till vem vänder sig sajten eller den enskilda webbplatsen? 
6. Är sajten seriös? 
7. Kan du få information från andra ställen? 
 
Alla frågor gås inte igenom vid bedömningen av källorna men kommer däremot ligga 
som underlag. Bedömningen gällande källorna kommer ske i den ordning källorna 
befinner sig i referenslistan (se kapitel 8). 
 
1. Balsamiq, 2015 
Källan är en internetlänk till Balsamiqs egna webbsida. Den information som 
hittas där går även att återfinna på andra webbsidor. Däremot anses den 
trovärdig då det som skrivs på deras egna webbsida är det som gäller. 
 
2. Bootstrap, 2013 – CSS, 2014 – HTML, 2015 – SQL, 2010 
Dessa fyra käller summeras under en bedömning då dessa är hämtade från 
samma grundwebbsida. W3 arbetar med utveckling av tekniska protokoll, 
standarder och programvaror för webben tillsammans med industrier, 
forsknings- och utvecklingsinstitut, standardiseringsorgan samt regeringar och 
EU. Denna källa anses därför trovärdig av den anledningen att det finns mycket 
erfarenhet bakom allt de publiserar. 
 
3. DB ranking, 2015 
DB-Engines anses vara trovärdigt av den anledningen att de erbjuder en att se 
deras metoder för hur beräkningarna av poängen har tagits fram. 
 
4. GlobiFlow, 2015 
GlobiFlow är, som Balsamiq, en internetlänk till deras egna webbsida. Den 
information som hittas där går också att återfinna på andra webbsidor. Däremot 
anses den vara säkrast då det som skrivs på deras egna webbsida är det som 
gäller. 
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5. Ivaylo, 2014 
Detta är ett blogg-inlägg på den omtalade sidan ”sitepoint”. Ivaylo Gerchev är 
en av deras skribenter och av att ”sitepoint” valt att använda honom som 
skribent anses han som en trovärdig källa. 
 
6. JavaScript, 2015 
Denna information är hämtad från Mozilla egna webbsida. Mozilla är ett företag 
som utvecklar internetrelaterade applikationer såsom Firefox, Thunderbird m.m. 
Av den anledningen att de är ett stort företag vars huvudfokus ligger på 
internetrelaterade applikationer så anses de vara en trovärdig källa. 
 
7. Margaret, 2008 
Detta är ett blogg-inlägg på den omtalade sidan ”TechTarget”. Margaret Rouse 
är en skribent som ansvarar för Whatis.com, och ”TechTargets” IT encyklopedi 
och lärdomscenter. Hon är ansvarig för att bygga upp innehåll som hjälper IT-
proffsen lära sig att prata med varandras högt specialicerade språk. Av att hon 
arbetar med konstruktion av IT-relaterad information och att TechTarget valt att 
anställa henne så anses hon vara en trovärdig källa. 
 
8. MySQL, 2015 
MySQL är, som Balsamiq och GlobiFlow, en internetlänk till deras egna 
webbsida. Den information som hittas där går att återfinna på andra webbsidor. 
Däremot anses den vara säkrast då det som skrivs på deras egna webbsida är det 
som gäller. 
 
9. Notepad++, 2015 
Källan till informationen som skrivs om Notepad++ är tagen från deras egna 
webbsida där det som publiceras är det som gäller för textverktyget. Detta anses 
vara den säkraste källan för denna information även då den går att återfinna på 
andra webbsidor eftersom att de levererar uppdateringar om textverktyget först. 
 
10. PHP, 2014 
Källan till informationen skriven om PHP är tagen från Zend. Zend är ingen stor 
webbsida men rekommenderas ofta via forum att hitta information på. Denna 
källa anses inte helt trovärdig men genom läsning av vad de har publicerat om 
PHP så anses informationen tillräckligt trovärdig. 
 
11. Podio, 2015 
Den internetlänk som är anknuten till denna källa är till Podios egna webbsida. 
Denna anses trovärdig då det som skrivs där är det som gäller för Podio även 
ifall det skulle stå något annat på en annat webbsida. 
 
12. SV, 2015 
Denna källa kan inte anses helt korrekt. De har gjort en bedömning utefter vilka 
jobbannonser de får in i deras databas. Denna statistik kan skilja från tid till tid 
och ska därför användas kritiskt. 
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Den sista källan som ska nämnas är ingen internetkälla och behandlades därför inte 
utefter den angivna checklistan. Denna källa är ”Rocket Surgery Made Easy”, skriven 
av Steve Krug. Källan anses vara trovärdig då den givits som tips från en 
universitetsadjunkt på Lunds Tekniska Högskola. 
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4 Utveckling 
Utvecklingsprocessen är uppdelad i två faser, fas 1 och fas 2. Fas 1 är en inledande fas 
där syftet är att samla information som underlag för att kunna utveckla ett 
automatiserande testverktyg. Fas 1 avslutas med en funktionsbeskrivning av 
testverktyget. Funktionsbeskrivningen blir då utgångspunkt för fas 2. Under fas 2 
utvecklas och testas testverkyget där det även tas fram vilka versioner som skulle 
utvecklas.    
4.1 Fas 1 – Informationsinsamling 
Fas 1 var den första del av examensarbetet där dess syfte var att analysera vad som 
behövde göras och hur. Detta skedde i tre olika steg där steg 1 var en 
informationsinsamling i form av dialog med en representant från företaget. I steg två 
hade den insamlade informationen från steg 1 analyserats och skrivits ihop som en 
sammanställd ”workflow” och i steg 3 presenterades sammanställningen och diskuteras 
genom dialog med handledaren på företaget för att säkerställa att korrekt arbete utförs. 
4.1.1 Steg 1 - Dialog 
En dialog med representater genomfördes på Devv.it. Dialogen fokuserade på allmänna 
frågor kring företagets syfte, mål och förutsättningar. Målet med diaglogen var att samla 
information om hur testverktyget ska utvecklas och vad som önskas utav det. De 
allmänna frågor som ställdes var bland annat: 
 
1. Vilka funktionaliteter ser ni att testverktyget ska ha? 
2. Vad använder ni er av idag och hur fungerar det? 
3. Hur vill ni att arbetsprocessen ska se ut? 
4. Har ni några tekniska önskemål? 
 
Under dialogen gjordes anteckningar som sedan låg till grund för sammanställningen i 
steg 2. Det som togs fram ur dialogen var hur företagets behov i förhållande till dess 
funktionalitet, säkerhet och prestanda. Vidare togs det ut vilka programmeringsspråk 
som gärna ska användas, vilka avgränsningarna det bör göras, vad som önskades göra åt 
de funktionaliteter som upptäckts under examensarbetet gång men som faller utanför 
avgränsningen som möjligvis skulle kunna implementeras i framtiden och hur deras 
rekryteringsprocess fungerar idag. 
 
De önskemål om funktionalitet som framkom under dialogen återfinns i steg 2 där vissa 
av dessa klassades som huvudfunktioner vilket betyder att det räknades med att dessa 
ska vara fungerande för att testverktyget ska räknas som effektiviserande av deras 
tidigare sätt att testa kandidater.  
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Vad gäller säkerheten, var det främst tre önskemål som hade identifierats från företaget: 
1. Databasen ska skyddas från SQL-injektioner vilket innebär att skydda databasen 
från injektioner av SQL-kommandon i SQL-satser genom inmatningsfält på 
webbsidan. 
2. Känslig data i databasen ska inte vara synlig och därför skyddas med hashning, 
vilket innebär convertering av textsträngar till hashsummor.  
 
När det gäller prestanda var det inte en exekveringstid som var viktigt, utan fokus låg på 
algoritmen för de olika delarna i testverktyget som inte skulle vara för komplicerad på 
så sätt att testverktyget kör onödigt många iterationer när det ska hämta data, lagra data 
eller exekvera data. Prestanda diskuterades därför i komplexitet där 𝑂(𝑛) var mest 
önskad men 𝑂(𝑛2) räknades också som acceptabel.  
 
Programmeringsspråk som önskades var PHP, HTML, CSS, JavaScript och SQL då 
några ansällda på Devv.it tidigare har arbetat med dessa språk vilket underlättar 
vidarutveckling i framtiden, om så skulle önskas. Dessa språk har dessutom 
funktionalitet för att uppfylla de utsatta målen för detta examensarbete. 
 
4.1.2 Steg 2 – Workflow + Anteckningar 
4.1.2.1 Inventering 
Steg 2 inleds med en inventering. Under en hel dag genomfördes en analys av deras 
nuvarande rekryteringsprocess (se bild 2) genom att be en representant från Devv.it 
uföra hela rekryteringsprocessen samtidigt som de förklarar vad de gör. Medan de 
förklarar och stegade igenom processen iakttogs och antecknades de viktiga delarna av 
vad de sa och gjorde.  
 
Efterföljande sammanställdes inventeringen som avstämdes med representanter från 
företaget för att få en klarare bild av vad de ville ha. Se bild 2. 
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Bild  2 – Rekryteringsprocessen 
 
  
12 
Första steget i rekryteringsprocessen (se bild 2) är att en kandidat letar efter tjänster via 
företagets platsbank. När denne hittat en tjänst de vill söka fyller de i ett formulär som 
lagrar all information i Podio. När Podio fått information om att en ny kandidat har lagts 
till sätts de i första statusnivån ”Submitted, test sent out” och får ett kunskapstest skickat 
till den mail de angivit i formuläret genom att en anställd på Devv.it skapat ett nytt 
kunskapstest via en tjänst vid namnet Test for Geeks, och sedan skickar ut den manuellt. 
När kandidaten utfört kunskapstestet får arbetsgivarna på företaget ett mail om att 
kunskapstestet är klart och ändrar sedan deras statusnivå till ”All tests recieved”. Om 
kunskapstestet inte är klart inom sju dagar skickas en påminnelse om att de har två 
dagar kvar att utföra kunskapstestet och om det inte är klart efter dessa två dagar sätts 
kandidaten i statusnivå ”Rejected becuase knowledge test is not done”. Om ett utfört 
kunskapstest är tillräckligt bra sätts kandidatens statusnivå till ”Time for phone screen 
submitted” vilket betyder att det ska bokas in en tid för en telefonintervju. Skulle 
kunskapstestet vara utfört, men inte tillräckligt bra, sätts kandidaten i ”Rejected because 
of knowledge test” samt får att mail om att de tyvärr inte gått vidare och att de är 
välkommna att söka igen om ett halvår. När telefonintervjun är färdig skickas ett 
samarbetsavtal om det gick bra, annars sätts deras statusnivå antingen till ”Rejected 
because of lack of experience” vilket betyder att de saknar erfarenhet, ”Rejected for 
other reasons” vilket betyder att de har blivit nekade på grund av andra anledningar, 
”Rejected, manual reject email” vilket betyder att de har blivit nekade men att ett 
manuellt mail ska skickas ut eller ”Unavailable” vilket betyder att de är otillgängliga för 
tillfället.  
 
Nästa steg i processen är ”Work test sent” där ett arbetsprov skickas till kandidaten. 
Detta arbetsprov tar vanligtvis mellan två till åtta timmar att utföra och skickas till 
kandidaten nedpackat i något filformat, vanligtvis ”.zip”. När detta arbetsprov är utfört 
laddas det upp och sedan analyseras samt ges feedback på av en ansvarig rekryterare. 
Om detta är tillräckligt bra sätts de i statusnivå ”Time for interview submitted” vilket 
betyder att en längre intervju ska bokas in. När intervjun är klar och de på företaget är 
nöjda sätts de i statusnivå ”Transfered to Human Resources” vilket lägger kandidater i 
en egen grupp som de på HR avdelningen kan plocka från när de ska presentera 
kandidater för en kund. Om arbetsprovet eller den längre intervjun inte skulle gå bra 
ändras deras statusnivå till antingen ”Rejected because of lack of experience”, ”Rejected 
for other reasons”, ”Rejected, manual reject email” eller ”Unavailable”. 
 
De gråa rutorna i bild 2 beskriver de delar av rekryteringsprocessen som testverktyget 
ska automatisera. När en kandidat har sökt en tjänst via företagets platsbank och fylld i 
formuläret, som uppdaterar Podio, ska testverktyget se att en ny kandidat har lagts till i 
Podio och automatiskt skicka ut ett mail till kandidaten innehållande en länk till ett 
lämpligt kunskapstest beroende på vad kandidaten har fyllt i i formuläret gällande vad 
deras huvudprogrammeringsspråk är. När de har utfört kunskapstestet ska all deras 
information, om vilka alternativ de har svarat på, lagras i databasen, generera en PDF 
som presenterar resultatet på de olika delarna och ändra kandidatens statusnivå till ”All 
tests recieved”. Sedan fortsätter processen manuellt, som tidigare, fram till ”Work test 
sent” då de mellanliggande statusnivåer måste hanteras på detta vis. Då en kandidat når 
statusnivå ”Work test sent” ska testverktyget även se detta och automatiskt skicka ett 
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mail innehållande en länk till en sida där kandidaten kan ladda ner arbetsprovet. När de 
laddat ner arbetsprovet ska testverktyget se detta och ändra kandidatens statusnivå till 
”Work test arrived and sent to coder” och när kandidaten är klar, och har laddat upp 
arbetsprovet, ser testverktyget även detta och ändrar deras statusnivå till ”Work test 
feedback gathered” som meddelar den ansvariga rekryteraren att kandidaten har avslutat 
sitt arbetsprov som då behöver granskas. 
 
Den funktionalitet företaget ansåg viktig för att testverktyget ska räknas som mer 
effektivt än deras tidigare sätt att testa kandidater sammanfattas som 10 
huvudfunktioner. 
 
Funktion 1 Funktionalitet för att skapa kunskapstester. 
Funktion 2 Funktionalitet för att ladda upp egengjorda arbetsprov. 
Funktion 3 Funktionalitet för automatiserade utskick av kunskapstester ska finnas. 
Funktion 4 Funktionalitet för automatiserade utskick av arbetsprov ska finnas. 
Funktion 5 Redigeringsmöjligheter av kunskapstester ska finnas. 
Funktion 6 Redigeringsmöjligheter av arbetsprov ska finnas. 
Funktion 7 Resultatet ska presenteras på ett sätt som enkelt låter sig granskas. 
Funktion 8 Möjlighet att göra ett test utan att registrera sig ska finnas. 
Funktion 9 Uppdatering av Podio ska ske vid varje avslutat test. 
Funktion 10 Hantering av data som sänds från GlobiFlow (se 5.4.2) till testverktyget 
ska finnas. 
 
Dessa funktioner ligger till grund för nästa del av steg 2 som är analys av liknande 
verktyg. 
4.1.2.2 Analys av liknande testverktyg 
Här följer förklaringar på vad som menas med huvudfunktionerna: 
 
Funktion 1 - Skapa kunskapstester: 
När ett kunskapstest skapas och de skickas ska man kunna skicka ett ”bigtest”. Ett 
”bigtest” är ett test som ligger högst upp i hierarkin, som bild 3 illustrerar, och betyder 
att det består av ett eget angivet antal ”tester” som ligger på nivå 2 i hierarkin och var 
och en av dessa innehåller ett eget angivet antal ”subtest” som ligger på nivå 3 i 
hierarkin. Subtesterna är de tester som innehåller själva frågorna samt svarsalternativ 
för de specifika delarna av ett test och ”test” är endast ett sammlingsnamn för dessa och 
”bigtest” för det totala kunskapstestet. 
 
 
Bild  3 – Illustration på hur hierarkin ett kunskapstest är uppbyggt 
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För att göra det tydligare följer ett exempel: 
 
 (Bigtest) PHP + MySQL + JavaScript 
  (Test) PHP 
   (Subtest) PHP- Facts 
   (Subtest) PHP - Syntax 
  (Test) MySQL 
   (Subtest) MySQL – Syntax 
   (Subtest) MySQL – Engines 
   (Subtest) MySQL – PDO 
  (Test) JavaScript 
   (Subtest) JavaScript – Basic code 
 
När en kandidat då utfört ett kunskapstest är det enklare att se vilka delar de är bra på 
och vilka delar de är mindre bra på. Ibland kan det vara lämpligt att testa en kandidat på 
fler delar och då är det inte alltid nödvänligt för dem att få bra på alla delar. 
 
Funktionen innebär att skapa ett kunskapstest på detta vis för att enklara kunna granska 
en kandidats resultat och på ett smidigt sätt avgöra om de besitter de kunskaper som 
krävs för den tjänst de söker. 
 
Funktion 2 - Ladda upp/Göra egna arbetsprov: 
När en kund till Devv.it vill att de ska finna lämpliga kandidater åt dem är det vanligt att 
de har ett arbetsprov som ska utföras under rekryteringsprocessen. Detta arbetsprov 
kommer oftast nedpackat i något format, vanligtvis ”.zip”, och kunden ser gärna att 
kandidaten utför detta innan denne skickas vidare i rekryteringsprocessen.  
 
Funktionen innebär att ladda upp de arbetsprov kunderna skickar och som kandidaterna 
sedan ska kunna utföra under en viss punkt av rekryteringsprocessen för att enklare 
avgöra om dessa är något kunden vill ha. 
 
Funktion 3 - Automatiskt utskick av kunskapstester: 
När en kandidat har fyllt i formuläret om att de vill söka en tjänst, via Devv.its 
platsbank, ska ett kunskapstest automatiskt skickas ut. Verktyget ska känna av att en ny 
kandidat söker en tjänst och detta bör göras när de har lagts till i Podio eller när de har 
uppnått första statusnivå i rekryteringsprocessen. 
 
Funktionen innebär att automatiskt kunna skicka ut ett kunskapstet strax efter att en 
kandidat har sökt en tjänst via Devv.its platsbank. 
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Funktion 4 - Automatiskt utskick av arbetsprov: 
När en kandidat tagit sig en bit igenom rekryteringsprocessen måste ett arbetsprov 
genomföras. Detta arbetsprov är oftast ett kodningsprov som Devv.its kund gjort och 
detta skickas idag ut manuellt. För att detta ska fungerar måste testverktyget ha någon 
form av anslutning till Podio och kunna känna av information om en kandidat. 
 
Funktionen innebär automatisk utskick av dessa arbetsprov när en kandidat nått en viss 
statusnivå i Podio. 
 
Funktion 5 - Redigeringsmöjligheter av kunskapstest: 
När kandidater utför ett kunskapstest kan det förekomma missförstånd i form av att 
frågor kan innehålla exempelvis homonymer, syntaxfel m.m. och dessa måste då genast 
korrigeras för att inte utsätta andra kandidater för samma misstag eller i värsta fall 
filtrera bort någon på grund av ett fel och då är redigeringsmöjligheter av kunskapstest 
viktiga. 
 
Funktionen innebär att användarna ska kunna gå in i ett befintligt kunskapstest och 
ändra frågor, svarsalternativ och vilka av svarsalternativen som är korrekta. 
 
Funktion 6 - Redigeringsmöjligheter av arbetsprov: 
När en kandidat utför ett arbetsprov kan det förekomma missförstånd i form av att 
arbetsprovets beskrivning innehåller homonymer, felbeskrivningar m.m. eller att de 
medskickade filerna är korrupta och inte går att exekvera. Då måste dessa korrigeras 
genast för att inte utsätta andra kandidater för samma misstag eller i värsta fall filtrera 
bort någon på grund av ett fel och då är redigeringsmöjligheter av arbetsprov viktiga. 
 
Funktionen innebär att kunna korrigera fel, oavsett om det är genom att direkt gå in i det 
befintliga arbetsprovet och korrigera felet där eller att ta bort det uppladdade 
arbetsprovet och sedan ladda upp en ny korrigerad version. 
 
Funktion 7 - Resultatet ska presenteras på ett sätt som enkelt låter sig granskas: 
När en kandidat söker en tjänst får de automatiskt ett mail med en länk till ett 
kunskapstest som har en struktur som den beskrivna i funktion 1. Det finns många olika 
sätt att presentera ett resultat på men det behövs något som gör strukturen i funktion 1 
enkel att granska genom att det tydligt ska framgå vad en kandidat är duktig på eller 
mindre duktig på. 
 
Funktionen innebär att kunna presentera de olika delar av ett kunskapstest, enligt 
strukturen som är beskriven i funktion 1, som på ett enkelt sätt låter sig granska för att 
kunna avgöra om en kandidat besitter de kunskaper som krävs för en viss tjänst. 
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Funktion 8 - Möjlighet att göra ett test utan att registrera sig: 
När en kandidat söker en tjänst via Devv.its platbank fyller de i sina uppgifter och får ett 
mail, med en länk till ett kunskapstest, automatiskt skickat till dem. När de klickar på 
denna länk ska de kunna starta kunskapstestet direkt. För att detta ska fungera måste 
testverktyget ha någon form av anslutning till Podio då information om kandidaten ska 
hämtas därifrån. 
 
Funktionen innebär att, den som söker, ska kunna klicka på den sända länken och starta 
kunskapstestet utan att behöva registrera sig i testverktyget eller fylla i fler uppgifter då 
all nödvändig information om kandidaten redan finns i Podio. 
 
Funktion 9 - Kan uppdatera Podio: 
När en kandidat utför ett kunskapstest eller arbetsprov behöver deras statusnivå ändras 
samt den ansvariga rekryteraren meddelas om att de är klara. Därför finns det ett behov 
av att kunna ändra en kandidats information och lägga till en länk till PDF:en, som 
presenterar resultatet i Podio på ett smidigt sätt vilket gör denna funktionalitet viktig att 
ha. Om detta inte fungerar kan en kandidat vara färdig utan att den ansvariga 
rekryteraren skulle ha någon kännedom om detta. 
 
Funktion 10 - Kan ta emot data från GlobiFlow: 
När ändringar görs i kandidatens information i Podio är det bra om något kommunicerar 
med testverktyget för att meddela om ändringar, borttagningar eller tillägg för att sedan 
kunna ändra vilket kunskapstest och arbetsprov kandidaten ska få tillgång till. Det är 
därför nödvändigt att testverktyget har ett PHP-skript som lyssnar på GlobiFlow och 
vilken data den sänder för att sedan utföra uppgifter utefter. 
 
Analys av liknande testverktyg gjordes för att ge en bättre överblick av vad som redan 
finns och hitta funktionalitet hos andra testverktyg som är bra att undersöka hur dessa 
utformas. 
 
Det fanns många webbaserade testverktyg att analysera och tre hade totalt valts ut. Två 
valdes ut baserat på vilka som rankats högst via googles sökmotor och dessa var 
”Codility” och ”TestDome”. Den tredje var ”Test for Geeks” som är det testverktyg 
Devv.it använder idag. 
 
Test for Geeks erbjöd kunskapstester som går att skicka till kandidater online och få 
resultat presenterat i PDF-format när kunskapstestet är slutfört. Skillnaden på denna 
tjänst och vad företagets önskade testverktyg ska klara av är att man i företagets 
önskade testverktyg ska kunna skapa sina egna kunskapstester med egna frågor, 
svarsalternativ och val av korrekta svaralternativ medan det i Test for Geeks endast 
fanns färdiga kunskapstester att välja mellan med en medioker svårighetsgrad. I 
företagets önskade testverktyg ska man själv kunna anpassa svårighetsgraden beroende 
på vilken typ av kandidat man söker, vilket gör det till ett smidigare testverktyg. Test 
for Geeks saknade dessutom kunskapstester för diverse programmeringsspråk så som C, 
C++, Ruby, Ruby on Rails, jQuery m.m. vilka idag är relevanta för Devv.it 
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Inför denna analys, av dessa testverktyg, hade ett antal funktioner valts ut för att 
undersöka hur de har valt att lösa dessa och möjligtvis göra liknande lösningar om dessa 
skulle vara något bra för att utveckla ett så bra testverktyg som möjligt. De funktioner 
som har valts är de funktioner som krävs för att uppnå de utsatta målen av detta 
examensarbete. 
 
När funktionerna hade angivits registrerades användarkonton på Codility, TestDome 
och Test for Geeks för att kunna analysera deras funktionaliteter. En checklista 
användes för att kontrollera dessa funktioner samt anteckningar till varje för att få ut 
värdefull information ur dessa. Resultat från denna analys presenteras i form av en 
checklista samt tillhörande anteckningar vilket såg ut enligt följande: 
 
 
Bild  4 – Jämförelse i funktionalitet mellan de olika testverktygen 
- Rött kryss  - Saknar stöd för denna funktionalitet. 
- Gul tilde  - Stämmer delvis och dessa är förklarade nedan. 
- Grön bock  - Har stöd för denna funktionalitet. 
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Funktionsanteckningar 1 – Skapa kunskapstester: 
Ingen av de angivna testverktygen hade funktionalitet för att skapa ett kunskapstest 
enligt de riktlinjer som beskrevs i funktion 1. Codility hade möjlighet att skapa ett 
kunskapstest men endast med deras färdiga subtester som gick att slå ihop till större 
tester med två nivåer hierarkimässigt. I TestDome fanns det inte möjlighet då man var 
tvungen att välja ett av deras färdiga tester som även innehöll kodningsuppgifter blandat 
med kunskapsfrågor. Till sist, Test for Geeks, som precis som TestDome endast erbjöd 
färdiga tester men dessa innehöll däremot endast kunskapsfrågor som var uppbyggda 
enligt en likadan hierarki som är beskriven i funktion 1, vilket var positivt då det fanns 
idéer på lösningar att hämta. Genom att analysera Test for Geeks sätt att genomföra ett 
kunskapstest hittades bra idéer kring lösningar gällande poängsystem och hur 
svarslaternativen ska kunna väljas.  
 
I Test for Geeks var poängsystemet utformat så att varje fråga endast kunde ge max 1 
poäng och minst 0 poäng. Skulle det finnas fler svarsalternativ som är korrekta så 
delades poängen upp enligt hur många rätt man hade och ett fel alternativ gav då minus 
lika mycket som ett korrekt alternativ. Om detta skulle skrivas upp i pseudokod skulle 
det se ut enligt följande vid granskning av varje fråga: 
 
 $totalPoints = 0; 
if(one answer){ 
  if(correct answer){ 
      $totalPoints = 1; 
} 
 }else if(more than one answer){ 
     for loop(loop so many times as the amount of questions asnwered){ 
  $amountOfQuestions; 
  if(correct answer){ 
    $totalPoints += 1/$amountOfQuestions; 
}else{ 
    $totalPoints -= 1/$amountOfQuestions; 
} 
     } 
 } 
 
 if($totalPoints < 0){ 
     $totalPoints = 0; 
 } 
 
Detta system kan både ses som en fördel och en nackdel. Det höjer kandidaternas 
chanser till ett lyckat kunskapstest på det sättet att de har möjlighet till att välja ett svar 
slumpmässigt om de inte har någon aning om vad de ska svara då de inte kan få 
negativa poäng. Detta ses däremot positivt på då Devv.it gärna vill ge dessa, som annars 
hade legat på strax under gränsen, en andra chans. 
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Gällande svarsalternativen så fungerade det som så i Test for Geeks att om det endast 
fanns ett svarsalternativ som var korrekt var svarsalternativknapparna radioknappar 
vilket betyder att det endast gick att välja ett svarsalternativ medan när det var en fråga 
med fler alternativ som var korrekta så var det checkboxar vilket betyder att det gick att 
välja fler svarsalternativ. Även detta höjer kandidatens chanser till ett lyckat 
kunskapstest på det sättet att de är medvetna om att det är endast ett korrekt svar eller 
fler på en viss fråga. 
 
Funktionsanteckningar 2 – Ladda upp/Göra egna arbetsprov: 
Denna funktion är något endast Codility hade TestDome hade delvis funktionalitet för 
det och Test for Geeks hade inte stöd för det. Det sättet Codility hade funktionalitet för 
det var att de hade en live-kompilator som exekverade kod som skrevs av en kandidat 
som sedan analyserades direkt och granskades ifall korrekt kod skrivits ut. En 
rekryterare har möjlighet här att skapa sina egna arbetsprov genom att skriva koden 
själv, dessvärre finns det inte möjlighet att ladda upp befintliga arbetsprov direkt. När 
det gällde TestDome så hade även de en live-kodnings del i sina arbetsprov men dessa 
var inkorporerade med kunskapstesterna vilket de inte skulle vara. Det var heller inte 
möjligt att ladda upp eller göra sina egna arbetsprov här utan att använda deras 
befintliga arbetsprov. 
 
Codilitys sätt att hantera arbetsprov var bra om man använder deras färdiga arbetsprov 
då man kunde få mycket information om arbetsprovstagaren via dessa. Om man 
däremot skulle behöva skapa nya arbetsprov genom att granska det skickade 
arbetsproven från kunderna och sedan göra om dessa så de passa den funktionalitet 
Codility erbjöd hade det varit väldigt tidskrävande för Devv.it 
 
Funktionsanteckningar 3 – Automatisk utskick av kunskapstester: 
Denna funktion fanns endast hos Test for Geeks. De hade gjort det möjligt genom att 
skapa publika kunskapstester som gick att göras av vem som helst. Det gjorde det 
möjligt att via GlobiFlow automatiskt skicka ut dessa när en kandidat sökt en tjänst. 
Däremot var de tvungna att fylla i uppgifter då kunskapstesterna var publika och ingen 
kommunikation mellan testverktyget och Podio skedde. 
 
Denna funktion var bra ifall man vill att programmerare som inte söker någon speciell 
tjänst vill göra ett kunskapstest och sedan skicka in detta för framtida behov. 
 
Funktionsanteckningar 4 – Automatiskt utskick av arbetsprov: 
Denna funktion fanns endast hos Codility då dessa, precis som Test for Geeks, erbjöd 
skapandet av publika tester vilket betydde att samma komplikation gällande att fylla i 
uppgifter uppstod. Däremot gällde även samma positiva sida också att programmerare 
som inte söker någon speciell tjänst kunde göra dessa för att sedan skicka in det för 
framtida behov. 
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Funktionsanteckningar 5 – Redigeringsmöjligheter av kunskapstester: 
Denna funktion hade ingen av de testverktyg som analyserats då Codility endast hade 
möjlighet till att skapa och hantera arbetsprov, TestDome hade inga 
redigeringsmöjligheter över huvud taget och samma gällande Test for Geeks. 
 
Funktionsanteckningar 6 – Redigeringsmöjligheter av arbetsprov: 
Denna funktion fanns endast i Codility då TestDome och Test for Geeks inte hade 
någon funktionalitet för redigering. Man kunde enkelt i Codility redigera de befintliga 
arbetsproven, de man skapade själv och ändra vad det önskade resultatet skulle vara, 
vilket var smidigt. 
 
Funktionsanteckningar 7 – Resultatet ska presenteras på ett sätt som enkelt låter 
sig granskas: 
En resultatpresentationslösning var något alla tre testverktyg hade men det var endast en 
som hade en korrekt sådan och det var Test for Geeks då de var det enda testverktyget 
som följde den önskade strukturen på ett kunskapstest. Däremot hade alla tre testverktyg 
samma typ av presentation vilket var en PDF med statistik och verkade smidigast då 
dessa genererades på webbsidan för att spara datautrymme genom att inte lagra en kopia 
på servern. Genom att analysera Test for Geeks sätt att presentera resultatet från ett 
kunskapstest framgick det tydligt vad en kandidat var bättre på och vad de var sämre på 
genom att visa procentuella satser på de olika delarna. 
 
Funktionsanteckningar 8 – Möjlighet att göra ett test utan att registrera sig: 
Denna funktion hade delvis stöd av två testverktyg, vilka var Codility och Test for 
Geeks. Varför dessa delvis hade stöd för denna funktion är som tidigare nämnt att de 
hade möjlighet till att göra tester publika men en användare var däremot tvungen att 
fylla i mindre uppgifter då testverktygen måste veta vem som gör de publika testerna. 
 
Funktionsanteckningar 9 – Kan uppdatera Podio: 
Detta är en viktig funktion för att effektivisera rekryteringsprocessen då det minimerar 
rekryteringsarbetet genom att den ansvariga rekryteraren slipper uppdatera en kandidats 
information under de automatiserade delarna. Dessvärre hade ingen av testverktygen 
någon form av stöd till att kommunicera med Podio. 
 
Funktionsanteckningar 10 – Kan ta emot data från GlobiFlow 
Även detta är en viktig funktionalitet för att effektivesera rekryteringsprocessen då även 
GlobiFlow effektiviserar rekryteringsarbetet, dock genom att den sänder data till 
testverktyget, data som redan finns att hämta i Podio om en kandidat. Även här hade 
ingen av testverktygen någon form av stöd till att kommunicera med GlobiFlow. 
 
4.1.2.3 Funktionsbeskrivning 
I examensarbetets uppstartsfas fanns det ett antal huvudfunktioner. Utöver dessa högt 
prioriterade huvudfunktioner fanns en rad andra funktioner, däremot inte lika högt 
prioriterade. Bland dessa kan nämnas design, navigationssystem m.m. För att skapa 
tydliga förutsättningar för arbetet delades funktionerna upp i olika prioriteringsklasser 
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där huvudfunktioner var prioriteringsklass ett och de andra i antingen prioriteringsklass 
två eller tre. 
 
Informationsinsamlingen sammanfattas i en funktionsbeskrivning med tre 
prioritetsklasser. 
 
Prioriteteringsklass 1: 
Funktion 1.1 Funktionalitet för att skapa kunskapstester. 
Funktion 1.2 Funktionalitet för att ladda upp egengjorda arbetsprov. 
Funktion 1.3 Funktionalitet för automatiserade utskick av kunskapstester ska finnas. 
Funktion 1.4 Funktionalitet för automatiserade utskick av arbetsprov ska finnas. 
Funktion 1.5 Redigeringsmöjligheter av kunskapstester ska finnas. 
Funktion 1.6 Redigeringsmöjligheter av arbetsprov ska finnas. 
Funktion 1.7 Resultatet ska presenteras på ett sätt som enkelt låter sig granskas. 
Funktion 1.8 Möjlighet att göra ett test utan att registrera sig ska finnas. 
Funktion 1.9 Uppdatering av Podio ska ske vid varje avslutat test. 
Funktion 1.10 Hantering av data som sänds från GlobiFlow till testverktyget ska 
finnas. 
 
Prioriteteringsklass 2: 
Funktion 2.1 Det ska gå att öppna ett kunskapstest för att se vilka frågor de innehåller. 
Funktion 2.2 Det ska gå att se vilka tester som har skapats. 
Funktion 2.3 Det ska gå att arkivera tester. 
Funktion 2.4 Testverktyget ska vara skyddat med inloggninsuppgifter. 
Funktion 2.5 Resultatet hos ett kunskapstests olika delar ska presenteras i form av en 
PDF.  
Funktion 2.6 Funktionalitet ska finnas för att ändra sin, 
a) mail, 
b) sitt lösenord, 
c) sitt telefonnummer, 
d) och sitt namn. 
Funktion 2.7 Testverktyget ska vara responsivt. 
 
Prioriteteringsklass 3: 
Funktion 3.1 En ”hjälp-sektion” ska finnas för att förklara funktioner i testverktyget. 
Funktion 3.2 Designen i testverktyget ska vara tillräcklig för att uppnå de utsatta 
målen. 
Funktion 3.3 Responsivt navigationsmeny 
Funktion 3.4 Det ska finnas kontaktinformation längst ner i footern. 
 
När Bootstrap (se 5.3.1) valdes som ramverk var det ett självklart val då detta ramverk 
erbjuder många funktioner som både uppnår många av de utsatta målen och underlättar 
funktionsutveckling. Bootstrap ansågs mest lämplig för att det är ett av det mest 
använda ramverken idag (Ivaylo, 2014) och är av den anledningen bra att kunna. Då 
Bootstrap är ett av de mest använda ramverken idag är det enkelt att finna lösningar på 
problem genom några sökningar på nätet medan om man skulle använda sig av ett annat 
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ramverk som exempelvis Zurb, Skeleton eller KickStart så skulle det vara betydligt 
svårare att hitta en lösning på ett problem. 
 
Ramverket har en standarddesign som man har möjlighet att modifiera, däremot 
uppfyller Bootstraps standarddesign målen för detta examensarbete (löser funktion 3.2) 
med några mindre modifieringar för att matchar Devv.its standardfärger och mönster. 
 
Utöver designfrågorna så har Boostrap funktioner för att hantera responsiviteten (löser 
funktion 2.7). Detta är en funktion som inte prioriterats högt men med hjälp av 
Bootstrap så självimplementeras det mesta kring responsiviteten och hanteras 
automatiskt. Samtidigt som det inte var ett av huvudfunktionerna så anses det idag som 
en självklarhet att man på alla enheter ska kunna ansluta till en webbaserad tjänst utan 
att oroa sig över responsiviteten. 
 
När det gäller menyn i testverktyget så är den responsiv. Detta är också löst med 
Boostraps inbyggda funktioner (löser funktion 3.3). Även då resposivitet i menyn är 
prioriterad sist och funktionsvärdet inte var högt så var det en funktion som hanterades 
automatiskt då Boostrap hade inbyggda funktioner för det. 
 
En del av de funktioner som är specificerade i funktionsbeskrivningen är för att 
användarna av testverktyget inte ska behöva gå in i databasen och hämta, ändra eller ta 
bort data. Det finns inte funktioner för att hantera all data i databasen, däremot finns det 
funktioner för att hantera den data som Devv.it anser viktigast utgående från de utsatta 
målen. Därför ansågs möjlighet till att öppna kunskapstester och granska deras frågor, 
samt hur dessa är återkopplade till varandra (se bild 3), viktigt. Detta är nödvändigt då 
Devv.it tidigare har fått feed-back på att kunskapsfrågor har misstolkats till något 
felaktigt och för att noggrannare granska dessa påståenden i framtiden behövs ett enkelt 
sätt att granska på.  
 
Arkivering av tester är en funktion som är tänkt ska hantera data i databasen. Denna 
funktion diskuterades en del under dialogen i fas 1 då det ansågs vara en viktig funktion 
att implementera eftersom att det rensar bort kunskapstester som inte längre är aktuella. 
 
För att kunna hantera de två senastnämnda funktionerna behöver man kunna se vilka 
kunskapstester det finns överhuvudtaget. Det finns en funktion i prioriteringsklass två 
där funktionen var att möjliggöra för användaren att se vilka kunskapstester som har 
skapats. Även då måste det finnas möjlighet till att se vilka kunskapstester som finns för 
att kunna ändra i dem eller öppna ett för att se vilka frågor de innehåller och hur de 
ligger i deras återkoppling så måste denna presentation av tester ske på ett pedagogiskt 
sätt som underlättar för användarna när de ska hitta ett specifikt kunskapstest. Det fanns 
olika sätt att lösa detta på och de är att antingen ha allt i en skrollista där man klickar sig 
in och väljer ett alternativ, där man själv skriver in namnet på ett kunskapstest och får 
upp förslag på korrekt namn eller att man lägger alla i olika tabeller beroende på deras 
nivå i hierarkin. Den som verkar mest lämplig är den sistnämnda då det var på detta vis 
de andra testverktygen som analyserades löste detta problem dvs. genom att med en 
övergripande bild göra det möjligt att se alla tester samtidigt som man sedan kan välja 
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vilket man vill hantera. När alla tester ligger synliga på ett sådant sätt är det enkelt med 
kortkommandot ”CTRL + F” söka i alla tabeller samtidigt vilket underlättar sökningen 
och samtidigt ger en överblick över alla befintliga kunskapstester. 
 
4.1.3 Steg 3 – Presentation av sammanställning och diskussion med företaget 
Under steg 2 hade det genomgåtts en noggrann analys av vilka alternativ som fanns, vad 
som önskats samt hur det skulle kunna utföras. I detta steg presenteras 
sammanställningen i form av anteckningar, mockup och diskussion med företaget för att 
bestämma vad som ska gälla framöver i examensarbetet för varje funktion i 
funktionsbeskrivningen.  
 
Det som presenterades först var inventeringsbilden på rekryteringsprocessen för att 
stämma över att de korrekta delarna av rekryteringsprocessen automatiseras. Efter att de 
hade stämts av presenterades mockupen tillsammans med det som hade tagits fram från 
analysen av de liknande testverktygen för att komma fram till vad som ska göras i några 
av de funktioner som är skrivna i funktionsbeskrivningen då några av de analyserade 
testverktygen gav bra förslag på lösningar. Dessa diskuterades i den ordning de står i 
funktionsbeskrivningens lista. Följande beslut togs kring varje huvudfunktion: 
 
Funktion 1.1 – Funktionalitet för att skapa kunskapstester: 
Då Devv.it vill ha sin testuppbyggnad, i testverktyget, enligt den hierarkiska strukturen 
som tidigare presenterats så bestämdes att detta ska finnas under en sida där man ska 
kunna skapa eget önskat antal nya subtest med eget önskat antal frågor sedan på samma 
sida ha möjlighet till att sammanfoga subtesterna till ett nytt test som man sedan även på 
samma sida kan sammanfoga tester till ett nytt bigtest. Efter analys av liknande verktyg 
gav även Test for Geeks bra idéer på hur poängsystemet och valen av svarsalternativen 
hade kunnat fungera. Det verkade vara en bra idé att använda det som togs fram hos 
Test for Geeks då det höjer kandidaten en aning vilket bidrar till att fler passerar 
kunskapstesterna. Detta behöver nödvändigtvis inte betyda att det är bra kandidater som 
lyckas ta sig vidare men det ger dem en extra chans att verkligen visa vad de kan vilket 
verkade vara en bra idé då de på Devv.it faktiskt vill att de ska lyckas. Därför valdes det 
även att utvecklas ett likadant poängsystem och svarsalternativsystem. 
  
Funktion 1.2 – Funktionalitet för att ladda upp egengjorda arbetsprov: 
Codility och TestDome hade live-kompilatorer som var smidiga att testa kandidater på. 
Däremot får Devv.it många av sina arbetsprov direkt skickade till dem nedpackade i 
något nedpackningsformat där det tillkommer extrafiler som inte går att ta hänsyn till i 
dessa live-kompilatorer. Det ansågs därför lämpligast att skapa en sida där man har 
möjlighet till att ladda upp ett nedpackat arbetsprov direkt. Kandidaten ska då få en länk 
automatiskt skickad till sig med en unik webbadress där de kan ladda ner arbetsprovet 
samt ladda upp det när de är klara. 
 
Funktion 1.3 – Funktionalitet för automatiserade utskick av kunskapstester ska 
finnas: 
Både Codility och Test for Geeks hade funktionalitet för att skapa publika 
kunskapstester som sedan kunde automatiskt skickas ut med hjälp av GlobiFlow. 
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Kandidaterna vad då tvungna att fylla i uppgifter igen vilket inte skulle behövas. Därför 
bestämdes det att detta skulle lösas som så att man skapar unika länkar till ett 
kunskapstest varje gång en kandidat söker en tjänst, rätt lika de i Codility och Test for 
Geeks fast med en egen unik nyckel så man enkelt kan identifiera vem kunskapstestet 
tillhör. Dessa unika länkar kan då automatiskt skickas ut till kandidaterna via GlobiFlow 
och där med automatisera utskicket på detta vis. 
 
Funktion 1.4 – Funktionalitet för automatiserade utskicka av arbetsprov ska 
finnas: 
Då funktioner för automatiskt utskick av kunskapstester redan var specificerad och 
lösningen tycktes vara bra då den använde unika länkar där det skulle mycket till för att 
lista ut så ansågs det lämpligt att lösa det automatiska utskicket av arbetsproven på 
samma vis. 
  
Funktion 1.5 – Redigeringsmöjligheter av kunskapstester ska finnas: 
Redigeringsmöjligheter är viktiga som tidigare nämnt, hur detta skulle lösas bestämdes i 
samband med hur alla kunskapstester valdes att presenteras vilket var liknande de andra 
testverktygen som analyserades dvs. med en övergripande bild av alla delar i ett 
kunskapstest och sedan lägga till knappar som skickar en till en annan sida där man kan 
ändra innehållet i det utvalda subtestet.  
 
Funktion 1.6 – Redigeringsmöjligheter av arbetsprov ska finnas: 
Då det tidigare bestämdes att det ska finnas en sida där man kan ladda upp arbetsprov 
som kandidater senare ska kunna utföra är det smidigast att endast lägga till 
funktionalitet för att radera uppladdade arbetsprov på samma sida för att sedan redigera 
dessa lokalt på datorn och ladda upp dem på nytt. Detta är smidigare än att 
implementera funktionalitet för att redigare filer som ligger nedpackade i olika 
arbetsprov av olika nedpackningsformat. 
 
Funktion 1.7 – Resultatet ska presenteras på ett sätt som enkelt låter sig granskas: 
Efter analysen av de andra testverktygen ansågs en PDF med resultatstatistik som det 
lämpligaste valet då det finns möjlighet till att generera en direkt i webbläsaren istället 
för att lagra data om hur det gick för en kandidat någonstans. 
 
Funktion 1.8 – Möjlighet att göra ett test utan att registrera sig ska finnas: 
För att slippa registrera sig eller fylla i uppgifter när ett kunskapstest eller arbetsprov 
ska tas bestämdes det att Podios API skulle användas för att hämta information från 
Podio. Genom att göra detta kan man hämta all nödvändig information.  
 
Funktion 1.9 – Uppdatering av Podio ska ske vid varje avslutat test: 
Även denna funktion bestämdes till att använda sig av Podios API vilket möjliggör 
sändning/mottagning av information till/från Podio för att uppdatera en kandidats 
information. Då det inte fanns något testverktyg som hade någon form av lösning på 
liknande problem ansågs detta som den lämpligaste lösningen med tanke på att Podios 
API även löser andra funktioner i funktionsbeskrivningen. 
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Funktion 1.10 – Hantering av data som sänds från GlobiFlow till testverktyget ska 
finnas: 
Det bestämdes att skapa ett PHP-skript som hanterar olika typer av data som sänds från 
GlobiFlow och automatiskt utföra olika uppgifter utefter vad som har skickats. Då det 
inte fanns något testverktyg som hade någon form av lösning på liknande problem 
ansågs detta som den lämpligaste lösningen.  
 
När alla dessa funktioner var bestämda fanns tillräckligt mycket information om vad 
som skulle göras för att sätta igång med nästa fas och påbörja utvecklingen av 
testverktyget. 
4.2 Fas 2 – Utveckling 
Fas 2 är den andra delen av examensarbetet där dess syfte är att beskriva vilka versioner 
av testverktyget som kommer att tas fram och hur de har testats. Framöver kommer det 
testverktyg som ska utvecklas kallas Testbox. 
 
4.2.1 Versioner av Testbox 
Innan utvecklingsprocessen kunde sätta igång var det nödvändigt att förbereda vilka 
olika versioner av Testbox som skulle tillkomma under examensarbetets ramar samt 
vilka som skulle tillkomma efteråt för att enklare kunna veta vilket stadie Testbox 
befinner sig i under processens gång. De olika versioner kommer att följa här samt med 
en beskrivning på vad det innebär att befinna sig i vart och ett av dem. 
 
Testbox Mockup: 
Testbox Mockup är en mockup och räknas som den första versionen av Testbox. Denna 
togs fram inför steg 3 i fas 1 för att tillsammans med företaget enklare kunna komma 
fram till hur Testbox skulle utvecklas i form av webbsidoupplägg och 
funktionslösningar. Testbox Mockups skärmdumpar går att återfinna i bilaga 3. 
 
Testbox Alpha 
Testbox Alpha är den version av Testbox efter att alla funktioner i 
funktionsbeskrivningen är utförda och verktyget befinner sig i det stadie innan det ska 
användbarhetstestas. Testbox Alphas skärmdumpar går att återfinna i bilaga 4. 
 
Testbox Beta 
Testbox Beta är den version av Testbox efter att användbarhetstesterna har genomförts 
och de problem som tillkommit efter dessa har blivit lösta. Detta är även den testversion 
som planeras befinna sig i detta stadie i tre månader för att upptäcka eventuella fel i 
Testbox som måste korrigeras. 
 
Inga skärmdumpar för denna version är nödvändiga då allt användbarhetstestet hittade 
(se 4.2.2.1) var mindre ändringar att lägga till, ändra eller ta bort vilket mer eller mindre 
ger en likadan hemsida.  
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Testbox 1.0 
Testbox 1.0 är den första version av Testbox som räknas som fri från programfel. För att 
uppnå denna version måste version Testbox Beta varit aktiv i tre månader och de fel 
som uppstått under denna period måste ha korrigerats. Detta är en version av Testbox 
som inte räknas nås under examensarbetets ramar. 
4.2.2 Test 
4.2.2.1 Användbarhetstest 
Den version av Testbox som ska användbarhetstestas är Testbox Alpha. Denna version 
är den första versionen som räknas fungerande och uppfyllande till alla funktioner i 
funktionsbeskrivningen. 
 
Innan användbarhetstestet började var det några steg som behövdes gå igenom. Dessa 
steg var att analysera hur användbarhetstestet skulle genomföras, vilka som skulle 
genomföra det och förbereda det i form av testskript, nödvändiga mjukvaruverktyg och 
inbokning av tid och plats.  
 
Användbarhetstestet bygger på testmetoder utvecklade av Krug (Krug, 2010). Efter 
hans boks riktlinjer togs ett testskript (se bilaga 1) och sex scenarion fram (se bilaga 2).  
 
Användbarhetstestet gjordes på tre personer vilka är följande: 
 
Användare A - Användare av Testbox. 36 år med god tekniskt bakgrund. 
 
Användare B - Inte en användare av Testbox. 21 år med låg teknisk bakgrund. 
 
Användare C - Inte en användare av Testbox. 22 år med god teknisk bakgrund. 
 
Testbox fick användbarhetstestas över Skype med användare B och C då dessa inte 
fanns tillgängliga fysiskt, däremot satt användare A närvarande när det utfördes. 
Användare A hade gjort något liknande tidigare medan användare B och C aldrig hade 
gjort det. Vad var och en svarade på de frågor som hade förberetts i testskriptet återfinns 
i bilaga 5. 
 
Dessa generella frågor ställdes för att få en bättre förståelse av vad de är för typer av 
användare, om de är vana vid att lösa problem, sitta vid en dator eller använda teknik i 
allmänhet. Av att ställa dessa frågor blir det enklare för skriptläsaren att anpassa sitt sätt 
att bemöta användarna under användbarhetstestet. Vissa kanske måste ha hjälpa i 
problematiska situationer medan andra kanske är duktigare på att lösa problem själva 
och vissa kanske inte är pratglada vilka därför skulle behöva att skriptläsaren 
kontinuerligt ställer frågor för att hålla diskussionen igång.  
 
Den information som tagits fram under använbarhetstestet har delats upp för varje 
användare för att enklare kunna se om det fanns problem med Testbox som upptäckts 
hos fler än en användare. Notera att endast det som har en viss relevans för ändring, 
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tillägg eller borttagning i Testbox kommer att finnas med. Gällande de positiva 
kommentarerna så kommer inte dessa finnas med. Detta görs stegvis i tabell 1. 
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Tabell 1: Tabellen visar resultatet från användbarhetstestet, stegvis för varje användare som var delaktig. 
Denna information används sedan för granskning av vad som eventuellt behöver förbättras i Testbox 
Alpha. 
  
Scenario # Användare A Användare B Användare C 
1 
1. Vill kunna trycka på 
alternativen direkt då 
checkboxarna och  
radioknapparna är små. 
 
2. Trodde tiden var fel då 
den gick efter serverns tid. 
 
3. Ville gärna se mer text 
efter att ha avslutet testet 
för att veta vad som 
händer här näst och hur 
man tar kontakt med dem 
ifall man har frågor. 
1. Trodde tiden var fel 
då den gick efter 
serverns tid. 
1. Vill kunna trycka 
på alternativen direkt 
då checkboxarna och  
radioknapparna är 
små. 
 
2. Trodde tiden var 
fel då den gick efter 
serverns tid. 
2 
1. Kunde inte hitta länken 
till PDF:en då den fanns 
högst upp i Podios 
kommentarfält och inte 
längst ner. 
Ej tillgång till Podio Ej tillgång till Podio 
3 
1. Visste inte om alla fem 
fält behövde fyllas i eller 
om det var okej att endast 
skapa en fråga med färra 
antal alternativ. 
 
2. Förstod inte att frågorna 
endast registreras när man 
trycker på ”Next 
questions” och inte om 
man trycker ”Finish”. 
1. Förstod inte att 
frågorna endast 
registreras när man 
trycker på ”Next 
questions” och inte om 
man trycker ”Finish”. 
1. Förstod inte att 
frågorna endast 
registreras när man 
trycker på ”Next 
questions” och inte 
om man trycker 
”Finish”. 
4 
1. Flytta på varningen som 
uppstår efter att man har 
uppdaterat ett 
kunskapstest då de trodde 
att de blev varnade pga. att 
de hade gjort fel. 
1. Flytta på varningen 
som uppstår efter att 
man har uppdaterat ett 
kunskapstest då de 
trodde att de blev 
varnade pga. att de 
hade gjort fel. 
1. Flytta på varningen 
som uppstår efter att 
man har uppdaterat 
ett kunskapstest då de 
trodde att de blev 
varnade pga. att de 
hade gjort fel. 
5 
1. Kollade i edit-sidan 
istället för att använda 
funktionen ”view” 
Inga problem Inga problem 
6 Inga problem Inga problem Inga problem 
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Genom granskning av tabell 1 fanns det några återupprepanden. Här följer en 
sammanfattning av alla sex scenarion: 
 
Scenario 1: 
Det som återupprepas mest i scenario 1, genom granskning av tabell 1, var frågor kring 
tiden. När en kandidat utfört ett kunskapstest måste starttiden och sluttiden lagras för att 
veta hur länge en kandidat arbetat med ett specifikt kunskapstest. När kunskapstestet 
utförs visades den starttid som hade lagrats i databasen vilket var fel då den gick efter 
webbserverns klocka. Det kan vara missledande i de fallen starttid inte matchar den man 
har på datorn, vilket de som utförde användbarhetstestet trodde var ett fel i Testbox. För 
att korrigera problemet skulle webbserverns klocka kalibreras för att visa en korrekt 
starttid vilket då endast skulle matcha klockorna i Sverige och inte de som ligger 
utanför Sveriges tidszon. Därför är det en bra lösning att antingen inte visa klockan alls 
eller att endast visa en timer som visar hur länge kunskapstestet har pågått.  
 
När det gäller att de ville klicka på svarsalternativen direkt är det något man kan lägga 
till då det inte påverkar kunskapstestet negativt för de som inte försökte svara på detta 
vis eftersom att deras radio- och checkboxknappar fortfarande kommer att fungera som 
tidigare.  
 
Användarna önskade lite mer text efter att ett kunskapstest hade avslutats vilket är 
rimligt då den enda texten som visades var ”You are now done with the test! Please wait 
while we analyze the test and contact you.”. Information om hur de skulle kunna 
kontakta företaget ifall de hade frågor skulle kunna finnas, var de kan läsa mer om 
rekryteringsprocessen och hur de kommer att bli kontaktade bör finnas med. 
 
Scenario 2: 
Endast en av användarna hade tillgång till Podio vilket betyder att en fick utföra 
scenario 2. Något som märktes under scenario 2, genom granskning av tabell 1, var att 
länken till PDF:en inte kunde hittas. När ett kunskapstest hade avslutats uppdaterades en 
text till en länk i kommentarfältet som skickar användaren till en sida där PDF:en 
genereras. Det förstods inte direkt att man behövde skrolla upp även ifall texten som 
skulle uppdateras var ”The PDF link will show here.”. För att lösa detta problem skulle 
den ansvariga rekryterare kunna taggas i kommentarsfältet med en lämplig text som 
säger att länken finns att hämta högst upp när kandidatens statusnivå ändras från 
”Submitted, test sent out” till ”All tests recieved”. 
 
Scenario 3: 
I scenario 3 fanns det, genom granskning av tabell 1, endast två problem totalt där varav 
ett av dem var återupprepad bland alla tre användare som utförde användbarhetstestet. 
Ingen förstod att en fråga registrerades endast när man tryckt på knappen ”Next 
question” och att knappen ”Finish” endast var för att avsluta skapandet som inte tar med 
den fråga man skrivit upp senast. Detta går att lösa genom att antingen göra att sista 
frågan hänger med när man klickar på ”Finish” eller att det finns en varningstext där det 
står vad som gäller. Den sistnämnda skulle vara att föredra eftersom om man gör det 
möjligt för sista frågan att hänga med när man trycker på ”Finish” så kan det vara någon 
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i framtiden som tänker tvärtom vilket gör en mindre förklarende text bättre då ingen lär 
göra fel efter att ha läst den. 
 
Förutom problemen kring ”Finish”-knappen var det heller inte helt självklart om man 
behövde skriva in fem svarsalternativ då det fanns fem textrutor. Detta behövs då inte 
eftersom att Testbox tar hänsyn till endast de som har något skrivet i sig. En 
varningstext skulle lösa detta problem, möjligtvis i samma varningsruta som den för 
”Finish”-knappen. 
 
Scenario 4: 
I scenario 4 fanns, genom granskning av tabell 1, endast ett problem som även 
återupprepade sig hos alla tre som utförde användbarhetstestet vilket var varningstexten 
som visades efter att ett subtest hade redigerats. Denna text kommer endast upp när 
namnet på subtestet redan finns i databasen och ifall man inte ändrar subtestets namn så 
granskar den det mot databasen och ser då att det är upptaget och ger därför en 
varningstext som lyder ”Warning, if you try to change the name and it doesn’t work it’s 
because the name is already in use.”. Med denna text menas egentligen att namnet inte 
har ändrats på grund av att det redan finns i databasen vilket blev en aning missledande 
för de som utförde användbarhetstestet då de trodde att de hade gjort något fel. Detta 
skulle kunna lösas genom att man lägger till varningstexten högst upp i edit-sidan innan 
knappen ”Update” trycks. 
 
Scenario 5: 
Inga problem upptäcktes under scenario 5, genom granskning av tabell 1, däremot gick 
en användare in i edit-sidan för att kolla ifall ändringen hade blivit korrekt vilket 
egentligen inte är fel då det går att granska på detta vis men genom att använda 
funktionen ”View” kan man se exakt hur frågorna kommer att visas när en kandidat 
utför ett kunskapstest vilket åd är att föredra då koden ser annorlunda ut i edit och view. 
För övrigt hade de andra två användare inga problem och hittade ”View”-knappen 
direkt som de sedan använde för att granska redigeringen. 
 
Scenario 6: 
Inga problem upptäcktes under scenario 6, genom granskning av tabell 1. De som 
utförde användbarhetstestet visste sedan tidigare var funktionen för arkivering fanns då 
”View”- och ”Edit”-knappen var på samma ställe. 
 
4.2.2.2 Iterationstest 
Under utvecklingsdelen har arbetsprocessen varit agil där en hel iteration, bestående av 
fyra delar, har gjorts för varje funktion i funktionsbeskrivningen. En av de fyra delar av 
iterationen är en testningsdel där man hamnar efter att en funktion har utvecklats. Detta 
innebär att det behövs minst utföras 21 iterationer under hela fas 2 då det är så pass 
många funktioner i funktionsbeskrivningen. Däremot tillkommer det fler beroende på 
vad som ska läggas till, ändras eller tas bort efter användsbarhetstesterna.  
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En funktion testas direkt efter att den har implementerats för att kontrollera att den 
fungerar korrekt. Här nedan följer exempel på tre funktioner som har testats, resterande 
följer samma testmönster. 
 
Test 1 – Funktionalitet för att skapa kunskapstester. 
Att skapa ett kunskapstest innebär att man har skapat ett bigtest med de underliggande 
nivåerna, test och subtest enligt den hierarkiska strukturen i bild 3. För att testa detta 
användes kod som skriver ut på webbsidan och visar vad som händer i testverktyget 
medan testningen utfördes och på så sätt granska ifall något blev fel i processen och 
möjligtvis vad som blev fel. 
 
Denna funktion testades då genom utförandet av en uppgift där målet var att skapa ett 
nytt bigtest med nya underliggande tester och subtester vars frågor och svarsalternativ 
var i kod och text. 
 
Test 2 – Funktionalitet för automatiserade utskick av kunskapstester ska finnas. 
För att testa denna funktion var det viktigt att veta när det automatiska utskicket av ett 
kunskapstest ska ske samt hur. Ett kunskapstest skickas automatiskt ut när information 
om att en ny kandidat har lagts in i Podio. Detta görs då en programmerare ansöker om 
en tjänst via Devv.its platsbank eller om någon med behörighet till Podio matar in 
informationen manuellt. I detta mail skulle följande meddelande visas: 
 
Hi <kandidatens namn>, 
Here comes a knowledge test in <kandidatens önskade programmeringsspråk> to 
complete within a week. 
<test länk> 
Good luck! 
Kind regards, 
<rekryterarens namn> 
 
Databasen skulle även uppdateras med den nya informationen som den nya kandidaten 
givit i formuläret på Devv.its hemsida. 
 
Denna funktion testades då genom utförandet av en uppgift där målet var att ett mail 
automatiskt skulle sändas ut när information till en ny kandidat hade lagts till i Podio, 
att databasen ska uppdateras på samtliga attribut länkade till denna funktion och att den 
information som finns i mailet är korrekt. 
 
Test 3 – Resultatet ska presenteras på ett sätt som enkelt låter sig granskas 
För att testa denna funktion var det viktigt att veta vad för statistik och information 
PDF:en skulle visa. En PDF visar resultatet för hur det har gått efter att en kandidat har 
avslutat ett kunskapstest.  
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Denna funktionalitet testades genom att ett nytt kunskapstest skapats och alla de värden 
som skulle visas i PDF:en noterats för att sedan kontrollera att korrekt information 
skrivits ut och på korrekt sätt. Den information som behövde noteras är då förnamn, 
efternamn, starttid, sluttid, antal frågor, resultat i procent för hela kunskapstestet, 
resultat i procent för alla test och resultat i procent för alla subtest. Medan 
kunskapstestet utfördes noteras hur mycket poäng som givits på varje fråga för att sedan 
räkna ut de olika procentuella satserna och granska PDF:en för att se ifall korrekt 
värden skrivits ut.  
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5 Program och metoder 
5.1 Programmeringsspråk 
Här beskrivs kort vilka programmeringsspråk, tekniker samt vilka mjukvaruverktyg 
som används för att uppnå de utsatta målen. 
5.1.1 HTML 
HTML står för ”HyperText Markup Language” och är ett sidbeskrivningsspråk för 
hypertext. Med HTML har man möjlighet att ange ett dokuments struktur (rubriker, 
styckeindelning m.m.), metainforamtion (språk, författare, plants i en hierarki) och till 
viss del hur ett dokument ska visas enligt dokumentation på W3 (HTML, 2015). 
 
Eftersom att en del av examensarbetets mål är att det ska vara webbaserat kommer 
HMTL att användas. 
5.1.2 CSS 
CSS står för ”Cascading Style Sheets”, kallas på svenska för ”stilmall” och är ett 
verktyg som beskriver presentationsstilen. Tekniken möjliggör ett sätt att anpassa 
dokumentet med hänsyn till datortyp, skärmupplösning, färgdjup och installerade 
typsnitt enligt dokumentation på W3 (CSS, 2014). 
 
Eftersom att en del av examensarbetets mål är att det ska kunna hantera responsivitet så 
måste CSS implementeras. Den teknik som används för responsiviteten i detta 
examensarbete heter Bootstrap och är skriven i CSS. 
5.1.3 PHP 
PHP är ett rekursivt akronym för ”PHP: Hypertext Preprocessor” och är ett populärt 
skriptspråk som främst körs på webbservrar för att driva internetsidor med innehåll som 
generaras från till exempel en databas eller en besökares formulärdata. Språkets 
huvudsakliga uppgift är att fungera som ett filter. Källkoden tolkas av ett datorprogram 
och omvandlas till ett slutresultat i form av en textström som skrivs ut enligt 
dokumentation på Zend (PHP, 2014). 
 
Eftersom att en del av detta examensarbetets mål är att Testbox ska vara säkert så 
används PHP då det möjliggör en säker förbindelse mellan användarna och en databas. 
Det finns även en rad olika inbyggda säkerhetsfunktioner som är enkla att använda för 
att skydda Testbox mot manipulation av data samt databasintrång.  
 
Utöver dessa säkerhetsfunktioner erbjuder PHP en rad andra funktioner som går att 
använda för att lösa logiska problem gällande funktionalitet på webbsidan på ett smidigt 
sätt. Språket gör det även möjligt att temporärt lagra data samt underlättar 
programmeringen för utvecklare och för framtida ändringar.  
 
Att PHP har valts framför andra som erbjuder liknande lösningar är för att detta språk är 
det mest eftertraktade, gällande webbutveckling, på den arbetsmarknaden enligt den 
statistiska databasen på WJ (SV marknad, 2015) och ger därför mycket mer hjälp på 
internet ifall så skulle önskas. 
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5.1.4 Javascript 
Javascript är ett skriptspråk som är dynamiskt och hanterar funktioner som första-klass-
objekt. Språket används främst på klientsidan och exekveras därför i en webbläsares 
javascript-motor. Vanligtvis bäddas Javascript in i, eller inkluderas från, HTML-sidor. 
Möjligheterna med detta språk är många men några exempel på användsningsområden 
är kontroll av ifyllda fält innan formulär skickas till en server, funktioner för att visa 
eller dölja delar av en sida och växling av annonsbilder med ett visst intervall enligt 
dokumentation på Mozilla (Javascript, 2015). 
 
Javascript används i detta examensarbete för att hantera aktiviterar på klientsidan som 
gör verktygets GUI mer interaktivt utan att behöva anropa servern eller ladda om sidan. 
5.1.5 SQL 
SQL betyder ”Structured Query Language” och är ett ett programspråk för att hämta, 
modifiera, lägga till eller ta bort data i en relationsdatabas (SQL, 2010). 
 
SQL är det mest använda programspråket för att tala med databaser (SQL, 2010). De 
mest populära databasmotorerna har stöd för detta språk vilket gör det kraftfullt att 
använda samt kunna (DB ranking, 2015). I detta examensarbete kommer språket väl till 
hands då den använda databasmotorn är MySQL. 
5.2 Utvecklingsmiljör 
5.2.1 Notepad++ <version 6.7.5> 
Notepad++ är en gratis texteditor med öppen källkod. Skillnaden mellan en vanlig 
texteditor och Notepad++ är att det sistnämnda programmet har funktioner som 
underlättar för programmerare att skriva kod i ett antal olika programspråk enligt 
information på Notepad-plus-plus (Notepad++, 2015). 
 
För detta examensarbete fungerar Notepad++ eftersom att programmet har stöd för alla 
programmeringsspråk som är tänkta att använda och underlättar därför genom att 
färgkoda koden som skrivs.  
5.2.2 LAMP 
LAMP är en öppen källkod webbutvecklingsplattform som använder Linux som 
operativsystem, Apache som Web server, MySQL som 
relationsdatabashanteringssystem och PHP som objektorienterat skriptspråk. Eftersom 
att plattformen har fyra lager så refereras LAMP ofta som en ”LAMP stack”. ”Stacks” 
kan vara byggda på olika operativsystem enligt artikeln på TechTarget (Margaret 
Rouse, 2008).  
 
I detta examensarbete fungerar LAMP eftersom att det har stöd för de lager som behövs 
för utveckling av Testbox. LAMP stacken är även den mest använda stacken och är 
därför viktig att behärska. Orsaken till att den används mer än de andra stackarna, så 
som WAMP, MAMP och SAMP, är för att den har Linux som operativsystem vilket gör 
den till det mest säkra valet då Linux-system har mindre antal sårbarheter i jämförelse 
med Windows, Mac OS X och Solaris. 
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5.2.3 MySQL workbench <version 6.2.4.12437> 
MySQL Workbench är ett enhetligt visuellt verktyg för databasarkitekter, utvecklare 
och databasadministratörer. Verktyget ger ett omfattande administrationsverktyg för 
serverkonfiguration, säkerhetskopieraing och mycket mer enligt Oracles egna 
beskrivning på verktyget (MySQL, 2015). 
 
MySQL Workbench fungerar till detta examensarbete eftersom att det finns tillgängligt 
i de vanligaste operativsystemen, så som Windows, Linux och Mac OS X. Utöver det så 
erbjuder verktyget tjänster som underlättar utvecklingen genom att ha ett enkelt GUI 
som är vänligt på det sättet att det ger tydliga meddelande på felaktigheter i koden. 
5.2.4 Balsamiq Mockups 
Balsamiq Mockups är ett verktyg för att skapa interktiva mockups. Detta program har 
ett eget designbibliotek därutöver andra designbibliotek som är skapade av deras 
samfund och återfinns på deras hemsida. (Balsamiq, 2015). 
 
Balsamiq Mockups fungerar till detta examensarbete då det har de funktioner som 
behövs för att skapa en interktiv mockup. 
5.3 Ramverk 
5.3.1 Bootstrap <version 3.3.4> 
Bootstrap är ett väl etablerat ”front-end” ramverket. Några av de moduler detta ramverk 
erbjuder är, rutnät-system som används för att hantera responsivitet, design på tabeller, 
knappar, inmatningsfält m.m. och hantering av interaktion som hjälper användaren att 
enklare navigera runt enligt dokumentation i W3 (Bootstrap, 2013). 
 
Bootstrap används i detta examensarbete är för att underlätta utvecklingen genom att det 
Boostrap redan erbjuder färdig funktionalitet och design. Eftersom att Testbox är en 
blackbox ligger inte fokus på designen, gränssnittet mot användaren bör dock uppfylla 
en bra användarupplevelse när de väl är inne i systemet. Detta gör Bootstrap till ett bra 
ramverk då det har funktionaliteter och design som stödjer en effektiv utveckling. 
5.4 API och Plug-in 
5.4.1 Podio API 
Podio API är ett applikationsprogram för att kommunicera med Podio genom att ändra-, 
ta bort-, lägga till data. Applikationsprogrammet använder publika nycklar för 
kommunicationen mellan användaren och deras servrar vilket gör förbindelsen 
krypterad och med en hög grad av säkerhet. 
 
Devv.it använder sig idag inte av Podios API och ser gärna att det används i Testbox då 
det är något de har kännedom om sedan tidigare och kan därför arbeta vidare i ifall de 
vill lägga till, ta bort eller ändra funktionaliteter i framtiden. 
5.4.2 GlobiFlow 
GlobiFlow är ett plug-in till Podios tjänster. Med detta plug-in kan man designa ett eget 
”workflow” baserat på en specifik arbetsprocess. Med en egendesignad ”workflow” kan 
man automatisera händelser i Podio enligt Globis beskrivning (GlobiFlow, 2015).  
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Devv.it använder sig idag av GlobiFlow eftersom att detta plug-in har utvecklats fram 
genom ett sammarbete med Podio för att få ett så prestandaeffektivt plug-in som 
möjligt.  
5.5 Projekthanteringssystem 
5.5.1 Podio 
Podio är ett projekthanteringssystem som går att använda på en rad olika sätt. Beroende 
på vad man vill göra i Podio så finns det över 100 applikationer att ladda ner. Alla 
användare har tillgång till egna ”workspaces” där det finns möjlighet att lägga till 
obegränsat antal av dessa appar för att anpassat ett ”workspace” mot vad som önskas 
göra. Ett ”workspace” kan användas som bugghanteringssystem, kravspecifikation, ett 
ställa för att samla kandidater och mycket mer. Om dessa appar inte skulle uppfylla det 
som önskas så finns det möjlighet att skapa egna enligt vad som beskrivs av Citrix 
(Podio, 2015). 
 
Devv.it användes sig idag av Podio på ett sådant sätt att de har två olika ”workspaces”, 
en recruitment-workspace och en HR-workspace. Recruitment-workspacen är den 
Testbox ska hantera då alla kandidater som söker en tjänst måsta ta sig igenom denna 
innan de kan hamna i HR-workspacen, i förutsättning på att de har uppnått de krav som 
ställts på dem. 
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6 Resultat 
Resultatet har delats upp i två presentationer av den anledningen att Testbox 
automatiserar två delar av rekryteringsprocessen som inte direkt har en anknytning till 
varandra, enligt bild 2. Den första delen är statusnivåerna ”Submitted, test sent out” och 
”All tests recieved” och den andra delen är ”Work test sent” och ”Work test arrived and 
sent to coder”. Innan dessa två presentationer redovisas har en principskiss tagits fram 
för att få en bredare bild av vad som utför vad och i vilken numerordning detta sker i de 
två delarna i rekryteringsprocessen som Testbox automatiserar (se bild 5). 
 
 
Bild  5 – Principskiss 
  
 
 
 
 
 
Första delen som Testbox automatiserar: 
Den första delen av rekryteringsprocessen som automatiseras av Testbox är, som 
tidigare nämnt, statusnivåerna ”Submitted, test sent out” och ”All tests recieved” och 
följer då mönstret i bild 5. För att dessa statusnivåer ska fungera automatiserat korrekt 
måste minst ett kunskapstest existera. Dessa skapas genom att man går in på sidan 
”Create new test” (se bilaga 2). Väl på denna sida måste först subtesterna skapas vilket 
görs genom att välja ett lämpligt namn och trycka på knappen ”Continue” enligt bild 6. 
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Bild  6 – Sidan för att skapa kunskapstester. Det inrutade området är där subtesterna skapas. 
När ett namn på det nya subtestet har valts, som inte redan existerar i databasen, öppnas 
en ny ruta där inmatning av frågorna sker (se bild 7). 
 
 
Bild  7 – Rutan för att skapa frågor till ett nytt subtest 
Som bild 7 illustrerar finns det ett textfält för att skriva in en fråga, denna fråga kan 
antingen vara i text, kod med hjälp av <xmp> taggen eller båda. Svarsalternativen är 
också textfält där samma sak gäller som för textfältet för frågan. Alla svarsalternativ 
måste inte fyllas in, däremot är det maximalt fem svarsalternativ för varje fråga och 
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minst noll. Anledning till att noll är den lägsta gränsen för antal svarsalternativ är för att 
det ska finnas möjlighet till att endast skriva ut text när en kandidat gör kunskapstestet. 
Till höger om textfälten för svarsalternativen finns checkboxar. Dessa checkboxar är till 
för att välja vilka svarslaternativ som ska räknas som korrekta svar och även där är 
gränsen minst noll och maximalt fem korrekta svar. När en fråga är klar ska knappen 
”Next question” tryckas som då lagrar hela frågan tillfälligt i en array och inte direkt i 
databasen då den som skapar subtestet kanske ångrar sig halvvägs och vill avbryta 
processen vilket då enkelt görs genom att antingen byta- eller stänga ner sidan. När alla 
frågor har skapats och lagrats tillfälligt i en array går det bra att trycka på knappen 
”Finish” för att sända all information till databasen och lagra hela subtestet. När det 
önskade antalet subtester är skapade går det bra att gå vidare till att sammanfoga dessa i 
ett nytt test genom att välja antal subtest (se bild 8). 
 
Bild  8 – Sidan för att skapa kunskapstester. Det inrutade området är där subtesterna sammanfogas. 
När önskat antal subtester är skapade är nästa steg att välja hur många subtester som ska 
sammanfogas till ett nytt test genom att välja ett antal i det inrutade området enligt bild 
8 och sedan trycka på knappen ”Continue” för att få upp en ny ruta där 
sammanfogningen sköts (se bild 9). 
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Bild  9 – Rutan för att sammanfoga subtesterna 
Då rutan för sammanfogningen av subtester visas måste ett unikt namn, som inte 
existerar i databasen, väljas och alla ”Choose language” fält måste väljas för att 
sammanfogningen ska gå igenom. När detta är korrekt valt trycker man på ”Merge and 
create the new test” vilket sammanfogar de angivna subtesterna till det angivna 
testnamnet och uppdaterar databasen. När det önskade antalet tester är skapade går det 
bra att gå vidare till att sammanfoga dessa i ett nytt bigtest (se bild 10). 
 
 
Bild  10 – Sidan för att skapa kunskapstester. Det inrutade området är där testerna sammanfogas. 
Nästa steg är att välja hur många tester som ska sammanfogas till ett nytt bigtest genom 
att välja ett antal i det inrutade området enligt bild 10 och sedan trycka på knappen 
”Continue” för att få upp en ny ruta där sammanfogningen sköts (se bild 11). 
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Bild  11 – Rutan för att sammanfoga testerna. 
Då rutan för sammanfogningen av testerna är uppe måste ett unikt namn, som inte finns 
i databasen, väljas och alla ”Choose language” fält måste väljas för att 
sammanfogningen ska gå igenom. När detta är valt trycker man på ”Merge and create 
the new big test” vilket sammanfogar de angivna testerna till det angivna bigtestnamnet 
och uppdaterar databasen. När bigtestet är skapat är kunskapstestet färdigkonstruerat. 
Däremot är det viktigt att granska det skapade kunskapstestet för att försäkra sig om att 
det är korrekt skapat vilket görs på sidan som visar alla icke-arkiverade kunskapstester 
(se bilaga 2).  
Som bilaga 2 illustrerar visas alla subtester, tester och bigtestet i separata tabeller för att 
göra det enklare för användaren att hitta rätt kunskapstest. För att granska att 
kunskapstestet har blivit korrekt skapat trycker man på knappen ”View”. Trycker man 
på knappen ”View” för ett subtest får man upp en ny ruta med alla frågor kopplade till 
detta subtest, deras svarsalternativ samt vilka svarsalternativ som räknas som rätt svar 
(se bild 12). 
 
 
Bild  12 – Rutan för att granska subtester. 
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Genom att få upp denna ruta görs det enkelt att granska ifall subtestets namn är korrekt, 
ifall ifrågorna och deras svarsalternativ är korrekta och ifall de svarsalternativ som är 
tänkta att räknas som rätt svar är korrekt givna. När knappen ”View” trycks för ett test 
så fås en annan ruta upp med annan information (se bild 13). 
 
 
Bild  13 – Rutan för att granska vilka subtester ett test innehåller. 
Det som denna ruta visar är vilka subtester som är kopplade till det test man tryckt 
knappen ”View”. Detta används för att granska ifall sammanfogningen av subtester till 
ett test har skett korrekt. När knappen ”View”  trycks för ett bigtest fås en likadan ruta 
upp med liknande information, den information som istället fås är vilka tester som är 
sammanfogade till det bigtest som knappen ”View” har tryckts. 
 
Skulle det visas att något är fel i någon fråga, något svaralternativ eller om något 
svaralternativ är inställt på att vara rätt svar men inte ska vara det, och vice versa, finns 
det möjlighet att redigera detta genom att trycka på knappen ”Edit”, denna knapp 
befinner sig bredvid knappen ”View” för subtesterna. När denna knapp trycks öppnas 
en ny sida för just det valda subtestet (se bilaga 2). Väl inne i sidan finns alla frågor, 
svarsalternativ och checkboxar för att ange vilka svaralternativ som är rätt svar. För att 
redigera en eller flera av dessa är det endast att ändra texten direkt och sedan trycka på 
”Update” som updaterar databasen. 
 
Om det senare skulle visas att det skapade kunskapstestet inte är något man längre vill 
ha finns det möjlighet till att arkivera kunskapstester. Detta görs genom att trycka på 
knappen ”Archive”. Det denna knapp gör är att den flyttar kunskapstestet från tabellen 
på sidan ”View my tests” till tabellen på sidan ”View my archived tests”. 
Kunskapstestet ligger kvar i databasen men arkiveringens syfte är att rensa tabellen med 
kunskapstester som används från kunskapstester som inte längre används. Om 
arkiveringarna skulle ångras går det bra att gå in på sidan ”View my archived tests” och 
trycka på knappen ”Unarchive” för att återställa kunskapstester. 
 
När det nu finns kunskapstester går det att automatisera första delen av 
rekryteringsprocessen. När en kandidat fyllt i formuläret på Devv.its hemsida skapar 
Podio en ny kandidat och lagrar all den ifyllda informationen (steg 1 i bild 5). Då den 
nya kandidaten har lagts in i Podio känner GlobiFlow av detta och samlar först in 
informationen (steg 2 i bild 5) för att sedan skicka allt till ett PHP-skript i Testbox (steg 
3 i bild 5). När Testbox tagit emot all information skickar den det till databasen (steg 4 i 
bild 5) som sedan skapar unika värden såsom kandidat id, resultat id och en nyckel som 
är ett UUID (Universally unique identifier), vilket kort sagt är ett 128 bitas värde, för att 
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kunna bygga upp den unika testlänken till kunskapstestet. Då detta är skapat sänds 
testlänken till kandidatens unika Podio-profil.  
 
Exempel på hur testlänken kan se ut är följande: 
 
http://testbox.devv.it/testPage.php?mainId=3&canId=144&resId=65&keyValue=286e
e0ce-fd2b-11e4-8b67-040149e86d01 
 
Av att granska den unika testlänken ovan finns det fyra värden att ta hänsyn till och de 
är mainId, canId, resId och keyValue. mainId betyder vilket kunskapstest kandidaten 
ska utföra, canId är kandidatens id i Podio, resId är det id i databasen som resultatet 
lagras på när en kandidat är klar med ett kunskapstest och keyValue är ett 128 bitas 
värde för att öka säkerheten av att någon inte ska kunna manipulera systemet och 
sabotera för en kandidat. Några av dessa fyra är enkla att lista ut vad de betyder och hur 
de fungerar men de lägger på ett extra lager av säkerhet då alla fyra värdena måste vara 
korrekta för att testlänken ska fungera, om någon av dessa värden inte skulle stämma 
skickas man till en error-sida.  
 
När kandidatens profil i Podio är uppdaterad med den unika testlänken (steg 5 i 
principskissen) känner GlobiFlow att testlänken har lagts till och hämtar den 
information som behövs (steg 6 i principskissen) för att sedan skicka ett mail till 
kandidaten innehållande testlänken (steg 7 i principskissen). I mailet finns information 
om vem som ska ta kunskapstestet, vilket programmeringsspråk de ska testar på, 
testlänken och den ansvariga rekryteraren. När kandidaten trycker på testlänken skickas 
de till en sida i Testbox (steg 8 i bild 5) med information om vad man bör känna till 
innan kunskapstestet påbörjas (se bild 14). 
 
 
Bild  14 – Sidan innan ett kunskapstest har startat som ska läsas av kandidaten. 
Bild 14 illustrerar vilken information som ges till kandidaten innan de påbörjar 
kunskapstestet. Informationen om hur mycket tid de har på sig baseras på hur många 
frågor kunskapstestet innehåller där kandidaten ges maximalt 1.5 minuter per fråga, 
vilket betyder att kunskapstestet i bild 14 har totalt 5 frågor. När kandidaten känner att 
de har läst informationen kan de starta testet genom att trycka på knappen ”Start test”. 
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Efter att denna knapp har tryckts lagras en timestamp innehållande det datumet och den 
tid som gäller för webbservern. Att webbserverns timestamp används och inte 
kandidatens dators timestamp är för att kandidaterna inte ska kunna manipulera 
starttiden genom att ändra deras dators datum eller tid. När starttiden är lagrad i 
databasen skickas kandidaten vidare till sidan som presenterar frågorna i ordning, en 
efter en (se bild 15). 
 
 
Bild  15 – Rutan som visas efter att ett kunskapstest har startats. 
Som bild 15 illustrerar redovisas vad kunskapstestet heter högst upp i rutan, frågan strax 
under och de olika svaralternativen nedanför med checkboxar för att göra det möjligt för 
kandidaten att svara. När kandidaten valt de svarsalternativ de tror är rätt ska de trycka 
på ”Next question” för att läsa nästa fråga samt lagra vad som har svarats i databasen 
och tillslut komma till sista frågan som inte ser likadan ut (se bild 16). 
 
 
Bild  16 – Rutan som visas när en kandidat är på ett kunskapstests sista fråga. 
Skillnaden är att den blåa knappen ”Next question” har ersatts med en grön knapp 
”Finish!” som berättar för kandidaten att de är på sista frågan. När denna knapp trycks 
lagras det kandidaten svarat på sista frågan i databasen (steg 9 i bild 5) samt en 
timestamp som ska användas för att beräkna hur lång tid kunskapstestet tog. Sedan 
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skickas kandidaten till en sida med en text som säger att de är klara och att de ska vänta 
medan Devv.it analyserar kunskapstestet och att de kommer bli kontaktade när det är 
klart. Testbox skickar, efter att databasen har blivit updaterad, information till Podio om 
hur det gick i form av ett totalpoäng, en länk till en PDF för noggrannare granskning 
och ändrar kandidatens statusnivå till ” All tests recieved”, vilket avslutar 
automatiseringen av rekryteringsprocessens första del (steg 10 i bild 5). Om det går bra 
för en kandidat finns det ingen nödvändighet att granska PDF:en men om de på Devv.it 
har svårt att avgöra om kandidaten ska skickas vidare i rekryteringsprocessen är PDF:en 
ett bra sätt att granska vad kandidaten var bättre- och sämre på (se bilaga 6).  
 
Andra delen som Testbox automatiserar: 
Den andra delen av rekryteringsprocessen som automatiseras av Testbox är, som 
tidigare nämnt, statusnivåerna ”Worktest sent out” och ”Worktest arrived and sent to 
coder” och även denna del följer mönstret i bild 5. För att dessa statusnivåer ska fungera 
automatiserat korrekt måste minst ett arbetsprov finnas lagrat i webbservern. Dessa 
skapas manuellt men laddas upp genom att man går in på sidan ”Upload new worktest” 
(se bilaga 2). Väl på denna sida finns det två delar, en uppladdningsdel och en del som 
visar vilka arbetsprov som är lagrade i webbservern (se bild 17).  
 
 
Bild  17 – Uppladdningsdelen och listan över vilka arbetsprov som sedan finns lagrade i webbservern. 
Att ladda upp ett arbetsprov görs genom att trycka på knappen ”Välj fil”, välja ett 
arbetsprov som är nerpackat i filformat ”.zip”, ”.7z”, ”.gz” eller ”.rar”, och sedan 
trycker på knappen ”Upload”. Visas arbetsprovet i listan nedan så har det blivit korrekt 
uppladdat. För att automationen av denna del ska fungera måste arbetsproven ha samma 
namn som de olika valen en kandidat har att välja mellan när de fyller i 
ansökningsformuläret dvs. om de väljer att deras huvudprogrammeringsspråk är PHP i 
ansökningsformuläret måste arbetsprovet också heta PHP för att det ska fungera. I listan 
nedan finns tre alternativ som är ”Download” och möjliggör nerladdning av 
arbetsproven samt ”Delete” som möjliggör borttagning av arbetsproven från 
webbservern. 
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När en kandidat når statusnivån ”Work test sent” (steg 1 i bild 5) känner GlobiFlow av 
det (steg 2 i bild 5) och lyssnar ifall en länk till arbetsprovet finns i Podio, om inte 
meddelar GlobiFlow Testbox att skapa en unik länk till ett arbetsprov. Testbox får 
information från GlobiFlow att en unik länk till ett arbetsprov ska skapas (steg 3 i bild 
5) och skapar denna länk utifrån den information som tidigare skapats för den angivna 
kandidaten. När länken är skapad uppdaterar Testbox databasen (steg 4 i bild 5) och 
sedan kandidatens unika sida i Podio (steg 5 i bild 5). Då Podio uppdaterats lyssnar 
GlobiFlow (steg 6 i bild 5) efter viktig information som tillkommit och ser då att den 
unika länken till arbetsprovet har lagts till vilket den hämtar och skickar till kandidatens 
mail. Kandidaten ska då ha fått ett mail innehållande vem som ska utföra arbetsprovet, 
vad det är för typ av programmeringsspråk, den unika länken och vem som är den 
ansvariga rekryteraren (steg 7 i bild 5). När kandidaten trycker på den unika länken 
skickas de till en sida i Testbox (steg 8 i bild 5) med information om vad man bör känna 
till innan arbetsprovet påbörjas (se bild 18). 
 
 
Bild  18 – Sidan kandidaten skickas till när de ska utföra ett arbetsprov. 
All information en kandidat behöver veta innan de påbörjar arbetsprovet finns högst upp 
på sidan. För att påbörja arbetsprovet strycker kandidaten på knappen ”Download!” som 
även startar en timer i form av en timestamp. Kandidaten har då maximalt åtta timmar 
på sig att utföra arbetsprovet. När de är klara behöver de packa ner arbetsprovet i ett av 
de formaten som är angivna i informationen högst upp och sedan ladda upp det längst 
ner. När de trycker på knappen ”Upload!” , och det de försöker ladda upp har godkänts 
av Testbox som en giltig uppladdning genom att följa de direktiv i informationen högst 
upp på sidan, lagras en sluttid i databasen (steg 9 i bild 5). När databasuppdateringen är 
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klar meddelar Testbox Podio att arbetsprovet är klart och ändrar kandidatens statusnivå 
till ”Worktest arrived and sent to coder”, vilket avslutar automatiseringen av 
rekryteringsprocessens andra del (steg 10 i bild 5). För att sedan granska arbetsprovet 
tar den ansvariga rekryteraren kandidatens id och laddar ner det arbetsprov som lagrats i 
en mapp, vars namn är kandidatens id, i webbservern. 
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7 Slutsatser 
7.1 Diskussion 
När Testbox var färdigutvecklat utvärderades det genom att jämföra resultatet med 
funktionsbeskrivningen och de utsatta målen. Funktionsbeskrivning består av 21 
funktioner varav 10 är huvudfunktioner och dessa huvudfunktioner förutsätts lösas för 
att Testbox ska anses användbart. Alla funktioner i funktionsbeskrivningen har lösts och 
testats vilket betyder att Testbox anses komplett och i version Testbox Beta. Detta 
betyder att det kommer befinna sig i denna version tre månader framöver för att granska 
hur det fungerar en längre period. 
 
Huvudproblemet som beskrivs i målet är hur ett säkert testverktyg i webbformat ska 
konstrueras för att underlätta filtrering av kandidater över nätet. I början av 
examensarbetet togs det fram mål för Testbox tillsammans med företaget. Målen var 
riktade mot det angivna problemet vilket var att utveckla ett säkert testverktyg som 
automatiserar delar av en rekryteringsprocess för att underlätta filtrering av kandidater. 
Dessa mål anses ha blivit uppfyllda då de två delarna med kunskapstester och 
arbetsprov har blivit automatiserade och testade. Vad gäller säkerheten fanns det inga 
direkta funktioner i funktionsbeskrivningen på hur Testbox skulle anses säkert. Däremot 
fanns det en funktion som implementerar en säkerhetsmarginal och detta är att Testbox 
ska vara skyddat med inloggninsuppgifter. Var tyngden egentligen ligger gällande 
säkerhet är säkerhet mot olika sätt att fuska. Dessa sätt har nämnts tidigare men som det 
även har nämnts finns det sätt att fuska som inte går att hantera, så som att skicka 
kunskapstestlänken till någon annan och be denne göra kunskapstestet eller att ha någon 
närvarande när kunskapstestet görs. Sådana här sätt att fuska går inte att hantera då 
testerna sker över nätet. Rekryterarna förutsätter att dessa fusk inte används men är 
beredda på att de kan förekomma vilket upptäcks i senare delar av 
rekryteringsprocessen och betyder att filtrering av dessa sker då. Detta är 
säkerhetersbrister som inte går att hantera med ett testverktyg som Testbox men 
däremot finns det ett antal säkerheter som hanterar försök till fusk, såsom unika 
testlänkar, lagra start- och sluttid från servern, endast visa en fråga åt taget i 
kunskapstesterna för att inte göra det möjligt för en kandidat att lägga upp alla frågor på 
nätet och få dessa besvarade direkt, lagra vad som svarats i databasen efter varje 
besvarad fråga för att inte göra det möjligt att ändra gamla svar m.m. Dessa säkerheter 
anses fullt tillräckliga som skydd då dessa är de mest vanligt förekommande skydden.  
 
  
  
50 
De tidigt nämnda problemen som skulle undersökas och som skulle ligga till grund för 
examensarbetet har nu behandlats. Här följer en lista på dessa och hur dessa har 
behandlats.  
 
1. Hur ska ett säkert testverktyg i webbformat konstrueras för att 
underlätta filtrering av kandidater över nätet? 
Under ”Resultat” beskrivs utformningen av Testbox som underlättar 
filtreringen av de kandidater Devv.it får. Detta har lösts genom 
utveckling av ett testverktyg i webbformat som automatiserar delar av 
deras tidiga rekryteringsprocess och tar hänsyn till säkerhet kring fusk 
vilket underlättar deras filtrering av kandidater. 
 
1.1. Hur redovisas ett resultat vid ett avslutat 
programmeringstest. 
Det sätt ett resultat har valt att redovisas på är i PDF-format samt 
genom uppdatering av Podio för att, som ansvarig rekryterare, 
enkelt ska kunna avgöra om en kandidat är lämpad för nästa 
statusnivå i rekryteringsprocessen. 
 
1.2. I vilken digital form tar en kandidat emot ett test? 
Den digitala form som valdes för mottagning av ett test har valts 
till via mail då det genom inventering har framkommit att 
Devv.it tidigare har löst sina utskick på detta vis vilket även 
kunde lösas i Testbox. 
 
1.3. Hur ska testverktygets layout vara konstruerat för att 
underlätta vidareutveckling av testverktyget i framtiden? 
Layouten är konstruerad som så att den har ett navigationsystem 
där det finns utrymme att lägga till nya flika vid utbyggnaden av 
Testbox. Programmeringsspråk som hanterar layout biten har 
valts till de språk som utvecklare på Devv.it har kännedom av 
vilket också underlättar vidareutvecklingen av Testbox. 
 
1.4. Vilka teknikska ramverk ska användas för att hantera 
testverktygets responsivitet över nätet? 
De tekniska ramverk som valts att använda för att hantera 
testverktygets responsivitet är Bootstrap. Det har tidigare, i 
delkapitel ”Bootstrap <version 3.3.4>”, genomgått förklaringar 
till varför det har valts  
 
1.5. Vilka programmeringsspråk ska det finnas möjlighet att 
testas på? 
Testbox är konstruerat på ett sådant sätt att det inte finns några 
gränser till vilka programmeringsspråk en kandidat kan bli testad 
på. Testbox möjliggör även testning på något som inte är ett 
programmeringsspråk.  
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1.6. Vilka säkerhetsmetoder behöver användas för ett säkert 
tagande av ett test ska ske? 
Som tidigare diskuterat i slutsatsen så låg fokus gällande 
säkerhet mot fusk vid testtagande. Detta har behandlats genom 
en konstruktion av Testbox som motverkar många av de 
potentiella hoten kring fusk. Vad gäller annan säkerhet såsom, 
databasintrång, sabotage av Testbox m.m. så har några sådana 
behandlats men det var som sagt inte det fokuset låg på och 
valdes att avgränsas bort. 
 
7.2 Framtiden 
Inför framtiden vill man veta vilka fler funktionaliteter det finns att utveckla och vad 
man kan förbättra. Dessa funktionaliteter och andra idéer har noterats för möjliga 
framtida vidareutvecklingar av Testbox. Här följer de funktionaliteter och idéer som 
framkommit: 
 
1. Utveckla om hela strukturen på koden till en objektorienterad lösning. 
2. Utveckla in fler säkerhetsmetoder så som 
a. saltning av lösenord, 
b. avläsning av knapptryckingar på tangentbord vid kunskapstester för att 
motverka fusk, 
c. inte göra det möjligt att ladda ner ett arbetsprov med en URL-adress som 
går direkt till arbetsprovsmappen. 
3. Utveckla en sida som loggar all aktivitet för att granska vad som har hänt vid 
feluppstånd. 
4. Utveckla en sida som listar alla kandidater, deras nuvarande statusnivå och deras 
resultat för att möjliggöra utskick av nya arbetsprov manuellt. 
 
Punkt ett är relevant då en objektorienterad lösning av denna sortens verktyg skulle 
kunna underlätta vidareutveckling gällande att lägga till, ändra eller ta bort 
funktionaliteter. Den kodstruktur Testbox använder sig utav i detta examensarbete är 
mer eller mindre ”single-page-structure” som betyder att all kod för funktionalitet, 
texter osv. befinner sig i en och samma fil. Denna struktur har sina fördelar och är att 
rekommendera i mindre verktyg men när ett verktyg blir större så når den en viss 
oskriven gräns där det helt plötsligt blir smidigare ifall koden hade varit 
objektorienterad. Testbox i detta examensarbete klarar sig rätt bra, det är inte många 
rader kod för varje sida men ifall det planeras att vidareutvecklas mycket mer hade en 
objektorienterad lösning varit att föredra. Om dessa två kodstrukturer skulle jämföras 
mot varandra så gör ”single-page-structure” samma sak som en objektorienterad 
struktur fast slipper göra anrop till metoder i koden vilket i teorin minskar 
exekveringstiden och skulle göra testverktyget snabbare. Men som det tidigare nämnts 
så nås en viss gräns där den objektorienterade underlättar utvecklingen som mycket väl 
är värt att offra nästintill försumbar exekveringstidsskillnader. 
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Nästa punkt gällande säkerhet är lite speciell på det sättet att detta skulle vara ett säkert 
testverktyg och får en att undra varför det finns fler säkerhetsmetoder att ta hänsyn till. 
Det har tagits fram många säkerhetsmetoder men gällande säkerhet överlag i digitala 
system så finns det nästintill oändligt många säkerhetsmetoder man kan ta hänsyn till 
och en gräns på var man ska sluta måste dras. Oftas är detta en fråga om pengar men i 
detta examensarbete är det en fråga om prioritet och relevans mot målgruppen dvs. 
användarna av testverktyget samt kandidaterna vilket betyder att endast de viktigaste 
kunde tas med. Dessa säkerhetsmetoder som är nämnda i punkt två är också viktiga 
säkerhetsmetoder men samtidigt något som inte ansågs lika prioriterade då de som 
redan har tagits hänsyn till fokuserar mycket på att en kandidat inte ska kunna utnyttja 
hur Testbox är uppbyggt för att enklare fuska. Hur dessa har tagits fram som ”lägre 
prioriterade” har varit genom diskussioner med utvecklare på Devv.it som har många 
års webbutvecklarerfarenhet och har därför bra kännedom av vilka säkerheter som bör 
täckas av och är vanligt förekommande problem om inte de tas hänsyn till. 
 
Användning av salt till lösenorden är bra att ha, inte viktigt om man har ett bra lösenord 
men det lägger till en extra säkerhet till ditt redan hashade lösenord vilket gör det 
betydligt svårare att ta reda på. Avläsning av knapptryckningar på tangentbordet vid 
kunskapstester är också en bra säkerhet att ha då det inte gör det lika enkelt för en 
kandidat som tar ett kunskapstest att kopiera en fråga och sedan skicka denna till en vän 
som sedan kan svara på den. Då det finns många andra sätt att fuska på ett kunskapstest 
på genom att exempelvis ha en vän sittande bedvid när du gör det, genom skärmdelning, 
genom att sitta på skype/telefon och fråga där eller att endast skicka testlänken till din 
sin vän som sedan gör det så ansågs inte denna säkerhetsmetod viktig men däremot 
absolut bra att ha då det kan logga ifall någon har försökt att fuska genom att kopiera 
frågan. Den sista säkerhetsmetoden är också bra att ha, den handlar om att man inte ska 
kunna ladda ner ett arbetsprov genom att endast skriva in korrekt webbadress till rätt 
direktiv i webbservern. Om en kandidat skulle ta reda på detta så skulle de kunna ladda 
ner ett arbetsprov utan att lagra en starttid i databasen och ”tjuvstarta”. Däremot ska 
man kunna denna webbadress vilket inte kan ses synligt någonstans eftersom att den är 
kodad i PHP som kör koden i servern och inte gör den synlig vid granskning av 
källkoden och av den anledningen ansågs detta inte som en jätteviktig säkerhetsmetod 
men absolut en som borde tas hänsyn till i framtiden. 
 
Den tredje punkten är en bra funktion att ha men inte viktig för tillfället. Idag är de 
endas högt IT-kunniga på Devv.it som kommer använda Testbox vilket gör loggningen 
inte lika viktig då de endast kan gå in i databasen- och webbserverns logg och granska 
vad som har hänt under olika tidpunkter. Däremot kan det bli aktuellt att utveckla i 
framtiden då det inte alltid kommer vara högt IT-kunniga användare och dessa kommer 
behöva ett mer användarvänligt sätt att granska vad som har inträffad vid olika 
tidpunkter om så skulle behövas. 
 
Sista men inte mest oviktiga punkten är ett kunna lista alla kandidater i Testbox. För att 
manuellt kunna utföra funktioner så som att skicka nya kunskapsteter eller arbetsprov i 
antingen samma programmeringsspråk eller ett annat så är denna punk viktig. Detta går 
tyvärr inte med Podio då man måste skapa en ny kandidat för att skicka ett nytt 
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kunskapstest eller arbetsprov om kandidaten skulle få hinder mitt under ett prov eller 
om Testbox skulle krascha. 
 
Utöver dessa finns det många möjligheter för vad Testbox kan utvecklas till. Det mesta 
är dock en fråga om resurser, funktionsbehov samt säkerhetsbehov och dessa framtida 
funktioner och idéer som beskrivs är endast de som diskuterats fram på Devv.it. 
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9 Terminologi 
Term Definition 
Användare Den personen som arbetar för Devv.it 
och använder testverktyget. 
Black box En del av en process som inte syns. 
Publika-nycklar Ett sätt att skydda information som sänds. 
HR HR står för ”Human resources” och är 
hantering av ett företags mänskliga 
resurser. 
PDF PDF står för ”Prtable Document Format” 
och är ett format för att presentera 
information. 
Homonymer Homonymer är ett ord som betyder att ett 
ord kan betyda olika saker. 
Saltning Ett slumpmässigt tillägg till ett lösenord 
som gör det svårare för en lösenordstjuv 
att lista ut det riktiga lösenordet. 
Syntaxfel Är något som uppstår när ett program 
inte är skrivet enligt syntaxreglerna för 
programspråket i fråga. 
System Beskriver webbgränssnittet, databasen 
och programmeringskoden som helhet. 
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10 Bilagor 
10.1 Bilaga 1 
 
Bild  19 – Testbox Mockups förstasida 
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Bild  20 – Testbox Mockups sida efter inloggning. Visar navigationssystemet och den generella designen. 
10.2 Bilaga 2 
 
Bild  21 – Testbox Alphas förstasida. 
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Bild  22 – Testbox Alphas sida efter inloggning. Visar navigationssystemet, den generella designen och adminsidan. 
 
Bild  23 – Testbox Alphas sida för att skapa kunskapstester. 
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Bild  24 – Testbox Alphas sida för att hitta alla icke-arkiverade subtester, tester och bigtester. 
 
Bild  25 – Testbox Alphas sida för att hitta alla arkiverade subtester, tester och bigtester. 
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Bild  26 – Testbox Alphas sida för att ladda upp nya arbetsprov, granska uppladdade och ta bort uppladdade. 
 
Bild  27 – Testbox Alphas sida för att hantera vilket kunskapstest som ska skickas till vilket angivet 
programmeringsspråk. 
 
10.3 Bilaga 3 
Skript för användbarhetstest 
Ramo Mislimi - Testbox - 2015 
 
o Webbläsaren ska vara aktiverad med Google som startsida. 
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Hej, _____________. Idag kommer du utföra ett användbarhetstest där jag kommer 
guida dig. 
 
Innan vi börjar har jag lite information till dig som jag kommer att läsa för att garantera 
att jag täcker allt. 
 
Du har säkert redan en god idé om varför du är här men jag går igenom det lite lätt för 
säkerhetens skull. Jag planerar att be några användare testa en ny hemsida som jag 
håller på att utveckla för att kontrollera att det fungerar som jag hade önskat. Hela 
sessionen kommer ungefär ta 30 minuter. 
 
Först och främst vill jag göra det tydligt att det är min hemsida jag testar och inte dig. 
Du kan inte göra något som är fel. Faktum är, detta är det enda stället här idag där du 
inte behöver oroa dig över att göra fel. 
 
Medan du använder hemsida kommer jag att fråga dig så mycket som möjligt för att få 
dig att “tänka högt”: så du säger vad du kollar på, vad du försöker göra, och vad du 
tänker. Detta kommer vara stor hjälp till mig. 
 
Du ska dessutom inte oroa dig över att möjligtvis såra mina känslor. Jag gör detta för att 
förbättra hemsidan så jag behöver höra din ärliga reaktion. 
 
Om du har några frågor medan vi går igenom processen går det bra att fråga direkt. Jag 
kanske inte kan svara på alla direkt då jag är intresserad av att se vad användarna gör 
när de inte har någon som sitter bredvid och hjälper till. Om du däremot fortfarande har 
frågor när vi är klara så ska jag försöka besvara dessa och om du under någon punkt 
behöver ta en paus så är det bara att berätta det för mig. 
 
Under användbarhetstester kommer det, med din tillåtelse, ske en skärminspelning samt 
ljudinspelning via datorns mikrofon för att samla information om vad som händer samt 
våra diskussioner. Inspelningarna kommer endast ske för att förbättra hemsidan och det 
dessa kommer inte bli sedda av någon annan än mig. Detta hjälper mig genom att jag 
inte kommer behöva ta lika många anteckningar under processen. 
 
Om det går bra att vi utför dessa inspelningarna så vill jag gärna be dig säga klart och 
tydligt, “Mitt namn är _________________ och jag går med på att bli inspelad. 
 
o De har accepterat att bli inspelade. 
 
Har du några frågor hittills? 
 
OK. Innan vi kollar på hemsidan så har jag några snabba frågor jag hade velat ställa. 
 
Vad gör du om dagarna? Vad är din befattning/yrkesroll? 
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Hur mycket tid skulle du på ett ungefär säga att du lägger varje vecka på att använda 
internet, där inkluderas websurfande, online-spelande och kolla din e-post, både hemma 
och på jobbet/skolan? 
 
Vilka typer av hemsidor besöker du mest när du websurfar? 
 
Har du någon favorithemsida? 
 
Ok, bra. Vi är nu klara med frågorna och kan börja kolla på hemsidan. 
 
o Klicka på bokmärket för hemsidans förstasida. 
 
Först skulle jag vela att du kollar på denna sida och berätta för mig vad det första du 
tänker på är, vem hemsidan tillhör, vad du kan göra här, och vad den är för. 
 
o Klar med att berätta vad de tänker om hemsidans förstasida. 
 
Tackar. Nu skulle jag vela be dig göra några specifika uppgifter. Jag kommer att läsa 
var och en högt medan du själv har en digital kopia av uppgifterna längst ner på 
skärmen. 
 
Jag skulle även vela be dig göra dessa uppgifter utan att använda någon form av 
sökning. Jag kommer lära mig mycket mer om hur väl hemsidan fungerar på detta sätt. 
 
Och igen, det hjälper mig så mycket som möjligt ifall du tänker högt medan du stegar 
igenom uppgifterna. 
o Starta med att berätta scenariena. 
o Användaren producerar inte längre värdefull information eller blir 
väldigt frustrerad. 
o Användaren är klar. 
 
Tack så mycket, det har varit väldigt hjälpsamt! 
 
Har du några frågor till mig nu när vi är klara? 
 
o Inspelningen har avslutats. 
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10.4 Bilaga 4 
1. Utför ett kunskapstest. 
Scenario:   
“Du har nyligen tagit din examen och söker därför efter ett jobb. 
Efter några dagars sökande kommer du in på www.devv.it och 
hittar en tjänst du blir intresserad av och ansöker om den. Efter att 
du fyllt i de uppgifter som bes om i annonsen får du ett mail med 
följande meddelande: 
   
Hi <Ditt namn>, 
Here comes a knowledge test in <önskade programmeringsspråk> to complete within 
a week. 
http://188.166.117.12/testPage.php?mainId=3&canId=144&resId=65&keyValue=286
ee0ce-fd2b-11e4-8b67-040149e86d01 
Good luck! 
Kind regards, 
<Rekryterarens namn> 
 
  Utför testet du fick skickat till din mail.” 
 
2. Granska om en kandidat är tillräckligt duktig för en junior-tjänst. 
 Scenario:    
Om du inte har tillgång till Podio, hoppas över denna uppgiften. 
“En kandidat har precis slutfört ett kunskapstest då deras 
statusnivå har ändrats. Enligt tidigare bestämmelser ska en länk i 
Podios kommentarfält till en PDF med resultatet läggas in för att 
göra det möjligt att kolla hur det gick.  
Är det lämpligt att skicka vidare kandidat 144 i 
rekryteringsprocessen?” 
3. Skapa ett nytt kunskapstest. 
 Scenario: 
“Året är 2025 och ett nytt programmeringsspråk vid namnet 
EvolveProg har kommit ut. Företag skriker efter utvecklare med 
denna kunskap och ni behöver testa många av dessa kandidater i 
just detta språk med hjälp av Testbox på http://188.166.117.12/. 
Inloggningsuppgifterna är: 
Användarnamn:  superadmin 
Lösenord: admin 
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Skapa ett nytt bigtest innehållande ett test som innehåller två 
subtest.” 
4. Redigera en fråga i EvolveProg. 
 Scenario: 
“Efter att du skapat EvolveProg ångrar du dig och vill gärna 
redigera en av frågorna till en fråga med lite kod i. 
Redigera en av dina frågor till:”  
<html> 
<body>Hello 
World</body> 
</html> 
 
5. Kolla om din redigering blev korrekt 
 Scenario: 
               “Du blir lite osäker på om det blev rätt när du redigerade frågan. 
Kolla igenom hela subtestet och se ifall frågan är korrekt 
redigerad.” 
6. Arkivera ditt test 
 Scenario: 
“Du ångrar dig helt och tycker att ditt test var jättedåligt och vill 
därför inte ha det aktivt längre. 
Arkivera hela ditt test och kolla ifall de ligger i den arkiverade 
delen.”. 
10.5 Bilaga 5 
1. ”Vad gör du om dagarna?” 
a. Användare A: Ser till att hitta utvecklare för att sedan testa 
dessa. 
b. Användare B: Arbetar och umgås med mina vänner. 
c. Användare C: Studerar, umgås med vänner och styrketränar. 
 
2. ”Hur mycket tid skulle du på ett ungefär säga att du lägga varje vecka på 
att använda internet, där inkluderas websurfande, online-spelande och 
kolla din e-post, både hemma och på jobbet/skolan?” 
a. Användare A:  70 timmar/vecka, 
b. Användare B: 30 timmar/vecka, 
c. Användare C: 50 timmar/vecka. 
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3. ”Vilka typer av hemsidor besöker du mest när du websurfar?” 
a. Användare A: YouTube, LinkedIn, Test for Geeks, Facebook 
och Podio, 
b. Användare B: YouTube, Aftonbladet, Twitch, 
Fotbollskanalen och Facebook, 
c. Användare C: YouTube, 9GAG, Facebook och Reddit. 
 
4. ”Har du någon favorithemsida?” 
a. Användare A: Nej, 
b. Användare B: Fotbollskanalen, 
c. Användare C: YouTube. 
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10.6 Bilaga 6 
 
Bild  28 – Hur resultatet i en PDF kan se ut.  
