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Abstract 
Warehouses perform series of interacting processes. Each process includes sub-processes and requires different resources. This 
structure makes warehouses complex-system or system-of-system (SOS) from design perspective. Model based system 
engineering (MBSE) facilitates SOS design. On the other hand, object-oriented modeling (OO) is a well-known approach for 
capturing complexity of software systems. This paper aims leveraging conceptual design of warehouse, by applying OO in 
MBSE. In this context, warehouse is analyzed with respect to abstract processes which transform item status/unit. Afterwards, 
warehouse logical architecture is designed using these processes. Introduced approach develops coherent meta-model for 
generating design alternatives in conceptual design stage. 
© 2016 The Authors. Published by Elsevier B.V. 
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1. Introduction 
If supply chains are being considered as distribution 
networks, warehouses are some of the main nodes of these 
networks [1]. This has drawn huge attention regarding 
warehouse design. Generally, warehousing consists of 
dynamically interacting processes which contribute to the 
overall warehouse performance. Hence, warehouse can be 
considered as a SOS or complex-system, based on common 
definitions for these terms [2-4]. Due to this complexity, 
existing literature mainly studied warehouse design spectrum 
partially [5, 6]. Moreover, most of the literature and practices 
for warehouse design are ad-hoc or not generic enough to be 
applicable in different situations [6-8].  
MBSE, as an extension of system engineering (SE), is an 
approach to assist complex systems design [2]. MBSE 
encompasses interdisciplinary activities while focuses more 
on system properties rather than on specific requirements for 
each discipline [9]. Generally, SOS and in this research, 
warehousing systems consist of multiple hierarchies. OO 
modeling is a well-known approach to design complex 
software system where the system is not a single hierarchy 
[10]. OO enables tight coupling within design modules and 
loose coupling between them [9]. Hence, OO concept can be a 
good candidate to assist design of warehouse as SOS.  
Due to lack of the methodologies, which can capture the 
complexity of warehouse system in a generic design fashion, 
this research is motivated to combine MBSE and OO 
modelling to facilitate warehouse design as a complex system. 
2. Literature review 
Warehouse design encompasses many design disciplines 
such as infrastructure design, layout design, equipment 
selection and operation design. Due to this broad design 
spectrum, current research mostly simplifies the problem by 
narrowing down the scope and followed top down approach. 
This approach requires many simplifications and assumptions. 
Hence, the results are not generic and accurate [6-8]. To the 
best of the author knowledge, there is only one scholarly 
published paper with the scope of MBSE application for 
warehouse design [11]. The aforementioned paper attempted 
to demonstrate applicability of MBSE in warehouse design. 
Although this paper is a good start, it still does not provide 
enough foundation for MBSE application in warehouse 
design. Despite the importance of operations in warehouse 
efficiency, they are not considered in the paper. It also does 
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not discuss how to deal with different material flows in 
warehouse. The presented model in the paper cannot capture 
warehouse layout in MBSE, which is one of the most critical 
design requirements in warehouse design. 
OO modeling is mainly applied to software/information 
management systems [10]. There are some new trends to 
apply OO in other fields as well. Acheson discussed applying 
OO for developing system architecture [10]. The presented 
method in the paper basically repeated OO principles and did 
not provide detail foundation for OO application in system 
design.  
Object Oriented Systems Engineering Method (OOSEM) aims 
to support system design with SYSML (System Modelling 
Language) as a profile of UML (unified modelling language) 
[12, 13].  However, it is claimed that SYSML fits better to 
system context, but, it is fairly complex, yet a dedicated 
framework tool for OOSEM does not exist[13].  
The current literatures about application of OO in MBSE 
are mainly limited to physical system and less to service 
systems [14]. Moreover, OO method has been mainly 
undertaken to design the solution or in implementation level, 
instead of conceptual design or early engineering phases [14].   
3. Research scope 
Prior to discuss about how to apply OO in MBSE for 
warehouse design, some basics in SE and MBSE are discussed 
to clarify the research scope within the broad context of SE 
design flow. Reviewing literature, several SE models exists 
which mainly vary in the sequence of performing SE activities 
[13]. Fig.1. illustrates the main foundation of SE activities in 
all SE models. 
 
 
 
 
 
 
Fig.1. SE process flow 
In the first phase, informal customer requirements are 
mapped to more precise or testable properties; system 
requirements. Next, the system logical architecture in terms of 
its decomposition to logical subsystems, their interaction 
interface and integration should be developed [9]. System 
engineer is responsible to design the system logical 
architecture. Each subsystem performs certain functions and 
satisfies system requirements by interacting with others.  
Since, each subsystem may belong to different design 
discipline, designing the subsystem interfaces is crucial. 
Interface also assures the system integrity. Then, the overall 
system architecture will be handed off to the downstream 
engineers. In this phase, downstream engineers establish the 
detailed design for each subsystem within the system logical 
architecture. Then, the goodness of design is analyzed with 
respect to measures of effectiveness (MOEs). This analysis is 
generally termed as trade study [9]. In end, detailed overall 
design will be validated and verified with respect to 
stakeholder’s requirements. Final design is elaborated through 
some iteration among these phases. 
Designing the system logical architecture is one of the 
most substantial phases in SE flow. First; decomposition of a 
system to its logical subsystems determines how overall 
system complexity is broken down over its subsystems. 
Second; handing off a coherent architecture to downstream 
engineers reduces the incompatibility risk in detail design due 
to inconsistency among subsystems. Thus, this research 
focuses on designing warehouse logical architecture.  
Generally, SE outputs are textual.  Designing a complex 
system may need design over multiple disciplines. Hence, 
textual representation may cause miscommunication. MBSE 
is a profile of SE which enables communication of design 
activities through models [9]. MBSE enables data consistency 
across work, and improves comprehension of engineering 
data [13]. Warehouse designer will also deal with different 
disciplines, from layout design to operation design. UML is 
one of the most formal and understandable, modelling 
languages for design across different fields. These UML 
properties facilitate communication over multiple design 
disciplines. Hence, in this paper UML is selected as the 
modelling tool. It is worth to mention that the main novelty of 
this paper will lay on designing the logical architecture of 
warehouse in terms of; the system decomposition, interaction 
interface and specifying design requirements, which are 
independent of modeling platform.   
4. Methodology 
Prior to discuss about how to apply OO for designing the 
logical architecture of warehouse, some basics of OO are 
explained. But, more detail OO concepts can be found in 
related literature [15, 16]. In OO design, a system is designed 
as a collection of classes. Objects are instances of these 
classes within the class hierarchy. Class properties are 
demonstrated with attributes. Class behavior is defined by 
methods. Classes can be related to each other in different 
forms; such as association, inheritance and so on. Class 
diagram (CD) describes the logical structure with respect to 
classes and their relationships. Use case shows how the 
system user will utilize the system. In general, the OO design 
includes following steps; 1- system abstraction 2- use case 
development 3- concrete design establishment by CD 
development. 
Therefore, in order to apply the aforementioned concepts 
within the warehouse design context, first, the warehouse 
system is analyzed in next section, and then, use case 
development is explained. Finally, building on these steps, 
designing the logical architecture of warehouse is described. 
4.1. Warehousing system abstraction  
Abstraction is one of the main steps in OO design. 
Abstraction reduces the system to its essential elements, 
without focusing on the concrete design elements. Abstraction 
aims to manage the system complexity. Here, warehouse 
system is analyzed with respect to its abstraction elements.  
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Due to the warehousing nature, warehousing processes 
change the item unit and not item type. Stock keeping unit, 
SKU, refers to the most aggregated level of keeping the unit 
of an item in warehouse. Warehouse converts input unit to 
output unit through warehousing flow; or equivalently 
warehousing processes. Thus far, process is an abstract 
element which warehouse achieves its intended function by 
running certain processes. 
Reviewing current literature, and considering the 
warehouse role within the supply chain, warehousing 
processes can be divided to five process categories as 
described in table 1[1,5, 6]. An overview of these process 
objectives is also given in Fig.2. The process objectives are 
shown with respect to the output status of the process. Fig.2. 
demonstrates the group of interacting processes. Each process 
has its own objective, such that processes contribute to satisfy 
overall warehouse objective.  This categorization is in a very 
abstract level and each process category can include several 
sub-processes. For example, warehouse may include de-
palletizing to change supplier consignment unit to SKU. 
Since, this process aims to make warehouse-able item or 
SKU, it should be considered as a sub-process of receiving. 
On the other hand, warehouse may require palletizing SKUs 
to fulfill customer orders. Since, the objective of palletizing is 
to prepare SKUs for shipment, it should be considered as 
sorting sub-process. This logic applies to value adding 
activities as well. If these activities are performed independent 
of customer order, they will be carried out before storing. 
Therefore, they should be considered as receiving sub-
processes. However, if value-adding activities are applied due 
to customer order, they should be considered as sorting sub-
process. Thus, sub-process objective can determine its process 
category in the warehouse system.  
Table 1. Warehousing process description 
Process Description 
Receiving Enables entering items to warehouse and converts them 
to the articles which are in the condition for being stored 
or admitted in warehouse; warehouse-able items. 
Storing Allocates incoming items to warehouse storage modules, 
until customer order triggers them for being picked 
Picking Retrieves requested items in order from storage modules 
Sorting Qualifies the picked items to satisfy order requirements 
Shipping Dispatches the prepared orders from warehouse territory 
 
 
 
 
 
Fig.2. warehousing process and their outputs status 
 
The five explained process categories can reflect 
warehouse functionality. For example, if the warehouse only 
includes receiving and shipping, it is a typical cross-docking 
warehouse. Thus, each of these five processes should be 
considered as abstract elements as well.  
This novel abstract process categorization assists in 
allocating any sub-processes in this categorization. However, 
for some sub-processes, such as transportation, it can be 
confusing to determine their abstract category. This research 
suggests considering the item status for clarification. As soon 
as the item transits to the required status from abstract process 
category, remaining activities should be allocated to the 
successive category. This is due to the fact that, when an item 
is transformed to its required status, the subsequent activities 
are supporting or part of the next process category. 
Generally, processes need some enablers, which make the 
process operation possible. Since most of research in 
warehousing, mainly focused on specific area, it is not very 
easy to find a well-accepted classification for warehousing 
process enablers. However, Reviewing warehousing 
literatures, process enablers can be categorized into five 
abstract categories; equipment, infrastructure, human resource 
(HR), material and operation policy [1,5,6]. Each sub-process 
requires some of these abstract enablers.  
Fig.3 shows the explained abstract elements of warehouse 
system. This abstract analysis of warehouse facilitates its 
decomposition to the logical subsystems, and manages 
warehouse complexity in conceptual design phase. In OO 
context, these abstract elements are called abstract classes. 
Fig.3. warehouse abstraction to its abstract classes  
 4.2Warehousing Use-case design pattern  
Referring to the previously defined use case definition, the 
operation scenario is dictated from supply chain in the 
warehousing context. Supply chain determines the unit of 
coming inputs to warehouse, and, the unit of leaving outputs 
from it. As explained, warehouse transfers the item unit 
through warehouse processes. Hence, item unit transformation 
can be demonstrated based on the given abstract process 
categorization.  
To design a generic use-case representation, first, 
warehouse system function, ݓ௦௙  can be considered as a 
collection of certain functions for SKUs, as shown in (1). 
Different SKUs may require different processes. In an abstract 
level, SKUs can be formulated based on their required 
abstract process categories, as shown in (2). Then, a global set 
of sub-processes should be defined. The global set of sub-
processes includes all sub-processes in warehousing system, 
across all SKUs. Then, each abstract process category can be 
formulated as a set of required sub-processes, as shown in (3). 
This novel formulation of use-cases can easily map the 
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warehouse function to aforementioned abstract process 
categories. 
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4.3. Concrete design 
As explained, system logical architecture associates design 
requirements from system to its subsystems. Logical 
architecture design also includes design of subsystems 
interfaces and relations. In OO context, CD describes system 
overall structure with respect to decomposition hierarchy and 
classes relationships.  In this section, designing warehouse 
logical architecture is explained by following the main steps 
for designing CD in OO context. 
4.3.1. Subsystem/classes identification 
In the first step of the methodology, the warehouse system 
was described with its abstract classes. Building on that 
abstraction, the concrete design of warehouse logical 
architecture will be established. 
In a very high level, the warehouse should be decomposed 
into the explained abstract process categories. First; 
decomposition over functional units is one of the suggested 
criteria in the MBSE and the OO context [17]. Warehouses 
also fulfil their functional requirements by converting items 
units/status through these abstract processes. Second; by 
changing supplier, customer or SKUs, warehouse may require 
different processes. Thus, decomposition to abstract processes 
can capture changes in warehouse system functionality 
without jeopardizing system architecture integrity.  
Referring to the previously given explanation regarding 
sub-processes, sub-process should be considered as abstract 
class in concrete design as well. First; defining sub-process as 
abstract class helps to show the similarities among different 
sub-processes. Second; although each sub-process belongs to 
an abstract process category, each sub-process have different 
design requirements. For example, palletizing and unloading 
both are sub-processes of receiving; but their design 
requirements are totally different. As explained before, the 
designer should make a global set from all sub-processes. In 
this step, the designer can use that set, and derive equivalent 
subclasses from the sub-process abstract class. Thus, each 
subclass shares a design template for all same sub-processes 
over the whole warehouse system. This template is not 
dedicated to only one sub-process. For example, if receiving 
and shipping both require travelling as sub-process, they both 
can be designed over one subclass of travelling. However, the 
designer may end-up with two different objects. This 
decomposition reduces the complexity of CD or logical 
architecture of warehouse. This simplification is the main 
advantageous of application of OO, which is not possible to 
achieve in structural approach. Fig.4 illustrates the 
decomposition of sub-process abstract class to its subclasses 
in a generic way.   
As mentioned, five abstract classes were defined for 
process enablers; equipment, material, HR, operational policy 
and infrastructure. Hence, process enablers should be 
embodied in to the system architecture as well. Due to the 
different nature of processes or more precisely sub-processes, 
each sub-process may require special types of enablers. It is 
worth to mention here that, special type of enabler is different 
from a specific enabler. Determining the enabler type, not 
only makes the logical architecture more precise, but also 
keeps it generic. For example, unloading sub-process needs 
lifting equipment as a special type of equipment. However, 
forklift is also a specific type of lifting equipment. In system 
design level, the system engineer should specify the enabler 
type for each sub-process. However, the decision, regarding 
selection of specific enablers, will be handed off to 
downstream design engineers. The enablers of each sub-
process may need different design requirements. For example, 
the required infrastructure for unloading sub-process can be 
dock, which has dock position as a design requirement. 
However, the infrastructure for storing process can be storage 
module, and one of its design requirements can be aisles 
configuration. Therefore, from each enabler abstract class, a 
subclass for each sub-process should be derived. This class 
definition, in a generic way, is shown in Fig.5. 
Fig.4. Decomposition of sub-process abstract class to its sub-classes  
4.3.2. Subsystems properties 
 As explained earlier, derived objects from a class carry the 
class attributes. In context of system design, attributes can 
reflect design requirements from subsystems in the system 
level. Design requirements in MBSE can be generally 
categorized into two categories; functional and quality of 
service (QoS) requirements. Functional requirements 
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determine how system performs its intended function, and, 
QoS demonstrate how well it performs with respect to 
measure of service (MoS) [9].  
In warehouse context, system functionality is achieved 
through functionality of processes and their proper 
interaction.  Hence, to design the system logical architecture 
by applying OO, attributes can be defined to build subsystems 
interaction interface. Based on the developed classes, sub-
process classes need to interact with each other in order to 
enable SKU flow through warehouse. Warehouses can be 
considered as discreet event systems. Hence, SKUs arrival to 
each sub-process and its departure, are the main events.  
On the other hand, SKUs mostly move in different batch 
sizes. The operation time of a sub-process may vary based on 
different batch sizes. Hence, the number of inputs and outputs 
are also necessary attributes. Defining these attributes (e.g. 
arrival time, departure time, input quantity, output quantity) 
for sub-process class hinges sub-processes together and 
enables their proper interaction. Moreover, defining these 
attributes embodies the dynamic of warehouse in to its logical 
architecture. These attributes are shown in the bottom section 
of the sub-process class in Fig.4. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig.5. Decomposition of enabler’s abstract class to their sub-classes 
Layout is a critical requirement in warehouse design. 
Hence it can be embodied as attribute to process enablers, but, 
probably with different names. For loading sub-process, the 
layout can be dock position but for storing sub-process, layout 
can be aisles configuration.  
In last section, the operational policy for each sub-process 
class was defined as class, and not as method. This is 
probably one of the novel contributions of this paper, which 
makes the logical architecture of warehouse system more 
comprehensive and also generic.  Method is the dedicated 
behavior of a class. In the design stage, one of the main 
design requirements is designing operational policies, which 
are not known in advance. Different types of operational 
policies build different design alternatives. Hence, the 
selection among operational policies should be handed off to 
downstream engineers. Thus, by defining operational policy 
as abstract class, the proper operation classes can be derived 
with respect to each sub-process. As an example, the 
operational policy for storing can have storing type as an 
attribute. This attribute can have different values such as 
random, dedicated or class based storing policies.  
MoS can also be embodied to classes with attributes, such 
as cost as one of the most important MoS for any design.   
 System engineer should define attributes to get 
information about the detail design of subsystems to the 
extent that the information is important in system level. 
Considering the layout example; the system engineer is not 
interested in the technical design of aisles. But aisles 
configuration and the required space, need to be mapped in 
system architecture, because they affect overall warehouse 
efficiency.  
Since attributes are generally case dependent, only some 
examples are shown in Fig.6.  ଶଷ  refers to the third sub-
process of second abstract process. In this example ଶଷ  is 
storing SKUs in racks.  
Fig.6. An example of classes’ relation and some attributes  
4.3.3. Subsystems interaction/relation definition 
Subsystems relationship should be determined to complete 
the warehouse logical architecture. Inheritance is one of the 
main relationships in CD. Inheritance shows one class is 
specialized version of another class. Since, five process 
categories are special type of process abstract class, their 
relationship is inheritance. This argument applies to sub-
process abstract class and its derived subclasses. Similarly, it 
applies to each enabler and their derived subclasses. The 
inheritance relationships are shown as white triangles in Fig.3, 
Fig.4 and Fig.5.  
Cardinality shows the number of objects that can be 
derived from one class. Some processes may have similar 
sub-processes. Hence, the relationship between sub-process 
abstract class and its subclasses should be one to many. This 
enables deriving more than one sub-process instance from its 
class. For simplicity, most of the relationship is defined as 
many to many.  
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Association shows a logical relationship between two 
classes. As explained, each sub-process needs its own 
enablers, hence, the relationship among each sub-process and 
its enablers are association. An example of this relationship is 
shown in Fig.6, which should be applied to all sub-processes.  
5. Results  
Abstraction, as one of the main principles in OO context, 
was utilized in this research to leverage MBSE of warehouse 
system with OO approach. Thus, the warehouse system was 
abstracted to five abstract process categories. Each abstract 
process category aims at achieving a specific item status in 
warehouse system. This novel abstraction enabled warehouse 
system decomposition to logical subsystems. In return, this 
decomposition helped to capture the whole complexity of 
warehouse system, and design into more manage-able 
subsystems.  
Abstract process category was decomposed to the set of 
sub-processes. OO approach enabled elaborating the design of 
logical architecture by defining sub-processes as abstract 
classes. Then, based on sub-process set, individual subclasses 
were derived from sub-process abstract class. This design 
enables to share the design template of individual sub-
processes over all five abstract process categories. This is the 
direct advantageous of OO design. As a result, this design can 
dramatically reduce the complexity of warehouse logical 
architecture.  
Abstract classes for process enablers were defined, and 
individual sub-classes were derived from them, with respect 
to sub-process set. This design helps to determine the 
individual design requirements from each sub-process. This 
approach builds more precise logical architecture, which can 
remove a huge burden in detail design phase.  
As a significant contribution, the operational policy was also 
defined as a class. This enables to consider the design of 
operations in conceptual design of warehouse.  
The logical interaction among sub-processes was needed to 
be embodied to the warehouse logical architecture as well. 
Hence, certain attributes such as SKUs input/output time and 
quantity were defined. These attributes build an interaction 
interface among sub-processes or their equivalent classes. 
This interaction interface embodies the dynamic nature of 
warehousing to its logical architecture.  
Eventually, designed logical architecture of warehouse can 
represent a meta-model such that design alternatives are 
instances of the meta-model.  In return, the meta-model, as 
design artifact, enables generating design alternatives. This 
ability is a substantial help in design process.  
Novel formulation of use-case based on SKU-process can 
facilitate capturing the changes in warehouse functionality. As 
mentioned, this paper mainly focused on the second phase of 
MBSE. But it is not easy to draw a line and separate MBSE 
phases. The given design pattern for use-case formulation, can 
greatly help to translate stockholder requirements to 
functional requirements.  This translation belongs to the first 
phase of MBSE. 
6. Conclusion and future work  
This paper investigated how to facilitate conceptual design 
of a warehouse, by using MBSE with an application of OO 
modeling. In this research, the main axioms of warehousing 
were mapped to OO design approach. The results show that 
this approach can greatly assist to capture the warehouse 
complexity, by capturing all design requirements in the same 
time, and design a coherent logical architecture for 
warehouse.  This paper focused on designing the warehouse 
logical architecture as the design artifact of MBSE second 
phases. However, the introduced approach also covers some 
other MBSE activities as well, but, integration of all MBSE 
phases can be a potential future research. Since this research 
is still ongoing, to validate the method, it will be applied to 
couple of case studies, which will come in future research. 
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