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RESUME : La tendance du marché des produits sécurisés est d'offrir plus d’avantage de services et de sécurité aux 
utilisateurs. Ainsi, les dispositifs électroniques doivent être flexibles et reconfigurables pour exécuter des algorithmes 
plus complexes que ceux conçus. Pour répondre aux exigences de sécurité et de confidentialité des données, nous présen-
tons un système cryptographique reconfigurable sur FPGA (Field-Programmable Gate Array) capable d’exécuter des 
algorithmes cryptographies comme l’algorithme AES (Advanced Encryptions Standard) pour chiffrer/déchiffrer les don-
nées (texte, image…). Le système proposé est basé sur une matrice de 4 × 4 processeurs élémentaires (PE) pour le traite-
ment, ce qui semble une bonne solution pour calculer toutes les données au format de matrice. Un seul processeur élé-
mentaire peut gérer des données de mots d'un octet. Les avantages de ce système sont les suivants : i) fournir une solution 
pour calculer toutes les données au format de matrice et ii) le chemin de données de la matrice (PE) est reconfigurable 
via une machine d’état iii) il appartient à la classe des implémentations matérielles flexibles iv) permet à un utilisateur 
d'implémenter d’autre type d’algorithmes cryptographiques. Le langage de description matérielle VHDL (Very High 
Speed Integrated Circuit Hardware Description Language) a été utilisé pour l’implémentation de notre systèmes crypto-
graphique reconfigurable sur FPGA de type Virtex 5 - XC5VLX20T de xilinx. 
Mots clés : sécurité, FPGA, AES, Processeur Elémentaire, VHDL.
1 INTRODUCTION  
La cryptographie existe depuis bien longtemps. L’une 
des premières applications a touché le domaine mili-
taire. Aujourd’hui, on la retrouve partout, dans les télé-
phones mobiles, les cartes bancaires, sur Internet, image 
radiologique et des résultats d’examens biologiques [1]. 
La cryptographie moderne sert à protéger les informa-
tions et sécuriser les applications sensibles. La plupart 
des modèles de chiffrement et de déchiffrement sont mis 
en œuvre pour un algorithme spécifique. Il est facile 
d'implémenter un seul algorithme sur le matériel. Avec 
de tels modèles, il n'est pas possible de traiter différents 
algorithmes de chiffrement [2]. En outre, le marché cor-
respondant est désormais orienté vers plus de flexibilité. 
Ainsi, les dispositifs électroniques doivent être flexibles 
et reconfigurables dans la manière dont ils permettent 
d’exécuter des algorithmes plus complexes que ceux 
conçus. L'objectif principal de cet article est de conce-
voir un système cryptographique reconfigurable capable 
d’exécuter l’algorithme AES [3][4][5][6][7], et d'utiliser 
les opérations arithmétiques et logiques de base. Le lan-
gage de description matérielle VHDL et les outils de 
synthèse logique ont été utilisés pour concevoir le sys-
tème cryptographique reconfigurable. L'architecture de 
ce système est basée sur une matrice de 4 × 4 proces-
seurs élémentaires (PE) pour le traitement [8] ; il appar-
tient à la classe des implémentations matérielles 
flexibles et permet à un utilisateur d'implémenter 
d’autres algorithmes cryptographiques dans des condi-
tions spécifiques.  
2 L’ALGORITHME DE CHIFFREMENT AES 
Un algorithme de chiffrement convertit un message 
texte clair en message texte chiffré qui ne peut être ré-
cupéré que par un destinataire autorisé utilisant une tech-
nique de déchiffrement. L’AES [3][7] est un algorithme 
symétrique de chiffrement par blocs utilisé dans le 
monde entier sur des supports matériels et logiciels pour 
protéger les données sensibles. Ils sont traités par blocs 
de 128 bits pour le texte clair et le texte chiffré. Par con-
séquent, Nb = Longueur du bloc / 32 = 4. La clef secrète 
a une longueur de 128 bits, d’où le nom de version : AES 
128 (il existe deux autres variantes dont la clef fait res-
pectivement 192 et 256 bits). L'algorithme consiste en 
une seule AddRoundKey, à l'aide de la clé de chiffre-
ment, suivie de 9 tours normaux comprenant chacun 4 
étapes et un tour final [9]. Les étapes des tours ordinaires 
sont les suivantes : SubBytes, ShiftRows, MixColumn 
et AddRoundKey. Le dernier tour ignore l’étape Mix-
Column (voir fig.1). Chaque tour nécessite sa propre clé. 
Ces clés peuvent être générées à l'avance ou une par tour 
en ajoutant une étape supplémentaire. Le déchiffrement 
est l’opération inverse du chiffrement et les transforma-
tions se réalisent dans le sens inverse. 
 
fig 1 : Schéma bloc de l'algorithme AES, version 128 bits 
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2.1 Transformation SubBytes 
La transformation SubBytes (voir fig.2) est une substi-
tution non linéaire d’un bloc de 8-bits (byte) qui fonc-
tionne indépendamment sur chaque byte de bloc en uti-
lisant une table de substitution (S-Box) [10]. Cette boîte 
de substitution (voir tab.1), qui est inversible, une seule 
boîte est suffisante pour toute la phase de chiffrement. 
 
 
fig 2 : Transformation SubBytes  
La table de substitution utilisée dans la transformation 
SubBytes est représentée en hexadécimal, (voir Tab.1). 
Par exemple pour 𝑆0.2 = {53}, donc leur substitution est 
déterminée par l’intersection de la ligne d’indice ‘5’et la 
colonne d’indice ‘3’, le résultat de la substitution obtenu 
est 𝑆′0.2 = {𝑒𝑑}. 
 
tab 1 : Table de substitution utilisé dans le SuBytes  
2.2  Transformation ShiftRows 
Dans la transformation de ShiftRows [11] (voir Fig.3), 
les bytes dans les trois dernières lignes de la table (mes-
sage) sont cycliquement décalées à gauche. La première 
ligne, r=0, n’est pas décalée. Spécifiquement, la trans-
formation de ShiftRows procède comme suit :     
𝑆′𝑟.𝑐 = 𝑆𝑟.(𝑐−𝑟)𝑚𝑜𝑑 Nb               (1) 
Avec 0 ≤ r ≤ 3 et 0 ≤ c ≤ Nb − 1                                                
𝑜𝑢  Nb = 4 pour AES − 128 
La figure suivant (fig.3) illustre la transformation Shif-
tRows : 
 
fig 3 : Transformation Shiftrows 
2.3  Transformation MixColumns 
Cette étape est une transformation linéaire qui mélange 
chaque colonne de la matrice state [11]. Puisque chaque 
octet d'entrée influe sur quatre octets de sortie et chaque 
colonne de 4 octets est considérée comme un vecteur et 
est multipliée par une matrice fixe de (4×4) par 
Rijdael.elle contiendra toujours ces valeurs (voir fig.4). 
 
fig 4 : Transformation MixColumns  
2.4  Transformation AddRoundKey 
Dans la transformation AddRoundKey [11], une clé de 
ronde (pour chaque ronde il y’a une clé différente) est 
ajoutée au message par une opération Ou-Exclusif 
(XOR) au niveau du bit figure 5. 
                      𝑆′𝑟.𝑐 = 𝑆𝑟.𝑐 ⊕  𝐾𝑟.𝑐         (2) 
Avec 0 ≤ r ≤ 3 et 0 ≤ c ≤ Nb  
𝑜𝑢  Nb = 4 pour AES − 128 
 
fig 5 : Transformation AddRoundKey 
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3 ARCHITECTURE PROPOSÉ  
Le système cryptographique reconfigurable proposé 
peut chiffrer ou déchiffrer des données en utilisant l’al-
gorithme AES. Le système proposé est construit autour 
d’une matrice systolique de 4 × 4 processeurs élémen-
taires (PE) [12][13], d'une unité de contrôle et d'une 
unité de mémoire. Le système proposé capable de chif-
frer et déchiffrer les données de manière efficace et 
flexible. Il est conçu pour fournir un moyen efficace, re-
configurable et capable d’exécuter d’autres algorithmes 
de chiffrement symétrique par bloc (voir fig.6). 
 
fig 6 : Architecture proposé de système cryptographique re-
configurable 
3.1   Unité de contrôle  
L'unité de contrôle avec une machine à états finis (FSM) 
est le module principal de l'architecture. La fonction 
principale est de contrôler les autres modules en fonc-
tion des instructions stockées en mémoire. La machine a 
état finis (FSM) est responsable de la commande du sys-
tème proposé pour l'extension de la clé et le chiffrement 
/ déchiffrement des données (texte, image…) (voir 
Tab.2). 
 
tab 2 : Les signaux du l’unité de contrôle / commande (UC) 
 
3.2   Unité de mémoire 
L’unité de mémoire est composée de 4 RAMS travail-
lant en parallèle (voir fig.7). La mémoire peut stocker 
des données et des mots d’instruction à 32 bits. Les don-
nées incluent le cryptage ou le décryptage des données 
d'entrée / sortie, ainsi que toutes les données nécessaires 
au processus de chiffrement / déchiffrement. Les tables 
Sbox, INVSbox, logarithme, anti-logarithme et les clés 
tours sont respectivement stockés dans les mémoires 
RAM0, RAM1, RAM2 et RAM3. Chaque RAM est un 
double port 512x8 bits permettant un meilleur temps 
d’accès et de meilleures performances. 
 
fig 7 : Architecture de l’unité de mémoire. 
3.3   Réseau des processeurs élémentaires (PE) 
La matrice (PE) est configurée pour recevoir des com-
mandes d'entrée et des données (à chiffrer / déchiffrer) 
de l'unité de contrôle, le réseau des PE est également 
configurée pour recevoir et transmettre des données. Il 
composé d’une matrice de 4 × 4 processeurs élémen-
taires (PE) (voir fig.8). Tous les processeurs élémen-
taires (PE) sont identiques. Le réseau PE est contrôlé par 
l'unité de contrôle. Il peut avoir des connexions entrée / 
sortie monodimensionnelles, bidimensionnelles ou tridi-
mensionnelles (voir fig.9). Les connexions d'entrée / 
sortie 3D nécessitent plus de surface que les entrée / sor-
tie 1D. Pour notre système proposé, nous avons choisi 
l’entrée / sortie 2D Ainsi, chaque processeur élémentaire 
(PE) possède donc 4 entrées et 4 sorties de données, soit 
deux pour chaque direction cardinale (Nord, Sud, Ouest 
et Est) et ce qui semble être un bon compromis en ce qui 
concerne la connexion et permet au système proposé 
d’exécuter plusieurs algorithmes. Ainsi, grâce à l’entrée 
/ sortie 2D, les processeurs élémentaires (PE) reçoivent 
des données d'une direction cardinale (par exemple, du 
nord) et transmettent des données à une autre direction 
cardinale (par exemple, vers le sud). Chaque processeur 
élémentaire (PE) a une sortie donnée Connectée aux 
données d'entrée des quatre plus proches (PE). Dans la 
matrice (PE), toutes les entrées et sorties sont des don-
nées à 1 octet (8 bits).  
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fig 8 : Architecture du réseau des PEs 
 
fig 9 : Les trois types de connexions Entrée / Sortie 
Chaque processeurs élémentaires (PE) comprend (voir 
fig.8) : 
  4 ports d’entrée et 4 ports de sorties 
  Un multiplexeur de sélection d'entrée 
  Une unité d'opérations 
  Un multiplexeur de registres 
  Un registre 
  4 tampons à trois états (buffer) 
  Un multiplexeur de sortie  
4 COMMENT LE SYSTÉME PROPOSÉ 
EXECUTE L’ALGOTITHME AES 
Le système proposé peut exécuter les 4 transformations 
demandées par un cryptage, ou un décryptage et la gé-
nération des clefs d'AES-128, où le texte brut est consti-
tué de blocs de données de 128 bits et chaque bloc peut 
être géré comme une matrice de 4x4 octets. Le réseau de 
PE travaille comme un processeur systolique de type 
Complexe Instruction Multiple Data, La mémoire con-
tient les instructions pour la FSM. Ces instructions sont 
chargées par la FSM et ensuite sont exécutées par le ré-
seau de PE. Le processus de chiffrement comprend 10 
rounds impliquant les transformations suivantes :                
SubBytes, Shiftrows, Mixcolumns et Add-round-key. 
4.1 Substitution d’octets 
À la réception de la demande de chiffrement, les don-
nées chiffrées et les clés rondes sont récupérées octet par 
octet dans la mémoire à chaque cycle. Deux octets de 
données sont XOR l'un avec l'autre pour ajouter une 
transformation de clé ronde. FSM extrait tous les octets 
du tableau PE octet par octet, devient l'adresse du RAM0 
et est remplacé par les octets de données correspondants 
résidant à ces adresses. Chaque octet stocké dans la ma-
trice PE est remplacé par l'octet correspondant dans la 
table de boîtes de substitution (table S-Box, voir tab.1 
dans la section 2.1) stockée dans la mémoire RAM0 à 
l'adresse "FF00". FSM peut gérer un mot de 4 octets et 
peut fournir toutes les commandes nécessaires à la subs-
titution de toutes les données 4x4 à 1 octet. Après la 
substitution d'octet, les données sont dirigées vers la 
transformation ShiftRows.   
4.2    Décalage des lignes  
Chaque rangée de PE dans un réseau de PE est enroulée 
de manière cylindrique, ce qui est considéré comme un 
registre à décalage circulaire, particulièrement utile pour 
la transformation de rangées à décalage. FSM active le 
signal Shift_LR pour décaler tous les octets d'ouest en 
est du tableau PE. Shift_LR peut être actif pendant 4 
cycles. Les signaux d'activation n'activent que les PE à 
décaler : au 1é𝑟𝑒 cycle, seules les 2é𝑚𝑒  , 3é𝑚𝑒  
et 4é𝑚𝑒 lignes de la matrice (PE) sont activées. Au deu-
xième cycle, seules les 3é𝑚𝑒  et 4é𝑚𝑒  lignes de PE sont 
activées. Enfin, au troisième cycle, la ligne 4 est activée. 
Après la modification des lignes, les données sont diri-
gées vers l’étape Mixcolumn pour la multiplication de la 
matrice. 
4.3   Mélange des colonnes  
L’opération fondamentale de la transformation MixCo-
lumns est la multiplication de matrice suivant : 
                     𝑆′(𝑥) = 𝐴(𝑥)⨂𝑆(𝑥)        (3) 
 
                                                                           (4) 
 
S(x), données transformées par une matrice PE, et A(x), 
matrice de vecteurs multiplicatifs. L'équation (3) peut 
être réalisée à l'aide de tables logarithmiques et anti lo-
garithmiques. 
𝑐 = 𝑎 ∗ 𝑏            (5) 
Peut être calculé en utilisant des tables de logarithme de 
la manière suivante :  
𝑐 = 𝑙𝑜𝑔′((𝑙𝑜𝑔 𝑎) + (𝑙𝑜𝑔 𝑏))        (6) 
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Les tableaux PE sont remplacés en utilisant la table lo-
garithmique stockée dans la RAM2 (voir tab.3) à 
l'adresse "FF00". Les données sont extraites octet par 
octet dans le tableau PE, devient l'adresse de la RAM2 
et sont remplacées par les octets de données correspon-
dants résidant à ces adresses. Chaque octet stocké dans 
la matrice PE est remplacé par l'octet correspondant 
dans la table de logarithme. FSM extrait le logarithme 
de tous les octets du tableau PE, en ajoutant des octets 
substitués à la matrice (5) et écrit des octets dans le ta-
bleau PE. Les logarithmes sont ensuite copiés dans 
l'unité de mémoire pour des calculs ultérieurs. Le réseau 
PE peut être traité par XOR par colonnes et écrit dans la 
première ligne de PE. Les résultats peuvent être stockés 
dans l'unité de mémoire. Une fois que tous les 4x4 octets 
ont été calculés, FSM copie les logarithmes PE précé-
demment enregistrés dans l'unité de mémoire. Selon (6), 
les FSM peuvent les remplacer en utilisant une table an-
tilogarithme stockée dans la mémoire RAM3 (voir 
tab.4). 
4.4    Addition de la clé 
La transformation finale d'un cycle donné combine une 
valeur clé avec des données transformées. Les clés sont 
chargées depuis l’unité de mémoire dans la matrice PE 
et XOR avec les données stockées dans la matrice PE. 
Ceci termine un tour et la sortie de AddRoundKey est 
écrite dans l'unité de mémoire. Enfin, au bout de 10 
tours, les données entièrement chiffrées sont disponibles 
en mémoire. 
5 CONCLUSION 
Le système proposé a été conçu pour l'algorithme AES 
afin de chiffrer / déchiffrer les données. Des opérations 
de chiffrement et de déchiffrement ont été effectuées. 
Les résultats valident la fonctionnalité et l'opérabilité du 
système proposé. Le système proposé est capable d'uti-
liser d'autres types d'algorithmes SBCA (Symmetric 
Block Cipher Algorithms). Les caractéristiques de re-
configurabilité permettent également au système d’être 
mis à jour avec de nouveaux algorithmes, ainsi que 
d'autres applications. Le langage de description maté-
rielle VHDL a été utilisé pour l’implémentation de notre 
système cryptographique sur FPGA du type Virtex 5 
(XC5VLX20T) de xilinx. 
Notre challenge est l’implémentation d’un système 
cryptographique reconfigurable Capable de rivaliser les 
autres architectures proposées par rapport au nombre de 
portes équivalentes, au nombre de cycles d'exécution et 
au pourcentage de programmabilité. Au moment présent 
Je suis encore dans l'étape de résultats du notre système 
qui sera terminer prochainement afin d’obtenir des ré-
sultats plus performants que les autres architectures déjà 
existantes. 
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