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Pra´ce se zaby´va´ vy´vojem na´strojove´ podpory pro srovna´va´n´ı vy´stupu staticke´ analy´zy
uplatneˇne´ na r˚uzne´ verze zdrojovy´ch ko´d˚u programu˚. Soucˇa´st´ı je rovneˇzˇ diskuze trˇ´ı volneˇ
dostupny´ch staticky´ch analyza´tor˚u pro jazyk C, z nichzˇ byl pro implementaci pra´ce zvolen
Cppcheck. Vy´stupy analyza´toru z´ıskane´ pro r˚uzne´ verze urcˇite´ho programu jsou srovna´va´ny
na za´kladeˇ kontextu v okol´ı rˇa´dku, na neˇmzˇ byla nalezena chyba. Pro porovna´va´n´ı dvou
kontext˚u je vyuzˇit na´stroj patch. Chyby jsou po srovna´n´ı klasifikova´ny do trˇ´ı skupin – nove´,
stare´ a opravene´. Soucˇa´st´ı pra´ce je rovneˇzˇ webove´ rozhran´ı umozˇnˇuj´ıc´ı prˇehledneˇjˇs´ı prezen-
taci vy´sledk˚u. Vytvorˇeny´ na´stroj byl u´speˇsˇneˇ otestova´n na trˇech projektech s otevrˇeny´mi
zdrojovy´mi ko´dy, konkre´tneˇ na ja´drˇe Linux, Coreutils a CPython.
Abstract
This thesis aims at development of a tool support for comparing the output of static analysis
applied to different versions of program source codes. The thesis also comprises a discussion
of three opensource static analyzers of the C source code. Based on this discussion, one of
these analyzers, Cppcheck, was chosen for the implementation of the designed tool. The
static analyzer’s outputs, obtained for various versions of a specific program, are compared
on the basis of the context of the line at which an error was found. The patch utility
is used for comparing the appropriate contexts. Detected errors are classified into three
groups: new, old, and fixed errors. A web interface allowing an easier-to-follow presentation
of the results is also provided. The designed tool set has been successfully tested on three
opensource projects, including the Linux kernel, Coreutils and CPython.
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Tato pra´ce se zaby´va´ vy´vojem na´strojove´ podpory pro srovna´va´n´ı chyb zjiˇsteˇny´ch s vyuzˇit´ım
staticke´ analy´zy mezi jednotlivy´mi verzemi zdrojovy´ch ko´d˚u. Nejjednodusˇsˇ´ım zp˚usobem
pro ukla´da´n´ı a spra´vu teˇchto verz´ı je vyuzˇit´ı verzovac´ıch syste´mu˚, ktere´ jsou dnes sˇiroce
vyuzˇ´ıvane´ prˇedevsˇ´ım prˇi projektech, na ktery´ch se pod´ıl´ı v´ıce vy´voja´rˇ˚u. Prˇi projektech ob-
sahuj´ıc´ıch v´ıce soubor˚u je zˇa´douc´ı, aby jednotliv´ı vy´voja´rˇi sve´ zdrojove´ ko´dy d˚usledneˇ tes-
tovali, protozˇe chyba v jejich ko´du mu˚zˇe negativneˇ ovlivnit funkcˇnost v jine´ cˇa´sti projektu.
Zvla´sˇtn´ı pozornost je trˇeba veˇnovat take´ opraveˇ chyb, protozˇe existuje jista´ pravdeˇpodobnost,
zˇe opravou vznikne chyba nova´.
Vy´skyt neˇktery´ch chyb lze zjistit prˇi prˇekladu, existuje ale mnoho chyb, ktere´ prˇekladacˇ
rozpoznat neumı´. Neˇktere´ z teˇchto chyb je mozˇne´ nale´zt pomoc´ı staticke´ analy´zy ko´du.
Velke´ projekty, ktere´ jsou vyv´ıjeny mnoha vy´voja´rˇi jizˇ po dlouhou dobu, jako naprˇ´ıklad
ja´dro Linux, mohou obsahovat mnozˇstv´ı r˚uzny´ch chyb, ktere´ se ale nemus´ı projevit za
beˇzˇne´ho provozu, nebo se projev´ı jen velmi zrˇ´ıdka a je obt´ızˇne´ je lokalizovat. Takove´to
chyby se v praxi cˇasto neopravuj´ı. Prˇi pouhe´m spusˇteˇn´ı na´stroje pro statickou analy´zu na
takovy´to projekt analyza´tor vyp´ıˇse velke´ mnozˇstv´ı r˚uzny´ch chyb, varova´n´ı a upozorneˇn´ı.
Pokud pak vy´voja´rˇ tohoto projektu chce opravit jednu konkre´tn´ı chybu, zaj´ıma´ ho v prvn´ı
rˇadeˇ to, zda korektneˇ opravil tuto konkre´tn´ı chybu a nevytvorˇil svou opravou chybu novou,
ne tolik uzˇ to, kolik r˚uzny´ch jiny´ch proble´mu˚ se v ko´du uzˇ vyskytovalo prˇedt´ım.
Tato pra´ce se zaby´va´ implementac´ı na´stroje, jehozˇ u´kolem je s vyuzˇit´ım staticke´ analy´zy
vyhleda´vat v souborech se zdrojovy´mi ko´dy chyby a porovna´vat vy´skyt teˇchto chyb mezi
jednotlivy´mi verzemi ko´d˚u v repozita´rˇi. S vyuzˇit´ım tohoto na´stroje by meˇlo by´t mozˇne´ zjis-
tit, zda urcˇita´ chyba vznikla neda´vnou u´pravou zdrojove´ho ko´du nebo uzˇ existuje v syste´mu
delˇs´ı dobu (a v praxi tud´ızˇ nejsou jej´ı dopady zrˇejmeˇ vy´znamne´). Jiny´m sce´na´rˇem je oveˇrˇen´ı,
zda oprava zameˇrˇena´ na urcˇitou chybu tuto chybu odstranila a nezp˚usobila zˇa´dnou jinou.
Navrzˇeny´ na´stroj byl nazva´n cppcdiff. Soucˇa´st´ı pra´ce je take´ srovna´n´ı neˇkolika volneˇ
dostupny´ch staticky´ch analyza´tor˚u, na jejichzˇ za´kladeˇ je pro vlastn´ı pouzˇit´ı v pra´ci zvolen
na´stroj Cppcheck. Du˚lezˇitou soucˇa´st´ı pra´ce je take´ vyhodnocen´ı vy´sledk˚u testova´n´ı neˇkolika
opensource projekt˚u pomoc´ı na´stroje implementovane´ho jako soucˇa´st pra´ce.
Struktura pra´ce. Zbytek textu je strukturova´n takto. Kapitola 2 obsahuje obecne´ in-
formace o staticke´ analy´ze a srovna´n´ı vybrany´ch staticky´ch analyza´tor˚u. V kapitole 3 jsou
popsa´ny na´stroje vyuzˇite´ v pra´ci. Kapitola 4 se zaby´va´ na´vrhem rˇesˇen´ı, dalˇs´ı kapitola
s cˇ´ıslem 5 se zaby´va´ implementac´ı na´stroje tvorˇ´ıc´ıho soucˇa´st pra´ce. Na´sleduje kapitola 6,
v n´ızˇ je obsazˇen popis a vyhodnocen´ı provedene´ho testova´n´ı. Kapitola 7 obsahuje souhrn




Staticka´ analy´za je jednou z metod forma´ln´ı verifikace. Forma´ln´ı verifikace je vyuzˇ´ıva´na pro
oveˇrˇen´ı korektnosti programu˚ nebo syste´mu˚ vzhledem k jejich specifikaci, k cˇemuzˇ vyuzˇ´ıva´
matematicky´ch a forma´ln´ıch metod. Kromeˇ staticke´ analy´zy zahrnuje forma´ln´ı verifikace
take´ naprˇ´ıklad metody theorem proving a model checking.
Staticka´ analy´za je metoda, ktera´ se snazˇ´ı z´ıskat informace o chova´n´ı programu pouze
na za´kladeˇ jeho zdrojovy´ch ko´d˚u, tedy bez jeho prova´deˇn´ı s p˚uvodn´ı se´mantikou. Tyto infor-
mace je pak mozˇne´ vyuzˇ´ıt jednak k nalezen´ı potencia´ln´ıch chyb v ko´du, ale take´ naprˇ´ıklad
pro optimalizaci. V te´to pra´ci je staticka´ analy´za vyuzˇ´ıva´na pro vyhleda´va´n´ı chyb, proto
se na´sleduj´ıc´ı text bude zameˇrˇovat prˇedevsˇ´ım na tuto mozˇnost vyuzˇit´ı.
2.1 Srovna´n´ı metod pro verifikaci software
Zrˇejmeˇ nejjednodusˇsˇ´ım zp˚usobem oveˇrˇen´ı spra´vne´ho chova´n´ı je testova´n´ı s vyuzˇit´ım mnozˇiny
r˚uzny´ch vstup˚u. Tento prˇ´ıstup obvykle nevyzˇaduje zˇa´dne´ slozˇiteˇjˇs´ı postupy, na u´kor jed-
noduchosti vsˇak prˇina´sˇ´ı neˇkolik nevy´hod. Jedn´ım z hlavn´ıch proble´mu˚ je (prˇedevsˇ´ım prˇi
rozsa´hlejˇs´ıch zdrojovy´ch ko´dech) velke´ mnozˇstv´ı mozˇny´ch veˇtven´ı ko´du. Pro pokryt´ı vsˇech
teˇchto veˇtven´ı je potrˇeba velke´ mnozˇstv´ı r˚uzny´ch test˚u, jejichzˇ vytvorˇen´ı mu˚zˇe by´t pomeˇrneˇ
cˇasoveˇ na´rocˇne´. Dalˇs´ı nevy´hodou mu˚zˇe by´t, vzhledem k nutnosti beˇhu programu, potrˇeba
mı´t k dispozici prˇ´ıslusˇny´ hardware, cozˇ mu˚zˇe by´t komplikovane´ naprˇ´ıklad u r˚uzny´ch ovladacˇ˚u.
Dalˇs´ım proble´mem je pra´ce s paralelismem. Ani prˇi mnoha spusˇteˇn´ıch nemus´ı nastat sce´na´rˇ,
prˇi ktere´m se chyba projev´ı.
Ve srovna´n´ı s dynamickou analy´zou, ktera´ prob´ıha´ na spusˇteˇne´m ko´du, ma´ staticka´
analy´za sve´ vy´hody i nevy´hody. Jednou z hlavn´ıch vy´hod je fakt, zˇe vzhledem ke zp˚usobu,
ktery´m staticka´ analy´za funguje, nen´ı vy´sledek testova´n´ı do zˇa´dne´ mı´ry za´visly´ na vstupn´ıch
testovac´ıch datech. Mezi dalˇs´ı vy´hody patrˇ´ı neza´vislost na platformeˇ – protozˇe ko´d nen´ı
spousˇteˇn, je mozˇne´ oveˇrˇovat i programy, pro ktere´ nema´me k dispozici c´ılovou platformu cˇi
prˇ´ıslusˇny´ hardware. Neˇktere´ formy staticke´ analy´zy se pak daj´ı uplatnit i na neu´plny´ ko´d.
Dalˇs´ı vy´hodou mu˚zˇe by´t odhalen´ı chyb, ktere´ nelze beˇzˇneˇ zjistit prˇi prˇekladu.
K nevy´hoda´m staticke´ analy´zy patrˇ´ı mozˇne´ velke´ mnozˇstv´ı falesˇneˇ nalezeny´ch chyb, false
positives. Staticke´ analyza´tory pochopitelneˇ maj´ı snahu se takovy´mto hla´sˇen´ım co nejv´ıce
vyhy´bat, cˇasto ovsˇem tato snaha mu˚zˇe by´t velmi problematicka´ nebo fungovat na u´kor nena-
lezen´ı neˇktery´ch skutecˇny´ch chyb. Prˇesneˇjˇs´ıch vy´sledk˚u lze neˇkdy dosa´hnout s vyuzˇit´ım ano-
tac´ı, ktere´ stanovuj´ı podmı´nky pro promeˇnne´ nebo cˇa´sti ko´du. Tato mozˇnost je vsˇak podpo-
rova´na pouze v neˇktery´ch analyza´torech (naprˇ. Sparse) a vyzˇaduje od uzˇivatele d˚ukladnou
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znalost a porozumeˇn´ı testovane´mu ko´du. Dalˇs´ı nevy´hodou mu˚zˇe by´t pomeˇrneˇ dlouhy´ cˇas,
ktery´ staticka´ analy´za mu˚zˇe vyzˇadovat prˇi beˇhu na rozsa´hlejˇs´ıch zdrojovy´ch ko´dech.
Mnohe´ staticke´ analyza´tory dnes poskytuj´ı pluginy, pomoc´ı ktery´ch lze kontrolu ko´du
integrovat prˇ´ımo do vy´vojove´ho prostrˇed´ı, cozˇ mu˚zˇe by´t vy´hodne´ pro omezen´ı pocˇtu chyb
v ko´du jizˇ prˇi jeho vy´voji. V tomto smeˇru mu˚zˇe by´t uzˇitecˇne´ take´ mı´t integrova´n staticky´
analyza´tor prˇ´ımo do pouzˇ´ıvane´ho prˇekladacˇe, jak je tomu naprˇ´ıklad u projektu Clang.
2.2 Formy staticke´ analy´zy
Oblast staticke´ analy´zy je velmi rozsa´hla´ a zahrnuje celou rˇadu r˚uzny´ch prˇ´ıstup˚u, ktere´ se
liˇs´ı jejich prˇesnost´ı, obecnost´ı a vy´pocˇetn´ı slozˇitost´ı. Mezi tyto prˇ´ıstupy patrˇ´ı naprˇ´ıklad:
Hleda´n´ı chybovy´ch vzor˚u Tento prˇ´ıstup je zalozˇen na skutecˇnosti, zˇe neˇktere´ z ty-
picky´ch chyb lze popsat pomoc´ı vzor˚u ko´du. Staticky´ analyza´tor se potom prˇi beˇhu snazˇ´ı
tyto vzory aplikovat na kontrolovany´ ko´d. Mı´sto, kde ko´d odpov´ıdal dane´mu vzoru, je
na´sledneˇ vyhodnoceno jako vy´skyt chyby. Neˇktre´ na´stroje, jako naprˇ´ıklad Cppcheck, umo-
zˇnˇuj´ı specifikovat vzory pro vyhleda´va´n´ı chyb prˇ´ımo uzˇivatelem.
Analy´za toku dat U´kolem te´to metody je z´ıska´n´ı abstrahovany´ch informac´ı o hodnota´ch
r˚uzny´ch promeˇnny´ch, a to na za´kladeˇ sledova´n´ı, jak se tyto hodnoty sˇ´ıˇr´ı mezi r˚uzny´mi
promeˇnny´mi a jak jsou modifikova´ny prˇ´ıslusˇny´mi prˇ´ıkazy. Ke spojen´ı mozˇny´ch hodnot
promeˇnny´ch z´ıskany´ch v r˚uzny´ch veˇtv´ıch programu˚ se typicky pouzˇ´ıva´ opera´tor pr˚useku,
zna´my´ z teorie svaz˚u. Analy´za toku dat se typicky prova´d´ı nad grafem toku rˇ´ızen´ı. Tuto
analy´zu je mozˇne´ vyuzˇ´ıt naprˇ´ıklad pro urcˇen´ı zˇivosti promeˇnny´ch nebo dostupny´ch vy´raz˚u.
Jej´ı vyuzˇit´ı nen´ı jen pro u´cˇely verifikace, ale naprˇ´ıklad take´ v kompila´torech prˇi snaze
o optimalizaci ko´du [6].
Abstraktn´ı interpretace Tento prˇ´ıstup je zalozˇen na definici abstraktn´ı se´mantiky pro-
gramu˚ sva´zane´ se se´mantikou konkre´tn´ı v ra´mci teorie Galoisovy´ch spojen´ı [4]. Vlastn´ı
analy´za je pak zalozˇena na iterativn´ım vy´pocˇtu abstraktn´ıch dosazˇitelny´ch hodnot pro-
meˇnny´ch a pouzˇit´ı opera´tor˚u spojen´ı, rozsˇiˇrova´n´ı (widening) a zuzˇova´n´ı (narrowing). Ty-
picky´mi prˇ´ıklady abstraktn´ıch dome´n promeˇnny´ch pouzˇ´ıvany´ch prˇi abstraktn´ı interpretaci
jsou intervaly, mnohosteˇny a polytopy.
Mezi dalˇs´ı formy patrˇ´ı naprˇ´ıklad typova´ analy´za nebo analy´za toku rˇ´ızen´ı.
2.3 Srovna´n´ı staticky´ch analyza´tor˚u
V dalˇs´ım textu se zameˇrˇ´ıme na staticke´ analyza´tory zameˇrˇene´ prima´rneˇ na vyhleda´va´n´ı
chybovy´ch vzor˚u. I takovy´ch staticky´ch analyza´tor˚u ale existuje velke´ mnozˇstv´ı, vzhledem
k pozˇadavk˚um na na´stroj vyv´ıjeny´ v ra´mci te´to pra´ce se srovna´n´ı bude omezovat pouze
na analyza´tory pro jazyky C/C++. Ke komercˇn´ım staticky´m analyza´tor˚um pro tyto ja-
zyky patrˇ´ı naprˇ´ıklad Coverity nebo Klocwork Insight. Tyto na´stroje zprˇesnˇuj´ı vyhleda´va´n´ı
chybovy´ch vzor˚u na za´kladeˇ abstraktn´ıch informac´ı o chova´n´ı programu, prˇedem z´ıskany´ch
analy´zou toku dat, prˇ´ıpadneˇ na´sledneˇ vylucˇuj´ı cesty k falesˇny´m chyba´m s vyuzˇit´ım jejich
zako´dova´n´ı do formul´ı vhodne´ logiky a na´slednou aplikac´ı SAT/SMT rˇesˇicˇ˚u. Jelikozˇ pro
implementaci bylo nutno vyuzˇ´ıt volneˇ dostupne´ho softwaru, omez´ı se dalˇs´ı popis pouze na
volneˇ dostupne´ na´stroje.
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2.3.1 Clang static analyzer
Tento na´stroj je soucˇa´st´ı projektu Clang, ktery´ tvorˇ´ı prˇedn´ı cˇa´st prˇekladacˇe jazyk˚u C,
C++ a Objective-C. Je implementova´n ve formeˇ knihovny v jazyce C++, cozˇ umozˇnˇuje
jeho snadne´ vyuzˇit´ı. Tato cˇa´st spolu se zadn´ı cˇa´st´ı prˇekladacˇe tvorˇenou na´strojem LLVM
tvorˇ´ı plnohodnotny´ kompila´tor, jehozˇ snahou je nab´ıdnout alternativu k beˇzˇneˇ pouzˇ´ıvane´mu
kompila´toru GCC. Clang static analyzer je ale schopen fungovat i jako samostatny´ na´stroj,
naprˇ´ıklad s vyuzˇit´ım pra´veˇ GCC. Analyza´tor je dostupny´ i ve formeˇ pluginu, ale pouze pro
prostrˇed´ı Xcode. Cely´ projekt Clang je opensource.
Analyza´tor prova´d´ı kontrolu ko´du prˇi prˇekladu, doka´zˇe tedy kontrolovat pouze ty zdro-
jove´ soubory, ktere´ jsou prˇekla´da´ny. Pro sve´ spusˇteˇn´ı vyuzˇ´ıva´ na´stroj make – nahrad´ı obsah
promeˇnny´ch vyuzˇ´ıvany´ch touto utilitou (jako naprˇ. CC nebo CXX) cestami ke svy´m vlastn´ım
na´stroj˚um, na´sledneˇ podle potrˇeby sa´m spousˇt´ı prˇekladacˇ a analyzuje ko´d. Pro hleda´n´ı
chyb vyuzˇ´ıva´ analy´zu toku rˇ´ızen´ı a toku dat [5]. Podporova´na je analy´za ko´du v jazyc´ıch
C a Objective-C. Jsou take´ podporova´ny anotace v ko´du, ktere´ mohou zmensˇit pocˇet false-
positives a zlepsˇit schopnost nalezen´ı potencia´ln´ıch chyb. Tyto anotace jsou zapisova´ny ve
stejne´ formeˇ jako anotace pro prˇekladacˇ GCC.
Kromeˇ textove´ho vy´stupu poskytuje tento na´stroj i vy´stup ve formeˇ HTML stra´nek.
Tyto stra´nky prˇehledneˇ zobrazuj´ı hierarchii zdrojovy´ch ko´d˚u, pro kazˇdy´ soubor je vytvorˇena
samostatna´ stra´nka, kde je p˚uvodn´ı zdrojovy´ ko´d, a v mı´stech s nalezeny´mi chybami i chy-
bova´ hla´sˇen´ı z analyza´toru.
2.3.2 Cppcheck
Cppcheck je opensource na´stroj umozˇnˇuj´ıc´ı anyly´zu ko´du v jazyc´ıch C a C++. Na´stroj je
multiplatformn´ı, c´ılem projektu je co nejv´ıce sn´ızˇit pocˇet falesˇny´ch varova´n´ı. Pro spusˇteˇn´ı
Cppcheck nepotrˇebuje prˇekladacˇ, je tedy mozˇne´ analyzovat libovolne´ ko´dy bez nutnosti
prˇekladu.
Na´stroj je dostupny´ bud’ samostatneˇ nebo jako plugin do neˇkolika vy´vojovy´ch prostrˇed´ı,
naprˇ´ıklad Code::Blocks a Eclipse. Je mozˇne´ vyuzˇ´ıt take´ graficke´ rozhran´ı. Vy´stup na´stroje
je mozˇno zvolit ve formeˇ proste´ho textu nebo jako XML. Je poskytova´na take´ mozˇnost
nechat vygenerovat HTML vy´stup, ten ale obsahuje pouze prˇehledneˇji naforma´tovany´ tex-
tovy´ vy´stup, takzˇe nen´ı tak na´zorny´ jako HTML vy´stup analyza´toru Clang. Pro textovy´
vy´stup je mozˇne´ definovat r˚uzne´ sˇablony, a t´ım zmeˇnit jeho vzhled a forma´tova´n´ı, je rovneˇzˇ
dostupna´ naprˇ´ıklad sˇablona, po jej´ızˇ aplikaci budou chybova´ hla´sˇen´ı mı´t forma´t vyuzˇ´ıvany´
pro tento u´cˇel kompila´torem GCC. Na´stroj poskytuje take´ mozˇnost nalezene´ chyby filtro-
vat, bud’ pomoc´ı parametru, ktery´ zaka´zˇe vy´pis vsˇech chyb urcˇite´ho typu, nebo s vyuzˇit´ım
anotac´ı prˇ´ımo ve zdrojove´m ko´du. Je mozˇne´ si take´ zvolit, zda ma´ analyza´tor vypisovat
naprˇ´ıklad pouze chyby nebo i r˚uzna´ doporucˇen´ı ke stylu ko´du, lze take´ zapnout trˇeba vy-
hleda´va´n´ı nepouzˇity´ch funkc´ı.
Je zde rovneˇzˇ mozˇnost definovat si vlastn´ı pravidla pro kontrolu jako chybove´ vzory.
Pravidla mus´ı by´t definova´na pomoc´ı regula´rn´ıch vy´raz˚u (PCRE), je mozˇne´ je pote´ ukla´dat
do soubor˚u s pravidly, kde lze i definovat vlastn´ı chybova´ hla´sˇen´ı v prˇ´ıpadeˇ nalezen´ı teˇchto
chybovy´ch vzor˚u v ko´du [9].
Cppcheck vyuzˇ´ıva´ pomeˇrneˇ jednoduchou analy´zu toku rˇ´ızen´ı. Ta prˇedpokla´da´, zˇe vsˇechny
podmı´nky mohou by´t bud’ pravdive´ nebo nepravdive´ a nebere v u´vahu jejich vza´jemny´
vztah, viz prˇ´ıklad 2.1, kde je zna´zorneˇna chyba, kterou Cppcheck nedetekuje, protozˇe
nepozna´, zˇe splneˇn´ı obou podmı´nek na rˇa´dc´ıch 4 a 7 najednou je nemozˇne´. Tento ana-
lyza´tor take´ prˇedpokla´da´, zˇe vsˇechny cˇa´sti ko´du jsou dosazˇitelne´ [8]. T´ımto jednoduchy´m
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prˇ´ıstupem se na´stroj snazˇ´ı vyhnout falesˇny´m varova´n´ım, na druhe´ straneˇ ale tento prˇ´ıstup
mu˚zˇe zp˚usobit i to, zˇe nebude nalezena chyba, ktera´ v ko´du opravdu je.
Prˇ´ıklad 2.1: Zdrojovy´ ko´d se dveˇma vylucˇuj´ıc´ımi se podmı´nkami
1 void f(int x)
2 {
3 char *a = 0;
4 if (x == 10)
5 a = malloc(10);
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Tento na´stroj je soucˇa´st´ı knihovny Sparse, ktera´ poskytuje prˇedn´ı cˇa´st prˇekladacˇe ve formeˇ
se´manticke´ho analyza´toru. Je schopny´ zpracova´vat zdrojove´ ko´dy v jazyce C vcˇetneˇ neˇ-
ktery´ch rozsˇ´ıˇren´ı prˇekladacˇe GCC. Vy´stupem zpracova´n´ı je se´manticky´ strom, ktery´ mu˚zˇe
by´t na´sledneˇ uzˇivatelem libovolneˇ vyuzˇit. Soucˇa´st´ı projektu Sparse je take´ kolekce neˇkolika
prˇ´ıklad˚u zadn´ı cˇa´sti prˇekladacˇe, jedn´ım z nich je pra´veˇ staticky´ analyza´tor, ktery´ jako vstup
vyuzˇ´ıva´ vy´stup se´menaticke´ho analyza´toru [1].
Na´stroj byl p˚uvodneˇ vytvorˇen prˇedevsˇ´ım pro vyhleda´va´n´ı neˇktery´ch specificky´ch chyb
ve zdrojovy´ch ko´dech ja´dra Linux, je ho ale mozˇno vyuzˇ´ıt i pro kontorolu libovolny´ch jiny´ch
projekt˚u. Z tohoto d˚uvodu poskytuje analyza´tor neˇktere´ mozˇnosti, ktere´ lze vyuzˇ´ıt zejme´na
v oblasti ko´d˚u ja´dra. Umozˇnˇuje naprˇ´ıklad sledova´n´ı adresovy´ch prostor˚u promeˇnny´ch, cozˇ
mu˚zˇe by´t pouzˇito pro odhalova´n´ı chyb pramen´ıc´ıch ze zameˇnˇova´n´ı ukazatel˚u do uzˇivatel-
ske´ho adresove´ho prostoru a adresove´ho prostoru ja´dra.
Sparse take´ umozˇnˇuje pouzˇit´ı anotac´ı prˇ´ımo v kontrolovane´m ko´du, pomoc´ı ktery´ch
lze pote´ prova´deˇt specificke´ kontroly. Pro tento u´cˇel je vyuzˇ´ıva´no rozsˇ´ıˇren´ı kompila´toru
GCC __attribute__. Vy´stup analyza´toru lze prˇizp˚usobit pomoc´ı r˚uzny´ch parametr˚u, je




V te´to kapitole budou popsa´ny na´stroje vyuzˇite´ prˇi implementaci na´stroje tvorˇ´ıc´ıho soucˇa´st
pra´ce. Pro tento projekt je kl´ıcˇovy´ na´stroj fake-make (popsany´ da´le v kapitole 3.3), ktery´
navazuje na na´stroj make a vyuzˇ´ıva´ neˇktery´ch jeho vlastnost´ı. Proto budou v te´to kapitole
popsa´ny zejme´na ty jeho vlastnosti, ktere´ jsou vy´znamne´ s ohledem na dalˇs´ı cˇa´sti pra´ce.
Da´le zde bude popsa´n kompila´tor GCC, ktery´ je v pra´ci vyuzˇ´ıva´n rovneˇzˇ ve spojitosti
s fake-make. Posledn´ı podkapitola je veˇnova´na na´stroji patch, ktery´ je v pra´ci vyuzˇit pro
porovna´va´n´ı kontextu ve dvou zdrojovy´ch souborech.
3.1 Make
Na´stroj make umı´ rozeznat, ktere´ soubory se zdrojovy´mi ko´dy v ra´mci projektu maj´ı by´t
znovu prˇelozˇeny, a na´sledneˇ spust´ı prˇ´ıkazy, ktere´ tento prˇeklad provedou. Pouzˇit´ı tohoto
na´stroje nen´ı omezeno na programovac´ı jazyk, je mozˇne´ ho take´ vyuzˇ´ıt i ke spousˇteˇn´ı jiny´ch
u´loh nezˇ je prˇeklad zdrojovy´ch ko´d˚u. Pra´ce da´le bude prˇedpokla´dat pouze vyuzˇit´ı na´stroje
pro prˇeklad.
Pro svou pra´ci potrˇebuje make soubor Makefile, ve ktere´m jsou ulozˇeny c´ıle a pravidla.
Pravidla definuj´ı, za jaky´ch podmı´nek mus´ı by´t ktery´ soubor prˇelozˇen, na ktery´ch souborech
za´vis´ı a prˇ´ıpadneˇ jak ma´ by´t prˇeklad proveden. Jsou poskytova´na take´ implicitn´ı pravidla,
ktera´ jsou definova´na naprˇ´ıklad pro prˇeklad souboru v jazyce C. Je mozˇne´ definovat si
i vlastn´ı implicitn´ı pravidla [11].
Pra´ci na´stroje make lze rozdeˇlit do dvou fa´z´ı. V prvn´ı z nich jsou prˇecˇteny vsˇechny
soubory Makefile a inicializova´ny promeˇnne´, implicitn´ı i explicitn´ı pravidla. Z teˇchto in-
formac´ı je sestrojen graf za´vislost´ı pro vsˇechny c´ıle. Tento graf je pote´ vyuzˇit ve druhe´ fa´zi,
kde make urcˇuje, ktere´ soubory mus´ı by´t znovu prˇelozˇeny a jak toho dosa´hnout.
Pokud je na´stroj vola´n bez specifikace konkre´tn´ıho c´ıle, zacˇne s prvn´ım c´ılem uvedeny´m
v souboru Makefile, ktery´ je t´ımto urcˇen jako hlavn´ı c´ıl, a postupneˇ prova´d´ı vsˇechny akce,
ktere´ jsou pro splneˇn´ı tohoto c´ıle nutne´. Prˇi beˇhu prˇ´ıpadneˇ prova´d´ı splneˇn´ı dalˇs´ıch c´ıl˚u, ktere´
jsou prerekvizitami hlavn´ıho c´ıle. Pravidla na´lezˇ´ıc´ı c´ıl˚um, na ktery´ch hlavn´ı c´ıl neza´vis´ı,
nejsou implicitneˇ zpracova´na. Jejich zpracova´n´ı lze vyvolat prˇeda´n´ım jme´na c´ıle jako para-
metru prˇi spusˇteˇn´ı make. Zda neˇktery´ c´ıl mus´ı by´t znovu prˇelozˇen, je zjiˇst’ova´no s vyuzˇit´ım
cˇasovy´ch raz´ıtek soubor˚u. Pokud neˇktera´ z prerekvizit tohoto c´ıle byl zmeˇneˇna pozdeˇji, nezˇ
byl zmeˇneˇn soubor c´ıle, je nutne´ znovu zpracovat pravidla vedouc´ı ke opeˇtovne´mu prˇelozˇen´ı
c´ıle [11].
Proces prˇekladu lze ovlivnit pomoc´ı implicitn´ıch promeˇnny´ch, ktere´ jsou pouzˇ´ıva´ny i prˇi
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uplatnˇova´n´ı implicitn´ıch pravidel. Mezi tyto promeˇnne´ patrˇ´ı naprˇ´ıklad:
• CC: program pro prˇeklad zdrojovy´ch ko´d˚u v jazyce C,
• CXX: program pro prˇeklad zdrojovy´ch ko´d˚u v jazyce C++,
• CPP: preprocesor pro jazyk C,
• AR: program pro pra´ci s archivy,
• LD: linker,
• LD_L: program pro tvorbu sd´ıleny´ch objektovy´ch soubor˚u,
• LD_D: program pro vytva´rˇen´ı dynamicky linkovany´ch knihoven,
• LIBTOOL: program vyta´rˇej´ıc´ı knihovny prˇenositelne´ mezi r˚uzny´mi architekturami.
Da´le jsou vyuzˇ´ıva´ny promeˇnne´ obsahuj´ıc´ı parametry pro vy´sˇe uvedene´ programy, naprˇ´ı-
klad CFLAGS, ktera´ obsahuje argumenty pro prˇekladacˇ jazyka C, CXXFLAGS s argumenty pro
prˇekladacˇ C++ nebo LDFLAGS s argumenty pro linker [11]. Obsah vsˇech vy´sˇe uvedeny´ch
promeˇnny´ch lze snadno zmeˇnit, stacˇ´ı jako parametr make prˇedat na´zev promeˇnne´ a do n´ı
prˇiˇradit cestu k vlastn´ımu programu, jenzˇ ma´ by´t spusˇteˇn.
3.2 GCC
GCC je soubor kompila´tor˚u pro neˇkolik programovac´ıch jazyk˚u, naprˇ´ıklad C, C++, For-
tran a Java, spolecˇneˇ s r˚uzny´mi knihovnami pro tyto jazyky. Pro jednotlive´ jazyky vzˇdy
obsahuje odliˇsnou prˇedn´ı cˇa´st prˇekladacˇe, zadn´ı cˇa´st vyuzˇ´ıvaj´ı vsˇechny jazyky stejnou. Da´le
v textu bude vy´razem GCC mysˇlena prˇedn´ı cˇa´st prˇekladacˇe pro jazyk C, spolecˇneˇ s obecnou
zadn´ı cˇa´st´ı. Beˇh GCC se da´ rozdeˇlit na cˇtyrˇi etapy: prˇedzpracova´n´ı, prˇeklad, prˇeklad do
objektove´ho ko´du a linkova´n´ı.
V prvn´ı fa´zi docha´z´ı ke zpracova´n´ı direktiv pro preprocesor, v druhe´ fa´zi je pak pro-
vedena lexika´ln´ı a syntakticka´ analy´za a soubory jsou prˇelozˇeny do asembleru. Ve fa´zi
assembling docha´z´ı k prˇekladu asembleru do instrukc´ı strojove´ho ko´du, vy´sledkem jsou
soubory s prˇ´ıponou .o (object moduly). V posledn´ı fa´zi se soubory z prˇedchoz´ı fa´ze propoj´ı
a prˇ´ıpadneˇ docha´z´ı i k prˇipojen´ı potrˇebny´ch knihoven. Vy´sledkem posledn´ı fa´ze je jizˇ pro-
gram spustitelny´ na c´ılove´ architekturˇe. Jak prˇesneˇ bude beˇh GCC vypadat, je urcˇova´no
pomoc´ı prˇ´ıpon soubor˚u, ktere´ jsou prˇeda´va´ny jako parametry. Zda a jak bude prob´ıhat
ktera´ fa´ze, je mozˇno rovneˇzˇ specifikovat [10]. GCC podporuje velke´ mnozˇstv´ı parametr˚u,
s ohledem na dalˇs´ı text zde bude prˇibl´ızˇeno neˇkolik z nich.
• -o name: Specifikuje jme´no souboru, do ktere´ho bude ulozˇen vy´stup neˇktere´ z fa´z´ı
prˇekladu.
• -D name: Definuje makro name s hodnotou 1, ktere´ bude vyuzˇito preprocesorem.
• -I dir: Prˇida´ dir do seznamu adresa´rˇ˚u, ve ktery´ch se vyhleda´vaj´ı hlavicˇkove´ soubory.
• -E: Bude provedeno pouze prˇedzpracova´n´ı, a pote´ bude prˇeklad ukoncˇen.
• -M: Vytvorˇ´ı vy´stup obsahuj´ıc´ı pravidlo pro make, ktere´ obsahuje za´vislosti pra´veˇ
prˇekla´dane´ho souboru.
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• -MF file: Urcˇuje jme´no souboru, do ktere´ho budou zapsa´ny za´vislosti generovane´
parametrem -M.
• -MD: Jme´no souboru se za´vislostmi je urcˇeno ze jme´na specifikovane´ho parametrem -o,
nebo v prˇ´ıpadeˇ jeho neprˇ´ıtomnosti ze jme´na prˇekla´dane´ho souboru. V obou prˇ´ıpadech
je prˇida´na prˇ´ıpona .d. Na rozd´ıl od prˇedchoz´ıch dvou parametr˚u nen´ı implicitneˇ pouzˇit
parametr -E, takzˇe soubory se za´vislostmi mohou by´t generova´ny beˇhem procesu
kompilace.
3.3 Fake-make
Fake-make je na´stroj, jehozˇ u´kolem je sb´ırat informace o prˇekladu zdrojovy´ch ko´d˚u bez
nutnosti volat prˇekladacˇ. Na´stroj je opensource a je sˇ´ıˇren pod licenc´ı GPL. Ke sve´mu beˇhu
vyuzˇ´ıva´ utilitu make a prˇedpokla´da´, zˇe pravidla pro prˇeklad zdrojovy´ch ko´d˚u jsou psa´na
pro kompila´tor GCC.
Princip pra´ce na´stroje spocˇ´ıva´ v nahrazen´ı standardn´ıho obsahu implicitn´ıch promeˇn-
ny´ch, vyuzˇ´ıvany´ch programem make, cestou k vlastn´ımu programu. Pote´ na za´kladeˇ pouzˇite´
promeˇnne´ a parametr˚u, ktere´ meˇly by´t prˇeda´ny prˇekladacˇi, prova´d´ı u´kony, jimizˇ simuluje
chova´n´ı prˇekladacˇe. S vyuzˇit´ım tohoto postupu je na´sledneˇ na´stroj schopen urcˇit, ktere´
zdrojove´ soubory byly od posledn´ıho prˇekladu zmeˇneˇny, ktere´ konfigurace preprocesoru
byly vyuzˇity a ktere´ cesty byly definova´ny pro umı´steˇn´ı hlavicˇkovy´ch soubor˚u. Na´stroj
take´ podle potrˇeby meˇn´ı u zpracova´vany´ch soubor˚u cˇasova´ raz´ıtka tak, aby se prˇi prˇ´ıˇst´ım
spusˇteˇn´ı na´stroje make nebo fake-make jevily jako v prˇedchoz´ım beˇhu prˇelozˇene´. Fake-
make nahrazuje chova´n´ı utilit definovany´ch na´sleduj´ıc´ımi promeˇnny´mi na´stroje make: CC,
CXX, AR, LD, LD_L, LD_D a LIBTOOL. Jeho chova´n´ı se liˇs´ı podle toho, ktera´ z promeˇnny´ch
byla v make pouzˇita. Na za´kladeˇ te´to informace se snazˇ´ı odpov´ıdaj´ıc´ım zp˚usobem simulovat
beˇzˇneˇ pouzˇ´ıvane´ na´stroje, ktere´ make norma´lneˇ s vyuzˇit´ım teˇchto promeˇnny´ch vola´.
Kdyzˇ fake-make detekuje vyuzˇit´ı CC nebo CXX (cozˇ indikuje vola´n´ı prˇekladacˇe), procha´z´ı
vsˇechny prˇedane´ argumenty v poli argv. V prˇ´ıpadeˇ, zˇe naraz´ı na parametr -D, ulozˇ´ı jeho
obsah do souboru obsahuj´ıc´ıho pouzˇite´ konfigurace preprocesoru. Pokud je mezi parametry
-I, je cesta na´sleduj´ıc´ı za t´ımto parametrem ulozˇena do souboru s cestami ke hlavicˇkovy´m
soubor˚um. Zde jsou cesty ulozˇeny absolutneˇ, takzˇe prˇed ulozˇen´ım je jesˇteˇ zjiˇsteˇno, o jakou
cestu se jedna´, a pokud je cesta relativn´ı, je vzhledem k mı´stu, ze ktere´ho je make vola´n,
upravena na absolutn´ı. Prˇi nalezen´ı parametru -o nebo -MF je pouze aktualizova´no cˇasove´
raz´ıtko u souboru v na´sleduj´ıc´ım parametru. Kdyzˇ neˇktery´ z parametr˚u obsahuje na´zev
souboru s prˇ´ıponou znacˇ´ıc´ı, zˇe se jedna´ o zdrojovy´ ko´d jazyka C nebo C++, je opeˇt upravena
cesta k tomuto souboru na absolutn´ı, a na´sledneˇ je ulozˇena do seznamu zmeˇneˇny´ch soubor˚u.
Kdyzˇ je indikova´no pouzˇit´ı promeˇnne´ AR a jedn´ım z parametr˚u je soubor s prˇ´ıponou
.a, je na tomto souboru aktualizova´no cˇasove´ raz´ıtko. Stejny´ pr˚ubeˇh nastane prˇi pouzˇit´ı
promeˇnny´ch LD, LD_L, LD_D nebo LIBTOOL a nalezen´ı parametru -o. Prˇi nalezen´ı parametru
--mode=compile je s dalˇs´ımi parametry zacha´zeno, jako kdyby byly pouzˇity promeˇnne´ pro
vola´n´ı prˇekladacˇe. Vsˇechny ostatn´ı zde neuvedene´ parametry jsou prˇi pouzˇit´ı jake´koliv
promeˇnne´ prˇeskakova´ny a nejsou pro neˇ prova´deˇny zˇa´dne´ akce.
Hlavn´ı vy´hodou fake-make je prˇehledny´ vy´stup. Prˇi snaze z´ıskat na´strojem poskyto-
vane´ inforamce jiny´m zp˚usobem by bylo potrˇeba detailneˇ zkoumat soubory Makefile nebo
vy´stup make, cozˇ by byl v prˇ´ıpadeˇ veˇtsˇ´ıch projekt˚u nesnadny´ u´kol. Nevy´hodou na´stroje je
fakt, zˇe obcha´z´ı skutecˇne´ vola´n´ı prˇekladacˇe, ktere´ v neˇktery´ch prˇ´ıpadech mu˚zˇe mı´t funkci
nutnou pro spra´vny´ dalˇs´ı beˇh prˇekladu. Jednou z teˇchto situac´ı je vyuzˇit´ı prˇekladacˇe pro
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generova´n´ı soubor˚u se za´vislostmi. V tomto prˇ´ıpadeˇ je pote´ tento vygenerovany´ soubor
vyuzˇ´ıva´n da´le v procesu prˇekladu, takzˇe prˇi pouzˇit´ı fake-make prˇeklad skoncˇ´ı s chybou.
Na´stroj fake-make je v pra´ci vyuzˇit pro z´ıska´n´ı seznamu soubor˚u, ktere´ byly od po-
sledn´ıho prˇeklady zmeˇneˇny. Na takove´to soubory je na´sledneˇ spusˇteˇna staticka´ analy´za.
3.4 Patch
Vstup pro patch je obvykle vytvorˇen na´strojem diff, jehozˇ u´kolem je porovnat dva sou-
bory a vypsat jejich rozd´ıly ve zvolene´m forma´tu. Na´stroj patch na za´kladeˇ tohoto vstupu
provede v prˇedane´m souboru pozˇadovane´ zmeˇny. Podporova´ny jsou na´sleduj´ıc´ı vstupn´ı
forma´ty: kontextovy´, norma´ln´ı a unifikovany´ rozd´ılovy´ soubor a skript pro utilitu ed. Da´le
v textu bude jako vstup pro patch prˇedpokla´da´n unifikovany´ rozd´ılovy´ soubor.
Tento soubor obsahuje u´vodn´ı informace o porovnany´ch souborech, a pote´ pro kazˇdou
zmeˇneˇnou cˇa´st zvla´sˇtn´ı sekci. U´vodn´ı cˇa´st obsahuje dva rˇa´dky obsahuj´ıc´ı jme´na porovnany´ch
soubor˚u, prˇ´ıpadneˇ vcˇetneˇ cest (relativneˇ k mı´stu, odkud byl diff spusˇteˇn), a cˇas posledn´ı
u´pravy kazˇde´ho ze soubor˚u. V kazˇde´ sekci jsou potom na prvn´ım rˇa´dku u´daje o pozici
zmeˇneˇne´ cˇa´sti jak v p˚uvodn´ım tak i v nove´m souboru a take´ velikost cˇa´sti prˇed a po zmeˇneˇ.
Do vsˇech teˇchto u´daj˚u je zapocˇ´ıta´na i velikost kontextu, kterou lze v programu diff nastavit
(jej´ı implicitn´ı hodnota je trˇi rˇa´dky).
Da´le na´sleduj´ı uzˇ prˇ´ımo rˇa´dky kontextu prˇed zmeˇneˇnˇou cˇa´st´ı, pote´ zmeˇneˇne´ rˇa´dky a na-
konec kontext za zmeˇneˇnou oblast´ı. Noveˇ prˇidane´ rˇa´dky maj´ı prˇed sebou znak +, odebrane´
rˇa´dky znak -. Pokud byl neˇktery´ rˇa´dek i jen z cˇa´sti zmeˇneˇn, projev´ı se to v souboru jako
odstraneˇn´ı p˚uvodn´ıho rˇa´dku a prˇida´n´ı nove´ho.
Prˇi beˇhu se potom patch nejdrˇ´ıve snazˇ´ı aplikovat danou zmeˇnu na cˇ´ıslo rˇa´dku urcˇene´ na
pocˇa´tku prˇ´ıslusˇne´ sekce, pokud neuspeˇje (kontext zde neodpov´ıda´ kontextu uvedene´mu ve
vstupn´ım souboru), snazˇ´ı se patch aplikovat zmeˇnu na vsˇechny rˇa´dky nad i pod p˚uvodn´ım
rˇa´dkem, uvedene´m ve vstupn´ım souboru. Kdyzˇ najde vhodne´ mı´sto jinde, aplikuje zmeˇnu
a ve vy´stupu da´ veˇdeˇt kam byla dana´ cˇa´st patch souboru aplikova´na. Pokud vhodne´ mı´sto
ani tak nen´ı nalezeno, ubere patch rˇa´dek z kontextu, a snazˇ´ı se aplikovat tuto upravenou
cˇa´st. Takto postupuje azˇ do velikosti kontextu jeden rˇa´dek. Toto chova´n´ı se da´ nastavit nebo
zcela zaka´zat prˇ´ıslusˇny´m parametrem, ktery´ urcˇuje maxima´ln´ı pocˇet rˇa´dk˚u kontextu, ktere´
lze vynechat. V tomto prˇ´ıpadeˇ take´ patch standardneˇ za´lohuje p˚uvodn´ı soubory, u ktery´ch
nedosˇlo k prˇesne´ shodeˇ.
V prˇ´ıpadeˇ zˇe patch nalezne mı´sto shoduj´ıc´ı se s vy´sledny´m vzhledem oblasti po apli-
kaci patch souboru, domn´ıva´ se, zˇe patch jizˇ byl prˇedt´ım aplikova´n a ozna´mı´ to uzˇivateli
ve vy´stupu. Take´ nab´ıdne mozˇnost aplikovat patch obra´ceneˇ, tedy provede opak toho, co
je obsazˇeno ve vstupn´ım souboru. Prˇi implicitn´ım nastaven´ı mimo jine´ v tomto prˇ´ıpadeˇ
vyzˇaduje odpoveˇd’ uzˇivatele. Pokud ma´ tedy by´t patch vyuzˇit jako soucˇa´st neˇjake´ho skriptu,
je potrˇeba toto chova´n´ı vypnout prˇ´ıslusˇny´m prˇep´ınacˇem. Podle zvolene´ho prˇep´ınacˇe pak
naprˇ´ıklad patch automaticky aplikuje prˇevra´ceny´ patch bez nutnosti komunikace s uzˇiva-
telem.
Tento na´stroj je v pra´ci pouzˇit pro zjiˇsteˇn´ı, zda se rˇa´dek, na ktere´m byla nalezena chyba,
nacha´z´ı vcˇetneˇ sve´ho kontextu i v jine´ verzi zdrojove´ho souboru.
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3.5 Cppcheck
V neˇkolika studi´ıch veˇnuj´ıc´ıch se srovna´va´n´ı staticky´ch analyza´tor˚u Cppcheck obvykle po-
skytoval pr˚umeˇrne´ vy´sledky ve srovna´n´ı s ostatn´ımi na´stroji [3, 7]. Pocˇet nenalezeny´ch chyb,
false-negatives byl byl obvykle pr˚umeˇrny´ [2], nejv´ıce false-negatives na´stroj poskytoval prˇi
testech zameˇrˇuj´ıc´ıch se na u´rovenˇ path-sensitivity, context-sensitivity a alias analy´zy u ana-
lyza´tor˚u [3, 2], cozˇ souvis´ı se zp˚usobem, jaky´m Cppcheck pracuje. Takte´zˇ prˇi detekci u´tok˚u
s vyuzˇit´ım forma´tovac´ıho rˇeteˇzce nebo prˇ´ıkazove´ rˇa´dky dosahoval sp´ıˇse podpr˚umeˇrny´ch
vy´sledk˚u [3, 2]. Naopak pocˇet nalezeny´ch false-positives patrˇil prˇi veˇtsˇineˇ test˚u k nejnizˇsˇ´ım
[7, 2]. Dobre´ vy´sledky na´stroj poskytoval rovneˇzˇ prˇi chyba´ch souvisej´ıc´ıch s u´niky pameˇti
a prˇetecˇen´ım pole.
Na za´kladeˇ vy´sˇe uvedeny´ch vy´sledk˚u a srovna´n´ı s ostatn´ımi na´stroji byl pro pra´ci vybra´n
Cppcheck. Du˚vody pro zvolen´ı pra´veˇ tohoto na´stroje byly prˇedevsˇ´ım jeho snaha vyhnout se
co nejv´ıce false-positives a fakt, zˇe nepotrˇebuje ke sve´mu beˇhu by´t spousˇteˇn prˇi prˇekladu,
nebot’ prˇeklad uzˇ je u implementovane´ho na´stroje vyuzˇ´ıva´n k jine´mu u´cˇelu a prob´ıha´ jesˇteˇ
prˇed spusˇteˇn´ım staticke´ analy´zy. Dalˇs´ım argumentem pro tuto volbu byla snadna´ dostup-
nost, jelikozˇ na´stroj ma´ formu knihovny a veˇtsˇina Linuxovy´ch distribuc´ı pro neˇj obsahuje
prˇ´ıslusˇny´ bal´ıcˇek v repozita´rˇi. Vy´hodou je take´ poskytovany´ vy´stup ve formeˇ XML, cozˇ
podstatneˇ usnadnˇuje jeho zpracova´n´ı. S ohledem na tuto volbu zde budou uvedeny dalˇs´ı
informace k Cppcheck, ty´kaj´ıc´ı se jeho prakticke´ho pouzˇit´ı.
Cppcheck kv˚uli urychlen´ı analy´zy implicitneˇ kontroluje pouze omezeny´ pocˇet konfigu-
rac´ı preprocesoru, standardneˇ je tato hodnota nastavena na 12 konfigurac´ı a je mozˇno ji
i uzˇivatelsky definovat s vyuzˇit´ım parametru --max-configs. Pro kontrolu vsˇech konfi-
gurac´ı je nutno prˇi spusˇteˇn´ı analyza´toru pouzˇ´ıt parametr --force, cozˇ ale mu˚zˇe vy´razneˇ
prodlouzˇit beˇh analy´zy. Je mozˇne´ take´ nastavit konkre´tn´ı konfigurace, ktere´ budou (pa-
rametr -D) nebo naopak nebudou zahrnuty do kontroly (parametr -U). Konfigurace typu
#error jsou analyza´torem automaticky prˇeskakova´ny.
Pro dalˇs´ı urychlen´ı je mozˇne´ povolit analyza´toru vyuzˇit´ı v´ıce vla´ken, cˇehozˇ lze doc´ılit
parametrem -j num, kde num je pocˇet vla´ken. V operacˇn´ıch syste´mech implementuj´ıc´ıch
standard Posix jsou k tomuto u´cˇelu vyuzˇita vla´kna, v syste´mu Windows je vyuzˇito Windows
API. Pro zprˇesneˇn´ı analy´zy vzhledem k c´ılove´mu syste´mu lze nastavit platformu, pro kterou
budou pozdeˇji zdrojove´ ko´dy pouzˇity, cozˇ mu˚zˇe mı´t vliv naprˇ´ıklad na velikost datovy´ch typ˚u.
Cppcheck umozˇnˇuje vybrat jako platformu Unix nebo Windows, obeˇ ve 32 nebo 64bitove´
varianteˇ. U platformy Windows lze jesˇteˇ nav´ıc vybrat, zda ko´dova´n´ı znak˚u bude ASCII
nebo UNICODE. Lze take´ zvolit, jake´ normeˇ maj´ı kontrolovane´ zdrojove´ ko´dy odpov´ıdat.
Implicitneˇ je zvolena norma C11 pro ko´d v jazyce C a norma C++11 pro ko´d v jazyce C++.
Dalˇs´ı normy, ktere´ na´stroj podporuje, jsou C89, C99, C++03 a norma Posix.
Cppcheck je schopen s pouzˇit´ım implicitn´ıho nastaven´ı vyhleda´vat pameˇt’ove´ u´niky,
ktere´ vznikaj´ı prˇi pouzˇ´ıva´n´ı standardn´ıch funkc´ı pro alokaci a dealokaci. Pokud jsou ale
k tomuto u´cˇelu pouzˇity vlastn´ı funkce, naprˇ´ıklad z neˇjake´ knihovny, nen´ı analyza´tor tyto
u´niky schopen detekovat. Pro vylepsˇen´ı efektivnosti analy´zy v tomto prˇ´ıpadeˇ je mozˇne´
Cppchecku s vyuzˇit´ım parametru --include poskytnout implementaci teˇchto funkc´ı, pote´




Na´vrh rˇesˇen´ı vycha´z´ı ze zada´n´ı pra´ce, ktere´ bylo formulova´no na za´kladeˇ pozˇadavk˚u za-
davatele ze spolecˇnosti Red Hat. Mezi za´kladn´ı podmı´nky patrˇil beˇh na c´ılove´ platformeˇ
GNU/Linux, vyuzˇit´ı volneˇ dostupny´ch na´stroj˚u pro rˇesˇen´ı a zverˇejneˇn´ı vy´sledne´ho na´stroje
pod opensource licenc´ı. Pra´ci cppcdiff je mozˇne´ rozdeˇlit do neˇkolika fa´z´ı. V prvn´ı fa´zi
docha´z´ı k z´ıska´n´ı pozˇadovane´ verze soubor˚u (naprˇ. z verzovac´ıho syste´mu) a k vytvorˇen´ı se-
znamu teˇch soubor˚u, ktere´ byly od posledn´ıho prˇekladu zmeˇneˇny. Na tyto soubory je v dalˇs´ı
fa´zi spusˇteˇna staticka´ analy´za, jej´ızˇ vy´sledky jsou pote´ srovna´va´ny s vy´stupem prˇedchoz´ıho
beˇhu cppcdiff. Nakonec jsou vy´sledky analy´zy i tohoto srovna´n´ı ulozˇeny. Vsˇechny tyto
fa´ze zde budou probra´ny.
4.1 Z´ıska´n´ı soubor˚u pro statickou analy´zu
Pra´ce na´stroje zacˇ´ına´ z´ıska´n´ım zdrojovy´ch ko´d˚u analyzovane´ho programu. Toto je mozˇne´
bud’ stazˇen´ım z repozita´rˇe tohoto programu nebo mu˚zˇe uzˇivatel jeho zdrojove´ ko´dy na-
kop´ırovat prˇ´ımo do prˇ´ıslusˇne´ slozˇky v adresa´rˇove´ strukturˇe cppcdiff. Protozˇe jediny´m
u´konem, ktery´ je s verzovac´ım syste´mem prova´deˇn, je stazˇen´ı prˇ´ıpadne´ prˇ´ıslusˇne´ verze pro-
gramu z repozita´rˇe, budou pro tento u´cˇel vyuzˇity standardn´ı utility pro jednotlive´ syste´my,
nen´ı potrˇeba pouzˇit´ı zˇa´dny´ch knihoven usnadnˇuj´ıc´ıch pra´ci s teˇmito syste´my. Podmı´nkou
pro spra´vnou funkci na´stroje je tedy existence potrˇebne´ utility pro pra´ci s uzˇivatelem zvo-
leny´m verzovac´ım syste´mem na c´ılove´m pocˇ´ıtacˇi. Podporova´ny jsou verzovac´ı syste´my Git,
Mercurial, Bazaar, Svn a Cvs.
Dalˇs´ım krokem po z´ıska´n´ı zdrojovy´ch soubor˚u ma´ by´t jejich staticka´ analy´za. Nejjed-
nodusˇsˇ´ım prˇ´ıstupem by bylo kontrolovat vzˇdy vsˇechny soubory v dane´m adresa´rˇi. U mensˇ´ıho
pocˇtu zdrojovy´ch ko´d˚u by toto rˇesˇen´ı bylo jisteˇ vyuzˇitelne´, staticka´ analy´za je ale pomeˇrneˇ
cˇasoveˇ na´rocˇna´ a na velke´ mnozˇineˇ soubor˚u by jej´ı beˇh mohl trvat neu´meˇrneˇ dlouhou dobu.
Dalˇs´ım faktorem zde je prˇedpokla´dane´ pouzˇit´ı implementovane´ho na´stroje. Ten ma´ by´t vy-
tvorˇen pro vyuzˇit´ı vy´voja´rˇi, kterˇ´ı cˇa´sto pracuj´ı s projekty s velky´m objemem zdrojovy´ch
ko´d˚u, ale jejich vlastn´ı pra´ce se mu˚zˇe zameˇrˇovat jen na neˇkolik soubor˚u. V tomto prˇ´ıpadeˇ
by bylo zbytecˇne´ vzˇdy analyzovat vsˇechny soubory namı´sto pouze neˇkolika, ve ktery´ch
momenta´lneˇ vznikly u´pravy.
Je tedy potrˇeba analyzovat pouze soubory, ktere´ byly v posledn´ı dobeˇ zmeˇneˇny. Jako
mozˇne´ rˇesˇen´ı by se nab´ızelo pouzˇit´ı cˇasovy´ch raz´ıtek soubor˚u, ale proste´ procha´zen´ı vsˇech
soubor˚u a kontrola jejich u´daj˚u by byly znacˇneˇ nepohodlne´. Proto bylo rozhodnuto pouzˇ´ıt
k tomuto u´cˇelu na´stroj make, ktery´ pracuje na podobne´m principu. Make zjist´ı s vyuzˇit´ım
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Makefile, ktere´ soubory byly od posledn´ıho prˇekladu projektu zmeˇneˇny, tyto informace lze
tedy pote´ vhodneˇ vyuzˇ´ıt pro vy´beˇr soubor˚u, ktere´ budou kontrolova´ny analyza´torem.
Proble´mem zde je, jak tyto informace od make z´ıskat. Jme´na prˇekla´dany´ch, a tedy
i zmeˇneˇny´ch soubor˚u jsou vypisova´na na standardn´ı vy´stup. Zde je ale uvedeno mnozˇstv´ı
dalˇs´ıch informac´ı, naprˇ´ıklad parametry prˇeda´vane´ prˇekladacˇi, cozˇ vy´stup cˇin´ı naprosto ne-
vhodny´m pro snahu o z´ıska´n´ı jmen sobor˚u pouze z dane´ho textu. Z tohoto d˚uvodu byl
zvolen prˇ´ıstup, prˇi ktere´m jsou sledova´na vola´n´ı prˇekladacˇe a jme´na soubor˚u jsou pote´
z´ıska´va´na z nich.
Mozˇnost´ı, jak lze sledova´n´ı vola´n´ı prˇekladacˇe doc´ılit, je nahradit obsah promeˇnny´ch
standardneˇ vyuzˇ´ıvany´ch make pro vola´n´ı prˇekladacˇe cestou ke sve´mu na´stroji, ktery´ tyto
informace bude sb´ırat. Tuto funkcionalitu poskytuje volneˇ dostupny´ fake-make, proto
bylo rozhodnuto jej prˇi pra´ci vyuzˇ´ıt. Proble´mem tohoto na´stroje ovsˇem byl fakt, zˇe ne-
vola´ prˇekladacˇ, cozˇ v neˇktery´ch prˇ´ıpadech mu˚zˇe zavinit jeho selha´n´ı, jak jizˇ bylo zmı´neˇno
v kapitole 3.3. Z tohoto d˚uvodu bylo zapotrˇeb´ı do fake-make vola´n´ı prˇekladacˇe prˇidat.
4.2 Spusˇteˇn´ı staticke´ analy´zy
Kdyzˇ uzˇ je k dispozici seznam zmeˇneˇny´ch soubor˚u, dalˇs´ım krokem je spusˇteˇn´ı staticke´ho
analyza´toru. Protozˇe staticka´ analy´za je prova´deˇna opakovaneˇ, je potrˇeba pro u´cˇely srov-
na´va´n´ı tyto jednotlive´ vy´sledky vhodneˇ ukla´dat. K tomuto u´cˇelu bylo zvoleno jednoduche´
rˇesˇen´ı: vy´sledky ukla´dat pro kazˇdy´ kontrolovany´ zdrojovy´ soubor do souboru se stejny´m
jme´nem s prˇida´n´ım prˇ´ıpony. Pro kazˇdy´ beˇh na´stroje bude vytvorˇena samostatna´ slozˇka, ve
ktere´ budou vsˇechny takove´to soubory ulozˇeny.
Na´stroj Cppcheck poskytuje standardneˇ textovy´ vy´stup, ktery´ je ale vhodny´ sp´ıˇse pro
vizua´ln´ı kontrolu nezˇ pro automaticke´ zpracova´n´ı. Pro automaticke´ zpracova´n´ı poskytuje
analyza´tor vy´stup ve forma´tu XML, ktery´ je mozˇno zapnout parametrem --xml. Prˇ´ıklad
takove´ho vy´stupu je uveden v prˇ´ıkladu 4.1. Pro kazˇdou nalezenou chybu je zde samostatny´
element <error>, ktery´ obsahuje neˇkolik atribut˚u. Prvn´ım atributem je file, ve ktere´m
je ulozˇen na´zev souboru, ve ktere´m byla dana´ chyba nalezena. Atribut line obsahuje cˇ´ıslo
rˇa´dku, na ktere´m na´stroj chybu nasˇel, na´sleduje atribut id. V neˇm se nacha´z´ı rˇeteˇzec
oznacˇuj´ıc´ı typ chyby, naprˇ´ıklad arrayIndexOutOfBounds. V dalˇs´ım atributu severity je
ulozˇeno, zda se jedna´ o chybu, nebo naprˇ´ıklad o varova´n´ı cˇi doporucˇen´ı.
Prˇ´ıklad 4.1: XML vy´stup Cppcheck
<?xml version="1.0" encoding="UTF-8"?>
<results>
<error file="tail.c" line="345" id="uninitvar" severity="error"
msg="Uninitialized variable: flags"/>
<error file="tail.c" line="368" id="memleak" severity="error"
msg="Memory leak: lines"/>
</results>
V te´to pra´ci je Cppcheck vyuzˇ´ıva´n v nastaven´ı tak, aby vyhleda´val pouze chyby, takzˇe
tento atribut ma´ vzˇdy stejnou hodnotu. Posledn´ım atributem je msg, jehozˇ hodnota uda´va´
rˇeteˇzec obsahuj´ıc´ı chybove´ hla´sˇen´ı k dane´ chybeˇ. V tomto hla´sˇen´ı je obsazˇen jak popis chyby,
tak i konkre´tn´ı informace z mı´sta, kde se chyba vyskytla, naprˇ´ıklad na´zev pole, u ktere´ho
dosˇlo k nepovolene´mu indexova´n´ı.
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4.3 Porovna´va´n´ı kontextu
Nevy´hodou na´stroje Cppcheck je, zˇe poskytuje prˇi nalezene´ chybeˇ informaci o jej´ım umı´steˇn´ı
pouze ve formeˇ cˇ´ısla rˇa´dku a jme´na souboru. Pro porovna´n´ı nalezeny´ch chyb mezi r˚uzny´mi
verzemi stejne´ho ko´du jsou tyto informace nedostatecˇne´. K tomuto u´cˇelu je potrˇeba zna´t
kontext nalezene´ho rˇa´dku s chybou, protozˇe cˇ´ısla rˇa´dku se prˇi r˚uzny´ch u´prava´ch zdrojove´ho
souboru meˇn´ı. Kontext v tomto prˇ´ıpadeˇ tvorˇ´ı rˇa´dky nad a pod rˇa´dkem s chybou. Ani
zˇa´dny´ z dalˇs´ıch porovna´vany´ch na´stroj˚u pro statickou analy´zu ale kontext nalezeny´ch chyb
neposkytuje. Z tohoto d˚uvodu bylo nutne´ implementovat porovna´va´n´ı kontextu jako soucˇa´st
te´to pra´ce.
Pro porovna´n´ı kontextu je nutne´ mı´t k dispozici jak vy´stup z na´stroje Cppcheck, tak
soubor, ke ktere´mu tento vy´stup na´lezˇ´ı. Proto mus´ı by´t spolecˇneˇ s vy´stupy staticke´ho ana-
lyza´toru ukla´da´ny (v prˇ´ıpadeˇ, zˇe dojde k nalezen´ı neˇjaky´ch chyb) take´ prˇ´ıslusˇne´ soubory se
zdrojovy´mi ko´dy. Z teˇchto soubor˚u pak bude prˇi dalˇs´ım spusˇteˇn´ı na´stroje na tento program
z´ıska´n kontext kazˇde´ z nalezeny´ch chyb, ktery´ bude na´sledneˇ porovna´n s kontexty chyb
nalezeny´ch v aktua´ln´ıch verz´ıch zdrojovy´ch ko´d˚u.
Porovna´n´ı kontext˚u pak prob´ıha´ jednodusˇe srovna´va´n´ım odpov´ıdaj´ıc´ıch si rˇa´dk˚u. Pokud
si vsˇechny rˇa´dky kontextu odpov´ıdaj´ı, chyba jizˇ byla nalezena v minule´m beˇhu, cozˇ znacˇ´ı, zˇe
nebyla prˇida´na posledn´ımi u´pravami. Pokud se dany´ kontext s chybou vyskytuje v souboru
v aktua´ln´ım beˇhu a v souboru z prˇedchoz´ıho beˇhu se shodny´ kontext nepodarˇ´ı nale´zt, jedna´
se o noveˇ vytvorˇenou chybu. Pokud je situace obra´cena´, tedy kontext z minule´ho beˇhu nen´ı
nalezen v nove´ verzi souboru, znamena´ to, zˇe dana´ chyba byla odstraneˇna.
V prˇ´ıpadeˇ, zˇe soubor s chybami pro dany´ soubor se zdrojovy´mi ko´dy ve vy´sledc´ıch
prˇedchoz´ıho beˇhu neexistuje, mohou by´t vsˇechny nalezene´ chyby rovnou oznacˇeny jako
nove´. Pokud totizˇ Cppcheck zˇa´dne´ chyby nenalezne, nen´ı potrˇeba jeho vy´sledky ukla´dat.
Kdyzˇ naopak neexistuje soubor s chybami pro dany´ soubor v aktua´ln´ım beˇhu na´stroje
a v minule´m beˇhu ano, znamena´ to, zˇe vsˇechny chyby byly opraveny a porovna´va´n´ı kontextu
rovneˇzˇ nen´ı potrˇeba.
Pro samotne´ porovna´va´n´ı kontextu bylo navrhnuto pouzˇit´ı na´stroje patch. Z obsahu
souboru s ko´dem v aktua´ln´ı verzi je pro tento u´cˇel potrˇeba vytvorˇit okolo rˇa´dku s nalezenou
chybou kontext odpov´ıdaj´ıc´ı forma´tu ve standardn´ım forma´tu pro patch. Tento kontext
pote´ bude ulozˇen do souboru a vyuzˇit jako patch soubor. Na´stroj patch se pak tento
soubor pokus´ı aplikovat na soubor s ko´dem z minule´ho beˇhu. Podle jeho vy´stupu pote´ lze
urcˇit, zda byl dany´ kontext nalezen. Protozˇe patch se snazˇ´ı obsah patch souboru aplikovat
i jinde nezˇ na p˚uvodneˇ urcˇene´ mı´sto, rˇesˇ´ı se t´ımto prˇ´ıstupem snadno zmeˇna cˇ´ıslova´n´ı rˇa´dk˚u
prˇi zmeˇneˇ v souboru. Vzhledem k tomu, zˇe se prˇedpokla´da´ vyuzˇit´ı patch na zdrojove´ ko´dy,
je vhodne´ vyuzˇ´ıt parametr --ignore-whitespace, ktery´ zajist´ı ignorova´n´ı b´ıly´ch znak˚u,
takzˇe nebude bra´n ohled naprˇ´ıklad na odliˇsne´ odsazen´ı ko´du.
Kdyzˇ patch nalezene mı´sto, kde se kontext shoduje s obsahem patch souboru, ale
zmeˇny v tomto souboru uvedene´ se mu jev´ı jako jizˇ aplikovane´, nab´ıdne uzˇivateli aplikaci
obra´cene´ho patche. Toto chova´n´ı je v prˇ´ıpadeˇ vola´n´ı ze skriptu nevhodne´, proto je potrˇeba
na´stroji prˇedat parametr -t, prˇi ktere´m patch neprˇedpokla´da´ spolupra´ci s uzˇivatelem a ne-
klade ota´zky. Vhodne´ je take´ pouzˇit´ı parametru --dry-run, prˇi ktere´m se patch doo-
pravdy neaplikuje, pouze vyp´ıˇse odpov´ıdaj´ıc´ı vy´stup a soubory tak nejsou zmeˇneˇny. Dalˇs´ım
potrˇebny´m parametrem je -r filename, ktery´ umozˇnˇuje prˇedat jme´no souboru, do ktere´ho
bude v prˇ´ıpadeˇ neu´speˇchu ulozˇen obsah origina´ln´ıho souboru. Pokud je jako jme´no souboru
zvolen znak -, nebude prˇi neu´speˇchu zˇa´dny´ soubor vytva´rˇen.
V prˇ´ıpadeˇ neu´speˇchu vrac´ı utilita patch na´vratovy´ ko´d 1, v prˇ´ıpadeˇ u´speˇchu je nulovy´.
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Tyto u´daje jsou tedy samy o sobeˇ nedostatecˇne´ pro z´ıska´n´ı informace, zda se patch podarˇilo
aplikovat, zda byl detekova´n jizˇ aplikovany´ patch, aplikace se nepodarˇila nebo dosˇlo k jine´
chybeˇ, naprˇ´ıklad sˇpatne´mu forma´tu patch souboru. Dalˇs´ı informac´ı, kterou je potrˇeba pro
spra´vnou pra´ci implementovane´ho na´stroje zna´t, je cˇ´ıslo rˇa´dku, na ktery´ v prˇ´ıpadeˇ u´speˇchu
byl patch aplikova´n. Toto cˇ´ıslo je da´le v implementovane´m na´stroji potrˇebne´ z d˚uvodu
identifikace chyby z minule´ho beˇhu. Jediny´m zp˚usobem, jak potrˇebne´ informace z´ıskat, je
zpracova´n´ı textove´ho vy´stupu utility patch.
4.4 Zobrazen´ı vy´sledk˚u
Prˇi u´speˇsˇne´m ukoncˇen´ı beˇhu implementovane´ho na´stroje dojde k zobrazen´ı vy´sledk˚u. Pro
kazˇdy´ kontrolovany´ soubor, ktery´ obsahoval v aktua´ln´ım nebo v minule´m beˇhu neˇjake´ chyby,
jsou zde vypsa´ny jednotlive´ skupiny chyb. Ty mu˚zˇou by´t bud’ opravene´, prˇetrva´vaj´ıc´ı od
minule´ verze nebo nove´.
Pro kazˇdou chybu je zde uvedeno cˇ´ıslo rˇa´dku, na ktere´m byla v aktua´ln´ı verzi chyba
nalezena. Pouze v prˇ´ıpadeˇ opraveny´ch chyb, ktere´ se v aktua´ln´ı verzi uzˇ nenacha´zej´ı, je
zde cˇ´ıslo rˇa´dku v souboru z minule´ho beˇhu na´stroje. Da´le je zde uvedeno chybove´ hla´sˇen´ı
produkovane´ analyza´torem, ktere´ popisuje, v cˇem nalezena´ chyba spocˇ´ıvala. Je take´ po-
skytova´n vy´stup ve formeˇ XML souboru, ktery´ je vhodny´ v prˇ´ıpadeˇ, zˇe vy´stup na´stroje
je jesˇteˇ da´le zpracova´va´n. Tento vy´stup jesˇteˇ nav´ıc obsahuje typ nalezene´ chyby, ktery´ byl
obsahem vy´stupu Cppcheck. Je mozˇne´ vyuzˇ´ıt take´ webove´ rozhran´ı, ktere´ vy´sledky na´stroje




Cppcdiff byl implementova´n v jazyce Python verze 3, webove´ rozhran´ı bylo implemetova´no
ve stejne´m jazyce formou CGI skript˚u pro Apache HTTP Server. Prˇi beˇhu jsou vyuzˇ´ıva´ny
na´stroje popsane´ v kapitole 3 a standardn´ı knihovny jazyka Python. Zdrojove´ ko´dy jsou
rozdeˇleny do neˇkolika modul˚u podle jejich funkce.
Pra´ci na´stoje lze rozdeˇlit do neˇkolika cˇa´st´ı – nejdrˇ´ıve prob´ıha´ nacˇten´ı parametr˚u a inici-
alizace potrˇebny´ch promeˇnny´ch a struktur. Na za´kladeˇ zadany´ch parametr˚u pote´ mu˚zˇe
na´sledovat stazˇen´ı nove´ verze ko´d˚u analyzovane´ho programu z repozita´rˇe. V dalˇs´ı fa´zi
je spusˇteˇn fake-make, ktery´ vytvorˇ´ı seznam soubor˚u, ktere´ byly od posledn´ıho prˇekladu
zmeˇneˇny. Na za´kladeˇ tohoto seznamu je potom spusˇteˇna staticka´ analy´za na dane´ soubory.
Pokud byl dany´ projekt na´strojem uzˇ prˇedt´ım analyzova´n, jsou vy´sledky s prˇedchoz´ımi
vy´sledky srovna´va´ny. Vy´stup je poskytova´n pr˚ubeˇzˇneˇ prˇ´ımo na standardn´ı vy´stup (spolecˇneˇ
se zpra´vami o aktua´ln´ım stavu) a do dvou soubor˚u: s textovy´m obsahem a ve formeˇ XML.
Pr˚ubeˇh pra´ce na´stroje je schematicky zna´zorneˇn na obra´zku 5.1.
soubory se
 zdrojovými kódy make fake-make
soubory, které
 byly změněny




Obra´zek 5.1: Sche´ma pra´ce cppcdiff
Pro implementovany´ na´stroj byla navrzˇena na´sleduj´ıc´ı adresa´rˇova´ struktura:
• bin: Zde budou ulozˇeny vsˇechny na´stroje, ktere´ budou s na´strojem distribuova´ny jizˇ
17
prˇelozˇene´.
• data: Mı´sto pro ulozˇen´ı vy´sledk˚u z na´stroje Cppcheck a zdrojovy´ch ko´du soubor˚u, ve
ktery´ch byly nalezeny chyby.
• repo: Adresa´rˇ slouzˇ´ıc´ı pro ulozˇen´ı zdrojovy´ch ko´d˚u kontrolovany´ch programu˚.
• results: Zde jsou dostupne´ vy´sledky porovna´va´n´ı nalezeny´ch chyb – vy´sledek jejich
klasifikace do trˇ´ı skupin (nove´, stare´, opravene´).
• log: V te´to slozˇce je v prˇ´ıpadeˇ selha´n´ı na´stroje ulozˇen chybovy´ vy´stup.
5.1 Inicializace
Inicializace na´stroje je zajiˇst’uje modul initialize, ktery´ obsahuje trˇ´ıdy ArgumentsParser
a PatchBuilder. Beˇh na´stroje zacˇ´ına´ nacˇten´ım parametr˚u zadany´ch uzˇivatelem. Na´stroj
podporuje na´sleduj´ıc´ı parametry:
• -h nebo --help: Vy´pis na´poveˇdy.
• -f jmeno nebo --filename jmeno: Jme´no, ktere´ budou mı´t soubory s vy´sledky. Po-
kud nen´ı parametr zada´n, budou soubory pojmenova´ny podle cˇasove´ho raz´ıtka prˇi
zacˇa´tku beˇhu na´stroje.
• -c hodnota nebo --context hodnota: Hodnota urcˇuje pocˇet rˇa´dk˚u pouzˇity´ch pro
porovna´va´n´ı kontextu, implicitn´ı hodnota jsou 3 rˇa´dky.
• -F hodnota nebo --fuzz hodnota: Hodnota urcˇuje maxima´ln´ı fuzz faktor pro po-
rovna´n´ı kontextu, implicitneˇ je hodnota rovna 2.
• -m cesta nebo --makefile cesta: Urcˇuje cestu k souboru Makefile. Tento para-
metr mus´ı by´t zada´n, pokud se Makefile nenacha´z´ı v korˇenove´ slozˇce se zdrojovy´mi
soubory projektu. Je mozˇne´ zadat cestu bud’ absolutn´ı nebo relativneˇ vzhledem ke
korˇenove´ slozˇce projektu.
• -w nebo --web: Tento parametr je zada´va´n v prˇ´ıpadeˇ spousˇteˇn´ı na´stroje z webove´ho
rozhran´ı. V tomto prˇ´ıpadeˇ je vytvorˇen soubor indikuj´ıc´ı beˇh na´stroje nutny´ k tomu,
aby z webove´ho rozhran´ı bylo mozˇno rozeznat, zda beˇh na´stroje uzˇ skoncˇil (viz sekce
5.7).
• -q nebo --quiet: Prˇi zada´n´ı tohoto parametru nen´ı na standardn´ı vy´stup vypisova´no
nic s vy´jimkou prˇ´ıpadny´ch chybovy´ch hla´sˇen´ı.
• -v nebo --verbose: Na standardn´ı vy´stup jsou vypisova´na hla´sˇen´ı o aktua´ln´ım stavu
beˇhu na´stroje a take´ vsˇechny chyby nalezene´ ve zdrojovy´ch souborech.
• jmeno_projektu: Tento parametr je pozicˇn´ı a vzˇdy mus´ı by´t zada´n. Urcˇuje jme´no
projektu, ktery´ bude na´strojem kontrolova´n.
• -r nebo --repository: Zdrojove´ ko´dy budou stazˇeny z repozita´rˇe.
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Dalˇs´ı soucˇa´st´ı inicializace je zjiˇsteˇn´ı umı´steˇn´ı adresa´rˇove´ struktury na´stroje a na´sledne´
vytvorˇen´ı cest k jeho soucˇa´stem. Tyto akce jsou zajiˇsteˇny objektem trˇ´ıdy PathBuilder.
Pomoc´ı vestaveˇne´ promeˇnne´ __main__ je zjiˇsteˇno umı´steˇn´ı samotne´ho spusˇteˇne´ho skriptu
a z toho je pak odvozena cesta ke korˇenove´ slozˇce na´stroje. Pomoc´ı n´ı jsou pak vytvorˇeny
cesty naprˇ´ıklad ke slozˇka´m, kde budou ukla´da´ny vy´sledky nebo k na´stroj˚um, ktere´ jsou
s cppcdiff distribuova´ny v bina´rn´ı formeˇ (Cppcheck a fake-make). Objekty obou trˇ´ıd
modulu initialize jsou pote´ vyuzˇ´ıva´ny da´le v beˇhu na´stroje.
V prˇ´ıpadeˇ zada´n´ı parametru -r prob´ıha´ pote´ inicializace repozita´rˇe, ktery´ je repre-
zentova´n prˇ´ıslusˇny´m objektem. Pro vytvorˇen´ı tohoto objektu je potrˇeba veˇdeˇt, ktery´ typ
repozita´rˇe je v aktua´ln´ım projektu pouzˇ´ıva´n. Na´strojem jsou podporova´ny repozita´rˇe ver-
zovac´ıch syste´mu˚ Git, Mercurial, Bazaar, Svn a Cvs. Kazˇdy´ typ repozita´rˇe ma´ svou trˇ´ıdu,
prˇicˇemzˇ vsˇechny deˇd´ı z abstraktn´ı trˇ´ıdy Repository, cozˇ umozˇnˇuje pracovat s objektem
repozita´rˇe vzˇdy stejny´m zp˚usobem. Typ repozita´rˇe je zjiˇsteˇn tak, zˇe jsou ve slozˇce s re-
pozita´rˇem vzˇdy zkousˇeny za sebou prˇ´ıkazy specificke´ pro jednotlive´ syste´my. Pokud prˇ´ıkaz
uspeˇje, znamena´ to, zˇe se jedna´ o dany´ typ, pokud ne, je vyzkousˇen prˇ´ıkaz pro dalˇs´ı typ. Pote´
je na za´kladeˇ parametru -t stazˇena prˇ´ıslusˇna´ verze zdrojovy´ch ko´d˚u – bud’ posledn´ı nebo
podle zadane´ho tagu cˇi ko´du commitu. Stazˇen´ı je provedeno standardn´ım na´strojem pro
kazˇdy´ verzovac´ı syste´m. Jeho vola´n´ı prob´ıha´ pomoc´ı standardn´ıho modulu jazyka Python
subprocess, ktery´ spousˇt´ı zadane´ na´stroje s vyuzˇit´ım subshellu.
Pokud je implementovany´ na´stroj spousˇteˇn ze shellu, je mozˇne´ pouzˇ´ıvat i repozita´rˇe
chra´neˇne´ heslem, uzˇivatel je k zada´n´ı hesla vyzva´n prˇ´ımo utilitou pracuj´ıc´ı s dany´m ver-
zovac´ım syste´mem. V prˇ´ıpadeˇ spousˇteˇn´ı z webove´ho rozhran´ı nejsou takove´to repozita´rˇe
z d˚uvodu bezpecˇnosti podporova´ny. Dalˇs´ı beˇh na´stroje prob´ıha´ v metodeˇ processFiles
na´lezˇ´ıc´ı objektu trˇ´ıdy ProcessingWrapper.
5.2 Z´ıska´n´ı seznamu zmeˇneˇny´ch soubor˚u
Nejdrˇ´ıve je v korˇenove´ slozˇce repozita´rˇe nebo v umı´steˇn´ı specifikovane´m parametrem -m
spusˇteˇn make. Pokud toto vola´n´ı skoncˇ´ı s nenulovy´m na´vratovy´m ko´dem, nastala prˇi beˇhu
make chyba. Pokud je podle chybove´ho vy´stupu zjiˇsteˇno, zˇe to bylo zp˚usobeno chybeˇj´ıc´ım
souborem Makefile, je oveˇrˇena prˇ´ıtomnost soubor˚u pro Autotools. Pokud se tyto soubory
v dane´ slozˇce nacha´z´ı, je spusˇteˇn skript autogen.sh. Pokud probeˇhneˇ u´speˇsˇneˇ a je vy-
tvorˇen soubor configure, je tento rovneˇzˇ spusˇteˇn. Kdyzˇ je zjiˇsteˇno, zˇe t´ımto zp˚usobem byl
vytvorˇen soubor Makefile, je opeˇtovneˇ zavola´n make (s vyuzˇit´ım modulu subprocess).
V korˇenove´ slozˇce repozita´rˇe nebo v umı´steˇn´ı specifikovane´m parametrem -m je spusˇteˇn
make, ktere´mu je mı´sto standardn´ıho obsahu neˇktery´ch j´ım vyuzˇ´ıvany´ch promeˇnny´ch (viz
sekce 3.3) prˇeda´na cesta k fake-make. Konkre´tneˇ je tomu tak v cppcdiff u promeˇnny´ch
CC a CXX. Podopora, kterou fake-make poskytuje pro dalˇs´ı promeˇnne´ vyuzˇ´ıvane´ make, nen´ı
v pra´ci vyuzˇita. Fake-make vytvorˇ´ı seznam soubor˚u, ktere´ byly od posledn´ıho prˇekladu
zmeˇneˇny. Zdrojovy´ ko´d fake-make bylo potrˇeba pozmeˇnit tak, aby prˇ´ımo nenahrazoval
vola´n´ı prˇekladacˇe, ale pouze zjistil, ktere´ soubory jsou prˇekla´da´ny, a pote´ prˇekladacˇ zavolal.
Touto zmeˇnou bylo zamezeno situaci, kdy nebyl z´ıskany´ seznam soubor˚u kompletn´ı, protozˇe
prˇeklad s vyuzˇit´ım fake-make skoncˇil neu´speˇchem. Dany´ proble´m je popsa´n v sekci 3.3.
Tato situace nastala naprˇ´ıklad prˇi prˇekladu ja´dra Linux, kde je prˇekladacˇ vyuzˇ´ıva´n pro
generova´n´ı soubor˚u se za´vislostmi, ktere´ jsou nezbytne´ pro dalˇs´ı u´speˇsˇny´ beˇh prˇekladu.
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5.2.1 U´prava fake-make
Uvnitrˇ programu fake-make lze vzˇdy rozpoznat, namı´sto obsahu ktere´ promeˇnne´ na´stroje
make byl zavola´n. Tato informace je prˇeda´na jako parametr na pozici 0 v poli argv. Tohoto
chova´n´ı je doc´ıleno tak, zˇe je pro kazˇdou vyuzˇ´ıvanou promeˇnnou make vytvorˇen symbolicky´
odkaz, vedouc´ı na samotny´ soubor s prˇelozˇeny´m programem fake-make. Podle jme´na sym-
bolicke´ho odkazu je pak jasne´, jaka´ funkcionalita se od fake-make momenta´lneˇ ocˇeka´va´.
Tyto symbolicke´ odkazy byly v p˚uvodn´ı verzi fake-make ulozˇeny v /usr/local/bin, kde
byly vytvorˇeny prˇi instalaci na´stroje. Pro implementaci cppcdiff byla ale nutnost prˇekladu
a instalace fake-make nevy´hodna´, proto bylo umı´steˇn´ı symbolicky´ch odkaz˚u zmeˇneˇno. Tyto
odkazy byly vytvorˇeny v korˇenove´ slozˇce fake-make, ktera´ je umı´steˇna ve slozˇce bin, jezˇ
je soucˇa´st´ı adresa´rˇove´ struktury cele´ho projektu. V te´to korˇenove´ slozˇce je rovneˇzˇ ulozˇena
jizˇ prˇelozˇena´ verze fake-make, takzˇe na´stroj lze okamzˇiteˇ pouzˇ´ıvat.
Ve zdrojovy´ch ko´dech fake-make bylo rovneˇzˇ provedeno neˇkolik zmeˇn. Prvn´ı z nich
je jizˇ zminˇovane´ vola´n´ı prˇekladacˇe. To bylo prˇida´no, pokud je fake-make zavola´n mı´sto
standardn´ıho obsahu promeˇnne´ CC nebo CXX. Da´le v poli argv se pak nacha´z´ı argumenty
pro prˇekladacˇ. Tyto argumenty jsou spojeny do rˇeteˇzce, prˇicˇemzˇ mezi kazˇde´ dva argumenty
je vlozˇena mezera. Rˇeteˇzec je ulozˇen do pole, na jehozˇ zacˇa´tek je vlozˇen rˇeteˇzec "gcc" nebo
"g++". Toto pole je na´sledneˇ prˇeda´no jako argument funkci system(), ktera´ je soucˇa´st´ı
standardn´ı knihovny jazyka C.
V souvislosti s vy´sˇe popsany´m rˇesˇen´ım vola´n´ı prˇekladacˇe nastal proble´m s vyhodno-
cova´n´ım neˇktery´ch znak˚u v rˇeteˇzci prˇedane´m funkci system(). Tato funkce prˇeda´va´ sv˚uj
parametr instanci shellu, ktery´ u neˇktery´ch obsazˇeny´ch znak˚u prova´d´ı vyhodnocen´ı, takzˇe
parametry nejsou prˇeda´ny prˇekladacˇi ve formeˇ, v jake´ byly p˚uvodneˇ. Konkre´tneˇ tento
proble´m nastal u znak˚u dvojity´ch uvozovek a kulaty´ch za´vorek. Proto je prˇed prˇeda´n´ım
rˇeteˇzec zkontrolova´n a rˇ´ıdic´ı vy´znam teˇchto znak˚u je zrusˇen vlozˇen´ım zpeˇtne´ho lomı´tka. Za
t´ımto u´cˇelem byla do zdrojove´ho ko´du fake-make prˇida´na funkce replaceString.
Dalˇs´ı zmeˇnou ve zdrojove´m ko´du byla u´prava ukla´da´n´ı cest k soubor˚um se zdrojovy´mi
ko´dy. Pokud je v poli parametr˚u nalezen takovy´, ktery´ obsahuje prˇ´ıponu zdrojove´ho ko´du
jazyka C nebo C++ (naprˇ. .c, nebo .cc), je povazˇova´n za zdrojovy´ soubor. Protozˇe je ale pro
toto zjiˇst’ova´n´ı pouzˇ´ıva´na funkce strstr, je za pozitivn´ı na´lez povazˇova´no i to, kdyzˇ neˇktery´
z hledany´ch podrˇeteˇzc˚u je jinde nezˇ na konci zkoumane´ho parametru. Ke kazˇde´mu takto
nalezene´mu parametru je pote´ vytvorˇena absolutn´ı cesta. Tato cesta je na´sledneˇ prˇeda´na
funkci realpath ze standardn´ı knihovny jazyka C. Pokud tato funkce vra´t´ı NULL, znamena´
to, zˇe dana´ cesta neexistuje. V p˚uvodn´ı verzi fake-make je v takove´mto prˇ´ıpadeˇ vypsa´na
chyba, ale na´sledneˇ je stejneˇ cesta k dane´mu souboru ulozˇena do seznamu prˇekla´dany´ch
soubor˚u. V tomto seznamu se tedy pak nacha´z´ı i soubory, ktere´ byly chybneˇ oznacˇeny jako
zdrojove´ soubory a jejich jme´no tedy nen´ı platne´. Takove´to soubory zp˚usobovaly proble´my
prˇi beˇhu implementovane´ho na´stroje, proto bylo popsane´ chova´n´ı zmeˇneˇno. Pokud funkce
realpath vra´t´ı NULL, nen´ı j´ı prˇedana´ vytvorˇena´ cesta ukla´da´na do souboru a rovneˇzˇ nen´ı
vypisova´no chybove´ hla´sˇen´ı, protozˇe ve vy´stupu cppcdiff p˚usobilo rusˇiveˇ.
Dalˇs´ı zmeˇna byla provedena v chova´n´ı fake-make prˇi nalezen´ı parametr˚u -o a -MF.
Pu˚vodneˇ bylo v tomto prˇ´ıpadeˇ u souboru, jehozˇ jme´no je obsahem na´sleduj´ıc´ıcho parametru,
aktualizova´no cˇasove´ raz´ıtko. Pokud je soubor jizˇ stejneˇ prˇekla´da´n, provede tuto akci prˇ´ımo
prˇekladacˇ, takzˇe toto chova´n´ı je jizˇ zbytecˇne´, a proto bylo v ko´du odstraneˇno.
Jako posledn´ı bylo zmeˇneˇno umı´steˇn´ı slozˇky s vy´sledky fake-make. V origina´ln´ı verzi
byla umı´steˇna v domovske´ slozˇce, cozˇ je ovsˇem z pohledu implementovane´ho na´stroje ne-
prakticke´. Muselo by by´t vzˇdy zjiˇst’ova´no, kde je domovska´ slozˇka umı´steˇna, v prˇ´ıpadeˇ
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spousˇteˇn´ı na´stroje z webove´ho rozhran´ı by zde mohl by´t rovneˇzˇ proble´m s prˇ´ıstupovy´mi
pra´vy. Z teˇchto d˚uvod˚u bylo umı´steˇn´ı vy´sledk˚u zmeˇneˇno na /tmp.
5.3 Spusˇteˇn´ı staticke´ analy´zy
Pokud je seznam zmeˇneˇny´ch soubor˚u pra´zdny´, uzˇivatel je o tomto faktu informova´n vy´pisem
na standardn´ım vy´stupu a beˇh cppcdiff je zde ukoncˇen. V opacˇne´m prˇ´ıpadeˇ je vytvorˇena
v adresa´rˇove´ strukturˇe cppcdiff ve slozˇce data slozˇka pojmenovana´ aktua´ln´ım cˇasovy´m
raz´ıtkem, ktera´ bude pouzˇita pro ulozˇen´ı vy´sledk˚u Cppccheck. Toto jme´no slozˇky bylo zvo-
leno z d˚uvodu prakticˇnosti pro dalˇs´ı beˇhy na´stroje. Takto lze snadno poznat, kde se nacha´z´ı
prˇedchoz´ı vy´sledky a rovneˇzˇ kdy bylo ktere´ testova´n´ı provedeno. Pote´ je na kazˇdy´ soubor
ze seznamu zmeˇneˇny´ch soubor˚u spusˇteˇn Cppcheck. Pro jeho beˇh jsou pouzˇity parametry
pro vytvorˇen´ı vy´stupu ve forma´tu XML, vypnut´ı vy´stupu na stadnardn´ı vy´stup a vynucen´ı
kontroly vsˇech kombinac´ı konfigurac´ı preprocesoru. Pokud prˇi kontrole nastane chyba, nen´ı
implementovany´ na´stroj ukoncˇen, ale pokracˇuje dalˇs´ım souborem v seznamu. Prˇi u´speˇsˇne´m
dokoncˇen´ı beˇhu Cppcheck je nacˇten soubor s vy´sledky, prˇicˇemzˇ je vyuzˇito standardn´ıho
modulu jazyka Python xml.dom.minidom.
5.3.1 Ulozˇen´ı vy´sledk˚u analy´zy
Dalˇs´ı postup za´vis´ı na obsahu vy´sledk˚u a take´ na existenci vy´sledk˚u z prˇedchoz´ıho beˇhu.
Pokud je na´stroj spusˇteˇn poprve´, cozˇ lze rozeznat podle chybeˇj´ıc´ıch slozˇek v adresa´rˇove´
strukturˇe implementovane´ho na´stroje, jsou pouze ulozˇeny vy´sledky, protozˇe je nen´ı s cˇ´ım
srovna´vat. Kdyzˇ na´stroj jizˇ byl prˇedt´ım na dane´m projektu spusˇteˇn, je zkontrolova´no, zda
v dane´m souboru byly nalezeny neˇjake´ chyby jizˇ v prˇedchoz´ım beˇhu. Pokud ano, prob´ıha´
na´sledneˇ porovna´va´n´ı. Kdyzˇ chyby nalezeny nebyly, jsou pouze ulozˇeny vy´sledky, prˇicˇemzˇ
vsˇechny chyby jsou oznacˇeny jako nove´.
XML vy´stup Cppcheck je ulozˇen do souboru, ktery´ je pojmenova´n stejneˇ jako kont-
rolovany´ soubor, pouze je na konec jme´na prˇida´na prˇ´ıpona .res. Je ulozˇena rovneˇzˇ kopie
odpov´ıdaj´ıc´ıho souboru se zdrojovy´mi ko´dy. Ty jsou pote´ vyuzˇity v dalˇs´ım beˇhu na´stroje
prˇi porovna´va´n´ı kontextu chyb.
5.4 Porovna´n´ı nalezeny´ch chyb
Utilita patch zde nen´ı pouzˇita obvykly´m zp˚usobem, kdy je jej´ım vstupem rozd´ılovy´ soubor
obsahuj´ıc´ı rozd´ıly mezi dveˇma porovnany´mi soubory. V pra´ci je vyuzˇito faktu, zˇe patch
prˇi snaze aplikovat vstupn´ı soubor vyhleda´va´ kontext uvedeny´ v tomto souboru a take´
je schopen rozeznat, zda se v mı´steˇ nalezen´ı tohoto kontextu jizˇ nacha´z´ı zmeˇny, ktere´ by
vznikly aplikac´ı vstupn´ıho souboru. Pro kazˇdou nalezenou chybu v souboru prob´ıha´ zvla´sˇt’
porovna´n´ı se souborem ulozˇeny´m z prˇedchoz´ıho beˇhu cppcdiff. Nejdrˇ´ıve je pro chybu
vytvorˇen patch soubor, cozˇ zajiˇst’uje objekt trˇ´ıdy PatchBuilder, ktera´ je soucˇa´st´ı modulu
patch. Na´sledneˇ je tento soubor pouzˇit jako vstup pro utilitu patch a je aplikova´n na
verzi zdrojove´ho ko´du, ktera´ byla cppcdiff kontrolova´na v prˇedchoz´ım beˇhu. Podle toho,
zda se aplikace podarˇ´ı nebo ne je pote´ vyhodnoceno, zda se kontext v okol´ı nalezene´ chyby
vyskytoval i ve starsˇ´ı verzi zdrojove´ho souboru. Na za´kladeˇ tohoto zjiˇsteˇn´ı je nalezena´ chyba
zarˇazena do prˇ´ıslusˇne´ skupiny chyb – nove´, stare´ nebo opravene´. Tyto fa´ze pra´ce cppcdiff
zde budou ted’ podrobneˇji popsa´ny.
21
5.4.1 Vytvorˇen´ı patch souboru
Pro vytvorˇen´ı patch souboru je nutno zna´t cˇ´ıslo rˇa´dku, na ktere´m byla chyba Cppcheck
nalezena. To lze snadno zjistit ze struktury s vy´sledky analy´zy. Ze souboru se zdrojovy´mi
ko´dy jsou nacˇteny vsˇechny rˇa´dky a je v neˇm podle cˇ´ısla rˇa´dku nalezen rˇa´dek s chybou.
Na´sledneˇ je vytvorˇen patch soubor se jme´nem shodny´m se jme´nem zdrojove´ho souboru
s prˇ´ıponou .patch. Do tohoto souboru je nejdrˇ´ıve zapsa´na u´vodn´ı cˇa´st, obsahuj´ıc´ı jme´no
zdrojove´ho souboru, a informace o cˇase vytvorˇen´ı. Na´sleduje rˇa´dek s u´daji o zmeˇneˇny´ch
rˇa´dc´ıch. Tyto u´daje jsou vypocˇ´ıta´ny na za´kladeˇ pozice rˇa´dku s chybou a velikosti kontextu
(lze nastavit parametrem -c). Pak jizˇ na´sleduj´ı prˇ´ımo zmeˇneˇne´ rˇa´dky. Nejdrˇ´ıve je podle
velikosti kontextu zapsa´n odpov´ıdaj´ıc´ı pocˇet rˇa´dk˚u prˇed rˇa´dkem s chybou. Na´sleduje rˇa´dek
s chybou, prˇed ktery´ je prˇida´n znak +, oznacˇuj´ıc´ı prˇidany´ rˇa´dek. Za n´ım jsou zapsa´ny rˇa´dky
na´sleduj´ıc´ı po rˇa´dku s chybou. Pokud se nacha´z´ı rˇa´dek s chybou bl´ızko zacˇa´tku nebo konce
souboru, je ulozˇen jen tak velky´ kontext, jak je mozˇne´. Patch soubor pro chybu nacha´zej´ıc´ı
se na rˇa´dku 333 zdrojove´ho ko´du v prˇ´ıkladu 5.1 je zobrazen v prˇ´ıkladu 5.2.
Prˇ´ıklad 5.1: Zdrojovy´ ko´d
327 void vypisPole(int vel)
Prˇ´ıklad 5.2: Odpov´ıdaj´ıc´ı patch
--- tail.c 2013-05-03 19:42:56
328 { +++ tail.c 2013-05-03 19:42:56
329 int *pole = (int *)malloc(vel); @@ -330,6 +330,7 @@
330 for (int i = 0; i < vel; i++) for (int i = 0; i < vel; i++)
331 pole[i] = rand(); pole[i] = rand();
332 if(pole[0] < pole[1]) if(pole[0] < pole[1])
333 return; //chybejici free + return; //chybejici free
334 printf("%d, %d", pole[0]); printf("%d, %d", pole[0]);
335 free(pole); free(pole);
336 } }
5.4.2 Aplikace patch souboru
Aplikace patch souboru je realizova´na objektem trˇ´ıdy PatchApplicator. Opeˇt s vyuzˇit´ım
modulu subprocess je zavola´n na´stroj patch, jemuzˇ je prˇeda´na velikost fuzz faktoru (spe-
cifikovana´ uzˇivatelem) a cesta k patch souboru. Pokud beˇh na´stroje patch skoncˇ´ı u´speˇsˇneˇ,
znamena´ to, zˇe patch byl aplikova´n. Pote´ mus´ı by´t z vy´stupu zjiˇsteˇno, zda byl patch vy-
hodnocen jako jizˇ prˇedt´ım aplikovany´ a v jake´m mı´steˇ v ko´du byl dany´ kontext nalezen.
Z vy´stupu je z´ıska´no cˇ´ıslo rˇa´dku, ktere´ je vyuzˇito pro spa´rova´n´ı aktua´lneˇ zpracova´vane´
chyby s chybou z minule´ho beˇhu. Po kazˇde´ aplikaci patche je seznam chyb z prˇedchoz´ıho
beˇhu procha´zen a pokud se cˇ´ıslo rˇa´dku, z´ıskane´ z vy´stupu patch, shoduje s cˇ´ıslem rˇa´dku
neˇktere´ z chyb v tomto seznamu, jedna´ se zrˇejmeˇ o stejnou chybu. Kromeˇ cˇ´ısla rˇa´dku je
jesˇteˇ kv˚uli mozˇnosti v´ıcena´sobne´ chyby na jednom rˇa´dku zkontrolova´na rovnost typu chyby
a chybove´ho hla´sˇen´ı. Pokud se vsˇe shoduje, je chyba ze seznamu odstraneˇna a je prˇida´na
do seznamu stary´ch chyb.
Pokud chyba s dany´mi parametry nen´ı v seznamu nalezena (prˇestozˇe patch uspeˇl), mu˚zˇe
to by´t zaprˇ´ıcˇineˇno dveˇmi situacemi. Prvn´ı z nich nastane, kdyzˇ je ve zdrojove´m souboru
obsazˇeno v´ıce rˇa´dk˚u se stejnou chybou a stejny´m okoln´ım kontextem. Patch se pote´ mu˚zˇe
aplikovat v´ıcekra´t na stejne´ mı´sto. V tomto prˇ´ıpadeˇ nelze s jistotou spa´rovat nalezene´ chyby,
proto je vypsa´no chybove´ hla´sˇen´ı s upozorneˇn´ım na neprˇesnost vy´sledk˚u pro dany´ soubor.
Druha´ situace nastane, pokud dany´ rˇa´dek s chybou a okoln´ı kontext byl jizˇ v prˇedchoz´ı
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verzi souboru, ale chyba se projevila azˇ zmeˇnou jinde v souboru. V tomto prˇ´ıpadeˇ je chyba
zarˇazena do seznamu novy´ch chyb. Kdyzˇ patch skoncˇ´ı s chybovy´m na´vratovy´m ko´dem, je
podle jeho vy´stupu zjiˇsteˇno, zda nebylo nalezeno vhodne´ mı´sto nebo zda dosˇlo k jine´ chybeˇ.
Pokud dosˇlo k prvn´ı situaci, znamena´ to, zˇe dany´ kontext nebyl nalezen, takzˇe chyba je
nova´ a je zarˇazena do seznamu novy´ch chyb.
5.4.3 Proble´m zmeˇny kontextu
Prˇi klasifikaci, zda se jedna´ o stejnou chybu, mu˚zˇe doj´ıt k omylu v prˇ´ıpadeˇ, zˇe dany´ rˇa´dek
s chybou z˚ustal stejny´, ale zmeˇnil se kontext bezprostrˇedneˇ prˇed nebo za n´ım. V tomto
prˇ´ıpadeˇ aplikace patche selzˇe, takzˇe chyba je zarˇazena jako nova´. Za´rovenˇ se ale dana´
chyba nacha´zela i v prˇedchoz´ım beˇhu, takzˇe s n´ı nen´ı zˇa´dna´ jina´ chyba spa´rova´na a je pote´
vyhodnocena jako opravena´. Situace je zna´zorneˇna na na´sleduj´ıc´ıch prˇ´ıkladech. V prˇ´ıkladu
5.3 je uveden p˚uvodn´ı zdrojovy´ ko´d, ve ktere´m je na rˇa´dku 4 chyba – je zde prˇistupova´no
za hranice pole. Prˇ´ıklad 5.4 obsahuje novou verzi tohoto ko´du, kde na rˇa´dku 5 byl prˇida´n
novy´ ko´d. T´ım byl zmeˇneˇn kontext okolo rˇa´dku 4 obsahuj´ıc´ıho chybu, takzˇe patch tento
kontext ve starsˇ´ı verzi souboru nenalezne, a proto je chyba klasifikova´na jako nova´. Za´rovenˇ
chyba ve starsˇ´ı verzi souboru nen´ı spa´rova´na s zˇa´dnou chybou nalezenou v aktua´ln´ım beˇhu
cppcdiff, takzˇe je zarˇazena do skupiny opraveny´ch chyb.
Prˇ´ıklad 5.3: Pu˚vodn´ı ko´d
1 int pole [2];
Prˇ´ıklad 5.4: Nova´ verze ko´du
1 int pole [2];
2 pole [0] = 0; 2 pole [0] = 0;
3 pole [1] = 1; 3 pole [1] = 1;
4 pole [2] = 2; // chyba 4 pole [2] = 2; // chyba
5 for (int i = 0; i < 2; i++) 5 printf("Prvky pole: ");
6 { 6 for (int i = 0; i < 2; i++)
7 printf("%d", pole[i]); 7 {
8 } 8 printf("%d", pole[i]);
9 }
Toto chova´n´ı na´stroje je mozˇno ovlivnit bud’ zmensˇen´ım kontextu pro patch, nebo
zveˇtsˇen´ım jeho fuzz faktoru. Cppcdiff umozˇnˇuje nastaven´ı obou teˇchto parametr˚u, tato
zmeˇna ale mu˚zˇe prˇine´st sn´ızˇen´ı prˇesnosti klasifikace chyb v jine´m mı´steˇ, proto vzˇdy za´lezˇ´ı
na konkre´tn´ı situaci a neda´ se s jistotou rˇ´ıct, ktere´ rˇesˇen´ı je vhodneˇjˇs´ı. Popsana´ rˇesˇen´ı take´
nemus´ı pomoci vzˇdy, naprˇ´ıklad pokud je zmeˇneˇn kontext hned na dalˇs´ım rˇa´dku po dane´m
chybove´m. Proto se implementovany´ na´stroj snazˇ´ı takto vznikle´ neprˇesnosti odhalit, jak je
popsa´no n´ızˇe.
Jesˇteˇ prˇed vy´pisem vy´sledk˚u srovna´va´n´ı jsou procha´zeny seznamy obsahuj´ıc´ı chyby kla-
sifikovane´ jako nove´ a opravene´ a jsou v nich porovna´va´ny typy chyb a chybova´ hla´sˇen´ı.
Pokud se hodnoty atribut˚u v obou teˇchto kategori´ıch rovnaj´ı, je chyba zarˇazena do nove´ho
seznamu. Toto rozpozna´va´n´ı ale take´ mu˚zˇe selhat, zejme´na v prˇ´ıpadeˇ, zˇe je ve vy´sledc´ıch
v´ıce chyb stejne´ho typu i chybove´ho hla´sˇen´ı. Tato situace mu˚zˇe nastat naprˇ´ıklad v prˇ´ıpadeˇ
neinicializovane´ promeˇnne´, jezˇ je pouzˇita na v´ıce mı´stech v programu. Pokud je u neˇktere´ho
jej´ıho pouzˇit´ı zmeˇneˇn kontext, nelze pak jizˇ rozeznat, o kterou chybu z dane´ho seznamu se
jedna´. Proto je vhodne´ chyby z te´to kategorie vzˇdy jesˇteˇ zkontrolovat, naprˇ´ıklad s pouzˇit´ım
na´stroje diff.
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5.4.4 Chyby ve vlozˇeny´ch souborech
Cppcheck standardneˇ kontroluje kromeˇ souboru dane´ho jako parametr take´ soubory v neˇm
vlozˇene´. Ve vy´sledc´ıch je sice´ pote´ v XML atributu uvedeno jme´no tohoto vlozˇene´ho sou-
boru, jeho vy´sledky jsou ale zahrnuty v tagu obaluj´ıc´ım vy´sledky pro p˚uvodn´ı soubor.
Proto mus´ı by´t vzˇdy kontrolova´no, pro jaky´ soubor byla dana´ chyba hla´sˇena. Pokud je
jme´no jine´ nezˇ jme´no pra´veˇ kontrolovane´ho souboru, je i vlozˇeny´ soubor zkop´ırova´n do
slozˇky data v adresa´rˇove´ strukturˇe cppcdiff, aby mohl by´t v dalˇs´ım beˇhu pouzˇit pro po-
rovna´va´n´ı. Proble´m nasta´va´, kdyzˇ je dany´ soubor s chybou vlozˇen ve v´ıce souborech, ktere´
jsou kontrolova´ny. Chyba je pote´ reportova´na pro kazˇdy´ takovy´to soubor a ve vy´stupu
implementovane´ho na´stroje by se objevila v´ıcekra´t. Z tohoto d˚uvodu je vzˇdy zjiˇsteˇno, zda
byl vlozˇeny´ soubor se zdrojovy´mi ko´dy jizˇ zkop´ırova´n, cozˇ znacˇ´ı, zˇe chyba jizˇ byla zahrnuta
do celkove´ho vy´pisu a je na´sledneˇ odstraneˇna. Aby nemusely by´t sta´le kontrolova´ny hod-
noty atribut˚u u kazˇde´ chyby v ra´mci dane´ho souboru, jsou na´zvy vsˇech vlozˇeny´ch soubor˚u
ulozˇeny do seznamu, ktery´ je vyuzˇ´ıva´n da´le v beˇhu implementovane´ho na´stroje.
5.5 Ulozˇen´ı a vy´pis vy´sledk˚u
Pr˚ubeˇzˇne´ ukla´da´n´ı vy´sledk˚u i jejich vy´pis je zajiˇsteˇn objektem trˇ´ıdy Results. Po nacˇten´ı
jme´na souboru z vy´sledk˚u fake-make jsou (v prˇ´ıpadeˇ, zˇe existuj´ı) nacˇteny vy´sledky kon-
troly Cppcheck z prˇedchoz´ıho beˇhu, ktere´ jsou ulozˇeny v prˇ´ıslusˇne´ slozˇce jako XML sou-
bor. Tyto chyby jsou ulozˇeny jako XML elementy do seznamu, stejneˇ tak jsou do dalˇs´ıho
seznamu ulozˇeny chyby zjiˇsteˇne´ v dane´m souboru v aktua´ln´ım beˇhu. Dalˇs´ı seznam je vy-
tvorˇen pro chyby, ktere´ maj´ı shodny´ kontext s prˇedchoz´ımi. Po zpracova´n´ı vsˇech chyb pro
jeden soubor jsou procha´zeny jednotlive´ seznamy a vy´stup je vypisova´n do textove´ho sou-
boru s vy´sledky a prˇ´ıpadneˇ i na standardn´ı vy´stup. Chyby, pro ktere´ byl nalezen stejny´
kontext v prˇedchoz´ı verzi souboru, jsou pro vy´pis oznacˇeny jako stare´ chyby. Chyby, ktere´
byly nalezeny v aktua´ln´ım beˇhu, ale v prˇedchoz´ı verzi souboru se prˇ´ıslusˇny´ kontext nevy-
skytoval, jsou oznacˇeny jako nove´ chyby. A nakonec chyby, ktere´ po porovna´va´n´ı kontextu
z˚ustaly v seznamu chyb nacˇteny´ch z minule´ho beˇhu (nebyly spa´rova´ny s zˇa´dnou chybou
z aktua´ln´ıho beˇhu) jsou oznacˇeny jako opravene´. Posledn´ı skupinou chyb jsou ty, u nichzˇ
byla detekova´na zmeˇna kontextu, ktere´ jsou pro vy´pis oznacˇeny jako pravdeˇpodobneˇ stare´.
Kromeˇ textove´ho poskytuje implementovany´ na´stroj take´ vy´stup ve forma´tu XML.
Ten nen´ı pr˚ubeˇzˇne vypisova´n, protozˇe jeho struktura zahrnuje vy´sledky z cele´ho beˇhu
na´stroje. Pro tento u´cˇel je vyuzˇ´ıva´n modul patrˇ´ıc´ı do standardn´ı knihovny jazyka Python
xml.etree.ElementTree. Na zacˇa´tku beˇhu je vytvorˇen korˇen XML stromu, po dokoncˇen´ı
kontroly kazˇde´ho souboru je do neˇj prˇida´n novy´ element s atributem oznacˇuj´ıc´ım jme´no
souboru. Tento element ma´ pak pro kazˇdou nalezenou chybu v dane´m souboru vytvorˇen
podelement s prˇ´ıslusˇny´mi atributy. Kazˇdy´ podelement obsahuje atributy z vy´stupu Cpp-
check: cˇ´ıslo rˇa´dku, typ chyby a chybove´ hla´sˇen´ı. Jme´no tagu tohoto podelementu je urcˇeno
podle toho, do jake´ skupiny byla chyba klasifikova´na. Vy´sledny´ XML element mu˚zˇe vypadat
naprˇ´ıklad tak, jak ukazuje prˇ´ıklad 5.5. Tento prˇ´ıklad konkre´tneˇ ukazuje vy´stup pro soubor
tail.c, ve ktere´m byly nalezeny trˇi chyby. Prvn´ı z nich je zp˚usobena u´nikem pameˇti, druha´
pouzˇit´ım neinicializovane´ promeˇnne´ a trˇet´ı dereferenc´ı nulove´ho ukazatele. Prvn´ı z chyb je
nova´, dalˇs´ı dveˇ jizˇ byly nalezeny prˇi prˇedchoz´ı kontrole tohoto souboru.
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Prˇ´ıklad 5.5: Vy´stup implementovane´ho na´stroje
<file file="tail.c">
<newError id="memleak" line="333" msg="Memory leak: lines"/>
<oldError id="uninitvar" line="460" msg="Uninitialized variable: offset"/>
<oldError id="nullPointer" line="132"
msg="Possible null pointer dereference: buf"/>
</file>
5.6 Vy´pis chybovy´ch hla´sˇen´ı a informac´ı o beˇhu
Vy´pis chybovy´ch hla´sˇen´ı je zajiˇsteˇn abstraktn´ı trˇ´ıdou Logger. Prˇi zavola´n´ı jej´ı metody
printError je vypsa´no na standardn´ı chybovy´ vy´stup prˇ´ıslusˇne´ chybove´ hla´sˇen´ı podle
prˇedane´ho ko´du chyby a volitelneˇ take´ podrobneˇjˇs´ı popis chyby a informace o dalˇs´ım
mozˇne´m postupu. Chyba je rovneˇzˇ ulozˇena do souboru log ve stejnojmenne´ slozˇce v ad-
resa´rˇove´ strukturˇe implementovane´ho na´stroje. Prˇi beˇhu na´stroje jsou take´ vypisova´ny
zpra´vy o aktua´ln´ım stavu, cozˇ je zajiˇsteˇno abstraktn´ı trˇ´ıdou Status. Takova´to zpra´va je
vypsa´na naprˇ´ıklad kdyzˇ jsou nalezeny soubory zmeˇneˇne´ od posledn´ıho prˇekladu nebo kdyzˇ
je zaha´jeno srovna´va´n´ı chyb. Mnozˇstv´ı vypisovany´ch zpra´v lze ovlivnit parametry -v a -q,
viz kapitola 5.1.
5.7 Webove´ rozhran´ı
Webove´ rozhran´ı umozˇnˇuje prˇehledne´ zobrazen´ı historie test˚u vsˇech projekt˚u, stejneˇ jako
jejich jednotlivy´ch vy´sledk˚u. Je prˇes neˇj mozˇne´ take´ spousˇteˇt nove´ testy. Rozhran´ı bylo
implementova´no formou CGI skript˚u pro webovy´ server Apache, jako implementacˇn´ı jazyk
byl pouzˇit Python verze 3. Prˇi vy´pisu jednotlivy´ch test˚u pro dany´ projekt je vypsa´no rovneˇzˇ
datum, ktere´ je z´ıska´no z cˇasove´ho raz´ıtka, jezˇ tvorˇ´ı na´zev slozˇky s konkre´tn´ımi vy´sledky
testu.
Prˇi spousˇteˇn´ı implementovane´ho na´stroje z tohoto rozhran´ı je pouzˇit parametr -w. Pro
samotne´ spusˇteˇn´ı je vyuzˇita metoda Popen z modulu subprocess. Tato metoda zajist´ı
spusˇteˇn´ı skriptu prˇedane´ho jako parametr v nove´m procesu, takzˇe nen´ı cˇeka´no na do-
koncˇen´ı te´to metody. To umozˇnˇuje po spusˇteˇn´ı na´stroje zobrazit ihned webovou stra´nku,
ktera´ uzˇivatele informuje o prob´ıhaj´ıc´ım testova´n´ı. Na te´to stra´nce je umı´steˇno tlacˇ´ıtko,
ktere´ umozˇnˇuje aktualizaci zobrazene´ho stavu. Prˇi pouzˇit´ı parametru -w je prˇi spusˇteˇn´ı
na´stroje vytvorˇen soubor, jehozˇ existence znacˇ´ı prob´ıhaj´ıc´ı testova´n´ı. Prˇi ukoncˇen´ı beˇhu
cppcdiff je tento soubor odstraneˇn, takzˇe prˇi aktualizaci stra´nky je toto mozˇno deteko-
vat a je zobrazen odkaz vedouc´ı na stra´nku s vy´sledky aktua´ln´ıho testu. Pokud prˇi beˇhu
cppcdiff dojde k chybeˇ, je dany´ soubor rovneˇzˇ odstraneˇn. Aby bylo mozˇno rozliˇsit, zda
byl beˇh u´speˇsˇny´ cˇi ne, je vzˇdy prˇi aktualizaci stra´nky kontrolova´n obsah logovac´ıho sou-
boru. Pokud je nepra´zdny´, znamena´ to, zˇe nastala chyba, a uzˇivatel je o te´to skutecˇnosti
na stra´nce informova´n.
Webove´ rozhran´ı take´ umozˇnˇuje zobrazen´ı rozd´ıl˚u mezi dveˇma verzemi stejne´ho sou-
boru. Tato mozˇnost je poskytova´na pro zdrojove´ soubory ze dvou po sobeˇ na´sleduj´ıc´ıch
beˇh˚u na´stroje u stary´ch, pravdeˇpodobneˇ stary´ch a opraveny´ch chyb. U novy´ch chyb toto
srovna´n´ı nen´ı mozˇne´, protozˇe pokud v souboru nejsou zˇa´dne´ chyby nalezeny, nen´ı ukla´da´n
do slozˇky data v adresa´rˇove´ strukturˇe cppcdiff . U stary´ch a pravdeˇpodobneˇ stary´ch chyb
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jsou srovna´va´ny soubory ulozˇene´ v adresa´rˇove´ strukturˇe na´stroje. U opraveny´ch chyb je
srovna´n soubor ulozˇeny´ v prˇedchoz´ım beˇhu s prˇ´ıslusˇny´m souborem ve slozˇce repozita´rˇe.
Pro zobrazen´ı rozd´ıl˚u je pouzˇita metoda make_file() nacha´zej´ıc´ı se v modulu difflib,
ktery´ je soucˇa´st´ı standardn´ı knihovny jazyka Python. Tato metoda umozˇnˇuje vygenerovat





Vytvorˇeny´ na´stroj byl testova´n na trˇech opensource projektech. Konkre´tneˇ se jednalo o ja´dro
Linux, Coreutils a CPython. U kazˇde´ho z nich byly srovna´va´ny chyby v veˇkolika verz´ıch.
Pro testova´n´ı byl vyuzˇit Cppcheck verze 1.56 a pro prˇeklad GCC verze 4.8.0. Testova´n´ı
prob´ıhalo na pocˇ´ıtacˇi s dvouja´drovy´m procesorem s taktova´n´ım 2.1 GHz, velikost´ı pameˇti
4GB a operacˇn´ım syste´mem Linux Mint 13 v 64-bitove´ verzi. Celkoveˇ mezi nejcˇasteˇjˇs´ı nale-
zene´ chyby patrˇilo pouzˇit´ı neinicializovane´ promeˇnne´, u´nik pameˇti a mozˇna´ dereference nu-
love´ho ukazatele. Nı´zˇe budou rozebra´ny zkusˇenosti s aplikac´ı vyvinute´ho na´stroje cppcdiff
na zvolene´ projekty.
6.1 Ja´dro Linux
Prvn´ım z testovany´ch projekt˚u bylo ja´dro operacˇn´ıho syste´mu GNU/Linux, ktere´ bylo tes-
tova´no ve verz´ıch 3.3, 3.4, 3.5, 3.6, 3.7, 3.8 a 3.9. Byly pouzˇity zdrojove´ ko´dy ja´dra Vanilla,
pro prˇeklad byla pouzˇita konfigurace defconfig pro architekturu x86 64. Pocˇet kontrolo-
vany´ch soubor˚u byl okolo 1820, mezi jednotlivy´mi verzemi byly odchylky nejvy´sˇe 15 sou-
bor˚u. Ve vsˇech verz´ıch bylo celkem nalezeno pr˚umeˇrneˇ 70 chyb, zmeˇny mezi verzemi byly
okolo 10 – 15 chyb. Pocˇet soubor˚u, ve ktery´ch byly chyby nalezeny, se pohyboval mezi 30
a 40. Tento rozd´ıl oproti pocˇtu chyb je cˇa´stecˇneˇ da´n vlastnostmi analyza´toru Cppcheck,
ktery´ naprˇ´ıklad kazˇde´ pouzˇit´ı stejne´ neinicializovane´ promeˇnne´ vyhodnocuje jako novou
chybu. Doba beˇhu cppcdiff na tomto projektu byla pr˚umeˇrneˇ 1h a 30min, z cˇehozˇ 25
minut prob´ıhal prˇeklad a zbytek cˇasu staticka´ analy´za a klasifikace chyb.
Na obra´zku 6.1 jsou zna´zorneˇny pocˇty chyb nalezene´ v jednotlivy´ch verz´ıch ja´dra Li-
nux a typy teˇchto chyb. Mezi nejcˇasteˇjˇs´ı nalezene´ chyby patrˇilo pouzˇit´ı neinicializovane´
promeˇnne´, u´nik pameˇti a dereference nulove´ho ukazatele. Rozd´ıl mezi pocˇty nalezeny´ch
chyb v jednotlivy´ch verz´ıch nebyl vy´razny´, obvykle v rˇa´du jednotek chyb. Na obra´zku 6.2
lze videˇt pocˇty chyb v jednotlivy´ch skupina´ch tak, jak byly klasifikova´ny pomoc´ı cppcdiff.
Ani pocˇet chyb v jednotlivy´ch skupina´ch se mezi verzemi vy´razneˇ nemeˇnil, nejv´ıce chyb
bylo vzˇdy v kategorii stary´ch chyb, ktere´ byly sta´le stejne´ v po sobeˇ jdouc´ıch verz´ıch.
Pro dveˇ z nalezeny´ch chyb byla vytvorˇena oprava ve formeˇ patch souboru, ktera´ byla
odesla´na na Linux Kernel mailing list. Prˇ´ıklady teˇchto chyb a patch soubory, ktere´ tyto
chyby opravuj´ı, jsou uvedeny v prˇ´ıloze A.
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Obra´zek 6.1: Zmeˇny mezi verzemi v ja´drˇe Linux
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Obra´zek 6.2: Nalezene´ chyby v ja´drˇe Linux
6.2 Coreutils
Tento projekt byl testova´n ve verz´ıch 7.5, 8.0, 8.10 a nejnoveˇjˇs´ı 8.21. Doba beˇhu cppcdiff
na tomto projektu byla pr˚umeˇrneˇ 12 minut, z toho 4 minuty prob´ıhal prˇeklad. Celkem bylo
v kazˇde´ verzi kontrolova´no okolo 350 soubor˚u. Vy´sledky testova´n´ı tohoto projektu jsou
zna´zorneˇny na obra´zku 6.3. V kazˇde´ verzi se nacha´zelo pr˚umeˇrneˇ 8 chyb. Vy´jimkou je po-
sledn´ı verze, kde prˇibylo chyb 23, 21 z nich je ale zp˚usobeno v´ıcena´sobny´m pouzˇit´ım neˇkolika
neinicializovany´ch promeˇnny´ch. Nejcˇasteˇji se vyskytovaly chyby zp˚usobene´ pouzˇit´ım neini-
cializovane´ promeˇnne´. Na obra´zku 6.4 lze videˇt, jak byly cppcdiff chyby klasifikova´ny do
jednotlivy´ch kategori´ı. Zmeˇny mezi verzemi byly obvykle pouze male´, vzˇdy 1 nebo 2 chyby
s vy´jimkou posledn´ı verze. Du˚vod te´to odchylky byl jizˇ popsa´n vy´sˇe.
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stream
Obra´zek 6.3: Nalezene´ chyby v Coreutils














Obra´zek 6.4: Zmeˇny mezi verzemi v Coreutils
6.3 CPython
Posledn´ım testovany´m projektem byla implementace beˇhove´ho prostrˇed´ı jazyka Python
v jazyce C. Byly testova´ny verze 2.7.4, 3.0.1, 3.1.5 a 3.2.4. Doba beˇhu cppcdiff na tomto
projektu byla pr˚umeˇrneˇ 15 minut, z toho 5 minut prob´ıhal prˇeklad. Pocˇet kontrolovany´ch
soubor˚u se pohyboval okolo 190. Mnozˇstv´ı a typy nalezeny´ch chyb jsou zna´zorneˇny na
obra´zku 6.5. Ve verz´ıch se nacha´zelo obvykle 5 – 10 chyb, vy´jimkou zde byla verze 2.7.4,
kde bylo chyb 73, z toho ale bylo 64 zp˚usobeno v´ıcena´sobny´m pouzˇit´ım neinicializovane´
promeˇnne´. Nejcˇasteˇjˇs´ımi chybami bylo pouzˇit´ı neinicializovane´ promeˇnne´ a u´nik pameˇti.
Jak lze videˇt na obra´zku 6.6, ktery´ zna´zornˇuje zarˇazen´ı chyb do jednotlivy´ch kategori´ı,
zmeˇny mezi verzemi byly male´, vzˇdy 2 – 3 chyby, s vy´jimkou posledn´ı verze. Du˚vod te´to
odchylky byl jizˇ popsa´n vy´sˇe.
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Obra´zek 6.5: Nalezene´ chyby v CPython




















C´ılem pra´ce bylo vytvorˇit na´stroj, ktery´ bude umozˇnˇovat srovna´va´n´ı vy´stupu staticke´
analy´zy pro r˚uzne´ verze zdrojovy´ch ko´du te´hozˇ projektu. V ra´mci pra´ce bylo rovneˇzˇ pro-
vedeno srovna´n´ı trˇ´ı volneˇ dostupny´ch staticky´ch analyza´tor˚u pro analy´zu ko´du v jazyce C:
Cppcheck, Clang a Sparse. Na za´kladeˇ tohoto srovna´n´ı byl pro implementaci pra´ce zvo-
len Cppcheck. Byla implementova´na podpora pro z´ıska´va´n´ı novy´ch verz´ı zdrojovy´ch ko´d˚u
prˇ´ımo z repozita´rˇ˚u pro verzovac´ı syste´my Git, Mercurial, Bazaar, Svn a Cvs. Pro srovna´va´n´ı
chyb mezi jednotlivy´mi verzemi bylo vyuzˇito porovna´va´n´ı kontextu okolo rˇa´dku s naleze-
nou chybou, k porovna´va´n´ı byl vyuzˇit na´stroj patch. Na za´kladeˇ vy´sledku porovna´va´n´ı jsou
na´sledneˇ chyby klasifikova´ny do trˇ´ı kategori´ı: nove´ chyby, chyby prˇetrva´vaj´ıc´ı od prˇedchoz´ı
verze a opravene´ chyby. Pro prˇehledneˇjˇs´ı zobrazen´ı vy´sledk˚u bylo implementova´no webove´
rozhran´ı. Na´stroj byl otestova´n na trˇech projektech s otevrˇeny´mi zdrojovy´mi ko´dy: ja´dro
Linux, Coreutils a CPython. V ra´mci testova´n´ı na ja´drˇe Linux byly pro dveˇ nalezene´ chyby
vytvorˇeny patch soubory, ktere´ byly zasla´ny na Linux Kernel mailing list.
V dalˇs´ım vy´voji vytvorˇene´ho na´stroje by bylo mozˇne´ implementovat neˇkolik vylepsˇen´ı.
Prvn´ım z nich by bylo vylepsˇen´ı klasifikace chyb, u ktery´ch dosˇlo ke zmeˇneˇ kontextu.
V soucˇasne´ verzi na´stroje je toto realizova´no jen velmi jednodusˇe, cozˇ mu˚zˇe v urcˇity´ch
prˇ´ıpadech ve´st k neprˇesnostem. Da´le by bylo mozˇne´ implementovat sledova´n´ı odstraneˇny´ch
a noveˇ vytvorˇeny´ch soubor˚u mezi r˚uzny´mi verzemi s pouzˇit´ım informac´ı poskytnuty´ch ver-
zovac´ım syste´mem. Takto by se dala vylepsˇit klasifikace chyb u soubor˚u, ktere´ jsou mezi
verzemi prˇemı´steˇny nebo je jejich ko´d vlozˇen do jednoho cˇi v´ıce jiny´ch soubor˚u. Jelikozˇ sta-
ticka´ analy´za je cˇasoveˇ na´rocˇna´, nab´ızela by se rovneˇzˇ u´prava implementace tak, aby bylo
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Nalezene´ chyby v ja´drˇe Linux a
jejich opravy
V te´to cˇa´sti jsou uvedeny cˇa´sti dvou zdrojovy´ch soubor˚u ja´dra Linux, v nichzˇ byly s vyuzˇit´ım
cppcdiff nalezeny chyby. Da´le jsou zde uvedeny soubory pro utilitu patch, ktere´ se snazˇ´ı
tyto nalezene´ chyby opravit. Tyto soubory s opravami byly odesla´ny na Linux Kernel mai-
ling list.
A.1 Chyba v souboru drivers/iommu/amd iommu.c
Z d˚uvodu velikosti souboru (v´ıce nezˇ 4000 rˇa´dk˚u) je zde uvedena pouze jeho cˇa´st. V prˇ´ıkladu
A.1 je tedy uvedena pouze funkce, v n´ızˇ byla chyba nalezena. V tomto prˇ´ıkladu je na rˇa´dku
31 videˇt chyba spocˇ´ıvaj´ıc´ı v neuvolneˇn´ı pameˇti alokovane´ promeˇnnou dev_data. Pokud
podmı´nka na rˇa´dku 30 nen´ı splneˇna, je promeˇnna´ dev_data prˇiˇrazena do struktury dev
do polozˇky archdata.iommu, takzˇe reference na alokovanou pameˇt’ nen´ı ztracena. Kdyzˇ je
ale podmı´nka na rˇa´dku 30 splneˇna, na´sleduje vola´n´ı return a t´ım je reference na pameˇt’
alokovanou promeˇnnou dev_data ztracena.
Prˇ´ıklad A.1: Zdrojovy´ ko´d souboru amd iommu.c
1 static int iommu_init_device(struct device *dev)
2 {
3 struct pci_dev *pdev = to_pci_dev(dev);











15 alias = amd_iommu_alias_table[dev_data->devid];
16 if (alias != dev_data->devid) {
17 struct iommu_dev_data *alias_data;
33
18
19 alias_data = find_dev_data(alias);
20 if (alias_data == NULL) {





26 dev_data->alias_data = alias_data;
27 }
28




33 if (pci_iommuv2_capable(pdev)) {
34 struct amd_iommu *iommu;
35
36 iommu = amd_iommu_rlookup_table[dev_data->devid];
37 dev_data->iommu_v2 = iommu->is_iommu_v2;
38 }
39




A.2 Chyba v souboru net/sunrpc/auth.c
Z d˚uvodu rozsahu souboru je zde opeˇt uvedena pouze jeho cˇa´st. V prˇ´ıkladu A.2 lze videˇt
na rˇa´dku 7 chybu, protozˇe je zde pouzˇ´ıva´n ukazatel cred drˇ´ıve nezˇ je zkontrolova´no, zda
nen´ı nulovy´. Tato kontrola prob´ıha´ azˇ prˇed jeho dalˇs´ım pouzˇit´ım, na rˇa´dku 8.
Prˇ´ıklad A.2: Zdrojovy´ ko´d souboru auth.c
1
2 void rpcauth_invalcred(struct rpc_task *task)
3 {
4 struct rpc_cred *cred = task->tk_rqstp->rq_cred;
5
6 dprintk("RPC: %5u invalidating %s cred %p\n",





A.3 Navrzˇena´ oprava souboru drivers/iommu/amd iommu.c
V prˇ´ıkladu A.3 je patch soubor opravuj´ıc´ı chybu popsanou v sekci A.1. Je zde doplneˇno
vola´n´ı funkce free_dev_data uvolnˇuj´ıc´ı pameˇt’ alokovanou promeˇnnou dev_data, cˇ´ımzˇ je
nalezena´ chyba opravena.
Prˇ´ıklad A.3: Patch soubor pro amd iommu.c
--- a/drivers/iommu/amd_iommu.c
+++ b/drivers/iommu/amd_iommu.c










A.4 Navrzˇena´ oprava souboru net/sunrpc/auth.c
V prˇ´ıkladu A.4 je patch soubor opravuj´ıc´ı chybu popsanou v sekci A.2. Kontrola, zda nen´ı
ukazatel cred nulovy´, byla prˇesunuta prˇed jeho prvn´ı pouzˇit´ı, cˇ´ımzˇ byla chyba opravena.
Prˇ´ıklad A.4: Patch soubor pro auth.c
--- a/net/sunrpc/auth.c
+++ b/net/sunrpc/auth.c
@@ -767,11 +767,12 @@ void
rpcauth_invalcred(struct rpc_task *task)
{
struct rpc_cred *cred = task->tk_rqstp->rq_cred;
+ if (!cred)
+ return;
dprintk("RPC: %5u invalidating %s cred %p\n",
task->tk_pid, cred->cr_auth->au_ops->au_name, cred);
- if (cred)
- clear_bit(RPCAUTH_CRED_UPTODATE, &cred->cr_flags);
+ clear_bit(RPCAUTH_CRED_UPTODATE, &cred->cr_flags);
}
int
35
