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2.1 Konkurenčne rešitve . . . . . . . . . . . . . . . . . . . . . . . 3
2.2 Analiza zahtev . . . . . . . . . . . . . . . . . . . . . . . . . . 5
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Povzetek
Naslov: Razvoj spletne aplikacije za napovedovanje športnih izidov
Avtor: Rok Dolinar
Šport, predvsem spremljanje le-tega, je za mnoge pomemben del vsakdanjika,
zato so aplikacije, ki omogočajo spremljanje raznih športnih dogodkov in po-
tencialno tudi virtualno udejstvovanje, dobrodošle. Cilj diplomske naloge je
bil razvoj spletne aplikacije, kjer se uporabniki lahko pomerijo v tekmova-
nju, kjer je najpomembneǰse dobro športno znanje, ni pa prisotnega pritiska
zaradi možnosti izgube denarja, ki je navzoč ob igranju športnih stav. Po-
leg glavne funkcionalnosti napovedi prihajajočih tekem, smo se osredotočili
tudi na razvoj drugih funkcionalnosti, ki uporabnika privabljajo k vsako-
dnevni uporabi razvite spletne aplikacije. Uporabniki se v spletno aplikacijo
lahko prijavijo po uspešni registraciji in potrditvi registracije preko elektron-
ske pošte. Prijavljen uporabnik ima nato dostop do različnih vsebin, ki so
hitro in lahko dostopne. V produkcijsko okolje smo postavili aplikacijo, ki
omogoča napovedovanje izidov tekem nogometnega klubskega tekmovanja
Liga prvakov.
Ključne besede: spletna aplikacija, Laravel, MVC, šport.

Abstract
Title: Development of a web application for predicting sports results
Author: Rok Dolinar
Sports, and especially following sports, is an important part of many people’s
everyday lives, which is why applications that enable users to follow sporting
events and potentially virtually participate are most welcome. The goal of
the thesis was to develop a web application whose users can participate in
a competition where sports knowledge is of primary importance, without
the pressure of financial loss which is present in sports betting. Apart from
the main functionality of predicting the scores of upcoming matches we also
focused on the development of other functionalities that draw the user to
use the web application daily. Users are able to log in after successfully
completing the registration and confirming it via e-mail. A logged in user has
access to varied and easily accessible content. We deployed a web application
which allows users to predict the scores of the club football competition
Champions League into a production environment.
Keywords: Web application, Laravel, MVC, sports.

Poglavje 1
Uvod
Šport je za mnoge pomemben del vsakdanjika. Večina se sicer zadovolji s
spremljanjem tekem v živo ali preko raznih, predvsem elektronskih, medi-
jev, nekateri pa želijo več – svoje športno znanje želijo tudi pokazati. Prva
asociacija so tukaj seveda športne stave, ki pa za marsikaterega posameznika
niso primerne. Pri marsikomu se lahko namreč občasni obiski stavnic spre-
menijo v zasvojenost, v večini primerov je posameznik s športnimi stavami
v denarni izgubi, vse skupaj pa privede do stresa. Cilj diplomske naloge je
bil implementacija spletne aplikacije, kjer uporabniki lahko pokažejo svoje
športno znanje, pri čemer stres ni nujno prisoten, uporabniki pa se ob upo-
rabi aplikacije po večini zabavajo. V produkcijsko okolje smo postavili spletno
aplikacijo, ki omogoča napovedovanje izidov tekem nogometnega klubskega
tekmovanja Liga prvakov, v nadaljevanju tekmovanje LP.
Spletna aplikacija je razdeljena na tri dele. Prvi del se nanaša na nere-
gistrirane uporabnike aplikacije. Ti uporabniki lahko dostopajo do različnih
vsebin, kot so športne novice, statistika tekmovanja, informacije in statistike
o ekipah ter njihovih igralcih, preteklih rezultatih in prihajajočih tekmah.
Drugi del aplikacije se nanaša na registrirane uporabnike, kateri lahko ak-
tivno sodelujejo v tekmovanju Nostradamus, katerega cilj je zbrati čim vǐsje
število točk, ki jih je možno dobiti s točnimi napovedmi izidov tekmova-
nja LP ter točne napovedi končnega zmagovalca tega tekmovanja. Prav tako
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lahko pregledujejo profile ostalih uporabnikov ter ustvarjajo skupine v katere
lahko nato povabijo ostale uporabnike ter tako ustvarijo dodatno interno tek-
movanje. Zadnji del je administratorski uporabnǐski vmesnik, preko katerega
administrator posodablja podatke in skrbi za nemoten potek tekmovanja No-
stradamus.
V diplomski nalogi najprej predstavljamo konkurenčne rešitve in jih pri-
merjamo z našo. Nato opisujemo uporabljene tehnologije in metode. Temu
sledi opis izdelave in testiranje aplikacije. Za zaključek predstavljamo sklepne
ugotovitve in načrte za nadaljnji razvoj aplikacije.
Poglavje 2
Analiza alternativ in
načrtovanje
Zaradi lažjega načrtovanja spletne aplikacije smo v okviru diplomske naloge
analizirali konkurenčne rešitve. Pretehtali smo njihove prednosti ter slabosti
in ugotovitve poskušali čim bolje uporabiti pri analizi zahtev, načrtovanju in
izdelavi čim bolj konkurenčne aplikacije.
2.1 Konkurenčne rešitve
Kot podobne rešitve bi lahko šteli vse spletne strani in spletne aplikacije, ki
ponujajo možnost vplačila športnih stav. Teh lahko najdemo ogromno že na
slovenskem trgu. Podrobneǰse analize le-teh nismo delali, saj se poglavitni
cilj športnih stavnic močno razlikuje od našega.
2.1.1 Tekmovanje Nostradamus
Prva spletna aplikacija, ki smo jo analizirali in je hkrati tudi najbolj pri-
merljiva naši rešitvi, je tekmovanje Nostradamus, ki ga vodi Radiotelevizija
Slovenija na spletnem mestu https://www.rtvslo.si/. Ker smo se tekmo-
vanja udeležili tudi sami, smo lahko naredili poglobljeno analizo. Ugotovili
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smo naslednje:
Prednosti konkurence
 Veliko število že registriranih uporabnikov in konstanten dotok novih.
 Kapital za izplačilo praktičnih nagrad najbolǰsim.
Slabosti konkurence
 Zastarel uporabnǐski vmesnik.
 Majhno število funkcionalnosti.
 Počasno posodabljanje rezultatov.
 Nekonsistentnost in majhno število razpisanih tekmovanj.
 Omejenost na slovensko publiko.
Največja prednost konkurence je v tem primeru število uporabnikov. Ve-
liko število uporabnikov je v veliki meri posledica tega, da so prikazane novice
zelo raznolike in aktualne. Posledično dodatnega oglaševanja ne potrebu-
jejo. Druga velika prednost pa je ta, da so za najbolǰse tekmovalce razpisane
praktične nagrade sponzorjev. Naš največji izziv je bil izdelati takšno rešitev,
ki bo ponujala nekaj več in bo uporabnike privabila, poleg tega pa jih bo na
spletni aplikaciji tudi zadržala. Zavedali smo se, da v začetnih fazah podob-
nih nagrad najbolǰsim tekmovalcem ne moremo obljubiti, zato je pridobitev
sponzorjev poglavitni cilj pri nadaljnjem razvoju aplikacije. Vseeno smo pri
konkurenci našli slabosti, ki smo jih lahko izkoristili. Največja slabost je
vsekakor zastarel in počasen vmesnik, ki ne ponuja večjega števila funkcio-
nalnosti. Rešitev je namreč integrirana v že obstoječo spletno aplikacijo, ki
za takšne spremembe ni bila ustvarjena. Zavedali smo se, da lahko z uporabo
najnoveǰsih tehnologij naredimo odzivneǰso spletno aplikacijo, ki bo ponujala
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več. Prav tako ima naša rešitev možnost razširitve izven Slovenije.
2.1.2 Tekmovanje NostradamusBet
Druga konkurenčna rešitev, ki smo jo analizirali, je spletna aplikacija, ki je
dosegljiva na spletnem naslovu https://www.nostradamusbet.it/ in je na
voljo zgolj v italijanskem jeziku. Aplikacija je izdelana s sodobnimi tehno-
logijami in je tudi vizualno veliko bolǰsa. Prav tako ponuja večje število
funkcionalnosti - tekmovanja iz različnih nogometnih turnirjev, aktualne no-
vice ter tudi športne stave. Velika prednost je tudi odlična prilagojenost za
različne naprave ter ažurnost podatkov. Zaradi omejenosti na italijanski trg
pa ne predstavlja konkurence na našem ciljnem trgu, smo jo pa vzeli za dober
zgled in iz nje črpali dobre ideje za lažje načrtovanje naše aplikacije.
2.2 Analiza zahtev
S pomočjo analize konkurenčnih rešitev smo lahko naredili analizo zahtev.
Določili smo vse funkcionalne in nefunkcionalne zahteve ter jih razvrstili v
logične skupine.
2.2.1 Nefunkcionalne zahteve
 Spletna aplikacija mora biti v skladu z GDPR uredbo.
 Uporaba SSL certifikata in drugih varnostnih tehnologij, ki omogočajo
varno komunikacijo na medmrežju.
 Uporaba pristopa odzivnega spletnega dizajna.
 Potrditev registracije preko elektronskega naslova.
 Minimiziranje možnosti goljufanja uporabnikov.
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 Različni uporabnǐski vmesniki glede na vlogo uporabnika.
 Onemogočanje možnosti oddajanja napovedi po preteku časa. Oddaja
napovedi končnega zmagovalca tekmovanja LP je možna do začetka
prve tekme. Napoved za posamezno tekmo je možno oddati do začetka
le-te, kasneǰse urejanje ni možno.
 Avtomatski izračun točk uporabnikov ob zaključku tekme.
2.2.2 Funkcionalne zahteve
Funkcionalne zahteve smo razdelili v tri kategorije.
Zahteve neregistriranih uporabnikov
 Možnost registracije uporabnika.
 Dostop do aktualnih športnih novic.
 Pregled prihajajočih tekem in izidov preteklih tekem Lige prvakov.
 Pregled ekip, ki nastopajo v tekmovanju LP, njihovih opisov ter stati-
stičnih podatkov in pregled dosedanjih ter prihajajočih tekem.
 Dostop do lestvice najbolǰsih v tekmovanju Nostradamus.
 Dostop do navodil in informacij za tekmovanje Nostradamus.
Zahteve registriranih uporabnikov
 Prijava in odjava uporabnika.
 Pošiljanje, branje in brisanje zasebnih sporočil.
 Oddaja napovedi tekem ter končnega zmagovalca.
 Pregled profilov uporabnikov.
 Urejanje profila, spreminjanje prikazane slike uporabnika.
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 Ustvarjanje skupin, v katere lahko potem uporabnik povabi ostale udeležence
tekmovanja in s tem ustvari dodatno interno tekmovanje. Vsak upo-
rabnik je lahko lastnik največ pet skupin, katere lahko kadarkoli izbrǐse.
Lastnik in uporabniki, katerim so bile dodeljene administratorske pra-
vice, lahko drugim uporabnikom pošiljajo povabila v skupino, prav tako
lahko uporabnike iz skupine odstranijo.
Zahteve uporabnikov z administratorskimi pravicami
 Možnost spreminjanja statusov tekem in nastavljanja končnega rezul-
tata, zaključevanje tekmovalnih dni.
 Pregled aktivnosti, kot so prijave v spletno aplikacijo in oddane napo-
vedi.
 Možnost spreminjanja statusa uporabnikom, na primer izključitev upo-
rabnika iz tekmovanja v primeru poskusa goljufanja.
2.3 Načrtovanje
Ko smo natančno določili zahteve, smo pričeli z načrtovanjem izdelave spletne
aplikacije. Razvili smo podatkovni model in določili arhitekturo sistema, prav
tako smo skicirali uporabnǐski vmesnik. Nato smo izbrali ustrezne tehnologije
in metode razvoja.
2.3.1 Podatkovni model
Razvoju podatkovnega modela smo namenili veliko časa. Cilj je bil razširljiv
in prilagodljiv model, ki ne bo prezapleten za prvo iteracijo spletne aplikacije.
Z normalizacijo smo dobili model, ki je vseboval 15 tabel. Celoten model s
tabelami in relacijami je prikazan na sliki 2.1.
Tri tabele so statusne in so bile ustvarjene z namenom lažje lokalizacije
aplikacije v nadaljnjih iteracijah. Vsaka vsebuje dve polji, unikatni identifi-
kator statusa in njegovo ime.
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Slika 2.1: Podatkovni model.
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Polja created at in updated at imajo isti pomen v vseh tabelah in pred-
stavljajo časovno znamko vnosa oziroma časovno znamko ureditve vnosa.
Tabela user
Hrani podatke uporabnikov. Ustvari se avtomatsko z uporabo Laravelove
avtentikacije. Vsebuje naslednja polja:
 id - unikatni identifikator posameznega uporabnika, ki je tudi primarni
ključ tabele. Zaradi hitrosti se to polje uporablja pri vseh poizvedbah.
 username - unikatno uporabnǐsko ime posameznega uporabnika.
 email - unikaten elektronski naslov uporabnika. Potreben za potrditev
registracije.
 name - ime in priimek uporabnika.
 id status - tuji ključ, ki se sklicuje na statusno tabelo user status.
 email verified at - časovni žig potrditve registracije.
 remember token - polje, ki se nastavi, ko uporabnik izbere možnost
“zapomni si me“.
 profile image - relativna pot do slike profila uporabnika.
Tabela user data flow
Hrani statistične podatke uporabnika. Vnos v tabelo se zgodi po zaključku
vsakega tekmovalnega dne. Tabelo smo ustvarili z namenom razbremenitve
strežnika, saj je sprotno računanje podatkov časovno prezahtevno.
 id - unikatni identifikator vnosa.
 id user - unikatni identifikator uporabnika.
 id matchday - unikatni identifikator tekmovalnega dne.
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 points total - število točk, ki jih je uporabnik zbral do konca tekmoval-
nega dne.
 position - položaj na lestvici ob koncu tekmovalnega dne.
 points matchday - število točk, ki jih je uporabnik zbral na ta tekmo-
valni dan.
Tabela login
Hrani podatke o prijavah uporabnikov v spletno aplikacijo.
 id - unikatni identifikator prijave.
 id user - unikatni identifikator uporabnika.
 login time - časovni žig prijave.
 ip address - naslov IP naprave, s katere se je uporabnik prijavil.
Tabela private message
Hrani zasebna sporočila uporabnikov.
 id - unikatni identifikator zasebnega sporočila.
 id sender in id receiver - unikatna identifikatorja pošiljatelja in preje-
mnika sporočila.
 subject - zadeva sporočila.
 body - vsebina sporočila.
 opened - zastavica, ki sporočilo uvrsti v pravi nabiralnik.
 deleted by sender in deleted by receiver - uporabljeni za mehko brisanje
sporočila.
Tabela group
Hrani vse skupine, ki so jih ustvarili uporabniki. Uporabljena je tudi povezo-
valna tabela user group, ki prikaže članstvo uporabnika v določeni skupini.
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 id - unikatni identifikator skupine.
 name - ime skupine.
 id owner - unikatni identifikator lastnika skupine.
Tabela prediction
Hrani napovedi tekem vseh uporabnikov.
 id - unikatni identifikator napovedi.
 id user - unikatni identifikator uporabnika, ki je napoved oddal.
 id fixture - unikatni identifikator tekme, za katero je bila napoved od-
dana.
 prediction home in prediction away - vrednosti, ki jih je oddal uporab-
nik kot napoved končnega rezultata.
 points - točke, ki jih uporabnik prejme za oddano napoved. Privzeta
vrednost null, polje se posodobi ob zaključku tekme.
Tabela overall prediction
Hrani napovedi končnega zmagovalca.
 id - unikatni identifikator napovedi končnega zmagovalca.
 id user - unikatni identifikator uporabnika, ki je oddal končno napoved.
 id team - unikatni identifikator ekipe, za katero je uporabnik oddal
napoved.
Tabela team
Hrani podatke ekip, ki nastopajo v tekmovanju LP.
 id - unikatni identifikator ekipe.
 name - naziv ekipe.
 id status - status ekipe.
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 logo url - relativna pot do logotipa ekipe
 description - opis ekipe
Tabela fixture
Hrani podatke o tekmah tekmovanja LP.
 id - unikatni identifikator tekme.
 id matchday - unikatni identifikator tekmovalnega dne.
 id home team in id away team - unikatna identifikatorja domače in go-
stujoče ekipe.
 start time - začetek tekme.
 home score in away score - končni rezultat tekme. Privzeta vrednost
polja je null in se posodobi po koncu tekme.
Tabela fixture
Hrani podatke o tekmovalnih dneh.
 id - unikatni identifikator tekmovalnega dne.
 m date - datum tekmovalnega dne.
 finished - zastavica, ki pove, če je tekmovalni dan zaključen.
 id stage - unikatni identifikator stopnje tekmovanja.
Podatkovni model smo realizirali v odprtokodni relacijski bazi MySQL.
Uporabili smo, v času pisanja diplomske naloge, zadnjo stabilno verzijo 5.7.
2.3.2 Uporabnǐski vmesnik
Uporabniki do spletnih strani dostopajo z različnih naprav – zasloni naprav
se močno razlikujejo v velikosti, ločljivosti, razmerjih in drugih karakteri-
stikah. Pri izdelavi uporabnǐskega vmesnika smo to upoštevali in uporabili
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pristop odzivnega dizajna. Kot cilj smo si postavili uporabnǐski vmesnik, ki
bo vsem uporabnikom, ne glede na napravo s katere bodo dostopali do sple-
tne aplikacije, prikazal iste informacije. Poleg tega smo vsem uporabnikom
želeli zagotoviti kvalitetno uporabnǐsko izkušnjo.
Odločili smo se za prikaz informacij v enem stolpcu, kar pomeni, da nikjer
nista dve različni informaciji prikazani vzporedno. Podobno strukturo strani
je imela stareǰsa izvedenka spletne strani Reddit, ki je dosegljiva na spletnem
naslovu https://old.reddit.com/. S tem smo želeli doseči preprostost in
čim manǰso razliko med prikazanimi informacijami na različnih napravah.
Vse strani spletne aplikacije imajo isto strukturo, na vrhu je navigacijska
vrstica, pod njo pa so prikazane informacije.
Tudi pri izbiri barvne palete smo se držali preprostosti. Izbrali smo črno-
belo barvno paleto z dodatkom modre, ki je tematska barva tekmovanja LP.
Zaradi lažjega oblikovanja uporabnǐskega vmesnika, predvsem izvedbe od-
zivnega dizajna, smo uporabili ogrodje Bootstrap, in sicer verzijo 4.
Na slikah 2.2 in 2.3 sta žičnata okvirja predvidenega uporabnǐskega vme-
snika, ki smo jih naredili pred dejansko izvedbo.
2.3.3 Arhitektura sistema
Izbira arhitekture sistema je bila preprosta. Odločili smo se za klasični mo-
del strežnik-odjemalec, kjer odjemalec ustvari zahtevek za datoteko, strežnik
oziroma gostiteljski računalnik, ki tudi upravlja s podatkovno bazo, pa mu
datoteko vrne. Skico takšnega modela lahko vidimo na sliki 2.4. Bolj kot
vrsti komunikacije smo se posvetili varnosti le-te, saj smo vedeli, da bo aplika-
cija uporabljena v produkcijskem okolju, kjer si varnostnih lukenj ne moremo
privoščiti. Tako smo poskrbeli za varno komunikacijo preko protokola SSL,
skrbno smo določili kateri uporabnik lahko dostopa do posameznih podatkov
in poskrbeli, da se podatki pravilno in varno shranjujejo v podatkovno bazo.
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Slika 2.2: Žičnati okvir uporabnǐskega vmesnika na brskalniku za namizni ali
prenosni računalnik.
Slika 2.3: Žičnati okvir uporabnǐskega vmesnika na mobilnem telefonu.
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Slika 2.4: Model strežnik-odjemalec [1].
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Poglavje 3
Tehnologije in metode razvoja
V tem poglavju opisujemo arhitekturo aplikacije in tehnologije, ki smo jih
uporabili na strani strežnika ter odjemalca.
3.1 Arhitektura MVC
Arhitektura Model-View-Controller (MVC) se pri razvoju programske opreme
uporablja že zelo dolgo. Prva uporaba sega v sedemdeseta leta preǰsnjega
stoletja, ko so to arhitekturo definirali v programskem jeziku Smalltalk [20],
predvsem zaradi neučinkovitosti in pomanjkljivosti uporabe pristopa hitrega
prototipnega razvoja. Arhitektura loči programsko logiko od prezentativne,
kar pomeni, da je aplikacija prožneǰsa, lahko nadgradljiva, same spremembe
v aplikaciji pa prinesejo manj tveganja za napake v delovanju. Arhitektura
razdeli aplikacijo na tri komponente [23]: model, pogled in kontroler. Na sli-
kah 3.1 in 3.2 vidimo skico arhitekture MVC in njeno povezavo z internetom.
3.1.1 Model
Predstavlja obliko podatkov in poslovne logike. Skrbi za hranjenje podat-
kov, njihovo pridobivanje in shranjevanje stanja modela v podatkovni zbirki.
Model ne sme imeti nobene povezave z zunanjim svetom.
17
18 Rok Dolinar
Slika 3.1: MVC arhitekturni model [2].
3.1.2 Pogled
Imenujemo ga lahko tudi uporabnǐski vmesnik. Pogled uporabniku prikaže
podatke z uporabo modela, prav tako pa mu v nekaterih primerih omogoča
njegovo spreminjanje.
3.1.3 Kontroler
Je objekt, ki rokuje z uporabnikovo zahtevo in mu omogoča upravljanje s
pogledom. Kontroler naj ne bi vseboval poslovne logike, skrbel naj bi samo
za pridobitev ustreznega modela ter predajo le-tega pogledu.
3.2 Spletna aplikacija
Pri razvoju spletne aplikacije smo uporabili odprtokodno paketno rešitev
XAMPP, ki vključuje Apache HTTP strežnik, podatkovno zbirko ter inter-
preterja za PHP ter Perl skripte. Privzeto podatkovno zbirko MariaDB smo
zamenjali s podatkovno zbirko MySQL. XAMPP poleg tega ponuja tudi nad-
zorno ploščo preko katere je spremljanje in odpravljanje napak lažje. Primer
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Slika 3.2: MVC in povezava z zunanjim internetom [2].
nadzora je viden na sliki 3.3.
Slika 3.3: XAMPP nadzorna plošča.
3.2.1 PHP
PHP Hypertext Preprocessor (PHP) [14] je odprtokodni programski jezik, ki
se pretežno uporablja za razvoj interaktivnih in dinamičnih spletnih aplikacij.
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3.2.2 Laravel
Laravel je PHP-jevo odprtokodno ogrodje, ki omogoča razvoj spletnih aplika-
cij na bolj pragmatičen in učinkovit način [19]. Namenjen je razvoju aplikacij
z uporabo arhitekture MVC. Glavne značilnosti ogrodja so:
 Modularnost: Zgrajeno na vrhu več kot 20 knjižnic in je razdeljeno na
individualne module, katere je lahko upravljati z orodjem Composer.
 Možnost testiranja: Vsebuje ogrodja s katerimi lahko preverimo pra-
vilno delovanje spletne aplikacije ter njenih poti.
 Avtentikacija: Vsebuje privzeto implementacijo za registracijo in av-
tentikacijo uporabnikov.
 Pogon za predloge: Vsebuje šablonski programski jezik s katerim je
grajenje pogledov lažje.
 Pošiljanje elektronske pošte: Vsebuje implementacijo za pošiljanje
elektronske pošte.
 Graditelj poizvedb: Poskrbi za pridobivanje podatkov iz podatkovne
zbirke z uporabo PHP sintakse.
Eloquent
Eloquent [8] je Laravelovo orodje za delo s podatkovno zbirko. Vsaka ta-
bela podatkovne zbirke je povezana z modelom, preko katerega se izvajajo
poizvedbe. Z uporabo Eloquenta se vse poizvedbe in relacije izvedejo preko
programskega jezika PHP, s tem pa se popolnoma izognemo pisanju SQL
poizvedb.
Blade
Blade [4] je Laravelovo orodje za delo s predlogami oziroma pogon za pre-
dloge (angl. templating engine), ki omogoča pisanje PHP kode v pogledih.
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Vsi Blade pogledi so tudi prevedeni v PHP kodo in predpomnjeni dokler
niso spremenjeni, kar pomeni, da Blade aplikaciji ne doda praktično nobenih
dodatnih zahtev za resurse.
3.2.3 JavaScript
JavaScript [22] je vǐsje-nivojski skriptni programski jezik, ki se interpretira.
Kljub oznaki skriptni, ki včasih namiguje, da je jezik preprost, JavaScript
ponuja več stilov programiranja, npr. funkcijskega, objektno ter dogodkovno
usmerjenega in prototipnega. JavaScript je bil sprva namenjen uporabi na
strani odjemalca, zadnja leta pa se vse več uporablja tudi na strani strežnika
in za delo z bazo.
AJAX in jQuery
Asynchronous JavaScript And XML (AJAX) [3] je razvojna tehnika, ki omogoča
asinhrono osveževanje dela spletne strani brez osveževanja celotne strani. Za
komunikacijo s strežnikom se lahko uporablja XML dokumente, pogosto pa
se uporabljajo podatki v zapisu JSON, lahko pa se prenaša tudi navadno
besedilo.
jQuery [13] je odprto-kodna knjižnica programskega jezika JavaScript, ki
omogoča delo z uporabo načela ”pǐsi manj, naredi več”. Knjižnica omogoči
preprosto uporabo AJAX-a in dela z dogodki brskalnika na strani odjemalca.
3.2.4 HTML
HyperText Markup Language (HTML) [25] je označevalni jezik za izdelavo
spletnih strani. Kot pri drugih označevalnih jezikih, so tudi HTML datoteke
zaporedja ukazov, katerim lahko rečemo tudi oznake, ki so lahko samostojne,
ali pa začetne ter končne. Brskalnik te ukaze oziroma oznake prebere ter
jih ustrezno prikaže uporabniku. Vsaka oznaka predstavlja del vsebine, na
primer tabelo, sliko, odstavek, naslov...
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3.2.5 CSS
Cascading Style Sheets (CSS) [24] je jezik za predloge, ki poleg opisovanja
stilov, barv in postavitev strani, omogoča tudi kombiniranje različnih stilov
iz večih virov, poleg tega pa poskrbi za odpravo napak, ki pri tem nastanejo.
Bootstrap
Bootstrap [5] je ogrodje, ki omogoča hitro in preprosteǰso izdelavo spletnih
strani. Vsebuje predloge za tipografijo, obrazce, gumbe, tabele... Poleg tega
omogoča tudi uporabo JavaScript vtičnikov s čimer je Bootstrap odlična
rešitev za izdelavo odzivnih,
”
najprej mobilnih“ spletnih aplikacij.
Sass
Syntactically awesome style sheets (Sass) [16] je jezik za predloge, ki omogoča
vse funkcionalnosti jezika CSS, poleg tega pa omogoča tudi uporabo spremen-
ljivk, gnezdenja ter dedovanja selektorjev. Datoteke SASS imajo končnico
.scss oziroma .sass in so ob shranitvi prevedene v datoteke .css.
3.3 Podatkovna zbirka
V tem razdelku predstavljamo jezik za delo z relacijskimi podatkovnimi zbir-
kami in uporabljen sistem za upravljanje relacijskih podatkovnih zbirk.
3.3.1 SQL
SQL ali strukturirani povpraševalni jezik [17], je standardiziran povpraševalni
jezik za delo s podatkovnimi zbirkami. Določen je z ANSI/ISO SQL stan-
dardom. Razvija se od leta 1986, obstaja pa več različic.
Za delo s podatkovnimi zbirkami se uporabljajo programski stavki, ki po-
snemajo ukaze v naravnem jeziku. V tabeli 3.1 lahko vidimo kako se glavne
štiri operacije SQL preslikajo v operacije CRUD [26].
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Operacija SQL
Create INSERT
Read (retrieve) SELECT
Update (modify) UPDATE
Delete (destroy) DELETE
Tabela 3.1: Operacije CRUD preslikane v operacije SQL
3.3.2 MySQL
MySQL je sistem za upravljanje z relacijskimi podatkovnimi zbirkami, ki
deluje po principu odjemalec-strežnik [21]. Vključuje strežnik SQL, programe
s katerimi lahko odjemalci dostopajo do strežnika in administrativna orodja.
Zaradi preprostosti in hitrosti je MySQL med najpopularneǰsimi sistemi za
delo s podatki, zaostaja samo za sistemom Oracle [7]. MySQL je prenosljiv
in deluje na večini komercialnih operacijskih sistemov, kot so Mac OS X, HP-
UX, Windows ter tudi na odprtokodnih, kot je na primer Linux. MySQL ima
pred ostalimi sistemi tudi druge prednosti, kot so na primer:
 hitrost,
 preprostost uporabe,
 visoko zmogljivost zaradi uporabe večih niti hkrati,
 varnost zaradi uporabe protokola SSL,
 majhna velikost distribucijskega paketa,
 odprtokodnost.
3.4 Iterativni model razvoja sistemov
Iterativni model razvoja informacijskih sistemov [11] je model, ki je nastal
kot odziv na pomanjkljivosti slapovnega pristopa. Pri iterativnem modelu
izvajamo korake slapovnega pristopa v večih iteracijah, pri čemer v vsaki
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iteraciji razvijemo določen del funkcionalnosti celotnega sistema. To funkci-
onalnost je potrebno testirati in ob koncu iteracije povezati v celoten sistem.
V začetnih iteracijah razvijemo najbolj tvegane dele sistema, zato so te ite-
racije tudi najbolj tvegane.
Z uporabo tega modela so tvegani deli razrešeni še preden postane in-
vesticija velika, hkrati pa omogočajo zgodnje povratne informacije s strani
uporabnikov. Prav tako je lahko sistem stranki predan še preden je dokončan
celoten projekt. Na sliki 3.4 lahko vidimo posamezne iteracije in prehode med
njimi. Na sliki 3.5 pa sta prikazani stopnji tveganja pri razvoju z uporabo
slapovnega oziroma iterativnega modela.
Slika 3.4: Iterativni model [12].
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Slika 3.5: Stopnja tveganja pri slapovnem ter pri iterativnem modelu [12].
Pred prehodom na naslednjo iteracijo se vprašamo naslednja vprašanja:
[12]
 Kaj smo se naučili na preǰsnji iteraciji?
 Ali so se vizija, cilji, obseg projekta spremenili?
 Katere dele bomo razvili v tej iteraciji?
3.5 Sledenje spremembam
Zaradi lažjega nadzora verzij pri razvoju sistema, smo sledili spremembam
izvorne kode.
3.5.1 Git
Git [9] je brezplačna in odprtokodna rešitev namenjena sledenju spremem-
bam. Uporabna je za manǰse, kot tudi večje projekte. Z njihovo uporabo je
ločevanje produkcijskega okolja od testnega preprosto.
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3.5.2 GitHub
GitHub [10] je spletna rešitev za gostovanje Git repozitorijev. Poleg preproste
uporabe ponuja tudi grafični vmesnik, s katerim je sledenje spremembam
preprosto, poleg tega pa ponuja tudi dodatne funkcionalnosti. Omogoča
sodelovanja, diskusije glede projektov ter preglede kode.
3.6 Orodja
V tem razdelku so predstavljena orodja, ki smo jih uporabili pri razvoju
spletne aplikacije.
3.6.1 Visual Studio Code
Visual Studio Code [18] je Microsoftov odprtokodni program za urejanje iz-
vorne kode. Omogoča uporabo vtičnikov, kot so orodja za razhroščevanje,
orodja za sledenje spremembam, paketni upravljavci (composer) itn. Upo-
rabnik si lahko program močno prilagodi svojim potrebam, razvit pa je za
veliko večino operacijskih sistemov.
3.6.2 phpMyAdmin
phpMyAdmin [15] je spletna aplikacija, ki omogoča preprosto delo s podat-
kovno zbirko z uporabo priročnega grafičnega vmesnika. Je najbolj popularno
orodje za delo s podatkovnima zbirkama MySQL in MariaDB.
3.6.3 cPanel
cPanel [6] je nadzorna plošča, ki omogoča:
 hitre postavitve spletnih strani, forumov in trgovin,
 preprosto rokovanje s poštnimi predali ter pregledovanje pošte brez
uporabe odjemalca,
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 spremljanje statističnih podatkov spletne strani, porabe prenosa in
mesečnega prometa,
 kreiranje podatkovnih zbirk.
Dostop do nadzorne plošče nam v večini primerov omogoči ponudnik spletnih
gostovanj.
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Poglavje 4
Izvedba
Po zaključku izdelave načrta naše spletne aplikacije smo nadaljevali z izvedbo.
Najprej smo pripravili razvojno okolje. Za lažje sledenje spremembam smo
postavili lokalni Git repozitorij ter kasneje tudi repozitorij na sistemu Git-
Hub. Večina pisanja kode je potekala v razvojnem okolju Visual Studio Code,
zato smo ga priredili našim potrebam ter vključili nekatere vtičnike, kot je
na primer Composer, ki se uporablja za delo s paketi, Artisan, ki je uporaben
za delo z ogrodjem Laravel ter vtičnik Git, za hiter dostop do ukazov za delo
s spremembami.
Prav tako nam je v ozadju tekel program watch, ki skrbi za sprotno pre-
vajanje datotek .scss. Program zaženemo z ukazom:
npm run watch
Razvoj podatkovne zbirke je potekal vzporedno z razvojem spletne aplikacije.
Podatkovni model se je tekom implementacije spreminjal, predvsem zaradi
optimizacije ter naknadnih potreb po novih podatkovnih poljih.
4.1 Spletna aplikacija
Spletna aplikacija je realizirana v PHP-jevem ogrodju Laravel. Pred začetkom
razvoja je bilo potrebno pripraviti nov projekt, zato smo z orodjem Artisan
zagnali naslednja ukaza:
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composer global require "laravel/installer=~1.1"
composer create-project laravel/laravel Nostradamus 4.2.*
S prvim ukazom smo Laravel namestili, z drugim pa ustvarili nov projekt.
Strežniku Apache smo dodali referenco na novo ustvarjeni projekt, s tem pa
smo lahko tudi že dostopali do privzete strani Laravela.
Da je bilo testiranje in razhroščevanje lažje, smo omogočili dostop do
spletne strani vsem napravam v lokalnem omrežju. Za to je bilo potrebno
popraviti sistemsko datoteko hosts. Dodane spremembe so vidne na sliki 4.1.
Slika 4.1: Spremembe v datoteki hosts.
Ena poglavitnih stvari razvoja naše aplikacije je bila zanesljiva avten-
tikacija, ki bi preprečila možnost vdora v sistem, krajo podatkov oziroma
kakršnega koli drugega zlonamernega dejanja. Laravel ponuja možnost pre-
proste implementacije zanesljive avtentikacije v le nekaj korakih. S klicem
ukaza
php artisan make:auth
nam Laravel ustvari vse potrebne poglede ter kontrolerje za prijavo, re-
gistracijo ter odjavo uporabnikov. Za potrebe naše aplikacije smo napravili
določene spremembe:
 Namesto privzete prijave z uporabo elektronskega naslova, smo upora-
bili uporabnǐsko ime. Spremembo naredimo preko kontrolerja Login-
Controller.
 Po koncu registracije, je potrebno novo ustvarjenega uporabnika po-
trditi z uporabo povezave, ki jo uporabnik prejme na svoj elektronski
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naslov. Tukaj je bilo potrebno tudi narediti migracijo, ki je tabeli
users dodala stolpec verified at, ki se posodobi ob kliku uporabnika na
omenjeno povezavo ter kasneje služi kot zagotovilo, da je uporabnik
aktiviral račun.
 Postavili smo pravilo za določanje gesla.
Poleg tega je bilo potrebno spremeniti tudi izgled form, saj ima naša aplika-
cija drugačno temo.
V kodi 4.1, lahko vidimo pogoje za uspešno registracijo. Poleg dolžine
gesla, mora uporabnik uporabiti tudi vsaj eno številko in en poseben znak.
Za to smo ustvarili dva nova razreda (vrstica 8).
01 | protected function validator(array $data)
02 | {
03 | return Validator ::make($data , [
04 | 'username ' => 'required|string|max :20| unique:users ',
05 | 'name' => 'required|string|max :255',
06 | 'email ' => 'required|string|email|max :255| unique:users ',
07 | 'password ' => ['required ', 'string ', 'min:8', 'confirmed ',
08 | new HasAtLeastOneDigit , new HasAtLeastOneSpecialChar],
09 | ]);
10 | }
Koda 4.1: Preverba, ki se izvede ob registraciji uporabnika.
4.1.1 Kontrolerji
Za vsak model naše spletne aplikacije smo ustvarili kontroler, ki vsebuje vse
metode, ki jih usmerjevalnik (router) potrebuje za komunikacijo s končnimi
točkami. Kot smo že omenili, so bili kontrolerji, ki skrbijo za avtentikacijo
ustvarjeni s pomočjo Laravela. Ostali pomembni kontrolerji so:
 AdminController - skrbi za delo z administratorskim vmesnikom,
 DashboardController - skrbi za delo z uporabnǐskim profilom,
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 FixturesController - skrbi za delo s tekmami tekmovanja LP,
 PredictionsController - skrbi za delo z napovedmi uporabnikov,
 ParticipantsController - skrbi za delo s statističnimi podatki tekmoval-
cev,
 GroupsController - skrbi za delo s skupinami, ki jih ustvarijo uporab-
niki.
Drugi, manj pomembni kontrolerji so LanguageController, OverallPrediction-
sController, PrivateMessagesController, TeamsController in PagesControl-
ler.
Metode kontrolerjev so klicane preko končnih točk, ki jih kličejo uporab-
niki spletne aplikacije. Vsak kontroler vrne pogled s podatki, ki so potem
prikazani uporabniku.
S pomočjo Eloquenta je bilo pridobivanje podatkov iz podatkovne zbirke
hitro in preprosto, poleg tega pa so bili vrnjeni podatki v priročni podat-
kovni strukturi, kar je prikazovanje podatkov s pogonom za predloge zelo
poenostavilo. Primer klica, kjer se vrnejo vsi zaključeni tekmovalni dnevi, je
prikazan v kodi 4.2. Za pridobivanje podatkov je tam potreben model Mat-
chday, kateremu podamo pogoje (vrstica 3), podatki pa se iz funkcije vrnejo
skupaj s pogledom (vrstica 7).
01 | public function indexResults ()
02 | {
03 | $results = Matchday :: where('finished ', '=', 1)->with('
fixtures ', 'fixtures.teamHome ', 'fixtures.teamAway ')->get
();
04 | $data = [
05 | 'results ' => $results ->toArray (),
06 | ];
07 | return view('pages.cl_results ')->with('data', $data);
08 | }
Koda 4.2: Podatki, ki so bili prebrani iz podatkovne zbirke.
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4.1.2 Pogledi
Kot smo že omenili, se ob klicu končne točke pokliče metoda kontrolerja.
Kontroler vrne pogled, poleg tega pa tudi podatke, ki so potem prikazani upo-
rabniku na strani. Za prikaz teh podatkov skrbi pogon za predloge Blade, ki
prostornike ob upodabljanju strani nadomesti z dejanskimi podatki. Orodje
Blade omogoča uporabo for in while zank, pogojnih stavkov if, else if in else
ter splošno uporabo PHP sintakse. Primer pogleda je viden v kodi 4.3. Vi-
dimo, da v primeru, ko so bili določeni podatki vrnjeni (vrstica 10), čez njih
iteriramo in jih prikažemo v obliki tabele (vrstice 11 do 38). Če podatkov ni
na voljo, je uporabnik o tem obveščen (vrstice 40 do 42).
01 | @extends('layouts.app')
02 |
03 | @section('content ')
04 | <h3 >Tekmovalni dnevi </h3 >
05 | <hr >
06 | <div class="text -center">
07 | <img src="draw.png" class="img -fluid" alt="Responsive image
">
08 | </div >
09 | <hr >
10 | @if (count($data['draw']) > 0)
11 | @foreach ($data['draw'] as $matchday)
12 | <li class="list -group -item mt -3 rounded -top li -results" id
="{{ $matchday['id ']}}">
13 | <span >Tekmovalni dan: <b>{{ date('j F, Y', strtotime(
$matchday['date']))}}</b>. Stopnja tekmovanja: <b>{{
$matchday['stage ']}}</b>.</span >
14 | <i class="fas fa -chevron -down fa -chevron -results" style=
"font -size :25px; float:right" ></i></span >
15 | </li >
16 | <div class="table -responsive" style="display:none;" id="tb
-{{ $matchday['id ']}}">
17 | <table class="table table -hover">
18 | <thead >
19 | <tr >
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20 | <th scope='col'>Cas pricetka </th >
21 | <th scope='col'>Domaca ekipa </th >
22 | <th scope='col'>Gostujoca ekipa </th >
23 | <th scope='col'>Stopnja tekmovanja </th >
24 | </tr >
25 | </thead >
26 | <tbody >
27 | @foreach ($matchday['fixtures '] as $result)
28 | <tr >
29 | <td >{{ substr($result['time'], 0, 5)}}</td>
30 | <td >{{ $result['team_home ']['name']}}</td >
31 | <td >{{ $result['team_away ']['name']}}</td >
32 | <td >{{ $matchday['stage ']}}</td >
33 | </tr >
34 | @endforeach
35 | </tbody >
36 | </table >
37 | </div >
38 | @endforeach
39 | @else
40 | <div class="alert alert -info text -center" role="alert">
41 | <span >Trenutno ni na sporedu nobene tekme!</span >
42 | </div >
43 | @endif
44 | @endsection
Koda 4.3: Primer pogleda, ki prikaže prihajajoče tekme.
Šablone
Edino logično je, da ima vsaka podrejena stran aplikacije enako postavitev
navigacijske vrstice, predela z vsebino ter noge. Zato smo ustvarili šablono, ki
je bila potem s pomočjo ključne besede @extends(’ime šablone’) uporabljena
za vsako podrejeno stran. Šablono z zgoraj omenjenimi elementi lahko vidimo
v kodi 4.4.
01 | <body>
02 | @include('inc.navbar ')
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03 | <div class="container">
04 | <div class="jumbotron">
05 | @include('inc.messages ')
06 | @yield('content ')
07 | </div>
08 | </div>
09 | </body>
Koda 4.4: Šablona, ki je uporabljena na vsaki podrejeni strani.
4.1.3 Končne točke
Za definicijo končnih točk smo uporabili Laravelovo datoteko web.php. Defi-
nirali smo jih na tri načine:
 vsako končno točko posebej, prikazano v kodi 4.5,
 vse končne točke določenega kontrolerja, z uporabo metode resource,
prikazano v kodi 4.6,
 vse končne točke določenega kontrolerja, razen definiranih izjem, z upo-
rabo metod resource in except, prikazano v kodi 4.7.
01 | // admin page
02 | Route::get('/admin ', 'AdminController@index ');
Koda 4.5: Končna točka, ki prikaže privzeto stran kontrolerja
AdminController.
01 | // groups
02 | Route:: resource('groups ', 'GroupsController ');
Koda 4.6: Definira vse končne točke za kontroler GroupsController.
01 | // private messages
02 | Route:: resource('private_message ', 'PrivateMessagesController
')->except ([
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03 | 'create ', 'edit', 'update '
Koda 4.7: Definira vse končne točke za kontroler PrivateMessagesController,
razen operacij create, edit in update.
Za potrebe spletne aplikacije so bile tako definirane naslednje končne
točke, ki prikažejo glavne strani posameznega kontrolerja:
metoda URI akcija
GET / PagesController@index
GET admin AdminController@index
GET cl draw FixturesController@indexDraw
GET cl results FixturesController@indexResults
GET cl statistics FixturesController@clStatistics
GET dashboard DashboardController@index
GET groups GroupsController@index
GET info PagesController@info
GET instructions PagesController@instructions
GET overall prediction OverallPredictionsController@index
GET predictions PredictionsController@index
GET table ParticipantsController@index
GET teams TeamsController@index
Poleg končnih točk, prikazanih v tabeli, smo definirali tudi strani, ki
upravljajo s podatki modela posameznega kontrolerja. Te končne točke upo-
rabljajo razne metode (GET, POST in PUT ) ter druge akcije, ki se nanašajo
na posamezno instanco modela:
 store za shranjevanje,
 edit za prikazovanje obrazca za urejanje,
 find za iskanje,
 update za shranjevanje posodobitev,
 create za ustvarjanje,
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 show za prikazovanje.
Tako smo za to aplikacijo implementirali skupaj 56 končnih točk.
Filtriranje HTTP zahtev
Laravel z uporabo vmesne programske opreme (angl. middleware) filtrira
HTTP zahteve. V konstruktorju kontrolerja preprosto določimo, kdo ima
dostop do končnih točk tega kontrolerja, v razredu, ki podeduje razred Mid-
dleware, pa določimo, kaj se zgodi z zahtevo in kam je uporabnik preusmerjen,
če nima dovoljena za dostop do zahtevane strani. Primer razreda, ki dovo-
ljuje dostop do določene strani samo uporabnikom, ki imajo administratorske
pravice, je prikazan v kodi 4.8.
Za potrebe naše aplikacije smo določili naslednja razreda, ki podedujeta
lastnosti razreda Middleware:
 IsAdmin, ki vse uporabnike, ki nimajo dostopa do administratorskih
strani, vrne na začetno stran.
 Authenticated, ki vrne uporabnike na stran login, če poskušajo dosto-
pati do strani, do katere lahko dostopajo samo prijavljeni uporabniki.
 Verified, ki vrne uporabnike na posebno stran, če so se uspešno prijavili,
nimajo pa potrjenega elektronskega naslova.
01 | public function handle($request , Closure $next)
02 | {
03 | if (auth()->user() != null && auth()->user()->getStatus () ==
0) {
04 | return $next($request);
05 | }
06 | return redirect('/');
07 | }
Koda 4.8: Telo razreda IsAdmin, ki podeduje lastnosti razreda Middleware.
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Slika 4.2: Konfiguracijska datoteka za povezavo na podatkovno zbirko.
4.2 Podatkovna zbirka
Novo podatkovno zbirko smo izdelali s pomočjo orodja phpMyAdmin. Pri
tem smo uporabili latin1 swedish ci pravilo za razvrščanje znakov.
Povezava na ustvarjeno podatkovno zbirko je z uporabo ogrodja Laravel pre-
prosta. Potrebno je samo popraviti konfiguracijsko datoteko database.php.
Za našo aplikacijo smo v konfiguracijski datoteki, ki je vidna na sliki 4.2,
spremenili razdelek mysql in sicer atribute database, username, password ter
host. Podatke je bilo potrebno ponovno nastaviti ob prehodu v produkcijsko
okolje.
Vsako spremembo podatkovne zbirke smo nato realizirali z migracijami,
ki so omogočene z uporabo Laravela. Migracije služijo kot kontrola verzije
podatkovne zbirke, kar pripomore k jasnosti podatkovnega modela, lažjemu
razhroščevanju ter hitrim spremembam. Primer migracije, ki ustvari tabelo
Predictions z vsemi potrebnimi atributi, je viden v kodi 4.9. Migracije smo
uporabili tako pri izdelavi novih tabel, kot tudi za vsako naknadno spre-
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membo na tabeli, na primer za dodajanje ali brisanje stolpcev tabele. Nova
migracija je ustvarjena z naslednjim ukazom:
php artisan make:migration create_users_table
Za potrditev izvedbe migracije nad podatkovno zbirko, oziroma za preklic
le-te smo uporabljali naslednja dva ukaza:
php artisan migrate
php artisan migrate:rollback
01 | public function up()
02 | {
03 | Schema :: create('predictions ', function (Blueprint $table) {
04 | $table ->bigIncrements('id');
05 | $table ->bigInteger('id_user ');
06 | $table ->bigInteger('id_fixture ');
07 | $table ->tinyInteger('prediction_home ');
08 | $table ->tinyInteger('prediction_away ');
09 | $table ->timestamps ();
10 | });
11 | }
Koda 4.9: Migracija, ki ustvari tabelo predictions. Metoda timestamps()
poskrbi za avtomatsko kreiranje stolpcev za časovne značke.
4.2.1 Model
Za čim jasneǰso arhitekturo spletne aplikacije smo skrbeli za tesno povezavo
med imeni tabel podatkovne zbirke in imeni modelov znotraj arhitekture
MVC. Tako smo ukazom za kreiranje modelov dodali zastavico –migration,
ki je poleg modela ustvarila tudi migracijo za novo tabelo z istim imenom.
Spodnji ukaz je ustvaril model Prediction, poleg tega pa tudi migracijo, ki je
pripravila ukaz za ustvarjanje nove tabele.
php artisan make:model Prediction --migration
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Primer ustvarjenega modela, ki je bil uporabljen za potrebe dela z napovedmi
tekmovalcev, je viden v kodi 4.10.
01 | namespace App;
02 |
03 | use Illuminate\Database\Eloquent\Model;
04 |
05 | class Prediction extends Model
06 | {
07 | protected $table = 'predictions ';
08 | }
Koda 4.10: Model Prediction, ki je povezan s tabelo predictions.
4.2.2 Omejitve in ključi
Za delo s podatkovno zbirko smo uporabili orodje Eloquent, ki omogoča pi-
sanje poizvedb z uporabo PHP sintakse. Posledično je bilo potrebno vse tuje
ključe definirati znotraj modelov. Primer, za že omenjeni model Prediction,
je viden v kodi 4.11, kjer so definirani trije tuji ključi:
 Na model Fixture, kar pomeni, da je vsaka instanca tega modela odvi-
sna od instance modela Fixture (vrstice 1 do 3).
 Na model User, kar pomeni, da je vsaka instanca tega modela odvisna
od instance modela User (vrstice 4 do 6).
 Na model PredictionResult, kar pomeni, da vsaki instanci tega modela,
pripada instanca modela PredictionResult (vrstice 7 do 9).
01 | public function fixture () {
02 | return $this ->belongsTo('App\Fixture ', 'id_fixture ');
03 | }
04 | public function user() {
05 | return $this ->belongsTo('App\User', 'id_user ');
06 | }
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07 | public function predictionResults () {
08 | return $this ->hasOne('App\PredictionResult ', 'id_prediction '
);
09 | }
Koda 4.11: Model Prediction z definiranimi tujimi ključi.
Nekaterih ključev nismo mogli definirati preko modelov, zato smo jih izvedli
direktno na podatkovni zbirki. Z unikatnim ključem, prikazanim na sliki 4.3
smo zagotovili, da en uporabnik lahko za določeno tekmo odda natanko eno
napoved.
Slika 4.3: Unikatni ključ na tabeli predictions.
4.3 Predstavitev spletne aplikacije
Sledi predstavitev spletne aplikacije ter njenih funkcionalnosti. Poglavje je
razdeljeno na tri podpoglavja, ki so ločena glede na funkcionalnosti, ki jih
določena skupina uporabnikov lahko koristi.
4.3.1 Neregistrirani uporabniki
Neregistrirani uporabniki imajo najbolj okrnjen dostop do korǐsčenja funk-
cionalnosti. Ob prihodu na spletno stran, ki je prikazana na sliki 4.4, lahko
preverijo tekme za naslednji tekmovalni dan, najbolǰsih pet tekmovalcev
ter aktualne novice tekmovanja LP. Slika 4.5 pa prikazuje isto stran na
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napravi z manǰsim zaslonom. Novice, ki so prikazane na sliki 4.6, so av-
tomatsko osvežene s pomočjo vira RSS, ki je dostopen na spletni strani
https://www.uefa.com/rssfeed/uefachampionsleague/rss.xml.
Slika 4.4: Prva stran aplikacije.
Uporabnik ima dostop tudi do določenih podrejenih strani, do katerih
dostopa s kliki na gumb Več oziroma preko navigacijske vrstice:
 Navodila - uporabniki si lahko tukaj preberejo več o tekmovanju No-
stradamus, pravilih in pogojih uporabe.
 Informacije - tukaj so podatki o številu uporabnikov ter tekmoval-
cev, statistiki tekmovanja itd. Za lažjo predstavo informacij smo tukaj
uporabili knjižnico Charts, ki omogoča preprosto vizualizacijo podat-
kov z grafi. Primer grafa, ki ponazarja statistiko napovedi končnega
zmagovalca tekmovanja LP, je viden na sliki 4.7.
 Lestvica - uporabnik lahko preveri stanje tekmovanja Nostradamus,
število točk uporabnikov ter statistiko zadnjega tekmovalnega dne. Sliki
4.8 in 4.9 prikazujeta celotno statistiko, oziroma statistiko za izbranega
tekmovalca.
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Slika 4.5: Uporabnǐski vmesnik s spustnim menijem na mobilni napravi.
Slika 4.6: Novice, ki se osvežujejo z uporabo protokola RSS.
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 Prvenstvo, Rezultati in Ekipe - uporabnik si lahko prebere več o
stanju tekmovanja LP, statistiki ter ekipah, ki v tekmovanju nastopajo.
Slika 4.7: Graf, ki prikazuje statistiko napovedi končnega zmagovalca tekmo-
vanja LP.
Prijava in registracija
Vsak neregistriran uporabnik ima možnost registracije in kasneǰse prijave.
Sliki obrazca za prijavo in registracijo sta vidni na slikah 4.10 oziroma 4.11.
Za uspešno registracijo mora uporabnik vnesti geslo, ki ustreza že opisanim
zahtevam, uporabiti mora tudi unikaten elektronski naslov ter uporabnǐsko
ime. Uporaba večih profilov se smatra kot goljufanje.
Ob uspešni prijavi je uporabnik preusmerjen na stran s svojim profilom, po
uspešni registraciji pa je obveščen, da mora novo ustvarjenega uporabnika
potrditi preko elektronskega naslova.
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Slika 4.8: Prikaz pozicije uporabnikov na lestvici, njihovo skupno število točk
in statistiko zadnjega tekmovalnega dne.
Slika 4.9: Prikaz statistike za iskane tekmovalce. Podatki se sproti osvežujejo
glede na iskalni niz z uporabo tehnologije AJAX.
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Slika 4.10: Obrazec za prijavo v aplikacijo.
Slika 4.11: Obrazec za registracijo uporabnika.
4.3.2 Prijavljeni uporabniki
Po uspešni prijavi je uporabnik preusmerjen na svoj profil, ki ga lahko ureja
- doda lahko opis ter spremeni sliko profila. Primer je viden na sliki 4.12.
Poleg tega je obveščen o nenapovedanih tekmah, obvestilih skupin ter o pre-
jetih zasebnih sporočilih. Prikazana je tudi statistika uporabnika.
Uporabnik lahko preverja profile ostalih uporabnikov, njihove pretekle napo-
vedi ter z njimi komunicira preko zasebnih sporočil. Primer je viden na sliki
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Slika 4.12: Profilna stran uporabnika.
4.13.
Uporabnik ima do začetka tekmovanja možnost napovedi končnega zma-
govalca tekmovanja LP, kar mu lahko prinese pet točk. Obrazec, ki se zaklene
z začetkom tekmovanja, je viden na sliki 4.14. Z določitvijo parov za naslednji
krog tekmovanja LP, se uporabnikom odpre obrazec za napoved rezultatov.
Do obrazca lahko uporabnik dostopa preko svojega profila oziroma naviga-
cijske vrstice. Obrazec se zaklene ob začetku tekme. Na sliki 4.15 je prikazan
obrazec za oddajanje napovedi. Oddano napoved lahko potem uporabnik še
ureja do začetka tekme, ko se urejanje zaklene. Vsak uporabnik lahko ustvari
tudi interno tekmovanje. Na strani Skupine lahko kreira novo skupino ter
vanjo povabi tekmovalce. Uporabniki lahko povabilo sprejmejo, lahko pa ga
seveda tudi zavrnejo. Ustvarjeno interno tekmovanje je vidno samo uporab-
nikom, ki so člani te skupine. Lastnik lahko drugim članom določi admini-
stratorske pravice, jih iz skupine odstrani, oziroma celotno skupino izbrǐse.
Slika 4.16 prikazuje seznam skupin katerim pripada nek uporabnik, medtem,
ko slika 4.17 prikazuje pregled stanja v skupini.
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Slika 4.13: Uporabnik lahko sotekmovalcu pošlje zasebno sporočilo, preveri
njegove napovedi ter njegovo statistiko.
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Slika 4.14: Zaklenjen obrazec po začetku tekmovanja.
Slika 4.15: Primer obrazca, ko uporabnik lahko odda napoved.
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Slika 4.16: Pregled vseh skupin, katerih član je uporabnik.
4.3.3 Administratorski del
Za razvoj administratorskega dela spletne aplikacije smo v prvi iteraciji po-
rabili najmanj časa. Uporabnik, ki ima administratorske pravice, ima dostop
do obrazca, ki mu omogoča naslednje:
 Kreiranje novega tekmovalnega dne, kateremu določi datum začetka ter
stopnjo tekmovanja LP.
 Kreiranje parov, kjer določi ekipi, ki se bosta pomerili, čas začetka,
referenco na tekmovalni dan ter status tekme.
 Ob koncu tekme lahko administrator posodobi njen rezultat.
Kar nekaj časa smo posvetili razvoju prožilca, ki ob posodobitvi rezultata
tekme posodobi statistiko tekmovanja Nostradamus. Sprotno računanje le-
stvic, točk uporabnikov in njihovih pozicij na lestvici bi sistem močno obre-
menilo, zato smo ustvarili tabelo user data flow, ki hrani te podatke.
Prožilec, ki je viden v kodi 4.12, naredi naslednje:
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Slika 4.17: Pregled stanja v skupini.
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 Tekmi spremeni status na FT (vrstice 2 do 5), kar pomeni, da je tekma
zaključena.
 Zaključi tekmovalni dan, če so vse tekme tega tekmovalnega dne za-
ključene (vrstice 2 do 5).
 Vsem napovedim, ki so jih oddali tekmovalci, posodobi polje points, ki
hrani podatek, o številu točk za to napoved (vrstice 9 do 25).
 V tabelo user data flow za vsakega uporabnika vnese vrstico s podatki
o številu točk tega uporabnika, poziciji na lestvici ter statistiko za-
dnjega tekmovalnega dne (vrstice 29 do 63).
01 | SET @id_matchday = (SELECT id FROM matchdays m WHERE
finished = 0 LIMIT 1);
02 | UPDATE `matchdays `
03 | SET finished = 1
04 | WHERE id = @id_matchday AND (SELECT COUNT(id) FROM
fixtures WHERE id_matchday = @id_matchday) = (SELECT
COUNT(id) FROM fixtures WHERE id_matchday =
@id_matchday AND status = 'FT');
05 |
06 | SET @finished = (SELECT 1 FROM matchdays WHERE id =
@id_matchday AND finished = 1);
07 |
08 |
09 | UPDATE `predictions `
10 | SET points =
11 | CASE
12 | WHEN (NEW.home_score = prediction_home AND NEW.
away_score = prediction_away)
13 | THEN 3
14 | WHEN
15 | ((NEW.home_score > NEW.away_score AND prediction_home <
prediction_away)
16 | OR (NEW.home_score < NEW.away_score AND prediction_home
> prediction_away)
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17 | OR (NEW.home_score = NEW.away_score AND prediction_home
!= prediction_away)
18 | OR (NEW.home_score != NEW.away_score AND
prediction_home = prediction_away))
19 | THEN
20 | 0
21 | ELSE
22 | 1
23 | END
24 | WHERE NEW.id = id_fixture;
25 |
26 | IF @finished = 1 THEN
27 | SET @position = 0;
28 |
29 | INSERT INTO user_data_flow (
30 | id_user ,
31 | id_matchday ,
32 | points_total ,
33 | position ,
34 | points_matchday
35 | )
36 |
37 | SELECT
38 | a.id,
39 | @id_matchday ,
40 | a.total ,
41 | (@position := @position + 1) AS position ,
42 | b.points_matchday
43 | FROM (
44 | SELECT
45 | usr.id,
46 | usr.username ,
47 | SUM(pre.points) AS total
48 | FROM
49 | users usr
50 | LEFT JOIN predictions pre ON pre.id_user = usr.id
51 | WHERE usr.email_verified_at IS NOT NULL
52 | GROUP BY id_user , username
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53 | ORDER BY total DESC , username) AS a
54 |
55 | LEFT JOIN
56 | (SELECT pre.id_user , SUM(pre.points) as
points_matchday
57 | FROM predictions pre
58 | INNER JOIN fixtures fix ON pre.id_fixture = fix.id
59 | INNER JOIN matchdays mat ON fix.id_matchday = mat.id
60 | WHERE mat.id = (SELECT id FROM matchdays WHERE
finished = 1 ORDER BY id DESC LIMIT 1)
61 | GROUP BY pre.id_user) AS b ON a.id = b.id_user;
62 | END IF;
63 | END
Koda 4.12: Prožilec, ki se sproži ob posodobitvi rezultata tekme.
Poglavje 5
Testiranje in prehod v
produkcijsko okolje
V tem poglavju je predstavljeno testiranje delovanja spletne aplikacije in
kasneǰsi prehod v produkcijsko okolje. Poleg tega so opisani koraki, s katerimi
smo zagotovili čim vǐsjo stopnjo varnosti sistema.
5.1 Testiranje
Pred prehodom v produkcijsko okolje je bilo potrebno zagotoviti, da spletna
aplikacija deluje pravilno, preverili pa smo tudi, da je možnost zlorabe sis-
tema minimalna.
Najprej smo testirali delovanje končnih točk. Tukaj smo uporabili različne
brskalnike, s čimer smo se prepričali, da bodo uporabniki lahko koristili vse
funkcionalnosti spletne aplikacije na različnih napravah in brskalnikih. Za
potrebe brskalnika Internet Explorer so bili potrebni manǰsi popravki.
Za testiranje določenih končnih točk smo uporabili orodje Postman. Z orod-
jem smo poskusili izvesti različne napade in s tem preveriti naslednje varno-
stne ukrepe:
 Uporaba SSL protokola.
 Zaščita pred SQL injekcijami z uporabo pripravljenih SQL stavkov.
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 Zaščita pred XSS napadi (angl. Cross-site scripting) z uporabo žetona
CSRF, katerega uporaba je preprosta z uporabo ogrodja Laravel.
Ko smo se prepričali, da so možnosti za zlorabo sistema minimalne, smo bili
pripravljeni za prehod v produkcijsko okolje.
5.2 Produkcijsko okolje
Pred prehodom v produkcijsko okolje smo poskrbeli še za pravilno implemen-
tacijo uredbe GDPR. To smo uredili z uporabo generatorja splošne uredbe
EU o varstvu podatkov, ki je prosto dosegljiva na spletni strani https:
//www.cookiepolicygenerator.com.
Pri ponudniku spletnih gostovanj smo zakupili domeno ter gostovanje. Z
uporabo orodja cPanel smo nato nastavili vse konfiguracijske spremenljivke,
tako da je bil sistem na produkcijskem strežniku identičen tistemu na lokal-
nem. Z orodjem phpMyAdmin smo izvozili podatkovno zbirko in jo nato
uvozili na produkcijski strežnik. Z uporabo orodja FileZilla smo še prenesli
vse datoteke.
S tem je bila spletna stran dosegljiva na naslovu http://nostradamus.
club. Privzeto je ves promet potekal preko nezavarovane povezave, zato
smo uredili konfiguracijsko datoteko .htaccess, tako, da je ves promet začelo
preusmerjati preko protokola SSL. Spletna stran je sedaj tako dostopna na
spletnem naslovu https://nostradamus.club.
5.2.1 Rezultati tekmovanja Nostradamus LP
Nogometno klubsko tekmovanje Lige prvakov se je pričelo 18. septembra
2018, to pa je tudi pomenilo začetek tekmovanja Nostradamus LP. Dva dneva
pred začetkom smo objavili reklamo za tekmovanje na socialnem omrežju Fa-
cebook ter na spletni strani Kluba študentov Poljanske doline, ki je dostopna
na spletnem naslovu http://klub-kspd.si/. Skupno se je do začetka tek-
movanja prijavilo 47 tekmovalcev. Izmed prijavljenih jih 10 tekmovanja ni
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zaključilo, kar smo pričakovali, saj smo opozorila za napovedi pošiljali bolj
poredko, poleg tega pa končne nagrade niso bile dovolj velika motivacija za
redno sodelovanje. Kljub temu je bilo do zaključka tekmovanja, 1. junija
2019, oddanih 616 napovedi izidov tekem in 37 napovedi končnega zmago-
valca, kar za prvo iteracijo tekmovanja smatramo kot uspeh.
Uporabniki, ki so podali povratne informacije, so pohvalili predvsem pre-
prostost uporabe uporabnǐskega vmesnika ter hitro posodabljanje rezultatov.
Prav tako jim je bila všeč možnost ustvarjanja internega tekmovanja. Večina
uporabnikov je pogrešala sprotno obveščanje o prihajajočih tekmah ter vǐsji
denarni sklad za najbolǰse tekmovalce. S pomočjo povratnih informacij smo
lažje definirali zahteve za razvoj naslednje iteracije spletne aplikacije.
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Poglavje 6
Sklepne ugotovitve
Cilj diplomske naloge je bil implementacija spletne aplikacije, kjer uporabniki
lahko pokažejo svoje športno znanje z oddajo napovedi izidov prihajajočih
tekem določenega športnega tekmovanja. Tekom izdelave smo implemen-
tirali večino načrtovanih funkcionalnosti, je pa pri tem prǐslo do manǰsih
sprememb. Spletna aplikacija omogoča uporabniku pregled prihajajočih ter
preteklih tekem športnih tekmovanj, pregled stanja tekmovanja Nostrada-
mus in športnih novic. Poleg tega se lahko vsak uporabnik registrira in
nato prijavi, s čimer mu je omogočen nastop v tekmovanju Nostradamus.
Tekmovanje omogoča napoved končnega zmagovalca ter tekem določenega
športnega tekmovanja, pregled uporabnǐskih profilov ter ustvarjanja inter-
nega tekmovanja. Prav tako je bil ustvarjen administratorski vmesnik, ki
je pripomogel k bolǰsemu pregledu nad spletno aplikacijo ter večji hitrosti
osveževanja aktualnega stanja. V produkcijsko okolje smo postavili spletno
aplikacijo v slovenskem jeziku, ki omogoča nastopanje v tekmovanju Nostra-
damus Lige prvakov. Tekmovanje, ki se je pričelo 18. septembra 2018, je bilo
uspešno zaključeno 1. junija 2019.
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6.1 Nadaljnji razvoj
Zaradi pozitivnega odziva s strani uporabnikov, smo se odločili za razvoj
naslednje iteracije spletne aplikacije. S pomočjo izkušenj, ki smo jih prido-
bili v času razvoja ter s povratnimi informacijami uporabnikov, smo določili
naslednje nadgradnje:
 Pridobitev sponzorjev, s katerim bomo lahko omogočili izplačilo nagrad
najbolǰsim tekmovalcem.
 Prevod spletne aplikacije v tuje jezike, za začetek v angleščino.
 Izbolǰsava uporabnǐskega vmesnika z uporabo napredneǰsega ogrodja
za ospredje.
 Nadgradnja administratorskega vmesnika za bolǰsi pregled nad doga-
janjem.
 Dodajanje funkcionalnosti, ki bi omogočala obveščanje preko elektron-
ske pošte o prihajajočih tekmovalnih dneh.
 Razvoj mobilne aplikacije.
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