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Abstrakt
Práce se zabývá návrhem knihovny pro vývoj aplikací pro mikrokontroléry nezávisle na cí-
lové platformě. Po stručném shrnutí stávající situace je rozebírán návrh architektury, která
umožní zakrýt specifika různých modelů MCU a poskytnout jednotné API pro jejich ovlá-
dání. Dále jsou definovány požadavky na funkčnost a chování jednotlivých modulů, které
knihovna umožňuje obsluhovat. Tato sekce je následována popisem technik využitých při im-
plementaci jakožto i specifika vybraných platforem. V závěru práce nastiňuje směr, kterým
by se mohl ubírat další vývoj.
Abstract
This project describes a concept of a library architecture that will enable to hide platform-
specific behaviour of different MCUs under an united API that will enable the developers
to develop portable applications. After a short summary of the current situation, the report
describes the main principles of the library-to-be followed by definitions of behaviour of
each module that can be controlled using the library. Then this report describes techniques
usen in the implementation and platform specifics. In the conclusion there is an idea of the
direction in which the development could continue.
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Kapitola 1
Úvod
Tato práce si klade za cíl návrh a implementaci knihovny pro mikrokontroléry, která umožní
programátorovi vyvíjet software takovým způsobem, aby bylo možné jednoduše změnit mo-
del MCU, aniž by bylo nutné významně zasahovat do kódu samotného programu (ideálně
vůbec), případně aby při vývoji aplikace programátor vůbec nemusel cílový model MCU
znát. Druhým cílem je vytvořit programovací rozhraní snadné a příjemné na použití, ale při
zachování širokých možnosti konfigurace ovládaných periferií.
V úvodu práce stručně shrnuje aktuální situaci mezi knihovnami pro abstrakci nad mi-
krokontroléry, následuje kapitola 3 popisující principy využité při návrhu. V kapitole 4 jsou
pak definovány požadavky na chování jednotlivých modulů mikrokontroléru ovládaných kni-
hovnou.
Dále jsou v kapitole 5 rozebrány techniky, které byly použity při implementaci samotné
knihovny. Jsou popsány jak obecné principy, tak specifika daných platforem.
V závěru je nastíněn směr, kudy by bylo možné směřovat další vývoj.
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Kapitola 2
Existující řešení
Podobné cíle jako tato práce si vytyčilo několik již existujících projektů, jako například
CMSIS [10], MCAL [25], mbed [23] nebo Wiring [20]. Od knihovny, která je předmětem této
práce (dále jen knihovna) se ale liší v několika podstatných ohledech.
Největší rozdíl oproti knihovně vyvíjené v tomto projektu je v úzkém zaměření všech
zmiňovaných knihoven. Dvě z nich se zaměřují na mikrokontroléry založené na čipech ARM
(CMSIS a mbed), třetí (MCAL) na MCU používané v automobilovém průmyslu. O této
knihovně navíc neexistuje mnoho volně dostupných informací. Poslední jmenovaná knihovna
(Wiring) se snaží vytvořit API, které je vhodné pro rychlý vývoj prototypů, nicméně svou
jednoduchostí zakrývá možná až příliš důležitých detailů mikrokontroléru.
Vyvíjená knihovna se naopak snaží být co nejuniverzálnější z hlediska škály podporo-
vaných rodin MCU a poskytnout programátorovi rozhraní, které by bylo dobře použitelné,
nekladlo do cesty zbytečné překážky, ale zároveň poskytovalo dostatek možností pro jemné
vyladění výsledné aplikace.
2.1 CMSIS
Následující podkapitola se bude odkazovat na dokumentaci knihovny CMSIS [12], nebude-li
uvedeno jinak. Tato dokumentace je dostupná ke stažení přímo ze stránek ARM Ltd. [11]
po registraci.
CMSIS –Cortex Microcontroller Software Interface Standard je knihovna/standard pro
abstrakci nad hardware pro MCU stavící na jádrech ARM Cortex-M. Kromě přístupu k sa-
motnému jádru Cortex-M definuje rozhraní pro vývoj ovladačů různých zařízení (USB, SPI,
UART, Ethernet) a prostředky pro abstrakci nad RTOS, je-li použit. Také nabízí rozhraní
pro lepší integraci s vývojovými prostředími (IDE), ať už se jedná o rozhraní pro debugger
nebo podporu pro GUI nástroje pro konfiguraci různých parametrů vyvíjeného softwaru.
Každý výrobce čipů, který implementuje tuto architekturu, pak tuto knihovnu imple-
mentuje na konkrétním modelu MCU–poskytne kód pro inicializaci MCU a implementuje
ovladače zařízení, která jsou přítomna na čipu.
CMSIS kromě rozhraní pro ovladače také poskytuje nízkoúrovňové (tzv. intrinsic) funkce,
které jsou v podstatě mapováním instrukcí do C API, a prostředky pro přístup ke specifickým
registrům jádra apod.
Tato knihovna má tedy širší záběr než knihovna, která bude vyvíjena v této práci,
co se týká aspektů vývoje software, které jsou jejím rozhraním pokryty – od rozhraní pro
IDE až po nízkoúrovňové funkce, které jsou překládány 1:1 do strojového kódu. Na druhou
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stranu, co se týká množstvím rodin MCU, která by mohla být knihovnou podporovaná,
je daleko více specializovaná – je šitá na míru mikrokontrolérům s jádrem ARM Cortex-M
a implementovat její rozhraní na mikrokontroléru používajícím jiné výpočetní jádro by bylo
v podstatě nemožné.
Tato knihovna je šířena pod vlastní velice permisivní licencí (je povoleno šíření jak
binárního, tak zdrojového kódu i s možnými úpravami).
2.2 mbed
Knihovna mbed [23] staví na CMSIS a poskytuje vysokoúrovňovou abstrakci nad čipem.
Poskytuje abstraktní rozhraní pro ovládání jak periferních zařízení MCU, tak nejrůznějších
zařízení připojených k čipu externě. Jelikož staví na CMSIS, jak už bylo zmíněno, je pokrytí
této knihovny omezeno také pouze na mikrokontroléry založené na jádře Cortex-M. Tato
knihovna také poskytuje rozhraní pro jazyk C++.
Mbed však není pouze softwarová knihovna; v rámci tohoto projektu je vyvíjeno i online
integrované vývojové prostředí umožňující vývoj aplikací bez nutnosti instalovat vývojový
software – krom webového prohlížeče a registrace na stránkách projektu nejsou vyžadovány
žádné další kroky.
Tento projekt také poskytuje registrovaným uživatelům místo pro jejich repozitáře s kó-
dem, které se integrují s webovým IDE a umožňují užvatelům jednoduše sdílet kód s ostat-
ními a spolupracovat na projektech.
Mbed je vyvíjena, stejně jako CMSIS, společností ARM Ltd. [24] a její zdrojové kódy
jsou uvolněny pod licencí Apache verze 2.0 [7].
2.3 MCAL
MCAL [25, 26, 27], je knihovnou pro abstrakci nad mikrokontroléry firmy Renesas pro
použití v automobilovém průmyslu. Poskytuje rozhraní pro ovládání periferních jednotek
apod. a zajišťuje integraci produktů firmy Renesas s platformou AUTOSAR [14], která mj.
usiluje o standardizaci rozhraní mezi HW a SW pro účely automobilového průmyslu, aby
byla zajištěna možnost update obou těchto složek systému.
Další informace jsou firmou Renesas poskytovány pouze na vyžádání prostřednictvím
formuláře dostupného přes webové stránky firmy.
2.4 Wiring
Projekt Wiring [20] je dalším, který se snaží o abstrakci nad MCU, tentokráte se zaměřením
na co nejjednodušší použití i méně pokročilými programátory a co nejrychlejší vývoj proto-
typu software, resp. v kombinaci s podporovaným HW prototypu celého zařízení (v originále
nazývané „sketching with hardware“). Aby bylo použití knihovny maximálně zjednodušeno,
definuje tento projekt i vlastní programovací jazyk odvozený od C++ a obsahuje i vlastní
vývojové prostředí.
Jedinou rodinou mikrokontrolérů podporovanou touto knihovnou jsou osmibitová MCU
AVR, avšak na wiki projektu je poznámka o vývoji podpory pro mikrokontroléry postavené
na jádrech ARM Cortex-M [5]. Poznámka „coming soon“ je však téměř tři roky stará a ani
kód v repozitáři projektu nijak nenaznačuje, že by byla tato podpora aktivně vyvíjena.
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Na této knihovně/projektu však staví vývojové prostředí pro vývojový přípravek Arduino
[9], nicméně stále jsou podporovány pouze mikrokontroléry firmy Atmel.
2.5 Aseba
Primárním cílem tohoto projektu [4] je poskytnout modulární platformu pro programování
robotů, nicméně využívá zajímavý koncept pro abstrakci nad použitým MCU a k němu
připojených modulů.
Tento projekt využívá virtuálního stroje, který je spuštěn na MCU a provádí interpretaci
bytekódu, do nějž jsou aplikace překládány. Navíc programátor používá pro psaní aplikací
velice jednoduchý programovací jazyk vytvořený speciálně pro tento účel. Celý tento systém
poskytuje velice vysokou úroveň abstrakce – údaje ze senzorů jsou programátorovi přístupné
pomocí předdefinovaných proměnných, které jsou virtuálním strojem automaticky aktuali-
zovány a pro ovládání různých výstupů (LED, motory apod.) jsou k dispozici jednoduché
ovládací funkce.
Nevýhodou tohoto přístupu je poměrně velká režie virtuálního stroje, která je ještě
umocněna nedostatkem zdrojů na mikrokontroléru.
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Kapitola 3
Principy a architektura
Aby bylo dosaženo maximální portability aplikací napsaných s využitím knihovny, která
je předmětem této práce, bylo rozhodnuto, že bude programátor v co největší možné míře
odstíněn od specifik daného MCU. Toho je dosaženo pomocí programátorského modelu
obecného mikrokontroléru, který je implementován v knihovně nad samotným fyzickým
MCU. Knihovna tedy kompletně zakrývá vnitřní strukturu konkrétního MCU a místo toho
nabízí programátorovi API vyšší úrovně abstrakce.
Nejedná se však o implementaci virtuálního stroje nad daným MCU, který by poté
cílový program interpretoval, jako se jedná např. v projektu Aseba [1], ale o knihovnu, která
je běžným způsobem kompilována a linkována k programu. Knihovna je navržena pro běh
přímo na cílovém procesoru bez operačního systému (i když by ji bylo možné pro použití
pod operačním systémem upravit).
3.1 Programovací jazyk
Jako programovací jazyk byl vybrán jazyk C, jakožto nejrozšířenější jazyk pro programování
MCU s nejlepší podporou v kompilátorech. Některé části knihovny, které závisí na konkrétní
platformě jsou, je-li to nutné, psány přímo v jazyce symbolických instrukcí dané platformy,
nicméně programátor-uživatel knihovny by jazyk symbolických instrukcí používat neměl.
Bylo také zvažováno použití jazyka C++ zejména proto, že obsahuje podporu šablon,
které by mohly být dobře využitelné pro efektivní implementaci některých částí/modulů,
jelikož vyhodnocení/instanciace šablon probíhá jíž při překladu. Nicméně limitujícím fak-
torem pro použití tohoto jazyka je malá kapacita pamětí (operační i programové) velkého
množství mikrokontrolérů.
3.2 Jazyk implementace a dokumentace
Aby bylo možné výsledky této práce zveřejnit širšímu publiku, bylo rozhodnuto využít an-
gličtiny jako jediného jazyka jak pro implementaci (pojmenování proměnných, funkcí atd.),
tak pro dokumentaci (komentáře, generovaná dokumentace, diagramy . . . ). Anglicky jsou po-
psány i diagramy vysvětlující různé aspekty fungování knihovny, které se vyskytují v textu
této zprávy, aby byla zajištěna konzistence pojmenování v diagramech a korespondujících
částí knihovny. Nicméně jazykem této práce je čeština a proto je na jejím konci uveden
slovníček s překlady jednotlivých pojmů tak, jak jsou v tomto textu používány.
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3.3 Vybrané modely MCU
Zadání práce ukládá implementaci knihovny pro několik rodin MCU. Při jejich výběru byly
brány v potaz zejména následující skutečnosti:
1. Bylo by vhodné podporovat modely MCU použité na přípravcích FITKit [34] a Mi-
nerva [15], které jsou využívány k výuce na FIT VUTBR. Pro přípravek FITKit je
k dispozici množství ukázkových aplikací, které bude potřeba portovat na přípravek
Minerva. Je tedy žádoucí, z hlediska udržovatelnosti těchto ukázkových aplikací, aby
existovala jen jedna verze jejich kódu, která bude přeložitelná pro obě tyto platformy
bez nutnosti úprav.
2. Podporované rodiny MCU by měly sdílet co nejvíce společných rysů, aby mohla být
implementace knihovny co nejefektivnější bez nutnosti softwarové emulace chybějící
nebo odlišné funkcionality. Na druhou stranu by knihovna měla být co nejuniverzál-
nější, tzn. mělo by ji být možné portovat na co nejširší spektrum rodin MCU.
3. Vybrané rodiny MCU by měly být dostupné v běžném prodeji.
4. Pro vybrané rodiny MCU by měla existovat verze překladače GCC, jelikož knihovna
spoléhá na některá GNU rozšíření jazyka C (jmenovitě __attribute__((weak)) pro de-
finice výchozích implementací obslužných funkcí událostí – viz podkapitola 3.5.4).
Podle výše uvedených kritérií byly vybrány následující rodiny MCU:
• MSP430 – nízkopříkonový 16bit mikrokontrolér firmy Texas Instruments použitý v pří-
pravku FITkit [32] , zastoupený modelem MSP430F2617 [29].
• Kinetis K60 – nízkopříkonový 32bit mikrokontrolér založený na jádře ARM Cortex-M4
vyráběný firmou Freescale Semiconductor, zastoupený modelemMK60DN512ZVMD10
[19], použitý v přípravku Minerva [15].
• AVR ATmega – levný 8bit MCU vyráběný firmou Atmel, reprezentovaný modelem
ATMEGA32U4 [13].
3.4 Programátorský model MCU
Model MCU prezentovaný programátorovi je schematicky znázorněn na obrázku 3.1. Kni-
hovna předpokládá použití MCU s jedním výpočetním (CPU) jádrem. Dále se v MCU
nacházejí funkční jednotky jednotlivých periferií. V systému může existovat více instancí
některých jednotek (více AD převodníků, jednotek SPI apod.). Tyto jednotky jsou k proce-
sorovému jádru připojeny společným datovým propojením.
Druh tohoto datového propojení není knihovnou blíže specifikován a je dán konkrétním
typem MCU. Může se jednat o sdílenou sběrnici, ale třeba také o křížový přepínač. Obecně
nemusí být možná komunikace více jednotek mezi sebou zároveň. Toto propojení je však
používáno zejména CPU pro komunikaci s jednotlivými funkčními jednotkami, tzn. čtení
a zápis dat z/do jejich registrů. Za určitých okolností mohou spolu jednotky komunikovat
i bez účasti CPU (typicky v případě DMA). Nicméně programátor nikdy neovládá toto
propojení přímo, pouze může být v některých případech omezen jeho vlastnostmi.
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Obrázek 3.1: Programátorský model MCU.
Dále modelový mikrokontrolér obsahuje rozvody hodinového signálu. Tyto rozvody jsou
řízeny jednotkou generátoru hodinového signálu (v obrázku 3.1 označeného jako „Clock Ge-
nerator“), která je hlavním zdrojem hodinového signálu v systému. Jednotlivé periferní jed-
notky mohou mít v některých případech možnost výběru nezávislého zdroje hodin, většinou
však využívají společný hodinový signál generovaný tímto modulem. Programátorský model
rozvodů hodin je společně s funkčností jednotky generátoru hodinového signálu předmětem
podkapitoly 4.9.
Modely a funkce periferních jednotek jsou podrobně rozebrány v kapitole 4.
3.5 Softwarové rozhraní (API)
Knihovna jako taková je dělena do modulů podle jednotlivých funkčních jednotek – každá
jednotka má své funkce, konstanty, proměnné a další objekty umístěné v samostatném mo-
dulu.
Každý tento modul je dále rozdělen na dvě vrstvy. Vyšší vrstva definuje rozhraní nezávislé
na platformě, které je přístupné programátorovi, kdežto nižší vrstva, jejichž služeb vyšší
vrstva využívá, je závislá na konkrétním použitém modelu MCU. Jelikož knihovna obecně
nezachovává binární kompatibilitu rozhraní mezi jednotlivými modely MCU (což ani není
možné z důvodu rozdílných architektur jejich jader), musí být program, který ji využívá
přeložen pro každý podporovaný model MCU zvlášť ze zdrojových kódů.
3.5.1 Konvence pojmenování
Názvy všech prvků knihovny (proměnné, funkce, moduly, makra . . . ) jsou tvořeny podle
jednoduchého schématu, aby se zamezilo kolizím jmen mezi jednotlivými moduly a tím
i různým komplikacím při překladu nebo dokonce běhu programu. Všechny názvy začínají
zkratkou modulu, v němž jsou definovány. Kompletní schéma pojmenování následuje:
• Lokální proměnné: Název je anglické substantivum, psán malými písmeny, popisuje
účel proměnné.
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Obrázek 3.2: Struktura knihovny.
• Globální proměnné, konstanty a makra: Název psán kapitálkami, prefixován zkrat-
kou modulu a podtržítkem, následuje samotný název. Ten je tvořen anglickým sub-
stantivem, v případě funkčních maker se může jednat o anglické sloveso. Globální
proměnné, které jsou identifikátory jednotlivých zařízení se skládají pouze z prefixu
modulu a čísla – např. ADC0, který by označoval první AD převodník.
• Makra popisující stav podpory vlastností (features) se řídí pravidly pro pojmenování
maker a navíc se před jejich název přidává předpona „F_“, např. F_CPU_FPU indikující
hardwarovou podporu floating-point operací, definováno v modulu CPU.
• Funkce jsou pojmenovány anglickými substantivy nebo slovesy a prefixovány zkratkou
modulu a podtržítkem, např. adc_oneshot(). Funkce vracející pravdivostní hodnotu
(bool) obsahují za prefixem modulu „is“, např. adc_isbusy(). Obslužné funkce událostí
obsahují analogicky prefix „on“ (adc_oncomplete()).
• Názvy datových typů jsou psány malými písmeny, prefixovány názvem modulu po-
dobně, jako funkce a navíc je k jejich názvu připojen sufix „_t“, např. gpio_pin_name_t.
Jedná-li se o datový typ mající za úkol popsat instance periferní jednotky, aby bylo
možno rozlišit např. mezi jednotlivými instancemi AD převodníku, pak se název tohoto
datového typu skládá jen z prefixu modulu a přípony „_t“ (adc_t,pwm_t . . . ).
• Všechny názvy začínající znakem podtržítka jsou rezervovány pro interní použití
v knihovně.
3.5.2 Globální prostředí
Knihovna definuje množství globálních konstant a proměnných obsahujících různé infor-
mace. Patří mezi ně zejména informace o rodině konkrétního MCU, typu jeho pouzdra,
označení jeho modelu, datové šířce jeho ALU (8bit, 16bit, 32bit . . . ), jeho „endianess“ (little-
endian/big-endian), stav hardwarové podpory výpočtů v plovoucí řádové čárce – viz podka-
pitola 3.5.3.
Dále jsou tam, kde je to vhodné, globálně dostupné tzv. „device handles“ neboli definice
nebo spíše identifikátory, samotných funkčních jednotek, které jsou využívány při voláních
jejich obslužných funkcí. Navíc každý modul může definovat své globálně dostupné infor-
mace. A v neposlední řadě jsou globálně dostupné jednotlivé funkce pro práci s těmito
periferiemi.
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3.5.3 Features
Jelikož jsou jednotlivé platformy poměrně značně rozdílné a podporují různou funkcionalitu,
bude zajisté nutné nějakým způsobem zjistit, zda je nebo není požadovaná funkce dostupná
a podle toho přizpůsobit chování programu.
Aby bylo možné v kódu aplikace testovat stav podpory určité funkčnosti MCU, byly
zavedeny tzv. „features“ neboli vlastnosti. Jedná se v podstatě o definované konstanty, které
indikují stav podpory určité vlastnosti nebo funkčnosti. Dále knihovna obsahuje prostředky,
kterými lze tento stav podpory jednoduše testovat. Je tedy možno napsat aplikaci, která
bude obsahovat bloky kódu podmíněně kompilované podle zjištěných vlastností MCU. Tímto
je zajištěno, že aplikace bude moci upravit své chování podle vybrané platformy, aniž by
bylo nutno do ní zasahovat. Stav podpory určité vlastnosti může být jedna z následujících
možností:
• Nativní: Daná vlastnost je implementována přímo pomocí specializovaného hardwaru.
• Emulovaná: Specializovaný hardware není k dispozici, ale funkčnost je emulovaná kni-
hovnou.
• Bez podpory: Vlastnost není podporována vůbec.
3.5.4 Události
Jako abstrakce nad systémem správy přerušení byly vytvořen koncept událostí (events).
Jedná se o abstraktní pojem, který označuje splnění nějaké podmínky a spuštění příslušného
obslužného podprogramu. Událost jako taková není explicitně modelována.
Knihovna rozlišuje dva typy událostí, které se liší načasováním spuštění svého obslužného
podprogramu. Prvním typem jsou běžné události, při jejichž výskytu (při splnění jejich
podmínky) se jen nastaví příznak, typicky v registru některé periferie, a po teprve po volání
funkce doevents() v hlavní smyčce programu je vyvolána obsluha této události.
Druhým typem jsou tzv. immediate events neboli bezprostřední události, jejichž obslužné
podprogramy jsou volány ihned v okamžiku výskytu dané události a nečeká se na explicitní
volání doevents() v hlavním cyklu. Pro dosažení nižší režie a tím i rychlejší reakce na událost
není při jejím výskytu volána funkce doevents(), ale rovnou konkrétní obslužná rutina.
Obecně se nelze spolehnout na to, že obsluha události bude vyvolána v nějakém kon-
krétním okamžiku, ať už se jedná o běžnou nebo bezprostřední událost. Některé události
mohou být navíc na jedné platformě implementovány jako bezprostřední, zatímco na jiné
platformě mohou být běžné, typicky v případě, že daný mikrokontrolér neumožňuje vyvolat
přerušení indikující splnění podmínky události. Při překladu knihovny se lze definováním
makra ENABLE_IMMEDIATE_EVENTS rozhodnout, zda aktivovat podporu pro tyto bezprostřední
události (pro detaily viz podkapitolu 3.5.6).
Některé události jsou však dostupné pouze jako bezprostřední, např. některé události
v modulu PWM, kdy je správné načasování nutné pro správnou funkci programu. Takové
události jsou vždy v dokumentaci explicitně označeny.
Pro využití systému událostí je po programátorovi-uživateli knihovny požadováno něko-
lik kroků.
1. Programátor musí definovat obslužné podprogramy událostí, na něž má program rea-
govat.
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2. Dále je potřeba definovat funkci doevents(). Tato funkce by neměla obsahovat nic ji-
ného, než volání funkcí xx_doevents(), kde xx jsou prefixy modulů, ze kterých chce
programátor zpracovávat události. Tato funkce nemusí být definována, pokud chce
programátor využívat pouze bezprostřední události. Je však potřeba vzít v úvahu, že
na některých platformách mohou být některé události implementovány jako bezpro-
střední, zatímco na jiných jako běžné.
3. Funkce doevents(), je-li definována, musí být volána periodicky z hlavní smyčky pro-
gramu.
4. Pro využití bezprostředních událostí musí být při překladu knihovny definováno makro
ENABLE_IMMEDIATE_EVENTS.
3.5.5 Podpora volby MCU a desky
Knihovnu je možno přeložit pro několik cílových platforem. Aby bylo možno zvolit pro
kterou, byla knihovna rozdělena do adresářů podle platforem a při překladu jsou nastaveny
příslušné proměnné prostředí a parametry překladače tak, aby vyhledával hlavičkové soubory
a přeložené moduly v adresářích odpovídajících zvolené platformě. Podrobným popisem se
zabývá podkapitola 3.5.6.
3.5.6 Build system
Pro sestavení knihovny byl vybrán GNU Make jakožto nepsaný standard mezi nástroji pro
automatizaci překladu. Dále bylo napsáno několik souborů Makefile, které zabezpečují pře-
klad a poskytují programátorovi aplikace několik důležitých informací – cesty k adresáři kni-
hovny a různým důležitým souborům, seznam modulů, které je potřeba linkovat k programu
a v neposlední řadě také parametry, které mají být předány kompilátoru.
Knihovna také poskytuje tyto informace prostřednictvím souboru app_include.mk pro-
gramátorovi píšícímu aplikaci, která knihovnu využívá. Tomu pak stačí ve svém Makefile
definovat několik proměnných a poté pomocí include vložit zmiňovaný soubor.
Jedná se o proměnné APPDIR, která ukazuje na adresář, v němž bude hledán konfigu-
rační hlavičkový soubor, TOOLCHAIN která definuje toolchain, který bude použit při překladu,
a MCUMODEL a BOARD které určují pro jakou platformu budou knihovna a program překládány.
Použitím výše uvedeného souboru v Makefile zároveň nastaví proměnné CFLAGS a LDFLAGS na
hodnoty nutné ke správnému překladu knihovny. Při jejich nastavování či upravování jejich
hodnot je z tohoto důvodu třeba dbát zvýšené opatrnosti. Také budou dostupné následující
cíle pro make:
• libmcu Pro překlad knihovny podle aktuální konfigurace.
• libmcu-clean Slouží pro vymazání výsledků předchozích překladů knihovny.
• printconfig Tento cíl vypíše aktuální konfiguraci knihovny.
• lismcus Vypíše seznam podporovaných MCU.
• listboards Seznam podporovaných DPS.
Dále programátor musí vytvořit hlavičkový soubor pojmenovaný podle následujícího
schématu: config_<MCUMODEL>_<BOARD>.h, který bude obsahovat definice důležitých symbolů
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specifických pro danou platformu vyžadovaných knihovnou, zejména se jedná o konfigu-
raci různých referenčních napětí, frekvence oscilátoru, povolení bezprostředních událostí
(viz podkapitolu 3.5.4) apod. Příklad takového konfiguračního souboru je součástí knihovny
(config_example.h).
Typický překlad programu se poté sestává z volání dvou příkazů – make libmcu pro přelo-
žení knihovny následovaného make pro překlad vlastní aplikace. Oba tyto příkazy jsou volány
z adresáře aplikace.
3.5.7 Mapování názvů pinů
Jelikož je vnitřní zapojení každého mikrokontroléru odlišné, musí knihovna, je-li jejím cílem
zakrýt rozdíly mezi jednotlivými MCU, definovat vlastní schéma pojmenování vývodů. Jsou
definovány následující skupiny názvů, z nichž si programátor může při vývoji aplikace vybrat
podle potřeby:
• fyzické: Vývody jsou pojmenovány číslem podle jejich pořadí na pouzdře. Například
P14, P28 apod. Toto schéma je výhodné, je-li potřeba zachovat kompatibilitu s již
existující DPS. Na druhou stranu tot přináší riziko nutnosti zásahu do kódu aplikace,
bude-li mít MCU, na který bude aplikace portována odlišné vnitřní zapojení vývodů
k funkčním jednotkám.
• funkční: Pojmenování je založeno na funkci vývodu, např. PVCC, PIRQ, ADC_PCH5 . . . Tyto
názvy je vhodné použít, lze-li při případné výměně MCU snadno upravit motiv DPS.
Jelikož je toto pojmenování založeno na funkci vývodu a nikoliv na jeho pozici na
pouzdře, má každý jednotlivý model MCU tyto vývody rozmístěny jinak. Jeden vý-
vod může mít i několik funkčních názvů, existuje-li možnost výběru funkce pro tento
vývod. Tyto názvy jsou definované převážně v modulech definujících rozhraní pro práci
s jednotlivými funkčními jednotkami a každá funkční jednotka definuje vlastní názvy,
protože pro ovládání stejného vývodu mohou být v různých modulech potřeba různé
hodnoty (zapisované např. do registrů periferií). Například hodnoty konstant GPIO_P10
a ADC_P10 nemusí být stejné, je-li to nutné pro ovládání vývodu číslo 10.
• podle desky: Toto schéma definuje názvy vývodů tak, jak jsou zapojeny na DPS. Kni-
hovna umožňuje vytvořit mapování mezi výše uvedenými kategoriemi názvů a názvy
vývodů tak, jak je určil vývojář desky plošných spojů. Toto je umožněno skrze me-
chanismus výběru desky – viz sekce 3.5.5. Příklad takového názvu je např. LED1, BTN_OK
apod.
3.5.8 Identifikátory zařízení
Jak bylo zmíněno výše, na čipu může být přítomno více zařízení stejného druhu. Aby bylo
možno mezi jednotlivými instancemi stejného druhu rozlišit, nabízely se dvě možnosti.
1. Pro každou instanci zařízení vytvořit samostatnou sadu funkcí, které jej budou ovlá-
dat. Tyto funkce by např. byly číslovány podle toho, kterou instanci zařízení by ovlá-
daly – např. tmr0_start(), tmr1_start() by ovládaly spouštění prvního, resp. druhého
časovače. Toto řešení má výhodu v tom, že je možné, aby byly jednotlivé instance
zařízení poměrně značně odlišné, protože každá může být ovládána jiným obslužným
kódem. Na druhou stranu, budou-li instance jednotlivých zařízení velmi podobné (což
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je častější), obsahoval by kód knihovny v podstatě zduplikované funkce pouze s mi-
nimálními změnami, což není vhodné z hlediska udržovatelnosti kódu. Navíc by se
tento duplicitní kód objevil i v přeloženém programu, což zase není optimální z hle-
diska obsazené programové paměti. Nabízí se možnost sloučit ovládání podobných
zařízení do jedné obecnější funkce, která bude volána z funkcí specializovaných a zlep-
šit tak udržovatelnost kódu. To však přímo vede na variantu 2. Navíc bude ve výsledku
v přeloženém programu kód této obecnější funkce buď rozkopírován na místa, odkud
probíhá volání nebo bude ve specifických funkcích další volání této obecné funkce, což
přidává další režii při běhu programu.
2. Vytvořit jen jednu sadu ovládacích funkcí, které budou očekávat jako jeden ze svých
parametrů hodnotu, která bude identifikovat konkrétní instanci zařízení. Tyto hod-
noty – tzv. identifikátory zařízení jsou deklarovány jako globální konstanty v přísluš-
ných modulech. Toto umožňuje kód lépe parametrizovat a předejít jeho zbytečné du-
plikaci. V případě, že by byly jednotlivé instance zařízení od sebe příliš odlišné, je
vždy možné provést v těle funkce větvení. Navíc jelikož jsou tyto identifikátory dekla-
rovány jako konstanty a obslužné funkce budou volány pouze s těmito konstantami,
je překladač schopen odoptimalizovat větve kódu, které nebudou nikdy využity. Toto
se příznivě projeví na velikosti přeloženého programu. Proto byla pro implementaci
knihovny vybrána tato možnost.
Identifikátory zařízení mohou být dvojího typu – buď se bude jednat o klasickou čísel-
nou konstantu nebo o ukazatel na strukturu, která bude „položena“ přes registry konkrétní
periferie. Druhý ze dvou zmíněných přístupů je vhodný v případě, že registry dané periferie
tvoří v paměťovém prostoru souvislou oblast, zatímco první je lepší v opačném případě,
jelikož lze vytvořit pole s mapováním registrů a indexovat je tímto identifikátorem nebo
využít konstrukci switch-case.
Ani v jednom případě však programátor-uživatel knihovny nebude mít přístup ke kon-
krétnímu typu identifikátoru. Pro něj se bude jednat o abstraktní typ identifikátoru zařízení,
který bude možno předávat knihovním funkcím a testovat na rovnost či nerovnost s ostatními
identifikátory stejného druhu, tzn. identifikující stejný druh zařízení (např. AD převodník).
3.5.9 Princip práce s knihovnou
Knihovna předpokládá, že ji bude programátor používat určitým způsobem; tato sekce se
proto bude zabývat požadavky, které klade knihovna na programátora. Tyto požadavky je
vhodné plnit v pořadí, v jakém jsou uvedeny v tomto textu.
1. Programátor musí definovat funkci doevents() způsobem popsaným v podkapitole
3.5.4, chce-li využívat ne-bezprostřední události a volat ji periodicky z hlavní smyčky.
2. Musí být definovány obslužné funkce událostí, na něž se má reagovat.
3. Knihovna při inicializaci zakáže modul Watchdog. Chce-li jej programátor využít, musí
jej explicitně povolit.
4. Každé periferní zařízení, kromě GPIO, musí být před použitím povoleno voláním pří-
slušné funkce xx_enable(). Práce se zařízením, které nebylo povoleno, má za následek
nedefinované chování. Na některých platformách může dojít i k zastavení či resetu
procesoru.
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5. Pracuje-li zařízení s vývody MCU, je potřeba tyto vyhradit pro použití daným zaříze-
ním pomocí funkce xx_grab(), jelikož vývody bývají sdíleny několika periferiemi. Tento
požadavek platí i pro využití vývodu jako General Purpose Input/Output.
6. Zařízení je potřeba nakonfigurovat pomocí volání příslušných funkcí definovaných kni-
hovnou, jelikož tato neposkytuje žádné výchozí hodnoty nastavení a nenakonfigurované
zařízení se může nacházet v nedefinovaném stavu.
7. Pomocí funkcí k tomu určených je nyní možné s daným zařízením pracovat – spouštět
konverze u AD převodníků, spouštět a zastavovat časovače apod.
8. Nemá-li být zařízení dále využíváno je vhodné jej opět zakázat pomocí funkce xx_-
disable(). U mikrokontrolérů, které jsou vybaveny funkcemi pro řízení spotřeby, je
takto možné snížit příkon čipu. Některé moduly knihovny mohou sdílet funkční jed-
notky s jinými moduly. Potom je potřeba dbát na to, aby jedna periferní jednotka
nebyla používána ve více modulech současně. Je-li nutné jednu jednotku využít ve
více modulech, je potřeba ji vždy před použitím v jiném modulu v tom aktuálním
zakázat.
9. Tok programu by nikdy neměl opustit funkci main(), resp. tato by nikdy neměla skon-
čit. Pokud k takové situaci přece jen dojde, knihovna provede reset mikrokontroléru
a program bude spuštěn opět od začátku.
3.5.10 Často se vyskytující funkce
V rozhraní knihovny se často u různých modulů vyskytují podobně pojmenovaná funkce
s obdobným účelem. Následující text je obsahuje jejich detailnější popis. Nebude-li uvedeno
jinak, pak xx a XX bude použit jako zástupný symbol pro prefix konkrétního modulu psaný
malými, resp. velkými písmeny.
• void xx_enable(xx_t dev) Tato funkce má za úkol povolení dané periferní jednotky (dev)
a její inicializaci pro další použití. U architektur, které poskytují prostředky pro úsporu
energie tato funkce může např. povolit přívod hodinového signálu do dané periferní
jednotky, či zapnout její napájení. Každé zařízení, kromě GPIO, se kterým chce pro-
gramátor pracovat, musí být nejprve povoleno voláním této funkce, jinak je chování
dané periferní jednotky nedefinované. Pokus o práci se zařízením, které nebylo povo-
leno, může mít za následek selhání programu a potažmo celého zařízení.
• void xx_disable(xx_t dev) provede přesný opak dříve zmíněné funkce. Zařídí zakázání
daného zařízení, případně odpojí přívod hodin či napájení. V případech, kdy různé
moduly knihovny sdílejí jednu periferní jednotku, je potřeba tuto funkci volat vždy
v případě, že programátor chce dané zařízení použít v jiném modulu, než doposud.
Typickým příkladem této situace jsou moduly pro obsluhu časovačů a pulzně-šířkové
modulace. V dokumentaci knihovny je tato skutečnost u modulů, kterých se to týká,
jasně vyznačena.
• bool xx_isenabled(xx_t dev) pak doplňuje trojici funkcí ovládajících povolení a zaká-
zání o možnost zjištění stavu daného zařízení – zda je povoleno, či nikoliv.
• void xx_clock(xx_t dev, xx_clksrc_t clk, xx_prescaler_t presc)
Účelem této funkce je umožnit nastavení zdroje (clk) hodinového signálu pro danou
15
periferii (dev) a umožnit úpravu jeho frekvence pomocí vydělení předem definovanou
konstantou (presc). Všechny argumenty této funkce jsou předdefinované konstanty de-
finované implementací knihovna pro konkrétní platformu. Ani dělicí faktor není běžné
číslo, ale musí se jednat o některou z definovaných konstant. Toto řešení bylo zvoleno,
protože drtivá většina periferních jednotek poskytuje pouze několik málo možností
výběru frekvence hodin.
• xx_grab(xx_t dev, xx_pin_name_t pin) U periferií, které pracují s vývody mikrokontro-
léru tato funkce vyhradí daný vývod pro použití s konkrétní periferní jednotkou. Opět
platí, že pokud nebyl vývod vyhrazen pro použití s danou jednotkou, pak bude jeho
chování nedefinované. Před voláním této funkce by však měl být vývod nastaven po-
mocí funkcí pro GPIO, aby byla zajištěna jeho správná funkce. Konkrétně se jedná
o nastavení směru vývodu – zda se bude chovat jako vstupní nebo výstupní – a také
musí být určeno, zda má nebo nemá být použit pull-up či pull-down rezistor daného
vývodu.
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Kapitola 4
Funkční jednotky
Jak již bylo uvedeno v předchozím textu, mikrokontrolér se skládá z mnoha vzájemně propo-
jených funkčních jednotek. Jelikož není možné implementovat podporu pro všechny myslitelé
funkce vybraných MCU, bylo vybráno několik základních periferních jednotek, implemen-
tací jejichž podpory se práce bude zabývat. Dále je zpracován návrh rozhraní některých
dalších běžně dostupných jednotek.
Detailnímu popisu jejich struktury a chování tak, jak je definuje knihovna, je zasvěcena
tato kapitola. Vzhledem k modulárnímu návrhu knihovny není problém kdykoliv doplnit
podporu pro další jednotky, či novou funkcionalitu stávajících jednotek.
4.1 CPU
Základním stavebním kamenem mikrokontroléru je vlastní výpočetní jádro –CPU. Tato jed-
notka standardně běží na frekvenci hlavních hodin. Jejím úkolem je řídit periferní jednotky
a provádět samotné výpočty.
Abstrakce ovládání této jednotky je zajištěna z většiny překladačem. Knihovna však
definuje několik užitečných symbolů, které tuto abstrakci doplňují. Zejména se jedná o in-
formaci o šířce aritmeticko-logické jednotky v bitech a o tom, v jakém pořadí jsou ukládány
byty na zásobník (zda je architektura procesoru „little-“ nebo „big-endian“).
Dále knihovna definuje funkce umožňující provést zastavení procesoru (například v pří-
padě výskytu chyby, ze které se nelze zotavit) a softwarový reset. Tento je implementován
v závislostí na cílové platformě pomocí specializované instrukce, spuštění nelegální instrukce,
či prostřednictvím nepodmíněného skoku na začátek programu a nastavením důležitých re-
gistrů (ukazatele na zásobník apod.) do výchozího stavu.
4.2 Jednotka správy přerušení
Tato jednotka implementuje rozhraní pro obsluhu přerušení, které pocházejí z externího
zdroje přes pro tuto funkci vyhrazený vývod. Nejedná se o obsluhu přerušení v pravém
slova smyslu, pro tyto účely byl zaveden koncept událostí (viz podkapitola 3.5.4) a tento
modul pak pouze definuje příslušné události.
Přerušení jako taková jsou vyhrazena pro použití knihovnou pro interní účely – spouštění
událostí, zajištění konzistentního chování napříč architekturami apod.
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4.3 Operační paměť
Tato jednotka je z hlediska programátorského modelu naprosto transparentní a neposkytuje
žádné programátorem využitelné funkce. Knihovna ani neobsahuje modul pro obsluhu této
jednotky.
4.4 Watchdog
Účelem tohoto modulu je dohlížet na správný chod mikrokontroléru a v případě, že by došlo
k abnormalitám v běhu softwaru, provést jeho reset. Skládá se z čítače čítajícího postupně od
své nejnižší hodnoty po nejvyšší. Dosáhne-li tento čítač své nejvyšší hodnoty, je generován
signál reset. Aby watchdog nezpůsoboval reset, je potřeba jeho čítač periodicky resetovat,
což je zajištěno periodickým voláním k tomu určené funkce (wdg_feed()) nebo modul zakázat.
Aby bylo zjednodušeno ladění programů, knihovna během inicializace zařízení činnost
tohoto modulu zakáže. Chce-li tedy programátor watchdog využít, musí jej na začátku svého
programu opět povolit. Schéma modulu watchodg je znázorněno na obrázku 4.1.
Watchdog
Clock
System
Reset
Overﬂow
Feed Reset
Counter
Obrázek 4.1: Schéma jednotky watchdog.
4.5 Obsluha časovačů
Obsahuje rozhraní pro měření časových úseků s pomocí hardwarových časovačů přítomných
na MCU a pro zachycení časového razítka události na vstupu. Hlavní komponentou časovače
je čítač, který neustále čítá od své nejnižší hodnoty po nejvyšší, potom přeteče a celý cyklus
se opakuje. Hodnota, při níž dojde k resetu čítače (tzv. modulo) je definovatlená programá-
torem. Dále časovač obsahuje několik samostatných tzv. kanálů, jež se dají nakonfigurovat
pro plnění různých úkolů. Časovač poskytuje několik možnosti využití:
• Měření intervalů: Hodnotu čítače lze kdykoliv přečíst. Odečtením dvou hodnot při
znalosti frekvence hodin lze jednoduše určit časový interval mezi těmito dvěma čteními.
Samozřejmě je možno definovat i počáteční hodnotu čítače.
• Vyvolání události v určitém čase: Kanál časovače lze nakonfigurovat tak, aby při určité
hodnotě čítače vyvolal událost.
• Záznam časového razítka: Při výskytu události na vývodu mikrokontroléru přísluš-
ného ke kanálu časovače (přechod z nízké úrovně do vysoké nebo naopak) je aktuální
hodnota čítače zaznamenána do jeho registru a je vyvolána příslušná událost. Tuto
zaznamenanou hodnotu lze kdykoliv přečíst k tomu určenou funkcí.
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Dále tento modul poskytuje programátorovi informace o délce čítače v bitech a jeho
maximální a minimální hodnotě. U některých implementací knihovny může být funkčnost
jednotlivých kanálů časovače definovaná napevno, zatímco u jiných může být možné funkč-
nost kanálu přepínat mezi výše zmíněnými režimy.
Schematické znázornění struktury časovače je účelem obrázku 4.2.
Channel Register
Timer
Clock
=Reset
=
Load
Channel
Counter
Modulo
Obrázek 4.2: Funkční schéma jednotky časovače. Kanálů (channel) může být v časovači více, na
obrázku je zobrazen pouze jeden.
4.6 Jednotka PWM
Nabízí podporu pro řízení externího zařízení pomocí pulzní šířkové modulace. Tato podpora
bude implementována buď pomocí dedikované hardwarové jednotky nebo bude využito ně-
kterého časovače, případně zpožďovací smyčky, a obecného GPIO rozhraní. Funkční schéma
této jednotky je obdobné, jako u časovače (obrázek 4.2) jen s tím rozdílem, že jeho kanály
podporují pouze generování výstupu.
Princip fungování této jednotky je následující (režim zarovnaný k okraji – edge-aligned mode):
1. Čítač čítá postupně od své aktuální hodnoty po nejvyšší (tato nejvyšší hodnota je
definovaná stejně, jako v případě časovače).
2. Jakmile čítač dosáhne hodnoty „flip-at“ uložené v registru kanálu, dojde k nastavení
výstupu do log. 1.
3. Po dosažení své nejvyšší hodnoty, je čítač vynulován, výstup kanálu je nastaven do
log. 0 a pokračuje se krokem 1.
V tzv. režimu zarovnaném na střed funguje jednotka následovně:
1. Čítač opět čítá postupně od své aktuální hodnoty po nejvyšší.
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2. Jakmile čítač dosáhne hodnoty „flip-at“ uložené v registru kanálu a zároveň čítač čítá
směrem ke své nejvyšší hodnotě, dojde k nastavení výstupu do log. 1. Čítá-li čítač
opačným směrem, je výstup nastaven do log. 0.
3. Jakmile čítač dosáhne své nejvyšší hodnoty, obrátí směr čítání a čítá opačným směrem.
Pak se pokračuje krokem 2.
Dva výše zmíněné režimy se liší časováním výstupního signálu. V prvním režimu je změna
hodnoty výstupního signálu zarovnaná s přetečením čítače, zatímco ve druhém režimu je
toto přetečení čítače vždy uprostřed mezi dvěma změnami výstupu.
Různým kanálům časovače je možné nastavit různé hodnoty „flip-at“, vždy však budou
všechny kanály výstup ve stejném režimu (zarovnaném k okraji nebo na střed), jelikož čítač
je v jednotce PWM jen jeden společný.
Je-li kanál asociovaný přímo s vývodem MCU, je potřeba tento vývod nastavit jako
výstupní a pomocí příslušné funkce jej vyhradit k používání modulem PWM.
Modul PWM generuje události při každém přetečení a podtečení čítače a při každém
dosažení hodnoty „flip-at“. Dále tento modul programátorovi zpřístupňuje informace o ma-
ximální a minimální hodnotě čítače v obou z uvedených režimů.
4.7 General Purpose Input/Output
Účelem tohoto modulu je podpora ovládání vývodů MCU (nastavení/zjištění jejich úrovně).
Umožňuje nastavit každý vývod, který je připojený k této jednotce do dvou režimů – buď
jako vstupní vývod nebo jako výstupní. U vstupních vývodů pak umožňuje zjistit jejich
aktuální logickou úroveň (zda je vysoká nebo nízká), u výstupních pak umožňuje tuto úroveň
nastavit.
Vývody jsou dále sdruženy do skupin – tzv. portů. Toto umožňuje ovládat celou skupinu
vývodů najednou. Modul také umožňuje u platforem, kde je to hardwarově podporováno,
nastavit i pull-up/-down rezistory na jednotlivých vývodech. Tato nastavení, jakožto i na-
stavení režimu vývodu, může mít vliv na funkci jiných modulů, je-li jimi tento konkrétní
vývod také využíván. Nákres je vyobrazen na obrázku 4.3.
General Purpose Input/Output
Port B Port C
Port A
Po
rt 
X
Pin 0
Pin 7
Pin 7
Pin 0
Pin 0 Pin 7 Pin 0 Pin 7
Obrázek 4.3: Schéma členění modulu GPIO. Příklad pro osm bitů široké porty.
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Krom samotných funkcí pro ovládání vývodů zpřístupňuje tento modul programátorovi
datové typy pro efektivní práci a informace o šířce portu (počtu vývodů sdružených do jedné
skupiny).
Tento modul také umožňuje přepínání jednotlivých funkcí vývodu. Jeden vývod totiž
může být sdílen více zařízeními a je potřeba určit, které z nich bude daný vývod v danou
chvíli obsluhovat. Schéma toho, jakým způsobem je toto přepínání realizováno je vyobrazeno
na obrázku 4.4.
GPIO pin logic
Timer
PinResistors,
Direction
xx_grab()
PWM
ADC
SPI
UART
Pin r/w
gpio_pin_direction()
gpio_pin_pull()
Obrázek 4.4: Schéma způsobu ovládání vývodu MCU. Za pozornost stojí fakt, že ovládání směru
vývodu a pull-up/-down rezistorů je nezávislé na právě zvolené funkci a může ji ovlivňovat.
4.8 Analogově-digitální převodník
Umožňuje měřit velikost napětí na svých vstupech. Analogově-digitální převodník má mož-
nost volby z několika vstupů, tzv. kanálů. Jedna jednotka AD převodníku může měřit jen
jeden vstupní kanál zároveň. Výstupem je pak hodnota, která přímo úměrně odpovídá na-
měřenému napětí. Naměřená hodnota je přepočitatelná na tuto hodnotu napětí pomocí ná-
sledujícího vzorce (v je hodnota naměřená převodníkem, V CCADC je maximální měřitelné
napětí, V SSADC je nejmenší měřitelné napětí):
U = v(V CCADC − V SSADC) + V SSADC
Tato jednotka může fungovat v několika režimech:
• one-shot: Je provedeno jen jedno měření a výsledná hodnota je uložena do speciálního
registru, odkud si ji program může přečíst.
• kontinuální měření: Převodník měří jednu hodnotu za druhou a výsledky jsou ukládány
do paměti nebo registrů jednotky převodníku. Předchozí naměřená hodnota je vždy
přepsána novou. Na konci každého měření je vyvolána příslušná událost.
Hodnoty jednotlivých důležitých napětí jsou definovány v konfiguračním hlavičkovém
souboru aplikace – viz podkapitola 3.5.6. Konkrétní metoda měření je definována konkrétní
platformou. Na MCU může být přítomno několik instancí AD převodníku. Implementace
knihovny na konkrétní platformě poskytuje informace o rozlišení všech AD převodníků, které
jsou k dispozici.
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4.9 Generátor hodinového signálu
Clock
Generator
Internal
oscillator
Ext. oscillator
Master
Clock
LF crystal
Ext. clock
HF crystal DIV/MUL
Obrázek 4.5: Funkční schéma jednotky generátoru hodinového signálu.
Tento modul generuje hodinový signál pro celý systém. Umožňuje výběr z několika zdrojů
hodinového signálu a po úpravě jeho frekvence vydělením nebo vynásobením jej distribuuje
po rozvodech hodin. Od tohoto výstupu jsou pak odvozeny hodinové signály jednotlivých
periferií. Každá periferie pak umožňuje tento hlavní hodinový signál (na obrázcích 4.5 a 4.6
označený jako „Master Clock“) dále upravit vynásobením/vydělením jeho frekvence a použít
pro vlastní potřeby.
Clock
Source
Clock
Generator
DIV/
MUL
Peripheral
DIV/
MUL
(Independent Clock)
Master
Clock
Obrázek 4.6: Schéma distribuce hodinového signálu.
4.10 Jednotka správy napájení
Tato jednotka zapouzdřuje funkce řízení spotřeby, jako například uvedení MCU do stavu
nízké spotřeby. Také obsahuje metody pro detekci událostí týkajících se zdroje napájení, jako
například pokles napětí zdroje pod určitou kritickou hodnotu, detekce restartu v případě
ztráty napájení.
Jsou definovány dva režimy pro úsporu energie:
• Standby: Režim snížené spotřeby. Hodiny procesoru (CPU) jsou zastaveny, samotný
generátor hodin však stále běží. Je uchován obsah RAM i stav GPIO portů. Některé
jednotky mohou zůstat v chodu. Typicky například spuštěný časovač, jednotka PWM
nebo AD převodník v kontinuálním režimu. MCU je z tohoto stavu probuzeno jakým-
koliv požadavkem na přerušení. Po obsluze tohoto přerušení program pokračuje na
řádku následujícím po řádku, který provedl uspání.
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• Poweroff: Režim zastavení. Je zastaven generátor hodinového signálu, obsah RAM ani
stav GPIO portů není zachován, jakožto ani konfigurace periferních jednotek. Těm
je také odpojen přívod hodin. Probuzení z tohoto režimu je možné pomocí odpojení
a znovupřipojení napájení nebo prostřednictvím vývodu pro reset. Probuzení z tohoto
režimu spustí program od začátku, jako po standardním resetu.
4.11 Jednotka SPI
Tento modul umožňuje obsluhu sériového komunikačního rozhraní SPI. Toto synchronní
komunikační rozhraní umožňuje zasílat a přijímat jednotlivé byty. Na obrázku 4.7 je zná-
zorněno schéma fungování takové komunikace.
CLK
SPI Master
Shift Register
Clock
MISOMISOMSB LSB
SPI Slave
Shift RegisterMSB
LSB
MOSI MOSI
CLK
SSEL
Obrázek 4.7: Schéma fungování komunikace přes SPI.
Přes sběrnici SPI je možno propojit více zařízení z nichž právě jedno je v režimu „master“
a generuje hodinový signál sběrnice. Toto zařízení také vybírá podřízené zařízení („slave“), se
kterým bude komunikovat pomocí aktivace speciálního signálu tohoto podřízeného zařízení
(na obrázku 4.7 označeného jako SSEL– slave select). Toto podřízené zařízení nemá žádnou
možnost ovlivnit průběh komunikace, kromě nastavení dat k odeslání. V jednu chvíli je
možná komunikace pouze jednoho páru zařízení. Odesílání i příjem dat probíhá zároveň.
Samotný protokol pak probíhá následovně:
1. Obě zařízení mohou nastavit do svých posuvných registrů data k odeslání.
2. Zařízení, které řídí sběrnici vybere podřízené zařízení, s nímž chce komunikovat pomocí
aktivace jeho signálu SSEL.
3. Řídicí zařízení začne generovat hodinový signál sběrnice. Tím se začnou bit po bitu
vyměňovat obsahy posuvných registrů počínaje nejvýznamnějším bitem.
4. Jakmile se obsahy posuvných registrů úplně vymění, řídicí zařízení přestane generovat
hodinový signál na sběrnici. Tímto je komunikace dokončena.
4.12 Jednotka UART/SCI
Jednotka UART (Universal Asynchronous Receiver/Transmitter), na některých platformách
nazývaná SCI (Serial Communications Interface) je rozhraní pro asynchronní komunikaci,
tzn. každá s komunikujících stran má vlastní generátor hodinového signálu. Tyto hodiny
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musí být nastaveny na stejnou frekvenci a synchronizují se na začátku každého přenosu.
Volitelně lze přenášená data zabezpečit paritním bitem.
Po sběrnici se pak data přenášejí ve formě rámců s definovaným formátem. Rámec začíná
startovacím bitem, který slouží právě k synchronizaci hodin odesílatele a příjemce. Následuje
osm nebo devět datových bitů (nejméně významný bit je přenášen nejdříve) a volitelný
paritní bit. Rámec končí jedním nebo dvěma stop bity. Diagram rámce je vyobrazen na
obrázku 4.8.
start
bit 8 or 9 data bits
parity
bit
1 or 2 
stop bits
Obrázek 4.8: Schéma datového rámce pro UART.
Tato jednotka umožňuje odeslání a příjem bytů, detekci různých událostí, jako je dokon-
čení přenosu nebo i chyby v datech, je-li povoleno zabezpečení dat paritním bitem.
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Kapitola 5
Implementace
Tato kapitola podrobně popisuje přístupy a techniky použité při implementaci knihovny,
jakožto i překážky, které se vyskytly při její implementaci na jednotlivých platformách.
5.1 Obecné techniky
Postupům využitým u všech platforem se věnuje následující podkapitola.
5.1.1 Start-up kód & linker script
Po zapnutí je potřeba MCU nějakým způsobem inicializovat. K tomu slouží tzv. start-up
kód, psaný přímo v jazyku symbolických instrukcí dané platformy, či generovaný překla-
dačem s vložením vlastních úprav, který zařídí provedení nutných operací potřebných pro
zajištění správného běhu aplikace. Jedná se zejména o nastavení běhového prostředí pro
programy přeložené z jazyka C – inicializace ukazatele na vrchol zásobníku, inicializace glo-
bálních proměnných a předání řízení vlastní aplikaci pomocí volání funkce main(). Schéma
toku řízení programu je znázorněno na obrázku 5.1.
Dále tento kód zabezpečuje chování definovaná, či vyžadovaná knihovnou. Jsou to po-
volení přerušení, které je vyžadováno pro správnou funkci bezprostředních událostí (viz
podkapitolu 3.5.4), reset CPU, pro případ že by tok programu opustil funkci main() a v po-
slední řadě startovací kód zakáže modul Watchdog. Tento modul může být následně povolen
programátorem pomocí volání příslušné funkce, byl-li by potřeba. Watchdog je zakázán,
aby nedošlo k resetu MCU během startovací sekvence, například v průběhu kopírování glo-
bálních proměnných z flash paměti do operační paměti. Druhým argumentem pro zakázání
tohoto modulu je zjednodušení práce s knihovnou, kdy programátor nemusí hlídat, zda je na
té které platformě modul Watchdog ve výchozím stavu po resetu povolený, či nikoliv. Dále
startovací kód neprovádí žádnou další inicializaci, kterou musí obstarat sám programátor;
jinými slovy –neexistují žádné výchozí hodnoty, krom těch, které jsou explicitně uvedeny
v dokumentaci.
U některých platforem bylo nutno využít i vlastní skript pro sestavení (linker script),
jelikož skripty vestavěné v překladači byly buď nevyhovující nebo nebyly přítomny vůbec.
Linker script definuje oblasti paměti cílové platformy a obsahuje je popis toho, do kterých
oblastí má sestavovací program (linker) ve finální fázi překladu programu umístit jednotlivé
sekce spustitelného souboru, ať už se jedná o samotný kód aplikace, ve smyslu instrukcí
cílové platformy, nebo o data, jakožto hodnot proměnných v programu.
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Start
Disable
Watchdog
Setup C runtime
Enable interrupts
Call main()
Reset
Obrázek 5.1: Diagram toku řízení programu.
5.1.2 Překlad a naprogramování
Knihovna je koncipována tak, aby jak pro její vlastní překlad, tak pro překlad aplikace, která
ji bude využívat, nebylo potřeba, kromě překladače pro danou platformu a hlavičkových
souborů definujících potřebné platformně-specifické symboly, žádného dalšího podpůrného
software (jako např. IDE poskytovaného výrobcem), který navíc může zakrývat důležité
detaily samotného procesu překladu. Typicky jsou zakrývány detaily nastavení překladače
jako nastavení optimalizací, cest k hlavičkovým souborům apod.
Po překladu je samozřejmě potřeba výsledný program nahrát do cílového čipu. I tuto
úlohu bylo cílem provést maximálně jednoduše bez nadbytečných programů. Proto byl pro
každou platformu nalezen a použit přímo specifický program určený přímo k tomuto účelu.
Konkrétní postupy budou uvedeny v následujících podkapitolách.
Dále je v práci využíváno link-time optimalizací, což je funkčnost obsažená v překladači
GCC od verze 4.5 [18]. Tato vlastnost umožňuje překladači výrazně více optimalizovat vý-
sledný kód. Například překladač může nahradit volání funkce přímo jejím tělem i v případě,
že se definice této volané funkce nachází v jiném souboru (zdrojovém a potažmo objekto-
vém), než ze kterého je prováděno volání. To je velice užitečné v případech, kdy je tělo
funkce velmi krátké, například je ve funkci prováděn jen zápis hodnot do několika málo
registrů, nebo je psáno v jazyce symbolických instrukcí a režie volání je větší, než vlastní
užitečný kód. Dále to překladači dává více možností při eliminaci mrtvého kódu. Využití
této vlastnosti má tedy velice pozitivní vliv na velikost výsledného souboru, což je žádoucí,
přihlédneme-li k faktu, že paměť programu a operační paměť bývají na mikrokontrolérech
velice nedostatkovými zdroji.
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5.1.3 Podpora pro různé překladače
Každá implementace knihovny na konkrétní architektuře obsahuje speciální podadresář po-
jmenovaný toolchains. Tento adresář obsahuje soubory definující proměnné, které určují
jaký překladač, assembler, linker apod. bude použit a s jakými parametry bude volán. Při
překladu knihovny, či programu, který ji využívá, je pak možné pomocí proměnné TOOLCHAIN
definované v makefile vybrat, která definice z tohoto adresáře bude použita.
Každá implementace knihovny musí poskytovat alespoň toolchain default, což je ve
většině případů pouze symbolický odkaz na některou jinou definici, typicky pro nástroje
z projektu GNU.
5.1.4 Mapování vývodů MCU
Jak bylo uvedeno v podkapitole 3.5.7, bylo vytvořeno mapování vývodů MCU. Z hlediska im-
plementace tohoto mapování bylo nejprve uvažováno využití prosté číselné konstanty a iden-
tifikovat jednotlivé vývody pouze pomocí jejich pořadí na pouzdře čipu. Toto se ukázalo jako
nevýhodné, jelikož vývody jsou většinou sdruženy do portů a podle toho jsou ovládány po-
mocí různých registrů. Daleko vhodnější se jevilo využít identifikaci vývodů pomocí dvojice
port-číslo pinu, kde číslo pinu je relativní k danému portu – např. pro osmipinový port by
bylo číslo pinu od 0 do 7.
  port (no. or address) pin number(eg. 0-31)
32 or 16 bitsMSB LSB
Obrázek 5.2: Schéma kódování identifikátoru vývodu MCU.
Proto bylo využito skutečnosti, že konstanty definované pomocí výčtových typů (enum)
v jazyce C jsou ve skutečnosti typu int, který je výrazně delší (i na osmibitové platformě
AVR je tento datový typ šestnáctibitový), než by bylo potřeba pro uložení čísla vývodu.
Zakódování dvojice port-pin bylo tedy realizováno následovně. Do významnější poloviny
konstanty definující identifikátor pinu byla uložena informace o portu, ke kterému daný
vývod patří. Do méně významné poloviny pak informace o tom, o kolikátý vývod v rámci
portu se jedná. Identifikátor portu pak může být buď číslo nebo adresa (nebo její část)
registru, který je používán pro ovládání daného portu podle toho, který přístup je vhodnější
na dané platformě (viz podkapitola 3.5.7).
Dekódování této informace je poté možné provést velice efektivně pomocí maskování
polovin předané konstanty a bitových posuvů. Pro názornost je tento koncept znázorněn na
obrázku 5.2.
5.1.5 Volba zdroje a frekvence hodinového signálu
Některé jednotky umožňují zvolit zdroj hodinového signálu, ze kterého bude jednotka tak-
tována a hodnotu děliče, jímž bude dělena frekvence hodinového signálu. Jedná se zejména
o jednotky časovačů a PWM, kde je tato možnost volby velice důležitá pro jejich správnou
funkci.
V implementaci knihovny, která je výstupem této práce, je však podporován zatím pouze
jeden zdroj hodinového signálu – tzv. master clock (společné hodiny). Rozhraní knihovny je
však připraveno na podporu libovolného počtu zdrojů hodin.
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5.2 Implementované jednotky
Jelikož není v časových možnostech jednoho člověka naprogramovat v omezeném časovém
rámci diplomové práce podporu pro všechny myslitelné periferní jednotky vybraných MCU,
bylo rozhodnuto, že ze všech jednotek, které byly definovány v kapitole 4, bude implemen-
továno jen několik základních tak, aby byla práce časově zvládnutelná, ale aby bylo možno
daná MCU použít v reálných aplikacích i s těmito omezenými možnostmi. Pro implementaci
tedy byly vybrány následující funkční jednotky:
• Analogově-digitální převodník,
• podprogramy pro obsluhu samotného CPU (podpora pro softwarový reset apod.),
• modul Watchdog,
• General Purpose Input/Output,
• časovače,
• a jednotka pro pulzně šířkovou modulaci (PWM).
5.3 Testovací program
Pro každou platformu použitou v této práci byl napsán malý program, který má za úkol
otestovat všechny implementované moduly. Na tomto programu je také vidět, do jaké míry
poskytuje knihovna abstrakci nad cílovou platformou –mezi jednotlivými platformami se
tento testovací program liší v podstatě jen odlišnými názvy vstupních a výstupních vývodů,
které jsou používány.
Tento program postupně testuje moduly a jeho výstupem je blikání svítivými diodami,
které jsou přítomny na konkrétním vývojovém přípravku.
5.4 MCU MK60DN512ZVMD10 na platformě Minerva
První platformou, pro kterou byla vytvářena implementace knihovny byl mikrokontrolér
rodiny Kinetis K60 firmy Freescale dostupný na přípravku Minerva. Tento mikrokontrolér
obsahuje dvaatřicetibitové jádro Cortex M4 [19] spolu s 512KB flash ROM a 128KB operační
paměti.
5.4.1 Inicializace MCU a linker script
Jako základ pro implementaci na této platformě byl zvolen projekt „Freescale Kinetis K60
/ ARM Cortex M4 Project“ [22] uvolněný pod licencí WTFPL [21]. Z tohoto projektu byly
využity hlavičkové soubory definující potřebné symboly jako registry periferií a podprogramy
pro nízkoúrovňové ovládání MCU a jeho periferií a linker script. Tyto soubory byly mírně
upraveny, aby nedocházelo ke kolizím jmen mezi knihovnou a přejatým kódem.
Také startovací kód byl přejat z výše zmíněného projektu, jelikož použitý překladač
(GCC 4.9.0) negeneruje kód s potřebnou funkcionalitou – nedefinuje symboly pro vektory
přerušení ani neinicializuje správně běhové prostředí pro programy psané v jazyce C, jelikož
nezná rozvržení paměti tohoto konkrétního MCU.
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1 source [find interface/osbdm.cfg]
source [find target/k60.cfg]
gdb_port 3333
6 flash bank bank0 kinetis 0x00000000 0x00040000 4 4 $_TARGETNAME
flash bank bank1 kinetis 0x00040000 0x00040000 4 4 $_TARGETNAME
$_TARGETNAME configure -work-area-phys 0x1FFF0000 -work-area-size 0x00010000
11 $_TARGETNAME configure -event gdb-attach {
echo "Halting target"
halt
}
Výpis 5.1: Konfigurace pro OpenOCD.
5.4.2 Překlad a naprogramování
Jak již bylo zmíněno výše, pro překlad byl využit překladač GCC ve verzi 4.9.0 arm-none-
eabi se zapnutými link-time optimalizacemi, aby bylo dosaženo co nejmenšího výsledného
programu. Samotný překlad testovacího programu proběhl bez problémů, překážky se však
objevily ve chvíli, kdy bylo potřeba výsledek překladu nahrát do čipu.
Jelikož firma Freescale poskytuje své nástroje pouze pro Windows a implementace kni-
hovny byla prováděna na platformě Linux, bylo nutné hledat alternativní způsob nahrávání
software do čipu. Tento způsob byl po e-mailové konzultaci s panem Petrem Lukášem z firmy
Freescale nalezen ve formě projektu OpenOCD [3], který podporuje širokou škálu různých
mikrokontrolérů a ladicích zařízení. Pro nástroj OpenOCD však bylo nutné vytvořit konfi-
guraci obsahující zejména uspořádání flash pamětí mikrokontroléru a specifikace použitého
ladicího rozhraní. Zmiňovaný konfigurační soubor je ve výpise ??.
Pomocí tohoto nástroje, debuggeru GDB a jednoduchého inicializačního skriptu byla
navíc zpřístupněna možnost ladit výsledný program přímo na čipu to vše bez závislosti na
jakémkoliv softwaru poskytovaného výrobcem MCU. To dává možnost ladit přímo na čipu
neomezeně velké programy (resp. do velikosti programové paměti MCU) bez nutnosti platit
jakékoliv licenční poplatky nebo provádět jakékoliv registrace.
5.4.3 Detaily implementace
Z použitých postupů při implementaci stojí za větší přiblížení způsob implementace identi-
fikátorů zařízení. Jelikož registry všech periferií tvoří v paměti souvislé oblasti byly identi-
fikátory zařízení implementovány jako ukazatele na struktury položené přes jejich registry.
To umožnilo redukovat počet větvení kódu a v konečném důsledku i skoků ve výsledném
programu. Příklad takové implementace pomocí struktury je uveden ve výpisech 5.2 a 5.3.
5.5 MCU MSP430F2617 na platformě FitKit
Jako druhý krok byla vytvářena implementace pro MCU MSP430F2617 [29, 30, 31]. Jedná
se o šestnáctibitový nízkopříkonový mikrokontrolér firmy Texas Instruments.
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1 typedef struct {
uint32_t sc1a; /* Status and control registers 1, R/W, 0x0000001F */
uint32_t sc1b; /* Status and control registers 1, R/W, 0x0000001F */
uint32_t cfg1; /* Config register 1 , R/W, 0x00000000 */
uint32_t cfg2; /* Config register 2 , R/W, 0x00000000 */
6 uint32_t ra; /* Data result register , R , 0x00000000 */
uint32_t rb; /* Data result register , R , 0x00000000 */
uint32_t cv1; /* Compare value registers , R/W, 0x00000000 */
uint32_t cv2; /* Compare value registers , R/W, 0x00000000 */
uint32_t sc2; /* Status and control registers 2, R/W, 0x00000000 */
11 uint32_t sc3; /* Status and control registers 3, R/W, 0x00000000 */
uint32_t ofs; /* Offset correction register , R/W, 0x00000004 */
uint32_t pg; /* Plus-side gain register , R/W, 0x00008200 */
uint32_t mg; /* Minus-side gain register , R/W, 0x00008200 */
uint32_t clpd; /* Plus-side general cal. value , R/W, 0x0000000A */
16 uint32_t clps; /* Plus-side general cal. value , R/W, 0x00000020 */
uint32_t clp4; /* Plus-side general cal. value , R/W, 0x00000200 */
uint32_t clp3; /* Plus-side general cal. value , R/W, 0x00000100 */
uint32_t clp2; /* Plus-side general cal. value , R/W, 0x00000080 */
uint32_t clp1; /* Plus-side general cal. value , R/W, 0x00000040 */
21 uint32_t clp0; /* Plus-side general cal. value , R/W, 0x00000020 */
uint32_t pga; /* PGA register , R/W, 0x00000000 */
uint32_t clmd; /* Minus-side general cal. value , R/W, 0x0000000A */
uint32_t clms; /* Minus-side general cal. value , R/W, 0x00000020 */
uint32_t clm4; /* Minus-side general cal. value , R/W, 0x00000200 */
26 uint32_t clm3; /* Minus-side general cal. value , R/W, 0x00000100 */
uint32_t clm2; /* Minus-side general cal. value , R/W, 0x00000080 */
uint32_t clm1; /* Minus-side general cal. value , R/W, 0x00000040 */
uint32_t clm0; /* Minus-side general cal. value , R/W, 0x00000020 */
} _adc_t; /* Memmapped registers */
Výpis 5.2: Příklad mapování registrů z implementace pro platformu Minerva (viz podkapitolu 5.4.3)
pomocí struktury položené přes registry. Tento výpis byl pořízen ze souboru kinetis.h převzatého
ze zmiňovaného projektu [22].
typedef volatile _adc_t* adc_t;
Výpis 5.3: Příklad definice datového typu pro identifikátor zařízení (AD převodníku) z implemen-
tace pro platformu Minerva (viz podkapitolu 5.4.3) s využitím struktury z výpisu 5.2.
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5.5.1 Inicializace MCU a linker script
Jelikož je tento MCU velice dobře podporován projektem mspgcc [28], který kromě sa-
motného překladače MCSP430-GCC (verze 4.6.3) poskytuje i všechny potřebné hlavičkové
soubory a linker scripty, nebylo nutné, kromě něj použít žádné další externí knihovny.
Bohužel se ale ukázalo, že tento překladač generuje startovací kód, který obsahuje zá-
sadní nedostatky – tok programu se nikdy nedostane do funkce main() a zároveň obsahuje-li
program nějaké globální proměnné, jsou tyto umístěny na nevhodné místo (na adresu od-
povídající RAM namísto paměti flash) v přeloženém programu tak, že následné naprogra-
mování do flash paměti MCU selže.
První problém (nedosažení main()) je řešen úpravou startovacího kódu tak, že je přesko-
čena problematická sekce a po inicializaci běhového prostředí pro programy psané v jazyce
C je volána rovnou funkce main(). Bohužel toto má za následek nemožnost spouštění pro-
gramů psaných v C++, jelikož jedna ze sekcí, která je takto přeskočena, volá konstruktory
globálních objektů. Jelikož ale jazykem implementace této knihovny je C, nejedná se závažný
problém.
Druhý problém–umisťování dat na špatnou adresu – byl vyřešen úpravou linkovacího
skriptu. Tento skript byl převzat přímo z projektu mspgcc a byl doplněn o příkaz pro
umístění sekce .rodata, kam jsou umisťovány globální proměnné, do nichž je přistupováno
pouze pro čtení, do oblasti flash paměti.
5.5.2 Překlad a naprogramování
Dále bylo zjištěno, že MSP430-GCC výše zmíněné verze generuje při zapnutí link-time op-
timalizací kód obsahující náhodné chyby (skoky na chybné adresy, chybné vynechání kódu,
který ve skutečnosti není mrtvý apod.). Proto byly u na této platformě link-time optimali-
zace zakázány.
Aby program po překladu neobsahoval funkce, které by nikdy nebyly volány, případně
globální proměnné, ke kterým by nikdy nebylo přistoupeno a jen by zabíraly místo v pro-
gramové paměti, byly použity optimalizace, kdy překladač umístí každou funkci a globální
proměnnou do samostatné sekce a linker poté z výsledného programu odebere sekce, které
nejsou nikdy využity (tok programu se do nich nedostane, ani k nim není nikdy přistou-
peno v rámci čtení/zápisu do paměti). Tyto optimalizace jsou povoleny pomocí parametrů
pro překladač -ffunction-sections a -fdata-sections, které zajistí umístění funkcí a dat do
samostatných sekcí, a pomocí parametru --gc-sections pro linker, který aktivuje podporu
pro odstranění nepoužívaných sekcí z programu.
Pro nahrání přeloženého programu do čipu bylo využito programu QDevKit [33]. Aby
bylo možné využít tohoto programu, bylo nutné pro něj vytvořit projekt a pomocí symbo-
lických odkazů se odkázat na zkompilované soubory programu, který se měl do čipu nahrát.
Jelikož se knihovna a programy, které ji využívají, sestavují odlišným způsobem, než jaký
předpokládá QDevKit, není možné provádět překlad přímo v něm. Také knihovna neobsa-
huje podporu pro komunikaci s terminálem v nástroji QDevKit, proto po naprogramování
a resetu zařízení není vidět na obrazovce terminálu žádný výstup.
5.5.3 Detaily implementace
Největší nepříjemností pro implementaci byl fakt, že registry periferních zařízení v paměti
netvoří souvislé oblasti, ale jsou v paměťovém prostoru umístěny různě. Proto se pro identi-
fikátory zařízení nedá použít přístup s ukazateli na strukturu, který byl popsán v dřívějším
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textu. Proto byly identifikátory definovány jako prosté číselné konstanty. Poté se nabízely
v zásadě dvě možnosti:
1. V každé funkci implementovat větvení (typicky pomocí konstrukce switch-case) a podle
předaného identifikátoru zařízení spustit danou větev kódu.
2. Implementovat mapování identifikátorů zařízení na adresy jejich registrů, jinými slovy
vytvořit pole ukazatelů na registry, která by byla indexována právě identifikátory za-
řízení.
Aby bylo možné rozhodnout, který z těchto dvou přístupů je vhodnější, byla vytvořena
implementace modulu GPIO v obou variantách. Rozhodujícím kritériem byla výsledná ve-
likost přeloženého programu. Ukázalo se, že při variantě 1 generuje překladač výrazně větší
kód než při variantě 2 – 6,4KB vs. 4,7KB, porovnávány byly kompletní přeložené testovací
programy exportované do formátu Intel Hex.
Nárůst velikosti výsledného programu při variantě 1 oproti variantě 2 je dán způsobem,
jakým překladač generuje kód pro konstrukci switch-case. Ve variantě s větvením kódu
vygeneruje překladač nejméně dvě instrukce pro každou větev (např. zápis do registru a skok
na konec konstrukce switch-case) plus několik instrukcí jako režii (výpočet adresy skoku).
Podrobný rozbor toho, jakým způsobem generuje překladač kód pro tuto konstrukci je
např na webu Ranting @ 741 MHz [6]. Přihlédneme-li k tomu, že tato konstrukce musí
být použita téměř ve všech funkcích, které očekávají jako parametr identifikátor zařízení,
dojdeme k závěru, že je z hlediska obsazené programové paměti výhodnější vytvořit několik
málo polí s ukazateli na registry. Tato pole ve výsledku zabírají méně programové paměti,
než kód s větvením. Navíc, jelikož je do nich přistupováno pouze pro čtení, nemusejí být ani
při inicializaci běhového prostředí kopírovány do operační paměti. Daní za tento přístup je
jeden přístup do paměti navíc oproti variantě 1, nicméně protože úspora programové paměti
je opravdu značná, bylo rozhodnuto využít variantu 2.
5.6 MCU ATMEGA32U4 na platformě Arduino Leonardo
Posledním čipem, pro který byla knihovna implementována je osmibitový mikrokontrolér
harvardské architektury ATmega32U4 [13]. Tento čip obsahuje 32KB programové paměti
a 2.5KB RAM. Čip byl osazen na desce Arduino Leonardo [8].
5.6.1 Inicializace MCU a linker script
Tato platforma je podporována takřka out-of-the-box překladačem AVR-GCC, který gene-
ruje jak startovací kód, tak obsahuje všechny potřebné hlavičkové soubory, aby bylo možno
s MCU pracovat. Navíc obsahuje i funkční linker script. Aby bylo zabezpečeno chování, které
definuje knihovna (zakázat watchdog a resetovat MCU, pokud tok programu opustí funkci
main()), byl implementován malý modul v jazyce symbolických instrukcí, který toto zabez-
pečuje. Je využito toho, že linker script poskytuje možnost ovlivnit inicializaci přidáním
kódu do speciálních sekcí (.init0-9 pro inicializaci a .fini9-0 pro ukončení programu).
Krom tohoto také inicializační kód zakáže modul řadiče USB, jelikož byly pozorovány
případy, kdy po naprogramování MCU přes rozhraní USB a startu programu USB řadič
generoval tolik přerušení, že byl procesor plně zaměstnán jen jejich vyřizováním.
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typedef volatile uint8_t * _reg8_addr_t;
typedef const volatile uint8_t * _creg8_addr_t;
4 /// PxSEL register mapping. Indexed by port number.
_reg8_addr_t PxSEL[] = {&P1SEL, &P2SEL, &P3SEL, &P4SEL,
&P5SEL, &P6SEL, &P7SEL, &P8SEL};
/// PxSEL2 register mapping. Indexed by port number.
_reg8_addr_t PxSEL2[] = {&P1SEL2, &P2SEL2, &P3SEL2, &P4SEL2,
9 &P5SEL2, &P6SEL2, &P7SEL2, &P8SEL2};
/// PxDIR register mapping. Indexed by port number.
_reg8_addr_t PxDIR[] = {&P1DIR, &P2DIR, &P3DIR, &P4DIR,
&P5DIR, &P6DIR, &P7DIR, &P8DIR};
/// PxREN register mapping. Indexed by port number.
14 _reg8_addr_t PxREN[] = {&P1REN, &P2REN, &P3REN, &P4REN,
&P5REN, &P6REN, &P7REN, &P8REN};
/// PxOUT register mapping. Indexed by port number.
_reg8_addr_t PxOUT[] = {&P1OUT, &P2OUT, &P3OUT, &P4OUT,
&P5OUT, &P6OUT, &P7OUT, &P8OUT};
19 /// PxIN register mapping. Indexed by port number.
_creg8_addr_t PxIN[] = {&P1IN, &P2IN, &P3IN, &P4IN,
&P5IN, &P6IN, &P7IN, &P8IN};
void gpio_pin_dir(gpio_pin_name_t pin, gpio_pin_dir_t dir){
24 gpio_port_name_t port;
unsigned pin_number;
_decode_gpin(pin, &port, &pin_number);
uint8_t mask = ~(1 << pin_number);
29 dir <<= pin_number;
*PxDIR[port] = (*PxDIR[port] & mask) | dir;
}
Výpis 5.4: Příklad mapování registrů z implementace pro platformu FITkit (viz podkapitolu 5.5.3)
pomocí polí ukazatelů na registry V ukázce je vidět i použití tohoto mapování v implementaci funkce
pro nastavení směru vývodu MCU.
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5.6.2 Překlad a naprogramování
Programy pro tuto platformu byly překládány pomocí AVR-GCC verze 4.8.2 se zapnutými
link-time optimalizacemi pro dosažení co nejmenší velikosti výsledného kódu.
Nahrávání přeloženého programu bylo realizováno pomocí opensource nástroje avrdude
a bootloader programu předinstalovaného v paměti MCU přes rozhraní USB.
5.6.3 Detaily implementace
U této platformy byly zvažovány stejné možnosti implementace identifikátorů zařízení jako
u procesoru MSP430F2617 (viz podkapitolu 5.5.3). Bylo však nutné vzít do úvahy několik
odlišností této platformy:
• Většina registrů periferních zařízení tvoří v paměti souvislé oblasti a jen několik málo
registrů je lokalizováno mimo tyto oblasti.
• Jedná se o MCU s harvardskou architekturou. Čtení dat z programové paměti sice
není nemožné, nicméně je spojeno s nezanedbatelnou režií několika instrukcí na každý
jednotlivý přístup. To smazává výhodu přístupu s mapováním pomocí polí oproti
větvení toku programu.
Proto byl zvolen přístup, kdy kdykoliv to bylo možné, byly vytvořeny struktury zachycu-
jící rozložení registrů dané periferie v paměti a identifikátory zařízení byly implementovány
jako ukazatele na tyto struktury.
Tam, kde tento postup možný nebyl, bylo využito konstrukcí switch-case nebo if-then
pro větvení programu. Případně byly oba tyto zmíněné postupy kombinovány, pokud většina
registrů daného zařízení tvořila souvislou oblast a pouze některé registry byly umístěny mimo
ni.
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Kapitola 6
Závěr
Předchozí text popisoval metody, jakými bylo dosaženo požadované abstrakce nad mikro-
kontroléry a definoval požadavky na chování jednotlivých modulů. Byl také vytvořen návrh
rozhraní ve formě zdrojových souborů jazyka C a následně bylo toto rozhraní implemento-
váno nad několika rodinami MCU. Na rozdíl od konkurenčních řešení CMSIS a mbed má
tato knihovna výhodu v univerzálnosti, tzn. možnosti implementovat její rozhraní nad širším
spektrem mikrokontrolérů při zachování poměrně širokého spektra možností co se týká práce
s periferními jednotkami MCU, tzn. knihovna umožňuje jemnější nastavení různých para-
metrů, režimů činnosti apod., pokud ji porovnáme s řešením, které implementuje knihovna
Wiring, potažmo knihovna využívaná projektem Arduino.
Dalším přínosem této knihovny by mohla být možnost portování výukových aplikací
z platformy FitKit na novou výukovou platformu Minerva a po dokončení těchto prací mít
tyto aplikace v jedné jediné verzi, která bude přeložitelná pro obě platformy.
V rámci budoucího vývoje by pak bylo vhodné implementovat podporu pro více druhů
periferních jednotek (např. D/A převodníky, rozhraní SPI, I2C, UART, USB . . . ), ale i více
rodin MCU. V rámci práce byla prováděna implementace na třech velice rozdílných archi-
tekturách, aby byl tento záměr podpory nejrůznějších rodin důkladně prověřen.
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Seznam zkratek a slovníček pojmů
Zkratky
ADC Analog-Digital Converter
ALU Arithmetic-Logic Unit
API Application Programming Interface
CPU Central Processing Unit
DMA Direct Memory Access
DPS deska plošných spojů
FIT VUTBR Fakulta informačních technologií Vysokého učení technického v Brně
GCC GNU Compiler Collection / GNU C Compiler
GNU GNU’s Not Unix
IDE Integrated Development Environment
MCU Microcontroller Unit, mikrokontrolér
PCB viz DPS
PWM Pulse-Width Modulation
SCI Serial Communications Interface
UART Universal Asynchronous Receiver/Transmitter
Slovníček pojmů
Centered Mode režim činnosti zarovnaný na střed
Channel kanál (např. pro vstup do AD převodníku nebo pro výstup PWM)
Clock Generator generátor hodinového signálu
Counter čítač
Crossbar křížový přepínač
Device Handle identifikátor zařízení/instance periferní jednotky
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Direct Memory Access přímý přístup do paměti
Edge-aligned mode režim činnosti zarovnaný k okraji (hodnoty čítače)
Event/s událost/i
Feature/s vlastnost/i
Immediate Events bezprostřední události
Independent Clock nezávislý hodinový signál, nezávislé hodiny (na hlavních hodinách)
Linker sestavovací program
Linker script skript pro sestavení
Master Clock společný/hlavní hodinový signál, společné/hlavní hodiny
Overflow přetečení
Pin vývod pouzdra MCU
Shift Register posuvný registr
Stack pointer ukazatel na vrchol zásobníku, ukazatel na zásobník
Trigger Condition podmínka události
Underflow podtečení
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Příloha A
Obsah CD
Na CD se nachází několik souborů a adresářů:
• xkonec52.pdf Tato zpráva ve formátu PDF.
• text Zdrojové kódy, po jejichž přeložení programem LATEXvznikne tato zpráva.
• program/libmcu Zdrojové kódy knihovny, která je předmětem této práce (zatím pouze
návrh).
• program/libmcu/doc/*Dokumentace knihovny vygenerovaná programem Doxygen (zvlášť
pro každou platformu).
• program/test-* Testovací programy pro všechny implementované platformy.
I
Příloha B
Manuál
Následující text popisuje postup překladu knihovny a programů, které ji využívají.
B.1 Adresářová struktura knihovny
libmcu..........................................................................kořenový adresář knihovny
board........................................................................moduly pro podporu DPS
bare....................................................modul pro prázdnou (ang. bare) desku
*...........................................................................podpora pro další desky
dist.......................................................................přeložené soubory knihovny
doc....................................................................vygenerovaná dokumentace . . .
html...............................................................................ve formátu HTML
latex...................................................ve formátu LATEXpřeložitelná do PDF
makefiles.................................................soubory makefile používané knihovnou
mcu........................................................moduly pro podporu jednotlivých MCU
sim......................................................................šablona pro implementace
*.......................................................implementace pro jednotlivé platformy
*_impl.h, *_impl.c..........vlastní implementace jednotlivých modulů knihovny
linkerscript.ld............................................skript pro linker, je-li potřeba
*..........................................další interní soubory a adresáře implementace
*.h.........................................................soubory s definicemi rozhraní knihovny
*.c..........................................soubory obsahující implementace společných částí
config_example.h......................................Ukázkový konfigurační soubor knihovny
B.2 Překlad knihovny
Knihovnu lze přeložit i samostatně (aniž by bylo nutné psát aplikaci) a připravit ji tak
předem, např. pro distribuci v binární formě. Pro překlad knihovny je nejprve nutné mít
nainstalován překladač pro konkrétní platformu, program GNU Make [17] a balíček základ-
ních unixových utilit Coreutils [16]. O jaký konkrétní překladač se jedná je možné snadno
zjistit z obsahu souboru mcu/<vybraná platforma>/toolchains/<zvolený toolchain>.mk. V tomto
souboru je také definována většina argumentů, které jsou předávány překladači na příkazové
řádce. Za povšimnutí stojí, že knihovna musí být linkována s využitím parametru --whole-
archive, který zajistí přilinkování všech modulů knihovny. Toto je důležité, aby bylo možno
do knihovny zahrnout startovací kód.
II
Samotný překlad pak probíhá následovně:
1. Je potřeba definovat tyto proměnné prostředí:
• APPDIR: Tato proměnná musí ukazovat na adresář, ve kterém bude hledán kon-
figurační soubor.
• MCUMODEL: Určuje, pro který cílový mikrokontrolér bude knihovna překlá-
dána. Možnosti nastavení této proměnné je možné zjistit příkazem make listmcus,
jedná se o názvy podadresářů adresáře mcu v adresáři se zdrojovými kódy kni-
hovny.
• TOOLCHAIN: Specifikuje, jaký toolchain bude použit při překladu. Možné hod-
noty této proměnné jsou názvy souborů v podadresáři mcu/<MCUMODEL>/toolchains
bez přípon. Vždy je možné použít toolchain „default“ jakožto výchozí pro danou
platformu; většinou se bude jednat o variantu překladače GNU C.
• BOARD: Tato proměnná umožňuje vybrat, na které DPS je vybraný mikrokon-
trolér osazen a ke knihovně tak přidat definice a případně ovladače zařízení spe-
cifické pro danou desku. Možnosti pro nastavení této proměnné je možné zjistit
příkazem make listboards, případně prozkoumat výpis adresáře board. Není-li po-
třeba specifikovat žádnou desku, použije se hodnota bare,což je modul pro DPS,
který nedefinuje žádná další rozšíření knihovny.
2. Vytvořit soubor config_<MCUMODEL>_<BOARD>.h obsahující konfiguraci pro knihovnu umís-
těný v adresáři APPDIR.
3. Nyní je možné příkazem make printconfig zobrazit konfiguraci překladového prostředí.
4. Příkazem make se spustí překlad.
5. V podadresáři knihovny dist je vytvořen adresář pro danou kombinaci mikrokontroléru
a DPS a do něj je umístěna přeložená knihovna.
Dále je možné pomocí make clean odstranit výsledky překladu pro právě vybranou plat-
formu a pomocí make clean-all odstranit výsledky překladu všech platforem.
Je-li na systému nainstalován program Doxygen [2], je možné příkazem make doc vy-
generovat dokumentaci knihovny. Tato dokumentace bude uložena v adresáři doc a bude
rozdělena do podadresářů podle platforem.
B.3 Překlad aplikace
Postup překladu aplikace, která využívá knihovnu byl popsán jako součást podkapitoly 3.5.6.
B.4 Dokumentace
Dokumentace generovaná nástrojem Doxygen je k dispozici ve dvou formátech - html a LATEX
v adresáři doc/<platforma>. Dokumentace ve formátu LATEX je k dispozici již přeložená do
formátu PDF v podadresáři pdf.
III
