Abstract. An exact collision detection algorithm is described and analyzed. The time bound considers the complexity of the solids, number of joints and number of distinct collision configurations. A bound for the number of collision configurations can be taken directly from the input data. The algorithm is based on exact treatment of trigonometric expressions. The representation of trigonometric constants is discussed in an appendix.
Introduction
The detection of intersections and collisions between objects is related to many geometric planning tasks. As an example, collision detection methods are used as basis of standard motion planning techniques. Clearly, in order to derive exact collision detection methods and asymptotic time bounds for collision detection it is necessary to describe the complexity of given motions. The following problems are distinguished in this context:
(1) Intersection detection: Given two objects in fixed configuration, test whether the objects have a point in common (2) Intersection computation: Given two fixed objects, compute the intersection, i.e.
the set of points common to the two objects (3) Collision detection: Given objects and motions, decide whether an intersection will occur during the motions
The problem considered here is an extension of the third problem: Given solids and motions, compute the time intervals in which an intersection will occur. Thus common points are not computed. In what follows we will refer to a single motion of several objects, i.e. simultaneous motions of several objects are specified with respect to a single common time parameter t.
The problem of collision detection has been studied in many contributions [2,ּ 4 _ 6,ּ 8,ּ 9,ּ 11]. Boyse [2] considers two polyhedra one of which is fixed, while the other polyhedron is either translated or rotated; this case is useful in motion planning applications [13] . In [5] and [9] arbitrary motions of polyhedra are considered, and fast collision detection methods are derived using a discretization of the given motion; a discretization of a motion is a finite set of sample configurations which will occur during the motion. An intersection detection method is then applied to each sample configuration.
Gilbert and Hong [8] describe an iterative collision detection method. With this method it can be decided, whether or not a collision will occur, but iterative root finding subalgorithms and a resolution parameter have to be used so that time bounds considering the complexity of the motion can not be derived. A fast method for computing the distance between polyhedra is given by Lin and Canny [11] . This method finds the closest pair of features (i.e. vertices, faces, edges) for fixed polyhedra, and can be applied to collision detection using discrete sample configurations. In general criteria for the choice of the sample configurations are not available. A method in [5, 6] reduces collision detection for three-dimensional moving solids to intersection testing in higher dimensions. Here, extrusions of moving solids into an additional time dimension are computed. The resulting four-dimensional solids are then tested with respect to intersections. In [5, 6] extrusions are approximated using a CSG model [16] .
The method to be described is exact in the following sense -all computations can be performed without loss of accuracy and it can be decided exactly whether or not a collision will occur -asymptotic bounds for the computing time can be given; the bounds take into account the complexity of the given motion
In this context methods for the exact treatment of trigonometric expressions relating joint motions to spatial locations of features are derived. It seems possible that these methods are useful in other applications. The bounds consider the complexity of the objects, the number of moving joints and the complexity of the motion; a bound for the computing time can be taken directly from the input data. The method to be described is based on the exact algorithm for the determination of all free sections of a motion given in [7] . Standard collision detection methods mentioned above are based on distance computation for fixed objects [4] , [8] , [11] . The method described here does not use static distance computation.
The distances between objects can be arbitrarily small, since all computations are exact. The complexity measure used is based on the number of distinct contact configurations which can occur during the motion.
Motions of jointed mechanisms can be specified in several ways. A first way is to consider motions of the solids or links. In this case the position and orientation of each link during the motion is described as a function of a common time parameter. A second way is to specify motions of a mechanism by functions representing the displacement of the joints.
The second type of path specification allows direct execution of the given motion without transformation. As opposed to the first representation the second representation does not contain redundancy with respect to the number of variables required to specify configurations.
A simple class of motions for jointed mechanisms consists of motions during which all joints are moved with constant -possibly distinct -velocities. An extension of this class is obtained if the ratios between the joint velocities are constant throughout the motion. Here acceleration and deceleration can be taken into account. However, this simple class of motions generally does not correspond to polynomial constraint functions describing incidence relations between objects. This is due to trigonometric expressions relating joint angles to coordinates in physical space. In the following, we will consider jointed mechanisms with rotational joints. It is assumed that all objects are represented as polygons or polyhedra. the configuration space is the product of these intervals and the motions considered are straight line segments in this space. Simple (approximate) motion planning schemes can be derived using the described class of motions; here motions corresponding to a grid of line segments are analyzed, and path search is reduced to a search in a graph. Other motion planning schemes based on collision detection for motions corresponding to line segments are described in [1, 21] .
Collision constraint functions
The incidence relations between features of polygonal or polyhedral objects in fixed 
(It is assumed that p ≠ p' and q ≠ q'.) If the coordinates of p and p' depend on a time 
For a complete test it remains to establish whether s q intersects l p , so that the constraint expressions describing intersections between s p and s q are given by s p and s q intersect if and only if
The derived expressions are not linear functions in the coordinates, but can be decomposed, so that each constraint expression is linear in each of the coordinates: The constraint (1a) can be stated in the form
• A complete set of constraint expressions describing intersections between two polygons can be derived based on the above intersection test for line segments: It suffices to use a pair of constraint expressions of the above form for each pair of polygon edges. The derivation of constraint expressions for polyhedra and other types of solids is similar.
Several types of constraint expressions describing the intersection of polyhedra are given in [7] . Spheres can be treated in much the same way; constraint functions describing the distance between mid-points can be used instead of incidence relations. In this case the constraint expressions are quadratic in the coordinates. Similar constraint expressions for objects described as cylinders or segments of cylinders are derived in [19] . These constraint expressions are based on an expression for the distance between lines.
The coordinates of a point on a manipulator link depend on the joint angles and can be expressed as sums and products of sine-and cosine-functions with real-valued coefficients using the forward kinematic description of the manipulator [15] . 
Decomposition of collision functions
The collision constraint functions are sums of sub-expressions; each sub-expression is a product of rational constants, trigonometric constants of the form sc(kπ/m) and functions of the time parameter t of the form
where sc denotes either the sine-or the cosine-function. The factor a of the time parameter t in (2) is related to the velocity of the corresponding joint, and will be called velocity parameter. We assume that the velocity parameters are rational constants, and that the constants b occurring in the arguments of trigonometric functions are rational multiples of
π. An expression of the form sc(kπ/m) is a rational or real algebraic constant, and elementary arithmetic operations on this type of constant can be performed without loss of accuracy. The representation of trigonometric constants is discussed in the appendix. Each collision constraint function is a sum of sub-expressions of the form
with constant c.
Let n be the total number of joints. Then n is a bound for the number of non-constant factors in a product of the form (3) 
The A list of isolating intervals for the zeros of a trigonometric polynomial can be calculated using integer arithmetic. In [18] it is shown, that the intervals in which a given trigonometric polynomial of degree k with rational or algebraic coefficients is positive or negative can be determined exactly. Furthermore, it is shown that this computation takes at most O(k 8 ) steps. 
Inserting these expressions into the constraint expression (1.aβ) in example 1, we obtain the inequality
The motion given by d 1 (t) = t, d 2 (t) = 2t for the particular constraint expression gives rise to the collision constraint function Therefore each zero of a collision constraint function may correspond to a collision point.
There are at most 2k real zeros of a trigonometric polynomial of degree k in the interval [ _ π,ּ π) [18] . Trigonometric polynomials are periodic and it suffices to find all zeros in an interval of length 2π. Since k is a bound for the degree of the collision constraint functions, a bound for the number of distinct collision configurations during the given motion is given by the sum of the (normalized and positive) velocity parameters. The total time required to find the intervals in which collision constraint functions are negative is then bounded by
Here C is the number of features describing solids, n is the number of moving joints, and k is a bound for the number of collision configurations. Note that this bound does not take into account the size of the coefficients. In special cases, the constants are rational and of fixed length. However, the coefficients are generally algebraic; arithmetic operations on algebraic numbers can be performed in polynomial time; the same holds for zero isolation for trigonometric polynomials with algebraic coefficients.
The end-points of an interval in which a function is negative are zeros of the function. For each single function a list of intervals isolating the zeros is computed. The isolating intervals corresponding to a single function are disjoint. However, the intervals corresponding to two distinct functions are not necessarily disjoint. In order to decide whether an interval actually corresponds to an overlap it is necessary to isolate all zeros in a set of collision constraint functions, i.e. to compute a list of intervals such that all intervals corresponding to zeros of all functions are disjoint. This can equally be done in polynomial time [3] , but may result in large coefficients. In the example above, it is necessary to first isolate the zeros of the collision constraint functions corresponding to the expressions (1.aα) and (1.aβ); after this it may be necessary to refine the isolating intervals ensuring that all isolating intervals corresponding to both expressions (1.aα) and (1.aβ) are disjoint.
If algebraic coefficients are approximated by rational numbers, large inaccuracies may result. The exact representation of trigonometric coefficients occurring in this context is discussed in the appendix.
Conclusions
The above methods can be used to describe the complexity of motions. The complexity of a motion is measured by the number of possible collision configurations. Since all computations are exact, the distances between objects can be arbitrarily small. It is shown that collision detection can be performed in polynomial time. Other measures for the complexity of a motion with respect to collision detection could be based on minimal distances between objects. In this case smaller distances lead to increased computing time.
The derived collision detection method is polynomial in the number of joints. In [7] collision constraint expressions are used to derive a representation of configuration obstacles; this representation is used as a basis for an exact motion planning method.
Known motion planning methods are exponential in the number of joints.
The bounds used for trigonometric zero isolation in [18] are based on a time bound for the modified Uspensky algorithm in [3] . An improved bound of O(n 5 log(nd) 2 ) for algebraic zero isolation using the modified Uspensky algorithm is stated in [10] ; here n denotes the degree of the input polynomial and d denotes the maximum absolute value of the (integer) coefficients; using this bound, the above bound can be reduced to O(C 2 (n 2 k + k 7 )). Exact collision detection can be applied in the context of design for assembly. As an example it can be decided whether hinged objects moving with fixed relative angular velocities can collide. A related problem arising in this context is to find parameter ranges which correspond to designs in which objects can not collide; here the parameters describe link lengths or angular velocities; exact methods appear most appropriate in this case.
Appendix. Representation of trigonometric constants
We consider constants of the form cos(kπ/s) with integers k and s. It can be assumed that k and s are relatively prime and that s > 2. Constants of this form are not rational and the goal is to determine an exact computer representation for such constants, i.e. a representation, which allows exact elementary arithmetic operations and comparison. For arithmetic operations, a real algebraic number x can be represented by a polynomial P with the zero x and with integer coefficients together with an isolating interval for x [12] . This isolating interval is used to identify the zero x among the set of zeros of P. An isolating interval for x is an interval with rational end-points containing x and none of the other zeros of P.
Clearly, it is useful to find a polynomial P of minimal degree. Once a polynomial has been determined, for which it is known that the algebraic number x to be represented occurs as a zero, a list of isolating intervals of all zeros can be determined with standard methods [3] . It is then required to identify the given number x within this list of isolating intervals, i.e. to find the interval containing x.
The constant cos(kπ/s) can be written in the form cos(2π⋅k'/n) where k' and n are relatively prime, 0 < k' < n and nּ >ּ 2. The minimal polynomial of cos(2π/n) is given by where m:= φ(n)/2, the functions T k are the Chebyshev polynomials of degree k, and e i are the coefficients of the cyclotomic polynomials of order n [17] . Here φ(n) denotes the number of integers between 1 and n, which are relatively prime to n.
All elements of the set Z:= {cos(2π⋅j/n) | gcd(n, j) = 1 and 1 ≤ j <n} are zeros of this polynomial P. The degree of P is φ(n)/2. The set Z contains φ(n)/2 distinct values, and can be written in the form {cos(2π⋅j/n) | gcd(n, j) = 1 and 1 ≤ j <n/2}. The zeros of P occur in descending order, i.e. cos(2π⋅j 1 /n) > cos(2π⋅j 2 /n) for j 1 < j 2 . Therefore the isolating interval corresponding to the given number cos(kπ/s) can be determined directly from a list of isolating intervals of P. 
