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Diplomsko delo opisuje izvedbo sistema vodenja za namakanje vrta. Sistem 
omogoča nadzor in krmiljenje zalivanja vrta. Jedro sistema je razvito v Microsoftovem 
ogrodju ASP.NET MVC in se izvaja na strežniku IIS. To uporabniku omogoča dostop 
do uporabniškega vmesnika z najrazličnejših naprav, kot so pametni telefon, tablica, 
novejši TV sprejemnik, prenosni in osebni računalnik.  
Sistem vsebuje uporabniški grafični vmesnik, ki je predstavljen s 3D-sliko 
sistema, preko katere je mogoč vklop posameznih zalivalnih vej v realnem času. 
Spremembe v sistemu se animirajo na 3D-sliki, ta pa se tudi sinhronizira z vsemi 
uporabniškimi dostopi, ki se izvajajo v tistem trenutku. Sliko dopolnjujejo merilnik i, 
ki prikazujejo odčitke senzorjev, ki so razporejeni po vrtu. 
Po uvodnem poglavju v drugem poglavju obravnavamo tehnologije za izdelavo 
spletnih aplikacij, med katerimi smo na podlagi raziskav in testiranj izbrali 
najustreznejše za izdelavo jedra sistema. V tretjem poglavju nadaljujemo z opisom 
uporabljene strojne opreme, kamor uvrščamo mikroračunalnik Raspberry Pi, ki v 
sistemu predstavlja krmilni del, katerega naloga je sprejemanje in posredovanje 
krmilnih ukazov aktuatorjem v realnem času. Pomemben del sistema so tudi razvojni 
kompleti NodeMCU, ki zajemajo vrednosti senzorjev, jih uredijo v primerno obliko 
ter urejene podatke posredujejo preko povezave HTTP osrednjemu delu sistema. 
Komunikacija, ki zahteva najnižjo zakasnitev, se vrši preko knjižnice SignalR, ki 
samodejno izbere najustreznejšo povezave, ki jo sistem podpira. V tretjem poglavju so 
predstavljeni tudi posamezni tipi senzorjev, kjer so izpostavljene njihove prednosti in 
slabosti. Četrto poglavje opisuje uporabljeno programsko opremo. V petem poglavju 
predstavimo izvedbo inštalacije in aplikacije ter povezavo obeh v sistem vodenja. V 
šestem poglavju so podani zaključki. 
 





The thesis describes the implementation of the control system for garden 
irrigation. The system enables monitoring and control over watering the garden. The 
core of the system was developed in Microsoft ASP.NET MVC framework and runs 
on the IIS server. This allows the user to access the user interface from a wide range 
of devices, such as a smart phone, a tablet, a newer TV, a portable and a personal 
computer. 
The system contains a graphical user interface, which is represented by a 3D-
image of the system, through which it is possible to activate individual water irrigat ion 
branches in real time. Changes in the system are animated on a 3D-image and it is also 
synchronized with all the user accesses that are running at that moment. The image is 
also complemented by sensor displays showing the readings of sensors that are 
arranged in the garden. 
Following the introductory chapter in second chapter, we describe the 
technologies for the production of web applications, among which, based on research 
and testing, we chose the most suitable for making the core of the system. In the third 
chapter, we continue with the description of the hardware used. This includes the 
Raspberry Pi microcomputer, which represents a control part in the system, whose task 
is to receive and transmit the control commands to actuators in real time. An important 
part of the system is a NodeMCU development kit, which captures the values of the 
sensors, arranges them in a suitable format and sends regulated data to the central part 
of the system via HTTP. The communication that requires the lowest delay is achived 
using the SignalR library, which automatically selects the most appropriate connection 
supported by the system. The third section also presents individual types of sensors, 
where their advantages and disadvantages are exposed. Fourth chapter describes the 
software used. In the fifth chapter we present the presentation of the implementa t ion 
of installation and application and the connection of both in the control system. Sixth 












1  Uvod 
V zadnjem času so vremenske razmere vedno bolj nepredvidljive. S tem se 
pojavljajo tudi pogosta sušna obdobja, v času katerih je potrebno za skrbno urejeno 
trato in obilen pridelek na vrtu redno namakanje površin. Kadar so ta območja 
obsežnejša, je namakanje s pomočjo vrtnih cevi nepraktično in nam lahko vzame 
veliko časa. V takih primerih so nam lahko v veliko pomoč različni zalivalni sistemi, 
ki so dokaj dostopni na trgu. Poleg osnovnih zalivalnikov trg ponuja tudi krmilnike 
[1], ki omogočajo nastavitev samodejnega vklopa/izklopa zalivalnega sistema ter 
nastavitev posameznih parametrov zalivanja, ki ponavadi poteka preko uporabniškega 
vmesnika na LCD-zaslonu ali preko gumba s skalo. Glavni problem takšnih  
avtomatskih zalivalnih sistemov je prav v krmilnem delu, saj je ta ponavadi 
predprogramiran s strani proizvajalca. Sicer so ti sistemi enostavni za uporabo, vendar 
pa nam ne omogočajo dodatnih  razširitev po naših željah.  Da bi dobili dober zaliva lni 
sistem, nad katerim bi imel uporabnik popoln nadzor, bi se morali odločiti za lastno 
izvedbo krmiljenja zalivanja. 
To razmišljanje nas je spodbudilo k odločitvi, da v okviru diplomske naloge 
razvijemo sistem vodenja, ki bo omogočil vklop/izklop zalivanja preko spletnega 
uporabniškega vmesnika. S tem namenom smo vključili spletni sistem SCADA (ang. 
Supervisory Control And Data Acquisition). 
Spletni sistem SCADA [2] (ang. Web based SCADA system) je sistem, ki je 
namenjen nadzorovanju in krmiljenju različnih procesov. To izvaja s pomočjo 
zajemanja podatkov iz procesa ter posredovanjem podatkov v proces. Poleg 
standardnih protokolov, ki se uporabljajo za prenos podatkov v sistemih SCADA, 
spletni sistem uporablja tudi protokol HTTP (ang. Hypertext Transfer Protocol) ter 
ostale spletne tehnologije. Uporabniški vmesnik je predstavljen v spletnem brskalniku.  
Aplikacijo smo namestili na strežnik, kar pomeni, da je do aplikacije možno 
dostopati  iz najrazličnejših naprav, ki imajo povezavo s spletom. Pri načrtovanju 
sistema vodenja zalivanja smo prišli na idejo, da bi bila za uporabnika zelo koristna 
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informacija o vlažnosti tal, ki bi mu bila v pomoč pri odločitvi, kdaj začeti z 
namakanjem.  
V sistem nismo vključili avtomatskega proženja namakanja, ki se bi izvedlo, če 
bi vlažnost tal padla pod določeno mejo, saj je za tak sistem potreben visok nivo 
zanesljivosti, katerega pa dosežemo z dolgotrajnim testiranjem in vpeljavo številnih 
varnostnih ukrepov. Torej smo ta podatek vključili z namenom, da uporabniku pove, 
kdaj je prst presuha. 
Po vključitvi dveh senzorjev za merjenje vlažnosti tal v naš sistem smo se 
vprašali, zakaj ne bi spremljali še drugih merljivih parametrov na našem vrtu. Tako 
smo dodali še tipalo za zaznavanje padavin, merilec hitrosti vetra, temperaturno tipalo 
za zaznavanje temperature prsti, temperaturno tipalo za  zaznavanje temperature 
ozračja in tipalo vlažnosti zraka. Aplikacija nam omogoča, da vse te vrednosti 
spremljamo v priročnem grafičnem vmesniku. Nekateri od teh podatkov so nam torej 
tudi v pomoč pri odločitvi za zagon našega zalivalnega sistema, drugi pa so le 
informativnega pomena. Vse izmerjene vrednosti se sproti zapisujejo v podatkovno 
bazo, sistem  pa nam omogoča tudi grafično spremljanje zgodovine teh podatkov.  
Kot zadnje smo dodali še zvočni opis pomembnejših senzorjev v slovenskem 
jeziku, ki opisuje vrednost temperature, vlage zraka, prisotnost padavin in čas, ob 
katerem se poročanje izvede. Zadnjo funkcionalnost smo dodali s pomočjo 





2  Izbira tehnologije za izdelavo spletne aplikacije 
V postopku izdelave nadzornega sistema je smiselno že čisto na začetku 
načrtovanja posvetiti več časa sami izbiri ustrezne tehnologije. S takšnim pristopom 
bomo preprečili, da bi naš sistem postal preveč kompleksen in bomo hkrati že v 
razvojni fazi projekta prihranili veliko časa. Še dva pomembna dejavnika sta, ki jih 
moramo upoštevati pri načrtovanju sistema. To sta cenovna dostopnost tehnologije in 
odprtost uporabljene tehnologije, kar pomeni, da bo ta omogočila izvedbo vseh 
zastavljenih idej. 
Z namenom lažjega dostopanja do nadzornega sistema smo se odločil za izbiro 
centralnega sistema. Ta v primeru več procesov tudi poenostavi vzdrževanje, saj 
posodobitve sistema izvajamo le na enem mestu, to je na strežniku. 
Za jedro centralnega sistema moramo izbrati tehnologijo, v kateri bo moč 
izdelati spletno aplikacijo, ki bo omogočala: 
▪ zajemanje in obdelava podatkov, generiranje ukazov podrejenim sistemom in 
napravam, 
▪ izdelavo grafičnega uporabniškega vmesnika, ki uporabniku omogoča vpogled 
in interakcijo s sistemom, 
▪ zajemanje in hrambo podatkov v podatkovni bazi. 
 
Pri izbiri tehnologije smo si že na začetku postavili dva kriterija, in sicer uporabo 
operacijskega sistema Windows ter Microsoftovega spletnega strežnika IIS (ang. 
Internet Information Services). Za izbiro teh smo se odločili na podlagi razširjenos t i 
Windows sistema ter dobrih izkušenj z IIS strežnikom v preteklosti. To je bistveno 
okrnilo sicer širok razpoložljiv nabor tehnologij, ki so namenjene za izdelavo spletnih 
aplikacij.  
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2.1  Programsko ogrodje 
Programsko ogrodje [3] je univerzalno programsko okolje, ki ga je možno 
večkrat uporabiti in je del večje programske platforme. Ogrodje lahko vključuje 
knjižnice, zbirke orodij, aplikacijske vmesnike ter ostale komponente, katerih namen 
je razvijalcu olajšati razvoj programa. Sprva si večina predstavlja ogrodje kot zbirko 
knjižnic, vendar pa ta opravlja veliko večjo vlogo v aplikaciji, saj nadzira njen potek 
v nasprotju s knjižnicami, katere razvijalec kliče v izvorni kodi (slika 2.1). Ta princip 
imenujemo preobrat nadzora (ang. inversion of control). Poleg tega lahko razvija lec 
ogrodje tudi nadgradi za potrebe aplikacije. Z uporabo ogrodja se tako razvijalcu ni 
potrebno ukvarjati z nizkonivojskim programiranjem funkcionalnosti. Pogosto so 







Slika 2.1:  Shematska primerjava knjižnice ter ogrodja 
Kot smo predhodno že omenili, smo se omejili na Microsoftove tehnologije ter 
s tem na ogrodja ASP, ki jih bomo predstavili v nadaljevanju.  
2.1.1  Ogrodje ASP (Classic ASP) 
Ogrodje ASP [5] je bilo leta 1996 predstavljeno kot Microsoftovo prvo 
strežniško orodje. Privzet programski jezik je Visual Basic Script, datoteke pa 
prepoznamo po končnici asp. Osnoven potek delovanja ASP ogrodja:  
• Brskalnik najprej pošlje poizvedbo s končnico asp.  
• Strežnik preko končnice razbere ukaz za izvajanje datoteke asp, s 
pomočjo katere dinamično ustvari datoteko HTML (ang. Hyper Text 
Markup Language). 
• Generirano HTML datoteko kot odgovor na poizvedbo vrne brskalniku. 
2.1.2  Ogrodje ASP.NET 
Ogrodje ASP.NET je naslednja generacija ogrodja ASP. Tako kot navaden ASP 
je tudi ASP.NET sposoben poizvedbe po podatkovnih bazah. Glavna prednost je v 
pisanju izvorne kode, saj ta omogoča pisanje v vseh .NET podprtih jezikih, med katere 
spadajo npr. Visual Basic, C++, C#. Poleg tega ogrodje omogoča tudi uporabo 
OGRODJE 
Izvorna koda Knjižnica 
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strežniških funkcionalnosti, ki lahko ločijo kodo od vsebine. Datoteke te vrste imajo 
končnico aspx. 
2.1.3  Ogrodje ASP.NET Web Forms 
Glavna prednost ogrodja ASP.NET Web Forms je hitrost razvoja spletnih 
aplikacij, saj uporabimo že ustvarjene komponente, ki jih s potegom razporedimo v 
uporabniško okno, ogrodje pa poskrbi za samodejno generiranje kode HTML. Potek 
programa na strani strežnika določimo z izbranim jezikom knjižnice .NET.  
Slika 2.2 prikazuje primer samodejno generirane kode HTML za izbran obrazec. 





Slika 2.2:  Razvoj aplikacije z ogrodjem Web Forms  
  
2.1.4  Ogrodje ASP.NET Web Pages 
Z ogrodjem ASP.NET Web Pages je Microsoft predstavil nov način pisanja 
izvorne kode spletnih strani in aplikacij. Njegova glavna posebnost je združevanje 
kode HTML ter strežniške kode v isti datoteki, kar so poimenovali sintaksa Razor. Ta 
pristop razvijalcu izrazito olajša povezavo med operacijami na strani klienta 
(brskalnik) ter izvajanjem strežniškega dela aplikacije. Delovanje je zasnovano tako, 
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da ogrodje ob izvajanju kode na strani strežnika s pomočjo znaka @ zazna, da gre za 
strežniško kodo in jo tam tudi izvede. Izvršeni ukazi vrnejo kodo HTML, katero nato 
ogrodje skupaj z ostalo kodo posreduje brskalniku. Razvijalec se mora zavedati, da s 
parametri sintakse razor ni mogoče manipulirati kasneje na strani brskalnika, saj se že 
na strani strežnika prevedejo v kodo HTML. 
Ta pristop omogoča dokaj hiter razvoj aplikacij. Bistveno pomanjkljivost pa je 
opaziti, kadar so te obsežnejše, saj imamo v takem primeru ogromno kode na enem 
mestu, s čimer se zelo zmanjša preglednost. 
Slika 2.3 prikazuje sintakso Razor, ki poleg kode HTML in kode CSS (ang. 
Cascading Style Sheets) vsebuje tudi strežniško kodo, ki se nahaja za znakom @. 
 
Slika 2.3:  Sintaksa Razor v kodi HTML  
 
2.1.5  Ogrodje ASP.NET MVC 
Arhitekturni vzorec MVC (ang. Model View Controller) je že desetletja 
pomemben vzorec v računalniškem programiranju, saj je elegantna rešitev za delitev 
aplikacije na posamezne dele in se izredno dobro prilega tudi v koncept večnivojsk ih 
arhitektur spletnih aplikacij. Deljenje na dele doda nekaj kompleksnosti v sam razvoj 
aplikacije, vendar njene koristi to hitro odtehtajo. Vzorec MVC najdemo v številnih 
ogrodjih, uporabilo ga je tudi podjetje Microsoft za pristop k razvoju spletnih aplikacij 
v njihovem ogrodju ASP.NET MVC. 
 
Vzorec MVC deli aplikacijo na 3 glavne dele: 
▪ Model (ang. model): To so razredi (ang. classes), katerih objekti po 
navadi vsebujejo podatke, ki so shranjeni v podatkovni bazi, ter tudi 
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kodo, ki manipulira s podatki in uveljavlja poslovno logiko. V modelu 
lahko ustvarimo tudi podmodel, ki zastopa le podatke, ki so namenjeni 
le grafičnemu uporabniškemu vmesniku in ga zato tudi imenujemo 
ViewModel. 
▪ Pogled (ang. View): Predstavlja vidno polje brskalnika. Vidno polje 
predstavimo s spletnimi jeziki HTML, CSS in JavaScript, v veliko 
pomoč pa so tudi knjižnice namenjene sprednjem delu aplikacije (ang. 
front-end libraries). Poleg tega ogrodje omogoča tudi uporabo sintakse 
Razor. 
▪ Krmilnik (ang. Controller): Je poseben razred, ki upravlja odnos med 
pogledom in modelom, odgovarja na prejete klice s strani klientov ter 
izbira, kateri Pogled ali podatek vrniti klientu za posamezen klic. 
 
Slika 2.4 prikazuje osnovni princip delovanja Microsoftovega ogrodja ASP.NET 
MVC, kjer klient (brskalnik) pošlje zahtevo v obliki URL-ja strežniku (IIS). Ogrodje 
vsebuje usmerjevalni sistem (ang. routing sistem), ki s prejetega URL-ja razbere 
zahtevo, ki jo naslovi na ustrezen krmilnik. Ta je odgovoren za delo z modelom, s 
pomočjo katerega pridobi podatke (npr. iz podatkovne baze), katere tudi ustrezno 
uredi. Poleg tega mora poskrbeti za ustrezen odziv na uporabniške zahteve, kar 
ponavadi stori z izbiro ustreznega pogleda s pripadajočimi podatki. 
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2.1.6  Ogrodje ASP.NET Core MVC 
Ogrodje Core MVC je Microsoftova zadnja različica spletnega ogrodja .NET, ki 
so ga sprva poimenovali MVC 6, kmalu za tem pa preimenovali v Core MVC. Staro 
poimenovanje bi lahko hitro privedlo do razumevanja ogrodja MVC 6 kot nadgradnje 
ogrodja MVC 5, kar pa bi bilo zmotno, saj je Microsoft najnovejše ogrodje zgradil 
povsem na novo z nekoliko drugačnim pristopom.  
Ogrodja Core niso več strogo ločena kot v starejših različicah, ampak so v njem 
združili prednosti ogrodij ASP.NET MVC, Web Pages in Web API. Za gradnjo 
ogrodja povsem na novo so se odločili predvsem zaradi združljivosti z različnimi 
operacijskimi sistemi, saj je bilo aplikacije razvite v dosedanjih Microsoftovih 
ogrodjih mogoče zagnati le na spletnih strežnikih Windows, kot je IIS, kar pa je bila 
tudi njihova glavna pomanjkljivost. Poleg tega so z izgradnjo in dolgoletnimi 
izkušnjami izrazito pripomogli tudi k hitrosti izvajanja aplikacij. Pomemben podatek 
je tudi, da je v primerjavi z dosedanjimi ogrodji to tudi odprtokodno. 
 
Bistvene elemente sistema SCADA smo nameravali rešiti z lastno izbiro orodij 
in tehnologij, kar nas je pri izbiri tehnologije osrednjega dela sistema prisililo v izbor 
čim bolj odprtega ogrodja, saj se na začetku še ne zavedamo vseh težav, ki jih bo 
potrebno tekom razvoja odpraviti. Tako se je nabor zožil na zadnji dve Microsoftovi 
razviti ogrodji MVC in MVC Core. 
Čeprav številke kažejo v prid novejšemu ogrodju, smo se na podlagi ciljnega 
sistema in boljše zanesljivosti oziroma preizkušenosti odločili za izbiro njegovega 
predhodnika, torej ASP.NET MVC. 
2.2  Programski jeziki 
2.2.1  Zadnji del aplikacije 
Ogrodje ASP.NET MVC, za katerega smo se na podlagi raziskav, testiranj in 
nasvetov izkušenih programerjev na spletu odločili v prejšnjem poglavju, podpira 
programiranje zadnjega dela aplikacije (ang. back-end) v številnih programskih 
jezikih, med katerimi so C#, Visual Basic (VB), C++, F#. Na spletu hitro opazimo, da 
prevladujeta jezika C# in VB, kar predstavlja prednost, saj obstajajo številni prosto 
dostopni primeri napisani v teh jezikih. Njuni sintaksi lahko primerjamo s pomočjo 
slik 2.5 in 2.6, saj sta akciji funkcionalno identični. 




Slika 2.5:  Primer izvorne kode v programskem jeziku C# 
 
Slika 2.6:  Primer izvorne kode v programskem jeziku Visual Basic 
Za programski jezik C# smo se odločili, saj se nam je zdela koda bolj berljiva, 
poleg tega pa se zdijo ključne besede razumneje poimenovane. Na spletu obstajajo tudi 
številni prevajalniki, ki omogočajo prevajanje programske kode med jezikoma C# in 
VB. 
 
2.2.2  Sprednji del aplikacije 
Ko govorimo o sprednji strani aplikacije (ang. front-end), smo omejeni na tri 
glavne spletne jezike, ki so HTML, CSS, JavaScript, katere so tolmači brskalnikov 
sposobni prevesti v zaslonsko sliko. Ker pa razvoj zgolj z osnovnimi jeziki zahteva 
veliko časa za prikaz smiselne spletne strani, so nam v pomoč različne knjižnice ter 
ogrodja. Pri raziskavi tehnologij smo se srečali kar s širokim naborom ogrodij in 
knjižnic za razvoj sprednje strani aplikacije ter jih tudi kar nekaj preizkusili. Odločili 
smo se za izbor dveh, katerih sintaksa nam je najbolj ustrezala. Tako smo poleg 
osnovnih jezikov sprednje strani uporabili tudi JavaScript-knjižnico jQuery ter ogrodje 
Bootstrap. 
Jezik HTML [6] je označevalni jezik, ki se po sintaksi razlikuje od besedila po 
značkah. Značke predstavljajo gradnike strani. Jezik predstavlja osnovo spletnega 
dokumenta, z njim se določi zgradbo in semantični pomen delov dokumenta. Skupaj z 
označevalnim jezikom CSS in programskim jezikom JavaScript sestavlja osnovno 
celoto spletne strani. 




Slika 2.7:  Primer kode HTML ter njen prikaz v brskalniku 
 
Označevalni jezik HTML je odgovoren za zapisovanje seznamov, besedil, tabel, 
teksta, ipd., medtem ko jezik CSS skrbi npr. za obliko pisave, barvo prikaza, postavitev 
elementov, na splošno mu lahko pripisujemo oblikovne učinke. S pomočjo jezika 
JavaScript pa gradimo funckionalnost strani, s pomočjo katere se ta odziva na 
uporabniško interakcijo s stranjo.  
Na sliki 2.7 lahko vidimo, kako tolmač brskalnika prevede kodo HTML v 
ekranski prikaz. Slika 2.8 prikazuje, kakšen vpliv na prikaz ima koda CSS. 
 
Slika 2.8:  Primer kode HTML z dodatkom kode CSS 
2.3  Knjižnica SignalR 
Knjižnica SignalR je namenjena razvoju spletnih aplikacij v ogrodjih ASP.NET. 
Razvijalcu poenostavi vključitev spletne funkcionalnosti realnega časa (ang. real-time 
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ZAKASNITEV 
web functionality). Spletna funkcionalnost realnega časa je sposobnost strežnika, da 
vriva vsebino klientom, kar je v nasprotju z običajnim delovanjem spletnih strani, kjer 
klient generira poizvedbe po določeni vsebini na določenem strežniku.  
Vsakič ko imamo stran, katero uporabnik osveži, da dobi pregled nad novejšimi 
podatki, ali je na strani klienta v ozadju implementirano pogosto klicanje strežnika z 
namenom posodobitve podatkov na strani klienta, je smiselno razmisliti o uporabi 
knjižnic, ki omogoča vključitev spletne funkcionalnosti realnega časa. Ena od teh je 
SignalR, ki omogoča implementacijo številnih pristopov za vpeljavo funkcionalnos t i 
spletnega realnega časa. 
Knjižnica SignalR zagotavlja preprost aplikacijski programski vmesnik (ang. 
Application Programming Interface, s kratico API) za izvajanje oddaljenih klicev med 
strežnikom in klientom, ki kličejo JavaScript-funkcije v klientovih brskalnikih preko 
kode .NET na strani strežnika. Poleg tega vsebuje tudi API za upravljanje povezav, 
kar omogoča uporabo proženja ob spremembi stanja povezave. 
Knjižnica SignalR vodi upravljanje povezav samodejno in omogoča 
posredovanje sporočil s strani strežnika vsem ali le posameznim klientom, ki jih lahko 
uredimo tudi v skupine. Povezava med strežnikom in klientom je obstojna v primerjavi 
z običajno povezavo HTTP, kjer se ob vsakem klicu ta vzpostavi ponovno.  
SignalR je v protokolnem skladu nivo nad nekaterimi transportnimi protokoli, ki 
so potrebni za delo v realnem času med odjemalcem in strežnikom. Vzpostavitev 
povezave se prične z rokovanjem v protokolu HTTP in nato napreduje v povezavo 
WebSocket, če je ta na voljo. Protokol WebSocket predstavlja idealno povezavo za 
knjižnico SignalR, saj najučinkoviteje uporablja spomin, s katerim razpolaga strežnik, 
ima nizko zakasnitev in omogoča obojesmerno komunikacijo. Je pa tudi najzahtevne jš i 
protokol, saj zahteva novejše strežniške sisteme in brskalnike, ki omogočajo takšno 
povezavo. Če kateri od teh ne izpolnjuje pogojev, knjižnica SignalR samodejno preide 
na drug počasnejši tip povezave, ki je lahko eden od naštetih: 
- Server-Sent Events, 
- ForeverFrame ter 
- Long Polling. 
 
Izmed zgoraj naštetih SignalR izbere najhitrejšo povezavo, ki jo podpirata tako 
klient kot strežnik. 
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3  Uporabljena strojna oprema 
Poglavje opisuje strojno opremo, ki je bila uporabljena pri izvedbi sistema 
vodenja. Strojna oprema vključuje:  
• mikroračunalnik Raspberry Pi, ki služi kot krmilni del sistema, 
• razvojni komplet NodeMCU, ki ima nalogo zajema in posredovanja 
podatkov v sistemu 
• ter vse uporabljene senzorje. 
3.1  Mikroračunalnik Raspberry Pi 
Mikroračunalnik Raspberry Pi (RPi) [8] je serija majhnih računalnikov na eni 
plošči, ki jo je v Veliki Britaniji razvila fundacija Raspberry Pi z namenom širjenja 
računalniških znanj v šolah. V nekaj letih je bilo prodanih toliko računalnikov, da velja 
za najbolje prodajani računalnik v Veliki Britaniji. Do sedaj je izšlo že več modelov 
računalnika RPi, ki se razlikujejo predvsem po velikosti, namembnosti ter 
specifikacijah. Pomembna posebnost teh majhnih računalnikov v primerjavi z 
namiznimi je v tem, da omogočajo direkten priklop vhodno-izhodnih naprav preko 
splošno namenskih vhodno-izhodnih priklopov (ang. general-purpose input/output), 
ki se nahajajo na plošči. Računalnik RPi poganja procesorsko jedro ARM. 
V diplomskem delu je uporabljen mikroračunalnik Raspberry Pi 3 Model B+ 
(slika 3.1), ki je izšel marca 2018 ter je trenutno tudi najzmogljivejši RPi na trgu. 




Slika 3.1:  Mikroračunalnik Raspberry Pi 3 Model B+  
Mikroračunalnik Raspberry Pi 3 Model B+ zmore dovolj procesorske moči za 
poganjanje enostavnejših operacijskih sistemov, kot so Raspbian, Ubuntu, Debian, 
OS, Win 10 IoT Core, idr. Poleg zmogljivega centralnega procesorja razpolaga tudi z 
grafičnim procesorjem. Ta omogoča priklop zaslona preko priključka HDMI, ki se 
nahaja na plošči.  
 
Pregled specifikacij: 
- priključna napajalna napetost:  5V, 
- centralna procesna enota:  4x Cortex-A53 1.4 GHz, 
- pomnilnik (SDRAM):  1 GB, 
- omrežni priključek:  10/100/1000 Mbit/s Ethernet,  
     802.11ac dvopasovni 2.4/5 GHz  
     brezžični, 
- periferija:   17x GPIO s posebnimi funkcijami, 
      vendar brez analognih vhodov, 
- poraba:    800mA. 
 
Na plošči se nahaja tudi ženski priključek RJ45, ki omogoča vzpostavitev 
zanesljive povezave z omrežjem. 
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3.2  Razvojni komplet NodeMCU 
Ime NodeMCU se v osnovi nanaša na odprtokodno platformo IoT, ki temelji na 
sistemu ESP8266, katerega je začelo proizvajati kitajsko podjetje Espressif proti koncu 




Slika 3.2:  Razvojni komplet NodeMCU [9] 
Sistem ESP8266 je sistem na čipu (ang. System On a Chip), ki vsebuje  Tensilica 
L106 32-bitni mikrokrmilnik z vključenim oddajnikom in sprejemnikom Wi-Fi. 
Sistem ESP8266 razpolaga z enajstimi splošnonamenskimi vhodno izhodnimi 
priključki in vsebuje tudi analogno digitalni pretvornik z 10-bitno resolucijo, s katerim 
uporabniku omogoča uporabo enega analognega vhoda. Ta sistem so vključili v 
odprtokoden projekt NodeMCU ter ga dodelali s številnimi moduli z namenom 
izdelave celovitega sistema, ki uporabniku omogoča enostavno programiranje. S tem 
so izdelali razvojni komplet NodeMCU, ki vzpostavi povezavo z računalnikom preko 
vmesnika USB. 
Za naš sistem smo uporabili komplet NodeMCU zaradi njegove majhne izvedbe, 
enostavnosti, cenovne dostopnosti ter že vgrajenih vseh potrebnih komponent. Kasneje 
se je izkazalo, da bi bila na nekaterih mestih, z namenom odprtosti za nadaljnjo 
nadgradnjo sistema z dodatnimi senzorji, bolj primerna uporaba razvojnega kompleta 
z vgrajenim ESP32 SoC, ki je naslednik sistema ESP8266. Ta omogoča priklop do 18 
analognih senzorjev, katerih vrednosti zaznava z 12-bitno resolucijo. Vsebuje pa tudi 
dodatne izboljšave, kot so uporaba  omrežja Bluetooth , analognih izhodov ter še 
mnogo drugih. 
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Razvojne komplete NodeMCU je mogoče programirati z različnimi 
integriranimi razvojnimi okolji, med katerimi je tudi Arduino IDE. 
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3.3  Senzor za merjenje vlažnosti tal 
 
Za merjenje vsebnosti vlage v prsti obstaja več pristopov. Na trgu sta med 
cenovno dostopnejšimi najbolj razširjena uporovni in kapacitivni senzor. 
Uporovni senzor (slika 3.3) je zgrajen iz dveh elektrod. Meritve temeljijo na 
prevodnosti med njima. Bolj ko je zemlja vlažna, bolj je ta prevodna, kar lahko 
razberemo na izhodu senzorja kot višjo napetost. Te vrste senzorji so dokaj 
nezanesljivi, saj na meritve vplivajo številni zunanji dejavniki, kot je na primer število 
ionov v vodi. Poleg tega pa imajo tudi kratko življenjsko dobo, kar lahko pripisujemo 
tudi kemijskemu postopku elektrolize, ki v tem primeru kljub nizkim tokovom 
zagotovo pripomore k obrabi elektrod. 
 
Slika 3.3:  Uporovni (levo) in kapacitivni (desno) senzor vlage prsti 
Naslednji tip senzorja je kapacitivni senzor (slika 3.3) za merjenje vlažnosti prsti. 
Ta ima izpostavljene dele zaščitene s protikorozijsko prevleko, kar preprečuje obrabo 
elektrod. Kapacitivni senzorji uporabljajo kapacitivnost za merjenje dielektričnos t i 
okoliškega medija. Povezava izpostavljenega dela, ki v tem primeru predstavlja 
kondenzator, z oscilatorjem tvori električni tokokrog. Spremembe v vlažnosti zemlje 
se odražajo v spremembi lastne frekvence vezja. Te spremembe zazna mikrokrmilnik, 
ki se nahaja na samem senzorju ter na podlagi njih priredi ustrezno analogno vrednost 
na izhodu senzorja. 
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3.4  Temperaturna senzorja 
Digitalni temperaturni senzor DHT22 (slika 3.4) poznan tudi kot AM2302 ali 
RHT03 omogoča poleg merjenja temperature tudi merjenje relativne zračne vlažnost i. 
Za meritev omenjenih veličin uporablja kapacitivni senzor vlage ter temperaturno 
odvisen upor. Podatke s senzorja z uporabo knjižnic enostavno zajemamo z 
implementacijo protokola 1-wire, katerega je razvilo podjetje Dallas Semiconductor 
Corp. Protokol omogoča tudi priklop več senzorjev zgolj preko dveh priključkov. 
Glavna slabost teh senzorjev je počasno zajemanje vrednosti, kar pa pri meritvah 
ozračja ponavadi ni težava. Na trgu se je pojavila tudi prenovljena različica digitalnega 
temperaturnega senzorja AM2320, ki omogoča zajemanje podatkov preko pogosto 
uporabljenega protokola I2C. 
 
Karakteristike senzorja DHT22: 
• Vlažnost: 
- Območje:  0 do 99.9% relativne vlažnosti, 
- Natančnost: ± 3 % pri 25 °C, 
- Lezenje: manj kot 0,5 % na leto. 
• Temperatura: 
- Območje:  -40 do 80 °C, 
- Natančnost: ± 0,5 °C, 
- Lezenje: ± 0,1 °C na leto. 
 
Temperaturni senzor DS18B20 (slika 3.4) prav tako kot senzor DHT22 za 
posredovanje podatkov uporablja digitalni protokol 1-wire. Na trgu je te vrste 
senzorjev možno dobiti tudi v popolnoma vodotesnem ohišju. V diplomskem delu je 
ta senzor uporabljen za merjenje temperature prsti. 
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Slika 3.4:  Temperaturna senzorja DHT22 (levo) in DS18B20 v vodotesnem ohišju (desno) 
3.5  Senzor padavin in hitrosti vetra 
Za zaznavanje padavin lahko uporabimo enostaven senzor padavin (slika 3.5), 
ki deluje po istem principu kot predhodno opisan uporovni senzor za merjenje 
vsebnosti vlage. Z razliko od tistega, kjer smo zajemali analogne vrednosti, smo temu 
pred vhod v mikrokrmilnik dodali analogno digitalni pretvornik, ki omogoča preko 
potenciometra nastavitev praga vhodne napetosti, pri kateri dobimo na izhodu logično 
visok nivo. S tem smo na mikrokrmilniku privarčevali en analogni vhod. 
 
Slika 3.5:  Senzor padavin z A/D-pretvornikom (levo) in senzor hitrosti vetra (desno) 
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Za merjenje hitrosti vetra smo uporabili senzor hitrosti vetra (slika 3.5), ki 
vsebuje tahogenerator z nameščenimi lopaticami na rotorju, ki zajamejo veter. Hitreje 
ko se vrti rotor tahogeneratorja, višjo napetost dobimo na izhodu senzorja, katero nato 
s pomočjo karakteristike na sliki 3.6, ki jo lahko tudi lineariziramo, pretvorimo v 
vrednost v km/h. 
 
Slika 3.6:  Karakteristika senzorja hitrosti vetra z linearizacijo [15] 
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4  Uporabljena programska oprema 
V tem poglavju je opisana programska oprema, ki je bila uporabljena pri razvoju 
programskega dela aplikacije. 
4.1  Integrirano razvojno okolje  
Integrirano razvojno okolje (ang. Integrated Development Environment, s 
kratico API) je programski paket, ki združuje osnovna orodja za pisanje ter 
preizkušanje programske opreme. Njegova glavna naloga je olajšanje dela 
programerju s pomočjo orodij, do katerih lahko uporabnik dostopa preko grafičnega 
vmesnika, ki je po navadi združen v enem uporabniškem oknu. V osnovi programski 
paket IDE vsebuje urejevalnik, prevajalnik izvorne kode ter razhroščevalnik. Najbolj 
znana integrirana razvojna okolja za razvoj spletnih aplikacij so Visual Studio, Visual 
Studio Code, NetBeans, Eclipse. 
4.1.1  Integrirano razvojno okolje Microsoft Visual Studio 
Integrirano razvojno okolje Microsoft Visual Studio (VS) je razvilo podjetje  
Microsoft. Namenjeno je razvoju računalniških programov, spletnih strani, spletnih 
aplikacij, oblačnih storitev, mobilnih aplikacij, ipd. Razvojno okolje VS je trenutno 
omejeno na operacijska sistema Windows in Mac OS. Vsebuje vrsto orodij, do katerih 
dostopamo preko grafičnega vmesnika.  
 
Glavna orodja integriranega razvojnega okolja Visual Studio: 
• Raziskovalec omogoča dostop do posameznih datotek v ustvarjenem projektu.  
• Paketni menedžer NuGet je orodje za deljenje izvorne kode. Razvijalcu olajša 
dodajanje knjižnic, vtičnikov ter ostalih dodatkov zunanjih virov. Z njim ima 
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razvijalec tudi možnost deliti lastno kodo z zunanjim svetom. 
• Objektni raziskovalec (ang. Object Explorer) razpolaga s hierarhičnim 
uporabniškim vmesnikom, ki omogoča pregled in obdelavo podatkovne  
baze SQL Server. 
• Urejevalnik izvorne kode je polje, kamor razvijalec zapisuje izvorno kodo, ki 
jo vgrajen razhroščevalnik sproti prevaja ter razvijalca opozarja na 
nepravilnosti. 
• Intellisense je inteligenten pomočnik pri pisanju izvorne kode, saj poskuša 
ugotoviti, kaj želi razvijalec napisati ter mu predlaga najustreznejše možnosti. 
S tem se ne izognemo le sintaktičnim napakam, ampak do neke mere tudi 
nepravilni zgradbi programa. Je eden glavnih in najpomembne jš ih 
pripomočkov integriranega razvojnega okolja. 
• Bower je paketni menedžer sprednje strani aplikacije. Med tem ko je paketni 
menedžer NuGet v večji meri namenjen podpori strežniškemu delu, Bower 
skrbi za podporo knjižnicam in vtičnikom sprednje strani aplikacije. 
• Razhroščevalnik omogoča postopno izvajanje ukaznih vrstic, kar razvija lcu 
olajša iskanje napak. 
 
4.2  Microsoft Visual Studio z vtičnikom Visual Micro 
Vtičnik Visual Micro dopolnjuje programsko razvojno okolje Visual Studio s 
popolno funkcionalnostjo razvojnega okolja Arduino IDE. 
Skupaj z osnovnimi funkcionalnostmi integriranega razvojnega orodja Visual 
Studia dobimo močno orodje, ki omogoča izredno enostaven in hiter razvoj Arduino 
kompatibilnih mikrokrmilnikov. Glavna prednost v primerjavi z razvojnim okoljem 
Arduino IDE je pomočnik Intellisense, ki pri pisanju kode nudi samodokončanje na 
podlagi vseh referenciranih knjižnic. 
Slika 4.1 prikazuje integrirano razvojno okolje Microsoft Visual Studio z 
vtičnikom Visual Micro. Spustni meni predstavlja orodje Intellisense, ki je v veliko 
pomoč pri pisanju kode. 
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Slika 4.1:  Microsoft Visual Studio z vtičnikom Visual Micro in orodjem Intellisense 
 
4.3  Operacijski sistem Win 10 IoT Core  
Operacijski sistem Win 10 IoT Core [14] je Microsoftov član družine 
operacijskih sistemov Windows 10 za vgrajene sisteme, katero so ob prihodu zadnje 
družine preimenovali iz Windows Embedded v Windows IoT. Sistem Win 10 IoT Core 
je najmanjši član družine operacijskih sistemov Windows 10 in je optimiziran za 
manjše naprave z zaslonom ali brez. Omogoča hkratno izvajanje le ene aplikacije, ki 
uporablja grafični vmesnik, še vedno pa omogoča številne prilagoditve in varnostne 
funkcionalnosti. Za primerjavo lahko podamo operacijski sistem Windows 10 IoT 
Enterprise, ki je polna različica operacijskega sistema Windows 10 s specializiranimi 
funkcijami za ustvarjanje namenskih naprav ter je plačljiva. 
Slika 4.2 prikazuje osnovno prednaloženo aplikacijo operacijskega sistema Win 
10 IoT Core na mikroračunalniku Raspberry Pi 3. Aplikacija omogoča preko 
grafičnega vmesnika nekaj osnovnih nastavitev sistema. 




Slika 4.2:  Operacijski sistem Win 10 IoT Core na Raspberry Pi 3  
 
Izvajanje operacijskega sistema Win 10 IoT Core podpirajo le nekatere razvojne 
naprave, kot so DragonBoard 410c, MinnowBoard Turbot, nekateri modeli Raspberry 
Pi 2 in priljubljena računalnika Raspberry Pi 3B in 3B+. 
Programiranje aplikacij Win 10 IoT Core je mogoče le z uporabo univerza lne 
Windows-platforme (ang. Universal Windows Platform). To nam omogoča razvojno 
okolje Visual Studio, v katerem zgradimo izvorno kodo na operacijskem sistemu 
Windows, jo prevedemo ter s pomočjo vmesnika Visual Studio preko omrežja 
prenesemo na razvojno napravo. Sistem omogoča tudi razhroščevanje, ki prav tako 
poteka preko omrežja. 
4.4  Program SketchUp 
Računalniški program SketchUp (slika 4.3) je programska oprema v lasti 
ameriškega podjetja Trimble Inc., ki ga je pred leti odkupilo od podjetja Google. 
Zadnje izdaje programov so v različicah Pro, Make in Free. Različica Pro vsebuje vse 
funkcionalnosti programa in je plačljiva, medtem ko sta različici Make in Free 
brezplačni. Različica Make je zadnjič izšla konec leta 2017 in je zadnja brezplačna 
različica, ki jo bo v prihodnosti mogoče namestiti na računalnik. Njen naslednik je 
različica Free, do katere pa dostopamo preko spletnega brskalnika, saj je izšla kot 
spletna aplikacija.  
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Slika 4.3: Računalniški program SketchUp 
 
Program SketchUp vsebuje številna enostavna orodja, ki omogočajo izdelavo 
3D-modelov. Modele lahko uporabljamo za lastno rabo, lahko pa jih tudi delimo z 
ostalimi uporabniki na spletu. S tem se je skozi leta zgradilo veliko prosto dostopno 
skladišče 3D-modelov, katere je mogoče enostavno vključiti v lasten model, kar 
občutno pripomore k hitrosti izdelave končnega modela. Skladišče omogoča tudi 
vključitev modela preko HTML-značke iframe v lastno spletno stran, kjer imamo nato 
na voljo tudi osnovna orodja za pregled modela. 
V diplomskem delu smo uporabili različico Make, nismo pa se odločili za 
uporabo skladiščnega modela v naši aplikaciji, saj ta ne zadošča vsem potrebam.  
4.5  Program GIMP  
Računalniški program GIMP (GNU Image Manipulation Program) je prosto 
dostopen odprtokoden računalniški program za urejanje rastrske grafike. Uporablja se 
predvsem za obdelavo digitalnih fotografij. Vsebuje tudi določena orodja, ki 
omogočajo delo z vektorsko grafiko. V diplomskem delu nam je služil kot orodje za 
izrez posameznih elementov iz 3D slike. 
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5  Izvedba 
Izvedba sistema se deli na tri dele: 
• Inštalacija opisuje načrtovanje in izvedbo postavitve zalivalnikov na 
namakalno območje. 
• Izdelava spletne aplikacije se deli na dva dela, in sicer na sprednji del 
aplikacije, ki predstavlja uporabniški grafični vmesnik ter zadnji del 
aplikacije, ki nadzoruje celoten potek podatkov v sistemu. 
• Sistem vodenja opisuje združitev inštalacije, aplikacije in podsistemov 
skupaj z izvedbo medsebojne komunikacije v celovit sistem vodenja. 
Vključuje tudi izvedbo krmilnega dela sistema in sistema za zajem 
podatkov. 
5.1  Inštalacija 
Izvedbe smo se lotil z načrtovanjem postavitve zalivalnikov na 400 m2 travnate 
ter 60 m2 vrtne površine. Za izvedbo smo uporabili vgrezne zalivalnike podjetja 
Gardena (slika 5.1), ki se ob prisotnosti dovolj visokega tlaka vode na dovodu  
zalivalnika samodejno dvignejo iz tal. S pomočjo vodnega pritiska deluje tudi 
mehanizem, ki omogoča zalivalnikom samodejno rotacijsko gibanje v območju, ki ga 
je mogoče ročno nastaviti. Vse tri vrste zalivalnikov, katere smo uporabili, omogočajo 
dušenje izhodnega vodnega curka, s čimer nastavimo doseg zalivalnikov. Tipa 
zalivalnikov T200 in T380 omogočata tudi izbiro med štirimi različnimi izhodnimi 
šobami, kar vpliva tako na razpršenost curka kot tudi na domet zalivalnika. S pomočjo 
zgoraj podanih pripomočkov je nastavitev območja zalivanja natančna in preprosta. 
Med seboj so vsi trije tipi zalivalnikov kompatibilni, kar omogoča kombinac ijo 
različnih na isti vodni veji. 




Slika 5.1:  Vgrezni zalivalniki Gardena (od leve proti desni) T100, T200, T380 [13] 
 
V fazi načrtovanja smo najprej premerili celotno posest ter jo nato s pomočjo 
računalniškega programa SketchUp predstavili kot računalniški 3D-model v merilu 
1:1. Tloris smo prenesli v spletno aplikacijo »The My Garden Sprinkler System 
Planner« (slika 5.2), ki jo na svoji spletni strani ponuja podjetje Gardena z namenom 
optimalne postavitve njihovih zalivalnikov. 
 
Slika 5.2:  Aplikacija The My Garden Sprinkler System Planner 
Aplikacija nas opozori tudi na preobremenjenost posamezne vodne veje, glede 
na podatek o pretoku, ki ga predhodno vnesemo. Ker nam je bil ta podatek za naše 
omrežje neznan, smo ga izmerili s pomočjo posode, katere prostornina meri 10 litrov. 
Med polnjenjem posode iz našega vodovodnega omrežja smo merili čas s pomočjo 
katerega smo nato z uporabo enačbe 
 






izračunali volumski pretok 𝑄, ki smo ga uporabili v aplikaciji. 
Po opravljenem preizkusu smo izračunali pretok 0,43 l/s. Z izračunom smo 
dobili podatek, da bi bilo iz našega vodovodnega omrežja nemogoče oskrbovati 
zalivalni sistem za celotno območje hkrati. Zaradi tega smo sistem razdelili na tri 
ločene veje (slika 5.2) tako, da je možno vsako vejo posebej ločeno odpirati ali zapirati. 
Ta razdelitev sistema na tri krake pa ima še eno prednost, in sicer nam omogoča, da 
lahko zalivamo samo določen del zemljišča. 
Odpiranje in zapiranje posameznih zalivalnih vej smo izvedli s tremi 
elektromagnetnimi ventili. Namestili smo jih v podzemni jašek, kamor smo pripeljali 
dovod iz vodnega omrežja. Izbrali smo ventile z 12 V krmiljenjem, da se izognemo 
nevarnostim visoke napetosti v vlažnih okoljih. Cevi zalivalnega sistema smo vkopali 
v zemljo približno 25 cm globoko. Predvideli smo, da lahko sistem v zimskem času 
zamrzne in poškoduje inštalacijo. Da bi se temu izognili, smo cevovodu dodali 
priključek, ki nam bo omogočal, da bomo pred zimo s pomočjo stisnjenega zraka 
izpihali vodo iz zalivalnega sistema. 
5.2  Spletna aplikacija 
Sistem SCADA je skozi desetletja napredoval tako v načinu komunikacije kot 
pristopu k zajemanju podatkov. Večjega napredka pa ni bilo opaziti le v grafični 
predstavitvi sistema, ki je sestavni del uporabniškega grafičnega vmesnika in se od 
začetka 21. stoletja do danes ni bistveno spremenil.  Največkrat prav ta del naredi 
največji vtis na naročnika, saj je to edini del sistema, s katerim operira uporabnik. 
Številna  podjetja za razvoj še vedno uporabljajo starejša bolj preizkušena orodja, ki  
vsebujejo zastarele grafične komponente, saj zahteva prehod na novejšo tehnologijo 
ogromno časa in sredstev.  Z namenom izdelave prijaznejšega videza sistema smo se 
odločili za uporabo nestandardnih orodij in programov, kar pa je od nas zahtevalo 
vpeljavo lastnih idej in rešitev. 
5.2.1  Sprednji del aplikacije 
Za uporabniški vmesnik smo se odločili uporabiti tridimenzionalno predstavitev 
sistema (3D), katerega v sistemih SCADA srečamo le redko. Prikaz v 3D-načinu je 
veliko bolj nazoren od dvodimenzionalnega (2D), vzame pa precej več časa pri 
projektiranju. V prejšnjem poglavju pri izdelavi inštalacije smo že izdelali 3D-model, 
zato je bila smiselna uporaba tega tudi pri izdelavi grafičnega vmesnika. Vendar pa si 
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je bilo potrebno najprej zamisliti koncept animacije sistema. To smo rešili s 
postavitvijo osnovne slike, ki vizualizira vse komponente sistema v nevtralnem stanju, 
kot ozadje predpripravljenega elementa HTML. Spremembe, ki se zgodijo v sistemu, 
se animirajo s pomočjo slik posameznih komponent, ki so drugače obarvane (kot v 
nevtralnem stanju) in točno prekrijejo enak element prikazan na osnovni sliki. 
Poravnavo smo enostavno predvideli z uporabo razvojnih orodij Chrome (Chrome 
DevTools) v brskalniku. Slika 5.3 prikazuje primer neujemanja animacijske slike, 
čemur smo se tekom razvoja morali izogniti. 
 
 
Slika 5.3:  Neujemanje prekrivne slike 
 
Za izdelavo slik smo v računalniškem programu SketchUp  uporabili orodja iz 
zbirke Advanced Camera Tools, ki vsebuje kamero, katero postavimo v prostor, njeno 
postavitev pa zaklenemo, kar omogoča zajemanje 2D-slike vedno z istega mesta. Za 
izdelavo osnovne slike smo najprej vse komponente sistema obarvali v nevtralno 
barvo. Preko kamere smo zajeli sliko visoke resolucije, katero smo nato uvozili v 
spletno aplikacijo kot ozadje elementa HTML, katerega postavitev je relativna glede 
na ostalo vsebino spletne strani.  Velikost je prilagojena za prikaz na zaslonih s polno 
visoko ločljivostjo (ang. Full HD), kar smo nastavili s pomočjo kode CSS (slika 5.4). 
Izdelavo posameznih komponent, katerih namen je animacija sistema, smo najprej v 
programu SketchUp obarvali v želeno barvo, nato smo okolico komponente obarvali 
v kontrastno barvo, kar nam je kasneje ob izseku komponente iz slike olajšalo delo. 
Za izločitev le želene komponente iz celotne slike smo uporabili program GIMP, ki 
vsebuje orodje Fuzzy, s pomočjo katerega obrišemo element na sliki glede na 
nastavljen prag. Izločeno komponento smo vstavili v namensko izdelano sliko s 
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prosojnim ozadjem ter jo shranili kot slikovni format PNG, ki omogoča opis 
prosojnega ozadja. Vse animacijske slike smo nato vnesli v prej zasnovan osnovni 
element HTML (z ozadjem osnovne slike) ter jih privzeto skrili.  
 
Slika 5.4:  Osnovni element HTML in pripadajoča koda CSS 
 
Na vrsti so bile funkcije, ki jih je možno klicati, v primeru dogodka za prikaz 
določene animacije. V ta namen smo uporabili jezik JavaScript, ki je eden od osnovnih 
treh jezikov svetovnega spleta. Ker bi bilo pisanje funkcij za vsako animacijo posebej 
prezamudno ter bi privedlo do nepreglednosti kode, smo se odločili za objektno 
orientiran pristop. Namesto številnih funkcij smo izdelali zgolj en razred (ang. class) 
po imenu Valve, v katerega smo vključili splošne funkcije kot so odprtje/zaprtje ventila 
ter se v njih s pomočjo knjižnice jQuery sklicevali na elemente HTML s po meri 
izdelanimi atributi. Za delovanje splošnih funkcionalnosti smo se morali pri izdelavi 
elementov HTML, ki vsebujejo animacijske slike, držati določenih pravil, ki smo si 
jih zastavili predhodno. Ko smo imeli razred pripravljen, je bila potrebna le še izdelava 
posameznih objektov za posamezno vodno vejo, kar smo storili preko klica 
konstruktorja razreda s pripadajočimi argumenti za posamezno vejo. Ta pristop nam 
omogoča tudi enostavno vzdrževanje, posodabljanje in nadgrajevanje funkcionalnos t i 
sistema. 
Slika 5.5 prikazuje izsek iz kode na strani brskalnika, ki ob izpolnjenem pogoju 
kliče določeno funkcijo v objektu valve2, katerega smo predhodno izdelali preko 
razreda Valve. Funkciji posredno prikažeta ali skrijeta ventil na sliki. 




Slika 5.5:  Klic funkcij objekta valve2 
Podobno smo storili tudi z merilniki, ki prikazujejo vrednosti senzorjev. Pri njih 
smo dodali še Razor-kodo, ki že ob izvajanju na strani strežnika samodejno generira 
kodo HTML za merilnik, postavitev in mejno vrednost pa podamo kot argument pri 
klicu konstruktorja razreda. S pomočjo te tehnike traja dodajanje novih senzorjev le 
nekaj minut. V zgornji desni kot uporabniškega vmesnika smo dodali še simbola, ki se 
izmenjujeta glede na status povezave SignalR, kot prikazuje tabela 5.1.  
 
Status povezave SignalR  Opombe Prikazan simbol 
Povezan Vzpostavljena povezava 
SignalR klient-strežnik 
 
Vzpostavljanje povezave Vzpostavljanje povezave ob 1. 
poizkusu povezave 
 
Pon. vzpostavljanje povezave Ponovno vzpostavljanje 
povezave po določenem času  
 
Nepovezan Povezava SignalR je prekinjena 
 
 
Tabela 5.1:  Prikaz simbola glede na status povezave SignalR 
 
Sistem omogoča sekvenčno odpiranje ventilov z nastavitvijo časa odprtosti 
posameznega ventila. Čas nastavimo preko priročnega vnosnega polja, ki se nahaja v 
zgornjem levem kotu uporabniškega vmesnika. Ob zagonu sekvence vklopov se poleg 
ventilov pojavijo polja, ki predstavljajo časovni proces posameznega ventila kar 
prikazuje slika 5.6. 
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Slika 5.6:  Prikaz stanja procesa sekvenčnega zalivanja 
Uporabniški grafični vmesnik nam omogoča tudi pregled zgodovine vrednosti 
senzorjev (slika 5.7). Grafe smo izdelali s pomočjo grafične knjižnice Plotly. S klikom 
merilnika na sliki se nad merilnikom prikaže okno z grafično predstavitvijo zgodovine 
meritev posameznih senzorjev. Okno vsebuje tudi priročna orodja, ki omogočajo 
podrobnejši pregled določenega časovnega obdobja.  
S slike 5.6 je razvidna tudi animacija padavin (belo-modre vertikalne črte), ki se 
prikaže kadar senzor zazna padavine. Rdeče obarvani merilniki predstavljajo 
prekoračeno mejno prednastavljeno vrednost. 
 
 
Slika 5.7:  Pregled zgodovine vrednosti senzorjev 
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5.2.2  Zadnji del aplikacije 
Pri izdelavi strežniškega dela aplikacije smo se držali strukture MVC (poglavje 
2.1.5  Ogrodje ASP.NET MVC) in aplikacijo razdelili na tri dele.  
Za uporabniški vmesnik smo izdelali krmilnik, ki je namenjen sprejemanju 
klicev, ter mu dodali krmilne akcije, ki vrnejo določen pogled in podatke, glede na 
vrsto klica in trenutnega stanja sistema.  
Slika 5.8 prikazuje krmilnik poimenovan Outdoor, ki vsebuje akcijo Scada, ki 
vrne klientu pogled (ang. view) z istim imenom, kot je ime akcije, za kar poskrbi 
ogrodje. Če želimo v akciji vrniti pogled z drugačnim imenom, moramo to navesti kot 
argument rezultata tipa View. Poleg pogleda krmilnik posreduje tudi urejene podatke 
primernega tipa, ki se navezujejo na posamezen pogled. 
 
Slika 5.8:  Krmilnik OutdoorController z akcijo Scada 
Pogled je izdelan tako, da pričakuje določen tip podatka, katerega specificiramo 
v modelu (ang. model). Slika  5.9 prikazuje pogled  z imenom Scada, kjer druga vrstica 
kode določa pričakovani podatek tipa AppValve, do katerega kasneje v pogledu 
dostopamo preko besede »Model«. Tip podatka, ki je v tem primeru AppValve je 
določen v modelu, ki je prikazan na sliki 5.10. 
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Slika 5.10:  Model z imenom AppValve 
Pripravili smo tudi strežniški del aplikacije, ki vodi komunikacijo v realnem času 
s pomočjo knjižnice SignalR. Ta del je odgovoren za posodabljanje uporabniškega 
grafičnega vmesnika vseh trenutno priklopljenih klientov. Poleg tega skrbi tudi za 
pošiljanje ukazov v realnem času podrejenem sistemu, ki teče na mikroračunalniku 
Raspberry Pi. 
Za sprejem podatkov smo na strani strežnika pripravili tudi aplikacijsk i 
programski vmesnik. Njegova naloga je sprejemanje vrednosti senzorjev, ki jih 
zajemajo podrejeni sistemi ter jih pošiljajo preko protokola HTTP. Programski 
vmesnik API prejete podatke posreduje v nadaljnjo obdelavo, kjer program na 
določenem številu zaporednih vzorcev izračuna aritmetično sredino. Izračunano 
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vrednost program nato zaokroži na ustrezno število decimalnih mest ter podatek skupaj 
z identifikacijskim številom senzorja shrani v Microsoftovo relacijsko podatkovno 
bazo SQL Server 2017 Express. Vstavljanje vrednosti senzorjev v podatkovno bazo 
poteka preko klica stored-procedure, ki smo jo predhodno pripravili v relacijski 
podatkovni bazi s pomočjo programa SQL Server Management Studio. 
5.3  Sistem vodenja 
Osnovni cilj diplomskega dela je bil izdelava sistema vodenja, ki omogoča vklop 
in izklop zalivalnega sistema na daljavo z različnih naprav. Pri izvedbi smo hitro 
ugotovili, da z uporabo zgolj osnovne povezave HTTP prihaja do nekajsekundnih 
zakasnitev, kar negativno vpliva na uporabniško izkušnjo. Z namenom zmanjšanja 
zakasnitve med ukazom in izvršitvijo smo izbrali pristop z uporabo hitrejših 
protokolov, kar omogoča knjižnica SignalR, ki je v našem primeru občutno pohitrila 
komunikacijo. Slika 5.11 prikazuje zakasnitev zajeto v brskalniku, s pomočjo orodij 
Chrome Dev Tools. Zeleno obarvana vrstica predstavlja proženje dogodka preko 
gumba v uporabniškem vmesniku, modra pa vrnjen podatek, na podlagi katerega 
animiramo stanje ventilov v uporabniškem vmesniku. Potek komunikacije je 
naslednji: 
1. Proženje dogodka, preko grafičnega uporabniškega vmesnika sistema, za 
spremembo stanja ventila, kliče akcijo ChangeValveState na strežniku. 
2. Akcija ChangeValveState noto kliče funkcijo v krmilnem delu sistema 
(Rapsberry Pi), katere naloga je sprememba stanja izhodnih priključkov 
na mikroračunalniku RPi, ki so povezani na elektromagnetne ventile, na 
podlagi prejetih podatkov. 
3. Potem ko funkcija na krmilnem delu izvrši preklope, prebere stanja 
izhodnih priključkov in jih posreduje strežniku preko klica akcije 
SetAppBtns (na strežniku). 
4. Akcija SetAppBtns nato kliče funkcijo setAppBtns na vseh povezanih 
klientih. Naloga funkcije setAppBtns je posodobitev uporabniškega 
grafičnega vmesnika, glede na prejete podatke o trenutnem stanju 
ventilov. 
 
Na sliki 5.11 vidimo, da med zgoraj opisano točko 1 in točko 4 pretečejo le 4 
ms. Temu moramo dodati še čas, ki ga brskalnik po prejemu podatkov potrebuje za 
izris animacije. Skupni čas je še vedno zanemarljivo majhen, uporabnik pa zakasnitve 
37 5  Izvedba 
 
med danim ukazom in posodobitvijo grafičnega vmesnika ne zazna. Zato lahko 
rečemo, da ima sistem odziv v realnem času. 
 
Slika 5.11:  Zakasnitev z uporabo protokola WebSocket  
Z namenom lažje implementacije zgoraj opisanega poteka smo uporabili 
knjižnico SignalR. Za delovanje sistema v realnem času ni dovolj, da je optimalna 
povezava implementirana le med strežnikom in uporabniškim vmesnikom, ampak 
mora biti ta vzpostavljena tudi z izvršnim sistemom. S tem kriterijem smo za krmilni 
del sistema uporabili Raspberry Pi 3 Modul B+ (kasneje imenovan RPi) z nameščenim 
operacijskim sistemom Win 10 IoT Core. Ta operacijski sistem omogoča poganjanje 
aplikacij zgrajenih v ogrodju UWP, ki podpira uporabo knjižnice SignalR. Na ta način 
ogromno privarčujemo na času in kompleksnosti, ki je drugače potrebna za 
vzpostavitev takšne povezave. Poleg tega RPi omogoča tudi neposreden priklop na 
omrežje preko mrežnega kabla UTP in moškega priključka RJ45, kar pripomore k 
stabilnosti povezave. 
Za primer, kadar povezava z omrežjem ne bo mogoča, smo mikroračunalniku 
RPi dodali zaslon občutljiv na dotik. Zanj smo izdelali uporabniški grafični vmesnik 
v ogrodju UWP, ki bo v teh primerih še vedno omogočal preklop ventilov (slika 5.12). 
Če povezava s centralnim sistemom deluje, so vsi uporabniški vmesniki med sabo 
sinhronizirani v realnem času. 
4 ms 




Slika 5.12:  Uporabniški vmesnik Raspberry Pi občutljiv na dotik 
Jedro sistema smo izdelali v ogrodju ASP.NET MVC in se nahaja na 
Microsoftovem strežniku IIS. Jedro vodi celoten proces pretakanja podatkov in ukazov 
v sistemu. Njegove glavne naloge so: 
▪ sprejem in obdelava podatkov zajetih preko podrejenih sistemov, 
▪ hramba podatkov, 
▪ posredovanje grafičnega uporabniškega vmesnika klientom, 
▪ posredovanje zahtev podrejenim sistemom v realnem času ter 
▪ posodabljanje uporabniškega vmesnika v realnem času. 
Pomembni gradniki sistema vodenja so tudi podrejeni sistemi za zajemanje 
vrednosti tipal. Za ta namen smo uporabili razvojne komplete NodeMCU, ki imajo že 
vgrajen sprejemnik in oddajnik WiFi. To omogoča posredovanje zajetih podatkov 
preko omrežja zgolj z brezžično povezavo razvojnega kompleta na omrežje, brez 
priklopa dodatnih gradnikov.  
Razvojne komplete smo programirali s pomočjo integriranega razvojnega okolja 
Microsoft Visual Studio z vgrajenim vtičnikom Visual Micro preko USB vmesnika. 
Zgradili smo štiri tovrstne sisteme, na katere smo priključili različne senzorje, ki 
smo jih programsko kalibrirali. Zajete podatke uredimo v končno obliko za izpis v 
uporabniškem vmesniku ter jih preko povezave HTTP posredujemo aplikacijskemu 
programskemu vmesniku, ki se nahaja v osrednjemu sistemu na strežniku. Frekvenca 
zajemanja in posredovanja podatkov je odvisna od veličine, ki jih zaznavajo tipala in 
se nahaja v območju od 0,5 do 3 Hz. 
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Osrednji sistem prejete podatke posreduje klientom, ki te prikažejo v 
uporabniškem grafičnem vmesniku. 
Slika 5.13 prikazuje kodo za kalibracijo senzorja hitrosti vetra, ki se izvaja na 
razvojnem kompletu NodeMcu. Senzor hitrosti vetra smo kalibrirali s pomočjo 
karakteristike na sliki 3.6. 
Slika 5.14 prikazuje kodo in pristop h kalibraciji senzorja za merjenje vlažnost i 
tal. S pomočjo povsem suhe in povsem namočene prsti smo določili najvišjo in 
najnižjo vrednost, ki jo zajamemo preko analogno digitalnega pretvornika na 
razvojnem kompletu NodeMcu. Vrednosti smo nato uporabili v kodi za kalibaracijo 
senzorja. 
 
Slika 5.13:  Kalibracija senzorja hitrosti vetra in senzorja padavin 
 
Slika 5.14:  Kalibracija senzorja vlage 
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Slika 5.15 predstavlja grafični prikaz sistema vodenja. Rdeče dvosmerne puščice 
predstavljajo komunikacijo v realnem času vzpostavljeno s pomočjo knjižnice 
SignalR. Modre puščice prestavljajo HTTP-klice naslovljene na aplikacijsk i 
programski vmesnik, ki se nahaja na strežniku, z uporabo zahtevka POST. 
Na sliki 5.16 se na sredini nahaja slika končnega uporabniškega vmesnika. Okoli 
nje se nahajajo posamezne slike zajete na realnem sistemu. Rdeče puščice med slikami 
nakazujejo kje se posamezen element nahaja. Oranžna puščica nakazuje mesto zajema 
slike realnega sistema na sliki uporabniškega grafičnega vmesnika. 
 
 
Slika 5.15:  Grafični prikaz sistema vodenja 
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Slika 5.16:  Končna izvedba 
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6  Sklep 
V okviru diplomskega dela smo prikazali celovito načrtovanje in izvedbo 
sistema vodenja za namen namakanja vrta. Največji izziv je predstavljala izdelava  
nadzornega sistema, ki omogoča pregled nad vrednostmi različnih senzorjev na vrtu, 
na podlagi katerih se odločimo za namakanje posameznih površin, ki ga prožimo preko 
uporabniškega grafičnega vmesnika z minimalno zakasnitvijo. Sistem se je izkazal za 
izredno funkcionalen ter zanesljiv. 
Bistvena je bila ustrezna zasnova sistema in programa na način, ki omogoča 
nadaljnjo nadgradnjo sistema. Že v okviru diplomskega dela smo želeli dodati proženje 
namakalnega sistema ob prednastavljenih časovnih intervalih, vendar smo imeli težave 
s takojšno sinhronizacijo časa na krmilnem delu sistema po izpadu omrežne napetosti. 
To težavo bi v prihodnje vsekakor lahko rešili z zunanjim vezjem, ki vsebuje modul 
RTC. Kot glavno nadgradnjo sistema bi bilo smiselno dodati avtomatizirano 
vklapljanje zalivalnega sistema na podlagi vrednosti senzorjev, uporabniško 
nastavljenih parametrov ter vremenske napovedi. 
Vključitev zgoraj navedenih nadgradenj zahteva dolgotrajna testiranja in 
vključitev številnih varnostnih ukrepov, saj je neodgovorno nenadzorovano trošenje 
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