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を行うのが密度発光モデルである。Sakamoto ら  [3] はこの粒子モデルを用いたボ
リ ュ ー ム レ ン ダ リ ン グ 手 法 と し て 、 粒 子 ベ ー ス ボ リ ュ ー ム レ ン ダ リ ン グ










開発されているとは言えなかった  [4]。  
本論文では、画像を一意に決定するために粒子モデルを導入し、大規模な不規
則格子ボリュームデータに適用するための粒子生成手法を提案する。そしてメモ











三 次 元 空 間 中 に 離 散 的 に 定 義 さ れ た 値 の 集 合 で あ る 。 CT （ Computational 



































交する軸をそれぞれ x、y、 z 軸とする。可視化で扱うスカラーデータは、三次元























隣接関係が自明でない格子を不規則格子と呼ぶ。図 1.1 (a) には二次元の場合の構
造格子の例を、図 1.1 (b) には四面体からなる不規則格子の例を示す。  
構造格子は更に、規則格子（uniform grid）、不等間隔直交格子（ rectilinear grid）、
湾曲格子（curvilinear grid）の三種類に分類される。以下では、三次元空間の直交
する軸をそれぞれ x、y、 z 軸とする。  
規則格子は最も単純な格子形状である。三次元空間中に立方体が並んだ形状の

























































































対応する隣接情報の例を示す。図 1.3 (b) の 1 列目が要素のインデックス、2 列目














face 0 = ( 0, 1, 2, 3 ) 
face 1 = ( 7, 6, 5, 4 ) 
face 2 = ( 0, 4, 5, 1 ) 
face 3 = ( 1, 5, 6, 2 ) 
face 4 = ( 2, 6, 7, 3 ) 








ンデックスを与え、境界面テーブルに登録する。図 1.3 (b) の要素－面－要素テ
ーブル中の括弧に囲まれた数字は、境界面のインデックスを意味する。得られた























Local face ID 
0 1 2 3 4 5 
0 0 1 4 6 8 9 12 14 (0) (1) 3 1 (2) (3) 
1 4 5 7 6 12 13 15 14 (4) (5) 3 2 (6) 0 
2 5 2 3 7 13 10 11 15 (7) (8) 3 (9) (10) 1 
3 1 2 5 4 9 10 13 12 (11) (12) (13) 2 1 0 
 Exterior face ID 0 1 2 3 4 5 6 7 8 9 10 11 










































(b) Sub-volume 0 の境界面－境界面テーブル 
図 1.4 部分ボリュームと境界面－境界面テーブル 




























exterior face ID 
0 0 3 1 
1 1 - - 
2 1 - - 
3 1 - - 
4 0 1 25 
5 0 1 26 
6 0 2 33 










(a) に断面コンター表示の例を示す。  
等値面とは、ある三次元空間のスカラー場の値を S(x,y,z) としたとき、
czyxS =),,(  ( c は任意定数 ) を満たす点の集合であり、特殊な場合を除いて、空
間中に曲面を形成する。この曲面はポリゴンの集合で近似表現される。ここでの
c を閾値と呼び、この値をユーザーが自由に変えて等値面を生成することで、ス
カラー場の分布を幾何形状として視覚化する。図 1.5 (b) に等値面表示の例を示






















化する。図 1.6 (a) は、不規則格子ボリュームデータをワイヤーフレームと等値面







図 1.6 不規則格子ボリュームデータの境界面の可視化 
(a) ワイヤーフレーム (b) ポリゴン 
図 1.5 水素原子の電荷密度分布を持つボリュームデータに対する可視化結果
























(a) グリフ (b) 流線 






















論文は 7 章から構成されており、以下でその概要を述べる。  














































































































( ) ∫ ′= Ta TdVPrwB
0
2 ),0()(/ ρπθψμ  (2.1) 
ここで、  
w :粒子表面反射率  
ψ :位相関数（2 本のパイプにおいて放射エネルギーが伝達される割合）  
aθ :二つのパイプのなす角度  
μ :法線ベクトルと視線ベクトルのなす角度の余弦  
ρ :粒子密度（単位体積あたりの粒子の個数）  
r :粒子の半径  
T :平面層の厚み  
T’ :平面層の厚み方向にとった座標軸  
V :パイプの体積  




一般的に、ポアソン分布において、単位時間中に平均で  τ 回発生する事象がちょ









e :ネイピア数  (e = 2.71828...)  
k! : k の階乗   




τ :正の実数  
を現す。τ は、所与の区間内で発生する事象の期待発生回数に等しい。  
雲画像生成においては、単位時間をパイプの体積、そして事象の発生回数を粒
子の個数と置き換えて、確率を計算する。式 (2.2)は平均粒子数が  τ の時  k 個の
粒子が存在する確率を表すこととなる。k = 0 のとき、すなわちパイプに粒子が
存在しない確率は、  














































































ったもの、すなわち、式 (2.3)を透明度と呼び、光の通過しやすさを表す。  
2.1.2 ボリュームレンダリング方程式  





















て球面座標が与えられれば、2 つの偏角θ とφ を用いて以下のように計算される。 
zyx eee θφθφθω cossinsincossin ++=  (2.6) 
ここで ex 、ey 、ez は空間の直交基底となるベクトルである。輝度値 B はその位




( ) ( )∫ ∫∫ =Ω π π φθθφθωφθ 20 0 sin,', ddfdf  (2.7) 
ボリュームレンダリング方程式は、方向ω に対する輝度値 B の変化に対して記
述される。この値は方向微分係数を用いて以下のように現される。  
( )ωω ,grad xB⋅  (2.8) 
ここで  grad B は x に関する勾配である。  
方向ωに対する吸収による輝度値の損失は下式で与えられる。  
( ) ( ) ( )ωρπωω ,,grad 2 xBxrxB −=⋅  (2.9) 




( ) ( ) ( )ωρπωω ,,grad 2 xcxrxB =⋅  (2.10) 
ここで c は粒子自身が放つ単位面積当たりの輝度値である。  














=∫Ω ωωωπ dxp  (2.12) 
式 (2.9)、 (2.10)、 (2.11)の結果をまとめると、方向ωに対する輝度値の変化は下
式で現される。  
( )














視線方向について計算するために、位置 x を下式のように置く。  
0rn += tx  (2.14) 
ここで r0 は視点の位置、n は視線の方向であり大きさが 1 である。当然ω =n であ
る。 t は視線に沿った位置を表現するパラメータである。式 (2.14)を (2.13)に代入
して下式を得る。  
( ) ( ) ( )∫Ω++−= '','',41)()()()()( 2 ωωωπσρπ dtBtpttrtctBdttdB s  (2.15) 
ここで各関数の引数について、例えば B(tn+r0,n) を B(t) としたように、定数とな
る部分を省略して変数だけで表記した。  




duur ρπ  (2.16)
区間  [tn, t0] で積分することで、微分方程式は次のように解かれる。  




























































定して作成される。ここで視線上に、中心軸が視線に平行で断面積が  A である
ような円柱を考える。視線に沿って  t 軸をとり、 t0 と  tn は、 t 軸とボリューム
データとの交点のうち、視点に近い点と遠い点を意味するものとする。粒子密度
関数を  ρ(t) と表すと、中心が  t に置かれ、長さが  dt であるような微小円筒は、
Adt の体積と、N = ρAdt 個の粒子を持つ。粒子の半径がすべて  r の球であるな
らその投影面積は  πr2 となる。もし、それらがすべて光量  c(t) で拡散的に輝く
ならば円柱の両底面間の輝度値の差は以下のように記述される（図 2.2）。  
dtArtctBAtdB ⋅⋅⋅⋅+−=⋅ ρπ 2))()(()( (2.18)
従って次のような微分方程式が定式化される : 






式 (2.19) は両辺に式 (2.16)の積分因子を乗じることにより解くことができる。区





tn∫ ∫ ⎟⎠⎞⎜⎝⎛ −= 0 0 )(exp)()( 22 λλρπρπ  (2.20)
ここで t0 と tn はボリュームデータと視線との交点のうち、視点から最も近い点お
よび遠い点を表す。  
式 (2.20)は輝度値方程式と呼ばれる、多くのボリュームレンダリング技術の基
礎となっている方程式である。ここで、B0 = B(t0) とし、指数項は粒子発光が視
点に到達する確率を表す。  
輝度値方程式を数値的に計算するために、粒子発光・粒子密度を一定値と見な
せる長さ  Δt （レイセグメントと呼ぶ）で視線上の積分領域を  n 等分し、k 番目





























































































の透明度と同等であり 0 から 1 までの値を取る。そこで 1 から透明度を引いた値
を不透明度 αk とし、以下のように定義する。  
))(exp(1 1 2 λλρπα drk
k
t
tk ∫ −−−=  (2.22)
この不透明度は視線方向に対して粒子発光が遮蔽される確率を表している。レイ













セグメントの長さは  kk ttt −=Δ −1  なので式 (2.22)は以下のように簡単化される。  


















通常、この不透明度  α は、ユーザーが指定する伝達関数において、スカラー値 S
から変換される。また、スカラー値 S は位置  (x, y, z) の関数であるので、以下の
ように現すことができる。  
( )),,( zyxSαα =  (2.25)
もし、積分区間の長さがあらかじめ定めた  Δt と異なる値  Δt’ となる場合は、










































kkkkk BcB )1(1 αα −+=−  (2.27)
この漸化式を用いることにより効率のよい輝度値計算が可能となる。視点から
向かって背面から積み重ねるように輝度値を計算することより back-to-front アル
ゴリズムと呼ばれる。また、このようにもとの色と新しい色をある比率  (1－α : α)
で混合することをアルファブレンディングと言う。このとき、最終的な輝度値 B
































ち切りの可能性が back-to-front アルゴリズムに対する優位性となる。  
2.3 伝達関数 
ボリュームレンダリングでは、スカラー値に対応した色と不透明度をユーザー
























定に、R（赤）・G（緑）・B（青）の 3 成分から構成される、RGB 色空間が用いら
れている。この他に、色相（Hue）・彩度（Saturation）・明度（Value）の 3 成分か
ら構成される、HSV 色空間がしばしば用いられる。図 2.4 に HSV 色空間を用いた
伝達関数のインターフェースの例を示す。このインターフェースの最上段にある







































する座標変換が定義されている  [13] 。五つの座標系を以下に列挙する。  
 
・ オブジェクト座標系（Object coordinate system）  
・ 世界座標系（World coordinate system）  
・ カメラ座標系（Camera coordinate system）  
・ 投影座標系（Projection coordinate system）  
・ ウィンドウ座標系（Window coordinate system）  
 
オ ブ ジ ェ ク ト 座 標 系 と は 描 画 対 象 と な る 物 体 が 持 つ 座 標 系 で あ り 、


















方向が zc 軸の負の方向を向き、yc 軸の正の方向が上、xc 軸の正の方向が右を向く
ように定義する。このように定義することで、投影面上の横軸と縦軸が、カメラ







系 に 定 義 さ れ た 視 錐 台 を [-1,1]x[-1,1]x[-1,1] の 範 囲 に 収 め た 座 標 系 で あ り 、
xproj=(xproj,yproj,zproj)T で記述する。  
ウィンドウ座標系は、画像面上に定義されている座標系であり、xwin=(xwin,ywin)T
で記述する。この座標系では、一般的には、画像面の左隅が原点となり、右方向




・ モデリング変換：オブジェクト座標系から世界座標系への変換  
・ ビューイング変換：世界座標系からカメラ座標系への変換  
・ 投影変換：カメラ座標系から投影座標系への変換  
・ ビューポート変換：投影座標系からウィンドウ座標系への変換  
 
これらの変換は、同次座標（Homogeneous coordinates）に対する三次元の幾何
学的な座標変換として表現される。同次座標とは、三次元の座標 (x,y,z)を 0 でな










X ,, と現される。w の値は任意であるが、普通は w=1
として、一般の座標 (x,y,z)に対応する同次座標を (x,y,z,1)と書く。以下、特に断り








される  [13]。  










0eeeA zyx  (2.29)








































原点を中心として xo、yo、zo 軸方向にそれぞれ sx 、sy 、sz 倍変化させる変換


























xo、yo、 zo 軸方向にそれぞれ tx 、 ty 、 tz だけ平行移動させる変換は、下式の























回転を表す変換は回転軸ごとに個別に考える。ある点を xo 軸まわりにθx だけ
回転させる変換は、回転行列 Rx を用いて記述される。同様に、yo 軸まわりにθy
だけ回転させる変換は回転行列 Ry を用いて、zo 軸周りにθz だけ回転させる変換は


























































ある点を、これらの回転行列を合成した回転行列  Rz Ry Rx によって回転させたと
き、回転前の点の位置と回転後の点の位置の間の関係を与える  ( θx , θy , θz ) をオ
イラー角と呼ぶ。  
2.4.2 ビューイング変換  
ビューイング変換は、世界座標系のカメラ位置（視点）c = (cx,cy,cz)T に関する
平行移動と、カメラの向きに関する正規直交基底を合成して得られる。カメラの
見る位置（物体が一つの場合、その重心位置）を g とする。この時カメラの光軸








=  (2.36) 
カメラの上方向を定義する大きさ 1 のベクトルを u とする。光軸ベクトルが zw
軸の負の方向を向くような正規直交基底 Ec は、上方向ベクトルと光軸ベクトルを
用いた外積により下式のように計算される。  
( ) ( )( ) ffuffuE −−××−−×= ,,c  (2.37) 
カメラを動かすということは、物体を動かすのではなく、座標系の基底ベクトル
































ここで 0=(0,0,0)である。カメラ座標は xc=Vxw で計算される。  
2.4.3 投影変換  
カ メ ラ 座 標 系 か ら 投 影 座 標 系 へ の 変 換 を 表 す 投 影 変 換 は 、 透 視 投 影









で割り算することで、 z=1 平面上の座標が計算できる。投影面が z=n で表される

























ビューイング変換によって原点に置かれ、光軸は zc 軸と一致する。図 2.5(b)に示
すように、前方クリップ面は zc=－n、後方クリップ面は zc=－ f の平面で定義され
る。光軸が視点（原点）の方向を向いているため、両クリップ面の座標は負の値
を取る。また、図 2.5(c)に示すように、前方クリップ面は xc-yc 平面上での領域
[l,r]x[b,t]で定義される。  
投影変換は視錐台で定義される領域 [l,r]x[b,t]x[n,f]を領域 [-1,1]3 に変換する処
理である。投影変換は以下の三つの処理から構成される。  









(a) 視錐台  














た前方クリップ面と後方クリップ面の位置はそれぞれ正の値 n、 f となる。  
2.4.3.2 同次座標による除算を考慮した変換  
次は前方クリップ面 zl=n への投影を計算するための、z 成分による除算を考慮




























2,  (2.41) 
こ の 行 列 に よ る 変 換 後 の 値 は 以 下 の よ う に 計 算 さ れ る 。 変 換 後 の 座 標 を
xp=(xp,yp,zp)とする。x l の同次座標 (xl,yl,zl,1)T に変換行列を作用させ w 成分で除算
































2.4.3.3 投影位置の正規化  




















S  (2.44) 
以上の三つの変換により領域 [l,r]x[b,t]x[n,f]は領域 [-1,1]3 に変換される。これ










































P  (2.45) 
この変換で得られる投影座標系は、正規化デバイス座標系とも呼ばれる。投影座
標は xproj=Pxc で計算される。  
2.4.4 ビューポート変換  
投影変換で得られた投影座標をビューポート変換することで、ウィンドウ座標
上の値、つまり画像面上での位置が計算される。ウィンドウ座標における投影面










































射強度 Iambient は以下のように計算される。  
aaaambient IMkI ⋅⋅=  (2.47)
ただし、 Ia は入射光の強度（環境光の色）、Ma は物体の材質（環境光に対する物
体色の成分毎の反射率）である。ka は 0 から 1 の範囲で表される反射強度の調整
を行うための定数である。  















体の裏面を照らすことになるため反射強度は 0 になる。  
実際には、物体表面上の法線ベクトル N、光源の方向を示す光源ベクトル L と




式 (2.48)に示すθがπ /2 以上のときは反射強度が 0 になることから、式 (2.49)内の
N と L の内積が負のときは拡散反射が 0 となることに注意する。  








ただし、 Is は入射光の強度（鏡面光の色）、Ms は物体の材質（鏡面光に対する
物体色の成分毎の反射率）であり、φ は光の入射角に対する正反射ベクトル R と
視線ベクトル V とのなす角を表している。ks は 0 から 1 の範囲で表される反射強
度の調整を行うための定数である。また、n は鏡面反射のハイライト特性を表す
変数であり、値を大きくするにしたがい、鋭く集中したハイライト効果となる。  
実際には、式 (2.50)は R と V の内積を利用し以下のようにして計算される。  
Idiffuse = kd ⋅ M d ⋅ Id ⋅ cosθ
Idiffuse = k d ⋅ M d ⋅ Id ⋅ N • L( )










場合と同様に R と V の内積が負にならないように注意する。  
2.5.2 シェーディング  



















Ispecular = ks⋅ Ms⋅ Is⋅ R • V( )n
R = 2⋅ N • L( )⋅ N − L
I = Iambient + Idiffuse

















の三角形を並び替え、back-to-front アルゴリズムまたは front-to-back アルゴリズ






























い方のスカラーデータ fS と遠い方のスカラーデータ bS の間でスカラーデータは
線形補間される。格子投影法との違いは、スカラーデータの関数である粒子密度
を単純に線形補間せず、その急峻な変化を考慮することができる点である。  





































明度を取り出すようにする手法  [16] が提案されている。  





高速なレンダリングや大規模なデータへの適用は困難であった。  Garrity [18] も
同様の手法を提案した。  
Koyamada ら  [19] は、これら二つの部分における計算負荷を緩和するために、
四面体格子の性質をうまく利用して、交差判定回数を減らしたり、輝度値計算を
高速化したりする新しい格子探索手法の開発を行った。  










Koyamada ら  [19] は、三角形で構成される視線に垂直な曲面群を重ね合わせ
るとこによりボリュームレンダリングを実現するアルゴリズムを提案した。これ














Wylie ら  [24] はハードウェアサポートによる四面体投影法の高速化を実現
したが、その時点でのハードウェアの性能からは高々49 万個の四面体が処理可能




な現象の表現に限定される。Csébfalvi [26] [27] もソート不要のボリュームレンダ
リング法を提案したが、先ほど述べた手法とは逆で、吸収効果のみを考慮してお
り、いわゆる X 線撮影像と同様の画像しか作成できない。  










Anderson ら  [28] は、不規則格子向けボリュームレンダリングを実現するた
めにポイントベース手法を提案した。彼らはひとつの四面体格子をひとつのポイ
ントで表現し、それらをソートし、重ね合わせることによりボリュームレンダリ







Muigg ら  [29] は大規模不規則格子ボリュームデータに対するハイブリッドレ
イキャスティング手法を提案した。この手法は様々な種類の大規模不規則格子ボ
リュームデータを Region of Interest (ROI)制御を行いながらレンダリングし、最大
で 1500 万個の四面体を 22 秒で処理できた。しかしこの ROI は非興味領域を構造
格子に変換してしまう手法であり、加えて曲面から構成される格子を扱うことが
できなかった。更に、Sakamoto らが指摘している通り  [30] 、レイキャスティン
グ法はとりわけ大規模なボリュームデータに対しても有効であるが、ピクセルよ
り小さいサイズの重要な四面体からの寄与を無視する可能性がある。  







ャを用いて高速化を行う場合が多い。Joachim らは GPU を用いた不規則四面体格

















Matthias らは EWA（elliptical weighted average）スプラッティング法を  [33] 、










を図った続く論文  [34] でも、不規則格子への適用を今後の課題としたままであ
る。  



































この問題を解決するために Sakamoto と  Koyamada は PBVR の基本的アイデ








































































図 3.1 において、サブピクセルレベル 3、粒子数 105 の画像はデータ内部の赤






























球とする。粒子の大きさは有限とし、球の半径  r で規定され、ピクセルよりも小
















上で定義されたピクセル幅 1 から、オブジェクト座標におけるピクセル幅 pobj を
求める。そして pobj をサブピクセルレベル (LS)で除したものが粒子の直径となるよ







=  (3.1) 
また、粒子を表表するためにサブピクセルレベルに従って分割された  level2 個の
部分領域をサブピクセルと呼ぶ。  
粒子密度ρ は、粒子半径  r 、ユーザーによって定められた伝達関数から計算
される不透明度値α、そしてボリュームレイキャスティングで使用されるレイセ








αρ  (3.2) 
PBVR によりボリュームレイキャスティング画像と同等の画像を生成するた
めに、粒子密度分布は式 (3.2)の関係に従って推定される必要がある。式 (3.2)から
サブピクセルレベルを 2 倍にするとそれに応じて粒子密度をその 2 乗、すなわち
4 倍にする必要があることが理解できる。  
空間点過程においてハードコア過程  [39] を仮定すると、粒子密度  ρ にはそ
の上限  ρ   max が存在する。PBVR において、粒子位置はサブピクセルの位置に離
散化される。そのため、最大密度は、粒子を外包する最小立方体で考える。最小






=ρ  (3.3) 
従って、不透明度にも対応する上限  ρ max が存在する。不透明度が  ρ max から 1
までの値をとる場合には対応する密度は一定値  ρ   max となる。ここで式 (2.23)から  
ρ   max は以下のように求められる。  
( )tr Δ−−= max2max exp1 ρπα  (3.4) 
以上の内容をまとめると、粒子密度推定式は以下のようになる。  

















ρ tr (3.5) 



















ある。そのために、ボリュームデータ内部の任意の位置  x = (x,y,z) でのスカラー
値  s(x) を用いて、伝達関数から不透明度  α(s) を計算し、粒子密度推定式 (3.5)
に代入して粒子密度の値を得る。本研究では四面体格子内部のスカラー値は、四
面体要素の頂点上のスカラー値とその位置から線形補間を用いて計算される。線
形補間を用いるとき、位置  x でのスカラー値  s は係数  (a,b,c,d) を用いて、1 次
関数 s = ax + by + cz + d で計算される。四面体要素が、図 3.1(a) に示されている
ように、頂点 v0, v1, v2, v3 から構成されているものとする。ここで頂点の座標を
),,( iiii zyxv = 、そして頂点 vi 上のスカラー値を si とする。ここで i=0,1,2,3 である。























































3.2.2 一様分布の形成  
生成した乱数を利用して任意の形状の四面体要素内部に粒子を一様分布させ
る方法を述べる。一様乱数を発生させる手法は多く知られているが  [40] [41] ,生
成された乱数の間に相関が生じないような手法であれば何を用いても良い。[0, 1] 
の区間に発生する三つの独立な一様乱数 r0, r1, r2 を組み合わせることによって領
域 [0, 1]3 の内部に一様分布する乱数を作り、これを四面体内部にマッピングして
四面体セル内部の一様分布を得る。位置ベクトル V を、四面体要素の節点 vi とパ
ラメータ s, t, u を用いて以下のように表す。  
( ) ( ) ( )uvvtvvsvvV 020301 −+−+−=  (3.7) 
このとき s, t, u の値が以下の両方の条件を満たせば V は四面体内部に収まる (図
3.1(b) 参照 )。  
1,,0 ≤≤ uts  (3.8) 
1≤++ uts  (3.9) 
s, t, u に一様乱数 r0, r1, r2 を対応させれば、乱数が式 (3.11) を満たすとき四面体
内部に一様乱数が得られる。  
この方法は乱数が式  (3.9)の範囲から外れた場合に四面体内部に V が収まら
ず、乱数を生成しなおす必要がある。V が範囲内に入る割合は、図 3.1 における
立方体内部の四面体の体積と一致し、1/6 しかない。  




この問題を解決するために、 s, t, u の値が式 (3.9) を満たさないとき、アフィ
ン変換を用いて領域外の乱数を四面体内部に写像する。乱数 r0, r1, r2 が分布する
立方体状の領域を図 3.2 に示すように五つの四面体に分割する。そして、図 3.1(b) 












































































































































































































3.2.3 生成粒子数の計算  
大規模不規則格子ボリュームデータへの適用を想定しているため、画素に対し







 g で代表させた。  
このため、粒子は四面体格子の内部に一様分布するように生成され、発生粒子
数  N は以下の式 (14)ように、四面体の体積  VCell と密度の代表値  ρ g との積で計
算される。  
∫ == Cellg VdVN ρρ  (3.15)
式 (14)における粒子数が整数でないとき、最終的にその格子で発生する粒子数  n 
は以下のように決定される。  






ここで、  R は  [0,1) における一様乱数である。  
粒子生成の擬似コードを以下に示す。  
 
Algorithm 1: ParticleGeneration () 
1: for each tetrahedral cell Ti do 
2:   n = Ti.getNumOfParticles(); 
3:   s = 0; 
4:   for each j = 0,1,...,n do 
5:     for each k = 0,1,2,3 do 
6:       bk = random(); 
7:       s += bk; 
8:     end for 
9:     for each k = 0,1,2,3 do 
10:       bk /= s; 
11:     end for 
12:     Generated particle Pj 
13:     Pj.x = Σbkxk;  Pj.nx = Σbknxk; 
14:     Pj.y = Σbkyk;  Pj.ny = Σbknyk; 
15:     Pj.z = Σbkzk;  Pj.nz = Σbknzk; 
16:   end for 



















は KVS（Kyoto Visualization System）ライブラリを用いて実装された。KVS はマ
ルチプラットホーム対応のオープンソフトウェアで構成された科学技術と可視化
計算向き C++ライブラリである。実験では、3.2GHz Intel Pentium XE と 2GB の  
RAM を搭載した PC を使用した。計算された画像解像度は 5122 である。  






























iiii GBRe Δ+Δ+Δ=  (3.18)
ここで、L は画素数、  ΔR, ΔG, ΔB は画像における赤、緑、青成分における差を
表す。図 3.4 にサブピクセルレベルに対する誤差と計算時間との関係を示す。こ
の図より、サブピクセルレベルを上げるにしたがって誤差が小さくなることが確
Sub-pixel level 1 2 3 4 5 6 7 
Nparticles [M] 0.2 1.0 2.4 4.8 8.2 12.4 17.7 
Sampling time [msec] 2.1 6.0 8.3 10.0 13.0 15.8 21.1 
FPS 23.6 6.5 2.9 1.5 0.9 0.6 0.4 
 
表 3.1 サブピクセルレベルに対する 
生成粒子数、粒子生成時間、レンダリング速度 
図 3.3 サブピクセルレベルに対する Bucky(要素数 1.25M)のレンダリング画像
Sub-pixel level  1 Sub-pixel level  2 Sub-pixel level  4Sub-pixel level  3



















と仮定する。もう一方の円の中心座標を  (x, y) とする。対称性より、座標値  (x, y) 
は領域  [0,1]2 に含まれるとする。我々は投影像同士の重なりの影響を考察したい
ので、 (x, y) は領域内で一様な乱数であると仮定する。離散化処理を行わない場
合の投影像の面積の総和の期待値  Swo と、離散化処理を行なう場合の投影像の面

















































式 (3.19)において、q はふたつの投影像間の距離を示す。  
Sw / Swo = 0.97 となったので、離散化処理の有無は投影像の面積の総和にそれほ
ど大きな影響を及ぼさないと考える。  
 

































3.3.3.1 サブピクセルレベルとゆらぎの関係  
幅が 1 で長さ  Δt のレイセグメント上での輝度値を計算する。式 (3.5)より生成
する粒子数は  r 2 に、すなわち  kLS 2 に逆比例する。ここで  k は式 (3.4)を式 (3.5)





























( )4exp1 πα k−−=  (3.21)
粒子半径の縮小によるゆらぎの低減効果を理論的に示す。輝度値は画像面上に
おける粒子群の投影面積としても計算することができる。第 2 章で述べたように、




( ) ααα =−⋅+⋅= 101AveB  (3.22)
同様に分散も以下のように計算される。  

















itotal LBB  (3.24)









































投影される粒子は互いに影響を及ぼしあわない。そのため輝度値  Bi は互いに独












3.3.3.2 実データを用いた検証  
サブピクセル処理によるゆらぎの抑制効果を検証するために、提案手法による
画像のゆらぎを計測した。粒子発生に用いる乱数のシードを変えた画像を確率場  
I(i,j)=(R(i,j),G(i,j),B(i,j)) の実現値とみなし、分散  Var(I(i,j)) を計算した。（R、G、
B はそれぞれ 0~255 の赤、緑、青の値、 i 、 j は画像座標を表す。）そして標準偏











σ I  (3.27)
ここで  L はボリュームが存在する領域の画素数、 σ R( i ,j)  、  σ G( i , j )  、  σ B( i , j ) はそ
れぞれ  R(i,j) 、G(i,j) 、B(i,j) の標準偏差である。表 3.2 に示すボリュームデータ
から、Spx、Fighter、Blunt、Aorta を用いて実験を行い、各サブピクセルレベル
に対する標準偏差の代表値σ  I を計算した。実験には乱数のシードを変えた 20 枚
の標本を用いた。それぞれのデータに関して、図 3.6 に標準偏差の代表値をプロ









れるという現象が確認された。図 3.8 にはサブピクセルレベル 7 で生成された画
像を 20 枚平均した結果の画像を示す。図 3.7 と比較すると、不透明度を変化させ
図 3.7 サブピクセルレベル 7 によるレンダリング画像 
(a) Spx (b) Fighter 







































さないように、サブピクセルレベルを 7 に設定した。表 3.3 に計測結果を示す。
Post と Sf2 のレンダリング画像を図 3.9 に示す。粒子生成時間とレンダリング時
間が生成粒子数に比例して増加していることが確認できる。生成粒子数の増加に
(c) Blunt (d) Aorta 
(a) Spx (b) Fighter 















った。図 3.10 に表 3.4 の処理時間を四面体格子数に対してプロットした結果を示
す。図 3.10 より、処理時間は四面体格子数に比例することがわかる。表 3.4 にお
いて、データ名のカッコ内の数字は、再分割処理の適用回数を示している。10 億
個の四面体格子かなる不規則格子ボリュームデータは、今回実験で使用した PC
Dataset Num. of particles sampling time [msec] rendering time [msec]
Spx 1.8M 759 524
Fighter 2.4M 1018 664
Blunt 3.3M 1572 681
Post 6.7M 3345 1100
Aorta 4.0M 3317 667
Sf2 9.0M 6202 1106
図 3.9 サブピクセルレベル 7 のレンダリング画像 
表 3.3 生成粒子数と粒子生成時間、レンダリング時間 
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Dataset Num. of tets Num. of particles processing time [sec]
Spx (2) 0.8M 1.8M 0.96
Post (1) 4.9M 6.7M 3.35
Aorta (1) 11.1M 4.0M 5.76
Fighter (3) 35.9M 2.4M 16.08
Blunt (3) 113.9M 3.3M 48.76
Sf2 (3) 1.0G 9.0M 441.39
表 3.4 分割による四面体数、生成粒子数、粒子生成・投影時間 


























































































に開始点  x0 を与える。そして、i 番目の粒子の位置  xi を逐次生成していく。メ
トロポリスサンプリングによる粒子生成の手順を以下に示す。  
 
1. 現在の粒子位置  xi から  ρ(xi) を計算する。新しい粒子生成位置の候補 x'を生
成する。これは計算空間からランダムに選ばれる。そして  ρ(x') を計算する。  
2. ρ(x') と  ρ(xi) の比  W を計算する。 ( ) ( ) / ( )i iW x x x xρ ρ′ ′→ ≡ . 
3. もし ( ) 1iW x x′→ ≥ ならば  x' を新しい粒子位置として採用し、xi を  xi+1 に更新
する。そして手順 1 に戻る。そうでなければ手順 4 に進む。  















そして手順 1 に戻る。  
 
上述の手順は、指定された粒子数に到達するまで繰り返される。また、手順 4




が呼び出され  xi+1 = xi となる場合は、粒子数を増加させない。なぜならば、同一
の位置に生成された粒子は、レンダリングプリミティブとして用をなさないから
である。  





この手法は初めに局所座標  x に対して粒子生成を行い、その粒子位置を大域
座標  X で記述される格子  T の内部に座標変換する手法である。例えば、六面体
格子の局所座標は立方体の領域  [0, 1]3 で、四面体や四面体二次要素の場合は体
積座標で記述され、局所座標の領域は  [0, 1]4 となる。  
補間関数 Interpolation(x,T)はスカラー値  S を、セルの形状ごとに定義








)(x  (4.2) 












)( XxX  (4.3) 
ここで  nodeiX  は格子  T の頂点の大域座標を意味する。  
関数 Normal(x,T)は、局所座標におけるスカラー場  S(x) を用いて、大域座
標におけるスカラー場  S(X) の勾配を計算し、以下のように表される。   
)()( 1 xJX SS ∇=∇ −  (4.4) 
ここで  J は式 (4.4)における変数変換から計算されるヤコビ行列を意味する。  
4.1.3 実装  




伝達関数 tfunc(S)の色の関数 color()から計算される。色の値  c 、粒子位置  
X 、 そ し て 法 線 ベ ク ト ル  ∇S(X) は 粒 子 を 構 成 す る 情 報 と し て 、 関 数
setParticle(c,X, ∇S(X))を用いてメモリ空間に格納される。メモリ空間上で
の粒子は、位置ベクトル (float*3=12 byte)、法線ベクトル (float*3=12 byte)、色ベク
トル (byte*3=3 byte)から構成され、一つ当たり 18 byte の大きさを持つ。投影され
た粒子はフレームバッファ上で色ベクトル (3 byte)とデプス値 (float*1=4 byte)を持
ち 、 1 ピ ク セ ル 当 た り 7 byte の 大 き さ を 持 つ 。 粒 子 生 成 の 関 数
ParticleGeneration の擬似コードを以下に示す。  
 
Algorithm 1: ParticleGeneration () 
18: calculate density function ρ; 
19: Transfer Function tfunc; 
20: for each cell T i do 
21:   Number of Particles Np; 
22:   Np = NumOfParticles(Ti); 
23:   Local Position x0, x’; 
24:   x0 = SamplingInLocal(Ti); 
25:   Scalar Value s0, s’; 
26:   Color Value c; 
27:   s0 = interpolation(x0,T i); 
28:   Global Position X; 
29:   Normal n; 
30:   while j < Np do 
31:     x’ = SamplingInLocal(Ti); 
32:     s’ = interpolation(x’,T i); 
33:     Ratio of Density W = ρ(s’)/ρ(s0); 
34:     if W >= 1 then 
35:       X = mapping(x’,Ti); 
36:       n = normal(x’,Ti); 
37:       c = tfunc(s’).color(); 
38:       setParticle(c,X,n); 
39:       x0 = x’ 
40:       s0 = s’ 
41:       j++ 
42:     end if 
43:     else 
44:       If W >= random() then 
45:         X = mapping(x’,Ti); 
46:         n = normal(x’,Ti); 
47:         c = tfunc(x’).color(); 
48:         setParticle(c,X,n); 




50:         s0 = s’ 
51:         j++ 
52:       end if 
53:     end else 
54:   end while 
55: end for 
 
この擬似コード Algorithm 1 において、関数 NumOfParticles(Ti)は格子 Ti に
対する生成粒子数を計算する。生成粒子数を計算するために、格子の重心位置の




floor()と  [0, 1] の範囲の乱数生成関数 random()を用いる。生成粒子数を計算
する関数 NumOfParticles の擬似コードを以下に示す。  
 
Algorithm 2: NumOfParticles ( cell Ti ) 
1: Integer Number of Particles Np; 
2: Volume v = Ti.getVolume(); 
3: Local Position g; 
4: g = Ti.getCenterOfGravity(); 
5: Real Number of Particles Rp; 
6: Rp = v * ρ(mapping(g, T i)); 
7: If Rp – floor(Rp) > random()then 
8:   Np = floor(Rp) + 1 
9: end if 
10: else 
11:   Np = floor(Rp) 
12: end else 
13: return Np 
 
擬似コード Algolithm 2 において、関数 getVolume()は着目している格子の体積










































4.2.1 サブピクセル処理  




ピクセルに分割されている。あるピクセルの最終的な輝度値  Btotal は、そのピク














LB  (4.6) 
サブピクセル処理による画質について、サブピクセルレベルを増加させていく
に従い画像のゆらぎが減少していくことが確認されている。しかしサブピクセル












の色の値を計算する。  i 番目のサンプル画像の輝度値を  Bi とし、リピート処理
の行われる回数を  LR とする。これをリピートレベルと呼ぶ。その時最終的なピ
クセルの輝度値は以下の式で計算される。  



















ピクセルレベル  LS とリピートレベル  LR の間には、LR = LS2 の関係があることが
分かる。この性質を用いて、リピート処理を用いる場合の粒子半径  r は、サブピ







=  (4.8) 
ここで  pobj はオブジェクト空間中のピクセルの長さである。  
リピート処理を行うためには、 LR 個の部分粒子群が必要になる。理想的には
LR 回粒子生成を繰り返して、部分粒子群を生成するべきであるが、粒子生成時間
がボトルネックになる。これを回避するため、粒子半径  r で生成された粒子を
LR 個の部分粒子群に分割する。図 4.3 に示すように、生成された粒子は、配列の
前から順に、周期的に部分粒子群の配列に格納される。生成した粒子数を  N と








Nn  (4.9) 














iinN 1  (4.11) 
部分粒子群は、リピートレベル  LR に従って確率統計的に生成された全生成粒
子を均等に分割して生成されたものなので、全粒子の密度分布を維持することが
できる。部分粒子群は既存の PBVR の枠組みで投影が行われ、 i 番目の部分粒子
群から輝度値  Bi が得られる。投影毎に  Bi は足し込まれ、最後に  LR で除算する
ことで式 (4.7)が計算される。  















4.2.2.1 リピートレベルとサブピクセルレベルの関係式  










に関する視線上に粒子がある場合、ピクセルの輝度値  B は 1 に、存在しない場
合は 0 になる。粒子の存在確率は不透明度  α なので、ピクセルの輝度値を確率変
数と考えると、B が 1 になる確率が  α 、B が 0 になる確率が  1－α となる。この
とき  B の平均値  BAvg は以下で計算される。  
( ) ααα =−⋅+⋅== )1(01AvgBBE  (4.12)
また、B の分散  BVar は以下のように計算される。  
( ) αααα )1()1)(0()1( −=−−+−== AvgAvgVar BBBBVar  (4.13)
ゆえに  B の偏差  BDev は分散の平方根をとって以下のようになる。   
αα)1( −=DevB (4.14)
次にリピート処理によって粒子投影が繰り返し行われる場合について考える。
リピート処理に用いられる  i 番目（ i = 0, 1, … , LR－1）の部分粒子群が投影され
たピクセルの輝度値を  Bi とする。式 (4.12)(4.13)の結果は一回の粒子投影につい
てのものなので、  Bi についても明らかに成り立つ。   
( ) α== Avgi BBE  (4.15)
( ) αα )1( −== Vari BBVar  (4.16)
部分粒子群の投影は、各処理において独立に実行されるため、各  Bi は独立な事
象である。この時、共分散の値は 0 になる。  
( ) )1,,1,0,(,0, −== Rji LjiBBCov L  (4.17) 
輝度値の分散は式 (4.7)を用いて、以下のように計算される。  


























































式 (4.20)から、サブピクセルレベル  LS と同等の画質をリピート処理で得るために




4.3.1 計算速度  
提案手法を四面体からなる不規則格子に適用し、粒子生成時間とレンダリング
時間の計測を行った。実験には Intel Core 2 Duo E8500 (3.17 GHz)の CPU、3GB の
RAM、そしてグラフィックカードとして nVidia GeForce 9800 GT を搭載した CPU
を用いる。実験に用いた不規則格子ボリュームデータを構成する頂点数と四面体






























(a) fighter (b) blunt 
(c) post (d) aorta 











の計算式は、式 (3.17)と同様である。実験には CPU が Intel Core 2 Duo E6750 (2.66 
GHz)、RAM が 2.0 GB、そしてグラフィックカートカードとして nVidia GeForce 
8500 GT を搭載したマシンを用いた。実験ではサブピクセルレベル  LS を 1 から
10 まで変化させた。サブピクセル処理と同等の画質を得るために、リピートレベ



























(b)：リピート処理で生成された画像。リピートレベル 100。  
(c)：サブピクセル処理で生成された画像。サブピクセルレベル 10 
(c) (a) 












































ノード A の情報が必要 
ボリュームデータ
視線 画像面 
ノード A で 
計算される要素
ノード B で 
計算される要素 





提案手法を領域分割された大規模な CFD および CSM の結果のボリュームデー
タに適用し、その有効性を検証する。  












精度を向上させるために、稜線を 3 等分して 1 つの要素を 33 分割することにより、
7,215 万個の六面体要素の大規模不規則格子型ボリュームデータが生成された。
このボリュームデータ“Oral”は 71,449,236 の格子と 74,452,754 の頂点から構成




ノード A で 
計算される要素
ノード B で 
計算される要素















実験に用いた画像解像度は 512x512 である。実験ではサブピクセルレベルを 2 か
ら 14 まで、それに対応してリピートレベルを 4 から 196 まで変化させた。表 2
に両手法によるフレームバッファのメモリ使用量 [M byte]、レンダリング速度








(a) 速度の絶対値  (b) 気圧  















(a) メトロポリスサンプリング (b) 一様分布 
図 4.11 Oral データの拡大画像による画質の比較 






4.3.3.2 構造解析シミュレーション結果への適用  
並列有限要素法支援ミドルウェア HEC-MW[11]を基盤とした大規模並列構造
解析システム FrontSTR [46] を利用した原子炉給水ポンプの構造解析結果のボリ
ュームデータに対して実験を行った。  
ボリュームデータ“Pump”は、PC クラスタで計算された、一億自由度の自重





提案手法を Pump データに適用し、LOD 制御を行った。有効性を検証するため
に、荒いレンダリングと詳細なレンダリングの画質とレンダリング速度を比較し
た。実験ではリピートレベル 100 で粒子生成を行った。表 4.4 に生成粒子数と粒
子生成時間を示す。図 4.12 に LOD 制御を用いたレンダリング結果を示す。図
4.12(a)はリピートレベル 2 による荒いレンダリングの画像を、図 4.12(b)はリピー






表 4.4 Pump データに対する粒子生成時間と生成粒子数 






















表 4.5  LOD を用いた Pump データのレンダリング速度 
(a) Repetition level 2 to move (b) Repetition level 100 to stop 

















































































図 5.1 レイキャスティングによる画像の比較 





















の距離を d、ボリュームデータの重心位置と視点との距離を dcen 、重心位置にお






r =  (5.1) 
この式は d が 0、すなわち粒子位置と視点位置が等しい時に発散するが、粒子
は描画の際に視錐台でカリングされるため、実際に d が 0 になることはない。  




Camera space Rendering image


























































































































(t1, t2, s)はレギュラーボックスの存在する空間の座標軸を意味する。 s はスカ
ラー値の S と同じ値（つまり (S = s)）である。 t1-, t2-, s-座標において、レギュラ
ーボックスは [0,1]3 の領域である。レギュラーボックス内部で、事前生成粒子群
は t1, t2 軸に関して一様分布し、 s 軸方向にのみ線形分布する。  
この手法では密度を計算する関数として、区分線形密度関数  ρ (S) を用いる。
この関数は区分線形不透明度  α (S) の各制御点について粒子密度値を計算し得
られる。制御点としてスカラー値と密度値の組を持ち、制御点の間は線形補間に



























ここで  ρi  とρi+1 は  Si と  Si+1 に対応する密度値である。  
スカラー値の区間 [Si, Si+1]に対して、生成すべき粒子数は  devidei は、以下の
ように計算される。  
( ) ( )( )iiiissi SSdsSm
i
i
−+== ++∫ + 11211 ρρρ . (5.3) 





ρ  (5.4) 
N
M
mdevide ii =  (5.5) 
ここで  mi / M は N を分配する割合になっている。  
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もとの空間に戻す処理（ Inverse Transformation）である。  
アフィン変換は、2 つの行列 L と  A から構成され、Transformation だけでな
く、Integration や Inverse Transformation にも用いられる。行列 L は四面体格子の
勾配ベクトルをオブジェクト座標の z 軸方向に向ける回転行列であり、この変換
で勾配ベクトルはレギュラーボックスの s 軸と平行になる。行列 A は、四面体格
子がレギュラーボックスに収まるようにスケーリングと平行移動を行う。ここで、
Tet はもとの四面体格子を、Tet’ は L で変換された四面体格子を、Tet’’ はレギュ
ラーボックスに挿入された四面体格子を意味する。つまり、Tet’’ = A Tet’ = A L Tet
の関係がある。  
行列 L は正規化された勾配ベクトル g とベクトル u から構成される。ここで u
は g に対して線形独立な任意のベクトルである。u を計算するために、g の各成分
の絶対値を比較する。そして、最小の絶対値の成分を 1、その他の成分を 0 とす
る。これらのベクトルを用いて、正規直交基底  {l1, l2, g} を構成するベクトル l1 と
l2 を計算する。  
( )guglgul ××=×= 21 , . (5.6) 










この行列は、直交行列になっているので、明らかに g を s 軸と平行に、つまり
(0,0,1)T に変換する。  
行列 A は Tet’ のバウンディングボックスがレギュラーボックスと重なるよう
にスケーリングと平行移動を行う。Tet’ がある座標空間を  (x’, y’, z’) で記述す
る。Tet’ のバウンディングボックスを x’, y’, z’空間と直交するように定める。Tet’ 
のバウンディングボックスの領域を  [x’min, x’max] x [y’min, y’max] x [z’min, z’max,] と
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する。レギュラーボックスの領域は [0,1]3 である。Smin と  Smax は Tet’ のスカラー
の最小値と最大値である。  
x’と  y’方向のスケーリングと平行移動は、バウンディングボックスがレギュ
ラーボックスと完全に重なるように行う。つまり、領域  [x’min, x’max] x [y’min, y’max] 
が領域 [0,1]2 に重なるように変換する。  
レギュラーボックスの s 軸はスカラー値と等しいので、z’方向のスケーリング
と平行移動は、バウンディングボックスの z’ 座標がスカラー値 S と一致するよう
に行う。つまり、領域  [z’min, z’max] が領域  [Smin, Smax] に重なるように変換する。 



















































5.2.3 レイヤードサンプリングにおける体積積分計算式  
行列 L と  A から Tet’’ の頂点座標を計算し、事前生成粒子群との包含関係を
調べる。Tet’’ の内部にあった粒子の個数 Nin を求め、生成粒子数の計算に用いる。











ことで得られた。ここで p(S) は  ρ (S) に対応した確率密度関数とする。r はレギ
ュラーボックス内部の空間  (t1, t2, s)T の位置ベクトルとする。そして x はオブジ
ェクト座標  (x, y, z)T の位置ベクトルとする。  




















式 (5.13)に式 (5.14)を代入して、以下の式が得られる。  









11 rALx . (5.15)
レギュラーボックス内部の領域  [0, 1]3 における  ρ (S) の体積積分の値は、明
らかに M になる。  
( )
[ ]





















式 (5.13)－ (5.18)の結果を用いて、領域 Tet におけるρ (S) の体積積分は以下の
ように計算される。  
( )
( ) ( )































ここで |det(J)|は式 (A.2)による変数変換に対するヤコビアンである。L は直交行列
なので、行列式の値は 1 になる。  
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5.2.4 実装  
レイヤードサンプリングでは、Tet’’ に対する事前生成粒子群の包含関係が計
算され、その内部に含まれる粒子数 Nin が得られる (Insertion)。そして生成粒子数
Ntet が式 (5.12)から計算され (Integration)、Nin が Ntet を上回る場合に、Tet’’ 内部の
粒子から Ntet 個の粒子が選ばれる (Selection)。選択された粒子に対して L-1A-1 を乗
ずることで、オブジェクト座標が計算される (Inverse Transformation)。しかし、Nin
















if  Smax －  Smin >= 0 
Calculate the transformation matrices A and L (Transformation) 
Determine the inclusion of the pre-generated particles in Tet’’ and obtain Nin 
(Insertion) 
Estimate Ntet  by Equation 8 (Integration) 
if  Ntet <= Nin 
Select Ntet particles included in Tet’’ (Selection) 





Select all particles included in Tet’’ (Selection) 
Transform the selected particles into Tet by multiplying L-1A -1 (Inverse 
Transformation) 
Generate Ntet - Nin particles by rejection sampling (Rejection Sampling) 
else if  Smax －  Smin = 0 
Estimate Ntet by single point integration 
Generate particles by uniform sampling 
else 
Estimate Ntet by single point integration 
Generate particles by rejection sampling 
 
上述した擬似コードにおいて、Transformation, Insertion, Integration, Selection 
そして  Inverse Transformation はレイヤードサンプリングの主要な処理部分であ
り、以降ではこれらの処理をまとめて Main と呼ぶ。  
5.3 実験と考察 
5.3.1 粒子拡大手法の検証  
粒子拡大手法の有効性を検証するために、12,936 の四面体格子からなるボリュ
ームデータを用いた。実験環境は、1800MHz AMD Phenom X4 9150 Quad-core の
CPU、4.0 GB の  RAM、そしてグラフィックカートカードとして NVIDIA GeForce 
9600GT GPU (ビデオメモリ 512MB)を搭載した計算機を使用した。粒子拡大手法













調べるために、格子数  222,414、頂点数 40,948 からなる“Blunt”データに粒子拡
大手法を適用した。  
(a) 粒子拡大無し  
Sub-pixel level: 1 
Repetition level: 100 
(b) 粒子拡大無し  
Sub-pixel level: 1 
Repetition level: 1 
(c) 粒子拡大有り  
Sub-pixel level: 1 
Repetition level: 100
(d) 粒子拡大有り  
Sub-pixel level: 1 
Repetition level: 1 
図 5.4 粒子拡大手法による画像と粒子拡大を用いない画像の比較 











1 100 4.2 M 75.6 28.53 28.53
2 25 4.2 M 83.0 28.62 28.99
3 25 9.4 M 186.67 14.05 14.99










のリピートレベル 49 および 64 の場合と同じ結果であった。  
HAVS 
Repetition level: 1 Repetition level: 4 Repetition level: 16
Repetition level: 100
Repetition level: 144 









0.05 0.2 0.5 0.8 1.3 1.8 2.5 3.2 4.1 5.0 6.1 7.3 8.5 9.9 11.0
 
FPS 82 77 69 65 32 31 21 21 15 12 12 10 9 7 6 21 
 
図 5.5 粒子拡大手法による画像と HAVS 画像の比較 




































た時間を計測した。モンテカルロ積分のサンプリング数は 1 点から 1000 万点まで











Integ. time  
[msec] 
1 0 0.003










表 5.3 立方体データに対する積分値の比較。厳密解=358,350 












子の事前生成、Main そして  Rejection Sampling の処理時間をそれぞれ計測した。
実験には、図 5.7(b)に示す、4 つの四面体格子から構成されるデータと 5 つの急峻
な峰を持つ伝達関数を用いた。表 5.4 から、合計時間が単純に N の増加に比例し
ていないことがわかる。これは N が生成粒子数 Ntet を超えない場合、Rejection 
Sampling が実行されていることに起因する。この実験では N が 200 万以下で
Rejection Sampling が実行されていることが確認できる。レイヤードサンプリング
と比べて大きな処理時間を必要としている Rejection Sampling は、十分な数の事前





レイヤードサンプリングの有効性を検証するため、実データ、SPX と Aorta へ
の適用を行った。従来の粒子生成手法も適用し、画質と計算速度、レンダリング
速度を比較した。実験には、厚みを持った等値面状の領域を形成するように、急
峻な峰を一つ持った伝達関数を用いた。図 5.8 は SPX の、図 5.9 は Aorta のレン
Num. of pre-gen. parts. [million] 0.5 1.0 1.5 2.0 2.5 3.0 3.5 4.0 
Pre-generation [msec] 72 146 230 282 361 450 542 604 
Main [msec] 85 168 224 273 311 328 464 508 
Rejection Sampling [msec] 9727 5700 2705 1092 0 0 0 0 
Total [msec] 9884 6014 3159 1920 672 778 1006 1112 
 






















 SPX Aorta 
 T1 T2 T1 T2 
Pre-gen. time [msec] 703 750
Sampling time [sec] 5.6 1.1 290.7 4.7
Num. particles [M] 5.16 5.12 17.74 17.76
FPS 18.6 18.8 7.6 7.6
 






(a) レイヤードサンプリング (b) メトロポリスサンプリング 
(c) 伝達関数 
図 5.8 SPX に対するレンダリング画像と伝達関数 
(a) レイヤードサンプリング (b) メトロポリスサンプリング 
(c) 伝達関数 
図 5.9 Aorta に対するレンダリング画像と伝達関数 
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5.3.3 大規模データへの適用例  
レイヤードサンプリングを大規模データに適用し、従来手法との比較を行っ
た。実験には、Pump データを構成する四面体二次要素を 8 個の四面体格子に分
割した、格子数 210,318,160 のボリュームデータを用いた。この実験のために、
クロック周波数 2.83GHz を持つ Intel Core2 Quad の CPU と 8.0GB の  RAM、そ
してグラフィックカートカードとして、 1.5GB のビデオメモリを持つ NVIDIA 
GeForce GPX280 GPU を搭載した計算機を用いた。そして 4 つのスレッドを用い
て並列に粒子生成を行った。各スレッドがそれぞれ、4i, 4i+1, 4i+2, 4i+3 番目の格














 Layered sampling Metropolis sampling 
Pre-gen. time [msec] 3.9  
Num. particles [M] 9.8 5.2 
Sampling time [sec] 1163.9 27.7 
FPS 7.9 10.2 
 

















図 5.10 Pump に対するレンダリング画像と伝達関数 











































大域座標 X に関する体積積分は、以下のように局所座標 x に関する積分へと変形
される。  
( )( )


















個の分点が与えられたとき、2n－1 次の多項式に関する積分が計算される。  
本論文では、ガウス－ルジャンドル積分の精度に関する知見を得るため、局所
座標において格子の分割を行い、分割された格子毎にガウス－ルジャンドル積分
を適用した。[0,1]3 の領域を均等に resol3 分割し、分割された格子のインデックス
を f、g、h ( 1,,0 −≤≤ resolhgf )とする。分割された領域の一辺の長さは l=1/resol
となる。重みを w とすると、ある分割された格子の生成粒子数 Nf ,g ,h は以下のよ
うに計算される。  










,, ρ (6.2) 
重み wi に対応した分点の座標をξ i とすると、局所座標の x 軸に対する座標変
換は以下のようになる。  
( ) fllx i ⋅++= 12 ξ (6.3) 
y 軸、 z 軸についても同様である。  
6.2 媒介変数表示 
粒子密度がスカラー値 s1 と s2 の間で 0 でない値を持つとき、粒子生成を行う
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表するために、粒子生成に用いる変数を局所座標 (x,y,z)からスカラー値 s を陽に含
む変数に変換し、閉領域内部に粒子を直接生成する。局所座標 (x,y,z)内部で三重
線形補間されたスカラー場が次式で書かれるとする。  
DzCyCxCzxByzBxyBAxyzs +++++++= 210210  (6.4) 
ここで A から D は三重線形補間式の係数である。六面体向けレイヤードサンプリ
ングは、x、y、 z 軸、それぞれに沿った 3 つの変数変換を用いる。変数変換の式












































局所座標中の一様分布を式 (6.5)-(6.7)で変換すると、以下のように表される。  
( )( )∫∫∫ ∫∫∫= dudtdsutsdzdydx ,,det1 J  (6.8) 
ここで J は式 (6.5)-(6.7)の変数変換のヤコビアンである。以降、 |det J|を V(s,t,u)と
書く。  




( ) 0201,, CuBtBAtuutsVx +++=  (6.9) 
( ) 1011,, CuBtBAtuutsVy +++= (6.10) 
( ) 2121,, CuBtBAtuutsVz +++= (6.11) 
V(s,t,u)は s に依存しないため、この関数を V(t,u)とも書く。  
提案手法は V(t,u)に従って t と u を生成するために、マルコフ連鎖モンテカル
ロ法の単純な場合であるギブス法を用いる。この手法は、まず V(t,u)の t を定数 ti-1
として、V(ti-1, u)を確率分布として ui をサンプリングし、次は V(t,u)の u を定数
ui とし、V(t, ui)を確率分布として ti を生成する。これを繰り返すことで、もとの
確率分布から点列をサンプリングする手法である。  
また同時に、s を密度関数に従うように棄却法を用いて生成する。六面体向け






アルゴリズム概要  : GibbsSampling 
14: VolumeData volume 
15: HexahedralCell cell 
16: PiecewiseLinearDensityFunction df 
17: for each cell in volume 
18:   for each interval in df 
19:     N = CalculateNumOfParticles(cell,df) 
20:     axis = 0 
21:     i = 1 
22:     ti-1 = Random() 
23:     while i < N  
24:       if axis = 3 then 
25:         axis = 0 
26:       end if 
27:       SelectEquations( axis ) 
28:       Generate ui from Vaxis(ti-1,u) 
29:       Generate ti from Vaxis(t,ui) 
30:       Generate si from ρ(s) 
31:       Transform si,ti,ui to x,y,z 
32:       ti-1=ti 
33:       if 0 <= x,y,z <=1 then 
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34:         Transform x,y,z to global coord. 
35:         i++ 
36:       end if 
37:       axis++ 
38:     end while 
39:   end for 
40: end for 
 
上述のアルゴリズムにおいて、axis の値 0、1、2 はそれぞれ x、y、 z 軸を表
す。Vaxis(t,u)は式 (6.9)-(6.11)で定義される確率密度分布を意味する。先述した
通り、ギブス法を用いて各変数に定数を代入しながら確率変数を生成する。提案
手法では、定数が代入された一変数関数 V(ti-1, u)もしくは V(t, ui)に対して確率変
数 を 生 成 す る た め に 、 逆 関 数 法 を 用 い る 。 詳 細 は 次 節 に 記 述 す る 。 関 数
SelectEquations(axis)は、入力された axis の値に対応した式 (6.5)-(6.7)及
び式 (6.9)-(6.11)を選択する。  
6.4 逆関数法 
ギブス法は V(t,u)の t、もしくは u のどちらかを定数として計算を進める。こ
のとき V(t,u)は以下のような 1 変数の関数として表される。  












































ここで ||//,||// aabPaabP ζζ −−=+−=
−+ である。また、常に +− <−< PabP / が成り立つ。
ζ はユーザー指定の正数である。  





分を行うことで累積関数 f－ 1 の値は有限に収束する。そのため、関数 V(p)が無限
大に発散する値を持っていても、逆関数法の計算を実行することができる。  
累積関数の計算について、変数 p の値の範囲について場合分けする必要があ
る。図 1 から分かるとおり、この関数 V(p)は p について、－b/a と P+と P-で分け
られる四つの区間
−
≤ Pp 、 abpP /−≤<
−
、 +≤<− Ppab / 、 pP <+ から構成される。こ






















































それぞれの場合に対して、V(p)の累積関数 fi j－ 1 (i,j=0,1,2,3)は以下のように計
算される。  
( ) ( ) ( )
( ) ( ) ( ) ( )
( ) ( ) ( ) ( )
( ) ( ) ( ) ( )
( ) ( ) ( )
( ) ( ) ( ) ( )
( ) ( ) ( ) ( )
( ) ( ) ( )
( ) ( ) ( ) ( )









































































































但し、関数 fi－ 1 (i=0,1,2,3)は次のように定義される。  














































式 (6.14)の逆関数は以下のように計算される。  
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( ) ( )
( ) ( )
( ) ( )
( ) ( )
( ) ( )
( ) ( )
( ) ( )
( ) ( )
( ) ( )









































但し、 fi と Cij (i,j=0,1,2,3) は次のように定義される。  
( ) ( )
( ) ( )
( ) ( )












































( ) ( )
( ) ( )
( ) ( )
( )
( ) ( )
( ) ( )
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図 6.2 は関数対数関数である f2 と 2 次関数である f3 のグラフの一部を示す。実









行った。実験環境は、Quad-Core AMD Opteron 2350 CPU、クロック周波数 2000 
MHz、32GByte RAM を搭載している PC を用いた。GPU は、1GByte VRAM を搭
載している NVIDIA Quadro FX 4700 を用いた。  
6.5.1 数値積分の精度  

















図 6.2 逆関数法で用いる累積関数の逆関数 
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表 6.1 に提案手法の数値積分の値を、表 2 に数値積分の実行時間を示す。両表
において、行がセルの分割数、列がガウス－ルジャンドル積分の分点数を意味す
る。従来の PBVR は、セルの重心位置の密度を用いた一点積分であり、分点数 1、
分割数 1 の場合と等しい。セル内部の総サンプリング数は、分点数と分割数の積
から計算される。表 6.3 にモンテカルロ積分による積分値と実行時間を示す。モ
ンテカルロ積分の誤差は、 NN /loglog なので、サンプリング数が 104 の場合概

















  分点数 





13 0  0 0 1 2 4 32  
23 0  0 2 7 16 32 255  
33 0  1 7 23 55 108 860  
43 0  2 17 55 130 254 2,025  
53 1  4 32 108 254 495 3,955  
63 1  7 56 185 439 856 6,833  
73 2  12 89 295 696 1,358 10,891  
83 3  17 133 442 1,044 2,037 16,265  
93 4  25 189 629 1,487 2,901 23,158  
103 6  34 259 863 2,039 3,978 31,765  
表 6.1 分割ガウス－ルジャンドル積分による積分値[K]。モンテカルロ積分か
ら推定される積分値は約 1、556、000（有効数字 4 桁）である。有効数字 2 桁ま
で一致した値は緑字で、3 桁は青字で、4 桁まで一致した値は赤字で示してある。
  分点数 





13 0  1,748 2,571 1,479 1,432 1,360  1,562  
23 88  1,165 1,808 1,648 1,529 1,541  1,556  
33 187  1,345 1,599 1,551 1,558 1,557  1,556  
43 299  1,602 1,597 1,559 1,556 1,556  1,556  
53 136  1,477 1,563 1,556 1,556 1,556  1,556  
63 195  1,602 1,552 1,556 1,556 1,556  1,556  
73 223  1,589 1,558 1,556 1,556 1,556  1,556  
83 177  1,516 1,557 1,556 1,556 1,556  1,556  
93 195  1,575 1,557 1,556 1,556 1,556  1,556  

















 サンプリング数 積分値 計算時間[msec]
1,000 1,673,475 5 
10,000 1,534,096 45 
100,000 1,569,760 457 
1,000,000 1,554,026 4,529 
10,000,000 1,556,583 44,944 








ζ=0.1, sampling time 61 [sec]
ζ=0.01, sampling time 102 [sec]
ζ=0.001, sampling time 191 [sec]
ζ=1, sampling time 21 [sec] 




ζ=0.1, sampling time 35 [sec] 
ζ=0.01, sampling time 56 [sec] 
ζ=0.001, sampling time 84 [sec] 






120x120x34 の構造格子データ“Lobster”に対して、提案手法、従来の PBVR 向けサ
ンプリング手法（一点積分とメトロポリスサンプリング）、レイキャスティング（等













6.5.3 適用例  
六面体向けレイヤードサンプリングを実データに適用し、画質の検証とサンプ
リング時間の計測を行う。パラメータの設定として、ガウス－ルジャンドル積分

































































表 6.4  Kidney 及び Oral データに適用した結
果の積分時間とサンプリング時間。 
 Kidney Oral 
セル数 5,544,140 2,646,268 
サンプリング手法 提案手法 従来手法 提案手法 従来手法 
積分時間 264 [sec]  426  
サンプリング時間 877 [sec] 40 [sec] 61.3 [sec] 4.7 [sec] 
生成粒子数 45.8 [M] 27.3 [M] 4.8 [M] 1.5 [M] 



















PBVR に比べて大きかった。  
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