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Summary
The Real-time Application Representative (RAPR) Version 1.0 is a product of the U.S. Naval Research Laboratory (NRL). It is designed mainly to generate communication traffic. Its behavior is defined by the textual specifications stored in three different types of computer files:
(1) a dictionary file, (2) a logic-table file, and (3) script files. The three file types are collectively called RAPR files. The files are used to specify a communication scenario in a laboratory environment. They define the role and the behavior of each participating computer in a network test bed.
Experimenting with various communication scenarios in a test bed requires distinguishable RAPR files for each scenario. Each scenario involves different number of communicating entities. When the number of communicating entities increases, the manual creation of the files would be a tedious, error-prone, and time-consuming process. Circumventing the manual process necessitate the development of an automated tool called "the U.S. Army Research Laboratory (ARL) RaprFileEDT tool" capable of generating RAPR files more rapidly.
Learning how to use the ARL RaprEdt tool requires very little time because it is equipped with graphical user interfaces with which the user is very familiar. Using the tool, a communication engineer can focus on the development of a communication scenario without being concerned with the mechanical structure of the files.
INTENTIONALLY LEFT BLANK.
Background
The U.S. Army Research Laboratory (ARL) uses the Real-time Application Representative 1 (RAPR) Version 1.0 to generate and response to communication traffic and events in the wireless emulation laboratory (WEL), which has been designed and constructed to emulate a dynamic movement of a mobile ad hoc network (MANET). It is a high-performance test bed consisting of a gigabit network connecting 48 physical computers. Each computer is capable of hosting a sub-network of virtual machines (VMs) loaded with a version of the Linux® operating system to host advanced MANET routing protocols, networked applications, informationassurance (IA) products, and performance measurement and visualization tools. The WEL test bed is also a showcase for ARL innovation and successes.
The U.S. Naval Research Laboratory (NRL) designs and develops the RAPR program for experimentation purposes. The RAPR program is used to generate communication traffic and to measure and capture its performance metrics for subsequent analysis. The behavior of a communication scenario is defined by the contents of the files that are associated with a running RAPR program and that are designed specifically for a particular scenario. The files are collectively called RAPR files consisting of dictionary, logic table, and script files.
Experimenting with various communication scenarios in the ARL WEL test bed requires a set of RAPR files for each scenario. Each scenario involves different number of communicating entities. Some act as servers and some act as clients. The RAPR files are used to define the roles and their related behavior of the participating MANET nodes. The number of mobile nodes that can be emulated in the WEL test bed is increasing rapidly. The WEL test bed now can accommodate the emulation of a 100-node MANET, and it is being improved to handle a 1000node MANET.
Because the manual creation of RAPR files for large networks consisting of hundreds of nodes would be a tedious and time-consuming process, ARL requires that the process be augmented with an automated tool capable of facilitating and expediting the process. In fiscal year 2008 (FY08), ARL conducted a requirement analysis that resulted in a set of performance specifications for an automated tool 2 that would enable the creation of RAPR files more rapidly by freeing its users from being concerned with the required detailed structure of the files. The specifications were then used to develop the ARL RaprEdt tool, also known as the ARL RaprFileEDT, which is reported in this report. Subsequent sections of this report describe the ARL RaprEdt tool and include the screenshots illustrating the features that are built into the tool. The final section concludes the report with a plan for integrating the tool with other ARL-developed tools to support the development, test, and evaluation of MANET technologies and applications.
The ARL RaprEdt Tool
The RaprEdt tool is an editing tool equipped with graphical user interface (GUI) features. The tool was created using the Python programming language and its built-in Tkinter module 3 . The tool is an integrated tool comprising three editing tools: (1) the dictionary editor, (2) the logictable editor, and (3) the script editor. The three editing tools share the main GUI, which is used for selecting a file type, saving and viewing a file, and observing the results of an editing session. Figure 1 shows the initial appearance of the tool and its usage instructions, which are displayed whenever a menu item in the Help menu is pulled down and selected. This is the first step a new user would do before using the tool to create a RAPR file.
The File menu of the tool, being placed at the upper-left corner of the screen, has a list of menu items that deal with a RAPR file. This section describes the behavior of three commonly performed actions: creating a new file or editing and viewing an existing one. Other menu items, such as the Save operations, are not described in this report because their functional behavior is self-explanatory and similar to many other software applications. Figure 2 shows the screenshots when a File menu item is selected and the ensuing actions that the user needs to perform. To create a new RAPR file, the user needs to select the menu item labeled New and specifies a file type. When the New menu item is selected, the tool opens a dialog window displaying three radio buttons indicating the three different file types: dictionary, logic table, and script. The user then selects a file type by clicking an appropriate radio button and the OK button. The first two file types contain the text being marked up using the extensible markup language (XML), and the last type is intended for storing a sequence of RAPR scripts, consisting of timed events and commands.
Selecting the menu item Open or View opens a file-dialog window showing a list of existing XML files from which the user can choose one. If the Open operation is selected, then the contents of the selected XML file are loaded into the tool, which automatically determines its file type, i.e., whether it is a dictionary or a logic-table file. If the View operation is selected, then the contents of the selected XML file are loaded and displayed in the default Web browser of the host system on which the tool runs. Figure 2 shows the Microsoft Internet Explorer displaying the contents of a RAPR dictionary file. 
The RAPR Dictionary Editor
A RAPR dictionary contains a set of unique keys or names that are used to look up their associated values. A RAPR dictionary is used to translate name-value pairs used in RAPR files. Each dictionary has one or more namespace fields. Each namespace has a label field and one or more item fields. Each field is given a unique name and assigned one or more values.
When a RAPR dictionary is being edited, the ARL RaprEdt tool displays a set of editing options that are specifically designed for editing a RAPR dictionary. Figure 3 displays the screenshot of the ARL RaprEdt tool when it deals with a RAPR dictionary. The rules for creating a dictionary and the XML tags are shown to its users for informational purposes only, i.e., the user does not need to deal with the XML tags. Figure 3 also shows two examples. The first example illustrates the entry of single name-value pair into a dictionary, and the second the entry of multiple name-value pairs, which is specified in a single line within the field entry box. Note that the entries in the dictionary are not alphabetically sorted. 
The RAPR Logic-Table Editor
A RAPR logic table describes event-driven behavior of a communication scenario. Each table consists of one or more states. Each state has one or more logicids. The data structure of each logicid has an id field, a percent field, and one or more entry fields. Each entry defines the behavior associated with a given logicid. The percent field defines the probability of the triggering event, and it ranges from 0.0 to 1.0.
When a RAPR logic table is to be edited, the ARL RaprEdt tool displays a set of editing options that are specifically designed for editing a logic table. Figure 4 displays the screenshot of the ARL RaprEdt when it deals with a RAPR logic table. The rule for creating a logic table and the XML tags are shown to its users for informational purposes only, i.e., the user does not need to deal with the XML tags. The contents of the field entry box can be manually typed in or left blank. When it is left blank, clicking the Add/Edit button will display a window showing the various events and commands from which the user can select. The procedure for completing the process is similar to the process of creating a RAPR script file, which is described in section 2.3, the RAPR Script section. 
The RAPR Script Editor
The RAPR script specifies an event, a Multi-Generator (MGEN) pattern, run-time interface, or RAPR command. An event can be either a reception event, a behavior event, or a RAPR event. The RAPR script editor provides the user two different ways to create a RAPR script:
(1) manually typing in a script or (2) using a series of pop-up windows to select an appropriate script and to set the values of its parameters if it requires.
Clicking the Add/Edit button while the Command field is empty displays a window showing the various events and commands from which the user can select. Figure 5 shows the MGEN Patterns option and its POISSON pattern, among the three patterns, are selected. Once an option is surely chosen, the user has to press the Keep button to retain the option. The RAPR script editor tracks a list of selected options that the user wants to keep. Figures 6-8 show various ways for creating a RAPR script by specifying a reception event, a global command, a behavior command, a RAPR event, or a run-time interface directive. 
Conclusion
The successful development of the ARL RaprEdt tool facilitates the creation RAPR files at ARL. Using the tool, a communication engineer can focus on the development of a communication scenario without being concerned with the mechanical structure of the files; especially, the XML files. Once a dictionary and a logic table are created, their contents are embedded in appropriate script files for specifying and running various communication scenarios. 
