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Cílem  této  práce  je  vytvořit  jednoduchý,  cenově  nenákladný  vestavěný  systém,  který  bude  mít 
uplatnění v oblasti modelářského příslušenství. Výsledná aplikace může být vzorem jak pro modeláře 
amatéry, tak i inspirací pro velké firmy zabívající se modelářským příslušenstvím.
Druhá  kapitola  podrobněji  popisuje  mikrokontroler  RS08KA,  jeho  základní  vlastnosti  a 
moduly použité při implementaci aplikace.
Třetí  kapitola  popisuje  výběr  typu  bezdrátové  komunikace,  analýzu  přenášeného signálu  a 
použití dalšího hardware pro příjmání povelů.
Ve čtvrté kapitole popisuji nastavení zařízení Cyclone Pro pro programování čipu a způsob 
připojení mikrokontroleru pomocí BDM rozhraní.
Pátá kapitola se zabývá návrhem aplikace tj. načítáním přenášených dat a stavovému automatu 
pro ovládání periferií zapojených na výstupech čipu.
V šesté kapitole popisuji problém, který nastal při implementaci aplikace a jeho řešení.
Sedmá kapitola popisuje rozdílné vlastnosti a moduly čipů RS08KA a HCS08QE.
V  osmé  kapitole  se  zaměřuji  na  spotřebu  výsledného  hardware,  tak  i  čipu,  při  různých 
funkčních režimech.




V  této  kapilole  se  podrobněji  seznámíme  s  mikrokontrolerem  řady  RS08KA,  přesněji  typem 
MC9RS08KA4. Zmíníme základní vlastnosti tohoto čipu a podrobněji se zaměříme na ty části, které 
využijeme při implementaci aplikace.
Obrázky, tabulky popisující registry a části textu jsou převzaty z příručky k čipu RS08KA [1] 
a příručky popisující jednotlivé periferie čipu [2].
2.1 Základní charakteristika čipu
Mikrokontrolery řady RS08 se vyznačují nízkou cenou, malým počtem pinů a velikým množstvím 
oborů, kde se dají použít (drobné aplikace, lékařské přístroje, atd.).
Technické parametry čipu:
• pouzdro PDIP 16
• flesh paměť o velikosti 4 KB
• RAM paměť o velikosti 128 B
• maximální rychlost sběrnice 10 MHz
• napájecí napětí v rozmezí 1,8 V až 5,5 V při teplotě -40 °C až 80 °C
• maximálně 14 vstupních/výstupních pinů
• dva 8bitové časovače
• jeden 16bitový časovač s funkcí Input Capture, PWM, Output Compare
• KBI modul pro připojení klávesnice nebo jako zdroj vnějšího přerušení
• 8kanálový 8bitový analog digital převodník
• COP modul branící nechtěnému zacyklení aplikace
2.2 Pouzdro čipu
Na obrázku 2.1 máme rozložení a funkce jednotlivých pinů čipu. Použití jednotlivých modulů, které 
nám čip nabízí, může být ale značně komplikované a to z důvodu, že každý pin má hned několik 
funkcí.  Vyjímku  tvoří  pouze napájení  čipu (piny 3 a  4).  Jsou piny,  na  které  je  napojeno až  pět 
modulů. Pokud bychom chtěli využít všechny nabízené moduly, bylo by to velice složité. 
V případě použití  modulu KBI pro práci  s  klávesnicí  a  vnějšího oscilátoru pro generování 
hodin pro systémovou sběrnici, by nám zbyly již jen 4 piny jako možné výstupy pro ovládání dalších 
připojených periferií k čipu.
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Obrázek 2.1 pouzdro čipu
2.3 Blokové schéma čipu
obrázek 2.2 blokové schéma čipu
2.4 Jádro čipu a základní nastavení
Jádro se zkládá z procesoru a modulu BDC background debug controller.  Jedná se o programovací 
rozhraní. Je to hlavní programátorské rozhraní umožňující pracovat s breakpointy, krokovat program 
po jednotlivých instrukcích a modifikaci různých registrů.
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2.4.1 Základní registry mikrokontroleru
Jedná se o mikrokontroler typu CISC se střadačovou architekturou. Registry mikroprocesoru nejsou 
součástí paměti, nýbrž jsou implementovány přímo do mikroprocesoru. Jsou to registry A, PC, SPC a 
příznaky CARRY a ZERO. 
Pro práci s pamětí ještě procesor využívá registry D[X], X a registr PAGESEL. Tyto registry 
již nejsou součástí jádra, ale jsou v paměti čipu.
2.4.2 Další důležité registry
Mikrokontroler má několik registrů, které je možné nastavit jen jednou a to hned po resetu. Jedná se 
o velice důležité registry, které ovlivňují funkčnost celého čipu. 
Registr SOPT
7 6 5 4 3 2 1 0
čtení
COPE COPT STOPE IICPS TPMCH1PS TPMCH0PS BKGDPE RSTPE
zápis
reset 0 0 0 0 0 0 0 0




0   COP watchdog vypnut
1   COP watchodg zapnut
6
COPT
Nastavení timeoutu moculu COP
0   krátký timeout
1   dlouhý timeout
5
STOPE
Povolení STOP režimu. Pokud není režim povolen a je volána STOP instrukce, dojde k 
resetu neplatné istrukce
0   STOP řežim vypnut
1   STOP režim zapnut
4
IICPS
Nastavení pinů pro modul IIC
0   SDA na pinu PTA2, SCL na pinu PTA3
1   SDA na pinu PTB6, SCL na pinu PTB7
3
TPMCH1PS
Nastavení pinu pro TMP modul kanál 1
0   TPMCH1 na pinu PTA1
1   TPMCH1 na pinu PTB5
2
TPMCH0PS
Nastavení pinu pro TMP modul kanál 0
0   TPMCH0 na pinu PTA0
1   TPMCH0 na pinu PTB4
1
BKGDPE
Nastavení pinu pro background režim
0   PTA4/ACMPO/BKGD/MS pin má funkci PTA4 nebo ACMPO.




0   pin má funkci  PTA5/TCLK/VPP
1   pin má funkci RESET/VPP
Tabulka 2.2 popis registru SOPT
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2.4.3 Režim WAIT
V tomto režimu je procesor zastaven, registr PC ukazuje na místo instrukce WAIT. Jakmile příjde 
žádost o přerušení procesor se spustí a registr PC se inkrementuje (ukazuje na následující instrukci za 
instrukcí WAIT). Zde musí programátor programově zjistit který modul žádal o přerušení a obsluhu 
vykonat.
režim procesor digitální periferie ICS modul
ACMP 
modul porty RTI modul
ADC 
modul









Tabulka 2.3 WAIT režim
2.4.4 Režim STOP
V tomto řežimu je zastaven vnitřní zdroj hodinových pulzů nejen do procesoru, ale do všech modulů. 
Ze STOP řežimu je procesor probrán pouze pomocí  resetu,  libovolného asynchronního přerušení, 
nebo pomocí modulu RTI.
režim procesor digitální periferie ICS modul
ACMP 
modul porty RTI modul
ADC 
modul









Tabulka 2.4 STOP režim
2.5 Paměťový prostor
Na začátku paměti je vyhrazen prostor pro 14 bajtů uživatelských proměnných. Přístup do této oblasti 
paměti se vyznačuje velikou rychlosti, takže pokud programátor potřebuje rychle zpracovat nějaká 
data může použít tuto oblast.
Následuje oblast registrů a to až po adresu $002F. V této oblasti se nacházejí registry ovládající 
časovače, KBI modul a další periferie. Je zde jeden důležitý registr a to PAGESEL. Tomu se budeme 
věnovat později.
Od adresy $002F do adresy $009F je RAM pamět čipu. Celková velikost RAM paměti čipu je 
128 bajtů.
Na adrese #0200 začíná oblast zvaná high page registers. Zde jsou regisrty, které programátor 
nepoužívá  velice  často.  Ovšem  jsou  i  vyjímky.  Přístupu  do  této  oblasti  se  věnuje  následující 
podkapitola.
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Od  adresy  $0300  jsou  4  KB  flesh  paměti  pro  program následované  registrem NVOPT  a 
adresou  $3FFD,  na  kterou  přejde  čip  při  resetu.  Zde  je  nutné  vložit  instrukci  skoku na  začátek 
programu.
Obrázek 2.3 mapa paměti mikrokontroleru
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2.5.1 PAGESEL registr a jeho použití
Pokud používáme přímý adresovací mód jsme schopni adresovat pouze prvních 256 bajtů v paměti. 
Je  to  dáno tím,  že  přímé  adresování  používá pouze 8bitovou adresu.  Ovšem pokud potřebujeme 
pracovat s registry v oblast hihg page registers nastává problém. Ten řeší registr PAGESEL.
Obrázek 2.4 stránkování paměti
Celá pamět čipu je organizována do 255 stránek o velikosti 64 bajtů. Číslo stránky je uloženo v 
registru PAGESEL. Adresy dané stránky jsou přemapovány do paměťové oblasti  paging window 
(rozsah adres $00C0 až $00FF), která má totožnou velikost jako jedna stránka. Přístup do paměti 
vybrané stránky se řeší právě přes toto okénko, jen je nutné přepočítat správně adresy, aby nedošlo k 
nechtěnému zapsání či čtení.
Příklad použití: zápis hodnoty FFh do registru  SOPT (adresa $0201)
MOV #$08, PAGESEL ;do paging window nactena osma stranka 
(od adresy $0200)
MOV #$FF, $C1 ;zapis hodnoty FFh na adresu $0201 – 
registr SOPT 
2.6 Přerušení a reset
2.6.1 Reset čipu
Reset čipu nám nastaví všechny registry do výchozího nastavení. Jakmile provede inicializaci těchto 
registrů načte instrukci na adrese $3FFD. Zde musí být vložena instrukce skoku JMP na návěští, které 
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nám určuje start programu. Instrukce skoku na návětší nám zabere tři bajty v paměti.  Jeden bajt je 
operační kód instrukce JMP a  další dva je 16bitová adresa návěští startu programu. Pokud dojde k 
resetu během běhu programu nejsou nulovány programátorem vytvořené proměnné. Z tohoto důvodu 
je dobré na začáteku programu uvést proměnné do výchozího stavu.
Zdroje resetu:
• vnější RESET pin
• přivedení napájecího napětí (POR)
• nízká úroveň napájecího napětí (LVD)
• modul watchdog (COP)
• chybný kód instrukce (ILOP)
• chybná adresa v programu (ILAD)
2.6.2 Přerušení
Čip RS08KA má specifickou práci s přerušením. Není zde tabulka vektorů přerušení od jednotlivých 
modulů,  na  kterou  jsou  programátoři  mikrokontrolerů  zvyklí.  Pokud  dojde  k  přerušení  za  běhu 
výpočtu aplikace, není tento běh přerušen. Programátor musí využít  standardní polling, aby zjistil 
jestli daný modul generoval přerušení.
Nicméně přerušení neztrácí u tohoto čipu svůj význam. Lze jej použít pro probuzení čipu z 
úsporného režimu WAIT či STOP. Dále je velkou výhodou nastavení priorit jednotlivých přerušení. 
To má programátor plně ve své moci. Pro probuzení z úsporných režimů lze použít tyto moduly KBI, 
ADC, RTI, ACMP a LVD.




brset 3, KBISC, KBI_int ;nejvyšší prioritu má KBI modul
brset 7, MTIM1SC, TIM1_int ;druhý v pořadí je časovač 1
brset 7, MTIM2SC, TIM2_int ;poslední je časovač 2
bra Loop
KBI_int: ;návěští obslužné rutiny přerušení KBI modulu
bra pom ;návrat a zpracování dalších přerušení
TIM1_int: ;návěští obslužné rutiny přerušení časovače 1
bra pom ;návrat a zpracování dalších přerušení
TIM2_int: ;návěští obslužné rutiny přerušení časovače 2
bra pom ;návrat a zpracování dalších přerušení
Pozn.: časovače sice neumí čip probudit z WAIT režimu, pokud ale spustíme časovač před instrukcí WAIT 
můžeme po probuzení čipu detekovat žádost o přerušení od časovačů.
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2.7 Porty
Všechny porty mají sdílené své piny s dalšími periferiemi čipu. Pokud je libovolná periferie zapnuta, 
již  nelze použít  daný port.  Po resetu čipu jsou periferie vypnuty a všechny porty nastaveny jako 
vstupní. Každý port má dva registry. Jeden nastavuje piny jako vstupní/výstupní, druhý přímo ovládá 
daný port.
Čip RS08KA4 v 16pinovém provedení má dva vstupní/výstupní porty a to port PTA a PTB. V 
části 2.2 Pouzdo čipu je přesné rozložení jednotlivých pinů.
2.7.1 Port A
Port A má pouze 5 bitů. Čtvrtý a pátý bit jsou pouze výstupní. Ostatní bity jsou obousměrné.
Registr PTADD určuje směr dat
7 6 5 4 3 2 1 0
čtení 0 0 0 0
PTADD3 PTADD2 PTADD1 PTADD0
zápis
reset 0 0 0 0 0 0 0 0




Bity pro zápis a čtení. Určují směr dat na pinech portu A
0   pin je nastaven jako vstup
1   pin je nastaven jako výstup
Tabulka 2.6 popis registru PTADD
Registr PTAD datový registr portu A
7 6 5 4 3 2 1 0
čtení 0 0 PTAD5
PTAD4 PTAD3 PTAD2 PTAD1 PTAD0
zápis
reset 0 0 0 0 0 0 0 0
Tabulka 2.7  registr PTAD
bity popis
5:0
PTAD[5:0] Bity pro zápis a čtení. Datové bity portu A. Čtení vrací aktuální hodnotu daného pinu




Port B je 8bitový. Nemá žádné omezení jako port A
Registr PTBDD určuje směr dat
7 6 5 4 3 2 1 0
čtení
PTBDD7 PTBDD6 PTBDD5 PTBDD4 PTBDD3 PTBDD2 PTBDD1 PTBDD0
zápis
reset 0 0 0 0 0 0 0 0




Bity pro zápis a čtení. Určují směr dat na pinech portu B
0   pin je nastaven jako vstup
1   pin je nastaven jako výstup
Tabulka 2.10 popis registru PTBDD
Registr PTBD datový registr portu B
7 6 5 4 3 2 1 0
čtení
PTBD7 PTBD6 PTBD5 PTBD4 PTBD3 PTBD2 PTBD1 PTBD0
zápis
reset 0 0 0 0 0 0 0 0
Tabulka 2.11  registr PTAD
bity popis
7:0
PTAD[7:0] Bity pro zápis a čtení. Datové bity portu B. Čtení vrací aktuální hodnotu daného pinu
Tabulka 2.12 popis registru PTAD
2.8 8bitový časovač (MTIMx)
Jde o jednoduchý 8bitový časovač s různými zdroji  hodinových pulzů. Čip má dva tyto časovače 
označené MTIM1 a MTIM2. 
Základním  prvkem  časovače  je  inkrementační  počítadlo  hodinových  pulzů.  To  umožňuje 
odměřovat čas dvěma způsoby a to volně běžícím a nebo v režimu, kdy je nastavena tzv. modulo 
hodnota a jakmile ji časovač dosáhne, tak dojde k jeho přetečení a začíná počítat pulzy od začátku.
 Časovač také umožňuje generovat periodicky přerušení, pomocí kterého můžeme programově 
odměřovat přesné časové intervaly.
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2.8.1 Registry časovače
K nastavení a ovládání časovače slouží čtyři registry.
Jedná se o registry:
• stavový a kontrolní registr MTIMxSC
• nastavující registr MTIMxCLK
• počitadlo MTIMxCNT
• modulo registr MTIMxMOD
Každý časovač má svoji čtveřici registrů, která určuje v jakém režimu pracuje. „X“ v názvu 
registrů určuje o jaký časovač se jedná (1 nebo 2).
Registr MTIMSC obsahuje příznak přetečení časovače a kontrolní bity, které umožňují 
zastavení, start a reset časovače.





0 0 0 0
zápis TRST
reset 0 0 0 1 0 0 0 0




Příznak přetečení – bit pouze pro čtení. Nastaven při přetečení počitadla při dosažení 
hodnoty v modulo registru. Mazaní příznaku přerušení nastavením bitu TRST = 1 nebo při 
zápisu libovolné hodnoty do modulo registru MTIMMOD.
0   časovač nedosáhl přetečení
1   časovač dosáhl přetečení
6
TOIE
Povolení přerušení – bit pro zápis a čtení. Pokud je bit nastaven dochází k žádosti o 
přerušení pokud časovač přeteče (TOF = 1). Nutno nejdříve smazat TOF a následně TOIE.
0   přerušení vypnuto
1   přerušení zapnuto
5
TRST
Reset časovače – bit pouze pro zápis. Při zapsání log. 1 dojde k nulování počitadla a bitu 
TOF.
0   časovač zůstává v aktuálním stavu
1   nuluje počitadlo a bit TOF
4
TSTP
Stop časovače – bit pro zápis a čtení. Pokud je nastaven, časovač je zastaven na aktuální 
hodnotě. Při opětovném zapnutí počítá od hodnoty při zastavení. Reset nastavuje tento bit
0   časovač je aktivován
1   časovač je zastaven
Tabulka 2.14 popis registru MTIMSC
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Registr MTIMCLK nastavuje zdroj hodinových pulzů a hodnotu předděličky.




reset 0 0 0 0 0 0 0 0




Zdroj Hodinových pulzů – bity pro zápis a čtení. Určují jaký zdroj je použit
00   zdroj systémová sběrnice BUSCLK
01   zdroj pevná frekvence XCLK
10   zdroj externí hodiny TCLK pin sestupná hrana
11   zdroj externí hodiny TCLK pin nástupná hrana
3:0
PS
Předdělička – bity pro zápis a čtení. 
0000   hodnota předděličky = 1
0001   hodnota předděličky = 2
0010   hodnota předděličky = 4
0011   hodnota předděličky = 8
0100   hodnota předděličky = 16
0101   hodnota předděličky = 32
0110   hodnota předděličky = 64
0111   hodnota předděličky = 128
1000   hodnota předděličky = 256
… jiný hodnota  => hodnota předděličky = 1
Tabulka 2.16 popis registru MTIMCLK
Registr  MTIMCNT je  pouze  pro  čtení.  Obsahuje  aktuální  hodnotu  počitadla  hodinových 
pulzů.
7 6 5 4 3 2 1 0
čtení Aktuální hodnota počitadla
zápis
reset 0 0 0 0 0 0 0 0





Bity pouze pro čtení. Zápis nemá vliv na obsah. Reset nuluje počitadlo
Tabulka 2.18 popis registru MTIMCNT
Registr MTIMMOD 




reset 0 0 0 0 0 0 0 0





Bity pro zápis a čtení. Registr obsahuje hodnotu, při které dojde k nulování počitadla a 
nastavení příznaku přetečení. Pokud má registr hodnotu 00h běží časovač ve volném 
režimu. Zápis do registru nuluje MTIMCNT a TOF. Reset nuluje MTIMMOD
Tabulka 2.20 popis registru MTIMMOD
2.8.2 Blokové schéma časovače
Obrázek 2.5  blokové schéma časovače
2.8.3 Popis funkce
Oba  dva  časovače  jsou  inkrementační  s  8bitovým modulo  registrem,  modulem na  výbeř  zdroje 
hodinových  pulzů  a  předděličkou  s  devíti  hodnotami.  Blok  časovače  také  umožňuje  generovat 
přerušení.
Počítadlo časovače (registr MTIMCNT) má tři režimy běhu: zastavený, volně běžící a modulo. 
Po resetu je časovač zastaven. Pokud zapneme časovač bez zápisu nové hodnoty do modulo registru, 
běží časovač ve volném režimu. V modulo řežinu je pouze tehdy, pokud je v modulo registru jiná 
hodnota než 00h a časovač je zapnut.
Po jakémkoliv resetu čipu je časovač zastaven, počítadlo resetováno na hodnotu 00h a modulo 
registr  je  nastaven  na  00h.  BUSCLK  je  vybrán  jako  zdroj  hodinových  pulzů  a  předdělička  je 
nastavena  na  hodnotu  1.  Pro start  časvače  ve volně běžícím režimu  stačí  vynulovat  bit  TSTP v 
registru MTIMSC.
Časovač umožňuje použít  čtyři  zdroje hodin: vnitřní systémové hodiny (BUSCLK),  pevnou 
frekvenci (XCLK) a externí hodiny na pinu TCLK. Externí hodiny umožňují nastavit detekci pulzu 
na  nástupnou nebo sestupnou hranu hodinových pulzů.  Výběr  zdroje  určují  bity CLK v registru 
MTIMCLK.  Pokud  je  časovač  zapnut  a  dojde  ke  změně  zdroje,  pokaračuje  v  počítání  pulzů  s 
použitím nového zdroje hodinových pulzů.
Předdělička umožňuje dělit zdrojovou frekvenci devíti hodnotami  (1, 2, 4, 8, 16, 32, 64, 128 
nebo 256) a  tím prodloužit  interval  mezi  zvýšením počítadla.  Hodnotu  určují  bity PS v  registru 
MTIMCLK. Pokud je časovač zapnut a dojde ke změně předděličky, pokračuje časovač v počítání 
pulzů s novou hodnotou předděličky.
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Modulo  registr  MTIMMOD  umožňuje  nastavit  hodnotu,  při  které  přeteče  časovač  a  to  v 
rozmezí  hodnot  01h až FFh.  Reset  vynuluje  modulo  registr,  takže časovač by následně běžel  ve 
volném řežimu.  Zápis  jakékoliv  hodnoty  do  registru  MTIMMOD  při  zapnutém časovači  nuluje 
počítadlo a maže příznak přetečení TOF.
Pokud je časovač zapnut (TSTP = 0), tak se inkrementuje počítadlo dokud nedosáhne modulo 
hodnoty. Jakmile se hodnoty rovnají přeteče počítadlo na hodnotu 00h a pokračuje v počítání. Tuto 
událost detekuje bit TOF v registru MTIMSC.
Mazání bitu TOF lze provést třemi způsoby:
• testovat jeho hodnotu a pokud je 1, tak následně bit vynulovat
• resetovat celý modul časovače nastavením resetovacího bitu časovače TRST
• zápisem libovolné hodnoty do modulo registru MTIMMOD.
Přerušení  od modulu  časovače lze zapnout  nastavením bitu TOIE v registru MTIMSC. Bit 
TOIE nesmí být nastavován v případě, že TOF = 1. Nejdříve musíme smazat bit TOF a následně 
nastavit bit TOIE.
2.9 KBI modul
Tento modul umožňuje použít externí zdroje přerušení. Každý z osmi bitů KBI modulu je samostatně 
nastavitelný, může generovat přerušení při  sestupné či nástupné hraně, při  sestupné hraně a nízké 
napěťové úrovni nebo při nástupné hraně a vysoké napěťové úrovni. KBI modul umožňuje probrat 
čip z režimů se sníženým příkonem WAIT a STOP.
Přesné rozložení KBI pinů je v části 2.2 Pouzdro čipu.
2.9.1 Registry KBI modulu
K nastavení a ovládání slouží tři registry. Jedná se o registry:
• stavový a kontrolní registr KBISC
• registr KBIPE pro zapnutí jednotlivých pinů
• registr KBIES pro volbu detekce přerušení
Registr  KBISC obsahuje  kontrolní  bity  pro  nastavení  KBI  modulu  a  příznak  detekující 
přerušení.
7 6 5 4 3 2 1 0
čtení 0 0 0 0 KBF 0
KBIE KBMOD
zápis KBACK
reset 0 0 0 0 0 0 0 0





Příznak přerušení – bit pouze pro čtení. Indikuje žádost o přerušení.
0   není přerušení
1   detekováno přerušení od KBI
2
KBACK bit pouze pro zápis. Zápis do bitu maže příznak přerušení.
1
KBIE
Povolení přerušení – bit pro zápis a čtení. Povoluje přerušení od KBI modulu.
0   přerušení zakázáno
1   přerušení povoleno
0
KBMOD
Bit detekce – bit pro zápis a čtení. Slouží pro nastavení detekce na jednotlivých pinech
0   modul detekuje pouze hrany
1   modul detekuje hrany a  úrovně
Tabulka 2.22 popis registru KBISC
Registr KBIPE povoluje funkci KBI modulu na jednotlivých pinech
7 6 5 4 3 2 1 0
čtení
KBIP7 KBIP6 KBIP5 KBIP4 KBIP3 KBIP2 KBIP1 KBIP0
zápis
reset 0 0 0 0 0 0 0 0




Zapnutí pinů – bity pro zápis a čtení. Každý bit odpovídá jednotlivému pinu
0   pin není zapnut jako zdroj přerušení KBI
1   pin zapnut jako zdroj přerušení KBI
Tabulka 2.24 popis registru KBIPE
Registr KBIES obsahuje bity určující detekované průběhy na pinech.
7 6 5 4 3 2 1 0
čtení
KBEDG7 KBEDG6 KBEDG5 KBEDG4 KBEDG3 KBEDG2 KBEDG1 KBEDG0
zápis
reset 0 0 0 0 0 0 0 0




bity pro zápis a čtení. Určují detekované průběhy na pinech KBI modulu
0   sestupná hrana/nízká napěťová úroveň
1   nástupná hrana/vysoká napěťová úroveň
Tabulka 2.26 popis registru KBIES
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2.9.2 Inicializace KBI modulu
V případě, že chceme použít MBI modul pro detekci přerušení od vnějších zařízení, je třeba provést 
inicializaci modulu v několika krocích a ve správném pořadí, abychom zabránili detekci nechtěného 
přerušení.
Postup inicializace:
• zakázání přerušení. Smazání bitu KBIE v registru KBISC
• nastavení detekovaného průběhu na požadovaných pinech v registru KBIES
• povolit funkci KBI na daných pinech čipu. Registr KBIPE
• nastavit bit KBACK v registru KBISC pro smazání případného nechtěného přerušení
• povolit přerušení od KBI modulu nastavením bitu KBIE v registru KBISC
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3 Bezdrátová komunikace
Tato kapitola se věnuje výběru typu bezdrátové komunikace, analýze vysílače a způsobu zpracování 
přijaté informace z vysílače.
3.1 Výběr typu komunikace
Cílem práce je vytvořit pokud možno nenákladnou a pro uživatele jednoduchou aplikaci. Tomu je 
podřízen i způsob bezdrátové komunikace. V dnešní době rozvoje bezdrátových technologií se nabízí 
mnoho možnosti jako například WiFi, BlueTooth, radiové vlny,  atd.
Nicméně  tyto  technologie  by  navýšily  výslednou  cenu  a  proto  je  zvolena  technologie 
neviditelného infračerveného záření. Dnes je již prakticky v každé domácnosti dálkový ovladač na 
různá zařízení využívající infra datový přenost. 
3.2 Dálkový ovladač
Na obrázku 3.1 je zobrazen dálkový ovladač a mapa tlačítek. Mapa je zde pro jednodušší orientaci při 
dalším popisu aplikace.
Měřením na osciloskopu jsme získali datové průběhy generované pro jednotlivá tlačítka a také 
průběhy,  které  odpovídají  stálému  stisku  tlačítka.  Pro  naši  aplikaci  ale  není  stálý  stisk  důležitý, 
protože pomocí jednotlivých tlačítek budeme zapínat a také vypínat různé funkce. Proto je rychlé 
opakování nežádoucí.
Obrázek 3.1 dálkové ovládání a mapa tlačítek
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3.2.1 Přenosový standard
Při analýze změřených průběhů jsem zjistil,  že ovladač splňuje standard IEC 61603-1 pro přenos 
audio, video nebo podobných signálů použitím infračerveného záření.
Pro samotné zakódování dat používá NEC protokol. Ten používá nosnou frekvenci 38 KHz a 
pulsně-šířkovou modulaci. Tento protokol je zvláštní tím, že i při použití pulsně-šířkové modulace je 
datový rámec stejně dlouhý.  To je dosaženo tím,  že jak adresa zařízení,  tak i  samotná data jsou 
vyslána dvakrát  v jednom vzorku.  Poprvé v normální  podobně a následně v invertované podobě. 
Datový rámec je zakončen ukončovacím impulzem. Celý rámec je zobrazen na obrázku 3.2.
Obrázek 3.2 rámec NEC protokolu [3]
Pokud uživatel drží déle stisknutého tlačítko, vygeneruje ovladač nejprve průběh odpovídající 
danému tlačítku a s jistým časovým odstupem pak generuje značku/y opakování. Průběh je znázorněn 
na obrázku 3.3.
Obrázek 3.3 delší stisk tlačítka [3]
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3.3 Demodulátor
Při použití fototranzistoru jako detektoru infrazáření nastal problém způsobený malou strmostí hran 
detekovaného signálu. Dále bylo nutné vyřešit  zesílení signálu, protože při různých vzdálenostech 
dálkového ovládání od příjmače docházelo k velkému zeslabení a dokonce i chybné detekci infra 
signálu (obrázek 3.4 a 3.5).  Tento problém vyřeší použití demodulátoru SFH 5110.
Obrázek 3.4 signál detekovaný fototranzistorem. Vzdálenost 1 cm od vysílače
Obrázek 3.5 signál detekovaný fototranzistorem. Vzdálenost přibližně 30 cm od vysílače
3.3.1 Blokové schéma demodulátoru
Demodulátor se skládá z čidla infračerveného záření, následně je zapojen blok řízení zesílení vstupní 
hodnoty.  Poté prochází signál pásmovou propustí  do demodulátoru. Jádrem je řídící obvod, který 
podle výstupního signálu pásmové propusti řídí jak demodulátor, tak blok zesílení vstupního signálu. 
Blokové schéma je na obzárku 3.5.
Demodulátory se vyrábějí  s různou demodulační frekvencí. NEC protokol udává modulační 
frekvenci 38 KHz, proto použijeme demodulátor o stejné nosné frekvenci.
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Obrázek 3.5 blokové schéme demodulátoru [4]
3.3.2 Vstup a výstup demodulátoru
Z obrázku 3.6 je  patrné,  že  dochází  k  jistému časovému zpoždění  signálu v demodulátoru.  Toto 
spoždění je způsobeno zařazením několika bloků, kterými musí  signál projít  a také řídící logikou 
demodulátoru.
Demodulátor nám ale také může vzorek dat buď zkrátit nebo prodloužit a to v závislosti na 
napájecím napětí. Pokud jej napájíme menším napětím, než je požadované dojde ke zkrácení, pokud 
větším napětí  dojde k prodloužení.  Maximální  čas, kterým je možno výstupní  signál zkrátit  nebo 
prdloužit je 6/f0, kde f0 je vnitřní frekvence demodulátoru. Proto je důležité použít stabilizovaný zdroj, 
aby nedocházelo k tomuto nechtěnému zkreslení průběhu.
Obrázek 3.6 časový diagram vstupu a výstupu demodulátoru [4]
Na  obrázku  3.7  je  změřený  výstup  demodulátoru  pro  tlačítko  A2.  Data  přenášená  tímto 
průběhem jsou velice dobře čitelná v horní části obrázku. Adresa FFh, negovaná adresa 00h, data 
10111111b a negovaná data 01000000b.
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Obrázek 3.7 výstup demodulátoru tlačítko A2
V příloze 1 jsou průběhy výstupu demodulátoru pro všechna tlačítka dálkového ovladače.
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4 BDM rozhraní
V této kapitole se budeme věnovat zařízení Cyclone Pro, jeho BDM rozhraní a správnému připojení 
čipu k zařízení Cyclone Pro.
4.1 Cyclone Pro
Pro správnou fuknci zařízení  je  nutné podle obrázku 4.1 nejdříve nastavit  správně jumpery.  Dále 
musíme zjistit fuknci jednotlivých pinů v BDM konektoru. Konektor (obrázek 4.2) má číslování pinů 
podle standardu Motorola. Funkce jednotlivých pinů je popsána v tabulce 4.1.
Obrázek 4.1 nastavení jumperů Cyclone Pro zařízení [5]
Obrázek 4.2 BDM konektor [5]
pin 1 BKGD pin 4 RST/VPP
pin 2 GND pin 5 bez funkce
pin 3 bez funkce pin 6 Vdd
Tabulka 4.1 funkce pinů BDM rozhraní
4.2 Schéma zapojení
Na obrázku 4.3 je znázorněno správné připojení čipu k BDM rozhraní. Mezi napájecí napětí a zemí 
jsou dva kondenzátory. Větší, většinou elektrolytický, s kapacitou 10µF pro zachycení případného 
kolísání napájecího napětí a menší s kapacitou 0,1µF pro zachycení vysokofekvenčních napájecích 
poruch.
Pin RESET/Vpp je zdrojem vyššího napětí (12V) pro programování paměti čipu. Ten totiž nemá 
vnitřní nábojovou pumpu a tudíž potřebuje při programování přivést na tento pin větší napětí.
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Pin BKGD slouží pro předávání příkazů a komunikaci mezi Cyclone Pro a samotným čipem.
Obrázek 4.3 zapojení BDM rozhraní [1]
5 Návrh aplikace
Tato kapitola se věnuje návrhu a popisu aplikace. Základnímy bloky aplikace bude příjímání dat z 
demodulátoru a následně stavový automat, který bude ovládat LED diody napojené na port B a spínat 
obvod ovládající  piezoreproduktor.  Aplikace je navržena tak,  aby bylo  možné  jedním ovladačem 
ovládat více čipů. Každý čip má svůj, programátorsky ovlivnitelný, indentifikátor.
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5.1 Popis aplikace
Cílem  bakalářské  práce  je  vytvoření  aplikace  pro  dálkové  ovládání  světel  a  piezoreproduktoru 
zabudovaných do statického modelu. Modelářské firmy zatím nepřišly na trh s žádným produktem, 
který by tímto způsobem rozšířil propracovanost a i funkčnost modelu.




• přední a zadní mlhovky
• levý a pravý ukazatel směru
• couvací světlo + couvací zařízení (piezoreproduktor)
5.2 Načítání dat z demodulátoru
Vzhledem k  tomu,  že  dálkové  ovládání  používá  standardní  protokol  NEC,  stačí  odměřit  přesné 
časové intervaly mezi jednotlivými vzorky a mezi nimi vždy načíst ze vstupu čipu aktuální bit datové 
posloupnosti. Také je velikou výhodou, že data jsou v tomto standardu 8bitová. Nemusíme je ukládat 
na více adresách a samotné porovnání je pak mnohem jednodušší.
Pro  načítání  jsem  zvolil  úsek  rámce  odpovídající  datové  části.  Ve  výstupním  signálu 
demodulátoru se jedná o úsek od osmnácté sestupné hrany po dvacátoušestou sestupnou hranu. Pro 
detekci sestupných hran je použit KBI modul viz část 2.9 KBI modul.
Při implementaci odměřování přesných časových intervalů jsem narazil na problém nestejné 
šířky pulzů, který se projevoval chybou při načítání dat. Tento problém je pravděpodobně způsoben 
demodulátorem viz část 3.3.2 Vstup a výstup demodulátoru.
Jako možné řešení jsem zvolil postup zobrazený následujícím vývojovým diagramem, který 
proběhne při přerušení generovaném sestupnou hranou.
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Obrázek 5.1 vývojový diagram pro přerušení generované KBI modulem
Na začátku rutiny dojde ke zvýšení počitadla sestupných hran. Pokud je jeho hodnota menší jak 
osmnáct rutina končí. Pokud je hrana právě 18. sestupnou hranou zapne se časovač 1, který slouží pro 
odměřování času mezi jednotlivými sestupnými hranami. Následně rutina při dalších osmi sestupných 
hranách načte aktuální hodnotu počitadla časovače, počitadlo vynuluje a podle načtené hodnoty určí 
jestli se jedná o hodnotu logické nuly nebo jedničky. V případě logické nuly dojde pouze k posunutí 
datového registru,  pokud je detekována logická jednička je po posunu ještě nastaven nejnižší  bit 
datového registru na hodnotu 1. Při 27. hraně jsou již data načtena, ale je nutno vypnout časovač. 
Jakmile je detekována 34. hrana, je nastaven příznak, že jsou data připravena pro další zpracování 
stavovým automatem.
Pro další správný běh načítací rutiny je ještě nutné uvést proměnné programu na výchozí stav 
(vynulovat datový registr, vynulovat počítadlo časovače, atd.)
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5.3 Stavový automat aplikace
Stavový automat se skládá ze 6 stavů:
• čip čeká na aktivační tlačítko, stav INIT
• čip aktivován, čeká na první identifikační cifru, stav NUMB1
• čip aktivován, čeká na druhou identifikační cifru, stav NUMB2
• čip přijal první cifru a čeká na potvrzení (jednociferný identifikátor), stav CONFIRM
• čip přijal druhou cifru a čeká na potvrzení (dvouciferný identifikátor), stav CONFIRM
• výběř čipu potvrzen,  aplikace příjmá povely pro ovládání  LED a piezoreproduktoru,  stav 
APLICATION
Čip se po resetu nebo připojení napájecího napětí nachází ve stavu INIT. Zde čeká na tlačítko 
A3, kterým se přepne do stavu NUMB1. V tomto stavu čip očekává na vstupu cifru z intervalu <1, 
9>.  Pokud  je  čip  naprogramován  s  jednociferným  identifikátorem,  přechází  následně  do  stavu 
CONFIRM. V případě, že má čip dvouciferný identifikátor, přechází do stavu NUMB2, kde očekává 
cifru v intervalu <0, 9>.  Jakmile  tuto cifru příjme,  přechází do stavu CONFIRM. V tomto stavu 
očekává stisk tlačítka B3 a následně přechází do stavu APLICATION.
Správná sekvence stisknutých tlačítek a stav APLICATION je potvrzen vizuálně a to jedním 
bliknutím oranžových LED diod. Pokud uživatel chybně stiskne tlačítko v průběhu přihlašování k 
čipu, čip přechází do stavu INIT a vizuálně tento krok potvrdí jedním bliknutím bílých LED diod.
Ve  stavu  APLICATION  čip  přijímá  povely  pro  ovládání  LED  diod  připojených  na  jeho 
výstupech,  případně stiskem tlačítka  B2 se  uživatel  odhlásí  od tohoto čipu (všechny funkce jsou 
vypnuty). 
Popis přechodů mezi jednotlivými stavy a popis funkčních tlačítek je v následujících tabulkách.
Stav Tlačítko pro přechod Následující stav Ostatní tlačítka
INIT A3 NUMB1 Čip nereaguje







NUMB2 C1 až E3 a F2 CONFIRM
CONFIRM B3 APLICATION
APLICATION B2 INIT Funkce pro LED diody




A1 Pravý ukazatel směru
B1 Levý ukazatel směru






D3 Couvací světla a piezoreproduktor
F2 Výstražná světla (oba ukazatele směru)
F3 Vypnutí/zapnutí aktuálních funkcí
Tabulka 5.2 ovládání jednotlivých funkcí
Jednotlivé funkce jsou ovládány systémem zapnuto/vypnuto. V případě, že je funkce vypnuta 
dojde stiskem tlačítka k její aktivaci a naopak. Specifické je pouze ovládání ukazatelů směru. Pokud 
je zapnut levý a uživatel stiskne tlačítko pro pravý, je levý ukazatel směru vypnut a pravý začne blikat 
a naopak. V případě, že již bliká jeden z ukazatelů a je stisknuto tlačítko pro výstražná světla, začnou 
blikat oba dva ukazatele směru současně.
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6 Implementační problém a řešení
Tato kapitola se věnuje problémům, se kterými jsem se setkal v průběhu vývoje aplikace a způsobu 
jejich řešení.
6.1 Problém komunikace s čipem RS08KA
Při  implementaci  aplikace nastal  problém s  komunikací  s  čipem.  Čip nekomunikoval  přes  BDM 
rozhraní i přes několikanásobnou kontrolu nastavení CodeWarrioru i připojení. Obrátil jsem se na 
technickou podporu výrobce, ale bohužel mě nenapsali žádné způsoby řešení. Vzniklou situaci jsem 
konzultoval s vedoucím práce.
Při pokusech navázat s čipem spojení docházelo k enormnímu přehřátí čipu a jeho zničení. 
Takto bylo bohužel zničeno 11 čipů. Vzhledem k delší době dopravy nových čipů došlo k poměrně 
velké ztrátě času.




Tato  kapitola  se  věnuje  čipu  HCS08QE4CPG.  Popisuje  rozdílnosti  mezi  čipem  RS08KA  a 
HCS08QE,  dále  popisuje  odlišné  moduly  obou  čipů.  Čipy  třídy  RS08  jsou  podmnožinou  řady 
HCS08,  proto  není  tento  přechod  komplikovaný  a  nemění  zásadně  návrh  aplikace.  Jedinou 
nevýhodou řady HCS08 je pořizovací cena. Ta je přibližně dvojnásobná.
7.1 Shodné moduly čipů
Oba dva čipy vyrábí  stejná firma.  Díky tomu je u čipu HCS08QE stejné ovládání  portů pomocí 
směrových registrů a datových registrů (viz. část 2.7 porty). Dále je zde totožný modul KBI (viz. Část 
2.9 KBI modul), který je využit pro detekci sestupné hrany od demodulátoru a generování přerušení.
Pouzdro čipu je 16 PDIP.  Funkce a rozložení  jednotlivých pinů zůstávají  pro naši aplikaci 
taktéž stejné. Pouze některé piny u modelu HCS08QE mají přídavné funkce, které ale nepoužíváme.
7.2 Hlavní Rozdíly mezi RS08KA a HCS08QE
Jedná se o jinou vnitřní architekturu čipu. Popis odlišností by byl poměrně dlouhý, proto jsou zde 
vyjmenovány části týkající se implementace aplikace. 
Jsou to:
• rozdílný systém přerušení, podporuje 32 zdrojů přerušení
• čip má dva 16bitové časovače
• napájecí napětí čipu je v rozmezí 1,8 V až 3,6 V
• Z režimu WAIT či STOP lze čip probudit více moduly
7.3 16bitový časovač
Čip  má  dva  moduly  časovače.  Časovač  má  funkci  pulzně-šírkové  modulace,  nicméně  ta  není  v 
aplikaci využita.
Základním  prvkem  časovače  je  inkrementační  počítadlo  hodinových  pulzů.  To  umožňuje 
odměřovat čas dvěma způsoby a to volně běžícím a nebo v režimu, kdy je nastavena tzv. modulo 
hodnota a jakmile ji časovač dosáhne, tak dojde k jeho přetečení a začíná počítat pulzy od začátku.
 Časovač také umožňuje generovat periodicky přerušení, pomocí kterého můžeme programově 
odměřovat přesné časové intervaly.
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7.3.1 Registry časovače
K nastavení a ovládání časovače slouží tři registry.
Jedná se o registry:
• stavový a kontrolní registr TPMxSC
• počitadlo rozděleno do dvou registrů TPMxCNTL a TPMxCNTH
• modulo registr rozdělen do dvou registrů TPMxMODL a TPMxMODH
Každý časovač má svoji trojci registrů, která určuje v jakém režimu pracuje. „X“ v názvu registrů 
určuje o jaký časovač se jedná (1 nebo 2).
Registr TPMCNT je pouze pro čtení. Obsahuje aktuální hodnotu počitadla hodinových pulzů. 
7 6 5 4 3 2 1 0
čtení Bit 15 14 13 12 11 10 9 8
zápis Zápis libovolné hodnoty nuluje počitadlo
reset 0 0 0 0 0 0 0 0
Tabulka 7.1  registr TPMCNTH [6]
7 6 5 4 3 2 1 0
čtení Bit 7 6 5 4 3 2 1 0
zápis Zápis libovolné hodnoty nuluje počitadlo
reset 0 0 0 0 0 0 0 0
Tabulka 7.2  registr TPMCNTL [6]
Registr TPMMOD obsahuje modulo hodnotu, při které dojde k přetečení časovače
7 6 5 4 3 2 1 0
čtení
Bit 15 14 13 12 11 10 9 8
zápis
reset 0 0 0 0 0 0 0 0
Tabulka 7.3  registr TPMMODH [6]
7 6 5 4 3 2 1 0
čtení
Bit 7 6 5 4 3 2 1 0
zápis
reset 0 0 0 0 0 0 0 0
Tabulka 7.4  registr TPMMODL [6]
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Registr TPMSC obsahuje příznak přetečení časovače, bit povolující přerušení, bity pro výběr 
zdroje hodinových pulzů a bity pro nastavení předděličky.
7 6 5 4 3 2 1 0
čtení TOF
TOIE CPWMS CLKS PS
zápis 0
reset 0 0 0 0 0 0 0 0




Příznak přetečení. Nastaven při přetečení počitadla při dosažení hodnoty v modulo registru. 
Mazání se provede zápisem log. 0 do TOF
0   časovač nedosáhl přetečení
1   časovač dosáhl přetečení
6
TOIE
Povolení přerušení od časovače
0   přerušení zakázáno. Nutno využít polling
1   přerušení povoleno
5
CPWMS
Nastavení běhu počitadla hodinových pulzů
0   počitadlo je inkrementační
1   počitadlo inkrementační/dekrementační
4:3
CLKS
Slouží k výběru zdrojových hodin časovače
00   časovač je zastaven
01   vnitřní sběrnice (BUSCLK)
10   pevné systémové hodiny




000   hodnota p edd li ky = ř ě č 1
001   hodnota p edd li ky = ř ě č 2
010   hodnota p edd li ky = ř ě č 4
011   hodnota p edd li ky = ř ě č 8
100   hodnota p edd li ky = ř ě č 16
101   hodnota p edd li ky = ř ě č 32
110   hodnota p edd li ky = ř ě č 64
111   hodnota p edd li ky = ř ě č 128
Tabulka 7.6 popis registru TPMSC [6]
7.3.2 Popis funkce
Funkce tohoto modulu je stejná jako funkce 8bitového časovače čipu RS08KA. Programátor si zde 
ale  musí  dát  pozor  na  nastavení  režimu  běhu  časovače  bit  CPWMS  (inkrementační  nebo 
inkrementační/dekrementační) a také jiný systém zapnutí a vypnutí časovače pomocí bitů CLKS.
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7.4 Systém přerušení
Využívá tabulku vektorů přerušení s pevně danými prioritami jednotlivých žádostí. Pokud se objeví 
žádost o přerušení a čip ji detekuje dojde k přerušení výpočetního běhu, důležité registry se uloží na 
zásobník a okamžitě se zpracováná obslužná rutina (není zde nutný polling jako o RS08KA).
Pro správnou funkci  je  nutné na  adresu daného vektoru přerušení  vložit  instrukci  JMP na 
návětší pro obsluhu přerušení a po jejím skončení použít pro návrat instrukci RTI.
Pro  správný  běh  aplikace  je  nutné  na  návětší  pro  power  on  reset  (adresa  $FFFE/$FFFF) 
definovat návěští pro start programu.
Obrázek 7.1 tabulka vektorů přerušení [6]
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8 Energetická spotřeba
Tato kapitola se věnuje energetické spotřebě aplikace při různém využití implementovaných funkcí.
8.1 Spotřeba v různých režimech
Spotřebu  jednotlivých  částí  aplikace  jsem měřil  obyčejným multimetrem,  tudíž  je  zapotřebí  brát 
naměřené  hodnoty  s  určitou  tolerancí.  Ta  je  v  tabulce  8.1  uvedena  v  řádku  spotřeby  při  všech 
zapnutých funkcích aplikace. Je to také způsobeno tím, že dochází k zapínání piezoreproduktoru a 
směrových světel v intervalu přibližně 1s a multimetr nemusí přesně změřit procházející proud.
Mikrokontroler  má  maximální  příkon 100 mA,  takže  se  nemusíme  vůbec  obávat  nějakého 
poškození proudovou zátěží, ta dosahuje maximální hodnoty kolem 8,2 mA.
Pokud  bychom  napájeli  obvod  baterií  s  kapacitou  2000  mAh,  při  uvažované  maximální 
spotřebě 20 mA, tak by akumulátor vydržel 100 hodin. Nebylo by ale dobré mít aplikaci pod stálým 
napětím. Minimální spotřeba celého zapojení je díky demodulátoru a piezoreproduktoru 14,25 mA. 
Proto  by  bylo  ještě  vhodné  vložit  mezi  baterii  a  obvod  aplikace  vypínač,  abychom  zamezili 
zbytečnému vybíjení baterie.
Funkce aplikace Celé zapojení[mA]
HCS08QE4CPG
[mA]
stav INIT 14,25 2,72
Potkávací světla 14,35 3,05
Dálková světla 14,68 4,20
Přední mlhovky 14,58 3,87
Zadní mlhovky 14,45 3,44
Couvací světlo + 
piezoreproduktor 15,18 5,25
Výstražné osvětlení 14,50 3,62
Pravý ukazatel směru 14,48 3,49
Levý ukazatel směru 14,48 3,49
Všechny funkce zapnuty 16,20 + 1 8,22 + 1
Tabulka 8.1 spotřeba aplikace
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9 Závěr
Tato  aplikace  byla  vytvořena  za  účelem  rozšíření  příslušenství  pro  modeláře  plastikových 
stacionárních modelů,  především možnost  implementovat  do modelů funkčnost  bez toho,  aniž by 
muselo docházet k velkým zásahům do vzhledu modelu a případně jeho znehodnocení.
Prvně jsem se musel seznámit s mikrokontrolery řady RS08KA. Tyto čipy jsou ideální pro 
tvorbu podobných aplikací.  Bohužel  během tvorby aplikace jsem musel  přejít  na  čip  HCS08QE. 
Samotné seznámení se s mikrokontrolery bylo snadné díky předmětu Mikroprocesorové a vestavěné 
systémy a také díky mé předchozí praxi s čipem Atmel 8051.
Následně jsem navrhl  aplikaci  se zaměřením na modely automobilů s  cílem pokud možno 
nejmenších nákladů. 
Výslednou aplikaci jsem několikrát úspěšně testoval. Pro implementaci do modelů již zbývá 
pouze vytvořit plošný spoj pro použitý hardware a napojit LED diody, případně další periferie. Tuto 
část  bude muset  modelář  udělat  pro každý model  zvlášť.  Nelze  vytovřit  univerzální  tištěný spoj, 
protože modely jsou různorodé.
Aplikaci  lze  komerčně  využít.  Vzhledem k  nízké  ceně  použitého  hardwaru  a  chybějícímu 
substitutu na trhu, by aplikace podobného typu mohla být úspěšným výrobkem firem zabývajících se 
příslušenstvím  pro  plastikové  modely.  Obzvláště  když  jsou  cenové  relace  modelářkých  doplňků 
poměrně vysoké a velkosériová výroba není nákladná.
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Na přiloženém CD-ROM se nacházejí:
• obrázky výstupů demodulátoru pro jednotlivátlačítka dálkového ovladače
složka /pictures/
• kompletní projekt psaný ve vývojovém prostředí CodeWarrior
složka /CodeWarrior_project/
• dokumentace k mikrokontrolerům RS08KA a HCS08QE
soubor /doc/MC9RS08KA8RM.pdf
soubor /doc/MC9S08QE8RM.pdf
• text bakalářské práce ve formátu pdf
soubor /text/bakalarska_prace.pdf
Příloha 3 Zdrojový kód aplikace
; Include derivative-specific definitions
            INCLUDE 'derivative.inc'
            XDEF _Startup
            ABSENTRY _Startup
            ORG     RAMStart         ; Insert your data definition here
            ORG     $00E0            ; Prepisuju pro pristup i po Bitech a direct address
chipIdent1:     DS.B    1         ;identifikace cipu
chipIdent2:     DS.B    1         ;identifikace cipu
vnejsi:         DS.B    1       ;pocitadlo pro casovou smycku
vnejsPoc:       DS.B    1       ;pocitadlo pro casovou smycku
vnitrni:        DS.B    1       ;pocitadlo pro casovou smycku
pocetHran:      DS.B    1         ;pocitadlo hran
data:           DS.B    1       ;promenna pro nacitana data
muteData:       DS.B    1         ;ulozene nastaveni portu pri MUTE tlacitku
muteBlikState:  DS.B    1       ;ulozeny stav blikani
muteRevers:     DS.B    1         ;ulozeny stav "zpatecky"
dataReady:      DS.B    1       ;indikace nactenych dat
logMez:         DS.B    1         ;definuje rozmezi pri urcovani log 1 a log 0
goOFF:          DS.B    1       ;promena identifikuje prechod do INITSTATE
blikState:      DS.B    1         ;promenna pro identifikaci blinkru
revers:         DS.B    1       ;promenna na zpatecku
status:         DS.B    1           ;stavova promenna automatu aplikace
;       00 ... cip ceka na aktivacni tlacitko
;       0F ... prijal aktivacni tlacitko a ceka na prvni cifru
;       1A ... prijal prvni cifru a ceka na potvrzeni (jednociferny identifikator cipu)
;       0E ... prijal prvni cifru a ceka na druhou (dvouciferny identifikator)
;       1B ... prijal druhou cifru a ceka na potvrzeni (dvouciferny identifikator)
;       AA ... aplikace prijma povely z ovladace pro LED a ukonceni aplikace
            ORG    ROMStart
_Startup:
            LDHX   #RAMEnd+1        ; initialize the stack pointer
            TXS
;*******************************************************************
;                        inicializace cipu
;*******************************************************************
;vypina watchdog            
            LDA   #$43            ;hodnota pro vypnuti COP
            STA   $1802           ;ulozeni na adresu SOPT1
            LDA   #$E0            ;vypinam hodiny do ADC, IIC, SCI
            STA   $180E
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            LDA   #$F6            ;vypinam SPI, ACMP
            STA   $180F            
            MOV   #$5F, chipIdent1    ;definice identifikace cipu ... REAGUJE na cislo "1"
            MOV   #$00, chipIdent2
;smerovani dat na portech
            MOV   #$ff, PTBDD       ;port PTB jako vystup
            BSET  1, PTADD          ;bit 1 na portu PTA jako vystup "piezo"            
;nastaveni obou casovacu pro nacitaci rutinu
            MOV     #$30, TPM1MODH ;casovac cca 3,0722222ms
            MOV     #$00, TPM1MODL
            MOV     #$40, TPM1SC           
            MOV     #$E2, TPM2MODH ;casovac cca 62,66666ms    BYLO 4279
            MOV     #$79, TPM2MODL
            MOV     #$44, TPM2SC      
;nastaveni preruseni od klavesnice je na pravem hornim pinu. Port PTA bit 0
            MOV     #0, KBISC     ;zakazani preruseni od modulu, detekuju hrany
            MOV     #0, KBIES     ;piny reaguji na sestupnou hranu nebo uroven
            MOV     #$01, KBIPE   ;pravej horni pin na reruseni
            BSET    2, KBISC      ;mazani pripadne zadosti o preruseni
            BSET    1, KBISC      ;povoleni preruseni od modulu klavesnice            
            CLI                     ; globalni povoleni preruseni           
;inicializa promennych
DATA_INIT:
            mov   #$00, pocetHran
            mov   #$00, goOFF
            mov   #$00, status
            mov   #$1A, logMez
            mov   #$00, dataReady
            mov   #$00, blikState
            mov   #$00, revers
            mov   #$00, muteData
            mov   #$00, data      ;nulovani pro beh aplikace
;*******************************************************************
;**************        HLAVNI SMYCKA PROGRAMU        ***************
;*******************************************************************
mainLoop:
            wait                  ;uspava cip
                  
      blik:
            LDA     goOFF         ;kontrola prikazu vypnuti aplikace
            CMP     #$AA
            beq     offMode
            
      blikTest:            
            LDA     blikState     ;nejsou zapnuty blinkry jde kontrolovat zpatecku
            CMP     #$00
            beq     blikLEDOFF
      ;aby po vypnuti nebyl piezo stale aktivni je zde nulovani aktivacniho pinu na PTA
            LDA     revers
            CMP     #$00
            bne     bT1
            BCLR    1, PTAD       
        bT1:
    ;podle nastavene promenne zmena na bitech odpovidajicich danym blinkrum nasledne se skace
    ;"revTest" aby se je3t2 provedla kontrola zpatecky
            LDA     blikState     
            CMP     #$0F
            beq     blikRight
            CMP     #$F0
            beq     blikLeft
                              ;blikaj OBA DVA
            BRSET   7, PTBD, blikoff
            BSET    7, PTBD
            BSET    6, PTBD
            bra     revTest
        blikoff:
            BCLR    7, PTBD
            BCLR    6, PTBD
            bra     revTest
      blikLeft:               ;blika jen LEVEJ
            BCLR    6, PTBD
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            BRSET   7, PTBD, bl
            BSET    7, PTBD
            bra     revTest
        bl:
            BCLR    7, PTBD
            bra     revTest
      blikRight:              ;blika jen PRAVEJ
            BCLR    7, PTBD
            BRSET   6, PTBD, br
            BSET    6, PTBD
            bra     revTest
        br:
            BCLR    6, PTBD
            bra     revTest
      ;zmena na pinu pro piezo a nasledne skace na "delay"
      changeRevers:
            BRSET   1, PTAD, chr
            BSET    1, PTAD
            bra     time
        chr:
            BCLR    1, PTAD
            bra     time
      ;odmeri cas cca 1s a opetovne provadi kontrolu nastaveni promennych
  time:
            jsr     delay
            bra     blik
      ;kontrola zpatecky ... neaktivni de rovnou na "time" jinak provede jeste zmenu zpatecky
      revTest:
            LDA     revers
            CMP     #$00
            beq     time
            bne     changeRevers
      ;vypina svitici blinkry a v pripade, ze se ma vypnout i "zpatecka" vypne i tu a uspi 
cip
blikLEDOFF:
            BCLR    6, PTBD
            BCLR    7, PTBD
            LDA     revers
            CMP     #$00
            bne     changeRevers
            BCLR    1, PTAD
            bra     mainLoop
      ;kompletni vpnuti a "odhlaseni" se od cipu. Nuluje promenne pro beh aplikace a vypina 
veskere funkce
offMode:
            MOV     #$00, goOFF
            MOV     #$00, status
            MOV     #$00, PTBD
            BCLR    1, PTAD
            MOV     #$00, blikState
            MOV     #$00, muteBlikState
            MOV     #$00, muteData
            MOV     #$00, revers
            SEI
            jsr     delay
            BSET    6, PTBD         ;jednou bliknu jako potvrzeni, ze zhasinam a opoustim 
tento modul
            BSET    7, PTBD
            jsr     delay
            BCLR    6, PTBD
            BCLR    7, PTBD
            CLI
            jmp     mainLoop            
;**************************************************************
;           OBSLUZNE RUTINY JEDNOTLIVYCH PRERUSENI
;**************************************************************
;oba dva casovace slouzi pro odmereni casu mezi vzorky dat, pokud pretecou je chyba v 
nacitani
INT_timer1:
            SEI
            BCLR    7, TPM1SC     ;mazani flagu preruseni
            BCLR    7, TPM2SC     ;mazani flagu preruseni
            BCLR    3, TPM1SC
            BCLR    3, TPM2SC
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            STA     TPM1CNTL            ;mazu pocitadlo v timer1
            STA     TPM2CNTL            ;mazu pocitadlo v timer2
            MOV     #$00, pocetHran     ;pro dalsi beh nulovani
            MOV     #$00, data          ;pro dalsi beh nulovani
            CLI
            rti
;**************************************************************
INT_timer2:
            SEI
            BCLR    7, TPM1SC     ;mazani flagu preruseni
            BCLR    7, TPM2SC     ;mazani flagu preruseni
            BCLR    3, TPM1SC
            BCLR    3, TPM2SC
            STA     TPM1CNTL            ;mazu pocitadlo v timer1
            STA     TPM2CNTL            ;mazu pocitadlo v timer2
            MOV     #$00, pocetHran     ;pro dalsi beh nulovani
            MOV     #$00, data          ;pro dalsi beh nulovani
            CLI
            rti
;**************************************************************
;obsluha preruseni od sestupne hrany. Nacita data a nasledne implementuje stavovy automat
;pro aplikaci            
INT_KBI:    
            BSET    2, KBISC        ;mazani priznaku zadosti o preruseni
            INC   pocetHran         ;zvyseni poctu hran            
            LDA   #1
            CMP   pocetHran
            beq   firstEdge       ;1 == pocetHran ... zapinam casovac na celou rutinu
            LDA   #18
            CMP   pocetHran
            bhi   KBIend          ;18 > pocetHran ... koncim KBI_INT
            beq   startTimer1     ;18 == pocetHran ... zapinam casovac na vzorky
            LDA   #27
            CMP   pocetHran
            bhi   dataLoad        ;27 > pocetHran ... nacitam data
            beq   endTimer1
            LDA   #34
            CMP   pocetHran
            bhi   KBIend          ;34 > pocetHran ... jeste nekonci rutina
            beq   endTimer2       ;34 == pocetHran ... vypinam casovac 2           
      firstEdge:
            BSET  3, TPM2SC     ;start casovace 2 pro odmereni casu pro nacitani
            rti               ;opoustim preruseni pro KBI
      KBIend:            
            rti               ;opoustim preruseni pro KBI
      startTimer1:
            BSET  3, TPM1SC       ;A == pocetHran (18 == pocetHran) ...
            rti               ;opoustim preruseni pro KBI
      dataLoad:
            LDA   TPM1CNTH      ;nacitam counter horni registr a mez pro rozhodovani
            STA   TPM1CNTH      ;nuluju dosavadni pocitadlo zapisem libovolne hodnoty 
            CMP   logMez          ;ROZMEZI MEZI LOG NULOU A JEDNICKOU
            bhi   logNULA         ;mam NULU jen posunu data 
            LSL   data            ;mam JEDNICKU ... posunu data a nastavim nuly bit na 1
            BSET  0, data       
            bra   logEND
        logNULA:      
            LSL   data            ;posun dat v datovem registru
        logEND:            
            rti               ;opoustim preruseni pro KBI
      endTimer1:
            BCLR  3, TPM1SC         ;zastaveni casovace 1
            STA   TPM1CNTH          ;nuluju dosavadni pocitadlo zapisem libovolne hodnoty
            rti               ;opoustim preruseni pro KBI
      endTimer2:
            BCLR  3, TPM2SC       ;zastaveni casovace 2
            STA   TPM2CNTH          ;nuluju dosavadni pocitadlo zapisem libovolne hodnoty
;****    ****    ****    ****    ****    ****    ****    ****        
;                      STAVOVY AUTOMAT
;****    ****    ****    ****    ****    ****    ****    ****
;       00 ... cip ceka na aktivacni tlacitko
;       0F ... prijal aktivacni tlacitko a ceka na prvni cifru
;       1A ... prijal prvni cifru a ceka na potvrzeni (jednociferny identifikator cipu)
;       0E ... prijal prvni cifru a ceka na druhou (dvouciferny identifikator)
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;       1B ... prijal druhou cifru a ceka na potvrzeni (dvouciferny identifikator)
;       AA ... aplikace prijma povely
            MOV     #0, pocetHran     ;pro dalsi beh nulovani
            MOV     #0, dataReady     ;pro dalsi beh nulovani      
            LDA     status            ;nacte status a podle hodnoty skoci na spravne navesti
            CMP     #$00
            bne     pom1
            JMP     stateINIT
    pom1:   CMP     #$0F
            bne     pom2
            JMP     stateNUMB1
    pom2:   CMP     #$0E
            bne     pom3
            JMP     stateNUMB2
    pom3:   CMP     #$1A
            bne     pom4
            JMP     stateCONFIRM
    pom4:   CMP     #$1B
            bne     pom5
            JMP     stateCONFIRM
    pom5:   
            JMP     stateAPLICATION
;jinaci tlacitko nez je povoleno pri identifikaci cipu => du na stav stateINIT            
badButton:
            SEI                     ;zakazani preruseni
            MOV     #$00, status      ;nastavuju vychozi stav
            MOV     #$00, blikState
            BSET    2, PTBD           ;bliknou dalkova svetla jako identifikace chyby
            JSR     delay
            BCLR    2, PTBD
            CLI                     ;povoleni preruseni
            rti
;*******************************************************************    
stateINIT:
            LDA     data
            CMP     #$D7
            beq     init1
            rti
    init1:
            MOV     #$0F, status  ; v dalsim kroku ocekava cifru
            rti                   ; uspavam cip mam zpracovano
;*******************************************************************
stateNUMB1:
            LDA     data
            CMP     #$5F        ;cislo 1
            beq     number1
            CMP     #$0F        ;cislo 2
            beq     number1
            CMP     #$67        ;cislo 3
            beq     number1
            CMP     #$C7        ;cislo 4
            beq     number1
            CMP     #$4F        ;cislo 5
            beq     number1
            CMP     #$E7        ;cislo 6
            beq     number1
            CMP     #$87        ;cislo 7
            beq     number1
            CMP     #$27        ;cislo 8
            beq     number1
            CMP     #$07        ;cislo 9
            beq     number1
            jmp     badButton     ;zvolil jinaci tlacitko nez cifru, LED_ON
    number1:
            CMP     chipIdent1    ;porovnam s identifikatorem cipu
            beq     numb11
            jmp     badButton     ;zvolil jinaci cip. Identifikace kroku -> stateINIT
      numb11:
            LDA     chipIdent2    ;shoda ... jeste moznost dvouciferneho identifikatoru
            CMP     #$00          
            beq     oneNumber     ;mam pouze jednociferny
            MOV     #$0E, status  ;cekam na druhou cifru
            rti                   ; uspavam cip mam zpracovano
    oneNumber:
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            MOV     #$1A, status  ;cekam na potvrzeni  
            rti                   ; uspavam cip mam zpracovano
;*******************************************************************
stateNUMB2:
            LDA     data
            CMP     #$5F        ;cislo 1
            beq     number2
            CMP     #$0F        ;cislo 2
            beq     number2
            CMP     #$67        ;cislo 3
            beq     number2
            CMP     #$C7        ;cislo 4
            beq     number2
            CMP     #$4F        ;cislo 5
            beq     number2
            CMP     #$E7        ;cislo 6
            beq     number2
            CMP     #$87        ;cislo 7
            beq     number2
            CMP     #$27        ;cislo 8
            beq     number2
            CMP     #$07        ;cislo 9
            beq     number2
            CMP     #$CF        ;cislo 9
            beq     number2
            jmp     badButton     ;zvolil jinaci tlacitko nez cifru, LED_ON
    number2:
            CMP     chipIdent2    ;porovnavam jen druhou cifru ... prvni uz porovnana
            beq     numb21
            jmp     badButton
      numb21:
            MOV     #$1A, status  ;cekam na potvrzeni
            rti                   ; uspavam cip mam zpracovano
;*******************************************************************
stateCONFIRM:
            LDA     data
            CMP     #$47          ;potvrzovaci tlacitko
            bne     errorCONFIRM
            MOV     #$AA, status
            SEI                     ;zakazani praruseni, kvuli blikani
            BSET    6, PTBD         ;dvakrat bliknu jako potvrzeni, ze ovladam tento modul
            BSET    7, PTBD
            jsr     delay
            BCLR    6, PTBD
            BCLR    7, PTBD
            jsr     delay
            BSET    6, PTBD
            BSET    7, PTBD
            jsr     delay
            BCLR    6, PTBD
            BCLR    7, PTBD
            CLI                     ;povoleni preruseni
            rti                   ; uspavam cip mam zpracovano
      errorCONFIRM:
            jmp     badButton
;*******************************************************************
stateAPLICATION:
            LDA     data
            CMP     #$5F        ;cislo 1
            beq     bit1
            CMP     #$0F        ;cislo 2
            beq     bit2
            CMP     #$67        ;cislo 3
            beq     bit3
            CMP     #$C7        ;cislo 4
            beq     bit4
            CMP     #$4F        ;cislo 5
            beq     bit5
            CMP     #$E7        ;cislo 6
            beq     bit6
            CMP     #$87        ;cislo 7
            beq     bit7
            CMP     #$27        ;cislo 8
            beq     bit8
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            CMP     #$B7        ;sipka navrch
            beq     upArrow
            CMP     #$A7        ;sipka dolu
            beq     downArrow
            CMP     #$CF        ;cislo NULA ... pro oba blinkry
            beq     zero1
            CMP     #$37        ;MUTE ... zhasnout/roznout
            beq     mute1
            CMP     #$97
            beq     aplicationOff1
            rti                   ; uspavam cip mam zpracovano
  zero1:
            jmp     zero
  mute1:
            jmp     mute
  aplicationOff1:
            jmp     aplicationOff
    bit1:
            BRSET   0, PTBD, b1
            BSET    0, PTBD
            rti                   ; uspavam cip mam zpracovano
      b1:
            BCLR    0, PTBD
            rti                   ; uspavam cip mam zpracovano
    bit2:
            BRSET   1, PTBD, b2
            BSET    1, PTBD
            rti                   ; uspavam cip mam zpracovano
      b2:
            BCLR    1, PTBD
            rti                   ; uspavam cip mam zpracovano
    bit3:
            BRSET   2, PTBD, b3
            BSET    2, PTBD
            rti                   ; uspavam cip mam zpracovano
      b3:
            BCLR    2, PTBD
            rti                   ; uspavam cip mam zpracovano
    bit4:
            BRSET   3, PTBD, b4
            BSET    3, PTBD
            rti                   ; uspavam cip mam zpracovano
      b4:
            BCLR    3, PTBD
            rti                   ; uspavam cip mam zpracovano
    bit5:
            BRSET   4, PTBD, b5
            BSET    4, PTBD
            rti                   ; uspavam cip mam zpracovano
      b5:
            BCLR    4, PTBD
            rti                   ; uspavam cip mam zpracovano
    bit6:
            LDA     revers
            CMP     #$00
            beq     b6a
            mov     #$00, revers
            bra     b6b
      b6a:
            mov     #$AA, revers
      b6b:
            BRSET   5, PTBD, b6
            BSET    5, PTBD
            rti                   ; uspavam cip mam zpracovano
      b6:
            BCLR    5, PTBD
            rti                   ; uspavam cip mam zpracovano
    bit7:
            rti                   ; uspavam cip mam zpracovano
    bit8:
            rti                   ; uspavam cip mam zpracovano
;levej blinkr ma horni 4 bity 
;pravej blinkr ma 4 dolni bity
    upArrow:        ;PRAVEJ BLINK
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            LDA     blikState
            CMP     #$FF
            beq     ua3                   ;blikaj oba zapnu jen pravej (ua3)
            CMP     #$00
            beq     ua3                   ;neblika nic zapnu jen pravej (ua3)
            CMP     #$0F
            beq     ua1                   ;vypinam pravej
            CMP     #$F0
            beq     ua2                   ;blika levej, prepnu na pravej (ua2)
            rti                   ; uspavam cip mam zpracovano STEJNA KLAVESA
      ua1:
            MOV     #$00, blikState
            rti                   ; uspavam cip mam zpracovano
      ua2:
            MOV     #$0F, blikState
            BCLR    7, PTBD
            rti                   ; uspavam cip mam zpracovano
      ua3:
            MOV     #$0F, blikState
            rti                   ; uspavam cip mam zpracovano         
    downArrow:      ;LEVEJ BLINK
            LDA     blikState
            CMP     #$FF
            beq     da3                   ;blikaj oba zapnu jen levej (da3)
            CMP     #$00
            beq     da3                   ;neblika nic zapnu jen levej (da3)
            CMP     #$F0
            beq     da1                   ;vypinam levej
            CMP     #$0F
            beq     da2                   ;blika pravej, prepnu na levej (da2)
            rti                   ; uspavam cip mam zpracovano STEJNA KLAVESA
      da1:
            MOV     #$00, blikState
            rti                   ; uspavam cip mam zpracovano
      da2:
            MOV     #$F0, blikState
            BCLR    6, PTBD
            rti                   ; uspavam cip mam zpracovano
      da3:
            MOV     #$F0, blikState
            rti                   ; uspavam cip mam zpracovano
    zero:
            LDA     blikState
            CMP     #$00
            beq     blikON
            CMP     #$FF
            beq     blikOFF
      blikON:
            MOV     #$FF, blikState
            rti                   ; uspavam cip mam zpracovano
      blikOFF:
            MOV     #$00, blikState
            rti                   ; uspavam cip mam zpracovano
    mute:
            LDA     muteData
            CMP     #$00
            beq     LEDoff
            MOV     muteBlikState, blikState
            MOV     muteData, PTBD
            MOV     muteRevers, revers
            MOV     #$00, muteData
            rti                   ; uspavam cip mam zpracovano
      LEDoff:
            MOV     PTBD, muteData
            MOV     #$00, PTBD
            MOV     blikState, muteBlikState
            MOV     #$00, blikState
            MOV     revers, muteRevers
            MOV     #$00, revers
            rti                   ; uspavam cip mam zpracovano      
    aplicationOff:
            MOV     #$AA, goOFF
            rti       
;**************************************************************
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;        programova smycka odmerujici cas priblizne 1s
;**************************************************************
delay:
          mov   #$03, vnejsPoc
    del0:
          mov   #$FF, vnejsi
    del1:
          mov   #$FF, vnitrni
    del2:
          NOP
          NOP
          NOP
          DBNZ    vnitrni, del2
          DBNZ    vnejsi, del1
          DBNZ    vnejsPoc, del0
          rts
;**************************************************************
;* spurious - Spurious Interrupt Service Routine.             *
;*             (nechtenne preruseni)                          *
;**************************************************************
spurious:
            NOP
            rti
;**************************************************************
;*                 Interrupt Vectors                          *
;**************************************************************
            ORG   $FFDA
          DC.W    INT_KBI
            ORG   $FFF0
          DC.W    INT_timer1      
    ORG   $FFE8
          DC.W    INT_timer2 
            ORG   $FFFA
          DC.W  spurious          ;
          DC.W  spurious          ; SWI
          DC.W  _Startup          ; Reset
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