Un cadre d'évaluation systématique pour les outils d'intégration de systèmes d'information by Gomez, José Raul
UNIVERSITÉ DE 
SHERBROOKE 
Faculté de génie 
Génie électrique et génie informatique 
Un cadre d'évaluation systématique 
pour les outils d'intégration 
de systèmes d'information 
Mémoire de maîtrise ès sciences appliquées 
Spécialité: génie électrique 
José Raul GOMEZ 
Jury: Ruben Gonzalez-Rubio 
Frédéric Mailhot 
Daniel Dalle 
Sherbrooke (Québec) Canada Mars 2011 
v /  - M â ' b  







Patrimoine de l'édition 
395 Wellington Street 
Ottawa ON K1A 0N4 
Canada 
395, rue Wellington 
Ottawa ON K1A 0N4 
Canada 
Your file Votre référence 
ISBN: 978-0-494-83767-2 
Our file Notre référence 
ISBN: 978-0-494-83767-2 
NOTICE: 
The author has granted a non-
exclusive license allowing Library and 
Archives Canada to reproduce, 
publish, archive, preserve, conserve, 
communicate to the public by 
télécommunication or on the Internet, 
loan, distrbute and sell theses 
worldwide, for commercial or non-
commercial purposes, in microform, 
paper, electronic and/or any other 
formats. 
AVIS: 
L'auteur a accordé une licence non exclusive 
permettant à la Bibliothèque et Archives 
Canada de reproduire, publier, archiver, 
sauvegarder, conserver, transmettre au public 
par télécommunication ou par l'Internet, prêter, 
distribuer et vendre des thèses partout dans le 
monde, à des fins commerciales ou autres, sur 
support microforme, papier, électronique et/ou 
autres formats. 
The author retains copyright 
ownership and moral rights in this 
thesis. Neither the thesis nor 
substantial extracts from it may be 
printed or otherwise reproduced 
without the author*s permission. 
L'auteur conserve la propriété du droit d'auteur 
et des droits moraux qui protégé cette thèse. Ni 
la thèse ni des extraits substantiels de celle-ci 
ne doivent être imprimés ou autrement 
reproduits sans son autorisation. 
In compliance with the Canadian 
Privacy Act some supporting forms 
may have been removed from this 
thesis. 
While these forms may be included 
in the document page count, their 
removal does not represent any loss 
of content from the thesis. 
Conformément à la loi canadienne sur la 
protection de la vie privée, quelques 
formulaires secondaires ont été enlevés de 
cette thèse. 
Bien que ces formulaires aient inclus dans 




Au fil des dernières années, le développement d'applications Internet et le développement 
rapide des technologies mobiles ont provoqué, dans les organisations publiques et privées, 
la mise en place d'un mécanisme capable d'intégrer ces nouveaux développements aux 
systèmes d'information existants. Ce mécanisme doit être en mesure d'intégrer différentes 
structures et des technologies hétérogènes par le partage des données. C'est pourquoi il 
est important de faire un choix éclairé lorsqu'il faut sélectionner l'outil approprié pour 
l'intégration de ces systèmes. 
Dans ce projet de recherche, on propose le développement d'un cadre d'évaluation 
systématique pour les outils d'intégration de systèmes d'information par l'approche par 
médiateur, en focalisant l'évaluation sur trois critères : le temps d'implémentation, la 
performance et la complexité d'implémentation. 
• Le critère du temps porte sur l'évaluation du temps que prend l'implémentation d'un 
outil depuis l'étude bibliographique jusqu'à l'implémentation dans un prototype qui 
implémente différentes structures de données. 
• Le critère de performance consiste en la vitesse avec laquelle l'outil peut traiter 
différents jeux de données. 
• Le critère de complexité correspond à l'évaluation de la complexité d'implémenta­
tion de l'outil de manière quantitative basée sur l'application de différentes métriques 
logicielles. Ce dernier critère permet, en ajoutant une partie quantitative, de ren­
forcer le premier critère qui donne une évaluation plus qualitative de la complexité 
d'implémentation de l'outil. 
Les résultats obtenus avec l'application du cadre d'évaluation pour les outils d'inté­
gration ont permis de proposer un système de médiation comme mécanisme d'intégration 
de systèmes hétérogènes capable de traiter différentes structures de données, de faire le 
stockage de ces données et de les partager entre les systèmes intégrés en privilégiant la 
facilité d'implémentation, la performance ou encore la maintenabilité. 
Phrases et mots clés : 
Cadre d'évaluation, intégration de systèmes d'information, temps d'implémenta­
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LEXIQUE 
Les définitions de cette section ont été tirées des dictionnaires en ligne de l'Office québécois 
de la langue française1 et des références bibliographiques. 
API application program interface ou interface de programmation d'applications. 
Ensemble de routines standards, accessibles et documentées, qui sont destinées à faciliter 
au programmeur le développement d'applications. 
API JAVA : Outil logiciel, constitué d'un ensemble de modules dotés de fonctions 
communes, qui permet de produire automatiquement des applications Java ou des applets 
personnalisés. 
DOM : Document Objet Model. Analyseur syntaxique de documents XML dans 
un modèle d'arbre de noeuds. 
DOM4J : Analyseur syntaxique de documents XML qui supporte de processus 
d'analyse par l'implémentation de SAX, DOM et JAXP. 
Hibernate : Outil ORM qui permet d'emmagasiner les objets persistants d'une 
application JAVA dans une base de données relationnelle. 
HyperJAXB : Outil qui fournit des objets JAXB dans la couche de persistance 
relationnelle. 
Implantation : Mise en place d'un logiciel ou d'un programme dans un ordinateur. 
Implémentation : Opération qui consiste à réaliser la phase finale d'élaboration 
d'un système, afin de le rendre fonctionnel. 
Interface : Le mot interface a plusieurs définitions. Dans ce document, il fait 
référence à software interface, c'est-à-dire logiciel, programme ou routine qui permet à des 
logiciels ou à des systèmes de communiquer entre eux et de travailler de concert. 
JAXB : Java Architecture for XML Binding. Analyseur syntaxique de documents 
XML par liaison. 
JAXP : Java API for XML Processing. Analyseur syntaxique de documents XML 
qui supporte l'analyse sur le modèle SAX et DOM. 
JVM : Java Virtual Machine. Programme qui interprète et exécute le bytecode 
Java produit par un compilateur Java. La JVM fournit une variété de ressources aux 
applications comme la gestion de mémoire, l'accès au réseau, l'abstraction de matériel, 
etc. 
'URL- http ://granddirtionnaire.com et URL - http ://w3.olf.gouv.qc.ca/banque/index.asp 
xiii 
xiv LEXIQUE 
Mapping : Mise en correspondance. Association des données appartenant à un 
ensemble (modèle logique de données, base de données de production, champ source) 
avec les données appartenant à un autre ensemble (modèle physique de données, entrepôt 
de données, champ cible), de manière que les données du premier ensemble puissent se 
substituer à celles du second ensemble, ou encore que l'on puisse passer harmonieusement 
des premières aux secondes. 
ORM : Objet/relation Mapping. Disparité d'impédance objet-relationnel 
Parser : Analyseur syntaxique. Outil qui analyse des textes à partir de la recon­
naissance d'unités syntaxiques. 
Parsing : Processus d'analyse syntaxique. L'analyse syntaxique est souvent divisée 
en analyse lexicale (lexical analysis) et analyse sémantique (semantic parsing). On utilise 
l'analyse syntaxique de façon généralisée en traitement automatique du langage naturel, 
ce qui inclut le traitement automatique de la parole et la lecture de textes numérisés. 
Persistance : Il s'agit d'un mécanisme de sauvegarde de l'état des composants 
dans un espace non volatile. 




Dans un monde de plus en plus globalisé, où le développement rapide d'applications Inter­
net et le développement de technologies mobiles comme la téléphonie cellulaire et l'assis­
tance numérique personnel ont permis aux organisations publiques et privées de mettre en 
relation clients, fournisseurs et partenaires, le système d'information devient un composant 
important dans l'intégration de toutes sortes de sources de données. 
Quelles que soient les technologies sur lesquelles sont basés le système d'information 
et la structure de données implémentée, il est important pour l'organisation d'être en me­
sure de partager ses données avec d'autres systèmes existant à l'intérieur et à l'extérieur de 
celle-ci. C'est un défi considérable en raison de l'hétérogénéité des technologies présentes, 
des processus de gestion d'affaires particulières et des données uniques que l'organisation 
doit mettre en relation. 
Un système d'information est traditionnellement défini comme un ensemble d'ac­
tivités qui saisissent, stockent, transforment et diffusent des données sous un ensemble de 
contraintes appelé l'environnement du système [RlVARD et TALBOT, 2003]. Ces quatre ac­
tivités, que les auteurs ont définies pour schématiser le système d'information, présentent 
des technologies hétérogènes, par exemple : 
• Les activités de saisie et de transformation se servent des méthodologies de program­
mation comme la programmation structurée ou la programmation orientée objet en 
permettant de saisir des données dans le système et de les transformer en information 
utile pour les utilisateurs. 
• L'activité de stockage peut utiliser différentes structures de données pour sauve­
garder des données telles que des fichiers textes, des fichiers binaires, des bases de 
données relationnelles ou orientées objet. 
• L'activité de diffusion de données peut utiliser des méthodes de traitement par lots 
avec l'implémentation des fichiers textes ou des documents XML permettant la com­
munication avec d'autres systèmes. 
1 
2 CHAPITRE 1. INTRODUCTION 
L'intégration de systèmes devient un problème à cause de la diversité des tech­
nologies utilisées à l'intérieur comme à l'extérieur du système. Pour réaliser un projet 
d'intégration de systèmes d'information par le partage de données, il faut développer une 
méthodologie qui permet, à l'intérieur d'un cadre défini [BOLOIX et ROBILLARD, 1995], de 
faire l'évaluation systématique de la technologie utilisée dans l'intégration, en s'assurant 
de supporter toutes les sortes de sources de données. 
1.1 L'intégration de systèmes 
L'idée de l'intégration de systèmes d'information est que tous les systèmes existant à l'inté­
rieur ou à l'extérieur de l'organisation devraient pouvoir partager les données de différentes 
sources [CHEVASSUS, 2004). Ce partage peut être fait de deux manières fondamentales : 
• La première approche consiste en une interface de communication qui permet la 
connexion entre les systèmes participants. Cette intégration est connue comme une 
solution de point à point (voir la figure 1.1). Comme chaque système utilise des 
structures de données différentes pour représenter l'information qui va être partagée, 
il faut développer plusieurs interfaces pour assurer que les données partagées puissent 
être appliquées à tous les systèmes. Pour calculer le nombre d'interfaces à développer, 
on peut se servir de la formule : i = n* (n — l)/2, où i est le nombre d'interfaces à 
développer et n le nombre d'applications à faire communiquer [MARTINEK et coll., 
2007][MANOUVRIER, 2001]. Dans le cas de la figure 1.1, le nombre de systèmes à 
intégrer est de quatre, donc le nombre d'interfaces à développer sera de six. 
L'intégration point à point 
Interface 
Figure 1.1 - L'intégration de systèmes d'information point à point 
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• La deuxième approche est l'utilisation d'un composant qui permet la coordination 
de la communication entre les systèmes. Cette implémentation permet seulement la 
création d'une interface entre chaque système et le composant central (voir la figure 
1.2), c'est-à-dire que les nombres d'interfaces développées se réduisent essentielle­
ment à un par système intégré. Cette approche est connue comme l'intégration par 
médiateur [MARTINEK et coll., 2007]. 
La première approche implique le développement de plusieurs interfaces provoquant 
immanquablement la création d'un système « spaghetti » (voir la figure 1.1). L'organisa­
tion qui veut implémenter une intégration de ce type doit considérer l'effet des futures mo­
difications ou l'impact d'une nouvelle intégration à un système déjà existant. Par contre, la 
deuxième approche prévoit l'utilisation d'un médiateur ou composant central qui permet 
la réduction importante du nombre d'interfaces à développer et à maintenir. Alors, l'orga­
nisation doit considérer dans ce type d'intégration que le médiateur sera plus compliqué 
à réaliser parce qu'il doit répondre à plusieurs sortes de sources de données. 
Ainsi, le médiateur qui veut répondre à tous ces différents types de données doit se 
considérer comme un système d'information, système qui réagira aux différentes demandes 
d'intégration à partir des quatre activités qui ont été définies par Rivard et Talbot dans 
leur livre Le développement de systèmes d'information. La figure 1.3 les schématise dans 
l'approche par médiateur qui permet la communication par le partage de données entre 
les systèmes. Par exemple, prenons la communication entre les systèmes Si, S2 et S3 
et le médiateur. Les trois systèmes développent des interfaces pour communiquer avec 
le médiateur. Si et S2 ont défini des structures de données (dl et d2 respectivement) 
L'intégration par médiateur 
Figure 1.2 - L'intégration de systèmes d'information par médiateur 
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différentes pour décrire ces données et les envoyer au médiateur. Le médiateur, pour sa 
part, reçoit ces données en les transformant pour créer une nouvelle structure (d3). Cette 
nouvelle structure de données permettra au médiateur de stocker les données pour des 
besoins futurs ou de les envoyer au système qui a besoin de ces données, comme le système 
S3, dans la figure 1.3. S3, de son côté, lit les données contenues dans une structure connue 
En conclusion, l'intégration par médiateur exige la capacité d'un médiateur qui 
peut comprendre différentes structures de données, les transformer et stocker ces données 
pour des besoins futurs ou les envoyer hors du médiateur. En tenant compte de ce contexte, 
on veut proposer l'intégration de systèmes d'information avec l'approche par médiateur 
comparativement à l'approche point à point, parce que l'intégration par médiateur permet 
d'avoir une structure indépendante, capable de répondre à toutes sortes de sources de 
données sans compromettre le système ou les systèmes qui seront intégrés. 
1.2 Le but du projet et la problématique solutionnée 
Pour résoudre la problématique d'intégration par partage de données résultant de la diver­
sité des technologies et des structures de données existant à l'intérieur comme à l'extérieur 
du système, il faut choisir un ou plusieurs outils permettant l'intégration harmonieuse de 
données et de systèmes sans compromettre l'intégrité des systèmes qui seront intégrés. 
Pour cette raison, l'objectif du projet de recherche est de développer un cadre d'évalua­
tion systématique pour les outils d'intégration de systèmes d'information avec l'apporche 
(d3). 
Médiateur 
Figure 1.3 - Le médiateur comme un système d'information 
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par médiateur, en orientant le développement du cadre sur les objectifs spécifiques sui­
vants : 
• Développer le cadre d'évaluation en focalisant l'évaluation sur trois critères : le temps 
d'implémentation, la performance et la complexité d'implémentation pour les outils 
d'intégration de systèmes d'information par le partage de données. 
• Appliquer le cadre d'évaluation sur le ou les outils d'intégration en implémentant sur 
chaque critère des jeux de données permettant de faire une évaluation systématique. 
• Donner les résultats de l'application du cadre d'évaluation sous forme d'analyse 
comparative entre les outils d'intégration évalués si cela est possible par critère et 
jeu de données. 
Comme résultat de l'application du cadre d'évaluation dans la problématique d'in­
tégration de systèmes d'information hétérogènes par le partage de données, on propose, 
pour résoudre cette problématique, un système de médiation qui met en place une archi­
tecture par composant permettant une intégration entre les données, ses structures et les 
systèmes. (Voir la figure 1.4). Ce système permet l'intégration harmonieuse entre les quatre 
activités qui le forment à l'intérieur et les structures de données à partager à l'extérieur, 
dans un environnement indépendant, de faibles couplages entre ces composants. 
Médiateur 
Figure 1.4 - Le médiateur comme un système d'information basé sur une architecture 
d'intégration par composants 
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1.3 L'intérêt et la valeur de l'étude 
Depuis toujours, l'intégration de systèmes d'information est importante dans la gestion des 
organisations, en raison de la possibilité d'exploiter de vieux systèmes avec les nouvelles 
implémentations ou de partager des données entre ces systèmes et une nouvelle application 
Internet qui vient d'être implémentée pour supporter un autre processus d'affaires. 
Ce projet expose l'évaluation systématique pour les outils d'intégration de systèmes 
d'information par la mise en place d'un cadre en focalisant l'évaluation sur trois critères : 
la performance, le temps1 et la complexité d'implémentation. Ainsi, chacun de ces critères 
a permis d'évaluer l'outil d'intégration sur différents points de vue en proposant une struc­
ture de composants adaptables à plusieurs sortes de sources de données, qui sont faciles à 
implémenter et qui répondent à différents jeux de données d'une manière acceptable. 
1.4 Organisation du document 
Ce premier chapitre fait une analyse de la problématique d'intégration de systèmes d'infor­
mation hétérogènes par le partage des données, en appliquant l'approche par médiateur. 
Il propose, pour résoudre cette problématique, le développement d'un cadre d'évaluation 
pour les outils d'intégration de ces systèmes basés sur trois axes : la performance, le temps 
et la complexité d'implémentation. Comme résultat de l'application du cadre, on a proposé 
l'application de l'approche par médiateur comme un système qui permet la coordination 
de la communication entre les systèmes et le médiateur par la mise en place de technologies 
diverses de manière à supporter les différentes sources de données. 
Le chapitre 2 développe le cadre d'évaluation axé sur les trois critères d'évaluation : 
le temps d'implémentation, la performance et la complexité. 
Le chapitre 3 implémente le cadre d'évaluation sur les outils d'intégration utilisés 
dans les activités de saisie et de diffusion des données en permettant de faire une analyse 
comparative entre ces outils sur les trois axes du cadre. 
Le chapitre 4 implémente le cadre d'évaluation sur les outils d'intégration évalué 
dans l'activité de stockage en faisant une étude systématique de l'outil dans la tâche 
d'intégration et de stockage de différentes sources de données. 
'Le mot « temps » dans ce document de mémoire fait référence à la notion de temps relatif lorsqu'il 
s'agit de contôler la durée d'implémentation de l'outil d'intégration. 
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Le chapitre 5 implémente le cadre d'évaluation sur les outils d'intégration qui per­
met de lier les activités de saisie et de diffusion avec l'activité de stockage dans un processus 
de transformation de données. 
Le chapitre 6 fait la discussion des résultats obtenus suite à l'application du cadre 
d'évaluation pour les outils d'intégration sous forme d'analyse comparative. 
Le dernier chapitre, en conclusion, fait le bilan du projet. 
CHAPITRE 1. INTRODUCTION 
CHAPITRE 2 
Le cadre d'évaluation 
Il est reconnu que la sélection d'un outil d'intégration comporte de nombreux défis. Cela 
s'avère particulièrement problématique dans l'intégration de systèmes hétérogènes qui de­
mande la mise en place d'un mécanisme capable de répondre aux différentes sources de 
données. Pour cette raison, on propose d'élaborer un cadre d'évaluation qui permet d'éva­
luer le ou les outils d'intégration qui répondront à cette demande. On a donc élaboré 
ce cadre, en l'axant sur trois critères : le temps d'implémentation, la performance et la 
complexité. Puis, on a défini, pour chaque critère, des jeux de données qui ont permis 
d'évaluer l'outil d'intégration de manière quantitative et qualitative. 
Dans ce qui suit, on va détailler les trois critères d'évaluation et les jeux de données 
qui forment la matrice d'évaluation pour les outils d'intégration. 
2.1 Le temps d'implémentation 
Le critère du temps d'implémentation porte sur l'évaluation du temps relatif lorsqu'il 
s'agit de surveiller la durée d'implémentation d'un nouvel outil pour résoudre une problé­
matique spécifique. Le calcul de ce temps s'effectue depuis l'étude bibliographique jusqu'à 
l'implémentation dans un prototype. Les étapes qu'on a définies pour mesurer ce critère 
sont les suivantes : 
TABLEAU 2.1: Le cadre d'évaluation par le critère du 
temps d'implémentation 
Étapes Description Résultat attendu 
Étude bibliogra­
phique, installation 
et mise en oeuvre. 
À partir des références bibliogra­
phiques, faire l'étude de l'outil 
d'intégration en arrivant à maî­
triser les concepts fondamentaux. 
L'installation et mise en oeuvre 
des exemples sortis de la biblio­
graphique. 
Déterminer le temps pris 
à un développeur qui com­
porte plus de 3 ans d'expé­
rience dans le domaine de la 
programmation et qui utili­
sera l'outil pour la première 
fois. 
Continué à la page suivante 
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TABLEAU 2.1: Le cadre d'évaluation par le critère du 
temps d'implémentation (continué) 
Étapes Description Résultat attendu 
Créer les jeux de 
données. 
À partir de ces mêmes réfé­
rences bibliographiques, créer ses 
propres jeux de données qui 
permettront d'implémenter l'ou­
til dans différentes structures de 
données plus proches de la pro­
blématique à résoudre. 
Déterminer le temps pris, 
par le même développeur, 
dans l'implémentation de 
chaque structure en faisant 
la comparaison entre elles. 
Implémenter les 
jeux de données 
dans un prototype. 
À partir des structures qui ont été 
définies, implémenter les jeux de 
données dans le langage de pro­
grammation. 
Déterminer le temps pris, 
par le même développeur, 
dans l'implémentation sur 
le langage de programma­
tion et évaluer la complexité 
de futures modifications par 
rapport au temps. 
Pour continuer, on va décrire les jeux de données qu'on a définis pour évaluer 
l'intégration de systèmes par le partage de données. 
2.1.1 Les jeux de données pour évaluer le temps d'implémentation 
On a défini trois modèles de complexité, le simple, le moyen et le complexe, pour tester 
l'outil d'intégration par rapport au processus de distribution de données partagées par les 
systèmes et le médiateur. (Voir la figure 2.1). Ces modèles ne représentent pas un système 
d'information complet, représentent des structures de données particulières dans lesquelles 
se trouvent des éléments différents et hétérogènes qui empêchent d'intégrer les données 
partagées directement. 
Le premier modèle, le modèle simple, est représenté par une seule classe et ses 
attributs. Ce modèle permettra de tester l'outil sur la structure fondamentale qui décrit les 
caractéristiques des objets, la classe. Pour la saisie, le stockage et la diffusion de données, 
le système d'information peut se servir de différentes technologies. Dans le cas de cette 
évaluation, on a défini que la technologie utilisée par le système dans la saisie et la diffusion 




Figure 2.1 - Représentation UML des structures de données par niveau de complexité 
de données sera le document XML. L'évaluation mettra l'accent sur le traitement de ce 
type de structure par l'outil d'intégration, les éléments qui représentent le modèle simple 
sont : 
TABLEAU 2.2: Structure de données du modèle simple 
Classe Attribut Description 
Membre IdMembre Valeur qui permet d'identifier les diffé­
rents objets de la classe Membre. 
Nom Attribut qui indique le nom de famille 
et le prénom d'un Membre. 
Téléphoné Attribut qui donne le numéro de télé­
phone d'un Membre. 
Continué à la page suivante 
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TABLEAU 2.2: Structure de données du modèle simple 
(continué) 
Classe Attribut Description 
LimitePret Attribut qui permet de contrôler le 
nombre total de livres empruntés par 
un Membre. 
NbPret Attribut qui permet de savoir le nombre 
de livres empruntés par le Membre. 
Le deuxième modèle, le modèle moyen, est représenté par trois classes, leurs at­
tributs et leurs relations. Il rendra possible, comme le modèle antérieur, l'évaluation du 
temps d'implémentation en augmentant la complexité de la structure de données à intégrer 
à niveau des relations entre les classes. Ces différences entre les deux structures permet­
tront de comparer le temps d'implémentation en faisant une évaluation des modifications 
futures. Les éléments qui représentent le modèle moyen sont : 
TABLEAU 2.3: Structure de données du modèle moyen 
Classe Attribut Description 
Réservation IdReservation Valeur qui permet d'identifier les diffé­
rents objets de la classe Réservation. 
DateReservation Attribut qui donne la date d'emprunt. 
Membre IdMembre Valeur qui permet d'identifier les diffé­
rents objets de la classe Membre. 
Nom Attribut qui indique le nom de famille 
et le prénom d'un Membre. 
Téléphoné Attribut qui donne le numéro de télé­
phone d'un Membre. 
LimitePret Attribut qui permet de contrôler les 
nombres de livres empruntés par un 
Membre. 
NbPret Attribut qui permet de savoir le nombre 
de livres empruntés par le Membre. 
Livre IdLivre Valeur qui permet d'identifier les diffé­
rents objets de la classe Livre. 
Continué à la page suivante 
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TABLEAU 2.3: Structure de données du modèle moyen 
(continué) 
Classe Attribut Description 
Titre Attribut qui identifie le titre du livre. 
DateAcquisition Attribut qui donne la date d'acquisition 
du livre. 
DatePret Attribut qui donne la date d'emprunt. 
Le denier modèle, le modèle complexe, est dérivé de la problématique de confection 
d'horaires pour une université. Celui-ci est formé par quatre classes, leurs attributs et les 
relations entre les classes. Les relations dans ce modèle sont du type relation imbriquées. 
Comme dans les cas précédents, il permettra d'évaluer le temps et de comparer l'évolution 
de l'outil pour des modifications futures. Les éléments qui représentent le modèle complexe 
sont : 
TABLEAU 2.4: Structure de données du modèle com­
plexe 
Classe Attribut Description 
TTcycle cyclelD Valeur qui permet d'identifier un cycle 
pLength Attribut qui décrit la dimension des pé­
riodes dans le cycle. 
TTDay daylD Valeur qui permet d'identifier le jour de 
la semaine. 
dayRef Attribut qui donne le nombre du jour 
de la semaine. 
TTSequence sequencelD Valeur qui permet d'identifier la sé­
quence. 
TTperiod periodlD Valeur qui permet d'identifier la pé­
riode dans la séquence. 
beginTime Attribut qui donne l'heure de début de 
l'activité. 
endTime Attribut qui donne l'heure de fin de 
l'activité. 
Continué à la page suivante 
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TABLEAU 2.4: Structure de données du modèle com­
plexe (continué) 
Classe Attribut Description 
priority Attribut qui décrit la priorité de l'acti­
vité. 
2.2 La performance 
Le deuxième critère d'évaluation est la performance. Il représente la vitesse avec laquelle 
l'outil peut lire une série de données en les mettant à la disposition de l'application. Les 
étapes qu'on a définies pour mesurer ce critère sont les suivantes : 
TABLEAU 2.5: Le cadre d'évaluation par le critère de la 
performance 
Processus Description Résultat attendu 
Créer les jeux de don­
nées. 
Sur les structures de données qui 
ont été définies auparavant, créer 
les jeux de données permettant 
d'évaluer l'outil sur différentes sé­
ries de données. 
Avoir des dimensions de 
données différentes qui per­
mettront d'évaluer l'outil 
dans divers scénarios. 
Tester l'outil sur 
les jeux de données. 
Si c'est le cas que 
l'outil est fourni par 
plusieurs fournisseurs, 
faire le test pour 
chacun d'eux. 
Calculer le temps pris dans 
chaque jeu de données et pour les 
différentes versions existantes, si 
c'est le cas. 
Déterminer, en milli­
secondes, le temps de 
processus de chaque série 
de données. 
Continué à la page suivante 
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TABLEAU 2.5: Le cadre d'évaluation par de la perfor­
mance (continué) 
Étapes Description Résultat attendu 
Analyser les résultats. Pour chaque temps rapporté, cal­
culer la variation du temps pris 
entre le ou les outils par jeux 
de données. La variation se cal­
cule à l'aide de la suivante for­
mule : Var % = ((temp2 — 
templ)/templ) * 100, où tempsl 
et temp2 sont les temps pris par 
l'outil dans chaque série de don­
nées et Var % est la variation 
entre ce deux-là. 
Montrer les résultats sous 
forme de tableau. 
2.2.1 Les jeux de données pour évaluer la performance 
Pour créer les jeux de données et tester la performance de l'outil d'intégration, on a pris 
les structures de données qui ont été définies dans le critère du temps d'implémentation et 
on a déterminé le nombre minimum de données qui constitueront une transaction. Chaque 
transaction est formée par la ou les classes qui composent le modèle, leurs attributs et 
les relations entre les classes. Dans la première structure de données, le modèle simple, la 
transaction est formée par la classe Membre et les cinq attributs. (Voir la figure 2.2). 
<Membre> 
<idMembre>l</idMembre> Transaction 
<nom>60MEZ,J0SE RAUL</nom> 1 




Figure 2.2 - Représentation XML de la structure de données du modèle simple 
Dans la structure de données du modèle moyen, la transaction est formée par trois 
classes, leurs attributs et les relations entre les classes. Pour représenter ce type de relation 
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dans la structure de données, on a déterminé que la classe Réservation contiendrait les 
classes Membre et Livre et que la transaction serait formée par la classe Réservation et 

























Figure 2.3 - Représentation XML de la structure de données du modèle moyen 
Dans la dernière structure de données, le modèle complexe, on a établi que la 
transaction serait formée par un ensemble de classes imbriquées. Pour représenter une 
transaction dans ce type de modèle, on a défini que la classe TTCycle contiendra leurs 
attributs et sept classes de type TTDays. À l'intérieur de chaque classe TTDay, il y a 
leurs attributs et quatre classes de type TTSequences et pour chaque classe TTSequence, 
il y a leurs attributs aussi et quatre classes de type TTPeriod. (Voir la figure 2.4). 
Après avoir défini la transaction, on a déterminé le nombre de données contenu 
dans chaque fichier à lire. On a spécifié trois dimensions de fichiers : le premier fichier 
est formé de 10 transactions, le deuxième, de 100 transactions et le troisième, de 1000 
transactions, qui permettront d'évaluer la performance de l'outil sur une matrice de deux 
axes : complexité de la structure de données et dimension des données. 
Dans l'annexe A, on détaillera la configuration des composants matériels et logiciels 
utilisés dans le test ainsi que la configuration en chiffres de chaque fichier qui représente 
les différentes structures. 













<EndTime>l 1:40</EndTim e> 




</Ttsequences>+(3)</TTsequ enc es > 
<TTday> + (6) </TTday> 
</TTdays> 
</Ttcycle> 
Figure 2.4 - Représentation XML de la structure de données du modèle complexe 
2.3 La complexité d'implémentation 
Le troisième et dernier critère d'évaluation défini pour le cadre proposé est la complexité 
d'implémentation. Il s'agit pour ce dernier de l'évaluation de la complexité de l'implé-
mentation de l'outil d'intégration de manière quantitative basée sur l'application de diffé­
rentes mesures. Dans le premier critère, on a défini une évaluation plutôt qualitative de la 
complexité d'implémentation. Dans ce troisième critère, on veut compléter l'évaluation à 
partir de l'utilisation de données quantitatives. Ensuite, on va détailler les étapes qui ont 
été déterminées pour évaluer ce critère. 
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TABLEAU 2.6: Le cadre d'évaluation par le critère de la 
complexité d'implémentation 
Étapes Description Résultat attendu 
Choisir les jeux des 
mesures. 
Choisir les mesures qui per­
mettent d'évaluer d'une manière 
quantitative la complexité d'im­
plémentation. 
Appliquer et déterminer si 
ce type de mesure donne 
une évaluation quantitative 
de la complexité d'implé­
mentation de l'outil. 
Rejeter les mesures qui ne 
donnent pas de résultats sur 
l'évaluation quantitative de la 
complexité. 
Appliquer les mesures et dé­
terminer si les résultats ne 
donnent pas des valeurs si­
gnificatives. 
2.3.1 Les jeux des mesures pour évaluer la complexité d'implé­
mentation 
On a appliqué, sur les structures de données implémentées auparavant, une vingtaine de 
métriques d'un progiciel Open Source (voir l'annexe Metrics 1.3.6 for éclipsé. Comme 
résultat de l'application, on a déterminé lesquelles permettront d'évaluer la complexité 
d'implémentation et lesquelles ne seront pas pertinentes. Les mesures qui ont été choisies 
sont les suivantes : 
• TLOC (Total Lines of Code). C'est une mesure qui permet de représenter la taille 
et la complexité du programme [KAN, 2002][HENDERSON-SELLERS, 1996]. Son but 
est de mesurer la quantité de travail intellectuel mise dans un programme [ BOEHM 
et coll., 2000]. 
• CC (McCabe's Cyclomatic). Cette mesure a été conçue pour indiquer la testabilité 
d'un programme et la compréhensibilité [KAN, 2002]. Elle mesure le nombre de che­
mins linéaires indépendants dans un module de programme. Le nombre Cyclomatic 
de McCabe V(G) montre la complexité du flux d'un morceau de code. La complexité 
cyclomatic d'un programme est définie par : M — V(G) = E — N + 2P, où M est 
la complexité cyclomatic, E est le nombre de chemins d'exécution du programme, 
N est le nombre de noeuds (IF-THEN-ELSE, FOR, WHILE, DO, CASE) du pro­
gramme et P est le nombre de composantes connexes du programme. Plus le nombre 
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cyclomatique est grand, plus il y aura de chemins d'exécution dans la fonction, et 
plus elle sera difficile à comprendre. 
• WMC ( Weighted Methods Per Class). Cette métrique est la somme de complexités 
des méthodes définies dans une classe et elle peut être utilisée pour évaluer l'effort de 
développement et de maintenance de la classe. Le calcul est fait à partir de la mesure 
McCabe Cyclomatic [HENDERSON-SELLERS, 1996][CHiDAMBERet KEMERER, 1994] 
Dans la vingtaine de mesures existant dans le progiciel de métriques, on a rejeté 
les mesures suivantes parce qu'elles ne donnent pas de valeurs significatives dans l'évalua­
tion de la complexité et ce sont des métriques conçues pour l'évaluation des applications 
orientées objet [KAN, 2002][HENDERSON-SELLERS, 1996). 
• NOC (Number of Children). Cette mesure est le nombre de successeurs immédiats 
ou sous-classes d'une classe dans la hiérarchie 
• DIT (Depth of inheritance Tree). Cette mesure représente la profondeur de l'arbre 
d'héritage 
• LCOM (Lack of cohésion in methods). Cette mesure représente le manque de cohé­
sion des méthodes ou la similitude de méthodes 
Les résultats obtenus de l'application de ces mesures sur les structures de données 
implémentées sont de valeur zéro. Cela signifie que les différents modèles implémentés 
n'ont pas eu de valeurs significatives pour une évaluation quantitative des outils, parce 
que les structures de données choisies ne sont pas un système d'information complet. 
2.4 Conclusion 
L'élaboration de ce cadre a permis la création d'une méthodologie axée sur l'évaluation 
quantitative et qualitative des outils dans l'intégration de systèmes d'information par le 
partage de données. Cette méthodologie a défini trois éléments : le temps d'implémenta­
tion, la performance et la complexité d'implémentation qui représentent des éléments à 
évaluer au moment de choisir le type d'outil utilisé dans l'intégration de systèmes hétéro­
gènes par le partage de données. 
CHAPITRE 2. LE CADRE D'ÉVALUATION 
CHAPITRE 3 
Appliquer le cadre sur les activités de saisie 
et de diffusion 
Dans l'intégration de systèmes d'information hétérogènes par le partage de données dans 
une approche par médiateur, celui-ci peut saisir ou diffuser des données de deux manières 
fondamentales : par l'utilisation des fichiers texte avec le traitement par lots ou l'utilisation 
des documents XML. Cette dernière technologie permet de coder les données dans une 
structure capable de décrire et de partager autant les données comme la structure sur 
le Web ou l'intranet. On a choisi le document XML comme la technologie d'échange de 
données entre les systèmes à intégrer et le médiateur. (Voir la figure 3.1). 
Cette technologie sera évaluée seulement dans l'activité de saisie parce que le pro­
cessus d'implémentation de plusieurs sortes de structures de données dans un outil est 
plus complexe à cause de la méconnaissance de ces structures. Par contre, les structures 
de données utilisées dans l'activité de diffusion sont plus spécifiques en fonction des carac­
téristiques particulières du système qui recevra les données et l'implémentation est basée 
sur une structure connue. 
Figure 3.1 - Évaluation de XML comme technologie d'échange de données 
Les outils suivants, qui supportent la technologie XML, seront évalués dans l'acti­
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• SAX (simple API for XML) 
• DOM (Document Objet Model) 
• JAXB (Java Architecture for XML Binding) 
Ces outils permettent de valider que le fichier XML contienne des données valides 
et constitue des instances avec les données lues. 
SAX est une interface basée sur des événements qui se déclenchent au cours de l'analyse 
du document XML. SAX a été définie initialement en JAVA, et est destinée principale­
ment aux analyseurs écrits dans ce langage. SAX est unique dans la famille des API XML 
parce qu'elle suit un modèle événementiel incrémentiel plutôt qu'un modèle hiérarchique 
et global. Lorsque l'analyseur SAX lit un document XML, il envoie l'information au pro­
gramme. Chaque fois que l'API SAX rencontre une balise de début, une balise de fin, 
des données textuelles ou une instruction de traitement, il en informe l'application. Grâce 
à cette caractéristique, il n'est pas nécessaire d'attendre que l'intégralité du document 
soit lue pour agir sur les données. Le document est présenté à l'application morceau par 
morceau, du début jusqu'à la fin [HAROLD et MEANS, 2005]. 
3.1 SAX (simple API for XML) 
XML 
Document 
Parseur d'événement de SAX 
Figure 3.2 - L'API SAX (Simple API for XML) [jaxpt05} 
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La figure 3.2 schématise le processus de lecture de données XML en le supportant 
sur un ensemble d'interfaces qui viennent dans l'API SAX. La principale interface, dans 
cet ensemble d'interfaces, est l'interface Content Handler, sur laquelle l'outil implémente la 
structure de données. Il en informe l'application à partir de l'implémentation de méthodes : 
startDocument, endDocument, startElement, endElement et characteres. 
Les trois autres interfaces importantes dans l'implémentation de la structure de 
données sur l'outil sont : Error Handler, Schéma Factory Handler et Entity Resolver. 
L'interface Error Handler permet de faire la gestion des erreurs survenues au moment de 
la lecture de données. L'interface Schéma Factory Handler permet d'associer un schéma 
XML au document XML en faisant la validation de données avant de les stocker dans 
le système. Et la dernière interface, Entity Resolver, permet de récupérer des textes qui 
viennent d'une entité externe pour être traités. 
À partir de cette introduction théorique de L'API SAX, on va appliquer le cadre 
d'évaluation axé sur les trois critères présentés dans le chapitre précédent : le temps 
d'implémentation, la performance et la complexité. 
3.1.1 Le temps d'implémentation 
Au départ, l'étude bibliographique [HAROLD et MEANS, 2005][HAROLD, 2003] a permis 
de mettre en correspondance les principales caractéristiques de l'outil et la structure de 
données à implémenter. Par la suite, on a schématisé les structures de données, qui ont 
été définies en relation avec les méthodes de l'interface Content Handler. 
Modèle simple. Dans le cas de l'implémentation du modèle simple, la structure de 
données représente un ensemble de classes Membre et leurs attributs. Chaque balise qui 
se trouve à l'intérieur du document XML décrivant la classe et ses attributs doit être 
encadrée par chaque méthode de début et de fin de l'interface permettant l'identification 
des événements à déclencher. Par exemple, la première balise Membres, c'est celle qui 
regroupe un ensemble d'objets Java de type Membre ; cette balise représente le début et 
la fin du document XML. Les balises qui suivent de type Membre vont donc identifier 
la classe Membre. Et les suivantes vont identifier les attributs de la classe Membre. Les 
dernières balises qui se trouvent à la fin de l'arbre XML sont les balises de type characteres 
portant les données. (Voir la figure 3.3). 

















Figure 3.3 - Schématisation du modèle simple dans l'API SAX 
Le temps d'implémentation de ce type de structure dans SAX est relatif au nombre 
de balises que contient le modèle. C'est-à-dire que dans le cas du modèle simple, le temps 
d'implémentation est court par rapport au nombre de balises à implémenter. 
Modèle moyen. Dans le cas de l'implémentation de la structure moyenne, on a fait 
la mise en correspondance de la même façon que dans le modèle simple. Chaque élément 
du document XML ou balise est encadré par des méthodes de l'interface. (Voir la figure 
3.4). La différence au niveau structural avec le modèle moyen, c'est le nombre de classes, 
leurs relations et leurs attributs qui sont représentés par les mêmes types de balises. Alors, 
dans le code source de programmation, on doit ajouter des instructions qui permettent 
de différencier le type de balise, c'est-à-dire que la balise startElement peut contenir une 
classe Java ou un attribut de la classe. Cette différence doit être appliquée correctement 
sur le code pour stocker les données dans l'élément équivalent de la structure du système. 
L'implémentation de cette structure dans SAX se fait en ajoutant les nouvelles 
classes et leurs attributs dans les méthodes de l'interface d'une manière séquentielle. En 
conséquence, le temps augmente suivant le nombre de balises implémentées, comme aussi, 
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Figure 3.4 - Schématisation du modèle moyen dans l'API SAX 
la complexité d'implémentation en raison de la gestion des relations entre les classes du 
modèle. 
En faisant une première analyse comparative entre les deux modèles, L'API SAX 
permet d'ajouter de nouveaux éléments à une structure existante d'une manière séquen­
tielle, sans avoir modifié la structure existante. 
Modèle complexe. Dans l'implémentation de la structure complexe, le processus est 
le même que dans les deux cas précédents. La différence par rapport aux deux autres 
modèles est la structure imbriquée des classes. Pour implémenter ce type de structure dans 
l'API SAX, les méthodes de l'interface doivent créer des collections d'objets pour chaque 
sous-classe imbriquée en gardant les éléments et leurs relations. La figure 3.5 montre la 
classe DxTimeTable qui contient la classe TTCycle. La classe TTCycle est formée par 
leurs attributs et la relation de plusieurs classe TTDay et leurs éléments. Les éléments 
de la classe TTDay sont leurs attributs et sa relation avec plusieurs classe TTSequence. 
La classe TTSequence contient l'élément sequencelD et plusieurs classes TTPeriod avec 
leurs attributs. L'implémentation se fait de manière séquentielle en créant des collections 
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d'objets par chaque classe imbriquée. À la fin du parcours de l'arbre XML, on a obtenu 
un objet de type DxTimeTable qui contient plusieurs autres références aux collections 
d'objets des autres types. 
startDocument 





























Figure 3.5 - Schématisation du modèle complexe dans l'API SAX 
Comme dans le cas précédent, L'API SAX permet, d'une manière séquentielle, 
d'ajouter de nouveaux éléments dans les méthodes de l'interface. Cette implémentation 
est plus complexe en raison des relations imbriquées entre les classes. Par contre, l'implé-
mentation séquentielle permet de réduire un peu la complexité. 
3.1.2 La performance 
Pour évaluer la performance, on doit considérer le processus d'analyse ou parsing des 
documents XML en faisant la lecture et la validation des données et en les envoyant 
à l'application client [HAROLD, 2003j. Dans l'API SAX, l'implémentation de l'interface 
SAXReader permet de faire l'analyse et la validation des documents XML. Mais cette 
implémentation varie entre les différents analyseurs disponibles dans le marché. On a choisi 
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l'implémentation standard, nommée dans les tests XMLReader1, et l'implémentation d'un 
analyseur Open Source du projet Xerces1. 
Le tableau 3.1 et la figure 3.6 montrent les résultats des tests de performance 
obtenus sur l'API SAX. Ces résultats sont présentés sous la forme de tableau par structure 
de données et nombre de transactions pour chaque version implémentée de l'outil. Le temps 
de processus a été pris en millisecondes dans le cadre des activités suivantes : la lecture 
du fichier, la validation des données et l'instanciation des objets. 
TABLEAU 3.1 - Calcul de la variation du temps, en millisecondes, de processus de l'API 
SAX 
Modèle Simple Moyenne Complexe 
Nombre de 
transactions 
10 100 1000 10 100 1000 10 100 1000 
XMLReader 218 223 265 255 359 594 276 349 1,052 
Xerces 484 526 646 552 708 1,265 589 745 2,172 
Var % 122% 135% 143% 116% 97% 113% 114% 114% 107% 
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Figure 3.6 - Analyse comparative de Performance de SAX 
Le tableau ci-dessus montre la variation du temps de processus rapporté pour 
chaque implémentation. On peut observer que l'implémentation XMLReader par rapport 
'http ://java.sun.com/java8e/6/docs/api/org/xml/sax/helpers/XMLReaderFactory.html 
ahttp ://xerces.apache.org/ 
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à Xerces est plus performante dans toutes les structures des données lues et les différentes 
dimensions des documents traités. 
3.1.3 La complexité d'implémentation 
Pour l'évaluation quantitative de la complexité, on a mesuré l'API SAX à partir de l'ap­
plication des mesures telles que TLOC ( Total Lines of Code), CC (McCabe's Cyclomatic 
Complexity), WMC ( Weighted Methods Per Class). En regardant les résultats (voir la 
figure 3.7), on peut conclure que l'implémentation d'une structure de données, de type 
moyenne ou complexe, représente le même niveau de complexité à cause de la manière 
séquentielle avec laquelle SAX les traite. Chaque balise de la structure d'arbre XML est 
représentée par une instruction IF-ELSEIF dans les méthodes SAX pour déclencher des 
événements à chaque fois que l'analyseur trouve une balise et informe l'application sur le 
contenu. 
Complexité d'implémentation de SAX 
250 
ample Moyenne Complexe 
• CC j 7 1? 18 
•WMC « 39 40 
•HOC 126 204 207 
Valeur par mesura 
Figure 3.7 - Évaluation quantitative de l'implémentation de SAX par niveau de com­
plexité. 
3.1.4 Résumé de résultats 
• On a divisé le temps d'implémentation en deux catégories : le temps de familiarisa­
tion et le temps d'installation et de mise en oeuvre. Le temps de familiarisation fait 
référence à l'étude bibliographique et à la modélisation de la structure de données 
à implémenter. Dans le cas de l'implémentation de l'API SAX, il a fallu environ 40 
heures au programmeur pour effectuer le travail. 
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• Pour le temps d'installation et de mise en oeuvre des structures de données, on a 
pris 40 heures de travail. Au total, l'implémentation de l'API SAX a demandé en 
moyenne 80 heures de travail pour l'ensemble des activités au programmeur. 
• Le processus de lecture d'un document XML à l'aide de l'analyseur syntaxique SAX 
se fait de manière séquentielle, permettant ainsi d'informer l'application chaque fois 
qu'il y a des balises, avec le désavantage de ne pas pouvoir revenir en arrière de 
la partie du document déjà lu. Ce type de processus permet à SAX d'avoir un 
avantage lors de la lecture d'un document volumineux, d'où l'importance de valider 
les données et de trouver s'il y a des erreurs dans la structure du document ou dans 
les données avant de les stocker dans le système. 
• L'implémentation des structures de données d'une manière séquentielle permet une 
certaine flexibilité aux changements lors de modifications futures. 
• La performance de l'API SAX est influencée par le niveau de complexité et la di­
mension du document XML. 
3.2 DOM (Document Objet Model) 
Le modèle DOM, c'est un API qui permet d'accéder au document XML en utilisant une 
structure arborescente. DOM est défini par un ensemble de recommandations du W3C 3 qui 
décrivent un modèle objet indépendant du langage de programmation utilisé pour stocker 
un document hiérarchique en mémoire [HAROLD et MEANS, 2005]. Le modèle d'arbre ou 
structure arborescente de DOM décrit le document XML en termes d'arbre. C'est-à-dire 
que le premier élément du document XML représente la racine de l'arbre, et chaque sous-
élément du document représente un noeud ou une branche de l'arbre. L'élément final du 
document représente une feuille de l'arbre [MORRISON, 2000). Alors, le document XML, 
qu'il soit simple ou complexe, est converti en mémoire dans la forme d'un arbre, (voir la 
figure 3.8). 
La racine de l'arbre est un objet de type Document qui représente un document 
XML bien formé en mémoire. L'analyseur syntaxique DOM lit un document XML en 
séquences d'éléments et en établissant un objet de type Document qui représente ce docu­
ment XML. Le système d'information qui implémente le modèle DOM doit faire l'appel 
aux méthodes de l'objet Document pour parcourir l'arbre en extrayant l'information. Le 
3World Wide Web Consortium (W3C) est une communauté internationale qui développe des normes 
pour assurer la croissance à long terme du Web 
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système peut également manipuler l'arbre dans la mémoire pour ajouter, supprimer, dé­
placer ou changer des noeuds dans l'arbre. Aussi, le système peut créer un document XML 
complètement nouveau à partir de zéro dans la mémoire [HAROLD, 2003]. 
L'implémentation dans le langage de programmation Java se fait par la création 
d'une instance de l'interface DocumentBuilder Factory. Cette instance permet d'assigner 
l'objet Document. L'objet Document, dans le processus de lecture, est le responsable de 
la réception du document XML et de sa transformation en arbre DOM dans la mémoire. 
L'objet document implémente une méthode SetErrorHandler qui permet d'assigner un 
objet de type ErrorHandler pour traiter les erreurs dans la lecture du document. L'assi­
gnation du schéma XML pour valider la structure du document par rapport aux données se 
fait dans l'instance de l'objet DocumentBuilder Factory par l'intermédiaire de la méthode 
SetSchema. 
La principale interface dans l'API DOM est org.w3c.dom.Node. Cette interface 
fournit des méthodes, Element, Document et Text, qui permettent d'identifier chaque 
élément de l'arbre et d'informer l'application du contenu du document. 
À partir de sa mise en contexte sur le modèle DOM, on va appliquer le cadre 
d'évaluation sur l'API DOM. 
XML 
Document 
Parseur d'arbre de DOM 
Figure 3.8 - L'API DOM (Document Objet Model) 
3.2.1 Le temps d'implémentation 
Plusieurs références bibliographiques [HAROLD, 2003][MCLAUGHLIN, 2000][HUNTER et coll., 
2007) ont été consultées pour comprendre et mettre en correspondance les caractéristiques 
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propres de l'outil par rapport aux différentes structures de données à implémenter. Comme 
dans le cas de SAX, on va schématiser chaque structure (simple, moyenne et complexe) 
sur la représentation d'arbre DOM. 
Modèle simple. La figure 3.9 représente le modèle simple sous forme d'arbre DOM. La 
racine de l'arbre est l'objet de type Membres qui devient l'objet Document représentant 
le document XML bien formé en mémoire. Pour faire appel aux méthodes de l'objet 
Document et parcourir l'arbre, le système doit implémenter, au niveau des lignes de code 
source, des méthodes d'accès aux données contenues dans chaque noeud de l'arbre. C'est-
à-dire que pour chaque sous-élément qui se détache de la racine, il faut créer des méthodes 
pour traiter le sous-élément. Dans le cas du modèle simple, le système doit implémenter 
trois niveaux de méthodes pour traiter les différents éléments contenus dans les noeuds de 
l'arbre. 
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Figure 3.9 - Schématisation du modèle simple dans l'API DOM 
Le temps d'implémentation nécessaire pour implémenter ce type de structure dans 
le modèle arborescent DOM est relatif au nombre de noeuds que contient l'arbre en fonc­
tion des relations qui existent entre les noeuds pères et leurs fils. 
Modèle moyen. La différence dans l'implémentation du modèle moyen (voir la figure 
3.10) par rapport au modèle simple est le nombre de noeuds à implémenter. Dans le cas du 
modèle moyen, l'implémentation d'une structure formée par trois classes, leurs attributs 
et leurs relations, représente en lignes de codes sources l'implémentation d'au moins six 
niveaux de méthodes pour traiter les données contenues dans les noeuds de l'arbre DOM. 
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Figure 3.10 - Schématisation du modèle moyen dans l'API DOM 
En ce qui concerne la complexité d'implémentation de la structure simple par 
rapport à la structure moyenne de données, on peut voir que DOM permet de parcourir 
le document XML à l'aide des méthodes implémentées dans le système d'information en 
simulant la structure en arbre. Alors, l'implémentation du modèle moyen est plus complexe 
à cause d'imbrication des noeuds dans les méthodes implémentées. 
Modèle complexe. Dans le cas de l'implémentation du modèle complexe, le nombre de 
niveaux de noeuds à implémenter est de huit, en raison des relations imbriquées existant 
entre les classes. (Voir la figure 3.11). Ce modèle représente déjà une structure imbriquée 
et l'implémentation semble, à première vue, plus facile à gérer puisque sa structure est 
déjà sous forme d'arbre. Cependant, dans la réalité, l'implémentation et la maintenance 
sont plus complexes à cause de la relation parent-fils entre les noeuds. 
La maintenance et l'évolution de ce type de structure dans un outil comme DOM 
sont plus complexes à gérer en raison de l'existence des relations parent-fils. Ce type de 
relation se construit sur la base d'une série de références de collections d'objets en simulant 
la structure arborescente. Une modification future, comme l'addition ou l'élimination d'un 
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Figure 3.11 - Schématisation du modèle complexe dans l'API DOM 
nouvel élément dans le noeud, sera plus coûteuse que dans le cas de l'implémentation 
séquentielle de SAX. 
3.2.2 La performance 
À la différence de SAX, DOM n'a pas de classes ou interfaces qui représentent le proces­
sus d'analyse de documents XML. Chaque fournisseur fournit sa propre implémentation 
[HAROLD, 2003]. On a choisi Xerces4 et JAXP5 comme implémentations pour faire les 
tests de performance. Le tableau 3.2 et la figure 3.12 montrent le résultat obtenu sous 
forme de tableau par structure de données et nombre de transactions pour chaque version 
implémentée de l'outil. Comme dans le cas de SAX, le temps de processus a été pris en 
millisecondes et dans les mêmes activités : la lecture du fichier, la validation des données, 
l'instanciation des objets. 
4org.apache.xerces.parsers.DOMParser 
5http ://java.sun.com/webservices/docs/1.6/api/javax/xml/parsers/DocumentBuilder.html 
34CHAPITRE 3. APPLIQUER LE CADRE SUR LES ACTIVITÉS DE SAISIE ET DE DIFFUSION 
TABLEAU 3.2 - Calcul de la variation du temps, en millisecondes, de processus de l'API 
DOM 
Modèle Simple Moyenne Complexe 
Nombre de 
transactions 
10 100 1000 10 100 1000 10 100 1000 
Xerces 270 297 359 318 406 849 328 448 1,651 
JAXP 562 609 734 630 808 1,459 688 891 2,980 
Var % 108% 105% 105% 98% 99% 72% 109% 99% 80% 
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Figure 3.12 - Analyse comparative de performance de DOM 
En comparant Xerces par rapport à JAXP, on constate que ce dernier est moins per­
formant dans toutes les structures des données lues. Cependant, dans les structures com­
prenant un grand nombre de transactions, Xerces devient moins performant que JAXP. 
3.2.3 La complexité d'implémentation 
La figure 3.13 montre l'évaluation quantitative de la complexité d'implémentation à partir 
de l'application des mesures définies dans ce critère. La première mesure est CC (McCabe's 
Cyclomatic Complexity) fait le calcul de la complexité par méthode de la classe. Ces 
valeurs ne représentent pas la vraie complexité parce que la mesure fait le calcul sur la 
méthode de manière individuelle. 
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La deuxième mesure, WMC (Weighted Methods Per Ciass) qui permet de calculer 
le nombre de chemins linéairement indépendants que peut prendre le programme dans l'en­
semble des méthodes implémentées dans le système d'information pour parcourir l'arbre 
DOM. Alors, si la structure a plus de noeuds, plus complexes sont l'implémentation et la 
maintenance. 
La dernière mesure TLOC (Total Lines of Code) présente le nombre de lignes de 
code source pour implémenter les modèles. Alors, l'implémentation et la maintenance 
dans l'API DOM de ces types de structures sont plus complexes à cause de la quantité 
des noeuds qu'on doit implémenter pour représenter la structure de données dans l'arbre 
DOM. 
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Figure 3.13 - Évaluation quantitative de l'implémentation de DOM par niveau de com­
plexité 
3.2.4 Résumé de résultats 
• Dans l'implémentation de l'API DOM, on a utilisé presque le même nombre d'heures 
de travail que dans l'implémentation de l'API SAX, c'est-à-dire 80 heures de tra­
vail au programmeur pour l'ensemble des activités d'implémentation (le temps de 
familiarisation et le temps d'installation et de mise en oeuvre). 
• L'avantage dans l'API DOM est la possibilité de parcourir des données qui viennent 
dans le document XML de haut en bas et à l'inverse. Comme aussi est la possibilité 
d'additionner, d'effacer et de mettre à jour la structure des données XML au moment 
de sa lecture. 
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• La complexité d'implémentation de l'API DOM est liée au nombre de noeuds ou 
d'éléments à parcourir dans l'arbre XML comme aussi au nombre de relations de 
type parent-fils existant. Si le modèle compte des relations imbriquées comme le 
modèle complexe de ce prototype, il faut implémenter des références de collections 
entre les objets de la relation parent-fils pour garder en concordance la structure 
imbriquée. 
• La performance de DOM est influencée par le niveau de complexité et la dimension 
du document XML à lire. 
• Le modèle d'arbre DOM ne permet pas de gérer facilement les changements dans la 
structure du document implémentée. 
3.3 JAXB (Java Architecture for XML Binding) 
Jusqu'ici, on a évalué des outils qui ont un plein contrôle sur le document XML. SAX, par 
exemple, est une interface basée sur des événements qui doivent être programmés pour 
avoir un contrôle du document au moment de sa lecture. Ensuite, on a évalué le modèle 
arborescent de DOM dans lequel il y a moins de travail dû au fait que l'API génère 
automatiquement en mémoire la représentation du document XML en forme d'arbre. Par 
la suite, on va évaluer JAXB qui est un outil basé sur le concept d'association de données 
ou Data Binding6 [MCLAUGHLIN, 2000J. 
JAXB constitue un logiciel intégré pour traiter des documents XML en fournissant 
des avantages significatifs par rapport aux méthodes précédentes comme DOM et SAX 
[jaxbt09]. JAXB permet d'associer d'une manière rapide et convenable un schéma XML à 
une représentation objet, en faisant le processus d'intégration des données à l'application 
Java plus facilement. Comme élément de ce processus, JAXB fournit des méthodes de dé­
conversion ( Unmarshaller) ou de conversion (Marshaller) de paramètres XML à l'intérieur 
de l'application Java. (Voir la figure 3.14). 
Le processus de déconversion ou Unmarshalling fournit des méthodes pour créer 
un arbre d'objets en mémoire comme le fait DOM, avec la différence que les noeuds dans 
cet arbre sont des éléments XML et non seulement des types de valeurs comme dans le 
cas de l'arbre de DOM. 
®Processus par lequel on lie à un document HTML des données issues d'une source extérieure (comme 
une base de données), qui sont mises à jour automatiquement, et ce, sans que l'on ait à écrire de code, 
http ://w3.olf.gouv.qc.ca/terminologie/fiches/8390638.htm 
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Figure 3.14 - L'API JAXB (Java Architecture for XML Binding) 
JAXB produit, à partir d'un schéma XML, des classes Java permettant d'agir da­
vantage sur les données XML [jee5t08], parce que toutes les manipulations se font au 
travers d'objets Java fournis par le compilateur. L'utilisation d'une plate-forme comme 
JAXB, permets de générer automatiquement des codes sources sans avoir besoin de 
connaître des techniques d'implémentation comme on l'a vu dans les outils précédents. 
Le code généré par JAXB décrit seulement des relations entre l'application Java et le 
document XML. 
Pour comprendre le processus de liaison entre un document XML et l'application 
Java par l'intermédiaire de JAXB, on va exposer en détail les principaux éléments de l'API 
JAXB qu'on a schématisés dans la figure 3.14. 
• Jaxb-xjc.jar. La génération automatique de classes Java se fait à partir de l'utilisation 
du compilateur jaxb-xjc.jar. Celui-ci génère l'ensemble de classes Java nécessaires 
pour donner accès aux classes, aux attributs et aux contenus du document XML. 
• Unmarshaller ou déconversion de paramètres XML. C'est le processus de conversion 
de données XML en objets Java de l'application. Ce processus dirige la déconversion 
de manière à mettre en place les données XML sous forme d'arbre. L'interface Un­
marshaller fournit des méthodes pour le processus de déconversion avec le support 
de : File, InputStream, URL, StreamSourœ,org.w3c.dom.Node et SAXSource. 
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• Marshaller ou conversion de paramètres XML. La conversion de paramètres XML 
est juste le processus inverse de la déconversion. JAXB convertit les objets Java de 
l'application dans une représentation de données XML. 
Après l'étude bibliographique de l'outil, on va appliquer le cadre d'évaluation axé 
sur les trois critères d'évaluation (le temps d'implémentation, la performance et la com­
plexité d'implémentation) sur les structures (simple, moyenne et complexe) de données 
définis. 
3.3.1 Le temps d'implémentation 
À la différence de SAX et DOM, l'implémentation de JAXB commence par le processus 
de compilation du schéma XML [jee5t()8][ORT et MEHTA, 2003] en produisant les arte­
facts nécessaires pour faire la lecture du document XML. Dans ce cas-là, la complexité 
d'implémentation d'une structure simple ou complexe est la même, car le logiciel va, au­
tomatiquement, générer le code nécessaire pour mettre en correspondance la structure de 
données et les données dans le système. 
On a initialement, dans le cas de SAX et DOM, schématisé l'arbre XML sur une 
correspondance de la structure de données dans chacune des APIs. Cette schématisation 
est très importante dans la connaissance de l'API et la future implémentation. Dans 
le cas de JAXB, une connaissance presque nulle de la structure XML n'empêche pas 
l'implémentation en raison de la génération automatique de l'ensemble de classes Java 
qui feront la gestion entre le document XML et l'application. Par ailleurs, une bonne 
connaissance du langage de schématisation XML permettra au programmeur de résoudre 
des problèmes au moment de la compilation. 
En conséquence, le temps pris par l'implémentation de JAXB fait référence à la 
configuration du chemin d'accès aux librairies de l'API, la configuration du compilateur 
XJC sur ANT7 et le temps pris pour résoudre d'éventuels problèmes dans la compilation 
du schéma XML. Le temps pris, dans la familiarisation de l'outil, est de 24 heures de 
travail du programmeur. Dans l'installation, la configuration de ANT et la mise oeuvre, 
on a pris 40 heures de travail de plus. 
7http ://ant.apache.org/ 
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3.3.2 La performance 
Pour tester la performance de JAXB dans le processus de déconversion, on a choisi trois 
méthodes qui sont fournies par la classe Unmarshaller8 : 
• Unmarshaller de type javax.xml. tranaform.sax. SAXSource, en faisant l'implé-
mentation de l'API SAX avec support de Xerces nommé dans le tableau SAX.Xerces 
• Unmarshaller de type InputStream, en faisant l'implémentation de l'API SAX avec 
support de Xerces nommé dans le tableau InputStream 
• Unmarshaller de type org.w3c.dom.Node, en faisant l'implémentation de l'API 
DOM avec le support de JAXP nommé dans le tableau DOM.JAXP 
Le tableau 3.3 et la figure 3.15 montrent les résultats obtenus sous forme de tableau, 
par structure de données et nombre de transactions pour chaque version implémentée de 
l'outil. Pour calculer la variation du temps de processus entre les trois implémentations, 
on a divisé le tableau en trois parties : 
• La première partie est l'analyse comparative de la performance des implémentations 
SAX.Xercers et InputStream. 
• La deuxième partie est l'analyse comparative des implémentations SAX.Xerces et 
DOM.JAXP. 
• La dernière partie est l'analyse comparative des implémentations InputStream et 
DOM.JAXP. 
Le temps de processus a été pris en millisecondes pour les activités de lecture du 
fichier, de validation et d'instanciation des objets. La compilation et la génération de 
l'ensemble de classe Java nécessaire, dans la gestion des documents XML, ont été faites 
antérieurement et elles ne sont pas incluses dans ces calculs. 
En faisant l'analyse comparative entre les différentes implémentations, on peut 
observer que les implémentations SAX.Xerces et InputStream ont pris presque le même 
temps de processus. Par contre, l'implémentation DOM.JAXP est plus performante dans 
presque toutes les structures, à l'exception de la dernière, dans laquelle sa performance 
est inférieure aux deux autres implémentations. On se rappelle que l'API DOM.JAXP est 
une représentation d'arbre en mémoire de toute la structure de données avant d'initialiser 
8http ://java.sun.com/javase/6/docs/api/javax/xml/bind/Unmarshaller.htnil 
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TABLEAU 3.3 - Calcul de la variation du temps, en millisecondes, de processus de JAXB 
Modèle Simple Moyenne Complexe 
Nombre de 
transactions 
10 100 1000 10 100 1000 10 100 1000 
SAX.Xerces 599 646 807 676 833 1,339 729 922 2,547 
InputStream 614 666 818 703 844 1,365 771 995 2,703 
Var % 3% 3% 1% 4% 1% 2% 6% 8% 6% 
SAX.Xerces 599 646 807 676 833 1,339 729 922 2,547 
DOM.JAXP 385 442 552 469 567 1,115 531 786 2,917 
Var % -36% -31% -32% -31% -32% -17% -27% -15% 15% 
InputStream 614 666 818 703 844 1,365 771 995 2,703 
DOM.JAXP 385 442 552 469 567 1,115 531 786 2,917 
Var % -37% -34% -33% -33% -33% -18% -31% -21% 8% 
la lecture. Et que l'API SAX.Xerces est un modèle qui fait la lecture de la structure de 
données séquentiellement. 
3.3.3 La complexité d'implémentation 
Le résultat obtenu, après l'application des mesures qui ont été définies, ne représente pas 
une évaluation significative de la complexité parce que la grande majorité du code source a 
été généré automatiquement par l'outil. De plus, le niveau d'abstraction qu'apporte JAXB 
ne permet pas de faire une évaluation quantitative de la complexité d'implémentation à 
l'aide de ces mesures. (Voir la figure 3.16). 
3.3.4 Résumé de résultats 
• Dans l'implémentation de l'API JAXB, le temps de familiarisation est plus court en 
raison de la génération automatique de tout l'ensemble de classes Java nécessaire 
pour l'implémentation des documents XML. Le temps d'installation et de configu­
ration varie selon l'expérience du programmeur dans l'utilisation de l'outil ANT. Au 
total, on a pris 64 heures de travail pour l'ensemble des activités. 
• Le processus de génération automatique de codes sources à partir de la compilation 
du schéma XML permet une haute portabilité de données dans l'intégration des 
systèmes d'information par le partage. 
• La connaissance et l'expérience dans le langage XML ne sont pas déterminantes en 
raison de la transformation automatique du schéma XML en classes Java. 
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Figure 3.15 - Analyse comparative de la Performance de JAXB 
• La performance est influencée par la méthode d'implémentation du processus de 
déconversion. Le meilleur résultat obtenu a été l'implémentation de la méthode qui 
utilise l'API DOM. 
• L'évaluation de la complexité est donnée en terme qualitatif et non quantitatif en 
raison de l'abstraction de l'implémentation. 
3.4 Analyse comparative des résultats 
Pendant tout le chapitre, on a évalué le temps d'implémentation, la performance et la 
complexité d'implémentation des outils dans la gestion de saisie des données. Dans ce qui 
va suivre, on va faire une analyse comparative des résultats obtenus. 
3.4.1 Le temps d'implémentation 
Le temps d'implémentation est un critère pour évaluer le temps pris par un programmeur 
dans l'implémentation d'un outil depuis l'étude théorique jusqu'à la mise en oeuvre dans le 
contexte de la problématique. Ce critère a permis d'évaluer le temps et aussi la complexité 
d'une manière qualitative. Voici donc les résultats obtenus présentés sous forme d'analyse 
comparative : 
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Complexité d'implémentation de JAXB 
0 
Simple Moyenne Complexe 
•cc 6 S 5 
• WMC 20 25 26 
•UOC 171 S30 391 
Valaurs par mesura 
Figure 3.16 - Évaluation quantitative de l'implémentation de JAXB par niveau de com­
plexité et de mesure 
• On a évalué trois APIs (SAX, DOM, JAXB) dans la gestion de saisie de données 
XML au système, mais ces APIs utilisent seulement deux modèles de gestion : le 
modèle événementiel de SAX et le modèle arborescent de noeuds de DOM. 
• Réagir sur différentes structures de données en appliquant le modèle événementiel 
de SAX est plus simple en raison de son implémentation séquentielle. Par contre, 
l'implémentation des structures de données imbriquées est plus complexe quand elles 
sont implémentées dans un modèle arborescent. 
• La liaison de données, par la mise en oeuvre d'un mécanisme de génération automa­
tique de code source, permet de minimiser le temps et la complexité d'implémenta­
tion par rapport aux modèles comme SAX et DOM. 
• Le mécanisme de liaison de données utilisé par JAXB permet d'avoir une implémen­
tation moins exigeante sur le plan de la connaissance par rapport à l'implémentation 
de SAX et DOM. 
• Le tableau 3.4 montre le résumé du temps utilisé, donné en heures de travail du 
programmeur, dans le critère du temps d'implémentation pour les outils évalués 
dans l'activité de saisie. Si on analyse le processus d'apprentissage et la séquence 
d'implémentation, on peut penser que la dernière implémentation a l'avantage par 
rapport aux autres. Cependant, dans le cas de l'implémentation de ces trois APIs, 
il n'y a pas d'avantage parce que chacun de celui-là représente des modèles diffê-
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rents pour implémenter la structure de données et le processus d'apprentissage a été 
indépendant entre eux. 
TABLEAU 3.4 - Tableau résumé du temps d'implémentatioa des outils d'intégration 
L'outil Le temps 
de familiarisation 
Le temps 
d'installation et de mise en oeuvre 
Total 
SAX 40 40 80 
DOM 40 40 80 
JAXB 24 40 64 
3.4.2 La performance 
Le critère de la performance a permis l'évaluation de la vitesse avec laquelle les différentes 
implémentations des outils ont géré les structures et les données contenues dans les do­
cuments XML. Cependant, ces implémentations ont utilisé seulement deux modèles de 
gestion : le modèle SAX et le modèle DOM. Alors, pour faire l'analyse comparative et 
calculer la variation du temps de processus entre ces deux modèles de gestion, on va divisé 
le tableau en quatre parties : 
• La première partie est l'analyse comparative de la performance de XMLReader par 
rapport à DOM.JAXP. Par cette comparaison, on constate que, lors de l'implémenta-
tion standard, XMLReader est plus performant que DOM.JAXP avec une moyenne 
de 150 % du temps utilisé pour faire la lecture, la validation et l'instanciation des 
objets. 
• La deuxième analyse comparative est l'implémentation de SAX.Xerces par rapport 
à DOM.JAXP. Dans ce cas, SAX.Xerces est plus performant que DOM.JAXP, avec 
une moyenne de 18 % seulement du temps utilisé pour faire les mêmes opérations 
(lecture, validation et instanciation). 
• La troisième analyse comparative est l'implémentation de XMLReader et DOM.Xerces. 
Ici, SAX est plus performant que DOM.Xerces dans une moyenne de seulement 31 % 
du temps de processus. 
• La dernière partie du tableau est l'analyse comparative de SAX.Xerces par rapport 
à DOM.Xerces. Dans cette comparaison, on voit que DOM.Xerces est supérieur à 
SAX.Xerces. Ces résultats peuvent être attribués à une mauvaise implémentation 
de I'API Xerces, cependant, on tient à mentionner qu'on a fait très attention pour 
être le plus possible en accord avec la littérature portant sur le sujet. 
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TABLEAU 3.5 - Comparaison entre SAX - XMLReader et DOM - JAXP 
Modèle Simple Moyenne Complexe 
Nombre de 
transactions 
10 100 1000 10 100 1000 10 100 1000 
SAX - XML-
Reader 
218 223 265 255 359 594 276 349 1,052 
DOM - JAXP 562 609 734 630 808 1,459 688 891 2,980 
Var % 157% 173% 177% 147% 125% 146% 149% 155% 183% 
SAX - Xerces 484 526 646 552 708 1,265 589 745 2,172 
DOM - JAXP 562 609 734 630 808 1,459 688 891 2,980 
Var % 16% 16% 14% 14% 14% 15% 17% 20% 37% 
SAX - XML-
Reader 
218 223 265 255 359 594 276 349 1,052 
DOM 
Xerces 
270 297 359 318 406 849 328 448 1,651 
Var % 24% 33% 35% 25% 13% 43% 19% 28% 57% 
SAX - Xerces 484 526 646 552 708 1,265 589 745 2,172 
DOM 
Xerces 
270 297 359 318 406 849 328 448 1,651 
Var % -44% -44% -44% -42% -43% -33% -44% -40% -24% 
La figure 3.17 montre le résumé de tous les résultats de performance obtenus sous 
forme de tableau faisant la comparaison par type d'implémentation et jeux de données. 
3.4.3 La complexité d'implémentation 
L'objectif du critère de la complexité d'implémentation est de donner une évaluation 
quantitative de la complexité en s'appuyant sur différentes mesures. Dans cette partie, on 
va analyser les résultats obtenus par type de mesure et pour l'ensemble des outils évalués. 
TLOC (Total Lines of Code) Cette mesure fait référence à la dimension et à la 
complexité du programme, en évaluant la quantité de travail intellectuel mise dans celui-
ci. Les résultats qu'on observe dans la figure 3.18 montrent l'API JAXB comme le plus 
complexe puisqu'il demande plus de travail intellectuel. Cependant, ces résultats ne sont 
pas valides parce que la grande majorité de ces codes, qui a été mesurée dans l'API 
JAXB, est générée automatiquement pour le processus de compilation du schéma XML 
et ce code ne doit pas être inclus comme un travail intellectuel mise par un programmeur. 
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• SAX - XMUtesdcr 
Figure 3.17 - Analyse comparative de performance par implémentation 
Par contre, dans le cas de SAX et DOM, cette mesure donne un aperçu de la complexité 
d'implémentation et de maintenance des différentes structures dans chacun de ces APIs. 
WMC (Weighted Methods Per Class) Cette mesure, qui permet d'évaluer l'effort 
de développement et de maintenance de la classe, montre dans la figure 3.18 que l'implé-
mentation de l'API DOM est le plus complexe, parce que la simulation de la structure 
d'arbre de noeuds demande plus de travail, quant aux lignes de code source, que l'implé-
mentation de la structure dans une forme séquentielle. 
CC (McCabe's Cyclomatic Complexity) Cette mesure fait une évaluation du nombre 
de chemins linéairement indépendants que peut prendre un programme chaque fois qu'il 
trouve une instruction (if, for, while, do, case, catch, etc) dans chacune des méthodes de 
la classe. Dans le cas de SAX (voir la figure 3.18), l'implémentation du modèle événemen­
tiel a été faite par l'utilisation d'une série instructions (if) de manier séquentielle dans la 
méthode de l'interface ContentHandler. Par contre, DOM et JAXB utilisent une série de 
méthodes plus petite pour représenter la structure arborescente. 
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TLOC 
Moyenne 
Figure 3.18 - Résultats de la complexité d'implémentation 
3.5 Conclusion 
Les documents XML permettent de représenter n'importe quelle structure de données et de 
les transporter. Dans l'intégration de systèmes d'information par le partage des données et 
dans le processus d'intégration d'une nouvelle structure de données ou d'une structure qui 
change souvent, l'implémentation est dispendieuse au niveau de son développement et sa 
maintenabilité. Cependant, les résultats obtenus, après l'application du cadre d'évaluation, 
ont permis de trouver un outil comme JAXB qui permet de traiter n'importe quelle 
structure de données et de rendre accessibles les données à l'application par son processus 
de compilation et de génération de code source automatiquement. 
CHAPITRE 4 
Appliquer le cadre sur l'activité de stockage 
Dans l'intégration de systèmes d'information utilisant l'approche par médiateur, les acti­
vités de saisie, de transformation et de diffusion permettent au système, qui fait la tâche 
de médiation, de recevoir des données dans une structure déterminée et éventuellement, 
de transformer ces données et de les envoyer à l'extérieur du médiateur dans une autre 
structure de données. Cependant, ces données ne seront pas persistantes. L'activité de sto­
ckage permettra au médiateur de faire une meilleure gestion sur les données persistantes 
et de les rendre accessibles pour d'autres besoins. Dans ce chapitre, on va appliquer le 




Figure 4.1 - Évaluation des outils dans l'activité de stockage 
On a choisi la technologie de base de données relationnelle dans l'activité de sto­
ckage comme la technologie à évaluer parce qu'elle devient une composante essentielle dans 
des technologies de l'information [ELMASRI et NAVATHE, 2007] et dans la persistance des 
données dans les applications d'entreprises développées en Java [ BAUER et KLNG, 2007J. La 
persistance est un de concepts fondamentaux dans le développement de systèmes d'infor­
mation et la technologie relationnelle fournit la manière pour stocker, organiser, récupérer 
et partager des données entre les différentes applications et les différentes technologies qui 
forment le système. 
Cependant, au cours des quinze dernières années, les développeurs ont parlé de 
la disparité d'impédance objet-relationnel. Ce phénomène est lié à la différence naturelle 
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entre la technologie orientée objet comme Java et la technologie relationnelle [IRELAND 
et coll., 2009]. Mais, le terme général utilisé pour faire référence à cette approche est 
Object-Relational Mapping (ORM). ORM se définit comme la persistance automatisée 
et transparente des objets d'une application Java aux tables dans une base de données 
relationnelle en utilisant de métadonnées1. Cela décrit la mise en correspondance entre les 
objets de l'application et la base de données. 
Dans ce projet de recherche, on a choisi d'évaluer Hibernate, parmi d'autres outils, 
comme outil dans la gestion de persistance de données XML parce qu'il y a un intérêt 
particulier de l'évaluer dans un environnement d'intégration. Hibernate est un outil ORM 
qui permet d'emmagasiner les objets persistants d'une application Java dans une base de 
données relationnelle. 
4.1 Hibernate 
La mise en oeuvre d'Hibernate comme un outil ORM se fait sous forme de logiciel de couche 
intermédiaire faisant la gestion entre l'application et la base de données relationnelle. Les 
auteurs Bauer et King, dans leur livre Java persistance with Hibernate, proposent trois 
scénarios d'implémentation [BAUER et KlNG, 2007) : 
• Le scénario descendant ou Top-Dovm 
• Le scénario ascendant ou Bottom- Up 
• Le scénario XML au milieu 
Pour chaque scénario d'implémentation, on va appliquer les trois critères définis 
dans le cadre d'évaluation. 
4.1.1 Le temps d'implémentation 
Le critère du temps d'implémentation porte sur le temps que prend l'implémentation d'un 
nouvel outil à partir de l'étude bibliographique initiale jusqu'à l'implémentation dans un 
prototype. Dans la définition du cadre d'évaluation, on a déterminé des jeux de données 
permettant d'implémenter l'outil sur différentes structures de données. Les structures, qui 
ont été définies pour évaluer les outils précédents, ne comportent pas tous les éléments liés 
Métadonnées : donnée qui renseigne sur la nature de certaines autres données et qui permet ainsi leur 
utilisation pertinente. Sources : http ://w3.olf.gouv.qc.ca/terminologie/fiches/8869869.htm 
4.1. HIBERNATE 49 
à la problématique d'implémentation d'un outil ORM. En conséquence, pour appliquer le 
critère du temps d'implémentation sur Hibernate, on doit définir des nouveaux les jeux 
de données permettant de répondre aux caractéristiques propres de l'outil. La figure 4.2 
schématise la nouvelle structure de données que représente un modèle objet du domaine 
d'une application de gestion bibliothécaire. Cette structure est formée par 12 classes, leurs 
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Figure 4.2 - Modèle UML de classes du domaine 
Scénario descendant ou Top-Down 
L'implémentation d'Hibernate dans ce type de scénario commence par le dévelop­
pement du modèle du domaine ou modèle objet. (Voir la figure 4.3). Ce modèle objet est 
schématisé dans la figure 4.2. À partir de la définition du modèle objet, on commence 
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la construction à la main de toutes les métadonnées nécessaires pour faire la représenta­
tion des objets Java dans la base de données relationnelle. Hibemate peut travailler des 
métadonnées écrites dans des documents XML ou utiliser Hibemate Annotations2. Dans 
ce projet, on a créé les métadonnées sur des documents XML. Une fois les métadonnées 
construites, le modèle relationnel peut être généré automatiquement par l'outil Hiberna-
teTools ou il peut être créé manuellement pour le programmeur à l'aide d'instructions 
SQL3. 












Figure 4.3 - Scénario descendant 
Ce scénario met en évidence les quatre problèmes liés à la disparité d'impédance 
objet-relationel : 
• Le problème de granularité 
• Le problème de sous-types 
• Le problème d'identité 
• Le problème lié aux associations 
Par la suite, on détaillera les problèmes qui sont liés à la disparité entre le modèle 
orienté objet et le modèle relationnel, puis on verra la mise en oeuvre de ces quatre 
problèmes à partir de l'implémentation du scénario descendant. 
2est l'implémentation de JPA (Java Persistence ÂPI) qui est l'implémentation de la configuration 
standard de la persistance dans la plate-forme JAVA EE 5.0 
3Structured Query Language : C'est le langage de définition, d'interrogation, de mise à jour et de 
gestion des bases de données relationnelles 
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Le problême de granularité 
La granularité4 dans le problème de disparité d'impédance objet-relationnel fait 
référence à la quantité de classes que contient le modèle objet par rapport aux nombres de 
tables que contient le modèle relationnel, c'est-à-dire qu'en général, il y a plus de classes 
que de tables. 
Dans l'exemple du modèle objet, illustré dans la figure 4.4 ci-dessous, la classe 
Membre représente les utilisateurs affiliés à la bibliothèque, et chaque membre peut avoir 
deux adresses, l'adresse de la maison et celle du travail. Dans la base de données, la 
représentation de cette relation se fait à partir de la création d'une seule table Membre qui 
contient tous les attributs de la classe Membre, ainsi que les attributs de la classe Adresse. 
Les colonnes de ces attributs sont représentées deux fois par : nro_maison, rue_maison, 
ville_maison, provence_maison, pays_maison, codepostal_maison, telephone_maison, 
une fois pour l'adresse maison et l'autre fois pour l'adresse travail. 
<<Enïty» 
Mambr» 
M <t>i> Intaoar <M> 
Nom Vaiiablachaiactera(40) <M> 
Pnncffl Variabta chHKtm(40) <M> 
DataAdhaton Data <M> 
DataRanowaHamaRt Data <M> 
Solde Oacimal (10,2} 
Nro mainn Intagar 
Ru»_mai«on Variabla chaiac tara (40) 
Appjnaiion Intajar 
VU* maiaon Variabla chaiactars (40) 
PlWWCtJBiiSll) Variabla charactarc (40) 
payajnanon Variabla chaiactcn (40) 
CodaPo*al_mai*>n Vaiiabl a chaiactars (10) 
Jtj^ howMMjion _ — _ Variabla cftaractera|1 0]_ 
Nnjravail Intagar 
Ru»_tnv«H VariaWa chanctm (40) 
AppjtwaH Irrtajar 
VHItJnvail Variabla chanelwi (40) 
PRwnetJravsif Variabla chaiactars (40) 
pays.tnvail Variabla chanctan (40) 
CahPsMJnrflft VamUa cbametwt(t0) 






Figure 4.4 - Propriétés de la classe Adresse comme attributs de la table Membre mise en 
correspondance comme composant de la classe Membre 
^Granularité degré de fragmentation d'une entité donnée (mémoire, disque, fichier, 
champ, etc.) en unités plus petites, dans un but de protection ou pour la gestion, 
http ://w3.olf.gouv.qc.ca/terminologie/fiches/8381882.htm 
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L'approche proposée par Hiberaate, dans la problématique de granularité, est basée 
sur l'identification de chacune des classes qui forment le modèle du domaine. Pour identifier 
l'ensemble des classes du modèle du domaine, Hiberaate fait les différences essentielles 
suivantes : 
L'objet de type entité. Un objet de type entité a sa propre identité dans la base de 
données comme valeur de clé primaire. Une référence à une instance d'un objet de type 
entité persistante est représentée par la clé étrangère. Une entité a son propre cycle de 
vie. Un objet de type entité existe indépendamment d'autres entités. Par exemple dans 
la figure 4.5, l'entité Membre est mise en correspondance comme une entité ayant un 
identificateur unique dans la base de données identifié par l'attribut membre_ id. La mise 
en correspondance des objets de type entité se fait linéairement. C'est-à-dire que toutes 
les propriétés de la classe ont leur propre représentation explicite dans le fichier XML de 
correspondance. La figure 4.5 représente la mise en correspondance d'un objet de type 
entité et sa propriété dans le format de fichier XML d'Hibernate. 
<?xml version  ^
<!DOCTYPE Wbemate-mapping PUBLIC 
"-//HHsemate/Hibemate Mepping CTO 3.0//EN" 
•* http://hibemateiouroeforge.net/hibemate-mapping-3.0xltd"> 
«hiberna te-ma pping package* "mode/"> 
<class name* "/Memâre"table* 
<id name* Wcolumn* "fâMBRë_ID"> 
<generator ctass» "assigned"> < /generator> 
</id> 
<property name* "rawn"<xilumn« "MEMBRE_ NOM" type» "string"><lpmpefti > 
<property name* >w»Wj"column* "MEMBRE_PR£NOM"tipe<* "string^  </property > 
<property name* 'dabsAdhésion" 
column» "MEMBRE_ ADHESION "ty pe • "date" 
r>ot-nul« "frue^x/propeity > 
«property name* "datcftenoure/lement" 
colunrm- •MEMBRë_RBtOUVELL£MENrttp*m y*te'i.</property> 
<property name* "solde" tf pe* "double "> 
<co!umn name* "solde" àétufc* "0""></oolumn> 
</property> 
</dass> 
</hi berna te-mapping> 
* 
Figure 4.5 - Mise en correspondance d'un objet de type entité 
1. L'élément id permet d'associer l'objet en mémoire avec la clé primaire de table dans 
la base de données relationnelle ; ce type de propriété ne s'utilise pas habituellement 
dans le domaine de la programmation par objets, mais cela est nécessaire dans 
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l'iinplémentation d'Hibernate. Les développeurs Java comprennent bien la différence 
entre un objet identique et un objet égal. Les objets sont identiques s'ils occupent la 
même portion de mémoire dans la JVM5. Cela peut se vérifier en utilisant l'opérateur 
« == » sur les objets. Et les objets sont égaux si l'objet a la même valeur. Cela peut 
se vérifier en définissant la méthode equalsQ dans la classe. Les objets stockés dans 
la base de données relationnelle sont identiques s'ils représentent la même valeur de 
la clé primaire dans la table. Le concept d'objet identique ou égal est utilisé dans 
le modèle objet par rapport à la clé primaire de la table dans le modèle relationnel. 
Cette différenciation permet aux développeurs Java de lier l'objet en mémoire et de 
le rendre persistant dans la base de données. 
2. L'élément property permet de faire le lien entre les attributs d'un objet et les colonnes 
de la table. Le nom de la propriété et le nom de la colonne sont liés à partir de 
l'attribut de la propriété column. De plus, le type de la propriété d'un objet peut 
être associé à partir de la définition des types d'Hibernate. 
3. L'élément not-null contrôle l'insertion de valeurs nulles dans la colonne de la table 
avant d'aller chercher l'intégrité dans la base de données. 
4. L'élément default permet de garder une valeur par défaut dans la base de données. 
L'objet de type valeur. Un objet de type valeur n'a aucune identité dans la base 
de données. Cet objet appartient à une instance d'entité et son état persistant est lié au 
niveau du registre dans la table de sa propre entité. Les objets de type valeur n'ont pas 
d'identificateur unique ou de caractéristique qui les identifie. Cet objet ne permet pas 
de référence partagée et l'accès à ce type d'objet doit se faire directement par l'instance 
d'entité qui a son identité. Par exemple, la classe Adresse dans le modèle objet correspond 
à un objet de type valeur. (Voir la figure 4.6). 
Les objets de type valeur sont représentés dans le modèle objet comme une asso­
ciation de type agrégation, c'est-à-dire que le cycle de vie de ceux-ci dépend de l'objet 
de type entité. Pour mettre en correspondance un objet de type valeur, Hibernate utilise 
l'élément component qui met en correspondance un objet de type valeur comme un com­
posant de l'objet entité. Comme l'objet de type valeur n'a pas un identificateur dans la 
base de données, le cycle de vie de l'objet de type valeur dépend du cycle de vie de l'objet 
entité. 
5est un environnement d'exécution indépendant de plate-forme qui convertit le code Java dans le 
langage-machine (bytecode) et l'exécute. 
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chibernate-mapping package»"model*> 
<class naine» "Membre " table - "MEMBRE "> 
<component name»"adressefiaison" class =• "Adresse"> 
<propecty name-"nro" type-"integer" column-"NSO_MarsONw></propecty> 
<property name-"rue" type-"string" column-"RVE_MAISON">< /prop*tty> 
<propecty name*"app" type= "string" column="APP~J"IflISON"></property> 
<property narrve=*"ville " type" "string" column»"VILLE_MAISON"></ prope rty> 
•cproperty name- "provence " type-"string" 
column="PiîOSVBNCS_fMISON"></property> 
<property naine-"pays" type""string" column-"PAYS__MAISON"></properx.y> 
<pcoperty name-"codePostal " type-"string" ~ 
column-"CODEPOSTAl_MAISO«"></propecty> 
<property name*" téléphoné" type»"string" 
column » "TELEPHONE_MAISON*> </pro pe c ty > 
</comporte nt> 
<comporierït name= "adresseTravail " class» "Adresse"> 
</comporte nt> 
Figure 4.6 - Mise en correspondance d'un objet de type valeur 
1. L'élément comportent dans le fichier XML de correspondance permet d'associer la 
classe Adresse à la classe Membre comme un composant de la classe. L'associa­
tion entre les deux classes est une association unidirectionnelle6, c'est-à-dire que la 
requête sur la classe adresse doit se faire à partir de l'identificateur de la classe 
membre. 
2. Le nom de composant adresseTravail permet de définir les autres types d'associa­
tions qui forment l'association entre l'objet entité et les objets de type valeur. La 
représentation dans le modèle relationnel apparaît dans la figure 4.6. 
Conclusion. 
• Pour résoudre le problème de granularité représentée dans l'association de type agré­
gation entre la classe Membre et la classe Adresse, Hibernate propose la création 
d'une seule table dans le modèle relationnel qui correspond aux deux classes du mo­
dèle du domaine. L'avantage de cette approche est d'avoir une requête SQL simple, 
d'une seule table, dans la récupération des données stockées dans la base de données. 
®relation où un élément A connaît la localisation et l'accès à un élément B, mais l'élément B ne connaît 
pas l'élément A. 
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Par contre, le désavantage, dans cette approche, est d'avoir des valeurs nulles dans 
les colonnes de la table quand la classe Membre a un seul type d'adresse. 
• Dans la construction des métadonnées, Hibernate propose l'implémentation de l'as­
sociation d'agrégation par l'identification de l'objet de type entité qui sera identifié 
uniquement dans le modèle relationnel par la clé primaire de la table que représente 
l'association. À partir de cette définition, la deuxième classe de la relation sera un 
composant de l'objet de type entité et sera représentée comme une colonne de table. 
L'avantage qu'on trouve à cette approche est la possibilité de stocker, dans une 
seule instruction Hibernate, les données contenues dans les objets qui représentent 
l'association d'agrégation. 
• Le temps d'implémentation et la complexité, dans la problématique de granularité, 
font référence à l'identification claire des objets de type entité et de type valeur 
contenus dans le modèle du domaine. 
Le problème de sous-types 
Le problème de sous-types porte sur l'implantation du concept d'héritage7 dans 
une application Java. En programmation orientée objet, le mécanisme d'héritage permet 
la création d'une classification hiérarchique des classes. En utilisant le concept d'héritage, 
on peut définir une classe générale qui contient un ensemble d'attributs communs. Cette 
classe, ensuite, peut être héritée par d'autres classes qui seront plus spécialisées en ajoutant 
des attributs uniques. Dans la terminologie Java, la classe plus générale qui forme la 
base pour l'héritage est appelée la superclasse et la classe plus spécialisée qui hérite de 
la superclasse est appelée la sous-classe [HORSTMANN, 2002]. Hibernate propose quatre 
approches pour implémenter la hiérarchie d'héritage : 
• Table par classe concrète avec le polymorphisme implicite 
• Table par classe concrète avec unions 
• Table par hiérarchie de classes 
• Table par sous-classe 
7dans la programmation orientée objet, le mécanisme d'héritage permet à une classe 
d'objets de transmettre ses méthodes et ses variables à des sous-classes. Source : 
http ://w3.olf.gouv.qc.ca/terminologie/fiches/8873133.htm 
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Dans ce qui suit, on va détailler chacune de ces approches pour évaluer quelle sera 
la meilleure option d'implémentation dans le modèle objet qui a été défini dans les jeux 
de données. 
Table par classe concrète avec le polymorphisme implicite. La première approche 
consiste à créer une table par classe concrète avec le polymorphisme implicite, c'est-à-dire 
une classe dont toutes les propriétés, en incluant les propriétés héritées, peuvent être en 
correspondance en colonnes de table. 
Dans cette approche, le fichier XML de mise en correspondance est similaire au 
fichier de la figure 4.5, parce que l'approche de table par classe concrète génère une classe 
de type entité. Les deux tables ont leur représentation d'identité dans la base de données 




Vwiïbta ïh»ractera{40) <M» 
-s»» 




Solde Décimal 110.2) 
Figure 4.7 - Mise en correspondance d'une table par classe concrète avec polymorphisme 
implicite 
Cependant, le problème de cette approche est l'implémentation de l'association 
entre les sous-classes et la superclasse, parce que dans la base de données, l'association 
entre les tables est implémentée à partir de l'utilisation d'une clé étrangère qui permet 
de partager les propriétés entre les deux tables. Dans cette approche, la représentation 
d'héritage est représentée par deux tables qui n'ont pas de relation entre elles. La répétition 
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des propriétés dans les tables génère de l'information dupliquée et il est difficile de gérer 
les requêtes sur la superclasse et les sous-classes. (Voir la figure 4.7). 
Table par classe concrète avec unions. Cette approche est semblable à l'approche 
précédente, mais la différence se trouve dans le fichier de correspondance qui utilise l'élé­
ment union. Il y a un seul fichier de correspondance dans lequel se fait la correspondance 
de toutes les propriétés de la superclasse avec l'union d'autres propriétés des sous-classes. 
(Voir la figure 4.8). Comme dans l'approche précédente, le modèle relationnel maintient 
deux tables qui doublent les attributs de la superclasse. La limitation de cette approche est 
que si une propriété est mise en correspondance dans la superclasse, le nom de la colonne 
doit être le même pour toutes les sous-classes. 
<property narne= "nom" column= "NOM" type = "stri/Jg"><•' /prop611:y > 
<union-subclass name="Etudiant" table="ETVDIANT"> 
<prope irty name= "Nzotfa tricvle " 
cclumn="NRQMATRICULE" 
type= "integer ">< / p rope r ty > 
</ura on-subclass> 
<uniop.-subclas3 nam"Employé" table= "EMPLOYE"> 
<property name-"CodeEnpioye" 
column="CODEEMPLOYE" 




Figure 4.8 - Mise en correspondance d'une table par classe concrète avec l'utilisation de 
l'élément union-subclass 
1. Dans le modèle objet, la classe Membre est une classe définie comme abstract ou 
interface pour permettre l'héritage de ses attributs aux sous-classes. Dans la ter­
minologie d'Hibernate, les classes abstract ou interface sont définies par l'élément 
abstract="true" qui permettra de stocker les données de la superclasse dans les 
différentes tables qui représentent les sous-classes. 
< hibe rnate-mappi ng > 
<clâss name="/fezBfcren abstract= "true "> 
column-"MEMBRE_ID" 
type="i/j teger "> 
<gene rator class="assignec("></genet:ator> 
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2. L'identificateur membre_ id est un identificateur unique dans la base de données qui 
est partagée par toutes les classes concrètes de la hiérarchie d'héritage. L'implémen-
tation dans la base de données est représentée par l'attribut membre_ id, défini dans 
les tables que représentent les sous-classes de la relation d'héritage. 
3. Toutes les propriétés de la superclasse sont définies par l'élément property permettant 
de les hériter par les sous-classes. 
4. Les sous-classes sont mises en correspondance avec leurs propres tables. Les tables 
héritent des attributs de la superclasse et de l'identificateur unique. 
Table par hiérarchie de classes. La troisième approche est l'implémentation d'une 
table par hiérarchie de classes. Une hiérarchie de classes peut être mise en correspondance 
par une seule table. Cette table inclut tous les attributs de la superclasse et des sous-classes 
comme colonnes de table. Pour identifier la sous-classe dans la table, il est nécessaire de 
créer un identificateur spécial, par exemplaire type_ membre qui permet de différencier les 
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Figure 4.9 - Table par hiérarchie de classes 
Cette approche est gagnante en terme de performance et de simplicité en raison 
d'une implémentation des attributs de la superclasse et des sous-classes dans une seule 
table, ce qui évite la génération de requêtes imbriquées complexes. Cependant, la possi­
bilité de placer des valeurs nulles dans des colonnes de la table peut être la cause d'une 
violation de l'intégrité des données. 
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Table par sous-classe. La dernière approche est une table par sous-classe qui repré­
sente la relation d'héritage comme une association de relations utilisant des clés étrangères 
pour implémenter la relation d'héritage. Toutes les classes et sous-classes sont déclarées 
persistantes, en incluant les classes abstraites et les interfaces dans leurs propres tables. 
À la différence de deux premières options, chaque table qui représente la hiérarchie d'hé­
ritage contient seulement ses propres attributs et l'identificateur unique, comme aussi la 
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Figure 4.10 - Table par sous-classe 
L'avantage de cette approche est une base de données normalisée et un modèle 
relationnel qui peuvent s'adapter aux changements survenus dans le modèle objet. Cette 
approche permet aussi l'implémentation de l'association entre la superclasse et les sous-
classes représentée par l'utilisation des clés étrangères comme une référence entre les tables. 
La figure 4.11 montre le fichier de mise en correspondance de cette approche qui utilise 
l'élément joined-subclasse pour représenter la hiérarchie d'héritage. 
1. La superclasse Membre est mise en correspondance avec la table Membre comme un 
objet de type entité. 
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<hibernate-mappir.g package**nodel*> 
<class name="Membre" table*"MEMBREW> 
<id naroe**icf column*"MEMBlU5_IDm> 
<générâtor class»"assigned"></generator> 
</id> 
<property naine'"noiD" column» type="stxi/îg'",></property> 
cjoined-subclass name«"Etudiant" 
table* nETUDIAHTn> 
<key column»"ETt7DIANT_ID*></ k ey > 
<p l'opt- c ty nanie- "NroMa tri eu le" coiumn- "MRO_MATRICULE "> < / p r ope i ty > 
</ioined-sabclass> 
< V i^neci-sLibclass name- "Employé " 
table» "EMPLOYE *> 
<key column« "EMPLOYERJDn></key> 
<ptoper ny name* "codeEœpioye " c o1umn="C 0D£J_ EMP LOYE* > < / p r op e ï t y > 
< / 3omed-subclass> 
</Cl.-3SS> 
</hibe t'na te-R\appinq> 
Figure 4.11 - Mise en correspondance d'une table par sous-classe 
2. L'élément joined-subclass permet de mettre en correspondance des sous-classes dans 
une nouvelle table. Tous les attributs de la sous-classe sont mis en correspondance 
avec les colonnes de la table. 
3. L'identificateur unique de la classe Membre (membre_id) devient la clé primaire 
dans la table Etudiant et Employé avec l'élément key-column. (Voir la figure 4.11). 
L'association entre la superclasse et les sous-classes se fait par la valeur de l'identi­
ficateur unique de la superclasse. 
Conclusion. 
L'approche qui permet d'implémenter le concept d'héritage en respectant les contraintes 
du modèle relationnel est la dernière approche, c'est-à-dire celle d'une table par sous-classe. 
En voici les raisons : 
• Une de principales raisons de l'existence de la base de données relationnelle est la 
puissance dans la gestion des données. Cette puissance se traduit par la possibilité de 
garder les données et de rendre l'information accessible aux utilisateurs, de manière 
à garantir l'intégrité des données qui sont stockées dans la base de données. La 
dernière approche permet l'implémentation de l'héritage dans le modèle relationnel 
de manière à garantir une structure de données normalisée. 
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• L'utilisation d'un outil comme moyen d'intégration de systèmes d'information doit 
permettre une évolution et une adaptabilité faciles aux changements. L'implémen-
tation de la dernière approche permet la création de nouvelles sous-classes dans la 
hiérarchie d'héritage rendant possible l'ajout de nouvelles tables dans chaque nou­
velle sous-classe. 
• L'implémentation de l'approche d'une table par sous-classe permet de respecter au 
maximum les contraintes existant dans le modèle objet comme aussi dans le modèle 
relationnel. 
Le problème d'identité 
Le problème d'identité consiste en l'identification des objets dans la mémoire de la 
machine virtuelle Java et les stockages dans la base de données relationnelle. Le mécanisme 
de persistance est responsable de la gestion automatisée du stockage dans n'importe quel 
outil ORM. Hibernate, comme un outil ORM, permet de différencier un objet chargé en 
mémoire et un objet persistant pour la mise en place d'un contexte de persistance ou 
unité de travail (voir la figure 4.12). Dans ce contexte, l'objet va présenter différents états 
pendant son cycle de vie, ce qu'on peut constater dans la figure qui suit. 
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Figure 4.12 - Diagramme d'état-transition d'un objet dans le contexte de persistance 
• Éphémère ou Trônaient. Un objet est dans l'état transient après avoir utilisé 
l'opérateur new et avant d'être persistant. Les objets dans cet état sont considérés 
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non transactionnels. C'est-à-dire que n'importe quelle modification a pu être faite 
sur l'objet, celui-ci n'étant pas connu dans le contexte de persistance, et il n'y a pas 
de liaison entre l'objet de l'application et la table dans la base de données. 
• Persistant. Un objet est dans l'état de persistance quand une instance de cet objet 
est représentée par un identificateur unique dans la base de données. Le processus 
de liaison entre l'identificateur de l'objet et l'identificateur de la base de données est 
connu comme une instance de persistance. Cette instance de persistance est associée 
à un contexte de persistance dans lequel l'application peut détecter les modifications 
sur l'objet. 
• Supprimable ou Removed. Un objet est dans l'état de removed si celui-ci a 
été programmé dans un contexte de persistance et géré jusqu'à la fin de l'unité de 
travail. Un objet dans cet état ne peut pas être réutilisé, car il sera effacé de la base 
de données quand l'unité de travail sera complète. 
• Détaché. Pour comprendre l'état detached, on va considérer un exemple de tran­
sition dans un contexte de persistance. Le premier état est celui de transient après 
l'utilisation de l'opérateur new. Ensuite, l'objet est persistent quand il est lié à un 
identificateur unique dans la base de données. Ces deux opérations sont exécutées 
dans la même unité de travail ou contexte de persistance et sont synchronisées avec 
la base de données. Avant de compléter l'unité de travail, l'objet dans l'état per­
sistent peut recevoir des modifications. Après que l'unité de travail a été complétée 
et que le contexte de persistance est fermé, l'objet passe à l'état detached. 
L'identification et la liaison des objets dans la mémoire d'une application Java 
utilisant Hibernate comme mécanisme de persistance s'effectuent par la mise en place 
d'un contexte de persistance. Dans la terminologie Hibernate, un contexte de persistance 
est représenté par l'élément Session. L'implémentation d'un identificateur qui permet à 
Hibernate de lier l'objet en mémoire avec la base de données se fait avec l'élément id dans 
le fichier de correspondance. Comme on l'a mentionné dans le problème de granularité, les 
objets Java dans une implémentation Hibernate peuvent avoir deux types objets : objet de 
type valeur ou objet de type entité. L'objet de type valeur n'a pas d'identificateur dans la 
base de données, par contre, l'objet de type entité a une identification unique dans la base 
de données à partir de la définition d'une clé primaire associée à l'élément id dans le fichier 
de correspondance. L'implémentation, dans l'application Java, se fait par la définition de 
deux méthodes qui permettent l'identification de l'objet en mémoire dans leurs différents 
états : equalsQ et hashCodeQ. 
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Ces deux méthodes permettent de différencier le concept d'identité et d'égalité 
dans une application Java. Deux objets sont identiques s'ils occupent la même portion 
de mémoire dans la machine virtuelle Java. Cela peut se vérifier en utilisant l'opérateur 
« == » et en implémentant la méthode hashCodeQ. Et deux objets sont égaux s'ils ont 
les mêmes valeurs en implémentant la méthode equalsQ. 
L'élément id permet donc d'assigner un identificateur unique à l'objet dans l'ap­
plication Java et de le lier à la base de données. L'implémentation de cet identificateur 
doit être choisie entre les attributs de la classe et cette valeur d'attribut ne peut pas chan­
ger. Normalement, l'élément id ne s'utilise pas souvent dans les applications Java, mais 
dans la base de données relationnelle l'assignation d'une valeur unique ou clé primaire est 
fondamentale au moment de la persistance et des requêtes futures sur les données. Pour 
sélectionner un attribut comme candidat à devenir une clé primaire ou un élément id, il 
doit satisfaire aux exigences suivantes : 
• L'attribut doit avoir une valeur, de préférence numérique, non nulle. 
• L'attribut doit avoir une valeur unique qui représente chaque registre dans la base 
de données. 
• La valeur de l'attribut ne doit pas changer. 
Mais, on peut sélectionner aussi un attribut ou un ensemble d'attributs uniques, 
ces attributs étant créés par la sémantique du modèle du domaine. Par exemple, une clé 
naturelle peut être le NAS, le numéro de permis de conduire ou n'importe quelle valeur qui 
permet l'identification unique d'un attribut. Pour implémenter une clé naturelle dans le 
modèle du domaine, on a choisi une relation de trois classes pour représenter un identificar 
teur composé de trois valeurs. Ces trois identificateurs qui sont des identificateurs uniques 
dans chaque classe deviennent une clé primaire composée dans le modèle relationnel. (Voir 
la figure 4.13). 
1. L'élément composite-id implémente la clé composée qui est définie dans la classe Em-
pruntld. Dans cette classe, on a créé les trois attributs d'identification unique de la 
relation entre les trois classes en implémentant des méthodes equals() et hashCodeQ. 
2. L'élément key-property permet de mettre en correspondance les différents attributs 
qui forment la clé composée. 
3. L'élément many-to-one permet de mettre en correspondance la relation entre la 
classe Emprunt et les classes Membre et Exemplaire. La colonne qui est définie dans 
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Implémentation d'un identificateur composé 
Modèle Objet 
<ciass name» "Emprunt' table* 'EMPRUNT"> 3 <compo»t0-id name= "empruntld' chss* "Empruntld"> 
<tey-property name- "emprwiOdmeolumft~mEMPRUNTJD*/> 
<key-property name= •membrekl* coktmn* mMEMBRE_ID"/> 
<kBv*property name- "exempbireld' cokimn="NUMERO"/> 
</compasitfr4d> 
< many-to-one name« "membre" 
COtufTW* "MEM8R£JD" 
cia»* "Membre" 
înseft» "fabe" updaîe*mfake"/> 
<many-to-one name= "exemplaire* 
column="NUMERO" 
ctass* "Exemplaire" 
insert* "foise" update=mfafse'/> 
</dass> Mapping XML 
Figure 4.13 - Implémentation d'une clé composée 
cet élément représente la clé étrangère dans la table Emprunt. Les valeurs false dans 
les éléments insert et update garantissent la gestion automatisée des valeurs de la 
clé étrangère. 
Conclusion. 
• L'assignation d'un identificateur unique comme attribut de la classe de type entité 
permet de lier l'objet en mémoire avec la base de données, comme aussi d'offrir la 
possibilité d'identifier l'état de l'objet pendant son cycle de vie. 
• L'élément composite-id permet d'implémenter une clé composée qui vient de la base 
de données héritée. 
• Le temps d'implémentation et la complexité, dans la problématique d'identité, sont 
liés à l'identification, comme dans la problématique de granularité, des objets de 
type entité contenus dans le modèle du domaine et qui seront représentés par une 
clé primaire dans le modèle relationnel. 
Le problème lié aux associations 
Une relation R entre deux entités E\ et E2 représente la définition d'un ensemble 
d'associations entre les entités [ELMASRI et NAVATHE, 2007]. Mathématiquement, l'en­
semble de relations R est un ensemble d'instances de relations r\ , où chaque r* associe n 
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individuel entités (ei,e2, et chaque entité ej en est un membre de l'entité Ej, 
1 < j < n. (voir la figure 4.14). 
Catégorie Ouvrage 
Représentation d'une relation d'associations entre les entités Ouvrage et 
Catégorie 
La représentation des associations dans le modèle objet est substantiellement diffé­
rente de la représentation des associations dans le modèle relationnel. L'association d'ob­
jets est représentée par des références entre les objets, par contre, l'association des tables 
est représentée au niveau de la clé primaire et de la clé étrangère, c'est-à-dire que la valeur 
de la clé primaire de la table T\ est copiée dans la table T2 comme la représentation de la 
clé étrangère. 
Les références entre les objets sont, de nature, directionnelles, et on peut les parcou­
rir dans les deux sens de la relation. Pour créer l'association entre les objets, on définit, de 
chaque côté de l'association, l'objet de référence. Hibernate supporte les principales collec­
tions d'interfaces Java pour représenter les associations : java.util.Set, java.util.Collection, 
java.util.List, java.util.Map, java.util.SortedSet, java.util.SortedMap. 
Par contre, l'association par clé étrangère n'est pas directionnelle de nature. Pour 
faire la navigation, on doit créer une relation arbitraire dans le modèle de données qui 
permet l'association entre les tables. Les principales associations dans le modèle relationnel 
sont de type unidirectionnel ou bidirectionnel et leur cardinalité8 sont : un à un, un à 
plusieurs ou plusieurs à plusieurs. 
8Cardinalité : dans une base de données relationnelle, nombre d'occurrences d'une entité, 
http ://w3.olf.gouv.qc.ca/terminologie/fiches/8375079.htm 
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On a implémenté plusieurs associations dans le modèle du domaine, mais dans 
ce chapitre, on va décrire les trois associations les plus utilisées : l'association unidirec­
tionnelle de plusieurs à un, l'association bidirectionnelle de plusieurs à un et l'association 
bidirectionnelle de plusieurs à plusieurs. 
L'association unidirectionnelle de plusieurs à un. Cette association permet de 
créer une référence de l'objet Catégorie dans l'objet Ouvrage dans un seul sens de la 
relation. C'est-à-dire que pour connaître les catégories de l'ouvrage, on doit parcourir 
initialement l'instance de l'objet ouvrage pour arriver à ses catégories. L'implémentation 
est détaillée dans la figure 4.15. 
fmplémentatfon d'une association unidirectionnelle 
de plusieurs à un 
1. .1  
Modèle Objet 
<class name= "Ouvrage" table= "OUVRAGE"> 
<id name»"*/"co/omn="OUWM6E_/0"> 
«generator class* "assigned"></generator> 
<fîd> 





<class name« "Catégorie" toble*"CATEGORIE"> 
<id name» "id" column="CATEGORIE^ ID"> 
<generator class= "assigned"></generotor> 
</W> 
<property name= "description" 
type="strmg" 
column« "CATEGORIE_ DES "x/property> 
# 
</class> Mapping XML 
Figure 4.15 - Implémentation d'une association unidirectionnelle de plusieurs à un 
1. Dans une association unidirectionnelle de plusieurs à un, l'association se fait par la 
création de la colonne categorie_id dans la table Ouvrage par l'élément many-to-
one. L'élément not-null= "true " permet d'informer l'application que la clé étrangère 
Categotie_id ne peut pas être nulle. 
2. La colonne categorie_id dans la classe Catégorie est une clé primaire qui permet 
d'identifier cette classe dans la base de données à partir de la table du même nom. 
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La valeur unique de l'identificateur permet d'assurer la relation d'association avec 
la table Ouvrage en contenant le même attribut et la même valeur. 
L'association bidirectionnelle de plusieurs à un. À la différence de l'association 
précédente, l'association bidirectionnelle permet de parcourir la relation dans les deux 
sens. Pour créer ce type de relation, on doit définir à chaque côté de la relation une 
référence de l'objet. En d'autres mots, si la relation contient plusieurs objets, on doit 
définir une collection d'objets de type interface. Or si l'association est d'un seul objet, on 
doit créer une référence à cet objet comme dans l'association précédente. L'implémentation 
est détaillée dans la figure 4.16. 
Implémentation d'une association bidirectionnelle 
de plusieurs à un 
i . . i  
Modèle Objet 
<class name- "Ouvrage" table= "OUVRAGE"* 
<id name="id" column="OUVRAGE_ID"> 
<generator class» "assigned"></generator> 
</\d> 
< many-to-one name= "catégorie" 




<dass name= "Catégorie " tabie=" CATEGORIE" > 
<id name= "id" column="CATEGORIE_ID"> 
«generator class* "assigned"></generator> 
</id> 
<set name= "ouvrages " 
inverse» "true" 
cascade» "save-vpdate"> 
<key cohjmn= "CATEGORlE_ lD"/> 




Figure 4.16 - Implémentation d'une association bidirectionnelle de plusieurs à un 
1. Dans une association bidirectionnelle, à la différence de l'association unidirection­
nelle, l'addition d'une collection d'objets de type Ouvrages est mise en correspon­
dance à partir de la définition de l'élément Set name= "Ouvrages". L'élément in-
verse= "true " permet à l'application de savoir que cette relation est bidirectionnelle. 
Et l'élément cascade= "save-update " rend persistante la relation au même moment. 
Hibernate gardera donc les deux classes dans une seule instruction. 
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2. L'élément key column="catégorie_id" permet de copier la valeur de l'identificateur 
unique de la classe Catégorie dans la table OUVRAGE comme référence ou clé 
étrangère. 
L'association bidirectionnelle de plusieurs à plusieurs. Une association bidirec­
tionnelle de plusieurs à plusieurs implémente une relation de collection entre les objets 
qui forment la relation. (Voir la figure 4.17 sous le modèle objet). L'implémentation dans 
le modèle objet se fait par la création d'une collection d'objets à chaque côté de la rela­
tion. Dans le modèle relationnel, l'existence de ce type de relation exige la création d'une 
nouvelle table qui implémente une clé primaire composée avec les attributs uniques de 
chaque côté de la relation. L'implémentation dans Hibernate se fait par la mise en place 
de l'élément Set name= "ouvrages" et Set name= "auteurscomme on le représente dans 
la figure 4.17. 
Implémentation d'une association bidirectionnelle 
de plusieurs à plusieurs 
<class name= "Ouvrage" table« "OUVRAGE"» 
<id name= "id" column» "OUVRA GE_ ID"> 




<set nam e* "auteurs" 
table= "OUVRAGE_AUTEUR" « 
inverse» "true" 
cascade» "save-update"> 
<kev cotumn» "OUVRA GE_ ID "/> 
<many-to-many dass= "Auteur" cohjmn="AUTEUR_ID"/> 
</set> 
</dass> 
<ctass name= "Auteur" table="AUTEUR"> 
<id name="id" column- "AUTEUR_ ID"> 
<generator class= "assigned"></generator> 
</id> 
<set name= "ouvrages" 
table* "OUVRAGE_AUTEUR" 
cascade* "save-update"> 
<key cotumn= "A)JTEUR_tD"/> 
<many-to-many clasj- "Ouvrage" cotumn="OUVRAGEJD"/> 
</set> 
</class> MappingXML 
Figure 4.17 - Implémentation d'une association de plusieurs à plusieurs 
1. L'élément set name= "auteurs" permet de mettre en correspondance la collection 
d'auteurs qu'il y a dans la classe Ouvrage. L'élément inverse= "true " permet d'in­
former l'application que la relation entre les classes Ouvrage et Auteurs est 
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association bidirectionnelle. L'élément cascade= "save-update" rend persistantes les 
collections au même moment. 
2. L'élément key column = "ouvrage_id" représente la clé étrangère dans la table ou-
vrage_ auteur. 
3. Dans la classe Auteur, il existe aussi une collection d'ouvrages qui est mise en cor­
respondance par l'élément set name = "ouvrages ". 
4. Comme la relation est de plusieurs à plusieurs, il faut créer une nouvelle table qui 
permet de garder cette relation. L'élément many-to-many permet d'envoyer les iden­
tificateurs uniques des deux classes à la nouvelle table ouvrage_ auteur comme une 
clé primaire composée. 
L'association unidirectionnelle de plusieurs à plusieurs comme composante. 
Dans cette association, la classe Livre est mise en correspondance comme une entité com­
posée, c'est-à-dire que son cycle de vie dans l'application appartient à la classe Réserva­
tion, mais sa représentation dans le modèle relationnel a son propre identificateur unique 
composé par les attributs id_ Réservation et id_ Livre. (Voir la figure 4.18). 
1. L'élément set name= "livres" permet de mettre en correspondance la collection de 
livres que contient la classe Réservation, et on peut aussi définir cette collection 
comme une composante de la classe Réservation. 
2. L'élément composite-elementpermet de dire à l'application que la classe Livre est 
une composante de la classe Réservation. L'élément parent name = "Réservation" 
permet de dire à l'application qui est la classe père de cette relation parent-fils. 
3. Les éléments property permettent de définir les attributs de la classe Livre. 
4. L'élément many-to-one name— "membre " implémente l'association unidirectionnelle 
de plusieurs à un entre les classes Réservation et Membre. 
Conclusion. 
Comme on l'a vu dans cette section, Hibernate met en place différents éléments 
pour résoudre le problème d'association existant entre les objets du modèle du domaine et 
les tables du modèle relationnel. Les trois types d'associations vus auparavant permettent 
de se faire une idée de la puissance de l'outil dans la résolution du problème d'association, 
mais permettent aussi de voir la complexité d'implémentation au niveau de l'association 
70 CHAPITRE 4. APPLIQUER LE CADRE SUR L'ACTIVITÉ DE STOCKAGE 
Implémentation d'une association unidirectionnelle 
de plusieurs à plusieurs comme composante 
Modèle Objet 
<dass name« "Réservation " table* "RESERVATION" > 
<id name* "idReservation ° column» "^RESERVATION " 
«generator ctass= "assigned"></generator> 
<fià> 
<set name= "livres" table= "DETAIL RESERVATION" > 
<key column» "ID_RE5ERVATION"/> 
<composite-e)efnent class= "livre" > 
«parent name= "Réservation "/> 
<property name="idLivre" column="ID_UVRE" not-nulh"true"/> 
«property name= "title " co!umn= "TJTIE" node= "titie"/> 
<property name= "auteur" cohjmn="AUTEUR"/> 
<property name=* "dateAcquisition" column="OAJE_ACQUtStTION"/> 
<propertv name= "datePret" colurrm* "OATE_ PREV/> 
</composite-element> 
</set> 




</class> Mapping XML 
Figure 4.18 - Implémentation d'une association unidirectionnelle de plusieurs à plusieurs 
comme composante 
qui est persistante. Si l'implémentation d'une association ne se fait pas correctement, la 
valeur insérée comme clé étrangère peut être nulle. 
Résultat de l'implémentation du scénario descendant 
Pour appliquer le scénario descendant et résoudre les quatre principaux problèmes 
qui touchent la relation entre le modèle du domaine et le modèle relationnel, il a fallu au 
programmeur 240 heures de travail. Le résultat et l'analyse de cette implémentation est 
présentée dans l'annexe B. 
Scénario ascendant ou Bottom-Up 
À l'inverse du scénario précédent, le scénario ascendant suggère l'implémentation 
d'Hibernate à partir du modèle relationnel existant ou en débutant l'implémentation de 
l'outil sur la base du modèle relationnel. (Voir la figure 4.19). Dans ce scénario, le modèle 
orienté objet est idéalement respecté, car en favorisant la modélisation relationnelle, les 
contraintes de la disparité d'impédance objet-relationnel sont moins évidentes. 
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De plus, dans ce scénario, le processus d'implémentation peut utiliser l'ingénierie 
inverse ou reverse-engineering9 qui vient avec l'outil HibernateTools. Le développeur peut 
alors se servir des outils de modélisation de base de données. Une fois le modèle rela­
tionnel mis en place, le développeur peut générer automatiquement les métadonnées et 
l'ensemble des objets Java qui représenteront le modèle du domaine. Ce type d'implé­
mentation favorise, comme on l'a dit déjà, un modèle relationnel normalisé et un modèle 
objet ou modèle du domaine moins orienté objet, où les quatre problèmes de disparité 
d'impédance objet-relationnel décrits auparavant seront moins accentués. 













Figure 4.19 - Scénario ascendant 
Résultat de l'implémentation du scénario ascendant 
Comme résultat de l'implémentation du scénario ascendant, on a obtenu un mo­
dèle du domaine qui est détaillé dans l'annexe B. Le premier modèle, dans cette annexe, 
représente le modèle relationnel de départ. Après l'utilisation des outils Kbm2Kbmxml et 
hbmSjava, on a obtenu le modèle du domaine ou modèle objet. En faisant l'analyse du 
résultat du modèle objet obtenu par rapport au modèle précédent du scénario descendant, 
on peut constater les différences suivantes : 
9Ingénierie inverse : pratique qui consiste à analyser un produit fini (comme un logiciel d'application 
ou une puce) pour connaître la manière dont celui-ci a été conçu ou fabriqué 
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m Le problème de granularité a été contourné par la création des trois entités ( Adresse, 
TypeAdresse et Adresseld) en comparaison avec l'implémentation faite dans le scé­
nario descendant qui a ajouté les attributs dans la table Membre. 
• Le problème d'héritage a été résolu par la création des relations bidirectionnelles 
entre les entités (Membre, Etudiant, Employé). Les classes Etudiant et Employé ont 
ajouté l'identificateur unique de la classe Membre pour représenter l'association par 
clé étrangère. 
• Le problème d'identité est le même dans les deux résultats. Toutes les classes de 
type entité ont un identificateur unique dans la base de données. 
• Le problème d'association a été résolu par l'implémentation de relations bidirection­
nelles dans toutes les relations du modèle du domaine. 
En utilisant HibemateTooh dans l'implémentation et en se basant sur l'expérience 
acquise dans le scénario précédent, on a, dans ce scénario, réduit le temps de travail (le 
temps de familiarisation et le temps de conciliation et mise en oeuvre) à 24 heures de 
travail pour l'ensemble des activités. 
Scénario XML au milieu 
Ce scénario a été défini par Hibernate à partir de l'utilisation des métadonnées 
comme point de départ pour générer le modèle relationnel et le modèle objet en même 
temps. Cela veut dire qu'Hibernate propose de partir de la création des fichiers de corres­
pondance pour arriver à la génération du modèle objet et du modèle relationnel. (Voir la 
figure 4.20). C'est, de plus, un scénario de conciliation entre les deux modèles permettant 
de gérer le problème d'impédance objet-relationnel et favorisant aussi un des deux modèles, 
en fonction du type de projet, de la connaissance et de l'expertise du programmeur. 
Résultat de l'implémentation du scénario XML au milieu 
À la différence des deux cas précédents, ce scénario a motivé la recherche d'outils 
qui permettent la possibilité d'implémenter Hibernate dans un contexte d'intégration où 
des métadonnées se développent manuellement ou automatiquement sur la base d'une 
structure XML. À ce sujet, on a trouvé deux outils (DOM4J et HyperJAXB) qui seront 
évalués dans le chapitre 5 portant sur le contexte de l'application du cadre d'évaluation 
dans l'activité de transformation de données. Autrement dit l'évaluation du temps d'im-
plémentation, la performance et la complexité d'implémentation du scénario au milieu 
seront évaluées dans l'implémentation de ces deux outils. 
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Modèle Relationnel Modèle Objet 
Figure 4.20 - Scénario XML au milieu 
4.1.2 La performance 
Le deuxième critère d'évaluation est la performance qui permet de mesurer la vitesse avec 
laquelle Hibernate peut exécuter une série d'opérations sur les données portées par les 
objets Java et les rendre persistantes dans la base de données relationnelle. Comme dans 
le cas du critère précédent, on a défini des nouveaux les jeux de données. La figure 4.22 
schématise le modèle objet défini pour tester la performance. Ce modèle est représenté 
par cinq classes, leurs attributs et leurs relations en regroupant les quatre problèmes liés 
à la disparité d'impédance objet-relationnel. 
Pour tester la performance, on a défini trois séries d'opérations : 
• Le premier ensemble d'instructions, nommé Operationl, est représenté par l'instan-
ciation de 10, 100, 1000 et 10000 objets de la classe TypeAbonne et le stockage de 
ces mêmes nombres de registres dans la table type_ abonne de la base de données 
relationnelle. 
• Le deuxième ensemble d'instructions, nommé Opérations, est représenté initialement 
par la requête, dans la base de données relationnelle, de 10, 100, 1000 et 10000 
registres de la table type_ abonne et l'instanciation dans l'objet typeAbonne. L'étape 
suivante consiste en la création de 10, 100, 1000 et 10000 objets de types étudiant 
et employe. Les objets de la classe Etudiant et Employé, instanciée en mémoire, 
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• CodtEmploy» : la> 
Figure 4.21 - Structure de données pour évaluer la performance d'Hibernate 
représentent les attributs de la classe Membre (associée par le mécanisme d'héritage), 
ainsi que la relation d'agrégation entre la classe Membre et la classe Adresse. Ensuite, 
l'étape finale de ce deuxième ensemble d'instructions est le stockage dans les tables 
Membre, Etudiant et Employé de la base de données relationnelle. 
• Le dernier ensemble d'instructions, nommé Opérations, est représenté par la requête, 
dans la base de données relationnelle, de 10, 100, 1000, 10000 registres de la table 
Membre et l'instanciation dans l'objet étudiant et adresse de l'application Java. 
Après, c'est la mise à jour de l'attribut nom dans l'objet étudiant et la mise à jour 
de l'attribut rue dans l'objet adresse. À la fin, les modifications qui ont été faites à 
ces objets sont mise à jour dans la base de données relationnelle. 
Pour faire l'analyse comparative de performance sur Hibernate, on a choisi JDBC 
(Java Database Connectivity) qui est le standard industriel pour la connectivité des bases 
de données indépendantes entre le langage de programmation Java et la base de données. 
Les résultats obtenus sont montrés dans la figure 4.22 sous forme de tableau. Dans la 
figure, JDBC est représenté par ses mêmes lettres et Hibernate est représenté par les 
lettres HBM. Le temps de ces opérations a été pris en millisecondes sur les registres donc 
traités. 
Dans presque toutes les séries de tests, JDBC s'est montré plus performant qu'Hi-
bernate. Ces résultats peuvent s'expliquer en regardant l'architecture d'Hibernate dans 
la figure 4.23. Les couches qui ont été ajoutées par l'API dans l'architecture pour faire 
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Figure 4.22 - Performance d'Hibernate par rapport à JDBC 
la gestion automatisée de la persistance incrémentent les temps de processus. De plus, 
Hibernate utilise JDBC pour faire les stockages de données à l'intérieur de la couche de 
persistance. 
4.1.3 La complexité d'implémentation 
Le troisième critère est la complexité d'implémentation qui sera évaluée de manière quan­
titative en se basant sur l'application de différentes mesures. On a choisi encore les trois 
mesures (TLOC, CC et WMC) définies dans le cadre d'évaluation. On les a appliquées 
en utilisant le progiciel Open Source Metrics 1.3.6 for éclipsé. Cependant, les valeurs ob­
tenues, après l'application de ces mesures, ne représentent pas des données significatives 
dans l'évaluation de la complexité parce que ces mesures n'évaluent pas les fichiers XML 
qui contiennent les métadonnées. De plus, ces mesures sont conçues pour des applications 
orientées objet [CHIDAMBER et KEMERER, 1994], 
L'implémentation d'Hibernate a été faite par l'application de deux approches : le 
scénario descendant et le scénario ascendant. Le scénario descendant met en évidence 
les quatre problèmes liés à la disparité d'impédance object-relationnel. La base de cette 
implémentation est constituée des fichiers de correspondance qui permettent d'avoir un 
mécanisme de liaison entre le modèle objet et le modèle relationnel. Le scénario ascendant, 
76 CHAPITRE 4. APPLIQUER LE CADRE SUR L'ACTIVITÉ DE STOCKAGE 
Figure 4.23 - Architecture d'Hibernate 
quant à lui, fait la génération de toutes les métadonnées nécessaires permettant de lier les 
deux modèles automatiquement. Dans les deux cas, ces mesures (TLOC, CC et WMC) ne 
couvrent pas la complexité d'implémentation. En conséquence, on a choisi le code source 
développé dans le test de performance pour appliquer les mesures et obtenir l'évaluation 
quantitative de la complexité d'Hibernate par rapport à JDBC parce que ce code est lié à 
l'implémentation de l'outil dans l'application indépendante de l'approche en représentant 
la connaissance acquise. Les résultats obtenus, après l'application de ces mesures, sont 
illustrés dans la figure 4.24. 
Complexité d'implémentation de 
Hibernate 
200 






Figure 4.24 - Évaluation quantitative de l'implémentation de Hibernate 
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4.1.4 Résumé de résultats 
• Le temps de familiarisation pour Hibernate a été le plus long parmi les outils éva­
lués, parce que la mise en correspondance d'Hibernate comme outil OEM demande 
la bonne compréhension des quatre problèmes liés à la disparité d'impédance objet-
relationnel. On a pris au total 240 heures de travail du programmeur dans l'implé-
mentation du scénario descendant. Par contre, grâce à l'outil HibernateTools et à 
la connaissance acquise dans le premier scénario, on a pris seulement 24 heures de 
travail pour l'implantation de ce deuxième scénario. 
• Une implémentation de type descendant permet de mettre en évidence chaque pro­
blème lié à la disparité d'impédance et de connaître les stratégies qui sont offertes 
par Hibernate pour résoudre ces problèmes. Ce type de scénario donne aussi comme 
résultat l'implémentation d'un modèle du domaine dans une base de données presque 
normalisée. 
• Par contre, dans le scénario ascendant, les problèmes de disparité sont moins accen­
tués, en donnant comme résultat un modèle objet plus relationnel qu'orienté objet. 
• La complexité et le temps d'implémentation sont considérables, plus d'une semaine, 
si le projet commence par le modèle du domaine et l'implémentation manuelle des 
métadonnées. Par contre, si le développement commence par un modèle relationnel 
déjà implanté, la complexité et le temps d'implémentation seront de courte durée, 
en raison de l'utilisation d'outils comme hbmêhbmxml et hbm2java. 
4.1.5 Conclusion 
Dans l'intégration de systèmes d'information par le partage de données, le processus de 
stockage permet la pérennité de ces données. Après l'application du cadre d'évaluation, 
les résultats obtenus montrent que l'implémentation d'un outil peut varier par rapport à 
la facilité d'implémentation, la performance ou encore dans la maintenabilité. Hibernate 
permet son implémentation de différentes manières, dépendamment du scénario choisi, 
cette implémentation peut être plus ou moins complexe. Ainsi, le scénario descendant a 
donné comme résultat l'implémentation d'un outil facile à implémenter et facile à main­
tenir. Donc, en général, Hibernate est un outil qui permet la pérennité des données dans 
l'intégration de systèmes d'information d'une manière facile à implémenter et à maintenir. 
Du côté de la performance, les résultats ne sont pas favorables, mais ils ont dépassé les 
attentes. 
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CHAPITRE 5 
Appliquer le cadre sur l'activité de 
transformation 
L'activité de transformation, dans un système d'information, permet de prendre des don­
nées hors du système et de les transfonner en information. Pendant ce processus, les 
données peuvent être validées, mises à jour ou stockées avant de les rendre disponibles à 





Figure 5.1 - Évaluation des outils dans l'activité de transformation 
Jusqu'ici, on a évalué différents outils dans la gestion de saisie et de stockage de 
données dans l'intégration de systèmes par le partage de données. La question qui s'est 
alors posée a été : comment lier l'activité de saisie avec les activités de transformation et 
de stockage? Initialement, on a pris la référence bibliographique [BAUER et KING, 2007] 
dans laquelle Hibernate a ajouté l'API DOM4J pour faire la gestion et la persistance de 
documents XML dans une base de données relationnelle. DOM4J a alors été le premier 
outil à évaluer dans l'intégration des activités de saisie, de transformation et de stockage. 
D'autres recherches dans le projet Hibernate1, au sujet de la génération automatique de 
code source Java, ont amenés à l'outil Xdoclet2. 
1 https ://www.hibernate.org/ 
2URL- http ://xdoclet.sourceforge.net/xdoclet/index.html 
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Xdoclet est une API qui permet la génération de codes JAVA [ WALLS et RICHARDS, 
2004], spécialement les métadonnées de Hibernate nécessaires pour créer l'ensemble des 
classes Java et le modèle relationnel permettant la persistance. Mais le problème qu'on 
a rencontré a été le suivant : comment faire la liaison entre les codes JAXB, Xdoclet et 
Hibernate? (Voir la figure 5.2). 
JAXB (jjDoclet ^ H l B E R N A T f  
' ©Nbemate.dasa 
' tabte="Btog" 
®XmlSeeAteo({ BookType.dàs, MagaztneType.dass 











©Entlty ©Table{name« "event" 
.schéma» "public" 
) 
public dass Event 
Figure 5.2 - Liaison de code JAXB, Xdoclet et Hibernate 
Pour résoudre le problème d'intégration entre JAXB, Xdoclet et Hibernate, on a 
trouvé Hyperjaxb, qui a pour objectif de fournir une couche de persistance entre les objets 
JAXB et la base de données relationnelle [VÀLIKOV, 2004]. En conséquence, le deuxième 
outil à évaluer dans l'intégration des activités de saisie, de transformation et de stockage 
est Hyper JAXB. 
5.1 DOM4J 
DOM4J est une bibliothèque de code source libre, facile à utiliser et qui offre le support 
de DOM, SAX et JAXP parmi les principaux analyseurs syntaxiques de documents XML. 
L'API DOM4J travaille sur la plate-forme Java et s'appuie sur deux langages XPATH8 
et XSLT* [dom4j05], ce qui permet de parcourir l'arbre de noeuds créé en mémoire par 
DOM et de faire la transformation des documents XML en informations dans le système 
(Voir la figure 5.3). 
3XPATH est un langage non-XML utilisé pour identifier de parties particulières de documents XML 
4XSLT (Extensible Stylesheet Language) est une application XML pour la spécification de règles 
pennettant de transformer un document XML en un autre document XML [HAROLD et ME ANS, 2005] 




Figure 5.3 - L'API DOM4J 
5.1.1 Le temps d'implémentation 
Au départ de l'étude bibliographique [BAUER et KING, 2007J, on a testé l'implémenta-
tion de l'API DOM4J à la lumière d'un petit exemple, représenté par deux classes, leurs 
attributs et l'association bidirectionnelle entre les deux classes de plusieurs à un, que les 
auteurs Bauer et King ont présenté pour expliquer la persistance des données XML liées 
à la mise en correspondance entre la structure de données XML et la représentation du 
modèle relationnel dans les métadonnées d'Hibernate. Après une semaine de travail (40 
heures), plusieurs problèmes liés à la disparité d'impédance objet-relationnel demeuraient 
insolubles, spécialement le problème d'identité de l'objet instancié en mémoire avant d'être 
stocké dans la base de données. Ces problèmes seront détaillés plus loin dans l'implémen-
tation des jeux de données (le modèle simple, le modèle moyen et le modèle complexe) 
utilisées pour évaluer le temps d'implémentation. En conséquence, on a pris la décision 
d'implémenter l'API DOM4J de forme standard pour résoudre les problèmes survenus 
dans la gestion et la persistance des documents XML. 
Modèle simple. Dans cette structure, on a initialement implémenté la lecture et la 
persistance du document XML à l'aide de la syntaxe suggérée par la documentation d'Hi­
bernate [BAUER et KING, 2007) quand la persistance se fait par DOM4J. L'erreur qui 
est survenue au moment de faire la persistance est « ids for this class must be manually 
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assigned before calling save() : model.Membre ». C'est-à-dire qu'avant de sauvegarder la 
classe Membre dans la représentation de la table de la base de données, il est nécessaire 
d'assigner un identificateur unique ou clé primaire avant de le stocker. Cet identificateur 
est représenté par le numéro 1 dans la figure 5.4. 
Pour résoudre ce problème d'identité, on a modifié la lecture du document XML 
avec l'utilisation de la bibliothèque de librairies de DOM4J, en créant en mémoire l'arbre 




Figure 5.4 - Schématisation du modèle simple dans l'API DOM4J 
L'implémentation de cette structure sur l'API DOM4J, on l'a faite avec le support 
de SAX pour faire la lecture de données XML en les transformant dans un arbre de noeuds 
avec le support de DOM. Après la création de l'arbre, le parcours se fait, de la même 
manière que dans l'implémentation vue sur DOM, à partir de la définition de méthodes 
d'accès aux noeuds à l'aide de l'objet Document. Ensuite, les données sont stockées dans 
la base de données relationnelle. 
Modèle moyen. Dans l'implémentation de la structure moyenne, le modèle présente 
une complexité additionnelle pour l'implémentation de la relation existant entre les trois 
classes et la gestion de l'identificateur unique. Le modèle est formé par trois identificateurs 
qui doivent être spécifiés clairement dans la base de données avant de les stocker. Ils sont 
schématisés par les numéros 1, 2 et 3 dans la figure 5.5. 
• 1—• idRerservation qui permet d'identifier la classe de type entité Réservation dans 
le modèle relationnel. C'est un identificateur unique ou clé primaire. 
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• 2—> idMembre qui permet d'identifier la classe de type entité Membre dans une 
forme unique dans le modèle relationnel. Cet identificateur devient une clé étrangère 
dans l'entité Réservation pour identifier la relation entre la classe Membre et la classe 
Réservation au niveau des registres de la base de données. 
• 3—> idLivre qui permet d'identifier la classe de type entité Livre dans une forme 
unique dans le modèle relationnel. Cet identificateur devient un identificateur com­
posé avec l'identificateur idReservation pour représenter la relation entre les entités 
Livre et Réservation. Cette relation est représentée dans la base de données par une 
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Figure 5.5 - Schématisation du modèle moyen dans l'API DOM4J 
En faisant une première analyse comparative entre les implémentations de SAX et 
DOM par rapport à l'implémentation de DOM4J, on a constaté que le temps pris par le 
modèle moyen est plus long que pour les implémentations précédentes, car dans ce cas-ci, 
il s'agit d'intégrer deux structures de données différentes, le modèle objet et le document 
XML, par la mise en place d'un mécanisme capable d'identifier les éléments de chacun et 
de les mettre en correspondance. 
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Modèle complexe. Dans l'implémentation de la structure de relations imbriquées, la 
complexité dépend de la structure créée pour stocker les données dans la base de données 
relationnelle : 
• L'identification de chaque entité de la relation imbriquée de classes dans la base de 
données est primordiale. Si chaque classe du modèle objet est représentée par une 
table dans la base de données, chacune de ces classes doit être identifiée à l'aide d'un 
identificateur unique ou clé primaire. 
• L'assignation d'un identificateur unique dans le fichier de mise en correspondance 
d'Hibernate se fait par l'utilisation des valeurs héritées qui viennent du document 
XML, comme les valeurs 1, 2, 3, 4 montrées dans la figure 19 ou par l'utilisation 
d'un identificateur additionnel qui sera administré par la base de données. 
J| Modèle Objet * 
[; J * O 
WnTjlï."A p".,"' % 
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Figure 5.6 - Schématisation du modèle complexe dans l'API DOM4J 
Le résultat obtenu initialement, dans l'application de l'identificateur hérité, a été 
d'obtenir une implémentation complexe qui a demandé beaucoup de travail et de connais­
sances sur les deux outils, Hibernate et DOM4J. Il a fallu plus de 80 heures de travail 
au programmeur pour implémenter ce type de structure. Une deuxième implémentation, 
avec l'utilisation d'un identificateur additionnel, a été la solution pour minimiser la com­
plexité et résoudre le problème survenu avec l'utilisation des identificateurs hérités qui se 
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répètent dans le document XML : a différent object with the same identifier value was 
already associated with the session : [model.dxtimetablexml.TTperiod#lJ. 
5.1.2 La performance 
Pour évaluer la performance de DOM4J, on a implémenté les trois structures de données 
sur l'implémentation standard de DOM4J avec le support de SAX, dans la lecture du 
document et DOM, dans le parcours sur les données. Dans la persistance, on a utilisé 
Hibernate. Cette fois, on a divisé le temps de processus en deux : le temps pris pour 
la lecture du document et le temps pris pour la persistance. Les deux sont présentés en 
millisecondes. (Voir la figure 5.7). 
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Figure 5.7 - Performance de DOM4J par niveau de complexité 
Les résultats obtenus pour le critère de performance dans l'implémentation de 
DOM4J sur les trois structures de données permettent de visualiser la différence entre 
le temps pris par le processus de lecture de données avec l'API SAX et le temps pris 
au moment de stocker les données dans la base de données avec DOM. En conclusion, 
dans une structure complexe comme le type de structure défini dans le cadre d'évaluation, 
DOM4J devient moins performant dans le processus de stockage. 
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5.1.3 La complexité d'implémentation 
Pour évaluer la complexité d'implémentation, on a appliqué les mesures préalablement 
déterminées seulement sur l'implémentation standard de DOM4J parce que l'implémenta-
tion d'Hibernate comme outil de persistance se fait à partir de la mise en place des fichiers 
de correspondance. Ces fichiers sont des documents XML et les mesures n'ont pas évalué 
ce type de document. 
La figure 5.8 montre les résultats obtenus de l'application des mesures sur l'im­
plémentation standard de DOM4J, en précisant cependant, comme on l'a analysé dans 
la section du résumé de résultats de l'évaluation de DOM, que la simulation d'arbre de 
noeuds DOM demande plus de programmation. 
Complexité d'implémentation de DOM4J 
- a •• ifo - uoc 
ioo : • éÊÊÊÊr wÊÊKW WÊÊÊÊr^  WMC 
0 
Simple Moyenne Complexe 
wcc 8 10 6 
• WMC 1S 39 38 
• TIOC 111 213 207 
Valeurs par mesure 
Figure 5.8 - Évaluation quantitative de l'implémentation de DOM4J par niveau de com­
plexité 
5.1.4 Résumé de résultats 
• L'implémentation de DOM4J a demandé plus de temps et a nécessité plus de connais­
sances à cause de la configuration des fichiers de correspondance entre les documents 
XML, le modèle objet et les tables de la base de données relationnelle. Au total, on 
a pris 160 heures de travail. 
• L'implémentation de DOM4J comme un processus de persistance à l'intérieur d'Hi­
bernate est plus complexe à cause de la problématique d'association entre les classes 
et de l'identification unique des objets par l'utilisation d'une clé primaire et d'une 
clé étrangère. Voir le tableau ci-dessous des exceptions lancées par Hibernate dans 
l'implémentation de la persistance. 
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• D0M4J s'est montré l'outil le moins performant dans son implémentation. 
Des exceptions lancées par Hibernate 
Problème Exception lancée par Hibernate Description 
1 org.hibernate.id. IdentifierGene-
rationException 
ids for tliis class must be ma-
nually assigned before calling 
save() : model.Membre 
2 org.hibernate.id. IdentifierGene-
rationException 
ids for this class must be ma-
nually assigned before calling 
save() : model.Reservation 
3 org.hibernate. NonUniqueObjec-
tException 
a différent object with the same 
identifier value was already as-
sociated with the session : [mo-
del.dxtimetablexml.TTperiod#lj 
La fin du tableau des exceptions 
5.2 HyperJAXB 
Le projet HyperJAXB5 a développé une API qui permet de combiner les objets fournis 
par le processus de compilation de JAXB (XJC) avec Hibernate. (Voir la figure 5.9). La 
première version est sortie en 2004 et il existe aujourd'hui deux autres versions : 
• HyperJAXB2 développée pour intégrer Hibernate3 et JAVA 1.4 
• HyperJAXB3 développée pour intégrer JAXB2 et JPA6. 
On a choisi la version 2 [VALIKOV, 2005] pour appliquer le cadre d'évaluation sur 
l'intégration des activités de saisie, de transformation et de stockage. 
5.2.1 Le temps d'implémentation 
L'étude bibliographique a été axée principalement sur des références existant dans les sites 
Web des projets tels que Hibernate7, JAXB8 et HyperJAXB9. Le temps de familiarisation, 
5https ://hyperjaxb.dev.java.net/ 
6 Java Persistence API qui est l'implémentation de la configuration standard de la persistance dans la 
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XJC + HvDerJaxû 
XML 
Document 
Figure 5.9 - Schématisation de l'API HyperJaxb 
de configuration et de mise en oeuvre a été basé sur le document de référence [ VALIKOV, 
2005] publié dans le site du projet. Le temps utilisé dans la démarche a été court (16 
heures de travail) en raison de la connaissance déjà acquise dans l'implémentation de 
l'API JAXB. 
Pour implémenter HyperJAXB2, on a pris les trois structures de données définies 
dans l'évaluation des outils sur l'activité de saisie. Le processus d'implémentation de Hy-
perJAXB2 commence sur la base du compilateur XJC+HyperJaxb et la compilation du 
schéma XML. La compilation génère l'ensemble des classes Java qui représentent le modèle 
du domaine et les métadonnées d'Hibernate nécessaires dans un seul processus. Dans une 
deuxième étape avec l'outil HibernateTools, il est possible de générer le modèle relationnel 
et la création automatique de la base de données dans le système de base de données. 
Par conséquent, le temps d'implémentation pris par HyperJAXB2 est mis en cor­
respondance avec la configuration du chemin d'accès aux librairies, la configuration du 
compilateur XJC+HyperJaxb sur ANT et le temps pris pour résoudre des problèmes dans 
la compilation du schéma XML. La figure 5.10 représente le processus de compilation du 
schéma XML en générant le modèle objet du domaine et le modèle relationnel. Les trois 
modèles de données sont détaillés dans l'annexe B. 
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Schéma XML 
Modèle Relationnel 
Figure 5.10 - Représentation du résultat du processus d'implérnentation de HyperJAXB 
5.2.2 La performance 
Comme dans le cas de JAXB, HyperJAXB2 implémente, dans le processus de déconver­
sion ou Unmarshaller, différentes méthodes de lecture et d'analyse de documents XML 
[VALIKOV, 2005]. On a choisi les mêmes méthodes que celles implémentées sur JAXB. 
• Unmarshaller de type javax.xml.transform.sax.SAXSource en faisant l'implé-
mentation de l'API SAX avec support de Xerces nommé dans le tableau SAX.Xerces 
• Unmarshaller de type InpxitStream en faisant l'implémentation de l'API SAX avec 
support de Xerces nommé dans le tableau InputStream 
• Unmarshaler de type org.w3c.dom.Node en faisant l'implémentation de l'API 
DOM avec le support de JAXP nommé dans le tableau DOM.JAXP 
Le temps (en millisecondes) de processus obtenu a été divisé en deux : le temps 
de lecture du fichier et le temps de persistance par chaque processus de déconversion 
implémenté. La figure 5.12 montre les résultats obtenus sous forme de matrice par structure 
de données et nombre de transactions dans chacune des versions implémentées dans le 
prototype. 
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• DOMJAXP- Lecture 2,703 2,890 3,125 1,681 1,890 2,812 1,719 2,047 : 3,375 
• DOM JAXP - Persistance 172 375 1,985 281 1,328 9,563 2.484 10,203 : 52316 
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•SAXJCerces- Lecture 3,219 3.344 3,500 2,141 2.406 2.734 1,906 2,125 1 3,172 
• SAXJterces • Persistance 110 234 1,625 625 1,591 12.453 1.953 10,078 1 56.437 
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Figure 5.11 - Performance de HyperJAXB2 par implémentation 
En faisant l'analyse des résultats, on peut conclure que lors de l'implémentation 
de L'API SAX avec la méthode InputStream se montre plus performante que DOM avec 
JAXP et SAX avec Xerces. 
5.2.3 La complexité d'implémentation 
On a appliqué les mesures qui ont été déterminées dans le cadre d'évaluation (TLOC, CC, 
WMC) sur tout le code source généré automatiquement par la compilation du schéma XML 
et le code source développé manuellement dans l'implémentation de test de performance. 
(Voir la figure 5.12). 
5.2.4 Résumé de résultats 
• Le temps d'implémentation pris dans l'implémentation d'HyperJAXB2 a été le plus 
court de toutes les implémentations, en raison de la connaissance acquise dans les 
outils précédents et de la possibilité d'intégrer deux processus de gestion des docu­
ments XML et la persistance dans un seul processus de gestion de documents XML. 
Au total, on a pris 24 heures de travail du programmeur. 
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Complexité d'implémentation de HyperJAXB2 
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Figure 5.12 - Évaluation quantitative de l'implémentation de HyperJAXB2 par niveau de 
complexité 
• Le processus de déconversion le plus performant est l'implémentation de type In-
putStream par rapport aux implémentations de javax.xml.transform.sax.SAXSource 
et de DOM.JAXP 
• Dans l'évaluation de la complexité, on a appliqué les mesures TLOC, CC, WMC 
à tous les codes sources utilisés dans l'implémentation de l'outil. Cependant, ces 
mesures ne représentent pas une évaluation significative de la complexité parce que 
la grande majorité des codes sources évalués a été générée automatiquement. 
• Les valeurs obtenues de l'application de ces mesures permettent d'évaluer l'espace 
nécessaire pour héberger une solution de ce type dans le cas d'un projet où l'espace 
est une contrainte importante. 
5.2.5 Conclusion 
Dans l'activité de transformation, les activités de saisie, transformation et stockage s'in­
tègrent pour former un seul processus de transformation de données d'une structure à une 
autre. Comme on l'a vu, l'outil choisi peut faire la différence entre une implémentation fa­
cile ou complexe. Après l'application du cadre d'évaluation, les résultats obtenus ont donné 
un outil (HyperJAXB2) qui permet l'intégration des activités de saisie, transformation et 
stockage d'une manière facile à implémenter et à maintenir. 
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CHAPITRE 6 
Discussion des résultats 
Dans ce chapitre, on va faire une analyse des résultats obtenus par rapport aux objectifs 
présentés au début de ce projet de recherche sur la base du développement d'un cadre 
d'évaluation pour les outils d'intégration de systèmes d'information. L'évaluation a été 
orientée sur trois critères : le temps d'implémentation, la performance et la complexité 
d'implémentation. En voici donc le compte rendu. 
6.1 Le temps d'implémentation 
Ce critère a été défini pour évaluer le temps que prend l'implémentation d'un nouvel outil 
dans la résolution d'un problème spécifique. Le calcul de ce temps s'effectue depuis l'étude 
bibliographique jusqu'à l'implémentation dans un prototype. L'évaluation de ce critère est 
basée sur deux méthodes : la méthode quantitative et la méthode qualitative. 
La méthode quantitative a permis l'évaluation du temps pris pour le programmeur 
dans l'implémentation des outils d'intégration. Les données qui ont été recueillies sont le 
résultat des expériences vécues par le programmeur dans l'utilisation pour la première 
fois de ces outils. Ces valeurs peuvent varier selon l'expérience et la capacité du program­
meur dans la résolution de problème. En conséquence, on a ajouté la méthode qualitative 
permettant d'évaluer la complexité d'implémentation à partir de ces expériences vécues 
par le programmeur pendant l'acquisition de la connaissance et l'implémentation des jeux 
de données dans l'outil. Pour déterminer la complexité d'implémentation, on a défini des 
valeurs entre un et cinq, le chiffre un représentant la moins complexe et le chiffre cinq, la 
plus complexe. Le tableau suivant montre les résultats de l'évaluation. 
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TABLEAU 6.1: Résumé de résultats pour le critère du 
temps d'implémentation 
L'outil Le temps de 
travail pris par 
le 
programmeur 




SAX 80 L'implémentation des événements 
de SAX de manière séquentielle 
permet une certaine flexibilité aux 
changements lors de modifications 
futures. Cependant, pour réagir sur 
les événements, il faut les program­
mer dans les méthodes offertes par 
l'interface Content Handïer. 
2 
DOM 80 Le modèle d'arborescence de DOM 
permet de faire moins de program­
mation par rapport aux événements 
de SAX, parce que l'arbre créé en 
mémoire se fait automatiquement. 
Cependant, le code source créé pour 
agir sur l'arbre de noeuds est plus 
complexe en raison de l'existence des 
relations parent-fils dans l'arbre. 
2 
JAXB 64 Le concept de liaison de données 
par la compilation du schéma XML 
permet de minimiser la complexité 
d'implémentation par rapport aux 
modèles des événements de SAX et 
de l'arbre de DOM. 
1 
Continué à la page suivante 
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TABLEAU 6.1: Résumé de résultats pour le critère du 
temps d'implémentation (continué) 
L'outil Le temps de 
travail pris par 
le 
programmeur 







240 Ce scénario met en évidence les 
quatre problèmes liés à la problé­
matique de disparité d'impédance 
objet-relationnel. La complexité est 
liée aux différentes options existant 
pour résoudre le problème de dispar 
rité à partir de la création des fi­






24 Ce scénario peut utiliser l'ingénierie 
inverse pour créer automatiquement 
les métadonnées nécessaires à partir 
de l'existence d'une base de données, 
en minimisant la complexité d'im­
plémentation et les problèmes liés à 
la disparité entre le modèle objet et 
le modèle relationnel. 
1 
DOM4J 160 L'implémentation de DOM4J 
comme un outil de liaison entre 
l'activité de saisie et les activités 
de transformation et de stockage, 
est plus complexe en raison de la 
configuration manuelle des méta­
données d'Hibernate sur la base 
d'une structure de données XML. 
5 
Continué à la page suivante 
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TABLEAU 6.1: Résumé de résultats pour le critère du 
temps d'implémentation (continué) 
L'outil Le temps de 
travail pris par 
le 
programmeur 




HyperJAXB2 24 Cet outil met en place des méca­
nismes de génération automatique 
de code source en favorisant le dé­
veloppement de toutes les métadon-
nées nécessaires dans l'intégration 
des données XML, la transforma­
tion, la persistance et la diffusion 
de données dans l'intégration de sys­
tèmes d'information par le partage 
de données. 
1 
6.2 La performance 
Les trois structures de données et les trois dimensions des fichiers de transaction ont permis 
l'évaluation dans un deuxième volet : la performance. Le critère de performance a permis 
d'évaluer la vitesse d'exécution avec laquelle l'outil peut traiter des données en les mettant 
à la disposition de l'application. Les résultats les plus significatifs ont été obtenus dans le 
modèle complexe sur la dimension du fichier de 1000 transactions, parce que ces résultats 
montrent la différence entre l'utilisation du modèle événementiel de SAX par rapport au 
modèle arborescence de DOM. La figure 6.1 montre le résumé dans cette dimension pour 
chaque implémentation. Le temps de processus est représenté par les activités de lecture 
du fichier, de validation de données et d'instanciation des objets en millisecondes. Dans le 
cas de DOM4J et HyperJAXB2, on a divisé le temps de lecture et le temps de persistance. 
Cette analyse ne tient compte que du temps de lecture qui représente les activités de 
lecture, de validation et d'instanciation. 
En regardant les résultats de performance par implémentation dans la figure ci-
dessous, on peut affirmer que le modèle événementiel de SAX est plus performant que le 
modèle arborescent de DOM. Cependant, dans l'implémentation de DOM avec Xerces, 
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les résultats sont contraires à la littérature [HAROLD, 2003) où le modèle SAX peut être 
plus rapide que l'équivalent dans DOM. Comme on l'a mentionné dans l'analyse compa­
rative précédente, ces résultats peuvent être attribués à une mauvaise implémentation de 
l'API. Cependant, on a effectué plusieurs tests et apporté plusieurs changements sur les 





























Figure 6.1 - Résumé de résultats du temps de processus pour 1000 transactions dans le 
modèle complexe 
6.3 La complexité d'impiémentation 
Ce critère a permis l'évaluation de la complexité d'impiémentation de manière quantita­
tive, évaluation basée sur l'application des différentes mesures mentionnées précédemment, 
TLOC, CC, WMC. On a opté pour le progiciel Open Source Metrics 1.3.6 for Eclipse dans 
lequel on a choisi trois métriques, parmi une vingtaine, qui ont donné des résultats perti­
nents dans l'évaluation des applications orientées objet. 
Le tableau suivant rassemble les résultats obtenus de l'application de ces mesures 
sur les trois structures de données (simple, moyenne et complexe) implémentées dans les 
outils évalués. Comme pour le critère du temps d'impiémentation, on a défini des valeurs 
entre un et cinq pour déterminer la complexité d'impiémentation, le chiffre un représentant 
l'implémentation la moins complexe et le chiffre cinq, la plus complexe. 
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TABLEAU 6.2: Résumé de résultats par outil et mesure 
de complexité 
L'outil TLOC CC WMC La complexité Niveau de 
Complexité 
SAX 537 42 97 L'implémentation de chaque balise 
de la structure de l'arbre XML 
à l'aide des instructions (if) dans 
les méthodes de l'interface Content 
Handler pour déclencher des événe­
ments est moins complexe par rap­
port à l'implémentation de noeuds 
d'arbre de DOM. 
2 
DOM 533 16 102 Le modèle d'arborescence de DOM 
est plus complexe que SAX, parce 
que l'implémentation des noeuds 
d'arbre DOM est représentée par 
une série de méthodes imbriquées 
qui donnent la structure d'arbre en 
mémoire. 
3 
JAXB 892 19 71 Les résultats de l'application de ces 
mesures ne représentent pas une 
évaluation significative parce que le 
concept de liaison de données par la 
compilation du schéma XML permet 
de minimiser la complexité d'im-
plémentation. Cependant, ces codes, 
générés automatiquement, exigent 
de l'espace d'hébergement. 
1 
Continué à la page suivante 
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TABLEAU 6.2: Résumé de résultats par outil et mesure 
de complexité ( continué) 
L'outil TLOC CC WMC La complexité Niveau de 
Complexité 
Hibernate 156 6 16 Comme dans le cas de JAXB, ces 
mesures ne représentent pas une éva­
luation significative parce que les 
métadonnées créées dans des fichiers 
de correspondance ne sont pas éva­
luées dans ces types de mesures. Ce­
pendant, la construction à la main 
de ces métadonnées est complexe. 
5 
DOM4J 534 24 92 L'implémentation de DOM4J 
comme un outil de persistance avec 
Hibernate est plus complexe en rai­
son de la création des métadonnées 
pour lier la structure d'arbre XML 
aux tables de la base de données. 
5 
HyperJAXB2 7521 8.97 910 Dans le cas de Hyper JAXB2, les me­
sures ont évalué le code qui a été gé­
néré automatiquement et les valeurs 
de ces mesures ne représentent pas 
une évaluation significative. Cepen­
dant, comme dans le cas de JAXB, 
ce code exige de l'espace d'héberge­
ment. 
1 
En considérant les résultats dans ce critère, on peut affirmer que les implémenta-
tions moins complexes sont JAXB et HyperJAXB2. Cependant dans la mesure TLOC, les 
valeurs obtenues montrent un grand nombre de lignes de code à héberger et maintenir. 
Ces valeurs s'expliquent par le processus de compilation et génération automatique de 
code source permettant un niveau de complexité plus bas. 
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6.4 Résultat de l'application du cadre d'évaluation 
À la suite de l'application du cadre d'évaluation, de l'analyse et des résultats obtenus dans 
les critères d'évaluation pour les outils d'intégration, on peut sélectionner trois outils pour 
faire la gestion à l'intérieur du système de médiation. (Voir la figure 6.2). 
Médiateur 
WÊË x I 
*r " — 
I - s m  *18» 
_p^is 
UMTII.AU .V.-.'.L-.T. 
Figure 6.2 - Les outils pour l'intégration de systèmes d'information par l'approche par 
médiateur 
Dans les activités de saisie et de diffusion, on privilégie JAXB parce qu'il permet 
de faire la gestion de documents XML dynamiquement en automatisant l'implémentation 
de n'importe quelle structure de données à partir de la compilation du schéma XML. Dans 
l'activité de stockage et de transformation, on retient Hibernate et HyperJAXB2 parce 
qu'ils permettent de faire la gestion de persistance de données XML automatiquement 
dans la base de données avec le même mécanisme de compilation que celui utilisé par 
JAXB. Avec ces trois outils, la complexité d'implémentation est basée sur les niveaux : 1, 
5, 1 de JAXB, Hibernate et HyperJAXB2 respectivement et le médiateur sera capable de 
comprendre différentes structures de données, de les transformer, de les stocker et de les 
diffuser dans la gestion d'intégration de systèmes par le partage de données. 
Conclusion 
Tout au long de ce document, on a développé et appliqué un cadre d'évaluation sur plu­
sieurs outils dans la problématique d'intégration de systèmes d'information hétérogènes 
par le partage de données, en focalisant l'évaluation sur trois critères : le temps d'implé-
mentation, la performance et la complexité d'implémentation. Le premier critère porte 
sur l'évaluation du temps que prend l'implémentation d'un outil depuis l'étude biblio­
graphique jusqu'à l'implémentation d'un prototype. Le deuxième critère correspond à la 
vitesse d'exécution avec laquelle l'outil peut exécuter des opérations sur différents jeux de 
données. Et quant au dernier, il s'agit de l'évaluation de la complexité d'implémentation 
de l'outil de manière quantitative basée sur l'application de différentes mesures. Dans cha­
cun de ces critères, on a défini des jeux de données permettant d'évaluer les outils d'une 
manière systématique. 
Le cadre a été développé afin de faire un choix éclairé des outils dans l'intégration 
de systèmes d'information. Les résultats obtenus de l'application du cadre ont été analysés 
de manière comparative pour des situations de test déterminées, ce qui a permis d'éva­
luer les outils SAX, DOM, DOM4J, JAXB, HyperJAXB2 et Hibernate à différents points 
de vue, en favorisant soit la facilité d'implémentation, soit la performance ou encore la 
maintenabilité. Cependant, il est reconnu que la sélection d'un outil comporte de nom­
breux défis et cela ne s'applique pas seulement à l'outil, meus aussi aux structures et aux 
technologies hétérogènes existant à l'intérieur et à l'extérieur de l'organisation. L'analyse 
comparative a rendu possible la sélection des trois outils les plus performants, à savoir 
JAXB, HyperJAXB et Hibernate, car ils ont permis de minimiser le temps d'implémen­
tation et la complexité, tout en favorisant la performance dans l'intégration de systèmes 
d'information par le partage des données avec l'utilisation des documents XML. 
La perspective qui découle de ce travail de recherche s'oriente vers l'application 
d'une méthodologie semblable dans la problématique d'intégration de systèmes d'infor­
mation hétérogènes par l'implémentation d'une architecture qui permet de gérer d'une 
manière automatique le flux des documents XML entre les différents systèmes, c'est-à-
dire, l'intégration par l'implémentation d'une architecture orientée services ou SOA (Ser­
vice Oriented Architecture). On a déjà évalué des outils qui font partie d'une telle ar­
chitecture, comme les documents XML et JAXB. Ils sont utilisés dans le transport et la 
représentation de données, la description de services, le traitement de documents et la 
publication de services. Alors, il faut continuer vers l'évaluation des outils qui utilisent 
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Cette annexe détaille la configuration des composants matériels et logiciels utilisés dans 
l'évaluation systématique pour les outils d'intégration ainsi que la configuration en chiffres 
de chaque fichier qui représente les différentes structures de données. 
A.2 Composant matériel et logiciel 
Le tableau A.l présente un résumé des composants matériels et logiciels utilisés dans 
l'application du cadre d'évaluation systématique pour les outils d'intégration. 
TABLEAU A.l - Configuration des composants matériels et logiciels 
Composant matériel Description 
L'ordinateur Portail TOSHIBA Satellite A100 
Le processeur Intel Core2, T5500 @ 1.66 MHz 
RAM (Mémoire primaire de l'ordinateur) 2 GB 
Composant logiciel Description 
Système d'exploitation Windows XP Professionnel, SP 3 
Système d'exploitation, Machine virtuelle VMWare 1.0.2, Ubuntu 8.04 
Base de données relationnelle PosgreSQL 8.3 on i486 pc linux 
Environnement de développement Eclipse 3.4 Ganymede 
Langage de programmation Java, JDK 1.6 
Progiciel de métriques Metrics 1.3.6 for éclipsé http ://me-
trics.sourceforge.net / 
A.3 Configuration des fichiers XML 
Dans le critère de performance, nous avons défini, par chaque structure de données (simple, 
moyen et complexe), trois types différents de fichiers XML, en représentant le nombre de 
transactions à lire par les outils. Le tableau au-dessous montre les caractéristiques de ces 
fichiers XML : la taille du fichier en Kilobits, le nombre de lignes, le nombre de caractères 
et le nombre de balises. 
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Caractéristiques des fichiers XML 
Nombre de Transactions 10 |100 1000 
Modèle sim] pie 
Nom du fichier SimplelO.xml SimpIelOO.xml SimplelOOO.xml 
Taille du fichier 3 Kb 19 Kb 179 Kb 
Nombre de Lignes 78 708 7,009 
Nombre de Caractères 2,074 18,541 183,135 
Nombre de Balises 122 1202 12,002 
Modèle moyen 
Nom du fichier MoyenlO.xml MoyenlOO.xml MoyenlOOO.xml 
Taille du fichier 22 Kb 217 Kb 2,158 Kb 
Nombre de Lignes 642 6,349 63,409 
Nombre de Caractères 22,392 221,186 2,209,106 
Nombre de Balises 162 1602 16002 
Modèle complexe 
Nom du fichier complexelO.xml complexelOO.xml complexelOOO.xm 
Taille du fichier 90 Kb 896 Kb 8,953 Kb 
Nombre de Lignes 1,823 18,213 182,103 
Nombre de Caractères 91,754 916,806 9,167,389 
Nombre de Balises 2,162 21,602 2,160,002 
ANNEXE B 
Implémentation des scénarios d'Hibernate 
B.l Introduction 
Cette annexe présente les résultats obtenus dans l'application du critère d'évaluation du 
temps d'implémentation dans les scénarios qui ont été proposés par les auteurs Bauer 
et King, dans leur livre « Java persistance with Hibernate ». Le premier résultat obtenu 
est l'application du scénario descendant dans lequel, l'implémentation commence par le 
modèle du domaine, en produisant le modèle relationnel. Le deuxième résultat obtenu est 
de l'application du scénario ascendant qui propose le début de l'implémentation par le 
modèle relationnel, en produisant le modèle du domaine. 
B.2 Résultat de l'application du scénario descendant 
La figure B.l représente le modèle relationnel obtenu de l'application du scénario descen­
dant dans lequel s'observent les problèmes liés à la disparité d'impédance objet-relationnel 
suivante : 
1. Le problème de granularité. La classe Adresse et ses attributs sont mis en corres­
pondance comme un composant de la classe Membre. 
2. Le problème de sous-type. La relation d'héritage des sous-classes Etudiant et Em­
ployé sont mis en correspondance comme une association de relation utilisant des 
clés étrangères pour implémenter la relation d'héritage. 
3. Le problème lié aux associations avec l'association unidirectionnelle de plusieurs à 
un. L'association entre la classe Ouvrage et Catégorie est une association unidirec­
tionnelle avec l'utilisation de clé étrangère qui représente l'association. 
4. Le problème lié aux associations avec l'association bidirectionnelle de plusieurs à 
plusieurs. L'association des classes Ouvrage et Auteur est une association de double 
sens et de plusieurs ouvrages et de plusieurs auteurs. La mise en correspondance de 
cette association se fait avec la création d'une table intermédiaire qui implémente 
une clé primaire composée avec les attributs uniques de chaque côté de la relation. 
B.3 Résultat de l'application du scénario ascendant 
La figure B.2 représente le modèle relationnel de départ dans l'application du scénario 
ascendante. 
105 
106 ANNEXE B. IMPLÉMENTATION DES SCÉNARIOS D'HIBERNATE 
La figure B.3 représente le modèle du domaine obtenu de l'application du scénario 
ascendante dans lequel les problèmes de disparité d'impédance objet-relationnel sont moins 
accentués et sont structure moins orientée objet. 
B.4 Résultat de l'application du scénario au milieu 
Cette section présente les résultats d'implémentation de HyperJAXB2 comme une implé-
mentation du scénario au milieu. La première figure B.4 est la représentation du schéma 
XML qui est la base pour générer le modèle objet et le modèle relationnel représentés par 
les figures B.5 et B.6 suivantes. 
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Figure B.l - Modèle relationnel obtenu de l'implémentation du scénario descendant 
108 ANNEXE B. IMPLÉMENTATION DES SCÉNARIOS D'HIBERNATE 
Figure B.2 - Modèle relationnel de départ de l'implémentation du scénario ascendante 
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Figure B.3 - Modèle du domaine obtenu de l'implémentation du scénario ascendante 
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<?xml version="1.0" encoding="UTF-8"?> 
<xsd:schema xmlns:xsd= "http://wwww3org/2001/XMLSchema " 
targetNamespace="//generoferf//b/i)/io" 




















<xsd icomplexType name= "Membre "> 
<xsd:sequence> 
<xsd:element name="idMembre" type="xsd:integer"/> 
<xsd:element name="nom" type-"xsd:string"/> 
<xsd:etement name*"telephone" type- 'nsdiong'/> 
<xsd:e)ement name="limitePret" type="xsd:integer"/> 




Figure B.4 - Schéma XML de la structure de données de départ du scénario au milieu 
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Figure B.5 - Représentation UML du modèle du domaine obtenu de l'implémentation du 
scénario au milieu 
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Figure B.6 - Modèle relationnel obtenu de l'implémentation du scénario au milieu 
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