Free, Libre and Open Source Software (FLOSS). FLOSS challenges the norms and relations of the capitalist software industry that is at the heart of network society. Many people involved in FLOSS see themselves as activists in a new social movement. The paper discusses the the KDE (‗Kool Desktop Environment') project as a FLOSS case study. KDE is one of several projects intended to bring ease of use of a graphical user interface (GUI) to various free operating systems (the operating system is the underlying software on top of which sit applications we use directly such as web browsers or word processors). The paper considers the KDE project from three broad perspectives -'cosmological', technical, and organisational -in order to examine the expressed worldview and technical organisation of the project through an established sociological approach to activism and social movements.
Introduction: the Tao of Hackers and Free Software
Collective action is never the simple expression of actors' intentions, but is constructed by actors who utilize the resources available to them within a particular environment of possibilities and obstacles. Alberto Melucci, 1989 Digital information and communication technologies have articulated and continue to articulate profound social, economic, and political change across the globe. Sociological thinking has sought to understand these developments, which were first grouped under the rubric of 'network society' in the pivotal work of Castells (1996) . There is ongoing debate among social scientists as to the character and trajectory of network society (Castells, 2001 (Castells, , 2010 Ebo, 2001; Floridi, 2008; Lash, 2002; McChesney, Wood, & Foster, 1998; Valovic, 2000; Webster, 2006; Winston, 1998) , but most writers agree that in network society the information content is an ever increasing proportion of the commodity's exchange value and that information rich commodities are a key element of contemporary knowledge society. Often that information content consists in software, which is one of a number of key technological drivers of postindustrial society (Campbell-Kelly, 2004; Terranova, 2004) . Since the late 1990s, there has been growing public and academic awareness of software produced by transnationally dispersed people who use the Internet to organise their work, and who make their software freely available for anyone to use and/or modify (Berry, 2008; Chopra, 2008; DiBona, Cooper, & Stone, 2006; DiBona, Ockman, & Stone, 1999; Weber, 2004) . This development may be seen as one aspect of a broader transformation in organising intellectual labour and thinking about value in late capitalist societies (Benkler, 2006; Dyer-Witheford, 1999; Lévy, 1997; Lévy, 2001) .
Programming is the creation and modification of software; programmers are people who make and modify software, whether professionally, for pleasure, or both. Related to the that of the programmer is the the figure of the ‗hacker', which has loomed large in public consciousness since the 1980s, with the widespread diffusion of personal computers and the sociocultural and technical practices associated with their use (Lally, 2002; Turkle, 1996) . The term 'hacker' has an anti-establishment and even criminal connotation in the general public perception. Hackers have attracted sociological attention, as in Jordan's and Taylor's definitive studies (Jordan, 2004; Taylor, 1999) in which they construct the hacker as an individualistic, often isolated and antiestablishment figure whose main aim is to circumvent layers of security that protect computer systems. Such hackers are motivated by pleasure, material gain, or both, and almost always by the enhanced reputation a skilled hacker gains within an inner circle of peers, among whom that hacker is known only by an online pseudonym (Yar, 2006 chapter 2) . In contrast to this classic 'breaking and entering' hacker, the FLOSS hacker is mainly concerned with creating and sharing code in the most open way possible (Himanen, 2001; Raymond, 1999 Raymond, , 2003 . Many in the FLOSS world see themselves as hackers, but not hackers in the popular conception of people who attack and break into computer systems (‗cracker' has been suggested as a better term for those who break into systems (Anonymous, 1999, chapter 1; Wall, 2007, pp. 53-55) ), but as people who enjoy programming as a creative, problem-solving activity. From the perspective taken in this paper, there are good reasons to avoid making moral judgements about hacking as an activity outside of concrete consideration of the hacker and hacking in question (Himanen, 2001; Kelty, 2008) .
The figure of the hacker, whether as virtual raider or as benign technologist-tinkerer, does not map neatly onto that of the mainstream corporate programmer (now often called a 'software engineer'), who is also essentially a creator and editor of source code. The rise of programming as a career over the past four decades has entailed repeated attempts to professionalise the discipline through the creation and expansion of professional societies, certifications, and university and college curricula, all interacting with computer science research (Campbell-Kelly, 2004 ). An ideal-typical (perhaps even stereotypical) distinction between software engineers and hackers is that hackers are pragmatic in their methods, are more experimental and creative, while software engineers operate in bureaucratic structures where methods and tools are standardised and homogenised (Pressman, 2001 ). This distinction is akin to that identified by Turkle (1996 Turkle ( , 1985 1990) in her work on the early personal computing culture, where she discusses an idealtypical divide between experimental, constructivist approaches to software on the one hand, and top-down, formal approachers, on the other. Among hackers this distinction is acknowledged though frequently challenged, or rejected altogether (Graham, 2004) .
Free and Open Source Software
The focus of Free and Open Source Software -FLOSS -is on producing computer software that people may use, distribute and modify without restriction, provided they pass on the same freedoms to others (Moody, 2002; Weber, 2004) . Software freedom is not new in the world of computing: the free sharing of software among computer users has been present from the very beginning of general purpose computing in the 1950s (Campbell-Kelly, 2004 ; chap 2); free sharing of code was characteristic of the hacker communities that arose in the 1960s (Levy, 2001 ). More recently a new term has emerged -FLOSS -Free and Libre Open Source Software -which fully captures the varied connotations of free. The first sense of free in FLOSS is the more usual in the English-speaking world, while the second sense of free is captured by the French libre, which connotes open access, or more properly freedom or liberty, rather than free of cost. Free software in the first sense is free to acquire; in the second sense it is free to modify, as the user has the freedom to change the software to suit her needs. FLOSS therefore covers both senses of ‗free'.
What is essentially free in FLOSS is the source code of the software. Source code is the detailed set of instructions, akin to a recipe, that specifies in full detail how the software in question works. Software can be and is often distributed in a form readable and executable only by computer hardware, that is, as a package not including source code; but in order to understand fully how software works, and in order to modify/enhance it, one must have access to the source code. Unsurprisingly then, source code is seen as a key element of intellectual property by many of the firms and individuals that produce it, and they go to great lengths to restrict access to it. So it is on questions around the ownership and control of source code that FLOSS defines a special space for itself in the wider field of information technologies (Chopra & Dexter, 2008 (Williams, 2002; Stallman & Gay, 2002) , the charismatic founder and head of the Free Software Foundation, software should be free in all senses, and therefore largely outside of restrictive licensing market relations. 1 Stallman designed the GNU Public License (GPL), which prohibits the closing of the source code of any software falling under its purview, and more radically, it has the viral effect of demanding any other software combined with GPL software as part of a larger project, to be itself under the GPL. Sometimes referred to as copyleft, GPL not only rejects exclusionary rights in software, but ensures the open access to software and its source for perpetuity. For Stallman the right to examine and change source code and to redistribute software is a fundamental element of democracy in the information age.
Open Source 2 software -as conceived by the OSI -is analogous to free software in the sense of making available to its users the freedom to examine and change the source code.
Open Source was coined by Eric Raymond and others (DiBona et al., 1999) (Berry, 2008) , though it must be noted that ideas from both approaches inform the praxis of the majority of FLOSS projects, including KDE. Moreover, a growing social science literature on Free Software takes the view that the FLOSS phenomenon is indeed a social movement (Berry, 2008; Chopra & Dexter, 2008; Kelty, 2008; Söderberg, 2008; Stallman, 2005; Stallman & Gay, 2002) . These works address the topic from a range of disciplinary perspectives, including politics, political economy, cultural anthropology, legal studies, and information technology. There appears to be considerable scope for connecting sociological thinking on social movements and activism to the world of FLOSS. In this regard I will draw on a selection from a well-established body of work (Castells, 1997; Eyerman & Jamison, 1991; Touraine, 1977) , which focusses on the interplay between the world-view and organisational strategies of social movement activists. I draw also on Melucci's (1989 Melucci's ( , 1996 work, which directs us to study social movements as engaged in struggles over meaning, struggles in which actors work within structures that both enable and constrain. In what follows I shall examine the KDE project in terms of constitution and contestation of meaning and practice in a dynamic environment where software is having a growing impact on social, economic, and cultural life.
FLOSS hackers as activists
Eyerman and Jamison (1991) approach the study of social movements as a 'cognitive praxis' comprising a cosmological dimension, a technological dimension, and an organisational dimension. The cosmological dimension of cognitive praxis pertains to the world-view or ontology of the actors concerned. Here we are concerned with ideas on how the social world in which the actors function is structured, the kinds of relationships and forces as well as objects that constitute that world. The technological dimension of cognitive praxis is concerned with framing, appropriating, and applying material technology, as well as technology in the sense of know-how, to make an overall articulation intended to further the aims of the actors in question. The organisational dimension pertains to how groups form and operate, and to questions of leadership, task allocation, accountability, and decision-making. The three dimensions taken together allow us to to model sociologically an activist project, in this case FLOSS, exemplified by the KDE project. This approach serves to construct only a partial account of the sociological object in question: a fuller but by no means complete understanding would call, inter alia, for in-depth historical analysis, studies of motivation, and of biography, all of which form part of the broader research project of which this paper is one part.
The KDE project
The KDE -'Kool Desktop Environment' was intended to give Unix 3 and related operating systems, including Linux, a graphical user interface on par with the Apple Mac and Microsoft Windows. KDE was officially announced 4 on 14 October 1996 by Matthias Ettrich, a German computer science student. Ettrich recognised that the dominant paradigm for using the personal computer was by the mid 1990s the windows, icon, mouse and pointer interface, originally developed at Xerox's Palo Alto laboratories in the 1970s (Hiltzik, 2000) , brought to personal computing with the pioneering 1984 Apple Lisa, and soon after adopted by Microsoft and crafted into the now ubiquitous Windows. Given these developments, it was clearly the case that in order to gain widespread acceptance among end users, Unix and Linux would need such an interface.
In November 2007, the KDE project website reported that the project comprised more than four million lines of code. To put this in perspective, one of the most widely used Linux operating system distributions, Red Hat and North America second, encompasses more than twenty nationalities. As is the case in the overall software world, the working language is English; the reader should note that the instructions in which software source code is written are all derived from English words, arguably reflecting the fact that the early development of computer programming methodologies and languages in the late 1940s through the early 1960s took place mainly in the USA and the UK (Campbell-Kelly & Aspray, 2004; Ferry, 2004) .
The KDE world-view
The KDE project's code of conduct and manifesto give useful insights into the values that underpin KDE (http://www.kde.org/code-of-conduct/). The KDE world-view is fundamentally shaped by an adherence to the principles of Free and Open Source Software, which constitute social structures and relations shaped by and through collaborative work and sharing of knowledge and resources. The project represents itself as a work in progress, which aims to achieve technical excellence in software and make the benefits of this excellence freely available to users. The project does not seek to determine how others might use the software it produces, save that users must adhere to the FLOSS licensing terms under which KDE software is published. The project manifesto is agnostic as to whether KDE is incorporated into for-profit products. The KDE world-view revolves around empowering users through freely available computer software: across the project's documentation one finds references to the principle that having easy access to information technology is essential for full political and economic participation in society. A corollary, found across the FLOSS world, is that private control of information technology is detrimental to democratic participation (Berry, 2008) .
Hackers value collaboration and sharing (Kelty, 2005 ), yet there is competition among FLOSS projects and rivalry among users of different FLOSS software suites, so competition must be thought of in a different sense from that of capitalist logic. accompanied by a set of technical and organisational strategies intended to advance the alternative world-view, and it is to these that we turn next.
The making of a KDE hacker
As an open technology, anyone can use and/or modify KDE for free, and the project actively encourages people to make contributions, but the process of becoming a contributor depends on the nature of the intended contribution. As with many other large FLOSS projects, one has to go through a process of approval and review in order to contribute code. At the other extreme, anyone can report bugs or make feature requests through a simple web based application.
Somewhere in the middle is contributing documentation or artwork. In each of these areas contributors range from technology novices to experts in programming, interface design, technical writing and graphic design. Much as described by Weber (2004) for the Linux kernel, programmers new to KDE can expect to have their code checked and accepted or rejected by senior developers/maintainers; the checking is necessary because integrating poorly written code could lead to undesirable effects in the wider project. There is potential for bruised egos here and KDE community leaders make a point of setting out guidelines on how to criticise code without attacking the person of the coders. Mediation of conflict around code rejection is a key role played by the most senior hackers (Weber, 2004) ; indeed becoming recognised as a community leader in the Free Software world requires the exercise of political as well as programming skills (Bacon, 2009 ).
The KDE software suite is made up of many modules and sub-projects, for each of which there would generally be one lead maintainer/developer, or team of such, who take overall responsibility for that module's code. The myriad sub-projects all maintain to-do lists, and a new code contributor is expected to pick an outstanding item and volunteer her work on this. For people with the appropriate skill and experience, one possibility is to start an entirely new software project that is compatible with KDE: given sufficient diligence and programmer input, and if the new project attracts users and enthusiasm, then the software might be listed as a recognised KDE application, and perhaps even become a core part of the project. On the other hand, if the new project is unable to gather sufficient developer support then it may wither away:
in KDE as in other FLOSS projects, there is a kind of Darwinian selection at work (Weber, 2000 (Weber, , 2004 .
As with any collective endeavour based around skilled activity, there are both formal and informal processes of training and apprenticeship that all newcomers must navigate. It is assumed by insiders that newcomers are familiar with the software as users. A potential KDE contributor must become familiar with the documentation of the project, which is found in an extensive collection of on-line resources for developers, running to the equivalent of thousands of pages of documentation (http://techbase.kde.org/Getting_Started). There are development standards, preferred programming tools, and software libraries to be mastered. 8 In learning to be a KDE programmer there is considerable help available from experienced developers through online chat, instant messaging, forums, and mailing lists; the project recommends that new developers should peruse the archives of these in order to familiarise themselves with the people and procedures of the development community.
Becoming a KDE programmer is mainly about managing source code. The KDE project is divided into two source code branches: a stable, shipping branch, and a developmentwork in progress -branch. The stable version is meant to be packaged for inclusion with particular Linux distributions, and indeed other operating system such as BSD Unix, and since 2008, Mac OSX and Windows. It is well-tested and documented and considered ready for everyday use by the general user; it is from this stable branch that producers of Linux and Unix distributions -distros -will pull the source code and produce from it packages for their own end-users (it should be borne in mind that many of the people who work on distros are also contributors to the KDE project). The development branch, by contrast, is KDE with scaffolding on, as it were. It is considered unstable because developers are trying out new features and thinking of ways to address issues raised with the previous stable release. Getting the unstable code from the development branch and compiling it is a process which can take hours, and is daunting for the beginner, but is a 'rite of passage' in becoming a KDE developer.
While there is a wide variation of opinions as to how long it takes to become a competent programmer, it is generally agreed among hackers that programming is easy to learn but hard to master. The core programming language of KDE is c++, an extremely powerful programming language but one which has a reputation for complexity (Stroustrup, 2000) . (Molkentin, 2007) ). But becoming a KDE hacker requires more than learning c++.
The KDE guide for programming newbies suggests that one should first learn c++ if not already familiar with it, then learn the QT programming toolkit (Blanchette & Summerfield, 2008) , and then the KDE design philosophy and architecture, including agreed coding standards. In addition, the preferred working environment for KDE programmers, called 'Kdevelop' (http://www.kdevelop.org/), is an integrated development environment (IDE), which itself requires some time to master. One can think of the IDE as a toolbox for the programmer; it comprises software tools with which she will write her code, test it, maintain lists of tasks, keep working notes, and run debugging sessions in which errors are found and (hopefully) fixed.
An important distinction in thinking about KDE development is that between learning the fundamentals of computer programming and learning how to be a KDE hacker. The former is generally acquired through formal training at college or university, while that latter is acquired through self-study and informal and/or formal apprenticeship on existing There has long been a recognition that learning c++ may require more time than many potential contributors may be willing or able to invest, so providing the means of using other programming languages to build KDE applications is an ongoing concern. One of the most promising developments in this regard is the provision of QT (and KDE) bindings to the Python language (Summerfield, 2007 ; also http://www.riverbankcomputing.co.uk/).
Python was designed to be easy to learn (http://www.python.org/about/), easy to read and easy to write, and while it is not nearly as fast in execution as c++, it is adequate for many applications. The latest version of KDE -KDE4 -allows Python programmers to bring their skills to KDE development, and thus provides a way of writing KDE software that is less labour-and time-intensive for newcomers. There are active projects to allow other programming languages to be used for KDE development, as part of a broader move to open up FLOSS software development to people with skills other than the historically core ones of programming in c and /or c++.
A key operating principle of FLOSS is 'release early and release often'. This means that prototypes of software are rapidly developed and put into circulation for peer review.
Provided that sufficient developers come on board, or, if there is a lone developer or small team, that they are sufficiently dedicated, then a virtuous circle of producing versions is set into motion, involving having them reviewed, bugs identified, fixes submitted, assessed, and integrated or rejected, and revised releases made. Worth noting here is that in most FLOSS projects guided by this principle, there is little concern with having an initial release that is virtually 'finished' and 'ready for market'. This issue was starkly raised with the controversy surrounding the release of KDE 4.0 in January 2008: version 4 of KDE promised many new features, but on its initial release was in fact less functional than the version it replaced, and many KDE users were unhappy with this. The KDE leadership was at pains to point out that as a '.0' release (the first in a series of public versions of a software suite) KDE 4.0 was only the first in a series that would go on for several years.
It has not generally been in the interest of proprietary software companies like Microsoft to release early in the sense of making a product available for sale with a substantial part of the intended feature set incomplete. This is especially apparent where proprietary software producers must release a refined product with all of the documentation support and sometimes packaging retail-ready; for such producers, the prototyping and early user testing phases have traditionally been internal to the firm or included only a carefully screened group of testers. Often these testers are required to sign non-disclosure 
Becoming a non-programmer contributor
Though the perspective explored here is mainly that of programmers, it is useful to consider briefly non-programming contributions to the KDE project. These revolve around testing and bug reporting, documentation, translation, user interface design and development, artwork, and community and outreach work. All of these areas overlap, and indeed overlap with programming as well: many of the key technical leaders of KDE combine programming with one or more of these non-programming activities (a tidy separation of programming from non-programming activities in software production is in any event problematic).
As behaviour is informal at these hacking sessions, but there is an air of concentration. These sessions are the defining collective activity of FLOSS hackers.
A formal side to the annual Akademy comprises the meeting of he Board of Directors, elections of officials, and a presentation ceremony to recognise outstanding work on or with KDE over the previous year. Despite the sophisticated networking infrastructure which enables the day to day work of KDE, the formal and ceremonial remains important:
it is certainly technically possible to conduct much the business of the Akademy over internet links, but the fact that the Akademy is popular and well attended is an indication of the continued importance of face to face contact in an internetworked world.
Funding for KDE comes from a combination of donations, corporate sponsorship, and public funding for research projects in which KDE is an element. Since 2005, the Google Summer of Code project has been giving stipends to computer science students to work for a a three month period on free and open source software projects; organisations apply to be mentors, while students apply to work on the projects proposed by the successful mentors (http://socghop.appspot.com/). The KDE project has been a mentor organization since the inception of the Google Summer of Code. Another key dimension to the resourcing of KDE is the fact that many of the contributors are employed by firms or other organisations to work on free software, some of which finds its way back into the project.
Notwithstanding these sources of funding, it is the freely given time of volunteers that is the main means whereby the work of the project gets done. So KDE, as other large free software projects, is funded by a combination of corporate and public sponsorships, and donations, but much of the work is done by unpaid volunteers. Its political economy is more altruistic than capitalistic.
Summary
Sociological engagement with the FLOSS challenge in and of code is essential to a critical understanding of our present, and of our near future. The world-view and working methods of FLOSS demand sociological attention because they are manifest in the space of software, which is a key driver and product of network society. Though ostensibly about software technology, the KDE project as a case directs sociological attention to a radical shift in network society, a shift characterised by sharing, by a re-imagination of value and property in software, and shifting social relations of making and using software. This shift is further exemplified by social networking as with Facebook and Twitter, by file-sharing, and the wholesale reshaping of news and entertainment media brought about by the digital revolution (Lessig, 2001) . Free and Open
Source hackers are at the heart of this shift, and many see themselves as a vanguard leading the way toward a new era of free information and free culture.
KDE, as typical of FLOSS, is a contestatory intervention into a globalised network society shaped by capitalist control of the digital means of production. The project contests an ideological order of information based around conventional intellectual property notions and capitalist labour and trade arrangements; against that order KDE, and FLOSS more generally, constructs an alternative set of structures and relations comprising an intellectual commons and collaborative, open work, all underpinned by an ethical framework that is fundamentally collectivist and altruistic (Ghosh, 2005; Kelty, 2005) . We saw that the project has developed modes of working and governance that are congruent with its world-view. FLOSS, of which KDE is a case, is a good candidate to be considered a social movement in the terms set out by, inter alia, Castells (1997) , Touraine (1977) , and Melucci (1996) .
The social relations and culture of FLOSS are seen by insiders and some commentators to point to emergent forms of collective labour and common ownership, but some healthy sociological scepticism is in order here: the forms of capital that constitute the KDE resource base -skills, knowledge, connections -remain largely confined either to knowledge nodes -universities, public and private research institutes -in the established capitalist nation states, or to enclaves in the South of the world system; this situation is changing but at what rate it is difficult to determine (Hoffmann, 2004) . KDE is an international and internationalist project, but more than half its contributors are based in Western Europe and fewer than one in twenty of the contributors are female. The project's aims and ethos are open and democratic, but as we saw in the earlier discussion of the making of a KDE hacker, making the most typical contributioncode -requires substantial programming skill and knowledge; we must ask what is the likelihood that people from the global South, having acquired such advanced software skills, would be willing or able to put these skills to work 'at home'. There is a global market in programming talent, and that talent is drawn toward the established centres of power.
FLOSS is both as a political intervention into the world of software, and a pragmatic approach to building software. The first aspect challenges conventional notions of intellectual property by posing against them an intellectual commons from which all may draw as needed and to which each may contribute to the extent of her abilities (Söderberg, 2008) . The second aspect draws on the collective intelligence of many developers, testers and users, enabled by the Internet, in order to reap benefits of network synergies in producing software. The discussion of KDE showed that the two aspects are interconnected, and proposed that FLOSS is a good candidate for further study in terms of sociological ideas of social movements.
1 While the FSF principles allow a small charge to cover the cost of distributing free software and the acceptance of donations made to free software projects, full-fledged profit-taking would appear to be incompatible with the FSF principles. While it is theoretically possible to conceive of a large enterprise employing many people and making a profit out of pure Free Software in the FSF sense, there are few examples of firms that thrive without making some compromise with conventional software market practice.
