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La complexité croissante des Systèmes de 
Systèmes et autres grandes fédérations 
d͛aĐteuƌs pose de Ŷouǀelles pƌoďlĠŵatiƋues de 
conception et de réalisation. Cette complexité, 
induite par des structures de management 
toujours plus sophistiquées et un cycle de vie 
long, doit être maîtrisée au plus tôt dans la 
conception des entreprises. Cette maîtrise 
peƌŵet à l͛eŶseŵďle des iŶteƌǀeŶaŶts au Đouƌs 
du ĐǇĐle de ǀie d͛uŶe eŶtƌepƌise d͛ideŶtifieƌ ses 
points clés et de prendre confiance en sa 
capacité à atteindre ses objectifs. En particulier, 
il importe de savoir estimer les capacités de 
l͛eŶtƌepƌise à s͛adapteƌ à des situatioŶs 
iŵpƌĠǀues ou eǆĐeptioŶŶelles afiŶ d͛assuƌeƌ ses 
missions en toutes circonstances. 
En réaction, de nouvelles démarches 
d͛iŶgĠŶieƌie ĠŵeƌgeŶt. Elles s͛appuieŶt suƌ la 
modélisation et la simulation de l͛aƌĐhiteĐtuƌe 
de ces systèmes aux différents stades de leur 
développement et de leur fonctionnement.  
DaŶs le Đadƌe d͛uŶe de Đes dĠŵaƌĐhes ŶoŵŵĠe 
IDEA, nous avons enrichi le langage de 
desĐƌiptioŶ d͛aƌĐhiteĐtuƌe avec des concepts et 
des mécanismes aǇaŶt pouƌ ďut d͛adƌesseƌ 
l͛adaptaďilitĠ et des ĐapaĐitĠs de ƌeĐoŶfiguƌatioŶ 
des entreprises. Ces apports ont été 
expérimentés avec succès par prototypage et 
daŶs des ĐoŶteǆtes d͛affaiƌes iŶdustƌielles. 
Abstract 
As the complexity of large civilian and military 
Systems of Systems and system federations 
increases, new system architecture and 
engineering challenge emerge. This complexity is 
mainly due to intricate management structures 
and a long lifecycle, and needs to be mastered 
from the early stages of architecting. All 
engineering stakeholders need to identify the 
key aspects of the enterprise and gain 
confidence in its ability to fulfill its missions. To 
ensure that the enterprise is able to satisfy its 
objectives despite evolving situations, there is a 
need to focus on its capability to adapt through 
reconfiguration. 
New engineering approaches emphasize 
architecture modelling and simulation to tackle 
the complexity of the enterprise in all stages of 
its lifecycle in a flexible and global way.  
In the context of such an approach named 
IDEA, we updated the architecture description 
language to include concepts and mechanisms 
dedicated to the adaptability and 
reconfiguration of the enterprise. We also 
focused on ensuring model consistency. The 
results were experimented through prototyping 
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Chapitre 1. Introduction générale et positionnement 
  
Autonomie et reconfiguration des systèmes de systèmes tactiques 






1.1. Présentation du domaine 
1.1.1. Systèmes de Système, Entreprises et Command & Control 
La notion de système de systèmes se retrouve dans différents contextes, en particulier les 
technologies de l͛iŶfoƌŵatioŶ et le doŵaiŶe ŵilitaiƌe. Dans le domaine des technologies de 
l͛information, les « sǇstğŵes de sǇstğŵes d͛iŶfoƌŵatioŶ » tirent leur origine dans l͛hĠtĠƌogĠŶĠitĠ 
(tant en termes de métiers que de technologies) des applications utilisées par les différentes entités 
d͛uŶe oƌgaŶisatioŶ. La ŵaitƌise de la ĐoŵpleǆitĠ du sǇstğŵe d͛iŶfoƌŵatioŶ gloďal ;le « système de 
systèmes ») devient alors un enjeu majeur pouƌ l͛oƌgaŶisatioŶ. Dans le domaine militaire, ce sont la 
complexité croissante des forces déployées (dispositifs interarmées et interalliés) et la recherche de 
l͛eǆploitatioŶ eŶ ƌĠseau des ŵoǇeŶs de ces forces qui ont fait émerger la notion de système de 
systèmes. En France, cette notion est au Đœuƌ des pƌĠoĐĐupatioŶs de la DGA ;DĠlĠgatioŶ GĠŶĠrale 
pouƌ l͛AƌŵeŵeŶtͿ depuis plusieuƌs aŶŶĠes.  
Quel Ƌue soit le ĐoŶteǆte d͛oƌigiŶe, la ŶotioŶ de sǇstğŵe de sǇstğŵes adresse des assemblages de 
systèmes répondant à des caractéristiques spécifiques. En 2008, Luzeaux et Ruault proposent la 
définition suivante :  
 Système de systèmes (SdS) – Un système de systèmes est un assemblage de systèmes 
pouvant potentiellement être acquis et/ou utilisés indépendamment, pour lequel le 
ĐoŶĐepteuƌ, l͛aĐƋuĠƌeuƌ et/ou l͛utilisateuƌ ĐheƌĐhe à ŵaǆiŵiseƌ la peƌfoƌŵaŶĐe de la ĐhaîŶe 
de ǀaleuƌ gloďale, à uŶ iŶstaŶt doŶŶĠ et pouƌ uŶ eŶseŵďle d͛asseŵďlages eŶǀisageaďles [2].   
Les critères de Maier, proposés en 1998, identifient un certain nombre de caractéristiques 
décrivant précisément les SdS [1] :    
 Indépendance opérationnelle des systèmes composant le SdS : ĐhaĐuŶ d͛eŶtƌe euǆ peut être 
utilisé individuellement, 
 Indépendance managériale de ces systèmes : les systèmes sont potentiellement issus de 
ĐhaîŶes d͛aĐƋuisitioŶ diffĠƌeŶtes, et ŵaiŶteŶus paƌ des oƌgaŶisatioŶs diffĠƌeŶtes, 
 Développement évolutionniste du SdS : la composition du SdS Ŷ͛est pas figĠe, et est sujette à 
évolution tout au long de son cycle de vie, 
 Comportements émergents : les capacités du SdS dépassent la somme des capacités des 
systèmes qui le composent,  
 Distribution géographique : les systèmes composant le SdS ne sont pas tous co-localisés, 
 Nous prendrons également en considération un critère complémentaire de finalités 
communes, tel Ƌue pƌoposĠ paƌ la DGA eŶ iŶtƌoduĐtioŶ à l͛EĐole “Ǉstğŵes de “Ǉstğŵes de 
2007. Ce critère introduit un objectif commun en vue duquel soŶt Ġtaďlies l͛oƌgaŶisatioŶ et la 
coordination des composantes du SdS.  
 
Dans le contexte industriel de cette thèse, nous nous intéresserons en particulier aux SdS du 
domaine militaire. DaŶs Đe doŵaiŶe, l͛Ġtude des “d“ se positionne dans le cadre plus large du 
Command & Control (C2). Le C2 est un concept tirant son origine des analyses de la stratégie et des 
organisations militaires, et pour lequel nous considèrerons la définition suivante proposée par le 
Department of Defense (DoD) américain : 
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 Command & Control (C2) – C2 is the exercise of authority and direction by a properly 
designated commander over assigned and attached forces in the accomplishment of the 
mission. Command and Control functions are performed through the C2 system, an 
arrangement of personnel, equipment, communications, facilities and procedures employed by 
a commander in planning, directing, coordinating and controlling forces and operations in the 
accomplishment of the mission [8].  
L͛uŶ des poiŶts ŵajeuƌs daŶs l͛Ġtude du CϮ est l͛optiŵisatioŶ du sǇstğŵe assuƌaŶt ses foŶĐtioŶs 
(« C2 system » dans la définition précédente), lequel peut éventuellement être un SdS. L͛optimisation 
doit prendre en compte des aspects tels que la maîtrise du risque ou la résilience1, dans des 
doŵaiŶes aussi ǀaƌiĠs Ƌue l͛iŶfoƌŵatiƋue ;ƌĠseauǆ…Ϳ et les sĐieŶĐes ĐogŶitiǀes ;ĐoŵpoƌteŵeŶts 
huŵaiŶs…Ϳ. Dans [3], BaǇŶe pƌĠĐise le ďesoiŶ d͛iŶĐluƌe daŶs la thĠoƌie du CϮ uŶe dĠfiŶitioŶ Đlaiƌe du 
sǇstğŵe assuƌaŶt les foŶĐtioŶs du CϮ, ŵais aussi de l͛eŶtitĠ faisaŶt l͛oďjet de la gouǀeƌŶaŶĐe ;les 
« forces » dans la définition précédente, pouvant également constituer un SdS). Cette définition doit 
peƌŵettƌe d͛adƌesseƌ de ŵaŶiğƌe aussi foƌŵelle Ƌue possiďle l͛eŶseŵďle des pƌoďlĠŵatiƋues 
iŶhĠƌeŶtes à l͛optiŵisatioŶ du sǇstğŵe de CϮ, daŶs le ďut d͛optiŵiseƌ les ĐapaĐitĠs de l͛eŶseŵďle 
(« C2 system » et « forces »Ϳ à ƌeŵpliƌ ses ŵissioŶs.  C͛est Đet eŶseŵďle Ƌui ĐoŶstitue aloƌs 
l͛eŶtƌepƌise (« enterprise ») au sens de Bayne : 
 Enterprise – The teƌŵ ͞eŶteƌpƌise͟ ƌefeƌs to a ƋuaŶtifiable uŶit of oƌgaŶizatioŶ (of aƌbitƌaƌy 
size), including its human and synthetic actors and information systems. [3] 
 
La définition précédente, très générique, ne restreint pas les entreprises au seul domaine militaire, 
ni aux seuls systèmes de systèmes : elle recouvre toute fĠdĠƌatioŶ d’aĐteuƌs, aussi ďieŶ humains que 
sǇŶthĠtiƋues ;logiĐiels, ŵĠĐaŶiƋues…Ϳ, ĐollaďoƌaŶt pouƌ uŶe ŵissioŶ ĐoŵŵuŶe. C͛est dans ce sens 
Ƌue Ŷous utiliseƌoŶs daŶs toute Đette thğse le teƌŵe d͛entreprise pouƌ dĠsigŶeƌ l͛oďjet de l͛Ġtude, 
incluant en particulier les systèmes de systèmes tels que caractérisés au début de cette partie. 
1.1.2. Architecture d’entreprise  
BaǇŶe dĠfiŶit la ŶotioŶ d͛aƌĐhiteĐtuƌe d͛uŶe telle eŶtƌepƌise ;« architecture of enterprise »2) comme 
ce qui permet à l͛eŶtƌepƌise d͛ġtƌe ǀiaďle, d͛Ġǀolueƌ, et de ŵaiŶteŶiƌ ses ĐapaĐitĠs opĠƌatioŶŶelles. 
L͛aƌĐhiteĐtuƌe est aloƌs dĠfiŶie paƌ le ďiais de la spĠĐifiĐatioŶ de la stƌuĐtuƌe de l͛eŶtƌepƌise, et des 
foŶĐtioŶs Ƌu͛elle ƌĠalise. Plus ĐoŶĐƌğteŵeŶt, Ŷous eŶteŶdƌoŶs sous la ŶotioŶ d͛aƌĐhiteĐtuƌe 
d͛eŶtƌepƌise la dĠfiŶitioŶ des diffĠƌeŶts ĐoŶstituaŶts de l’eŶtƌepƌise (ex. acteurs, processus mis en 
œuǀƌe, pƌoduits ĐƌĠĠs et ĠĐhaŶgĠs…Ϳ et de la stƌuĐtuƌe seloŶ laƋuelle ils s’aƌtiĐuleŶt (ex. liens entre 
les aĐteuƌs et les pƌoĐessus…Ϳ   
Dans le domaine militaire, nous ĐoŶsidĠƌoŶs à titƌe d͛eǆeŵple une entreprise constituée par un 
eŶseŵďle de foƌĐes dĠploǇĠes suƌ uŶ thĠâtƌe d͛opĠƌatioŶs. Cet eŶseŵďle peut ġtƌe de ǀoluŵe 
ǀaƌiaďle seloŶ les oďjeĐtifs de l͛Ġtude, et iŶĐlut à la fois le peƌsoŶŶel et le ŵatĠƌiel (véhicules, 
ĠƋuipeŵeŶts de ĐoŵŵuŶiĐatioŶ, sǇstğŵes de ĐoŵŵuŶiĐatioŶ…Ϳ. L͛aƌĐhiteĐtuƌe de Đet eŶseŵďle de 
forces comprend notamment les structures techniques permettant les échanges entre les éléments 
                                                          
1
 CapaĐitĠ d͛uŶ sǇstğŵe à ƌetƌouǀeƌ uŶ Ġtat staďle suite à uŶe peƌtuƌďatioŶ. 
2
 A ne pas confondre avec le terme anglophone « enterprise architecture », qui concerne pour sa part 
l͛uƌďaŶisatioŶ des sǇstğŵes d͛iŶfoƌŵatioŶs. 
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composant la force ;ƌadio, ƌĠseauǆ iŶfoƌŵatiƋues…Ϳ, mais aussi l͛oƌgaŶisatioŶ hiĠƌaƌĐhiƋue des 
acteurs, et la doctrine qui dirige leurs actions. 
Les objectifs de l͛Ġtude de l͛aƌĐhiteĐtuƌe d͛uŶe telle eŶtƌepƌise peuvent être de natures diverses, 
seloŶ les iŶtĠƌġts de l͛eŶtitĠ eŶ Đhaƌge de la ƌĠaliseƌ. Paƌ eǆemple : 
 CoŶĐeǀoiƌ le sǇstğŵe de ĐoŵŵuŶiĐatioŶ ŶĠĐessaiƌe à assuƌeƌ et optiŵiseƌ l͛ĠĐhaŶge et le 
paƌtage d͛iŶfoƌŵatioŶ eŶtƌe les diffĠƌeŶts aĐteuƌs, 
 Eǀalueƌ l͛iŵpaĐt du ƌeŵplaĐeŵeŶt d͛uŶ sǇstğŵe paƌ uŶ autƌe au seiŶ de l͛eŶtƌepƌise, 
 Etudier et comparer difféƌeŶtes pƌoĐĠduƌes à ŵettƌe eŶ œuǀƌe daŶs des situatioŶs 
données.   
 
Les deux exemples suivants illustrent brièvement des problématiques que peuvent soulever ces 
Ġtudes eŶ teƌŵes d͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise. 
Exemple 1.  UŶ ĐoŶǀoi ŵilitaiƌe, eŶ Đhaƌge d͛aĐheminer du matériel entre deux points, doit être 
capable de se réorganiser pour faire face à une attaque ou tout autre événement imprévu. 
L͛aƌĐhiteĐtuƌe du ĐoŶǀoi eŶ teƌŵes de pƌoĐĠduƌes et d͛oƌgaŶisatioŶ ;aǀaŶt et apƌğs l͛ĠǀĠŶeŵeŶtͿ doit 
avoir été prévue pour supporter cette réorganisation, de manière à pouvoir dispenser aux équipages 
l͛eŶtƌaîŶeŵeŶt ŶĠĐessaiƌe au ďoŶ dĠƌouleŵeŶt de la ƌĠoƌgaŶisatioŶ eŶ Đouƌs d͛opĠƌatioŶ.  
Cet exemple sera utilisé tout au long de cette thèse pour illustrer les propositions : il sera présenté 
plus en détail en 2.1. 
Exemple 2. Dans le cadre de la logistique de théâtre, il faut prévoir des procédures à mettre en 
œuǀƌe pouƌ ĠǀaĐueƌ ǀeƌs l͛aƌƌiğƌe uŶ ŵatĠƌiel eŶdoŵŵagĠ daŶs uŶe zoŶe de Đoŵďat. Cette 
ĠǀaĐuatioŶ Ŷ͛est pas foƌĐĠŵeŶt ƌĠalisĠe paƌ des peƌsoŶŶels et ŵatĠƌiels spĠĐifiƋues, ŵais peut ġtƌe 
gĠƌĠe paƌ le peƌsoŶŶel effeĐtuaŶt la ŵissioŶ ŶoŵiŶale. L͛ideŶtifiĐatioŶ des Đƌitères de sélection du 
peƌsoŶŶel eŶ Đhaƌge de l͛ĠǀaĐuatioŶ est d͛uŶe iŵpoƌtaŶĐe Đapitale, daŶs la ŵesuƌe où l͛iŵpaĐt suƌ la 
mission est important : le personnel sélectionné devra interrompre ses activités en cours pour 
pƌeŶdƌe eŶ Đhaƌge l͛ĠǀaĐuatioŶ 
L͛aƌĐhiteĐtuƌe de l͛eŶtreprise doit permettre de prendre en compte ces critères pour choisir les 
acteurs les plus appropriés, puis de ĐoŶstitueƌ uŶe ĐollaďoƌatioŶ oppoƌtuŶe pouƌ l͛ĠǀaĐuatioŶ. Cette 
collaboration impacte les procédures et organisations humaines, mais également les systèmes 
d͛iŶfoƌŵatioŶ : eŶ effet, les aĐteuƌs sĠleĐtioŶŶĠs pouƌ ƌĠaliseƌ l͛ĠǀaĐuatioŶ deǀƌoŶt disposeƌ 
d͛iŶfoƌŵatioŶs saŶs ƌappoƌt aǀeĐ leuƌ ŵissioŶ ŶoŵiŶale ;eǆ. lieuǆ de ƌeŶdez-vous), et interagir avec 
de nouveaux partenaires (ex. les unités logistiques).   
Cet eǆeŵple est issu d͛uŶe affaiƌe iŶdustƌielle suƌ laƋuelle oŶt ĠtĠ appliƋuĠs les ƌĠsultats de Đette 
thèse : il sera repris dans la partie 3.2.3.2 pour illustrer les travaux effectués. 
1.1.3. Modélisation et simulation en support aux activités d’architecture 
La ĐoŵpleǆitĠ iŶhĠƌeŶte auǆ eŶtƌepƌises telles Ƌue dĠfiŶies pƌĠĐĠdeŵŵeŶt soulğǀe d͛iŵpoƌtaŶts 
défis tout au long de leur cycle de vie. En particulier, nous nous intéresserons ici à la démarche 
d͛aƌĐhiteĐtuƌe ;« architecting »), en amont de leur phase de conception. Dans le monde militaire, par 
eǆeŵple, la dĠŵaƌĐhe d͛aƌĐhiteĐtuƌe iŶteƌǀieŶt aǀaŶt le laŶĐeŵeŶt des programmes de conception 
des ĐoŵposaŶtes de l͛eŶtƌepƌise ;ex. ǀĠhiĐules, sǇstğŵes d͛iŶfoƌŵatioŶ…Ϳ.  
Du poiŶt de ǀue du ĐǇĐle gloďal de ĐoŶĐeptioŶ de l͛eŶtƌepƌise, les principaux enjeux de la démarche 
d͛aƌĐhiteĐtuƌe sont les suivants : 
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- Maîtriser la compleǆitĠ de l͛eŶtƌepƌise et appƌĠheŶdeƌ ses points clés, 
o Ex. Identifier les systèmes critiques 
-  PƌeŶdƌe ĐoŶfiaŶĐe daŶs les ĐapaĐitĠs de l͛eŶtƌepƌise à assuŵeƌ ses ŵissioŶs et ƌeŵpliƌ ses 
objectifs, 
o Ex. Optimiser la disponibilité des systèmes critiques 
- PƌeŶdƌe ĐoŶfiaŶĐe daŶs les ĐapaĐitĠs de l͛eŶtƌepƌise à se ŵaiŶteŶiƌ daŶs uŶ eŶǀiƌoŶŶeŵeŶt 
difficilement prévisible (voire hostile dans le domaine militaire). 
o Ex. PƌĠǀoiƌ les ŵodalitĠs de ƌĠsilieŶĐe de l͛eŶtƌepƌise ;faĐe auǆ ƌĠoƌieŶtatioŶs de 
missions, aux ĠǀğŶeŵeŶts iŵpƌĠǀus…Ϳ 
Les appƌoĐhes d͛iŶgĠŶieƌie sǇstğŵe diƌigĠe paƌ les ŵodğles ;MB“E – Model-Based Systems 
Engineering) [9], pƌiŶĐipaleŵeŶt ŵises eŶ œuǀƌe daŶs le ŵoŶde des teĐhŶologies de l͛iŶfoƌŵatioŶ, 
pƌĠĐoŶiseŶt l͛utilisatioŶ d͛uŶ ŵodğle d͛aƌĐhiteĐtuƌe. Ce modèle est partagé et compris par 
l͛eŶseŵďle des paƌties pƌeŶaŶtes ;eǆ. aƌĐhiteĐtes, utilisateuƌs fiŶauǆ…Ϳ, et peut être exploité (voire 
raffiné) tout au long du ĐǇĐle de ǀie de l͛eŶtƌepƌise. Il peut aiŶsi seƌǀiƌ en tant que référence pendant 
les tƌaǀauǆ d͛iŶgĠŶieƌie ou plus taƌd au Đouƌs de l͛eǆploitatioŶ de l͛eŶtƌepƌise ƌĠalisĠe.  
Pouƌ assuƌeƌ au ŵieuǆ la peƌtiŶeŶĐe du ŵodğle ;et doŶĐ de l͛eŶtƌepƌise elle-même) vis-à-vis du 
doŵaiŶe ĐoŶsidĠƌĠ, il est iŵpoƌtaŶt d͛Ġlaďoƌeƌ Đelui-ci en coopération étroite avec les experts du 
domaine (opérationnels). Cette coopération permet également une meilleure compréhension du 
besoin. La principale difficulté rencontrée lors de l͛iŵpliĐatioŶ d͛eǆpeƌts opĠƌatioŶŶels daŶs uŶe 
démarche de modélisation est généralement l͛adaptatioŶ au foƌŵalisŵe : dans la majeure partie des 
cas les opérationnels sont peu (voire pas du tout) familiers du domaine de la modélisation et des 
langages couramment utilisés dans le monde informatique. Afin de capturer au mieux leur expertise 
du domaine, il faut alors leur pƌĠseŶteƌ le ŵodğle d͛uŶe ŵaŶiğƌe paƌlaŶte et eǆpƌessiǀe, proche 
autaŶt Ƌue possiďle de leuƌs ƌĠfĠƌeŶĐes usuelles ;laŶgage, sǇŵďologie…Ϳ. Les approches basées sur la 
siŵulatioŶ, pƌĠseŶtaŶt l͛eŶtƌepƌise au plus pƌoĐhe de la ƌĠalitĠ, soŶt aiŶsi ĐouƌaŵŵeŶt ŵises eŶ 
œuǀƌe daŶs uŶe telle optiƋue.    
 
Nous Ŷous positioŶŶoŶs pouƌ Đette thğse daŶs le Đadƌe uŶe dĠŵaƌĐhe d͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise 
exploitant à la fois un ŵodğle d’aƌĐhiteĐtuƌe ĐoŶstituaŶt uŶe ƌĠfĠƌeŶĐe pouƌ l͛eŶseŵďle de la 
ĐoŶĐeptioŶ de l͛eŶtƌepƌise, et uŶe simulation réaliste peƌŵettaŶt d͛iŵpliƋueƌ des experts 
opérationnels. Pour garantir la cohérence entre modĠlisatioŶ d͛aƌĐhiteĐtuƌe et simulation, nous 
recherchons à nous appuyer sur un même modèle pour ces deux activités. 
EŶ disposaŶt d͛uŶ tel ŵodğle, la dĠŵaƌĐhe peut aloƌs s͛aƌtiĐuleƌ autouƌ de ďouĐles modélisation / 
simulation pour une modélisation incréŵeŶtale de l͛aƌĐhiteĐtuƌe. Pouƌ Ƌue l͛iŵpliĐatioŶ des 
opérationnels soit la plus interactive possible, ces boucles doivent pouvoir se faire sur une durée très 
Đouƌte, de l͛oƌdƌe de ƋuelƋues heuƌes à uŶe jouƌŶĠe. Au Đouƌs d͛uŶe ŵġŵe ƌĠuŶioŶ, il est aiŶsi 
possiďle de ĐoŶfƌoŶteƌ uŶe ǀeƌsioŶ iŶitiale du ŵodğle ou d͛uŶe paƌtie du ŵodğle à l͛eǆpeƌtise des 
opĠƌatioŶŶels, puis d͛effeĐtueƌ aǀeĐ euǆ les ŵodifiĐatioŶs Ƌu͛ils jugeŶt ŶĠĐessaiƌes. Pouƌ dĠsigŶeƌ 
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Figure 1 – Les apports d'une démarche d'architecture d'entreprise basée sur un modèle simulable 
1.2. Etat de l’art 
1.2.1. Modélisation et simulation d’architectures d’entreprise 
1.2.1.1. Généralités sur la modélisation et la métamodélisation 
IŶdĠpeŶdaŵŵeŶt du doŵaiŶe ĐoŶĐeƌŶĠ paƌ les aĐtiǀitĠs de ŵodĠlisatioŶ, l͛OďjeĐt MaŶageŵeŶt 
Group (OMG) définit quatre niveaux de modèles (4-layer model – [10]), représentant quatre niveaux 
d͛aďstƌaĐtioŶ : 
- Le niveau M0 correspond au système réel, faisaŶt l͛oďjet de la ŵodĠlisatioŶ ; 
- Le niveau M1 correspond au modèle du sǇstğŵe ƌĠel, Đ͛est à diƌe uŶe ƌepƌĠseŶtatioŶ 
conceptuelle de ce système, basée sur un langage de modélisation ; 
- Le niveau M2 correspond au métamodèle, Đ͛est à diƌe à la dĠfiŶitioŶ de Đe laŶgage de 
modélisation ; 
o En teƌŵes de staŶdaƌds OMG, le Ŷiǀeau MϮ ĐoƌƌespoŶd à l͛UML ;Unified Modeling 
Language [12]), permettant de réaliser des modèles utilisateur de niveau M1. 
- Le niveau M3 correspond au méta-métamodèle, Đ͛est à diƌe à la définition du langage dans 
lequel est exprimé le métamodèle. Par principe, le méta-métamodèle doit pouvoir se définir 
lui-même. 
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o En termes de standards OMG, le niveau M3 correspond au MOF (Meta-Object 
Facility). 
1.2.1.2. Modélisation d’architectures d’entreprise dans le domaine du Command & 
Control 
DaŶs l͛iŶdustƌie de la DĠfeŶse, les pƌojets de ŵodĠlisatioŶ utiliseŶt ĐouƌaŵŵeŶt le ŵodğle 
JC3IEDM3  de l͛OTAN [29]. Celui-Đi a pouƌ oďjeĐtif de peƌŵettƌe l͛iŶteƌopĠƌaďilitĠ eŶtƌe les sǇstğŵes 
d͛iŶfoƌŵatioŶ ŵilitaiƌes des diffĠƌeŶtes ŶatioŶs, eŶ pƌoposaŶt uŶ ŵodğle ĐoŵŵuŶ pouƌ dĠĐƌiƌe les 
oƌgaŶisatioŶs ŵilitaiƌes iŶteƌaƌŵĠes. Il s͛agit ĐepeŶdaŶt d͛uŶ ŵodğle de données, visant à être 
eǆploitĠ paƌ des sǇstğŵes iŶfoƌŵatiƋues, et ŶoŶ d͛uŶ ŵodğle aǇaŶt ǀoĐatioŶ à adƌesseƌ des 
pƌoďlĠŵatiƋues de ŵodĠlisatioŶ d͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise. Paƌ eǆeŵple, il s͛attaĐhe pƌiŶĐipaleŵeŶt 
à la description de matériels existants et ne supporte ainsi pas la prise en compte de systèmes futurs. 
Dans le monde du Command & Control, les travaux de référence concernant la modélisation 
d͛aƌĐhiteĐtuƌes d͛eŶtƌepƌise soŶt plutôt Đeuǆ de BaǇŶe [3][4][5]. Ces travaux proposent un 
foƌŵalisŵe de ŵodĠlisatioŶ et des pƌiŶĐipes ŵathĠŵatiƋues peƌŵettaŶt d͛optiŵiseƌ le sǇstğŵe 
modélisé.  
Les modèles de Bayne sont basés sur la notioŶ d͚͛͛uŶitĠs de pƌoduĐtioŶs͛͛ ou VPUs (Value 
Producing UnitͿ. ChaƋue VPU ĐoŵposaŶt l͛eŶtƌepƌise effeĐtue ses tâĐhes eŶ ĐoŵŵuŶiƋuaŶt seloŶ 
deux axes :  
 - L͛aǆe hiĠƌaƌĐhiƋue ;ǀeƌtiĐal suƌ la Figure 2) permet au VPU de transmettre ses rapports à un 
supérieur et ses ordres à un subalterne. 
 - L͛aǆe logistiƋue ;hoƌizoŶtal suƌ la Figure 2) permet au VPU de transmettre ses requêtes à un 
fournisseur et ses produits à un client.  
Les travaux de Bayne sont essentiellement exploités et utilisés dans le monde de la recherche 
aĐadĠŵiƋue et de l͛aŶalǇse opĠƌatioŶŶelle ;eǆ. paƌ les oƌgaŶisatioŶs gouǀeƌŶeŵeŶtalesͿ. DaŶs 
l͛iŶdustƌie, la ŵodĠlisatioŶ d͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise est esseŶtielleŵeŶt ŵise eŶ œuǀƌe eŶ utilisaŶt 
le langage UML (Unified Modeling Language) [11][12][20] ou les Đadƌes d’aƌĐhiteĐtuƌe (Architecture 
Frameworks ou AF) [6][7]. 
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Figure 2 - Le concept de VPU [3]  
UML est le laŶgage de ŵodĠlisatioŶ oďjet staŶdaƌd de l͛OMG, dĠǀeloppĠ pouƌ le doŵaiŶe logiĐiel. 
Il pƌopose des ĐoŶĐepts adaptĠs pouƌ dĠfiŶiƌ les ĠlĠŵeŶts du ŵodğle ;eǆ. Đlasse, aĐteuƌ…Ϳ et des 
tǇpes de diagƌaŵŵes peƌŵettaŶt d͛oƌĐhestƌeƌ les ƌelatioŶs eŶtƌe les éléments. UML 2.3 définit 13 
types de diagrammes, répartis en trois grands groupes [12] : 
- Les diagrammes structurels (ou statiques), permettant de décrire la structure du système 
étudié (ex. diagramme de classes), 
- Les diagrammes comportementaux (ou dynamiques), permettant de décrire le 
comportement du sǇstğŵe ĠtudiĠ ;eǆ. diagƌaŵŵe d͛aĐtiǀitĠͿ, 
- Parmi les diagrammes comportementaux, on distingue les diagƌaŵŵes d͛iŶteƌaĐtioŶ, 
permettant de décrire la manière donc collaborent les différents constituants du système 
étudié (ex. diagramme de séquence).  
Pouƌ adapteƌ UML au doŵaiŶe plus spĠĐifiƋue de l͛iŶgĠŶieƌie sǇstğŵe, l͛OMG a adoptĠ eŶ ϮϬϬϲ le 
langage SysML (Systems Modeling Language) [13]. “ǇsML pƌopose uŶe sĠŵaŶtiƋue plus ƌiĐhe Ƌu͛UML 
et introduit de nouveaux types diagrammes (en particulier, le diagramme des exigences), permettant 
aiŶsi d͛adƌesseƌ des pƌoďlĠŵatiƋues plus laƌges Ƌue le gĠŶie logiĐiel. 
 
Les Đadƌes d’aƌĐhiteĐtuƌe sont des standards initialement définis pour la gouvernance des grands 
programmes industriels du domaine de la Défense, afin de permettre aux agences étatiques (ex. 
Department of Defense américain, DGA française) de partager avec les industriels une vision 
ĐoŵŵuŶe du sǇstğŵe à ƌĠaliseƌ. Les pƌiŶĐipauǆ Đadƌes d͛aƌĐhiteĐtuƌe soŶt le DoDAF ;DepaƌtŵeŶt of 
Defense Architecture Framework) [6] et le NAF (NATO Architecture Framework) [7]. Ils définissent un 
ensemble de produits spĠĐifiaŶt ĐhaĐuŶ la desĐƌiptioŶ d͛uŶ aspeĐt du sǇstğŵe à Ġtudieƌ : par 
exemple, le produit NAF NCV-1 « Capability Taxonomy » spécifie la description des différentes 
ĐapaĐitĠs de l͛eŶtƌepƌise. Les pƌoduits adƌesseŶt pƌiŶĐipaleŵeŶt l͛aƌĐhiteĐtuƌe de l͛eŶtƌepƌise seloŶ 
trois niveaux de granularité ou vues, adressant les intérêts de différentes parties prenantes vis-à-vis 
du système : 
- Opérationnel (Operational views), permettant de décrire les aspects métier de l͛eŶtƌepƌise, 
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- Système (System views), permettant de décrire le système (ou système de système) mis en 
œuǀƌe pouƌ eǆeƌĐeƌ les aspeĐts ŵĠtieƌ de l͛eŶtƌepƌise, 
- Technique (Technical viewsͿ, peƌŵettaŶt de dĠĐƌiƌe l͛iŵplĠŵeŶtatioŶ teĐhŶiƋue ;eǆ. 
standards, protoĐoles…Ϳ du sǇstğŵe. 
CoŶtƌaiƌeŵeŶt à UML, les Đadƌes d͛aƌĐhiteĐtuƌe Ŷe spĠĐifieŶt pas les ŵodalitĠs gƌaphiƋues de 
réalisation de chacun des produits (ex. symbologie). La plupart du temps, les éditeurs logiciels 
proposent des représentations graphiques basées suƌ Đelles d͛UML. 
1.2.1.3. Simulation de modèles d’architecture d’entreprise 
Y Đoŵpƌis daŶs le ŵoŶde ŵilitaiƌe, la ŶotioŶ de siŵulatioŶ d͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise diffğƌe de 
celle de simulation opérationnelle. Si la premièƌe a pouƌ oďjeĐtif d͛Ġtudieƌ le sǇstğŵe ĐoŶstituĠ paƌ la 
foƌĐe ;iŶĐluaŶt soŶ ŵatĠƌiel, ses ĠĐhaŶges etĐ…Ϳ, la seĐoŶde peƌŵet d͛Ġǀalueƌ la peƌtiŶeŶĐe du Đhoiǆ 
des uŶitĠs ŵilitaiƌes iŵpliƋuĠes paƌ ƌappoƌt au teƌƌaiŶ et au ĐoŵpoƌteŵeŶt de l͛eŶŶeŵi.  
Pour les aƌĐhiteĐtuƌes d͛eŶtƌepƌises, poteŶtielleŵeŶt Đoŵpleǆes à ĐoŵpƌeŶdƌe et doŶĐ à siŵuleƌ, 
les approches MBSE représentent un atout indéniable. Un certain nombre de travaux de recherche 
s͛iŶtĠƌesseŶt depuis plusieuƌs aŶŶĠes au lieŶ eŶtƌe la ŵodĠlisatioŶ d͛aƌĐhitecture et la 
simulation [33][34][35]. En particulier, certains se penchent sur la problématique des modèles 
d’aƌĐhiteĐtuƌe simulables, ǀisaŶt à pƌĠseŶteƌ les aspeĐts dǇŶaŵiƋues d͛uŶe eŶtƌepƌise de ŵaŶiğƌe 
réaliste, à la fois pour permettre une meilleure compréhension de ces aspects et pour pouvoir 
réaliser des évaluations et des mesures quantitatives [14][17][19][36]. 
L͛ageŶĐe ĐaŶadieŶŶe de ‘eĐheƌĐhe et DĠǀeloppeŵeŶt pouƌ la DĠfeŶse ;‘DDCͿ ĐoŶsidğƌe les 
modèles d͛aƌĐhiteĐtuƌe siŵulaďles ;« executable architectures ») comme un point clé à atteindre 
pouƌ faiƌe le lieŶ eŶtƌe la dĠŵaƌĐhe d͛aƌĐhiteĐtuƌe ŵise eŶ œuǀƌe pouƌ ĐoŶĐeǀoiƌ uŶe eŶtƌepƌise, et 
la siŵulatioŶ peƌŵettaŶt d͛Ġǀalueƌ l͛aƌĐhiteĐtuƌe dĠfiŶie [17]. Elle dĠfiŶit uŶ ŵodğle d͛aƌĐhiteĐtuƌe 
simulable comme un « ŵodğle dǇŶaŵiƋue du ĐoŵpoƌteŵeŶt d͛uŶ sǇstğŵe, où les ĠlĠŵeŶts 
d͛aƌĐhiteĐtuƌe soŶt ideŶtifiĠs iŶdiǀiduelleŵeŶt, eǆploitĠs de ŵaŶiğƌe ĐohĠƌeŶte et oƌgaŶisĠ d͛uŶe 
manière permettant leur simulation »4.  EŶ ϮϬϬϴ, elle a puďliĠ uŶ Ġtat de l͛aƌt ǀisaŶt à ideŶtifieƌ les 
différents standards MBSE actuels et les évaluer en fonction de leur capacité à supporter la 
siŵulatioŶ. La ĐoŶĐlusioŶ de Đet Ġtat de l͛aƌt pƌĠĐoŶise l͛utilisatioŶ de plusieurs standards de 
modélisation, parmi lesquels le profil UML UPDM (UML Profile for DoDAF and MoDAF5) [30] et le 
langage xUML (executable UML) [31], et le standard HLA (High-Level Architecture) [32] pour fédérer 
plusieurs outils de simulation.  
 
De ŵaŶiğƌe gĠŶĠƌale, les tƌaǀauǆ ĐoŶĐeƌŶaŶt la siŵulatioŶ des ŵodğles d͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise 
font apparaître deux types de démarches : 
- Les dĠŵaƌĐhes issues du ŵoŶde de la ŵodĠlisatioŶ, doŶt l͛oďjeĐtif est gĠŶĠƌaleŵeŶt de 
ƌeŶdƌe siŵulaďle uŶ ŵodğle d͛aƌĐhiteĐtuƌe ƌĠalisĠ eŶ utilisaŶt uŶ staŶdaƌd, 
- Les démarches issues du monde de la simulation, qui cherchent généralement à établir un 
lieŶ eŶtƌe uŶe ŵĠthode ou uŶ outil de siŵulatioŶ eǆistaŶt et l͛aƌĐhiteĐtuƌe gloďale de 
l͛eŶtƌepƌise. 
                                                          
4
 ͞The dynamic model of the behavior of a system where the architecture elements are uniquely identified, 
consistently used and structured in a way to enable their simulation͟ [17] 
5
 MoDAF : Ministry of Defense Architecture Framework. Il s͛agit du Đadƌe d͛aƌĐhiteĐtuƌe du ŵiŶistğƌe de la 
Défense britannique, fortement inspiré du DoDAF américain. 
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Paƌŵi les dĠŵaƌĐhes issues du ŵoŶde de la ŵodĠlisatioŶ, l͛uŶe des plus aďouties et la 
méthodologie présentée par Pawlowski et al. (MITRE Corp.), permettant l͛iŵpoƌt de pƌoduits DoDAF 
dans un formalisme exécutable [17]. Leur approche est basée sur la transformation de produits 
DoDAF ǀeƌs des outils de siŵulatioŶ, ŵettaŶt eŶ œuǀƌe diffĠƌeŶts ŵĠtaŵodğles. La méthodologie 
dĠfiŶie a ĠtĠ ĐoŶĐƌĠtisĠe paƌ le dĠǀeloppeŵeŶt d͛uŶ logiĐiel de tƌaŶsfoƌŵatioŶ, ICAM“ ;Integrated 
C4ISR
6
 Analysis and Management System), permettant de générer les données nécessaires à un outil 
de simulation à partir de produits DoDAF réalisĠs aǀeĐ l͛outil EŶteƌpƌise AƌĐhiteĐt, et de ŵaiŶteŶiƌ la 
traçabilité entre les éléments du modèle de simulation et ceux du produit.  
Le standard HLA [32] ƌeĐoŵŵaŶdĠ paƌ le ‘DDC est au Đœuƌ de la ŵajoƌitĠ des dĠŵarches issues du 
ŵoŶde de la siŵulatioŶ. Il peƌŵet l͛iŶteƌopĠƌaďilitĠ teĐhŶiƋue eŶtƌe diffĠƌeŶts outils de siŵulatioŶ, 
ŵais Ŷ͛adƌesse pas la pƌoďlĠŵatiƋue d͛eŶseŵďle de la ĐohĠƌeŶĐe au Ŷiǀeau ĐoŶĐeptuel eŶtƌe les 
éléments simulés. Dans [35], Kewley et al. présentent une approche globale basée sur le langage 
UML ǀisaŶt à assuƌeƌ Đette ĐohĠƌeŶĐe d͛eŶseŵďle. 
1.2.2. Définition du langage 
Pour appréhender plus précisément les pƌiŶĐipes pouǀaŶt guideƌ la ĐoŶĐeptioŶ d͛uŶ langage 
permettant la modélisation et la siŵulatioŶ d͛aƌĐhiteĐtuƌes d͛eŶtƌepƌise, il est ĠgaleŵeŶt iŶtĠƌessaŶt 
de prendre pour référence des travaux issus de domaines différents. Ces travaux nous permettront 
dans la suite du document de construire des réponses concrètes à certaines problématiques 
particulières ƌeŶĐoŶtƌĠes au Đouƌs de l͛Ġtude. 
1.2.2.1. Méthodes de définition d’un langage de modélisation 
DaŶs le Đadƌe des staŶdaƌds OMG, la pƌiŶĐipale ŵĠthode de dĠfiŶitioŶ d͛uŶ laŶgage de 
ŵodĠlisatioŶ passe paƌ la dĠfiŶitioŶ d͛uŶ profil UML. Un profil permet de personnaliser UML afin de 
l͛adapteƌ à uŶ doŵaiŶe paƌtiĐulieƌ, paƌ la ĐoŶstitutioŶ d͛eǆteŶsioŶs au langage initial (ajout de 
stĠƌĠotǇpes, de ĐoŶtƌaiŶtes…Ϳ. Les pƌofils Ŷe peƌŵetteŶt pas de ŵodifieƌ UML lui-même, et héritent 
doŶĐ de sa sĠŵaŶtiƋue ;ĐoŶĐepts de Đlasse, d͛oďjet…Ϳ, de ses ŶotatioŶs gƌaphiƋues, et de l͛oďligatioŶ 
d͛ġtƌe ĐoŶfoƌŵes à soŶ ŵĠtaŵodèle. 
Pour notre étude, il importe que le langage soit accessible aux opérationnels pour optimiser 
l͛appƌoĐhe paƌ pƌototǇpage ƌapide : la sĠŵaŶtiƋue UML, dĠdiĠe à uŶ puďliĐ d͛iŶgĠŶieuƌs et ŵettaŶt 
eŶ œuǀƌe des ĐoŶĐepts liĠs au doŵaiŶe des teĐhŶologies de l͛iŶfoƌŵatioŶ, Ŷ͛est pas adaptĠe. Au 
ĐoŶtƌaiƌe, il iŵpoƌte pouƌ Ŷous de ŵettƌe l͛aĐĐeŶt suƌ uŶe sémantique métier afin que le langage soit 
le plus eǆpƌessif possiďle pouƌ les utilisateuƌs. Plutôt Ƌue l͛appƌoĐhe paƌ pƌofil UML, Ŷous aǀoŶs 
choisi une approche basée sur un Domain Specific Language (DSL) : à l͛opposĠ d͛uŶ laŶgage 
gĠŶĠƌiƋue, peƌŵettaŶt d͛adƌesseƌ uŶ gƌaŶd Ŷoŵďƌe de doŵaiŶes d͛appliĐatioŶs, uŶ D“L est uŶ 
laŶgage doŶt les spĠĐifiĐatioŶs ;sǇŶtaǆe, ƌepƌĠseŶtatioŶ…Ϳ soŶt pƌopƌes à uŶ doŵaiŶe d͛appliĐation 
particulier. Les DSL peuvent aussi bien être des langages graphiques que textuels (ex. HTML). 
Les pƌiŶĐipauǆ outils peƌŵettaŶt de dĠǀeloppeƌ uŶ D“L soŶt à l͛heuƌe aĐtuelle les outils D“L Tools 
de MiĐƌosoft, pƌĠseŶtĠs sous la foƌŵe d͛uŶe eǆteŶsioŶ de l͛eŶǀiƌoŶŶeŵeŶt de dĠǀeloppeŵeŶt Visual 
Studio7, et l͛EĐlipse ModeliŶg FouŶdatioŶ ;EMFͿ iŶtĠgƌĠ à EĐlipse. DĠǀeloppĠ paƌ l͛I‘I“A ;IŶstitut de 
                                                          
6
 C4ISR : Computerized Command, Control, Communications, Intelligence, Surveillance, Reconnaissance. Sigle 
ĐoŵŵuŶĠŵeŶt utilisĠ pouƌ ĠǀoƋueƌ uŶ eŶseŵďle de foŶĐtioŶs ŵilitaiƌes et les sǇstğŵes Ƌu͛elles eŵploieŶt. 
7
 Depuis la version 2008 
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Recherche en Informatique et Systèmes Aléatoires) de Rennes, Kermeta est également un 
environnement de métamodélisation, lui-même défini par un DSL [18]. Kermeta exploite EMF, et est 
intégré à Eclipse.  
1.2.2.2. Différents types de langage 
Mġŵe si les D“L Ŷ͛oŶt pas tous ǀoĐatioŶ à ĐoŶĐeƌŶeƌ le doŵaiŶe iŶfoƌŵatiƋue, la dĠfiŶitioŶ de leur 
structure de base peut s͛appuǇeƌ de Đelle des laŶgages de pƌogƌaŵŵatioŶ.  
 
Dans les langages de programmation objet à classe, une classe définit les caractéristiques 
ĐoŵŵuŶes ;attƌiďuts et opĠƌatioŶsͿ à uŶ eŶseŵďle d͛oďjet de ŵġŵe Ŷatuƌe. Les oďjets dĠĐƌits paƌ 
uŶe Đlasse soŶt ŶoŵŵĠs les iŶstaŶĐes de Đette Đlasse. DaŶs le ŵoŶde de la ŵodĠlisatioŶ, l͛UML 
permet de décrire des systèmes implémentant ce paradigme. Dans le métamodèle UML 2.4.1, 
l͛ĠlĠŵeŶt InstanceSpecification ƌepƌĠseŶte uŶe iŶstaŶĐe daŶs le sǇstğŵe d͛Ġtude. C͛est uŶ ĠlĠŵeŶt 
Classifier Ƌui ƌepƌĠseŶte l͛eŶtitĠ doŶt l͛InstanceSpecification est uŶe iŶstaŶĐe. UŶe ǀue d͛eŶsemble 
de ces concepts dans le package Instances est présentée sur la Figure 3 telle que définie dans le 
doĐuŵeŶt de spĠĐifiĐatioŶ d͛UML Ϯ.ϰ.ϭ [20].  
 
Figure 3 - Les éléments définis dans le package Instances d'UML 2.4.1 (issu de [20]) 
Le concept InstanceSpecification présente les propriétés suivantes : 
 Le Classifier ƌepƌĠseŶte l͛eŶtitĠ doŶt l͛InstanceSpecification est une instance. Par exemple, 
une InstanceSpecification dont le Classifier est une classe représente un objet de cette classe. 
OŶ Ŷoteƌa Ƌu͛uŶe InstanceSpecification peut être liée à plusieurs Classifiers, autorisant ainsi 
l͛hĠƌitage ŵultiple. 
 Les Slot doŶŶeŶt les ǀaleuƌs dĠfiŶies paƌ l͛InstanceSpecification pour les StructuralFeature de 
son Classifier.   
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 La Specification dĠfiŶit le ŵode d͛utilisatioŶ de l͛InstanceSpecification (la construire, en 
dĠƌiǀeƌ…Ϳ 
L͛assoĐiatioŶ eŶtƌe InstanceValue et InstanceSpecification tƌaduit le fait Ƌu͛uŶe ǀaleuƌ ƌepƌĠseŶtĠe 
par une ValueSpecification peut être une instance. 
 
Les langages à classe ne sont pas les seuls types de langages de programmation objet : en 
particulier, la classification proposée dans [42] contient également la notion de langage à prototype. 
Cette notion introduit le concept de prototype, comme un objet servant de référence dans le 
pƌoĐessus de ĐƌĠatioŶ d͛autƌes oďjets dĠŶotaŶt le ŵġŵe ĐoŶĐept8. L͛uŶ des ŵĠĐaŶisŵes les plus 
ĐaƌaĐtĠƌistiƋues des laŶgages à pƌototǇpe est le ĐloŶage. Le ĐloŶage d͛uŶ oďjet ĐoŶsiste à effectuer 
une copie de celui-Đi, afiŶ d͛oďteŶiƌ uŶ Ŷouǀel oďjet possĠdaŶt le ŵġŵe ĐoŵpoƌteŵeŶt et les ŵġŵes 
propriétés dotées des mêmes valeurs. Les deux objets pourront par la suite évoluer 
indépendamment : paƌ eǆeŵple, la ŵise à jouƌ de la ǀaleuƌ d͛uŶe pƌopƌiĠtĠ suƌ uŶ des ĐloŶes Ŷ͛auƌa 
pas d͛iŵpaĐt suƌ l͛autƌe. 
1.3. Proposition et positionnement 
1.3.1. Cadre et périmètre des modèles 
1.3.1.1. Périmètre et niveau d’abstraction  
Les entreprises ĐoŶĐeƌŶĠes paƌ l͛appƌoĐhe d͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise dans laquelle nous nous 
positionnons peuvent a priori relever de métiers très différents, comme par exemple la logistique 
militaire ou la gestion du trafic aérien. Pour que le langage de modélisation soit applicable dans le 
Đadƌe de tous Đes ŵĠtieƌs, il iŵpoƌte doŶĐ Ƌu͛il ƌeste suffisamment générique. Il ne doit pas 
ĐoŵpƌeŶdƌe de teƌŵes Ƌui soieŶt pƌopƌes à uŶ doŵaiŶe d͛appliĐatioŶ spĠĐifiƋue, ŵais ġtƌe ďasĠ suƌ 
des concepts génériques, desquels les experts des différents métiers peuvent dériver la description 
de leur entreprise. 
 
Les langages de modélisation UML ou SysML sont basés sur des concepts très génériques, choisis 
pour pouvoir être appliqués ou adaptés à un grand nombre de domaines. Ces langages sont 
généralement familiers aux ingénieurs (en particulier dans le domaine des technologies de 
l͛iŶfoƌŵatioŶͿ, et soŶt pouƌ Đette ƌaisoŶ souǀeŶt utilisĠs eŶ suppoƌt auǆ diffĠƌeŶtes phases 
d͛iŶgĠŶieƌie. Ces laŶgages oŶt toutefois ĠtĠ iŶitialeŵeŶt ĐoŶçus pouƌ la ŵodĠlisatioŶ de sǇstğŵes de 
Ŷiǀeau de gƌaŶulaƌitĠ plus fiŶe Ƌu͛uŶ “Ǉstğŵe de “Ǉstğŵes ou uŶe eŶtƌepƌise, eŶ l͛oĐĐuƌƌeŶĐe 
principalement un logiciel pour UML, et une plateforme (ex. un véhicule) ou un équipement pour 
SysML. Ils restent de plus peu parlants pour les experts métier (ex. membres des forces armées pour 
les entreprises concernant le domaine militaireͿ, et ŶĠĐessiteŶt uŶ iŵpoƌtaŶt effoƌt d͛appƌeŶtissage 
et de traduction de leur part. 
Par exemple, la notion de capacité est primordiale dans le domaine de la Défense et de la sécurité. 
Cette ŶotioŶ Ŷ͛est pƌĠseŶte Ŷi daŶs UML Ŷi daŶs “ǇsML, aussi la ŵodĠlisatioŶ d͛uŶe capacité dans 
l͛uŶ de Đes laŶgages ŶĠĐessite uŶ Đhoiǆ d͛iŶteƌpƌĠtatioŶ. EŶ UML, oŶ pouƌƌait aiŶsi ĐoŶsidĠƌeƌ uŶe 
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référer à  [42]  et à ses références. 
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capacité comme un Use Case, dans le sens où elle représente une attente vis-à-ǀis de l͛eŶtƌepƌise ;ou 
de l͛uŶ de ses ĐoŶstituaŶtsͿ. Mais oŶ pouƌƌait ĠgaleŵeŶt la ŵodĠliseƌ Đoŵŵe uŶ Package, pour 
traduire le fait que sa réalisation est un objectif pour un certain sous-eŶseŵďle de l͛eŶtƌepƌise.  
La nĠĐessitĠ de faiƌe de tels Đhoiǆ d͛iŶteƌpƌĠtatioŶ, assoĐiĠe à l͛iŵpoƌtaŶĐe de l͛effoƌt 
d͛appƌeŶtissage, est uŶ oďstaĐle à la Đaptuƌe de la ĐoŶŶaissaŶĐe des eǆpeƌts opĠƌatioŶŶels. 
L͛utilisatioŶ de Đes laŶgages de ŵodĠlisatioŶ se ƌĠǀğle aiŶsi peu adaptĠe à uŶe approche 
d͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise visant à impliquer au plus près les experts métier. Les modèles utilisés 
pouƌ uŶe telle appƌoĐhe doiǀeŶt ŵettƌe eŶ œuǀƌe des ĐoŶĐepts et uŶe sĠŵaŶtiƋue ŵĠtieƌ, Ƌui soit 
parlante non seulement aux ingénieurs mais aussi aux experts opérationnels ou aux clients. 
 
Les ŵodğles pƌĠseŶtĠs paƌ BaǇŶe doŶŶeŶt uŶe ƌepƌĠseŶtatioŶ foƌŵelle de l͛oƌgaŶisatioŶ et des 
aĐtiǀitĠs gĠŶĠƌiƋues d͛uŶe eŶtƌepƌise afiŶ de peƌŵettƌe l͛optiŵisatioŶ de ses pƌoĐessus de CϮ, et 
donc son efficacité globale [3][4][5]. Ces modèles définissent un formalisme mathématique, inspiré 
du doŵaiŶe de l͛autoŵatiƋue ;ĐoŶtƌôle-commande) et adapté au domaine des entreprises. Ils 
peƌŵetteŶt de ĐaƌaĐtĠƌiseƌ ĐeƌtaiŶs aspeĐts de l͛eŶtƌepƌise pouƌ soŶ optiŵisatioŶ, ŵais Ŷ͛oŶt pas 
vocation à représenter son architecture.  
Par exemple en ce qui concerne les aspects fonctionnels, les modèles de Bayne identifient au sein 
d͛uŶ VPU huit rôles entièrement caractérisés en termes de structure et de responsabilité [3]. Non 
eǆteŶsiďles, les ŵodğles Ŷe peƌŵetteŶt pas l͛iŶtƌoduĐtioŶ de ƌôles supplĠŵeŶtaiƌes Ƌui seƌaieŶt 
pƌopƌes au ŵĠtieƌ de l͛eŶtƌepƌise ĠtudiĠe et ŶĠĐessaiƌes pouƌ l͛Ġtude de soŶ aƌĐhiteĐtuƌe et 
l͛eǆpƌessiǀitĠ du ŵodğle ;ex. le rôle de Contrôleur Aérien dans le métier de la gestion du trafic 
aérien).   
N͛aǇaŶt pas pouƌ oďjeĐtif de dĠĐƌiƌe l͛aƌĐhiteĐtuƌe d͛uŶe eŶtƌepƌise ŵais de l͛aďstƌaiƌe pouƌ 
permettre son évaluation par les mathématiques, les modèles de Bayne ne sont pas adaptés à la 
ƌepƌĠseŶtatioŶ et l͛ĠǀaluatioŶ de ǀaƌiaŶtes d͛aƌĐhiteĐtuƌes diffĠƌeŶtes daŶs le Đadƌe d͛uŶe dĠŵaƌĐhe 
d͛aƌĐhiteĐtuƌe d͛eŶtƌeprise en phase amont de conception. De plus, ces modèles restent trop 
thĠoƌiƋues pouƌ ġtƌe paƌlaŶts et ƌepƌĠseŶtatifs auǆ Ǉeuǆ d͛eǆpeƌts opĠƌatioŶŶels. 
 
Les Đadƌes d͛aƌĐhiteĐtuƌe ;AFͿ oŶt ĠtĠ spĠĐifiĠs à la deŵaŶde d͛aĐteuƌs du doŵaiŶe ŵilitaiƌe ;U“ 
Department of Defense, OTAN…Ϳ ŵais soŶt ĠgaleŵeŶt appliĐaďles daŶs d͛autƌes doŵaiŶes. Paƌ 
exemple, Dixson et Genik présentent dans [16] uŶ ƌetouƌ d͛eǆpĠƌieŶĐe de la ŵise eŶ œuǀƌe d͛uŶ 
Đadƌe d͛aƌĐhiteĐtuƌe9 dans le cadre de la planification des aspects sécurité des Jeux Olympiques de 
Vancouver en 2010. L͛AF leur a permis de modéliser aussi bien des constituants relevant du domaine 
de la sĠĐuƌitĠ Điǀile ;poŵpieƌs, seƌǀiĐes de saŶtĠ…Ϳ Ƌue de l͛oƌgaŶisatioŶ ŵġŵe de l͛Ġǀènement 
;ĐoŵitĠ d͛oƌgaŶisatioŶ, supeƌǀisioŶ du site…Ϳ, eŶ ĐoopĠƌatioŶ Ġtƌoite aǀeĐ des eǆpeƌts de Đes 
domaines. 
Le Ŷiǀeau d͛aďstƌaĐtioŶ et de gĠŶĠƌiĐitĠ des AFs seŵďle aiŶsi ďieŶ adaptĠ à l͛appƌoĐhe ĐoŶsidĠƌĠe 
dans le cadre de la présente thèse. Cependant, ils ont pour principal objectif de permettre la 
ĐoŶĐiliatioŶ des poiŶts de ǀue des diffĠƌeŶts iŶteƌǀeŶaŶts de la ĐoŶĐeptioŶ de l͛eŶtƌepƌise, Ǉ Đoŵpƌis 
dans un but documentaire. Ils incluent pour ce faire des informations complémentaires à 
l͛aƌĐhiteĐtuƌe, comme par eǆeŵple des ǀues d͛aƌtiste ;ex. le produit NAF Operational View 1 (NOV-
1)) ou des plannings de projets (ex. le produit NAF Capability View 3 (NCV-3)).  
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DaŶs le Đadƌe d͛uŶe appƌoĐhe d͛aƌĐhiteĐtuƌe paƌ pƌototǇpage ƌapide ;telle Ƌue pƌĠseŶtĠe eŶ 1.1.3), 
Ŷous estiŵoŶs Ƌu͛il est ŶĠĐessaiƌe de ƌĠduiƌe le pĠƌiŵğtƌe Đouǀeƌt paƌ les ŵodğles paƌ ƌappoƌt à Đelui 
de l͛eŶseŵďle des ǀues des cadres d͛architecture. Cela permettra de cibler les aspects clés de 
l͛aƌĐhiteĐtuƌe, et d͛Ġǀiteƌ de proposer des points de vue qui ne seraient pas nécessaires à ce stade de 
la ĐoŶĐeptioŶ de l͛eŶtƌepƌise.   
 
   EŶ s͛iŶspiƌaŶt du Ŷiǀeau d͛aďstƌaĐtioŶ des AF, le périmètre des modèles sera concentré sur les 
aspects suivants : 
 Organisation – Les entités (systèmes et acteurs humains), ĐoŵposaŶt l͛eŶtƌepƌise, aiŶsi Ƌue 
leurs liens de structure : commandement, décomposition en termes de niveau de granularité 
(contenu/contenant, groupe/membre de groupe), etc...  
 Comportement – Les activités que les systèmes et acteurs qui composent l͛eŶtƌepƌise 
dĠƌouleŶt pouƌ ŵettƌe eŶ œuǀƌe leuƌs ĐapaĐitĠs et atteiŶdƌe leuƌs oďjeĐtifs ;ex. Processus 
métiers BMPN [37]).  
 Interactions – Les ŵodalitĠs d͛ĠĐhaŶges eŶtƌe les eŶtitĠs ĐoŵposaŶt l͛eŶtƌepƌise : flux 
d͛iŶfoƌŵatioŶ, ĐoŶsoŵŵatioŶ et fouƌŶituƌe de seƌǀiĐes… 
Les ĐoŶstituaŶts d͛aƌĐhiteĐtuƌe seƌoŶt ĐoŶsidĠƌĠs à des Ŷiǀeauǆ de granularité allant de 
l͛opérationnel ;eǆ. l͛eŶseŵďle des foƌĐes dĠploǇĠes suƌ uŶ thĠâtƌe d͛opĠƌatioŶsͿ au système (ex. un 
ǀĠhiĐule ou uŶ ĠƋuipeŵeŶtͿ. A Đe stade de la ĐoŶĐeptioŶ de l͛eŶtƌepƌise, Ŷous Ŷe ĐheƌĐheƌoŶs pas à 
représenter les constituants de niǀeau teĐhŶiƋue ;eǆ. les ĐoŵposaŶts d͛uŶ seŶseuƌͿ, de gƌaŶulaƌitĠ 
trop précise par rapport aux problématiques adressées. 
1.3.1.2. Exécution d’un modèle 
Dans [17], L͛ageŶĐe ĐaŶadieŶŶe de Recherche et Développement pour la Défense recommande 
pouƌ l͛ĠlaďoƌatioŶ d͛aƌĐhiteĐtuƌes simulables l͛utilisatioŶ d͛uŶe ĐoŵďiŶaisoŶ de plusieuƌs staŶdaƌds 
de ŵodĠlisatioŶ, et de la Ŷoƌŵe HLA pouƌ l͛iŶteƌopĠƌaďilitĠ des siŵulatioŶs ;Đf. 1.2.1.3). Les outils de 
siŵulatioŶ à ŵettƌe eŶ œuǀƌe soŶt à sĠleĐtioŶŶeƌ au Đas paƌ Đas seloŶ les oďjeĐtifs de l͛Ġtude, de 
même que les standards de modélisation. UŶe fois Ƌue l͛aƌĐhiteĐtuƌe est ŵodĠlisĠe, Đette appƌoĐhe 
requiert alors une transformation de modèle vers les outils de simulation. 
“i l͛appƌoĐhe aiŶsi ideŶtifiĠe est adaptĠe à l͛ĠǀaluatioŶ paƌ la siŵulatioŶ d͛uŶe aƌĐhiteĐtuƌe 
système, elle parait ainsi coŵpleǆe à ŵettƌe eŶ œuǀƌe daŶs le Đadƌe d͛uŶe appƌoĐhe de pƌototǇpage 
rapide. En effet, les phases de sélection des outils et standards et de transformation de modèle 
seŵďleŶt iŶĐoŵpatiďles aǀeĐ la ŵise eŶ œuǀƌe de ďouĐles de ŵodĠlisatioŶ / siŵulatioŶ d͛uŶe durée 
de l͛oƌdƌe de ƋuelƋues heuƌes à uŶe jouƌŶĠe.  
Paƌ ailleuƌs, les siŵulatioŶs aiŶsi ŵises eŶ œuǀƌe soŶt dĠdiĠes à l͛Ġtude de ĐeƌtaiŶs aspeĐts de 
l͛eŶtƌepƌise ;ex. pƌoĐessus ŵĠtieƌs pouƌ les outils BPMN, fluǆ pouƌ “IMULϴ…Ϳ, de ŵaŶiğƌe 
indépendante du ƌeste de l͛aƌĐhiteĐtuƌe. Il est possiďle de ĐoŶseƌǀeƌ uŶe tƌaçaďilitĠ eŶtƌe les 
ĠlĠŵeŶts du ŵodğle de siŵulatioŶ et Đeuǆ du ŵodğle d͛aƌĐhiteĐtuƌe [19], mais les simulations ne 
pƌeŶŶeŶt pas eŶ Đoŵpte l͛eŶseŵďle de l͛aƌĐhiteĐtuƌe ŵodĠlisĠe. DaŶs l͛eǆeŵple de l͛ĠǀaĐuatioŶ de 
matériel évoqué en 1.1.2, Đes siŵulatioŶs Ŷe peƌŵetteŶt pas d͛Ġǀalueƌ diffĠƌeŶts Đƌitğƌes de 
sĠleĐtioŶ du peƌsoŶŶel à Đhaƌgeƌ de l͛ĠǀaĐuatioŶ, les pƌoĐessus Ŷe pouǀaŶt aĐĐĠdeƌ auǆ iŶfoƌŵatioŶs 
des acteurs (leurs missions, leur charge...). Plus globalement, ces simulations ne permettent pas de 
ǀisualiseƌ le ĐoŵpoƌteŵeŶt de l͛eŶtƌepƌise daŶs soŶ eŶseŵďle Đoŵŵe atteŶdu daŶs Ŷotƌe Đadƌe 
d͛Ġtude.  
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Pour permettre des boucles courtes de modélisation / simulation, nous cherchons la possibilité de 
siŵuleƌ diƌeĐteŵeŶt l͛aƌĐhiteĐtuƌe daŶs soŶ eŶseŵďle saŶs ŵettƌe eŶ œuǀƌe de tƌaŶsfoƌŵatioŶ de 
ŵodğle. Plutôt Ƌue de pƌojeteƌ la sĠŵaŶtiƋue du laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe ǀeƌs uŶe 
autƌe sĠŵaŶtiƋue dĠdiĠe à la siŵulatioŶ, Ŷous peŶsoŶs eŶ effet Ƌue l͛ajout de la sĠŵaŶtiƋue 
d͛eǆĠĐutioŶ diƌectement au niveau du langage est plus adapté pour le prototypage rapide. Cette 
approche est similaire à celle adoptée par le langage de métamodélisation exécutable Kermeta 
(cf. 1.2.1.3). 
Bien que les modèles issus des Đadƌes d͛aƌĐhiteĐtuƌe Ŷ͛aieŶt pas ĠtĠ ĐoŶçus pouƌ ġtƌe siŵulĠs, 
ĐeƌtaiŶs outils iŵplĠŵeŶtaŶt Đes foƌŵalisŵes pƌoposeŶt l͛aŶiŵatioŶ de pƌoduits dǇŶaŵiƋues 
(généralement processus). Par eǆeŵple, le ŵodule d͛eǆteŶsioŶ “iŵulatoƌ pouƌ l͛outil de ŵodĠlisatioŶ 
System Architect (IBM) supporte la simulation des processus BPMN modélisés dans les vues NAF 
NOV-5 (Operational View 5 – Operational Activity Model). Ces simulations permettent de visualiser 
de ŵaŶiğƌe dǇŶaŵiƋue le ĐoŵpoƌteŵeŶt de l͛eŶtƌepƌise et/ou de ses ĐoŶstituaŶts, et de pƌĠseŶteƌ 
ƌapideŵeŶt les ĐoŵpoƌteŵeŶts ŵodĠlisĠs de ŵaŶiğƌe iŶteƌaĐtiǀe et iŶtuitiǀe pouƌ l͛eŶseŵďle des 
iŶteƌǀeŶaŶts de l͛aƌĐhiteĐtuƌe. Elles soŶt gĠŶĠƌaleŵeŶt ƌĠalisées sans transformation de modèle, en 
s͛appuǇaŶt suƌ le foƌŵalisŵe Đhoisi paƌ l͛outilleuƌ pouƌ ƌepƌĠseŶteƌ les aspeĐts dǇŶaŵiƋues de 
l͛eŶtƌepƌise10. Ces outils ne proposent pas de re-définition du périmètre de la simulation pour 
pƌeŶdƌe eŶ Đoŵpte l͛eŶseŵďle de l͛aƌĐhiteĐtuƌe ŵodĠlisĠs. Les iŶfoƌŵatioŶs ĐoŶsidĠƌĠes pouƌ la 
siŵulatioŶ soŶt les ŵġŵes Ƌue daŶs le Đas d͛uŶ pƌoĐessus ŵodĠlisĠ de ŵaŶiğƌe iŶdĠpeŶdaŶte daŶs 
uŶ outil tieƌs, à saǀoiƌ Đelles des ǀues ƌepƌĠseŶtaŶt les aspeĐts dǇŶaŵiƋues de l͛eŶtƌepƌise (ex. NOV-
5).  
L͛oďstaĐle pƌiŶĐipal à la pƌise eŶ Đoŵpte paƌ Đes siŵulatioŶs de l͛eŶseŵďle de l͛aƌĐhiteĐtuƌe 
pƌoǀieŶt de la ǀisioŶ ĠĐlatĠe de l͛aƌĐhiteĐtuƌe pƌoposĠe paƌ les AFs et de leuƌ ŵaŶƋue de 
métamodèle défini de manière claire et cohérente. Les nombreuses tables de mapping entre les 
diffĠƌeŶtes ǀues teŶteŶt de ŵaiŶteŶiƌ uŶe ĐeƌtaiŶe ĐohĠƌeŶĐe daŶs l͛aƌĐhiteĐtuƌe, ŵais iŶtƌoduiseŶt 
des diffiĐultĠs d͛iŶteƌpƌĠtatioŶ pouƌ la siŵulatioŶ. 
 
Pour permettre des boucles modélisation / simulation aussi courtes que possibles, il apparaît 
intéressant que les modèles permettent directement de siŵuleƌ l͛aƌĐhiteĐtuƌe daŶs soŶ eŶseŵďle, 
sans Ƌu͛il Ǉ ait ďesoiŶ de transformation de modèle. La siŵulatioŶ ŵise eŶ œuǀƌe est aiŶsi uŶe 
simulation métier, par opposition à une simulation générique comme les approches illustrées 
précédemment pour la simulation des processus dans les AFs.  
Pour ce faire, nous nous appuierons sur les points suivants :   
 Intégrer la modélisation des comportements de l͛eŶtƌepƌise sous foƌŵe de pƌoĐessus au seiŶ 
du ŵodğle d͛aƌĐhiteĐtuƌe ; 
 Peƌŵettƌe l͛eǆĠĐutioŶ de Đes pƌoĐessus sans transformation du ŵodğle d͛aƌĐhiteĐtuƌe, eŶ 
pƌeŶaŶt eŶ Đoŵpte le ĐoŶteǆte d͛eǆĠĐutioŶ des pƌoĐessus daŶs l͛eŶtƌepƌise ;ƌessouƌĐes, 
dispoŶiďilitĠ des fouƌŶisseuƌs de seƌǀiĐes…Ϳ ;  
                                                          
10
 “i les AFs dĠfiŶisseŶt uŶ ĐoŶteŶu pouƌ les ǀues ƌepƌĠseŶtaŶt les aspeĐts dǇŶaŵiƋues d͛uŶe eŶtƌepƌise, ils 
Ŷ͛iŵposeŶt pas de foƌŵalisŵe de ŵodĠlisatioŶ. Le Đhoiǆ de ce formalisme est donc laissé aux outilleurs. Par 
exemple, pour les vues NAF NOV-ϱ, l͛outil “Ǉsteŵ AƌĐhiteĐt suppoƌte deuǆ ŶotatioŶs diffĠƌeŶtes : BPMN et IDEF 
(ICAM (Integrated Computer-Aided Manufacturing) DEFinition). 
Autonomie et reconfiguration des systèmes de systèmes tactiques 






 Loƌs de l͛eǆĠĐutioŶ, peƌŵettƌe auǆ pƌoĐessus d͛aĐĐĠdeƌ à l͛ensemble du modèle 
d’aƌĐhiteĐtuƌe et d͛effeĐtueƌ des ŵodifiĐatioŶs suƌ Đe ŵodğle seloŶ des ŵodalitĠs à dĠfiŶiƌ. 
Nous utiliserons le terme ŵodğle d’aƌĐhiteĐtuƌe eǆĠĐutaďle pour mentionner les modèles 
d͛aƌĐhiteĐtuƌe aiŶsi ĐoŶsidĠƌĠs. 
1.3.1.3. Expression de l’adaptabilité de l’entreprise 
La caractéristique de développement évolutionniste identifié par Maier pour les systèmes de 
sǇstğŵes peut ġtƌe ĠteŶdue à l͛eŶseŵďle des eŶtƌepƌises ĐoŶsidĠƌĠes daŶs le Đadƌe de Ŷotƌe Ġtude. 
En particulier dans le domaine militaire, elles ont pour ǀoĐatioŶ d͛Ġǀolueƌ daŶs des eŶǀiƌoŶŶeŵeŶts 
ĐhaŶgeaŶts et iŵpƌĠǀisiďles, et doiǀeŶt aiŶsi pouƌ pouǀoiƌ Ǉ faiƌe faĐe ġtƌe Đapaďles d͛adaptaďilitĠ. 
Coŵŵe dĠjà ĠǀoƋuĠ pƌĠĐĠdeŵŵeŶt, la pƌise de ĐoŶfiaŶĐe eŶ Đette ĐapaĐitĠ d͛adaptaďilitĠ est l͛uŶ 
des enjeux majeuƌs de la dĠŵaƌĐhe d͛aƌĐhiteĐtuƌe. DaŶs uŶe appƌoĐhe oƌieŶtĠe ŵodğle, il iŵpoƌte 
que le modèle permette de ƌepƌĠseŶteƌ et d’Ġvalueƌ l’adaptaďilitĠ de l’eŶtƌepƌise. 
BieŶ Ƌu͛il s͛agisse d͛uŶ oďjeĐtif pƌiŵoƌdial pouƌ le ŵodğle, il est iŶdispeŶsaďle Ƌue la 
repƌĠseŶtatioŶ de l͛adaptaďilitĠ de l͛eŶtƌepƌise Ŷe ǀieŶŶe pas à l͛eŶĐoŶtƌe des pƌiŶĐipes dĠteƌŵiŶaŶts 
de la démarche retenue. Dans cette optique, nous nous attacherons à veiller tout particulièrement 
aux points suivants : 
 La ƌepƌĠseŶtatioŶ de l͛adaptabilité doit induire le moins de complexité possible dans les 
modèles, afiŶ d͛ġtƌe aĐĐessiďle auǆ eǆpeƌts opĠƌatioŶŶels et pouǀoiƌ ġtƌe ŵise eŶ œuǀƌe 
rapidement dans une optique de prototypage rapide. En particulier, il importe que les 
ŵoǇeŶs d͛eǆpƌessioŶ de l͛adaptabilité restent optionnels, afin de permettre aux 
eǆploitaŶts du ŵodğle d͛adƌesseƌ la pƌoďlĠŵatiƋue au ŵoŵeŶt oppoƌtuŶ, et ŶoŶ de les 
ĐoŶtƌaiŶdƌe à pƌeŶdƌe eŶ Đoŵpte l͛adaptaďilitĠ Ƌuel Ƌue soit l͛oďjeĐtif de leuƌs tƌaǀauǆ.  
 L͛exécutabilité du modèle est au Đœuƌ de la dĠŵaƌĐhe d͛ĠǀaluatioŶ de l͛aƌĐhiteĐtuƌe : 
l͛eǆpƌessioŶ de l͛adaptaďilitĠ, eŶ paƌtiĐulieƌ, doit pouǀoiƌ ġtƌe ĠǀaluĠe paƌ le ďiais d͛uŶe 
telle simulation.  
1.3.2. Présentation de l’approche 
En support à la création de modèles conformes aux principes présentés dans les parties 
précédentes, le pƌojet daŶs leƋuel s͛iŶsĐƌit Đette thğse a pouƌ oďjeĐtif la dĠfiŶitioŶ d͛uŶ langage de 
desĐƌiptioŶ d’aƌĐhiteĐtuƌe d’eŶtƌepƌise. Le principe général de ce langage est de supporter la 
dĠfiŶitioŶ et l͛Ġvaluation de différentes architectures candidates par la simulation, dans le cadre 
d͛uŶe dĠŵaƌĐhe de pƌototǇpage ƌapide.  
Le ďut ƌeĐheƌĐhĠ pouƌ Đette thğse est l͛iŶtĠgƌatioŶ de ŵĠĐaŶisŵes peƌŵettaŶt au laŶgage 
d͛exprimer l’adaptabilité de l͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise, Đ͛est à diƌe les ĠlĠŵeŶts Ƌui lui peƌŵetteŶt 
de s͛adapteƌ auǆ diffĠƌeŶtes ĐoŶtƌaiŶtes auǆƋuelles elle est souŵise ;eǆ. eŶǀiƌoŶŶeŵeŶt…Ϳ. 
1.3.2.1. Objectifs 
DaŶs le Đadƌe de Đette appƌoĐhe, Ŷous aǀoŶs ideŶtifiĠ uŶ eŶseŵďle d͛oďjeĐtifs ƌepƌĠseŶtaŶt les 
points essentiels pour que le langage et les modèles puissent remplir efficacement leur rôle. Ces 
objectifs ont pour but de guider la définition du langage en général, et de l͛eǆpƌessioŶ de 
l͛adaptaďilitĠ de l͛eŶtƌepƌise en particulier.  
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Ces objectifs sont listés ci-après, et récapitulés de manière structurée dans le Tableau 1. Dans la 
suite du document, nous ferons indifféremment mention à ces objectifs par leur intitulé ou la 
référence qui leur est allouée dans le Tableau. 
 Expressivité métier – Le laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe doit peƌŵettƌe la ŵodĠlisatioŶ 
de l͛aƌĐhiteĐtuƌe Điďle paƌ et pouƌ les paƌtiĐipaŶts à la dĠŵarche. En particulier, il doit mettre 
eŶ œuǀƌe des teƌŵes et des ĐoŶĐepts Ƌui puissent être expressifs et représentatifs pour des 
experts opérationnels et non teintés ingénierie. 
 Généricité – Le laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe Ŷe doit pas ġtƌe spĠĐifique à un 
doŵaiŶe d͛appliĐatioŶ ŵais doit peƌŵettƌe de dĠĐƌiƌe des eŶtƌepƌises de doŵaiŶes ŵĠtieƌ 
différents.  
 Maîtrise de la complexité – Le laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe doit peƌŵettƌe de 
décrire de manière claire et compréhensible un système complexe, et en particulier un 
système de systèmes. Ceci doit se traduire par une simplicité du modèle malgré la complexité 
de l͛eŶtƌepƌise ŵodĠlisĠe, ŵais aussi paƌ la siŵpliĐitĠ du laŶgage lui-même.  
 Modélisation assistée  – Afin de faciliter la création rapide d͛uŶ ŵodğle daŶs le ĐoŶteǆte 
d͛uŶe ďouĐle Đouƌte ŵodĠlisatioŶ / eǆĠĐutioŶ, il iŵpoƌte de fouƌŶiƌ uŶ ŵaǆiŵuŵ de suppoƌt 
automatisé à la modélisation. En particulier, nous chercherons autant que possible à 
autoŵatiseƌ les aĐtioŶs suƌ le ŵodğle loƌsƋu͛elles relèvent du maintien de la cohérence ou de 
l͛eǆĠĐutaďilitĠ et ŶoŶ d͛uŶe dĠĐisioŶ ŵĠtieƌ. OŶ ǀeilleƌa aiŶsi à aĐĐoƌdeƌ à l͛utilisateuƌ uŶ 
maximum de liberté quand à la définition et la modification de son architecture sans lui 
imposer de se préoccuper des problématiques de maintien du modèle.  
 Expressivité architecturale – Pouƌ peƌŵettƌe l͛ĠǀaluatioŶ de l͛adaptaďilitĠ de l͛eŶtƌepƌise, le 
laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe doit peƌŵettƌe d͛eǆpƌiŵeƌ des poiŶts d͛aƌtiĐulatioŶ daŶs 
l͛aƌĐhiteĐtuƌe, Đ͛est à dire des points présentent un potentiel de modification.  
 Cohérence  – Pouƌ Ƌu͛uŶ ŵodğle fouƌŶisse uŶe ƌepƌĠseŶtatioŶ ĐoƌƌeĐte ǀis-à-vis du métier, il 
iŵpoƌte Ƌu͛à tout ŵoŵeŶt il soit ŵaiŶteŶu ĐoŶfoƌŵe au laŶgage de desĐƌiptioŶ 
d͛aƌĐhiteĐtuƌe.  
 Exécutabilité  – Coŵŵe ĠǀoƋuĠ daŶs la paƌtie pƌĠĐĠdeŶte, l͛appƌoĐhe adoptĠe ƌelğǀe du 
domaine de la modélisation exécutable. Un modèle doit ainsi permettre la simulation de 
processus opérationnels dans leur contexte métier sans traduction vers un modèle de 
simulation basé sur un formalisme différent. 
 Modification dynamique  – Pouƌ pouǀoiƌ ƌepƌĠseŶteƌ de ŵaŶiğƌe dǇŶaŵiƋue l͛adaptaďilitĠ de 
l͛eŶtƌepƌise ĐiďlĠe paƌ l͛oďjeĐtif d͛eǆpƌessiǀitĠ aƌĐhiteĐtuƌale, uŶ ŵodğle doit pouǀoiƌ ġtƌe 
ŵodifiĠ eŶ Đouƌs d͛eǆĠĐutioŶ.  
 
Intitulé Désignation Ref. 
OďjeĐtifs pouƌ le laŶgage de desĐƌiptioŶ d’aƌĐhiteĐtuƌe 
Expressivité 
métier 
Les termes et concepts composant le langage de description 
d͛aƌĐhiteĐtuƌe doiǀeŶt peƌŵettƌe la ŵodĠlisatioŶ de l͛aƌĐhiteĐtuƌe de 
l͛eŶtƌepƌise Điďle de manière expressive pour des experts opérationnels. 
[EL1] 
Généricité  
Le laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe Ŷe doit pas ġtƌe spĠĐifiƋue à uŶ 
doŵaiŶe d͛appliĐatioŶ. [EL2] 
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Maîtrise de la 
complexité 
Le laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe doit peƌŵettƌe de décrire de 
manière claire et compréhensible un système complexe, et en particulier 




L͛ĠlaďoƌatioŶ des ŵodğles doit ŵettƌe eŶ œuǀƌe des ŵĠĐaŶisŵes 
permettant de maintenir automatiquement la cohérence et 




Le laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe doit peƌŵettƌe la ŵodĠlisatioŶ 
de poiŶts d͛aƌtiĐulatioŶ daŶs l͛aƌĐhiteĐtuƌe. [EL5] 
OďjeĐtifs pouƌ les ŵodğles d’aƌĐhiteĐtuƌe 
Cohérence 
Les modèles doivent être conformes au langage de description 
d͛aƌĐhiteĐtuƌe. [EM1] 
Exécutabilité 
Les modèles doivent permettre la simulation de processus opérationnels 





Les modèles doivent supporter les modifications au cours de leur 
exécution. 
[EM3] 
Tableau 1 – RĠĐapitulatif des oďjeĐtifs de l’appƌoĐhe pƌoposĠe  
1.3.2.2. Application : démarche IDEA 
Les travaux présentés dans cette thèse ont été appliqués dans le cadre de la démarche IDEA, 
dĠǀeloppĠe paƌ Thales CoŵŵuŶiĐatioŶs & “eĐuƌitǇ. IDEA est uŶe dĠŵaƌĐhe d͛aƌĐhiteĐtuƌe diƌigĠe paƌ 
les modèles, visant à définir, caractériser et évaluer des architectures candidates pour des 
entreprises répondant à des besoins complexes [39] [40] [14] [15] [43] [38][38]. 
Le Đœuƌ de la dĠŵaƌĐhe est la ŵise eŶ œuǀƌe d͛uŶe appƌoĐhe de pƌototǇpage ƌapide de 
l͛aƌĐhiteĐtuƌe de l͛eŶtƌepƌise, suƌ la ďase de ďouĐles Đouƌtes ŵodĠlisatioŶ / siŵulatioŶ. Les aĐtiǀitĠs 
de prototypage rapide se font en concertation étroite entre les architectes, les clients et les experts 
opérationnels. 
 
Comme illustré sur la Figure 4 ci-apƌğs, les aĐtiǀitĠs de la dĠŵaƌĐhe s͛aƌtiĐuleŶt autouƌ de Ƌuatƌe 
étapes : 
 Identification (I) – IdeŶtifiĐatioŶ et aŶalǇse du ĐoŶteǆte, des pƌoďlĠŵatiƋues et de l͛eǆistaŶt ; 
 Design (D) – Identification et prototǇpage d͛aƌĐhiteĐtuƌes ĐaŶdidates ; 
 Experimentation (E) – Evaluation, comparaison et optimisation des architectures 
candidates par le biais de la simulation ; 
 Assessment (A) – “ĠleĐtioŶ d͛uŶe aƌĐhiteĐtuƌe paƌŵi les ĐaŶdidates. 
Les boucles courtes ŵodĠlisatioŶ / siŵulatioŶ soŶt eŶ paƌtiĐulieƌ ŵises eŶ œuǀƌe eŶtƌe les Ġtapes I 
et D, et D et E. D͛uŶ poiŶt de ǀue teŵpoƌel, la duƌĠe d͛uŶe de Đes ďouĐles est de l͛oƌdƌe de ƋuelƋues 
heures à une journée. 
 Les boucles Identification  Design (I-D) ont pour oďjeĐtif la ǀalidatioŶ de l͛aƌĐhiteĐtuƌe. Elles 
permettent aux différentes parties prenantes (architectes, clients, experts opérationnels) 
d͛Ġlaďoƌeƌ de ŵaŶiğƌe iŶĐƌĠŵeŶtale uŶe ǀisioŶ ĐoŵŵuŶe du ďesoiŶ, des gƌaŶdes ligŶes des 
ǀaƌiaŶtes d͛aƌĐhiteĐtuƌes pouǀaŶt Ǉ ƌĠpoŶdƌe et de leuƌs Đƌitğƌes d͛ĠǀaluatioŶ.  
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 Les boucles Design  Experimentation (D-EͿ oŶt pouƌ oďjeĐtif l͛ĠǀaluatioŶ de l͛aƌĐhiteĐtuƌe. 




Figure 4 – DĠŵaƌĐhe d’aƌĐhiteĐtuƌe IDEA [43] 
Le suppoƌt à la dĠŵaƌĐhe IDEA a doŶŶĠ lieu au dĠǀeloppeŵeŶt d͛uŶe suite d͛outils dĠdiĠe, ďasĠe 
sur un langage de description d͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise. Les travaux développés dans le cadre de 
Đette thğse ĐoŶtƌiďueŶt à la dĠfiŶitioŶ de Đe laŶgage, eŶ Đe Ƌui ĐoŶĐeƌŶe l͛eǆpƌessioŶ de 
l͛adaptaďilitĠ. 
Des tƌaǀauǆ ŵeŶĠs suƌ l͛outillage IDEA ŵais hoƌs du périmètre de cette thèse, en particulier 
ĐoŶĐeƌŶaŶt le ŵoteuƌ d͛eǆĠĐutioŶ des ŵodğles, seƌoŶt ĠǀoƋuĠs loƌsƋue ŶĠĐessaiƌe à la 
ĐoŵpƌĠheŶsioŶ d͛eŶseŵďle mais ne seront pas détaillés.   
 
De part le lien fort existant entre le langage et la démarche du point de vue du projet industriel, le 
laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe auquel ont été appliqués les travaux de cette thèse sera 
mentionné comme « laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe IDEA ». Pour abréger, on utilisera 
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1.4. Vue d’ensemble du document 
Le Chapitre 2 de ce document présentera les travaux de thèse. Il débutera par une présentation de 
l͛eǆeŵple Ƌui seƌa eǆploitĠ tout au loŶg de la suite pouƌ illustƌeƌ l͛eǆposĠ, puis paƌ la dĠŵaƌĐhe aǇaŶt 
guidĠ l͛oƌgaŶisatioŶ gĠŶĠƌale du laŶgage. Les deuǆ paƌties suiǀaŶtes dĠtailleƌoŶt les deuǆ 
ĐoŶtƌiďutioŶs ŵajeuƌes de la thğse au pƌojet d͛aĐĐueil, ĐhaĐuŶe s͛attaĐhaŶt tout particulièrement à 
présenter les points suivants : 
 Le besoin et les constatations ayant motivé ces contributions, 
 Les choix faits par rapport à l͛Ġtat de l͛aƌt des tƌaǀauǆ de ƌeĐheƌĐhe tƌaitaŶt de sujets 
proches, 
 La manière dont les contributions ont été réalisées.  
DaŶs l͛eŶseŵďle de Đe Đhapitƌe, Ŷous Ŷous effoƌĐeƌoŶs de pƌĠseŶteƌ les pƌoďlĠŵatiƋues et les 
solutions de manière indépendante de la démarche IDEA et de l͛iŵplĠŵeŶtatioŶ teĐhŶiƋue.   
 
Le Chapitre 3 eǆposeƌa l͛iŵplĠŵeŶtatioŶ du laŶgage eŶ gĠŶĠƌal et des ĐoŶtƌiďutioŶs de thğse eŶ 
paƌtiĐulieƌ daŶs la suite d͛outils assoĐiĠe à la dĠŵaƌĐhe IDEA. Il s͛attaĐheƌa à eŶ Ġǀalueƌ la ŵise eŶ 
œuǀƌe, y compris paƌ le ďiais de ƌetouƌs d͛eǆpĠƌieŶĐe d͛utilisateurs. 
Ce Đhapitƌe seƌa ĐoŶstituĠ de deuǆ paƌties. La pƌeŵiğƌe pƌĠseŶteƌa le ƌetouƌ d͛eǆpĠƌieŶĐe de la 
ŵise eŶ œuǀƌe des ĐoŶtƌiďutioŶs daŶs le laŶgage. La deuǆiğŵe s͛appuieƌa suƌ le Đas ĐoŶĐƌet de 
l͛ĠlaďoƌatioŶ d͛uŶ ŵodğle daŶs le Đadƌe d͛uŶe affaiƌe pouƌ Ġǀalueƌ les ƌĠalisatioŶs. 
 
Ce doĐuŵeŶt se teƌŵiŶeƌa paƌ uŶe ĐoŶĐlusioŶ et l͛eǆposĠ des peƌspeĐtiǀes futuƌes liĠes auǆ 
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Chapitre 2. Expression de l’adaptabilité de l’entreprise 
dans le langage de description d’architecture 
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2.1. Préambule  
2.1.1. Présentation du cas d’exemple 
Les ĐoŶtƌiďutioŶs de la thğse seƌoŶt illustƌĠes suƌ l͛eǆeŵple de l͛Ġtude des pƌoĐĠduƌes et de 
l͛oƌgaŶisatioŶ d͛uŶ ĐoŶǀoi ŵilitaiƌe iŶtƌoduit eŶ 1.1.2. Nous considèrerons un convoi composé de 
trois camions et quatre unités blindées, chargé de transporter du matériel entre deux points de 
rendez-ǀous au Đouƌs d͛uŶe opĠƌatioŶ. UŶe attaƋue suƌǀieŶt au Đouƌs du tƌaŶspoƌt, et ƌeƋuieƌt uŶe 
réorganisation des éléments du convoi pour faire face à la menace. Le périmètre du modèle 
ĐoŵpƌeŶd l͛oƌgaŶisatioŶ gloďale du ĐoŶǀoi aiŶsi Ƌue l͛oƌgaŶisatioŶ iŶteƌne des unités blindées et des 
unités de transport, comme synthétisé sur la Figure 5 ci-après.  
 
Le convoi est décomposé en trois groupes fonctionnels, dans lesquels se répartissent les véhicules : 
 Le groupe de commandement comprend un chef de convoi et son adjoint (unités blindées). Sa 
ŵissioŶ est d͛assuƌeƌ le ĐoŵŵaŶdeŵeŶt du ĐoŶǀoi et les ĠĐhaŶges aǀeĐ les autƌes uŶitĠs suƌ le 
théâtre. 
 Le groupe de transport comprend un chef de groupe et deux transporteurs (camions). Sa mission 
est le tƌaŶspoƌt des ŵatĠƌiels faisaŶt l͛oďjet du ĐoŶǀoi. 
 Le gƌoupe de pƌoteĐtioŶ a pouƌ ŵissioŶ d͛assuƌeƌ la dĠfeŶse du ĐoŶǀoi et la suƌǀeillaŶĐe de soŶ 
environnement. Sa composition dépend de la situation tactique :  
o Dans une situation nominale (déplacement), ce groupe est composé de deux rôles 
correspondant à la protection de chacun des flancs du convoi. Lorsque le groupe de 
protection est composé ainsi, le convoi est dit dans sa configuration nominale. 
o DaŶs le Đas d͛uŶe situatioŶ de Đoŵďat ǀieŶt s͛Ǉ ajouteƌ uŶ ƌôle de ƌeŶfoƌt pƌoteĐtioŶ. Ce 
ƌôle est gĠŶĠƌaleŵeŶt assuƌĠ paƌ l͛adjoiŶt du Đhef de ĐoŶǀoi, ŵais peut ĠgaleŵeŶt faiƌe 
iŶteƌǀeŶiƌ l͛appui d͛uŶe uŶitĠ eǆteƌŶe au ĐoŶǀoi. LoƌsƋue le gƌoupe de pƌoteĐtioŶ est 
composé ainsi, le convoi est dit daŶs sa ĐoŶfiguƌatioŶ de Đoŵďat ;aǀeĐ ou saŶs appui d͛uŶe 
unité externe). 
 
Toutes les unités de transport du convoi sont similaires et composées de la façon suivante : 
 UŶ ĐaŵioŶ, ĠƋuipĠ d͛uŶ ŵoǇeŶ de ĐoŵŵuŶiĐatioŶs ;uŶe ƌadioͿ. 
 Un équipage composé de deux ŵeŵďƌes, uŶ Đhef d͛eŶgiŶ ;CCͿ et uŶ pilote. 
 
Les unités blindées sont composées de la façon suivante : 
 UŶ ǀĠhiĐule ďliŶdĠ, ĠƋuipĠ d͛uŶe aƌŵe pƌiŶĐipale ;uŶ ĐaŶoŶͿ, d͛uŶe aƌŵe seĐoŶdaiƌe ;uŶe 
ŵitƌailleuseͿ et d͛uŶ ŵoǇeŶ de ĐoŵŵuŶiĐatioŶs ;uŶe ƌadioͿ. Le ǀĠhicule du chef de convoi est 
ĠƋuipĠ d͛uŶe ƌadio spĠĐifiƋue ;ŶotĠe ƌadio CDTͿ, Đapaďle de se ĐoŶŶeĐteƌ au ƌĠseau de 
ĐoŵŵaŶdeŵeŶt Ƌui lui peƌŵet d͛ĠĐhaŶgeƌ aǀeĐ sa hiĠƌaƌĐhie. Les ƌadios des autƌes ǀĠhiĐules Ŷe 
leuƌ peƌŵetteŶt Ƌue d͛ĠĐhaŶgeƌ eŶtƌe euǆ et aǀeĐ le chef de convoi.  
 UŶ ĠƋuipage ĐoŵposĠ de deuǆ ŵeŵďƌes peƌŵaŶeŶts, uŶ Đhef d͛eŶgiŶ / tiƌeuƌ ;CTVIͿ et uŶ pilote, 
et d͛uŶ gƌoupe de Đoŵďat d͛iŶfaŶteƌie de ϵ faŶtassiŶs. Le gƌoupe de Đoŵďat d͛iŶfaŶteƌie ƌesteƌa 
embarqué dans le véhicule dans le scénario considéré, aussi son organisation interne ne sera pas 
prise en compte. 
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Figure 5 – SǇŶthğse du Đas d’eǆeŵple 
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2.1.2. Conventions typographiques 
Afin de faciliter la lecture, nous utiliserons pour la suite les conventions typographiques suivantes : 
Exemple Description 
Capability 
En italique, les noms de concepts, de relations et de propriétés de 
concepts ou de relations du langage. 
CAPABILITY MAP 
En majuscules italiques, les noms des vues selon lesquelles sont 
organisées le métamodèle (la notion de vue sera détaillée plus loin). 
ENTERPRISE ORGANIZATION 
En majuscules italiques soulignées, les noms des points de vue 
pƌĠseŶtĠs à l͛utilisateuƌ suƌ le ŵodğle ;la ŶotioŶ de poiŶt de ǀue seƌa 
détaillée plus loin). 
« Convoi » Entre guillemets et souligŶĠ, les Ŷoŵs d͛ĠlĠŵeŶts d͛uŶ ŵodğle. 
IsCompatibleWith() En police Consolas, les éléments de code. 
Tableau 2– Conventions typographiques 




Autonomie et reconfiguration des systèmes de systèmes tactiques 






2.2. Organisation du langage de description d’architecture 
2.2.1. Principes de structure du langage de description d’architecture 
2.2.1.1. Architecture du langage 
Le laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe siŵulaďle IDEA est organisé autour de trois composantes 
distinctes : le métamodèle, des règles dites « de cohérence » et des règles dites « de validation ». 
 
Le métamodèle définit et organise les concepts composant le langage de description 
d’aƌĐhiteĐtuƌe et les ƌelatioŶs eŶtƌe Đes ĐoŶĐepts.  
Le métamodèle établit la base du langage en termes de sémantique et de grammaire, et dans notre 
cas doit en particulier assuƌeƌ l͛eǆpƌessiǀitĠ ŵĠtieƌ, la gĠŶĠƌiĐitĠ et l͛eǆpƌessiǀitĠ aƌĐhiteĐtuƌale du 
langage ([EL1], [EL2], [EL5]). Par le choix des concepts et de leurs relations, il contribue également à 
la maîtrise de la complexité ([EL3]). 
 
Les règles de cohérence effectuent des actions sur le modèle afin de lui imposer des règles de 
structure et de valeur ;paƌ eǆeŵple d͛uŶe ĐaƌdiŶalitĠͿ. Ces ƌğgles soŶt exécutées automatiquement 
sur un événement précis dans la vie du modèle. Elles peuvent agir sur le modèle (ex. créer des 
éléments). 
Pour répondre à notre problématique, les règles de cohérence seront en particulier employées 
pouƌ assuƌeƌ des aĐtioŶs de ŵaiŶtieŶ autoŵatiƋue de l͛eǆĠĐutaďilitĠ du ŵodğle et de ĐoŶfoƌŵitĠ au 
langage ([EL4] pour assurer [EM1] et [EM2]).  
 
Les ƌğgles de validatioŶ peƌŵetteŶt de listeƌ à l’iŶteŶtioŶ de l’utilisateuƌ les iŶĐoŵplĠtudes ou les 
erreurs du modèle. Ces règles sont déclenchées de manière interactive, généralement sur demande 
de l’utilisateuƌ. Elles Ŷ͛effeĐtueŶt aucune action sur le modèle.  
Dans le cadre du DSL IDEA, les règles de validation seront principalement utilisées en complément 
des ƌğgles de ĐohĠƌeŶĐe loƌsƋu͛il Ŷe seƌa pas possiďle, ou pas souhaitaďle, d͛effeĐtueƌ les aĐtioŶs de 
ŵaiŶtieŶ de la ĐohĠƌeŶĐe et de l͛eǆĠĐutaďilitĠ du ŵodğle de ŵaŶiğƌe autoŵatiƋue. De telles 
situations appaƌaisseŶt ŶotaŵŵeŶt loƌsƋue l͛aĐtioŶ à ŵettƌe eŶ œuǀƌe ƌelğǀe d͛uŶ Đhoiǆ 
d͛aƌĐhiteĐtuƌe, deǀaŶt ġtƌe pƌis suƌ la ďase de Đƌitğƌes pƌopƌes au doŵaiŶe ŵĠtieƌ et ŶoŶ Ġǀaluaďles 
par un outil.  
 
Les concepts du métamodèle peuvent de plus définir des fonctions servant à la simulation des 
ĠlĠŵeŶts de ŵodğles Ƌu͛ils dĠfiŶisseŶt. Ces foŶĐtioŶs soŶt ŵises à dispositioŶ du ŵoteuƌ 
d͛eǆĠĐutioŶ, et fournissent par exemple le comportement représenté par un élément de modèle (ex. 
appel d͛uŶ seƌǀiĐeͿ, ou des ƌğgles de paƌĐouƌs du ŵodğle peƌŵettaŶt au ŵoteuƌ d͛eǆĠĐutioŶ d͛avoir 
accès à toute information pouvant lui être nécessaire. Le ŵoteuƌ d͛eǆĠĐutioŶ est pour sa part un 
composant extérieur au langage. 
 
La Figure 6 ci-dessous présente une ǀue sǇŶthĠtiƋue de l͛aƌĐhiteĐtuƌe du laŶgage et de soŶ 
iŶteƌfaĐe aǀeĐ le ŵoteuƌ d͛eǆĠĐutioŶ. 
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Figure 6 - AƌĐhiteĐtuƌe du laŶgage et iŶteƌfaĐe aveĐ le ŵoteuƌ d’eǆĠĐutioŶ 
CoŶfoƌŵitĠ et ǀaliditĠ d͛uŶ ŵodğle 
Il importe de noter que les règles de cohérence et de validation concernent bien la conformité du 
modèle par rapport à des pƌiŶĐipes d’aƌĐhiteĐtuƌe génériques. Pouƌ peƌŵettƌe l͛appliĐatioŶ du 
langage à différents domaines métiers, elles ne doivent pas adresser la conformité du modèle par 
ƌappoƌt auǆ pƌiŶĐipes, à la doĐtƌiŶe ou auǆ ďoŶŶes pƌatiƋues du ŵĠtieƌ daŶs leƋuel il s͛iŶsĐƌit.  
Par exemple, une règle de validation peut se charger de vérifier que tout service requis par un 
aĐteuƌ lui est fouƌŶi, ŵais elle Ŷ͛Ġǀalueƌa pas la peƌtiŶeŶĐe du Đhoiǆ du fouƌŶisseuƌ d͛uŶ seƌǀiĐe paƌ 
rapport à la doctrine du domaine métier.  
 
Le ĐƌĠateuƌ d͛uŶ ŵodğle Ŷe peut pas ƌefuseƌ les aĐtioŶs effeĐtuĠes paƌ les ƌğgles de ĐohĠƌeŶĐe, à 
ŵoiŶs d͛aŶŶuleƌ l͛aĐtioŶ aǇaŶt ŵeŶĠ au dĠĐleŶĐheŵeŶt de Đes ƌğgles. Le ŵodğle seƌa doŶĐ toujours 
conforme aux principes définis par les règles de cohérence. 
EŶ ƌeǀaŶĐhe, le ĐƌĠateuƌ d͛uŶ ŵodğle peut Ŷe pas teŶiƌ Đoŵpte des ŵessages affiĐhĠs paƌ les ƌğgles 
de validation, et continuer à travailler et sauvegarder son modèle malgré ces messages : le modèle 
peut ainsi être invalide par rapport aux principes définis par les règles de validation. L͛Ġtat 
d͛iŶǀaliditĠ est uŶ Ġtat teŵpoƌaiƌe, peƌŵettaŶt d͛appoƌteƌ uŶe ĐeƌtaiŶe souplesse daŶs la ĐƌĠatioŶ du 
modèle. Ce point sera à nouveau évoqué plus loin dans ce document. 
2.2.2. Vue d’ensemble du métamodèle 
2.2.2.1. Concepts-clés d’architecture : une brève ontologie du domaine 
Comme évoqué dans la partie 1.2, les ĐoŶĐepts d͛aƌĐhiteĐtuƌe du laŶgage IDEA soŶt iŶspiƌĠs de 
ceux manipulés par les Architecture Framework. Pour couvrir le périmètre identifié pour les modèles, 
le DSL IDEA est articulé autour des concepts définis dans le Tableau 3 ci-après. 
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« Aptitude à produire un effet particulier dans des conditions 
doŶŶĠes, paƌ la ŵise eŶ œuǀƌe d͛uŶe ĐoŵďiŶaisoŶ de ŵoǇeŶs 





Un regroupement cohérent de capacités choisies de par leur 




« UŶ gƌoupeŵeŶt Đollaďoƌatif d͛aĐteuƌs Ƌui paƌtageŶt et 
ĠĐhaŶgeŶt des iŶfoƌŵatioŶs pouƌ l͛aĐĐoŵplisseŵeŶt de ŵissioŶs 





Une ressource et uŶ aĐteuƌ de l͛eŶtƌepƌise, logiƋue ;agƌĠgat…Ϳ ou 
phǇsiƋue ;platefoƌŵe, huŵaiŶ…Ϳ.  
Process Processus 
UŶe aĐtiǀitĠ ou uŶ eŶseŵďle d͛aĐtiǀitĠs Ƌui ŵetteŶt eŶ œuǀƌe 
une capacité en produisant des effets et en transformant des 
produits en entrée en produits en sortie. 
Product Produit 
Un élément, matériel ou informationnel, consommable ou non 
ĐoŶsoŵŵaďle, ĐƌĠĠ, utilisĠ ou ĠĐhaŶgĠ daŶs l͛eŶtƌepƌise. 
Role Rôle 
Un ensemble de responsabilités attribuées à un acteur ou un 
gƌoupe d͛aĐteuƌs au seiŶ d͛uŶe ĐollaďoƌatioŶ aǀeĐ d͛autƌes 
acteurs. A un rôle sont associées des capacités requises pour 
faire face à ces responsabilités.    
Service Service 
« Une fonction, une capacité, ou un comportement effectué par 
uŶ fouƌŶisseuƌ au ďĠŶĠfiĐe d͛uŶ ĐoŶsoŵŵateuƌ. » (NAF V3 [7]) 
Tableau 3 – Concepts-ĐlĠs du laŶgage de desĐƌiptioŶ d’aƌĐhiteĐtuƌe 
Le concept de CoŵŵuŶautĠ d’IŶtĠƌġt (CoI – Community of Interest), introduit dans le Tableau 
pƌĠĐĠdeŶt, est uŶ ĐoŶĐept foŶdaŵeŶtal ǀis à ǀis de l͛eǆpƌessioŶ de l͛adaptabilité pour les entreprises 
ĐoŶsidĠƌĠes. EŶ effet, il s͛agit d͛uŶ ĐoŶĐept opĠƌatioŶŶel dĠĐƌiǀaŶt uŶ regroupement collaboratif 
d͛aĐteuƌs de l͛eŶtƌepƌise, ŵis eŶ plaĐe pouƌ faire face à une situation particulière. Une CoI peut être 
permanente, c-à-d. eǆisteƌ duƌaŶt l͛eŶseŵďle du ĐǇĐle de ǀie de l͛eŶtƌepƌise, ou teŵpoƌaiƌe, Đ-à-d 
ġtƌe foƌŵĠe pouƌ uŶe duƌĠe liŵitĠe eŶ ƌĠaĐtioŶ à uŶ ĠǀĠŶeŵeŶt pƌĠĐis. La ƌĠpoŶse d͛uŶe eŶtƌepƌise 
à uŶe situatioŶ iŵpƌĠǀue iŵpliƋueƌa gĠŶĠƌaleŵeŶt la ŵise eŶ plaĐe d͛uŶe CoI, dont les membres 
ŵettƌoŶt eŶ œuǀƌe des aĐtioŶs oppoƌtuŶes ou ƌeleǀaŶt d͛uŶe pƌoĐĠduƌe pƌĠǀue à l͛aǀaŶĐe pouƌ faiƌe 
face à cette situation. A noter également que les CoI peuvent être formées de manière transverse à 
l͛oƌgaŶisatioŶ ŶoŵiŶale des aĐteuƌs l͛eŶtƌepƌise, Đ͛est à diƌe faiƌe iŶteƌǀeŶiƌ des aĐteuƌs d͛oƌigiŶes 
hiérarchiques ou organisationnelles diverses.       
2.2.2.2. Propriétés domaine et autres caractéristiques communes 
AǀaŶt de s͛iŶtĠƌesseƌ à l͛oƌgaŶisatioŶ des ĐoŶĐepts-clés listés dans le Tableau 3  dans un 
ŵĠtaŵodğle de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise, il ĐoŶǀieŶt de poseƌ les ďases de Đe 
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concerne les missions interarmées américaines. 
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métamodèle. Indépendamment du concept dont ils sont issus, on constate en effet que tous les 
ĠlĠŵeŶts d͛uŶ ŵodğle doiǀeŶt ġtre dotés des caractéristiques suivantes :  
 Trivialement, ils doivent pouvoir porter un nom. 
 Ils ƌeƋuiğƌeŶt d͛ġtƌe ideŶtifiĠs de ŵaŶiğƌe uŶiƋue daŶs uŶ ŵodğle. A priori, le Ŷoŵ d͛uŶ ĠlĠŵeŶt 
Ŷ͛est pas suffisaŶt : par exemple, les capacités sont couramment mentionnées en utilisant un 
ǀeƌďe, et daŶs Đe Đas il Ŷ͛est pas illogiƋue d͛attƌiďueƌ le ŵġŵe Ŷoŵ à l͛ĠlĠŵeŶt Capability et à 
l͛ĠlĠŵeŶt Process Ƌui dĠĐƌit sa ŵise eŶ œuǀƌe ;« Commander », « Observer »…Ϳ. Les ĠlĠŵeŶts 
doivent donc être dotés en plus de leur noŵ d͛uŶ ideŶtifiaŶt uŶiƋue. 
 Ils soŶt susĐeptiďles d͛ġtƌe dotĠs de pƌopƌiĠtĠs aǇaŶt tƌait à la ŵodĠlisatioŶ et/ou à la 
documentation du modèle : paƌ eǆeŵple, la date de ĐƌĠatioŶ d͛uŶ ĠlĠŵeŶt, ou uŶ ĐoŵŵeŶtaiƌe 
de l͛utilisateuƌ à soŶ sujet.  
Dans la suite de cette thèse, on utilisera le terme métadonnées pour référer à ce type de 
propriétés. 
 Ils soŶt susĐeptiďles d͛ġtƌe dotĠs de pƌopƌiĠtĠs ƌepƌĠseŶtaŶt les pƌopƌiĠtĠs ŵĠtieƌ du ĐoŶstituaŶt 
modélisé : paƌ eǆeŵple, la loĐalisatioŶ gĠogƌaphiƋue d͛uŶ ďâtiŵeŶt. Le type de ces propriétés 
ƌelğǀe du ŵodğle de doŶŶĠes ĐoƌƌespoŶdaŶt au doŵaiŶe de l͛eŶtƌepƌise ;ex. loĐalisatioŶ d͛uŶ 
bâtiment par son adresse postale ou sous forme de coordonnées GPS), et est à définir dans le 
modèle.  
Dans la suite de cette thèse, on utilisera le terme propriétés domaine pour référer à ce type de 
propriétés.  
Les choix de modélisation des métadonnées et des propriétés domaine dans le DSL ne relevant pas 
du cadre de cette thèse, ils ne seront pas détaillés dans ce document. Ils sont cependant présentés à 
titƌe d͛iŶfoƌŵatioŶ eŶ Annexe 1. 
2.2.2.3. Organisation du métamodèle et expressivité architecturale 
AfiŶ d͛optiŵiseƌ la ŵaîtƌise de la ĐoŵpleǆitĠ du laŶgage lui-même et faciliter à la fois sa prise en 
ŵaiŶ paƌ les utilisateuƌs et sa ŵaiŶteŶaŶĐe paƌ les dĠǀeloppeuƌs du laŶgage, il iŵpoƌte d͛oƌgaŶiseƌ le 
métamodèle de manière claire et structurée.  
Dans une optiƋue d͛eǆpƌessiǀitĠ aƌĐhiteĐtuƌale [ELϮ], Ŷous aǀoŶs Đhoisi de ĐalƋueƌ l͛oƌgaŶisatioŶ du 
métamodèle sur Đelle de l͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise. Contrairement au découpage adopté dans les 
Architecture Frameworks, cette appƌoĐhe de l͛oƌgaŶisatioŶ du ŵĠtaŵodğle Ŷe ĐheƌĐhe pas à dĠĐƌiƌe 
l͛aƌĐhiteĐtuƌe seloŶ les peƌspeĐtiǀes des diffĠƌeŶts iŶteƌǀeŶaŶts. Elle se ďase au ĐoŶtƌaiƌe suƌ la 
distiŶĐtioŶ eŶtƌe les diffĠƌeŶts aspeĐts iŶteƌŶes de l͛eŶtƌepƌise, Đoŵŵe les diffĠƌeŶts diagrammes 
UML. Le principal intérêt de cette approche est de mettre en exergue dans le langage même les 
poiŶts d’aƌtiĐulatioŶ ŵajeuƌs de l͛eŶtƌepƌise, afiŶ de faĐiliteƌ leuƌ ideŶtifiĐatioŶ paƌ l͛utilisateuƌ et 
leur exploitation pour l͛eǆpƌessioŶ de l͛adaptabilité. Par exemple, ils doivent fournir un support à la 
ĐoŵpaƌaisoŶ de diffĠƌeŶtes oƌgaŶisatioŶs d͛aĐteuƌs pouƌ oďteŶiƌ les ŵġŵes ĐapaĐitĠs, ou à l͛Ġtude 
de la possiďilitĠ d͛eǆploiteƌ les ŵġŵes aĐteuƌs daŶs le Đadƌe de diffĠƌeŶts sĐhĠŵas de ĐollaďoƌatioŶ. 
AfiŶ d͛hoŵogĠŶĠiseƌ le laŶgage daŶs uŶe optiƋue d͛eǆĠĐutioŶ et de ŵiŶiŵiseƌ sa ĐoŵpleǆitĠ pouƌ 
l͛utilisateuƌ ([EL3]), le DSL IDEA utilise les mêmes concepts aux différents niveaux de granularité de 
l͛aƌĐhiteĐtuƌe. Les Architecture Frameworks introduisent les ǀues opĠƌatioŶŶelles et sǇstğŵes où l͛oŶ 
ƌetƌouǀe paƌfois des ĐoŶĐepts et des foƌŵalisŵes seŵďlaďles. Ce Ŷ͛est pas le Đas daŶs le D“L IDEA, 
daŶs leƋuel le ŵġŵe jeu de ĐoŶĐept s͛appliƋue auǆ diffĠƌeŶts Ŷiǀeauǆ de gƌaŶulaƌitĠ. Paƌ eǆeŵple, le 
concept Capability du DSL IDEA pourra aussi bien être utilisé pour décrire la capacité collaborative 
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d͛ĠlaďoƌatioŶ d͛iŵage peƌçue ;Ŷiǀeau NAF opĠƌatioŶŶelͿ, Ƌue pouƌ la ĐapaĐitĠ de ŵoďilitĠ d͛uŶ 
ǀĠhiĐule ou la ĐapaĐitĠ d͛oďseƌǀatioŶ de Ŷuit d͛uŶe ĐaŵĠƌa ;Ŷiǀeau NAF système).  
 
Suivant ces principes, le DSL IDEA est organisé autour de quatre vues, organisant chacune un 
ensemble de concepts et de relations permettant de répondre à une problématique élémentaire de 
description de l͛aƌĐhiteĐtuƌe ;Ƌui ? quoi ? comment ? avec quoi ?). Ces quatre vues et les principaux 
concepts et relations qui les composent sont résumés dans la Figure 7.  
Concrètement, ces quatre vues se traduisent dans le code généré à partir du métamodèle par 
quatre espaces de nommage regroupant les classes décrivant les concepts liés à chaque vue et les 
ƌelatioŶs assoĐiĠes. DaŶs l͛Ġditeuƌ de ŵodğle, ĐhaĐuŶe des ǀues du ŵĠtaŵodğle ĐoƌƌespoŶd à uŶ 
ensemble de diagrammes distincts qui seront présentés dans la partie 3.1.1. 
 « Qui ? » – La vue ENTREPRISE ORGANIZATION dĠĐƌit l͛oƌgaŶisatioŶ des aĐteuƌs de l͛eŶtƌepƌise 
;eŶtitĠs d͛eŶtƌepƌiseͿ.  
Ses principaux concepts et relations seront exposés dans la partie 2.2.2.4. 
 « Quoi ? » – La vue CAPABILITY MAP dĠĐƌit les ĐapaĐitĠs de l͛eŶtƌepƌise, aiŶsi Ƌue les pƌoĐessus 
ŵis eŶ œuǀƌe pour les atteindre ainsi que les services qui les exposent.  
Ses principaux concepts et relations seront exposés dans la partie 2.2.2.5. 
 « Comment ? » – La vue ROLES & COLLABORATIONS décrit les schémas de collaborations établis 
eŶtƌe les ƌôles ideŶtifiĠs daŶs l͛eŶtƌepƌise.  
Ses principaux concepts et relations seront exposés dans la partie 2.2.2.6. 
 « Avec quoi ? » – La vue COMMONS décrit les produits (physiques ou informationnels) exploités 
paƌ l͛eŶtƌepƌise et le ŵodğle de doŶŶĠes utilisĠ pouƌ les pƌopƌiĠtĠs domaine.  
Comme évoqué précédemment, les propriétés domaine ne relèvent pas du cadre de cette thèse, 
mais la vue Commons sera présentée à titƌe d͛iŶfoƌŵatioŶ eŶ Annexe 1. 
 
Le métamodèle preŶd eŶ Đoŵpte tƌois poiŶts d͛aƌtiĐulatioŶs ŵajeuƌs de l͛aƌĐhiteĐtuƌe, ƌepƌĠseŶtĠs 
par trois relations établies entre des concepts appartenant à des vues différentes : 
 La relation Requires entre les concepts Role et CapabilityCell traduit les exigences en termes de 
capacités attendues par le rôle vis-à-vis des acteurs qui pourraient le jouer. 
 La relation Has entre les concepts EnterpriseEntity et CapabilityCell traduit les capacités propres 
à uŶ aĐteuƌ. Ces ĐapaĐitĠs peuǀeŶt ou ŶoŶ ġtƌe eǆploitĠes paƌ l͛aĐteur pour jouer un rôle. 
 La relation Plays entre les concepts EnterpriseEntity et Role représente la prise en charge par un 
aĐteuƌ des ƌespoŶsaďilitĠs dĠfiŶies paƌ uŶ ƌôle au seiŶ d͛uŶe ĐollaďoƌatioŶ. 
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Figure 7 – PƌiŶĐipe d’oƌgaŶisatioŶ du métamodèle IDEA [43] 
2.2.2.4. Vue ENTERPRISE ORGANIZATION 
Les principaux concepts et relations de la vue ENTERPRISE ORGANIZATION sont présentés dans la 
Figure 8, les concepts-clés définis en 2.2.2.1 étant illustrés en couleur.  
Dans la suite de cette thèse, oŶ s͛iŶtĠƌesseƌa eŶ paƌtiĐulieƌ auǆ ƌelatioŶs de dĠĐoŵpositioŶ des 
entités : 
 Relations de décomposition hiérarchique – La relation Contains, Ƌui tƌaduit l͛eŵďaƌƋueŵeŶt 
d͛uŶe eŶtitĠ suƌ uŶe eŶtitĠ physique (PhysicalEnterpriseEntity), et la relation Aggregates, qui 
tƌaduit l͛appaƌteŶaŶĐe d͛uŶe eŶtitĠ à uŶ gƌoupe logiƋue ;Aggregate). Ces relations expriment le 
fait Ƌue l͛eŶtitĠ Điďle fait paƌtie iŶtĠgƌaŶte de l͛eŶtitĠ souƌĐe. Paƌ eǆeŵple daŶs le ŵodğle de 
convoi, la relation entre un véhicule et sa caméra embarquée est modélisée par une relation 
Contains. La relation entre une unité blindée et le convoi est modélisé par une relation 
Aggregates. 
En général, une entité peut être cible de plusieurs relations hiérarchiques. Ce point sera exposé 
et discuté en détail en 2.3, eŶ paƌtiĐulieƌ paƌ ƌappoƌt à l͛eǆĠĐutioŶ du ŵodğle. 
 Relations de décomposition transverse – La relation Hosts, Ƌui tƌaduit l͛hĠďeƌgeŵeŶt d͛uŶe 
entité dans une entité physique (PhysicalEnterpriseEntity), et la relation Gathers, qui traduit la 
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paƌtiĐipatioŶ d͛uŶe eŶtitĠ à uŶe CoŵŵuŶautĠ d͛IŶtĠƌġt ;COI). Ces relations sont établies de 
manière orthogonale aux relations de décomposition hiérarchique.  
 
 
Figure 8 - DSL IDEA : principaux concepts et relations de la vue ENTERPRISE ORGANIZATION 
Par exemple, une unité de transport du convoi peut se modéliser de la manière suivante, illustrée 
sur la Figure 9 : 
 Un Aggregate nommé « Unité de transport », lié par des relations Aggregates à : 
o Une Platform « Camion », liée par une relations Contains à un Equipment « Radio », 
o Un Aggregate « Equipage », lié par des relations Aggregates à deux Human « CC » et 
« Pilote ». 
 Pouƌ eǆpƌiŵeƌ le fait Ƌue l͛ĠƋuipage est eŵďaƌƋuĠ daŶs le ĐaŵioŶ, la Platform « Camion » est 
de plus liée par une relation Hosts à l͛Aggregate « Equipage ». 
 
Figure 9 – Application des concepts de la vue ENTERPRISE ORGANIZATION au modèle du convoi 
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2.2.2.5. Vue CAPABILITY MAP 
Les principaux concepts et relations de la vue CAPABILITY MAP sont présentés dans la Figure 10, les 
concepts-clés définis en 2.2.2.1 étant illustrés en couleur. 
On notera en particulier que la notion de service considérée ici englobe aussi bien les services 
opérationnels (ex. uŶ seƌǀiĐe d͛appui feu) que les services techniques. Le DSL IDEA est inspiré du 
paƌadigŵe d͛AƌĐhiteĐtuƌe OƌieŶtĠe “eƌǀiĐe [41] [41] pour les représenter, mais de manière simplifiée 
pour ne pas complexifier le langage pour les utilisateuƌs. L͛iŶteƌfaĐe d͛uŶ seƌǀiĐe est aiŶsi ĐoŶstituĠe 
de ses opĠƌatioŶs, ƌepƌĠseŶtĠes paƌ des ĐapaĐitĠs. OŶ peut ĐoŶsidĠƌeƌ l͛iŵplĠŵeŶtatioŶ d͛uŶ seƌǀiĐe 
Đoŵŵe l͛eŶseŵďle des pƌoĐessus de ses opĠƌatioŶs. 
 
Figure 10 - DSL IDEA : principaux concepts et relations de la vue CAPABILITY MAP 
Par exemple, on peut considérer que le convoi dans son ensemble est doté de trois capacités, 
« Transporter du matériel », « Commander le convoi » et « Assurer la protection du convoi ». Si cette 
dernière capacité a une vocation purement interne au convoi, les deux premières doivent être 
eǆposĠes à l͛eǆtĠƌieuƌ pouƌ pouǀoiƌ iŶteƌagiƌ : le tƌaŶspoƌt de ŵatĠƌiel se fait au pƌofit d͛uŶ 
demandeur, et les interactions avec ce demandeur se font par le biais du commandement du convoi 
(ex. ŵodifiĐatioŶ d͛itiŶĠƌaiƌe…Ϳ. Le ŵodğle Đoŵpoƌte aiŶsi uŶ Service « Transport par convoi », 
ƌĠfĠƌeŶçaŶt eŶ taŶt Ƌu͛opĠƌatioŶs ;ƌelatioŶs ExposesOperations) les capacités « Transporter du 
matériel » et « Commander le convoi ». 
2.2.2.6. Vue ROLES & COLLABORATIONS 
Les principaux concepts et relations de la vue ROLES & COLLABORATIONS sont présentés dans la 
Figure 11, les concepts-clés définis en 2.2.2.1 étant illustrés en couleur. De manière similaire à la 
dĠĐoŵpositioŶ hiĠƌaƌĐhiƋue des eŶtitĠs, les ƌôles se dĠĐoŵposeŶt eŶ d͛autƌes ƌôles de gƌaŶulaƌitĠ 
plus fine, par le biais de la relation Involves.  
La décomposition des rôles fait intervenir la notion de collaboration. Dans ce cadre, nous 
utiliserons le terme collaboration pour désigner un ensemble de rôles contenus dans un même rôle 
de granularité supérieure selon des relations Involves.  Par abus de langage, un rôle peut alors être 
considéré comme une collaboration eŶtƌe les ƌôles Ƌu͛il ĐoŶtieŶt.  
Le concept de Role est d͛uŶ iŶtĠƌġt foŶdaŵeŶtal eŶ teƌŵes d͛aƌtiĐulatioŶ de l͛eŶtƌepƌise. EŶ effet, il 
établit par sa structure même la flexibilité eŶtƌe les oƌgaŶisatioŶs et les pƌoĐessus de l’eŶtƌepƌise : 
ce sont sur ce concept et les notions associées Ƌue poƌteŶt l͛esseŶtiel des ĐoŶtƌiďutioŶs de Đette 
thèse.   
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Une collaboration peut faire intervenir eŶtƌe les ƌôles Ƌu͛elle concerne des interactions de service 
(ServiceInteraction), des échanges de produits (ProductInteractionͿ et d͛ĠǀğŶeŵeŶts 
(EventInteraction, similaire à ProductInteraction et non représenté sur la Figure 11). 
La manière dont un rôle peut interagir est définie via le concept Endpoint, représentant un service 
que le rôle peut fournir (ProvidedServiceEndpoint), uŶ seƌǀiĐe Ƌu͛il consomme 
(ConsumedServiceEndpoint) ou un produit ou événement opérationnel Ƌu͛il peut échanger 
(SentProductEndpoint et ReceivedProductEndpoint, et SentEventEndpoint et ReceivedEventEndpoint 
non représentés sur la Figure 11 pour des raisons de lisibilité). 
 
 
Figure 11 - DSL IDEA : principaux concepts et relations de la vue ROLES & COLLABORATIONS 
Paƌ eǆeŵple, l͛oƌgaŶisatioŶ du ĐoŶǀoi eŶ gƌoupes daŶs sa ĐoŶfiguƌatioŶ ŶoŵiŶale peut ġtƌe 
modélisée sous forme de rôles, comme illustré sur la Figure 12 sous foƌŵe d͛aƌďoƌesĐeŶĐe :  
 Un Role « Convoi », décomposé via des relations Involves en trois autres Roles, « Groupe de 
commandement », « Groupe de transport » et « Groupe de protection », 
 Le « Groupe de commandement » est lui-même décomposé en deux Roles, « Chef de convoi » 
et « Adjoint chef de convoi », 
 Le « Groupe de transport » est décomposé en plusieurs Roles pour le « Chef transport » et les 
« Transporteurs »12, 
 Le « Groupe de protection » est décomposé en deux Roles « Garde flanc droit » et « Garde 
flanc gauche ». 
 
                                                          
12
 La manière de modéliser le fait que le groupe compte entre 1 et 4 transporteurs sera présentée 
ultérieurement. 
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Figure 12 – Application des concepts de la vue "Roles & Collaboration" sur le modèle du convoi (1) 
Le « Groupe de Commandement » envoie des ordres aux deux autres groupes, qui lui renvoient des 
compte-rendus. Cet échange est modélisé par des ProductInteraction, établie au niveau de la 
collaboration « Convoi » entre des Endpoints situés sur les interfaces des rôles des différents 
groupes, comme illustré sur la Figure 13.  
 
 
Figure 13 – Application des concepts de la vue "Roles & Collaboration" sur le modèle de convoi (2) 
Au sein du « Groupe de commandement », Đ͛est eŶ ƌĠalitĠ le ƌôle du « Chef de convoi » qui envoie 
l͛oƌdƌe Ƌui doit tƌaŶsiteƌ jusƋu͛au « Groupe de transport » et au « Groupe de protection » et qui 
réceptionne les comptes-rendus. C͛est pouƌ eǆpƌiŵeƌ Đette pƌĠĐisioŶ Ƌu͛a ĠtĠ iŶtƌoduite la ƌelatioŶ 
DelegatesTo, présente au niveau du concept Endpoint sur la Figure 11. La Figure 14 illustre 
l͛utilisatioŶ d͛uŶe telle ƌelatioŶ, représentée en pointillés, suƌ l͛eǆeŵple de l͛eŶǀoi de l͛oƌdƌe et la 
réception des comptes-rendus par le « Chef de convoi » au sein du « Groupe de commandement ». 
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Figure 14 – Application des concepts de la vue "Roles & Collaboration" sur le modèle de convoi (3) 
2.2.2.7. Cas particulier du concept COI  
Comme évoqué précédemment, le concept opérationnel de COI est central daŶs l͛eǆpƌessioŶ de 
l͛adaptaďilitĠ de l͛eŶtƌepƌise, daŶs la ŵesuƌe où il ƌepƌĠseŶte uŶ ƌegƌoupeŵeŶt d͛aĐteuƌs dĠdiĠ à uŶe 
situation particulière. Dans le DSL IDEA, il est représenté par le concept COI, appartenant à la vue 
ENTERPRISE ORGANIZATION. La définition de ce concept fait intervenir une relation particulière vers 
le concept Collaboration, nommée Implement et illustrée par la Figure 15. Cette relation traduit le 
lien vers les iŶteƌaĐtioŶs et les pƌoĐĠduƌes spĠĐifiƋues Ƌui doiveŶt ġtƌe ŵises eŶ œuvƌe par les 
membres de la COI pour réaliser leur mission.  
Cette relation représente un potentiel pour la relation Plays : daŶs le Đas d͛uŶe COI teŵpoƌaiƌe, la 
relation Implements ne traduira en effet que des interactions et des procédures attendues aussi 
longtemps que la COI ne sera pas mise en place. Lorsque ce sera le cas, la relation Implements 
équivaudra à un Plays13.  
 
 
Figure 15 – DSL IDEA : focus sur les concepts de COI et de Role (Collaboration) 
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 BieŶ Ƌu͛ĠtaŶt Ġtaďlie eŶtƌe des ĐoŶĐepts appaƌteŶaŶt à uŶe ǀue diffĠƌeŶte, Đette ƌelatioŶ Ŷ͛a paƌ ĐoŶsĠƋueŶt 
pas été représentée sur la Figure 7 et ideŶtifiĠe Đoŵŵe poiŶt d͛aƌtiĐulatioŶ ŵajeuƌ. 
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2.2.3. Principe général d’exécution d’un modèle 
Comme évoqué en 1.3.1.2, l͛oďjeĐtif eŶ teƌŵes d͛eǆĠĐutioŶ de ŵodğle est de siŵuleƌ l͛aƌĐhiteĐtuƌe 
dans son ensemble sans transformation de modèle. Le moteur de simulation sortant du cadre de 
Đette thğse, l͛eǆĠĐutioŶ des ŵodğles Ŷe seƌa pas aďoƌdĠe eŶ dĠtail.  
Le principe choisi pour ce faire est la simulation de processus (concept Process) en prenant en 
compte leur contexte métier, Đ͛est-à-diƌe Ƌuel ŵeŵďƌe de l͛eŶtƌepƌise les dĠƌoule ;ĐoŶĐept 
EnterpriseEntityͿ et seloŶ Ƌuel sĐhĠŵa d͛iŶteƌaĐtioŶ ;ĐoŶĐept Collaboration).  
 
Par exemple, considérons deux processus consistant respectivement à « Commander » (envoyer un 
ordre et recevoir un compte-rendu) et à « Exécuter » (recevoir un ordre et envoyer un compte-
rendu). Dans le modèle de convoi, comme illustré sur la Figure 1614, les rôles du « Chef de convoi » et 
du « Chef transport » peuvent dérouler le processus « Commander », et les rôles de « Chef 
transport » et de « Transporteur » peuvent dérouler le processus « Exécuter ». Les ĠĐhaŶges d͛oƌdƌes 
et de compte-rendus entre ces trois rôles ne se font au sein du convoi que selon les flux représentés 
sur la Figure 16.  
LoƌsƋu͛uŶ pƌoĐessus « Commander » est exécuté, il est indispensable de prendre en compte les 
échanges définis entre les rôles dans la collaboration « Convoi » pour pouvoir déterminer le 
destiŶataiƌe de l͛oƌdƌe eŶǀoǇĠ : si le processus est exécuté dans le contexte du rôle « Chef de 
convoi », le destinataire sera le « Chef transport », et s͛il est eǆĠĐutĠ daŶs le ĐoŶteǆte du « Chef 
transport », le destinataire est le « Transporteur ».  
 
Figure 16 - Exemple d'interactions sur le modèle de convoi 
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 Pour éviter de complexifier inutilement le schéma, la Figure 16 ne comprend pas les Roles « Groupe de 
commandement » et « Groupe de transport ». Ceux-ci sont inclus dans le « Convoi », et contiennent 
respectivement le rôle « Chef de convoi » et les rôles « Chef transport » et « Transporteur » (cf. Figure 12). Ils 
Ŷ͛oŶt auĐuŶe iŶflueŶĐe suƌ les pƌopos teŶus iĐi.  
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2.3. Types et instances domaine 
2.3.1. Analyse du besoin 
2.3.1.1. Notions de types & instances domaine 
EŶ phase de dĠfiŶitioŶ de l͛aƌĐhiteĐtuƌe15, l͛utilisateuƌ ĐoŶstƌuit le ŵodğle ou uŶe paƌtie du ŵodğle, 
au niveau de granularité de son choix. A ce stade, le besoin de modélisation correspond 
principalement à la définition des constituants d͛aƌĐhiteĐtuƌe et de la ŵaŶiğƌe doŶt ils s͛aƌtiĐuleŶt. 
Dans le cas où plusieurs constituants similaires sont à prendre en compte à des endroits différents de 
l͛oƌgaŶisatioŶ, il appaƌaît iŵpoƌtaŶt de les ŵatĠƌialiseƌ daŶs le ŵodğle paƌ uŶ ĠlĠŵeŶt uŶiƋue. La 
réutilisation de cet élément unique permet de capitaliser la définition des constituants identiques et 
aiŶsi d͛Ġǀiteƌ toute eƌƌeuƌ de ŵise eŶ ĐohĠƌeŶĐe eŶ Đas de ŵodifiĐatioŶ des ĐaƌaĐtĠƌistiƋues 
communes. Par exemple, les quatre unités blindées du convoi sont strictement identiques en termes 
d͛oƌgaŶisatioŶ et de ĐapaĐitĠs. DaŶs le ŵodğle, il est plus intéressant de disposeƌ d͛uŶe dĠfiŶitioŶ 
uŶiƋue d͛uŶe telle uŶitĠ ďliŶdĠe plutôt que de définir les quatre unités de manière redondante.   
EŶ phase d͛eǆĠĐution du modèle16, l͛utilisateuƌ eǆploite la siŵulatioŶ du ĐoŵpoƌteŵeŶt de 
l͛eŶtƌepƌise. A Đe stade, il a ďesoiŶ d͛iŶdiǀidualiseƌ les ĐoŶstituaŶts de l͛aƌĐhiteĐtuƌe dĠploǇĠe pouƌ 
ƌepƌĠseŶteƌ les diffĠƌeŶts ĠlĠŵeŶts du ŵodğle suƌ uŶ thĠâtƌe d͛eǆĠĐutioŶ ǀiƌtuel. Ce Ŷ͛est Ƌu͛aiŶsi 
que les éléments, pions individuels de la simulation, pourront avoir des valeurs de propriétés et des 
comportements spécifiques.  
“uƌ l͛eǆeŵple des pƌoĐessus du convoi introduit en 2.2.3, il est indispensable lors de la simulation 
d͛uŶ pƌoĐessus « Commander » de saǀoiƌ s͛il s͛agit d͛uŶ pƌoĐessus du ƌôle « Chef de convoi » ou du 
rôle « Chef transport » pouƌ s͛assuƌeƌ Ƌue l͛oƌdre envoyé arrive au destinataire adéquat. Il importe 
doŶĐ de pouǀoiƌ les distiŶgueƌ faĐileŵeŶt et ƌapideŵeŶt : Đ͛est Đhose aisĠe si le pƌoĐessus 
« Commander » du « Chef de convoi » et celui du « Chef transport » sont deux éléments de modèle 
différents. Dans le Đas des pƌoĐessus, Đe ďesoiŶ est paƌ ailleuƌs d͛autaŶt plus iŵpoƌtaŶt Ƌue deuǆ 
rôles peuvent chercher à exécuter un même processus en même temps au cours de la simulation, 
sans en être au même stade : par exemple, le « Chef de convoi » et le « Chef transport » peuvent 
être tous deux en train de dérouler un processus « Commander », l͛uŶ eŶ ĠtaŶt à l͛eŶǀoi d͛uŶ oƌdƌe, 
l͛autƌe à la ƌĠĐeptioŶ d͛uŶ Đoŵpte-rendu. 
 
Un modèle simulable au sens de la définition introduite en 1.3.1.2 est supposé pouvoir répondre à 
ces deux besoins, et donc représenter à la fois : 
 Des types de ĐoŶstituaŶts d’aƌĐhiteĐtuƌe, c.-à-d. des éléments capitalisés représentant un 
ensemble de constituants identiques, Ƌue l͛oŶ ŵeŶtioŶŶeƌa sous la dĠŶoŵiŶatioŶ de types 
domaine,  
 Et des ĐoŶstituaŶts d’aƌĐhiteĐtuƌe déployés, c.-à-d. individualisés pour la simulation, les 
instances domaine.  
UŶ tǇpe d͛ĠlĠŵeŶt ƌepƌĠseŶte aloƌs la desĐƌiptioŶ des caractéristiques communes à un ensemble 
d͛iŶstaŶĐes de ŵġŵe Ŷatuƌe.  
 
                                                          
15
 Paƌ eǆeŵple, loƌs de l͛Ġtape D de la dĠŵaƌĐhe IDEA iŶtƌoduite en 1.3.2.2 
16
 Par exemple, lors de boucles I-D ou D-E de la démarche IDEA 
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2.3.1.2. Types & instances domaines pour le DSL IDEA 
Pouƌ illustƌeƌ plus pƌĠĐisĠŵeŶt les ŶotioŶs de tǇpe et d͛iŶstaŶĐe doŵaiŶe, et pouƌ ideŶtifieƌ le 
pĠƌiŵğtƌe Ƌu͛elles ƌeĐouǀƌeŶt daŶs le métamodèle, nous allons chercher à les rapprocher de la 
réalité des entreprises considérées : 
 Dans le cadre des EnterpriseEntity, le principe de type domaine est similaire aux classes de 
navires. Une classe de navires définit une série de bâtiments construits selon les mêmes 
plans, partageant les mêmes caractéristiques et pouvant effectuer les mêmes activités. Par 
exemple, les remorqueurs de haute mer Abeille Bourbon et Abeille Liberté ont les mêmes 
pƌopƌiĠtĠs teĐhŶiƋues ;loŶgueuƌ, tiƌaŶt d͛eau …Ϳ, les ŵġŵes équipements (propulseurs, 
ƌadaƌs, tƌaŶsŵissioŶs…Ϳ et oŶt la ĐapaĐitĠ à ƌeŵpliƌ les ŵġŵes ŵissioŶs ;iŶteƌǀeŶtioŶ, 
d͛assistaŶĐe et de sauǀetage de Ŷaǀiƌes eŶ dĠtƌesseͿ.  
Par analogie, dans un modèle une EnterpriseEntity de niveau type domaine définit une série 
d͛iŶstaŶĐes doŵaiŶe paƌtageaŶt les ĐaƌaĐtĠƌistiƋues suiǀaŶtes eŶ teƌŵes de ŵodĠlisatioŶ : 
o Propriétés domaine, tant en termes de définition que de valeurs, par exemple pour définir 
la loŶgueuƌ ou le tiƌaŶt d͛eau des Ŷaǀiƌes d͛uŶe ŵġŵe Đlasse, 
o Décomposition en sous-entités selon les relations de décomposition, par exemple pour 
dĠfiŶiƌ les ĠƋuipeŵeŶts des Ŷaǀiƌes d͛uŶe ŵġŵe Đlasse, 
o CapabilityCells (selon les relations EnterpriseEntity Has CapabilityCells), par exemple pour 
définir la capacité des navires d͛uŶe ŵġŵe Đlasse au sauǀetage eŶ haute ŵeƌ. 
 Dans le cadre des Roles, le principe de type domaine est similaire à celui des procédures, par 
exemple de la doctrine militaire. Ces procédures visent décrire la manière de répondre à une 
certaine situation, par le ďiais de la ŵise eŶ plaĐe d͛aĐtiǀitĠs daŶs uŶ oƌdƌe ĐlaiƌeŵeŶt dĠfiŶi, 
faisaŶt iŶteƌǀeŶiƌ des ƌôles ideŶtifiĠs se ĐooƌdoŶŶaŶt paƌ des ĠĐhaŶges d͛iŶfoƌŵatioŶs seloŶ 
un schéma précis. Lorsque la situation apparait dans la réalité, les acteurs qui lui font face 
reproduisent alors le modèle de collaboration et suivent le processus défini par la doctrine. 
Par analogie, dans un modèle une collaboration de niveau type domaine définit la procédure 
à mettre en place dans une certaine situation, selon les caractéristiques suivantes en termes 
de modélisation : 
o Propriétés domaine, par exemple pour définir le délai minimum sous lequel la 
collaboration doit être mise en place,  
o Décomposition en rôles et en interactions selon les relations Involves, pour identifier les 
rôles et la manière dont ils se coordonnent dans le cadre de la procédure. 
La ŶotioŶ de tǇpe doŵaiŶe peut aiŶsi eŶgloďeƌ uŶ eŶseŵďle d͛ĠlĠŵeŶts ;eǆ. uŶe collaboration et 
les rôles qui la composent). Les instances domaine correspondant à ce type seront représentées par 
uŶ eŶseŵďle d͛ĠlĠŵeŶts liĠs eŶtƌe euǆ de ŵaŶiğƌe ideŶtiƋue.  
 
Dans la suite du document, nous utiliserons la terminologie suivante : 
 Type domaine : uŶ ĠlĠŵeŶt ou uŶ eŶseŵďle d͛ĠlĠŵeŶts de ŵodğle ĐapitalisaŶt uŶe définition 
ĐoŵŵuŶe à uŶ eŶseŵďle de ĐoŶstituaŶts d͛aƌĐhiteĐtuƌe ideŶtiƋues ; 
 Instance domaine : uŶ ĠlĠŵeŶt ou uŶ eŶseŵďle d͛ĠlĠŵeŶts de ŵodğle ƌepƌĠseŶtaŶt uŶ 
ĐoŶstituaŶt d͛aƌĐhiteĐtuƌe dĠploǇĠ, iŶdiǀidualisĠ pouƌ la siŵulatioŶ, dont les caractéristiques 
sont conformes à un type domaine ; 
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 Instanciation : la génération des instances domaine à partir des types domaine. Nous 
utiliserons le terme déploiement pouƌ dĠsigŶeƌ l͛eŶseŵďle des iŶstaŶĐes doŵaiŶes ƌĠsultaŶt 
d͛uŶe iŶstaŶĐiatioŶ. 
 
La distiŶĐtioŶ Ġtaďlie eŶtƌe les tǇpes et les iŶstaŶĐes doŵaiŶes peƌŵet l͛exploitation des points 
d’aƌtiĐulatioŶ du métamodèle. En effet, les types domaines permettent de représenter une 
articulation nominale ou prévue, que les instances domaines permettront de modifier afin 
d͛eǆpĠƌiŵeŶteƌ à ǀoloŶtĠ diffĠƌeŶtes stƌuĐtuƌes. Paƌ eǆeŵple, la ŵodifiĐatioŶ de l͛EnterpriseEntity de 
Ŷiǀeau iŶstaŶĐe doŵaiŶe à l͛oƌigiŶe d͛uŶe ƌelatioŶ Plays peƌŵet d͛Ġǀalueƌ l͛iŵpaĐt de la pƌise eŶ 
Đhaƌge d͛uŶ ƌôle doŶŶĠ paƌ uŶ aĐteuƌ ou uŶ autƌe daŶs le Đadƌe d͛uŶ ŵode dĠgƌadĠ, saŶs pouƌ autaŶt 
peƌdƌe l͛iŶfoƌŵatioŶ liĠe au ŵode ŶoŵiŶal ;ĐapitalisĠe au Ŷiǀeau des tǇpes doŵaiŶeͿ. 
Cette distinction permet également de représenter de manière fidèle la dynamicité 
organisationnelle apportée par le concept de COI. La ŵodĠlisatioŶ d͛uŶe COI de niveau type domaine 
et de la Collaboration qui lui est liée par une relation Implements tƌaduit eŶ effet daŶs l͛eŶtƌepƌise 
une option prévue pour faire face à une situation particuliğƌe. La gĠŶĠƌatioŶ d͛uŶe iŶstaŶĐe de Đette 
COI équivaut opérationnellement à sa mise en place, et doit pouvoir intervenir à tout moment du 
cycle de vie du modèle, en particulier en cours de simulation.  
 
Du poiŶt de ǀue du laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe, la ŵise eŶ œuǀƌe du principe types / 
instances domaine relève de la problématique de la modélisation multiniveau. Différentes méthodes 
d͛iŵplĠŵeŶtatioŶ de Đes ŶotioŶs daŶs le laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe seƌoŶt pƌĠseŶtĠes 
dans la partie 2.3.2. Les Đhoiǆ adoptĠs daŶs le Đadƌe d͛IDEA seƌoŶt par la suite illustƌĠs suƌ l͛eǆeŵple 
des concepts EnterpriseEntity et Collaboration.  
2.3.1.3. Automatisation de l’instanciation 
En suppoƌt à la ŵodĠlisatioŶ, il iŵpoƌte pouƌ uŶe appƌoĐhe de pƌototǇpage ƌapide d͛autoŵatiseƌ 
autaŶt Ƌue possiďle les aĐtioŶs suƌ le ŵodğle loƌsƋu͛elles ƌelğǀeŶt du ŵaiŶtieŶ de la ĐohĠƌeŶĐe et 
ŶoŶ d͛uŶe dĠĐisioŶ ŵĠtieƌ. DaŶs Đette optiƋue, Ŷous aǀoŶs ďesoiŶ de dĠfiŶiƌ et d͛eǆploiteƌ des 
algorithmes visant à générer automatiquement un déploiement à paƌtiƌ d͛uŶ eŶseŵďle de tǇpes 
domaine. 
 
A un ensemble donné de types domaine peuvent correspondre plusieurs déploiement différents, 
en particulier si des cardinalitĠs soŶt iŶtƌoduites daŶs l͛oƌgaŶisatioŶ des tǇpes. L͛iŶstaŶĐiatioŶ 
autoŵatiƋue deǀƌa doŶĐ adopteƌ des ƌğgles d͛iŶstaŶĐiatioŶ paƌ dĠfaut pouƌ ƌĠsoudƌe les Đas pouǀaŶt 
donner lieu à plusieurs déploiements différents.  
Les ƌğgles d͛iŶstaŶĐiatioŶ paƌ dĠfaut seront définies de manière déterministe, afin que les résultats 
de deuǆ iŶstaŶĐiatioŶs autoŵatiƋues d͛uŶ ŵġŵe patƌoŶ de tǇpes doŵaiŶe soieŶt siŵilaiƌes. Cette 
appƌoĐhe, paƌ oppositioŶ à des ƌğgles ďasĠe suƌ uŶ ĐoŵpoƌteŵeŶt alĠatoiƌe, peƌŵet à l͛utilisateuƌ 
d͛aǀoiƌ uŶe idĠe a priori du ƌĠsultat d͛uŶe iŶstaŶĐiatioŶ paƌ dĠfaut et de ĐoŶseƌǀeƌ uŶ ŵaǆiŵuŵ de 
ŵaîtƌise suƌ l͛aƌĐhiteĐtuƌe ŵodĠlisĠe.        
Par exemple, le convoi peut contenir entre deux et quatre unités de transport. Il y a donc trois 
déploiements possiďles, ĐoŶteŶaŶt ƌespeĐtiǀeŵeŶt deuǆ, tƌois et Ƌuatƌe iŶstaŶĐes doŵaiŶe de l͛uŶitĠ 
de tƌaŶspoƌt. Paƌ dĠfaut, l͛iŶstaŶĐiatioŶ autoŵatiƋue tieŶdƌa Đoŵpte de la ǀaleuƌ ŵiŶiŵale de la 
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cardinalité et produira ainsi un déploiement contenant deux instances domaiŶe de l͛uŶitĠ de 
transport.   
Les pƌiŶĐipes gĠŶĠƌauǆ et les ƌğgles d͛iŶstaŶĐiatioŶ paƌ dĠfaut ideŶtifiĠs pouƌ Đes algoƌithŵes 
seront présentés dans la partie 2.3.3. 
2.3.1.4. Cohérence d’un déploiement 
Paƌ ĐoŶstƌuĐtioŶ, les dĠploieŵeŶts pƌoduits autoŵatiƋueŵeŶt paƌ les algoƌithŵes d͛iŶstaŶĐiatioŶ 
ĠǀoƋuĠs pƌĠĐĠdeŵŵeŶt se doiǀeŶt d͛ġtƌe ĐoŶfoƌŵes paƌ ƌappoƌt à la dĠfiŶitioŶ des tǇpes doŵaiŶes 
ĐoƌƌespoŶdaŶts. Coŵŵe Đes dĠploieŵeŶts ƌelğǀeŶt d͛uŶ ĐeƌtaiŶ Ŷoŵďƌe de Đhoiǆ paƌ dĠfaut, il 
iŵpoƌte de laisseƌ à l͛utilisateuƌ la possiďilitĠ de les ŵodifieƌ afiŶ de les peƌsoŶŶaliseƌ ;paƌ eǆeŵple, 
en ce qui concerne les décisions relatives aux cardinalités). Afin de maintenir la cohérence du 
modèle, la conformité du déploiement par rapport aux types domaine doit être assurée en cas 
d͛uŶe telle ŵodifiĐatioŶ paƌ l͛utilisateuƌ.  
DaŶs le Đadƌe d͛uŶe appƌoĐhe de pƌototǇpage ƌapide, uŶ ŵodğle fait l͛oďjet d͛uŶe succession de 
ďouĐles ŵodĠlisatioŶ / eǆĠĐutioŶ. Iŵposeƌ à l͛utilisateuƌ de gĠŶĠƌeƌ uŶ Ŷouǀeau dĠploieŵeŶt s͛il 
souhaite modifier les types domaine peut rapidement devenir un handicap à la fluidité et à la rapidité 
de cette démarche. Par conséquent, il importe de permettre la modification des types domaine 
ŵġŵe s͛ils oŶt fait l͛oďjet d͛uŶe iŶstaŶĐiatioŶ, et de ŵaiŶteŶiƌ la ĐohĠƌeŶĐe des iŶstaŶĐes 
correspondantes suite à cette mise à jour. 
 
Les ŵĠthodes ideŶtifiĠes pouƌ le ŵaiŶtieŶ de la ĐohĠƌeŶĐe d͛uŶ dĠploiement suite à une 
modification des types ou des instances domaine seront présentées dans la partie 2.3.4, ainsi que les 
Đhoiǆ adoptĠs daŶs le Đadƌe d͛IDEA. 
2.3.2. Implémentation de la notion de type et instance domaine dans le DSL 
2.3.2.1. Approche « classes/instances » 
Pour implémenteƌ la ŶotioŶ de tǇpe et iŶstaŶĐe doŵaiŶe daŶs le D“L de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe, 
une première approche est de s͛iŶspiƌeƌ des laŶgages à Đlasse pƌĠseŶtĠs daŶs la paƌtie 1.2.2.2. 
 Le métamodèle sera ainsi structuré sur la base des notions Classifier et InstanceSpecification du 
ŵĠtaŵodğle UML. UŶe ŵġŵe ĐatĠgoƌie de ĐoŶstituaŶts d͛aƌĐhiteĐtuƌe ;paƌ eǆeŵple les CapaĐitĠsͿ 
est alors représentée par deux concepts différents dans le métamodèle, un pour définir les types 
domaines (héritant de la notion de Classifier) et un pour les instances domaine (héritant de la notion 
de InstanceSpecification). A ces concepts sont également associées des spécialisations de 
ValueSpecification et Slot.  
Le résultat de cette approche est illustré sur la Figure 17 suƌ l͛eǆeŵple des CapaĐitĠs : les Capacités 
de niveau type domaine sont définies par le concept Capability, les Capacités instances domaine par 
le concept CapabilityInstance.  
  
Cette méthode introduit dans le métamodèle les notions de type et instance domaine de manière 
pƌoĐhe du staŶdaƌd ;UMLͿ et tƌğs stƌuĐtuƌĠe. Elle peƌŵet ĠgaleŵeŶt de gĠƌeƌ aisĠŵeŶt d͛ĠǀeŶtuelles 
différences de structures et de propriétés entre les concepts représentant les types et les instances 
doŵaiŶe pouƌ uŶe ŵġŵe ĐatĠgoƌie de ĐoŶstituaŶts d͛aƌĐhiteĐtuƌe.     
Autonomie et reconfiguration des systèmes de systèmes tactiques 






En revanche, elle rend nécessaire la création de quatre concepts pour chaque catégorie de 
ĐoŶstituaŶt d͛aƌĐhiteĐtuƌe. “i Đes ĐatĠgoƌies soŶt Ŷoŵďƌeuses ;Đoŵŵe Đ͛est le Đas daŶs le doŵaiŶe 
de Systèmes de Systèmes), le métamodèle résultant est complexe et donc difficile à maintenir et à 
appréhender. 
 
Figure 17 - Implémentation de la notion de CapabilityInstance dans une approche inspirée du métamodèle UML 
2.3.2.2. Approche « prototype » 
Pour implémenter les notions de type domaine et instance domaine dans le DSL, on peut 
également adopter une approche inspirée de la notion de prototype présentée dans la partie 1.2.2.2.  
Les tǇpes doŵaiŶe soŶt aloƌs ĐoŶsidĠƌĠs Đoŵŵe des ƌepƌĠseŶtaŶts ĐaƌaĐtĠƌistiƋues d͛uŶe ĐeƌtaiŶe 
catégorie de constituants, et servent de référence pour la création des instances domaine. Le 
ŵĠĐaŶisŵe de ĐloŶage pose les ďases de l͛iŶstaŶĐiatioŶ autoŵatiƋue évoquée en 2.3.1.3, en partant 
du pƌiŶĐipe Ƌu͛uŶe iŶstaŶĐe doŵaine est une copie du type correspondant. Selon le principe de 
pƌototǇpe, il Ŷ͛Ǉ a ďesoiŶ daŶs le ŵĠtaŵodğle Ƌue d͛uŶ seul ĐoŶĐept pouƌ ĐhaƋue ĐatĠgoƌie de 
ĐoŶstituaŶts d͛aƌĐhiteĐtuƌe. Tout ĐoŶĐept ƌepƌĠseŶtaŶt uŶ pƌototǇpe Đoŵpoƌte de plus uŶe 
association vers lui-même pour représenter le lien entre les instances domaines et leur type. Cette 
assoĐiatioŶ Ŷ͛est pas iŶĐlue daŶs la ŶotioŶ de pƌototǇpe, ŵais est ŶĠĐessaiƌe daŶs le Đadƌe de Ŷotƌe 
laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe pouƌ gaƌdeƌ uŶe tƌaçaďilitĠ entre les instances domaines et leur 
type et permettre ainsi leur maintien en cohérence.   
Le résultat de cette approche est illustré par la Figure 18 suƌ l͛eǆeŵple des CapaĐitĠs : les Capacités 
de niveau type domaine et celles de niveau instance domaine sont toutes issues du même concept 
Capability.      
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Figure 18 - Implémentation de la notion de Capability dans une approche inspirée prototypes 
Cette appƌoĐhe peƌŵet d͛iŶtƌoduiƌe les ŶotioŶs de type et instance domaine dans le métamodèle 
de ŵaŶiğƌe plus sǇŶthĠtiƋue Ƌue l͛appƌoĐhe « classe/instance », et rend donc le langage plus 
faĐileŵeŶt ĐoŵpƌĠheŶsiďle pouƌ les diffĠƌeŶts iŶteƌǀeŶaŶts des sessioŶs d͛aƌĐhiteĐtuƌe. Les ŵodğles 
issus de ce langage, plus compacts, seront également plus faciles à maintenir (notamment en ce qui 
concerne le maintien de la cohérence). 
On notera toutefois que les notions de type et instance domaine requièrent une certaine 
adaptation par rapport au principe de prototype. EŶ paƌtiĐulieƌ, l͛ĠǀolutioŶ d͛uŶe iŶstaŶĐe doŵaiŶe 
ne peut pas se faire de façon entièrement indépendante de son type, contrairement au principe 
usuel du ĐloŶage tel Ƌu͛eǆposĠ pƌĠĐĠdeŵŵeŶt. Les ŵodalitĠs d͛ĠǀolutioŶ d͛uŶe iŶstaŶĐe doŵaiŶe 
sont en effet liées à la notion de cohérence vis-à-vis de son type17.   
2.3.2.3. Choix pour le DSL IDEA 
Les tƌaǀauǆ daŶs le doŵaiŶe de la ŵodĠlisatioŶ ŵultiŶiǀeau oŶt ĠgaleŵeŶt ŵeŶĠ à l͛ĠlaďoƌatioŶ de 
solutions différentes des deux approches initiales « classe / objet » et « prototype ».  
En particulier, pour ne pas être contraints par la dualité classe / objet ni abandonner toute 
eǆpƌessioŶ eǆpliĐite de Đes Ŷiǀeauǆ Đoŵŵe daŶs l͛appƌoĐhe paƌ pƌototǇpes, AtkiŶsoŶ & KühŶe 
introduisent la notion de clabject [27, 28]. Un clabject représente indifféremment une classe ou un 
oďjet, et ses Đhaŵps soŶt affeĐtĠs d͛uŶ poteŶtiel Ƌui dĠfiŶit le Ŷoŵďƌe d͛iŶstaŶĐiatioŶs ŶĠĐessaiƌes 
avant que le champ correspondant ne requiert une valeur. Un champ de potentiel 1 équivaut ainsi à 
un attribut de classe. “i Đette appƌoĐhe peƌŵet d͛aŵeŶeƌ uŶe gƌaŶde fleǆiďilitĠ daŶs la dĠfiŶitioŶ de 
Ŷiǀeauǆ de ŵodĠlisatioŶ pouƌ uŶ sǇstğŵe iŶfoƌŵatiƋue, pouƌ l͛iŵplĠŵeŶtatioŶ de deuǆ Ŷiǀeauǆ de 
modélisation seuleŵeŶt Đoŵŵe Đ͛est le Đas dans le métamodèle IDEA, cette notioŶ Ŷ͛appoƌte pas de 
diffĠƌeŶĐe ŵajeuƌe paƌ ƌappoƌt à l͛appƌoĐhe Đlasses / iŶstaŶĐes. 
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 Pouƌ plus d͛iŶfoƌŵatioŶ suƌ les ŵodalitĠs d͛ĠǀolutioŶ d͛uŶe iŶstaŶĐe doŵaiŶe, se ƌĠfĠƌeƌ à la partie 2.3.4. 
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Entre les deux approches initiales, nous avons jugées prioritaires les considérations de compacité 
et de facilité de maintien de la cohérence, aiŶsi Ƌue la siŵpliĐitĠ d͛exploitation du langage résultant 
pouƌ l͛utilisateuƌ. L͛iŵplĠŵeŶtatioŶ ďasĠe suƌ le ŵĠĐaŶisŵe Đlasses / objets a été ainsi été écarté car 
trop lourde au niveau du métamodèle (comparer Figure 17 et Figure 18), et d͛uŶe ĐoŵpleǆitĠ 
théorique trop importance pour les utilisateurs (nécessité de manipuler des concepts différents selon 
le niveau de modélisation).     
C͛est donc l͛appƌoĐhe « Prototype » qui a été adoptée, associée à un système de contraintes 
(règles de cohérence) pour assurer les relations de typage. Le principe de clonage pour 
l͛autoŵatisatioŶ de l͛iŶstaŶĐiatioŶ peƌŵet de plus de tiƌeƌ pƌofit du ŵĠĐaŶisŵe gĠŶĠƌiƋue de Đopieƌ-
Đolleƌ offeƌt paƌ l͛eŶǀiƌoŶŶement DSL Tools. 
2.3.3. Algorithmes d’instanciation  
2.3.3.1. Périmètre de l’instanciation 
“i l͛oŶ ĐoŶsidğƌe les iŶstaŶĐes doŵaiŶe Đoŵŵe des Đopies des tǇpes doŵaiŶe, il iŵpoƌte aǀaŶt 
d͛autoŵatiseƌ l͛iŶstaŶĐiatioŶ de dĠfiŶiƌ et de Đadƌeƌ la ŶotioŶ de copie. Dans une approche DSL, un 
élément de modèle se caractérise de la manière suivante : 
 Le concept de métamodèle dont il est issu ; 
 Les valeurs Ƌu͛il spĠĐifie pouƌ ĐhaĐuŶe des pƌopƌiĠtĠs de Đe ĐoŶĐept ; 
 Les relations dans lesquelles il est impliqué avec d͛autƌes ĠlĠŵeŶts. 
 
“eloŶ l͛appƌoĐhe « Prototype » présentée précédemment, Đ͛est uŶ ŵġŵe ĐoŶĐept de ŵĠtaŵodğle 
qui définit les types et les instances domaines relatifs à une même catégorie de constituant 
d͛aƌĐhiteĐtuƌe. UŶe iŶstaŶĐe doŵaiŶe issue de la Đopie d͛uŶ tǇpe seƌa doŶĐ issue du même concept 
de métamodèle.  Ex : Le type domaine représentant une unité blindée et l͛instance domaine représentant 
l͛unité blindée déployée « Unité blindée 1 » seront tous deux des éléments issus du 
concept de métamodèle EnterpriseEntity. 
Les valeurs spécifiées par un type domaine pour les propriétés du concept dont il est issu 
ƌepƌĠseŶteŶt les spĠĐifiĐitĠs du ĐoŶstituaŶt Ƌu͛il ƌepƌĠseŶte paƌ ƌappoƌt à la ĐatĠgoƌie gĠŶĠƌiƋue. A 
priori, il Ŷ͛Ǉ a auĐuŶe ƌaisoŶ pouƌ uŶe iŶstance domaine correspondant à ce type de redéfinir ces 
ǀaleuƌs. DaŶs le Đadƌe d͛uŶe iŶstaŶĐiatioŶ autoŵatiƋue, uŶe iŶstaŶĐe doŵaiŶe issue de la Đopie d͛uŶ 
type spécifiera donc les mêmes valeurs de propriétés.  Ex : Le concept EnterpriseEntity définit une propriété booléenne IsMovable, servant à 
iŶdiƋueƌ si l͛eŶtitĠ est ŵoďile. Le tǇpe doŵaiŶe ƌepƌĠseŶtaŶt uŶe uŶitĠ ďliŶdĠe spĠĐifie la 
valeur « vrai » pour cette propriété, et par défaut ce sera également le cas de toutes les 
instances domaines qui en seront issues. 
 
Les stƌatĠgies à dispositioŶ d͛uŶ algoƌithŵe d͛iŶstaŶĐiatioŶ pouƌ Ġtaďliƌ les ƌelatioŶs eŶtƌe les 
instances domaine peuvent être classées en trois catégories : 
 Instanciation par copie – Le ĐoŵpoƌteŵeŶt d͛iŶstaŶĐiatioŶ est dĠfiŶi au Ŷiǀeau d͛uŶe assoĐiation 
dans le métamodèle, et est le même pour toutes les relations issues de cette même association. 
On distingue trois comportements différents, illustrés sur la Figure 19 : 
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o Propagation de la copie au lien et à l͛ĠlĠŵeŶt Điďle : les deux éléments impliqués dans la 
relation sont copiés, de même que la relation entre eux ; 
o Propagation de la copie au lien seul : l͛ĠlĠŵeŶt issu de la Đopie est ƌeliĠ au ŵġŵe ĠlĠŵeŶt 
que la source de la copie ; 
o Pas de propagation de la copie : l͛ĠlĠŵeŶt issu de la Đopie Ŷ͛est pas iŵpliƋuĠ daŶs uŶe 
relation. 
 Instanciation a posteriori – L͛iŶstaŶĐiatioŶ d͛uŶe ƌelatioŶ Ġtaďlie eŶtƌe deuǆ tǇpes doŵaiŶes et 
liĠe au ĐoŶteǆte, Đ͛est-à-diƌe à l͛eŶseŵďle des ĠlĠŵeŶts iŶstaŶĐiĠs paƌ l͛algoƌithŵe.  
 Etablissement de relations sans type – Il peut aƌƌiǀeƌ Ƌu͛uŶe assoĐiatioŶ eŶtƌe deuǆ ĐoŶĐepts du 
ŵĠtaŵodğle dĠfiŶisse uŶe ƌelatioŶ ŵĠtieƌ Ƌui Ŷ͛a de seŶs Ƌu͛eŶtƌe des ĠlĠŵeŶts dĠploǇĠs. UŶe 
telle ƌelatioŶ Ŷ͛eǆiste aloƌs daŶs uŶ ŵodğle Ƌu͛eŶtƌe des iŶstaŶces domaine18, et Ŷ͛a pas 
d͛ĠƋuiǀaleŶt au Ŷiǀeau des tǇpes. DaŶs le ŵĠtaŵodğle IDEA, Đ͛est le Đas de l͛assoĐiatioŶ Plays 
entre les concepts Collaboration et EnterpriseEntity. Dans certains cas, il est possible de 
construire de telles relations automatiquemeŶt à l͛iŶstaŶĐiatioŶ eŶ les dĠduisaŶt d͛iŶfoƌŵatioŶs 
disponibles entre les types domaines.  
Ces diffĠƌeŶtes stƌatĠgies peuǀeŶt ġtƌe toutes appliƋuĠes daŶs le Đadƌe d͛uŶ ŵġŵe laŶgage. AfiŶ 
de ĐoŶseƌǀeƌ uŶe ĐeƌtaiŶe ĐohĠƌeŶĐe daŶs le pƌoĐessus d͛iŶstaŶĐiation, on veillera à ce que la même 
stratégie soit appliquée à toutes les relations issues de la même association entre concepts de 
métamodèle. 
 
Figure 19 - Synthèse des comportements de copie pour les relations entre éléments de modèle 
2.3.3.2. Instanciation par copie : relations hiérarchiques 
UŶe ƌelatioŶ hiĠƌaƌĐhiƋue eǆpƌiŵe uŶ Đouplage foƌt eŶtƌe les deuǆ ĠlĠŵeŶts Ƌu͛elle ƌelie, et tƌaduit 
le fait Ƌue l͛ĠlĠŵeŶt Điďle fait paƌtie iŶtĠgƌaŶte de l͛ĠlĠŵeŶt souƌĐe. Tous les ĠlĠŵeŶts liĠs paƌ uŶe 
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 Le Đas d͛uŶe ƌelatioŶ ŵĠtieƌ Ƌui Ŷ͛auƌait de seŶs Ƌu͛eŶtƌe des ĠlĠŵeŶts tǇpes peut ĠgaleŵeŶt aƌƌiǀeƌ, ŵais 
pƌĠseŶte peu d͛iŶtĠƌġt pouƌ Đe Đhapitƌe : en effet, son coŵpoƌteŵeŶt pouƌ l͛iŶstaŶĐiatioŶ seƌa tƌiǀialeŵeŶt de 
ne pas propager la copie. 
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ƌelatioŶ hiĠƌaƌĐhiƋue à uŶ tǇpe doŵaiŶe doiǀeŶt ġtƌe iŶstaŶĐiĠs aǀeĐ lui, pouƌ Ƌue l͛iŶstaŶĐe 
domaine résultante soit dotée de la même décomposition.   Ex : A l͛iŶstaŶĐiatioŶ d͛uŶ tǇpe doŵaiŶe dĠfiŶissaŶt uŶ ǀĠhiĐule doiǀeŶt ġtƌe ĠgaleŵeŶt 
instanciés tous les équipements embarqués sur ce véhicule. 
L͛oďjeĐtif pƌiŶĐipal de la dĠfiŶitioŶ des tǇpes doŵaiŶe ĠtaŶt la ĐapitalisatioŶ, uŶ ŵġŵe tǇpe 
doŵaiŶe est susĐeptiďle d͛ġtƌe Điďle de plusieuƌs ƌelatioŶs hiĠƌaƌĐhiƋues. UŶe iŶstaŶĐe doŵaiŶe, 
quant à elle, ne peut ġtƌe  Điďle Ƌue d͛uŶe seule ƌelatioŶ hiĠƌaƌĐhiƋue.  Ex : dans le modèle de convoi, les types de véhicules « Blindé » et « Camion » peuvent être 
équipés (relation Contains) du même type de « Radio », mais plusieurs véhicules physiques 
ne peuvent pas partager le même équipement radio. 
L͛iŶstaŶĐiatioŶ de deuǆ tǇpes doŵaiŶe souƌĐe d͛uŶe ƌelatioŶ hiĠƌaƌĐhiƋue ǀeƌs le ŵġŵe ĠlĠŵeŶt 
donnera donc lieu à la création de deux instances domaine de ce dernier, une dans chacune des 
instances domaine correspondants aux deux types sources.  
 
Dans cette même optique de capitalisation, les relations hiérarchiques sont susceptibles dans le 
ŵĠtaŵodğle d͛ġtƌe dotĠes d͛uŶe pƌopƌiĠtĠ de tǇpe multiplicité. Pour une relation entre types 
domaines dans un modèle, la valeur spécifiée pour cette propriété définit une contrainte sur le 
Ŷoŵďƌe d͛ĠlĠŵeŶts à dĠploǇeƌ, et doŶĐ d͛iŶstaŶĐes doŵaiŶe atteŶdues.   Ex : dans le modèle de convoi, la relation hiérarchique entre le type « Convoi » et le type 
« Unité de transport » est dotĠe d͛uŶe pƌopƌiĠtĠ multiplicité, dont la valeur vaut (2..4). 
DaŶs le Đas d͛uŶe ĐaƌdiŶalitĠ ;Ŷ..ŵͿ aǀeĐ Ŷ ≠ŵ, la dĠteƌŵiŶatioŶ du Ŷoŵďƌe eǆaĐt d͛iŶstaŶĐes à 
gĠŶĠƌeƌ est uŶ Đhoiǆ d͛aƌĐhiteĐtuƌe déterminant ne pouvant pas être pris définitivement par un 
algorithme. En revanche, il importe pour celui-ci de produire un déploiement par défaut en accord 
aǀeĐ la ĐaƌdiŶalitĠ dĠfiŶie, afiŶ de fouƌŶiƌ à l͛utilisateuƌ uŶe stƌuĐtuƌe de ďase Ƌu͛il pouƌƌa alors 
ƌetouĐheƌ. Paƌ dĠfaut, l͛algoƌithŵe iŶstaŶĐieƌa doŶĐ le Ŷoŵďƌe ŵiŶiŵuŵ d͛ĠlĠŵeŶts, soit la ǀaleuƌ 
du minimum de la cardinalité19.  
 
Le ĐoŵpoƌteŵeŶt pƌoposĠ pouƌ l͛iŶstaŶĐiatioŶ des ƌelatioŶs hiĠƌaƌĐhiƋues est aiŶsi la pƌopagatioŶ 
de la copie au lien et à l͛ĠlĠŵeŶt Điďle, ĐoŶtƌaiŶte paƌ uŶe ĠǀeŶtuelle ǀaleuƌ de multiplicité spécifiée 
sur la relation. Il est synthétisé dans la Figure 20.  
Cette ŵĠthode a ĠtĠ iŵplĠŵeŶtĠe pouƌ le D“L IDEA daŶs les algoƌithŵes d͛iŶstaŶĐiation des 
EnterpriseEntity (pour les relations Aggregates et Contains) et des Roles (pour les relations Involves).  
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 EŶ paƌtiĐulieƌ, Đela sigŶifie Ƌue si uŶe ƌelatioŶ hiĠƌaƌĐhiƋue est dotĠe d͛uŶe pƌopƌiĠtĠ multiplicité dont la 
ǀaleuƌ est de tǇpe ;Ϭ..ŵͿ, auĐuŶe iŶstaŶĐe doŵaiŶe de l͛ĠlĠŵeŶt Điďle Ŷ͛est ĐƌĠĠe. 
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Figure 20 - PƌiŶĐipes de l’iŶstaŶĐiatioŶ des ƌelatioŶs hiĠƌaƌĐhiƋues 
2.3.3.3. Instanciation a posteriori : relations transverses à une organisation hiérarchique 
Dans le cas des relations transverses établies entre des éléments appartenant à la même 
oƌgaŶisatioŶ hiĠƌaƌĐhiƋue, oŶ ĐoŶsidğƌe Ƌue l͛iŶstaŶĐiatioŶ de l͛ĠlĠŵeŶt souƌĐe Ŷe doit pas iŵpliƋueƌ 
autoŵatiƋueŵeŶt l͛iŶstaŶĐiatioŶ de l͛ĠlĠŵeŶt Điďle. EŶ ƌeǀaŶĐhe, dans le cas où deux éléments types 
doŵaiŶes d͛uŶe ŵġŵe oƌgaŶisatioŶ hiĠƌaƌĐhiƋue et liĠs paƌ uŶe telle ƌelatioŶ oŶt ĠtĠ iŶstaŶĐiĠs, la 
relation doit être recréée au niveau des instances domaine concernées.  
Du point de vue de l͛algoƌithŵe d͛iŶstaŶĐiatioŶ, Đela sigŶifie Ƌue Đes ƌelatioŶs doiǀeŶt ġtƌe Ġtaďlies 
selon le schéma défini par les tǇpes doŵaiŶes uŶe fois Ƌue l͛oƌgaŶisatioŶ hiĠƌaƌĐhiƋue Đoŵplğte a 
été instanciée. Une relation transverse ne porte pas de comportement d͛iŶstaŶĐiatioŶ pƌopƌe, ŵais 
est suďoƌdoŶŶĠe à l͛iŶstaŶĐiatioŶ de la stƌuĐtuƌe hiĠƌaƌĐhiƋue daŶs le ĐoŶteǆte de laƋuelle elle est 
établie. Ce principe est illustré par la Figure 21, sur lequel la relation transverse figure en pointillés 
par opposition aux relations hiérarchiques en trait plein. 
 
Figure 21 – PƌiŶĐipes de l’iŶstaŶĐiatioŶ des ƌelatioŶs tƌaŶsveƌses ;ϭͿ 
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De même que les relations hiérarchiques, les relations transverses peuvent être dotĠes d͛uŶe 
propriété de type Multiplicité. “i l͛oŶ ĐoŶsidğƌe uŶe telle ƌelatioŶ Ġtaďlie au Ŷiǀeau tǇpe doŵaiŶe 
entre des éléments cibles de relations hiérarchiques elles-ŵġŵes dotĠes d͛uŶe pƌopƌiĠtĠ Multiplicité, 
trois cas sont à prendre en compte.  
 
Pour les développer, nous considèrerons au niveau des types domaine un élément A, source de 
deux relations hiérarchiques ciblant respectivement un élément B avec une multiplicité (1..1) et un 
élément C avec une multiplicité ;Ŷ..ŵͿ. B est souƌĐe d͛uŶe ƌelation transverse ciblant C avec une 
multiplicité ;Ŷ͛..ŵ͛Ϳ. “uiǀaŶt le pƌiŶĐipe d͛iŶstaŶĐiatioŶ des ƌelatioŶs hiĠƌaƌĐhiƋues Ġtaďli 
pƌĠĐĠdeŵŵeŶt, à l͛iŶstaŶĐiatioŶ de A seƌoŶt ĐƌĠĠes Ŷ iŶstaŶĐes doŵaiŶes de C. Cette situatioŶ est 
illustrée dans la Figure 22.  
 “i Ŷ appaƌtieŶt à l͛iŶteƌǀalle [Ŷ͛..ŵ͛], aloƌs le Ŷoŵďƌe d͛iŶstaŶĐes doŵaiŶe de C est Đoŵpatiďle de 
la multiplicité de la relation transverse. On peut alors instancier une relation transverse entre 
l͛iŶstaŶĐe de B et Đhacune des instances de C. 
Cette situation correspond au Cas 1 de la Figure 22. 
 “i Ŷ est supĠƌieuƌ à ŵ͛, aloƌs il Ǉ a plus d͛iŶstaŶĐes doŵaiŶe de C Ƌu͛il Ŷ͛est possiďle d͛Ġtaďliƌ de 
ƌelatioŶs tƌaŶsǀeƌses depuis l͛iŶstaŶĐe de B. DaŶs Đe Đas, l͛algoƌithŵe d͛iŶstaŶĐiatioŶ deǀƌa faiƌe 
uŶ Đhoiǆ paƌ dĠfaut pouƌ dĠteƌŵiŶeƌ Ƌuelles iŶstaŶĐes de C ƌelieƌ à l͛iŶstaŶĐe de B. DaŶs le Đadƌe 
du D“L IDEA, Ŷous aǀoŶs Đhoisi les ŵ͛ pƌeŵiğƌes iŶstaŶĐes paƌ oƌdƌe ĐhƌoŶologiƋue de ĐƌĠatioŶ.  
On notera que dans le cas où la multiplicité de la relation hiérarchique ciblant B au niveau des 
types domaine est différente de (1..1), une décision par défaut est également à prévoir dans 
l͛algoƌithŵe pouƌ ƌĠpaƌtiƌ les diffĠƌeŶtes iŶstaŶĐes de C auǆ iŶstaŶĐes de B. 
Cette situation correspond au Cas 2 de la Figure 22. 
 “i Ŷ est iŶfĠƌieuƌ à Ŷ͛, aloƌs il Ǉ a ŵoiŶs d͛iŶstaŶĐes doŵaiŶe de C Ƌu͛il Ŷe faut au ŵiŶiŵuŵ de 
ƌelatioŶs tƌaŶsǀeƌses depuis l͛iŶstaŶĐe de B. A ŵoiŶs de ĐoŶtƌediƌe l͛hǇpothğse seloŶ laƋuelle il 
Ŷ͛Ǉ a pas de pƌopagatioŶ de l͛iŶstaŶĐiatioŶ pouƌ les ƌelatioŶs tƌaŶsǀeƌses, il Ŷ͛eǆiste pas de 
possiďilitĠ pouƌ l͛algoƌithŵe d͛iŶstaŶĐiatioŶ de gĠŶĠƌeƌ uŶ dĠploieŵeŶt ĐoŶfoƌŵe auǆ tǇpes 
domaine. Il est possible de détecter ce cas directement au niveau des types domaine, et de les 
invalider pour interdire leur instanciation. Pour le DSL IDEA, nous avons choisi une solution plus 
souple, à saǀoiƌ iŶstaŶĐieƌ des ƌelatioŶs tƌaŶsǀeƌses eŶtƌe l͛iŶstaŶĐe de B et toutes les iŶstaŶĐes 
de C, et iŶǀalideƌ l͛iŶstaŶĐe de B afiŶ d͛iŶdiƋueƌ l͛eƌƌeuƌ pouƌ ĐoƌƌeĐtioŶ ultĠƌieuƌe paƌ 
l͛utilisateuƌ.  
Cette situation correspond au Cas 3 de la Figure 22. 
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Figure 22 - Principes de l'instanciation des relations transverses (2) 
Des situations similaires peuvent survenir dans le cas où le nombre de relations transverses dans 
lesquelles peut être impliqué un élément de modèle est contraint par les cardinalités définies au 
Ŷiǀeau du ŵĠtaŵodğle. Paƌ eǆeŵple, Đ͛est le Đas des iŶteractions de service entre les Collaborations 
d͛uŶ ŵodğle IDEA. Pouƌ Ġǀiteƌ toute aŵďiguïtĠ ƋuaŶt au seƌǀiĐe à appeleƌ loƌs de l͛eǆĠĐutioŶ, uŶ ‘ôle 
iŶstaŶĐe doŵaiŶe ĐoŶsoŵŵaŶt uŶ seƌǀiĐe Ŷe peut ġtƌe liĠ Ƌu͛à uŶ seul fouƌŶisseuƌ. EŶ ƌeǀaŶĐhe uŶ 
Rôle instance domaine peut fournir un même service au bénéfice de plusieurs consommateurs. 
AfiŶ d͛illustƌeƌ Đe pƌopos, ĐoŶsidĠƌoŶs Đoŵŵe ƌepƌĠseŶtĠ suƌ la Figure 23 le Đas d͛uŶe 
Collaboration de niveau type domaine, contenant deux Rôles liés entre eux par une interaction de 
service. La Collaboration définit une multiplicité ;Ŷ..ŵͿ aǀeĐ Ŷ>ϭ pouƌ l͛uŶ des ‘ôles et ;ϭ..ϭͿ pouƌ 
l͛autƌe. LoƌsƋue le ‘ôle ĐoŶĐeƌŶĠ paƌ la multiplicité (n..m) est le consommateur de service, il est donc 
possiďle pouƌ l͛iŶstaŶĐe  du fouƌŶisseuƌ de fouƌŶiƌ le seƌǀiĐe auǆ Ŷ iŶstaŶĐes doŵaiŶes. Mais loƌsƋue 
le Rôle concerné par la multiplicité ;Ŷ..ŵͿ est le fouƌŶisseuƌ de seƌǀiĐe, il faut à l͛algoƌithŵe Đhoisiƌ 
pouƌ l͛iŶstaŶĐe du ĐoŶsoŵŵateuƌ uŶ fouƌŶisseuƌ paƌ dĠfaut. EŶ l͛oĐĐuƌƌeŶĐe, Đe seƌa le pƌeŵieƌ daŶs 
l͛oƌdƌe ĐhƌoŶologiƋue de ĐƌĠatioŶ. Il deǀƌa paƌ la suite ġtƌe possiďle pouƌ l͛utilisateuƌ de ĐhaŶgeƌ 
ŵaŶuelleŵeŶt le fouƌŶisseuƌ d͛uŶe telle ƌelatioŶ. 
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Figure 23 - Instanciation des iŶteƌaĐtioŶs de seƌviĐe ;asseŵďlage de Đaptuƌes d’ĠĐƌaŶ d’uŶ ŵodğle IDEAͿ 
2.3.3.4. Etablissement de relations sans type : instanciation conjointe COI/Collaboration 
Les pƌiŶĐipes et ŵĠthodes ĠŶoŶĐĠs daŶs les deuǆ paƌties pƌĠĐĠdeŶtes peƌŵetteŶt d͛iŶstaŶĐieƌ, 
séparément, un ensemble de Collaborations et uŶ eŶseŵďle d͛EnterpriseEntity. Pour que le modèle 
soit complet et exécutable, il reste à établir des relations Plays eŶtƌe les deuǆ eŶseŵďles. D͛uŶ poiŶt 
de ǀue ŵĠtieƌ, uŶe telle ƌelatioŶ eǆpƌiŵe l͛alloĐatioŶ de ƌessouƌĐes à uŶ ƌôle dĠploǇĠ et Ŷ͛a doŶĐ de 
seŶs Ƌu͛eŶtƌe des iŶstaŶĐes doŵaiŶe. 
Une même EnterpriseEntity peut répondre à plusieurs missions différentes, dans le contexte de 
différentes Collaborations, et Đe au seiŶ d͛uŶ ŵġŵe dĠploieŵeŶt. Le Đhoiǆ de l͛alloĐatioŶ des 
Collaborations aux EnterpriseEntity répond donc à des critères métiers relevant entièrement de 
l͛aƌĐhiteĐtuƌe et/ou de la doĐtƌiŶe, et Ŷe peut pas ġtre automatisé. Cependant, et en particulier si 
l͛oƌgaŶisatioŶ est Đoŵpleǆe, la ĐƌĠatioŶ ŵaŶuelle de Đes ƌelatioŶs peut ƌapideŵeŶt deǀeŶiƌ uŶe tâĐhe 
laďoƌieuse et ŵoŶotoŶe pouƌ l͛utilisateuƌ. 
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Le concept de COI ĠĐhappe ĐepeŶdaŶt à Đette ƌğgle puisƋu͛uŶ tel ƌegƌoupeŵeŶt d͛EnterpriseEntity 
est dédié à un objectif particulier, modélisé par la Collaboration qui lui est associée par la relation 
Implements. Cette Collaboration dĠfiŶit le ŵode d͛aĐtioŶ et d͛iŶteƌaĐtioŶ ŵis eŶ œuǀƌe paƌ les 
membres de la COI pour atteindre son objectif (cf. 2.2.2.7). Par conséquent, il apparait souhaitable 
Ƌu͛à l͛iŶstaŶĐiatioŶ d͛uŶe COI soit également instanciée la Collaboration Ƌu͛elle iŵplĠŵeŶte, et 
Ƌu͛uŶe ƌelatioŶ Plays soit établie entre leurs instances domaine. Les Roles ƌĠsultaŶt de l͛iŶstaŶĐiatioŶ 
de la Collaboration doivent alors être alloués aux entités instances domaine participants à la COI ou à 
leurs descendantes, sous ƌĠseƌǀe Ƌu͛elles aieŶt les ĐapaĐitĠs de les joueƌ. Ce pƌiŶĐipe est illustƌĠ paƌ 
la Figure 24. 
 
Figure 24 – Vue schématique du résultat attendu de l'instanciation conjointe COI/Collaboration 
“i l͛oŶ ĐoŶsidğƌe Đoŵŵe dĠjà iŶstaŶĐiĠes d͛uŶ ĐôtĠ la COI, avec tous ses participants et tous leurs 
desĐeŶdaŶts, et d͛uŶ autƌe la Collaboration implémentée, avec tous ses Roles et leurs descendants. 
La ĐohĠƌeŶĐe de l͛ĠtaďlisseŵeŶt des ƌelations Plays entre les instances domaines des entités et des 
rôles présuppose alors de savoir répondre à deux types de problématiques : l͛estiŵatioŶ de la 
ĐapaĐitĠ d͛uŶe EnterpriseEntity à jouer un Role, et la gestion du cas où plusieurs membres de la COI 
peuvent jouer un même Role. 
 Les exigences envers un acteur potentiel sont modélisées par la relation entre les concepts 
Collaboration et CapabilityCell. Pour pouvoir jouer une Collaboration, une EnterpriseEntity doit 
doŶĐ ġtƌe dotĠe de l͛eŶseŵďle des Capability et pouǀoiƌ fouƌŶiƌ l͛eŶseŵďle des Service listés 
dans la ou les CapabilityCell de cette Collaboration.   
 CoŶsidĠƌoŶs à pƌĠseŶt le Đas d͛uŶ ‘ôle ĐoŶteŶu daŶs la Collaboration implémentée par la COI ou 
desĐeŶdaŶt d͛uŶ tel ‘ôle, et pouǀaŶt ġtƌe jouĠ paƌ plusieuƌs EnterpriseEntity participant à la COI 
ou descendant de participants à la COI. La relation Implements ayant une signification métier 
forte, on cherchera avant tout à allouer la Collaboration concernée à une éventuelle COI qui 
l͛iŵplĠŵeŶteƌait. A Ŷoteƌ Ƌue daŶs Đe Đas, oŶ ƌestƌeiŶdƌa l͛alloĐatioŶ des Collaboration 
descendantes de la Collaboration concernée aux EnterpriseEntity descendant de cette COI au lieu 
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de prendre en compte tous les descendants de la COI paƌeŶte. “i auĐuŶ des ĐaŶdidats Ŷ͛est uŶe 
COI implémentant la Collaboration concernée, alors on privilégiera les participants directs de la 
COI par rapport à leurs descendants.  
Par ailleurs, dans le cas où le rôle est défini au niveau type domaine avec une multiplicité (n..m) 
où n>1, il faut par ailleurs allouer une instance domaine de cette Collaboration à chaque 
EnterpriseEntity instance candidate, dans les limites de cette multiplicité.   
2.3.3.5. Mise en œuvre dans le DSL IDEA 
L͛iŶstaŶĐiatioŶ autoŵatiƋue des ƌôles et des eŶtitĠs d͛eŶtƌepƌise dans le DSL IDEA est gérée 
principalement par deux méthodes Instantiate(), liées aux concepts Collaboration et 
EnterpriseEntity. Leur appel se fait par l͛iŶteƌŵĠdiaiƌe d͛un menu contextuel dédié, accessible à 
l͛utilisateuƌ sur les éléments de modèle de niveau type domaine et issus de ces concepts. Le principe 
général de ces méthodes est le même :  
 1 – CƌĠatioŶ et iŶitialisatioŶ de l͛iŶstaŶĐe paƌ Đopie des pƌopƌiĠtĠs, ĠtaďlisseŵeŶt du lien de 
traçabilité ver le type domaine ; 
 2 – IŶstaŶĐiatioŶ de l͛oƌgaŶisatioŶ hiĠƌaƌĐhiƋue issue du tǇpe doŵaiŶe, paƌ appel ƌĠĐuƌsif ; 
 3 – EtaďlisseŵeŶt des ƌelatioŶs tƌaŶsǀeƌses eŶtƌe les iŶstaŶĐes doŵaiŶe ĐƌĠĠes à l͛Ġtape 
précédente. 
Lorsque la méthode de la classe EnterpriseEntity est appelée sur une COI, elle appelle en sus 
l͛iŶstaŶĐiatioŶ de la Collaboration implémentée par cette COI. Elle applique ensuite les principes 
énoncés en 2.3.3.4 pour établir les relations Plays.    
2.3.4. Cohérence d’un déploiement 
Par définition, les types domaine représentent une spécification des déploiements possibles pour 
les instances domaines correspondantes. Les déploiements par défaut produits par les algorithmes 
d͛iŶstaŶĐiatioŶ pƌĠseŶtĠs à la paƌtie pƌĠĐĠdeŶte ƌespeĐteŶt daŶs la plupaƌt des Đas, paƌ ĐoŶstƌuĐtioŶ, 
la conformité des instances domaines par rapport aux types domaine20. Ces algorithmes effectuant 
paƌfois des Đhoiǆ paƌ dĠfaut, il est ŶĠĐessaiƌe de peƌŵettƌe à l͛utilisateuƌ de ŵodifieƌ les 
déploiements. Il est donc indispensable de mettre en place des règles automatiques permettant de 
s͛assuƌeƌ à tout ŵoŵeŶt de Đette ĐoŶfoƌŵitĠ. 
On rappelle par ailleuƌs Ƌue daŶs le Đadƌe d͛uŶe appƌoĐhe de pƌototǇpage ƌapide, uŶ ŵodğle est 
susĐeptiďle de faiƌe l͛oďjet d͛uŶe suĐĐessioŶ de ďouĐles ŵodĠlisatioŶ / eǆĠĐutioŶ. Iŵposeƌ à 
l͛utilisateuƌ de gĠŶĠƌeƌ uŶ Ŷouǀeau dĠploieŵeŶt s͛il souhaite ŵodifieƌ les tǇpes domaine peut 
rapidement devenir un handicap à la fluidité et à la rapidité de cette démarche. Par conséquent, il 
iŵpoƌte de peƌŵettƌe la ŵodifiĐatioŶ des tǇpes doŵaiŶe ŵġŵe s͛ils oŶt fait l͛oďjet d͛uŶe 
instanciation, et maintenir la cohérence des instances domaine suite à cette mise à jour. 
Cette paƌtie pƌĠseŶteƌa les ŵĠthodes et ŵoǇeŶs ŵis eŶ œuǀƌe pouƌ ŵaiŶteŶiƌ la ĐohĠƌeŶĐe d͛uŶ 
déploiement vis-à-vis de sa spécification au niveau des types domaine, quels que soient les éléments 
de ŵodğle faisaŶt l͛oďjet d͛uŶe ŵodifiĐatioŶ de l͛utilisateuƌ.  
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 A l͛eǆĐeptioŶ du Đas des ƌelatioŶs tƌaŶsǀeƌses ĠǀoƋuĠ eŶ 2.3.3.3. 
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2.3.4.1. Modification des instances domaine 
Le ŵaiŶtieŶ eŶ ĐohĠƌeŶĐe d͛uŶ dĠploieŵeŶt à la ŵodifiĐatioŶ des instances peut se mettre en 
œuǀƌe de deuǆ ŵaŶiğƌes : 
 Approche 1 – Les seules ŵodifiĐatioŶs autoƌisĠes à l͛utilisateuƌ suƌ le dĠploieŵeŶt soŶt Đelles 
qui sont en accord avec la spécification des types domaines.  
La ĐohĠƌeŶĐe du dĠploieŵeŶt, et doŶĐ l͛eǆĠĐutaďilitĠ du ŵodğle, soŶt aiŶsi assuƌĠes eŶ 
permanence. Cette méthode nécessite un grand nombre de règles de cohérence, chaque 
aĐtioŶ possiďle deǀaŶt dĠĐleŶĐheƌ uŶe ƌğgle Ƌui Ġǀalueƌa l͛iŵpaĐt suƌ la ĐohĠƌeŶĐe du 
dĠploieŵeŶt. “eloŶ le Đas, la ƌğgle autoƌiseƌa ou iŶteƌdiƌa l͛aĐtioŶ. L͛ĠtaďlisseŵeŶt d͛uŶe ƌğgle 
de cohérence pour chaque type de modification peut toutefois se révéler une action lourde à 
ŵettƌe eŶ œuǀƌe, eŶ teƌŵes de ĐoŵpleǆitĠ du Đode du D“L ŵais aussi de teŵps d͛eǆĠĐutioŶ21.  
Par exemple, suite au déploieŵeŶt d͛uŶe « Unité blindée », il seƌait iŶteƌdit à l͛utilisateur de 
suppƌiŵeƌ l͛uŶ des faŶtassiŶs du gƌoupe de Đoŵďat. EŶ effet, Đela iŵpliƋueƌait Ƌue la 
cardinalité effective de ses membres devienne incompatible avec celle définie pour le type 
« Groupe de combat INF ». 
 Approche 2 – L͛eŶseŵďle des ŵodifiĐations en accord avec le métamodèle sont autorisées 
sur le déploiement, mais des règles de validation iŶfoƌŵeŶt d͛uŶe ĠǀeŶtuelle ĐoŶtƌadiĐtioŶ 
avec les types domaine.   
Cette appƌoĐhe pƌĠseŶte l͛aǀaŶtage de laisseƌ à l͛utilisateuƌ toute latitude daŶs la 
personnalisation de son déploiement, en laissant à sa charge le choix de mettre à jour ses 
types domaine ou de modifier ses instances domaine selon la manière dont il souhaite 
Đoƌƌigeƌ l͛iŶĐohĠƌeŶĐe. EŶ ƌeǀaŶĐhe, l͛eǆĠĐutaďilitĠ du ŵodğle Ŷ͛est pas ŵaiŶteŶue 
autoŵatiƋueŵeŶt, et l͛utilisateuƌ doit dĠĐleŶĐheƌ ŵaŶuelleŵeŶt uŶe ǀalidatioŶ s͛il souhaite 
ĐoŶŶaîtƌe l͛iŵpaĐt de ses ŵodifiĐatioŶs suƌ la ĐohĠƌeŶĐe du dĠploieŵeŶt.  
Par exemple, daŶs le Đas d͛uŶ dĠploieŵeŶt d͛« Unité blindée », l͛utilisateuƌ pouƌƌait 
suppƌiŵeƌ l͛uŶ des faŶtassiŶs, ŵais l͛iŶstaŶĐe de « Groupe de combat INF » présenterait alors 
uŶe eƌƌeuƌ de ǀalidatioŶ pƌĠĐisaŶt l͛iŶĐohĠƌeŶĐe de la ĐaƌdiŶalitĠ. 
 
DaŶs le Đadƌe du D“L IDEA, Đ͛est l͛appƌoĐhe Ϯ Ƌui a ĠtĠ Đhoisie de paƌ la liďeƌtĠ Ƌu͛elle aĐĐorde à 
l͛utilisateuƌ. EŶ effet, les ƌestƌiĐtioŶs iŵposĠes daŶs le Đadƌe de l͛appƌoĐhe ϭ soŶt tƌop liŵitaŶtes, et 
peuvent constituer un obstacle au bon déroulement de la modélisation des instances domaine. Par 
eǆeŵple, l͛iŶteƌdiĐtioŶ de suppƌiŵeƌ ou d͛ajouter un élément dans une organisation hiérarchique si 
Đela Ŷ͛est pas eŶ aĐĐoƌd aǀeĐ la Multiplicité pƌĠǀue ƌeŶd iŵpossiďle tout ƌeŵplaĐeŵeŶt d͛uŶ de Đes 
éléments par un autre. Or un tel remplacement est une action courante et indispensable dans le 
Đadƌe d͛uŶ déploiement. 
CepeŶdaŶt, Đoŵŵe l͛appƌoĐhe adoptĠe Ŷe gaƌaŶtit pas autoŵatiƋueŵeŶt la ĐohĠƌeŶĐe du 
dĠploieŵeŶt, Ŷous aǀoŶs Đhoisi de liŵiteƌ le pĠƌiŵğtƌe des ŵodifiĐatioŶs autoƌisĠes à l͛utilisateuƌ 
afiŶ de ŵaîtƌiseƌ au ŵieuǆ l͛iŵpaĐt de ses aĐtioŶs. La liste des erreurs levées par les règles de 
ǀalidatioŶ ŵises eŶ plaĐe pouƌ ǀĠƌifieƌ la ĐohĠƌeŶĐe d͛uŶ dĠploieŵeŶt est pƌĠseŶtĠe eŶ Annexe 2. 
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 En particulier par le fait que les règles de cohérence se déclenchent en cascade. 
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2.3.4.2. Modification des types domaine 
Le ŵaiŶtieŶ eŶ ĐohĠƌeŶĐe d͛uŶ dĠploieŵeŶt à la ŵodifiĐatioŶ des tǇpes doŵaiŶe peut se ŵettƌe eŶ 
œuǀƌe de deuǆ ŵaŶiğƌes : 
 Approche 1 – Toute modification des types domaine est propagée aux instances 
correspondantes, en se conformant aux mêmes principes que celles des algorithmes 
d͛iŶstaŶĐiatioŶ.  
De ŵġŵe Ƌue pouƌ l͛appƌoĐhe ϭ de la paƌtie pƌĠĐĠdeŶte, Đette ŵĠthode assuƌe eŶ 
peƌŵaŶeŶĐe la ĐohĠƌeŶĐe du dĠploieŵeŶt et l͛eǆĠĐutaďilitĠ du ŵodğle. Elle ƌeƋuieƌt 
également un recours intensif aux règles de cohérence, dont la tâche sera pour la plupart 
d͛effeĐtueƌ au Ŷiǀeau des iŶstaŶĐes doŵaiŶe des aĐtioŶs siŵilaiƌes à Đelles ƌĠalisĠes suƌ les 
types.  
Par exemple, considérons un « Blindé » de niveau type, ayant été instancié. Si on supprime 
l͛aƌŵe « Mitrailleuse » embarquée sur le « Blindé », pour chaque instance correspondante 
l͛instance de « Mitrailleuse » sera automatiquement supprimée.  
 Approche 2 – Les modifications réalisées sur les types domaine ne sont pas propagées aux 
instances correspondantes, mais des règles de validation iŶfoƌŵeŶt d͛uŶe ĠǀeŶtuelle 
incohérence. 
Cette appƌoĐhe peƌŵet de Ŷe pas iŵpaĐteƌ d͛ĠǀeŶtuelles ŵodifiĐatioŶs effeĐtuĠes paƌ 
l͛utilisateuƌ suƌ le dĠploieŵeŶt, et d͛Ġǀiteƌ la louƌdeuƌ iŶduite paƌ le dĠĐleŶĐheŵent de règles 
de cohérences à chaque action utilisateur. 
Par exemple, daŶs l͛eǆeŵple de la suppƌessioŶ de la « Mitrailleuse » sur un « Blindé » de 
niveau type, aucune instance ne sera impactée. En revanche, les Instances correspondantes 
présenteront une erreur de validation. 
 
Pouƌ le D“L IDEA, la souplesse de ŵodĠlisatioŶ peƌŵise paƌ l͛appƌoĐhe 1 de propagation des 
modifications des types domaine aux instances correspondantes a été jugée essentielle pour les 
utilisateurs. En effet, en évitant de devoir retoucher les déploiements à chaque mise à jour des types 
domaine, elle optimise la faisabilité des boucles de modélisation/simulation. La liste des règles de 
cohérence mises en place pour assurer cette propagation est présentée en Annexe 3.  
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2.4. Modélisation de configurations dans l’entreprise 
2.4.1. Analyse du besoin 
2.4.1.1. Notions de configuration et de reconfiguration d’un élément de modèle 
La ĐoŶfiguƌatioŶ d͛uŶ ĐoŶstituaŶt d͛aƌĐhiteĐtuƌe dĠsigŶe l͛eŶseŵďle des sous-constituants qui le 
composent. Par analogie, on utilisera le terme de ĐoŶfiguƌatioŶ d’uŶ ĠlĠŵeŶt de ŵodğle pour 
dĠsigŶeƌ l͛eŶseŵďle des ĠlĠŵeŶts de ŵodğle Ƌui le ĐoŵposeŶt.  
 
EŶ paƌtiĐulieƌ, oŶ s͛iŶtĠƌesseƌa auǆ ĐoŶfiguƌatioŶs des eŶtitĠs d͛eŶtƌepƌises et des ƌôles seloŶ les 
définitions suivantes :  
 La ĐoŶfiguƌatioŶ d͛uŶe EnterpriseEntity est l͛eŶseŵďle des eŶtitĠs Ƌui la ĐoŵposeŶt au seŶs 
des relations de décomposition Contains, Aggregates, Hosts ou Gathers.  
Paƌ eǆeŵple, l͛eŶtitĠ « Blindé » du modèle présenté en 2.1 présente deux configurations, 
base et commandement, doŶt la dĠĐoŵpositioŶ eŶ teƌŵes d͛ĠƋuipeŵeŶts est illustƌĠe paƌ la 
Figure 25. 
 
Figure 25 - Composition de l'entité "Blindé" dans ses deux configurations 
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 La ĐoŶfiguƌatioŶ d͛uŶ Role est l͛eŶseŵďle des ƌôles Ƌu͛il ĐoŶtieŶt au seŶs des ƌelatioŶs 
Involves, aiŶsi Ƌue les iŶteƌaĐtioŶs Ƌu͛il dĠfiŶit eŶtƌe euǆ.  
Par exemple, le rôle « Protection du convoi » du modèle présenté en 2.1 présente trois 
configurations, nominale, combat et combat avec appui, dont la décomposition en termes de 
rôles contenus est illustrée par la Figure 26.   
 
Figure 26 – Composition du rôle "Protection du convoi" dans ses trois configurations  
CheƌĐheƌ à ƌepƌĠseŶteƌ deuǆ ĐoŶfiguƌatioŶs diffĠƌeŶtes pouƌ uŶ ŵġŵe ĐoŶstituaŶt d͛aƌĐhiteĐtuƌe 
ne relève pas de la même intention que de représenter deux ĐoŶstituaŶts d͛aƌĐhiteĐtuƌe diffĠƌeŶts. 
Par conséquent, la démarche de modélisation ne doit pas être la même. Dans le modèle IDEA, nous 
ĐoŶsidĠƌoŶs Ƌue l͛eŶseŵďle des ĐoŶfiguƌatioŶs possiďles pouƌ uŶ ŵġŵe ĐoŶstituaŶt d͛aƌĐhiteĐtuƌe 
est à définir au niveau du type domaine modélisant ce constituant.  
Configurer un élément de niveau type domaine revient alors à instancier une configuration en 
particulier. Ainsi, les deux configurations du « Blindé » sont à modéliser au niveau du type domaine 
correspondant et les deux blindés configurés représentés sur la Figure 25 sont des instances domaine 
issues du même type. De même, les deux rôles de protection de la Figure 26 sont des instances du 
même rôle type « Protection du convoi ». 
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Reconfigurer uŶ ĐoŶstituaŶt d͛aƌĐhiteĐtuƌe sigŶifie le faiƌe passeƌ d’uŶe ĐoŶfiguƌatioŶ à uŶe autƌe. 
Ainsi, reconfigurer une instance domaine ƌeǀieŶt à ŵodifieƌ l͛eŶseŵďle des ĠlĠŵeŶts de ŵodğle Ƌui 
le composent. Par exemple, reconfigurer un blindé de sa configuration de base vers la configuration 
de commandement revient à remplacer sa « Radio » par une « Radio CDT ».  
2.4.1.2. Principes de modélisation des configurations 
DaŶs ĐeƌtaiŶs Đas, il est souhaitaďle Ƌue l͛eŶseŵďle des ĐoŶfiguƌatioŶs possiďles pouƌ uŶ 
constituant soit déterminé et non extensible, Đ͛est-à-dire strictement restreint à un certain nombre 
de configurations clairement identifiées et caractérisées. La définition de ces configurations possibles 
fait alors partie intégrante de la définition du constituant, au même titre que sa décomposition 
hiĠƌaƌĐhiƋue ou toute autƌe ĐaƌaĐtĠƌistiƋue d͛aƌĐhiteĐtuƌe. Paƌ eǆeŵple, dĠfiŶiƌ les ĐoŶfiguƌatioŶs du 
« Blindé » revieŶt à eǆpƌiŵeƌ le fait Ƌu͛il peut eŵďaƌƋueƌ une « Radio » ou une « Radio CDT », mais 
aucun autre type de moyen de communication.  
Dans la suite du document, on fera référence à ce principe en utilisant le terme configurations de 
périmètre fermé. La ŵise eŶ œuǀƌe de Đe pƌiŶĐipe pouƌ dĠĐƌiƌe les ĐoŶfiguƌatioŶs des eŶtitĠs 
d͛eŶtƌepƌise seƌa pƌĠseŶtĠe eŶ 2.4.2. 
 
DaŶs d͛autƌes Đas, la dĠfiŶitioŶ d͛uŶe ĐoŶfiguƌatioŶ pouƌ uŶ ĐoŶstituaŶt Ŷ͛a pas pouƌ oďjeĐtif de 
déterminer la nature des sous-ĠlĠŵeŶts, ŵais d͛eǆpƌiŵeƌ à leuƌ Ġgaƌd des atteŶtes eŶ teƌŵes de 
caractéristiques. On ne cherche alors pas à ŵodĠliseƌ l͛eŶseŵďle des ĐoŶfiguƌatioŶs possiďles pouƌ 
Đe ĐoŶstituaŶt de ŵaŶiğƌe eǆpliĐite, d͛autaŶt plus Ƌu͛il est poteŶtielleŵeŶt iŶfiŶi. Paƌ eǆeŵple, oŶ 
peut définir les configurations du rôle de « Protection du convoi » en considérant simplement que 
daŶs uŶe situatioŶ de Đoŵďat, il doit ĐoŶteŶiƌ uŶ ƌôle deǀaŶt ġtƌe Đapaďle d͛eŶǀoǇeƌ des doŶŶĠes 
d͛oďseƌǀatioŶ, de pƌeŶdƌe eŶ Đoŵpte uŶe situatioŶ taĐtiƋue ;notée “iTaĐͿ, d͛ĠĐhaŶgeƌ des oƌdƌes et 
des comptes-ƌeŶdus et ;suƌtoutͿ de fouƌŶiƌ uŶ seƌǀiĐe d͛ « Appui protection » aux rôles en charge de 
la protection des flancs. Il Ŷ͛Ǉ a pas de pƌĠjugĠ suƌ la Ŷatuƌe du ƌôle ;« Renfort protection » ou 
« Appui protection du convoi »Ϳ, seul iŵpoƌte le fait Ƌu͛il soit Đapaďle d͛iŶteƌagiƌ de la ŵaŶiğƌe 
spécifiée. Cette définition regroupe ainsi les deux configurations de combat avec et sans appui 
présentées sur la Figure 26. 
 Dans la suite du document, on fera référence à ce principe en utilisant le terme configurations de 
périmètre libre. 
DaŶs Ŷotƌe D“L, Đela ĐoƌƌespoŶd à eǆpƌiŵeƌ au Ŷiǀeau d͛uŶ tǇpe doŵaiŶe uŶ ĐeƌtaiŶ Ŷoŵďƌe de 
caractéristiques attendues pour les éléments composant les instances domaines qui en dérivent, 
sans se préoccuper de la manière dont ils disposent de ces ĐaƌaĐtĠƌistiƋues. C͛est aiŶsi Ƌue Ŷous 
aǀoŶs Đhoisi de tƌaiteƌ les ĐoŶfiguƌatioŶs des ƌôles / ĐollaďoƌatioŶs, Ƌui feƌa l͛oďjet de la paƌtie 2.4.3. 
2.4.2. Configurations des entités d’entreprises 
2.4.2.1. Variabilité 
La dĠfiŶitioŶ des ĐoŶfiguƌatioŶs de pĠƌiŵğtƌe feƌŵĠ pouƌ les eŶtitĠs d͛eŶtƌepƌise peut ġtƌe 
appréhendée de manière similaire aux approches de modélisation de la variabilité.  
Initialement étudiée dans le cadre des lignes de produits logiciels, la notion de variabilité est 
dĠsoƌŵais uŶ oďjet d͛Ġtude daŶs des doŵaiŶes ǀaƌiĠs, ĐoŶĐeƌŶaŶt des sǇstğŵes logiĐiels aussi ďieŶ 
que physiques [21]. Sur le principe, modéliser les variations pour une ligne de produits revient à 
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exprimer la commonalité et la variabilité daŶs la dĠfiŶitioŶ d͛uŶ eŶseŵďle d͛ĠlĠŵeŶts de la ŵġŵe 
famille. Par rapport aux configuƌatioŶs des eŶtitĠs d͛eŶtƌepƌise dans notre DSL, cela correspond à 
eǆpƌiŵeƌ au Ŷiǀeau d͛uŶ tǇpe doŵaiŶe les poiŶts ĐoŵŵuŶs et les aspeĐts ǀaƌiaďles eŶ teƌŵes de 
stƌuĐtuƌe pouƌ l͛eŶseŵďle des iŶstaŶĐes doŵaiŶe Ƌui eŶ dĠƌiǀeŶt.  
 
Les travaux actuels dans le domaine de la variabilité pour les DSL préconisent pour la plupart de 
séparer le métamodèle décrivant les aspects de variation et le métamodèle décrivant les aspects liés 
au domaine lui-même [22][23][24]. DaŶs le Đas des ĐoŶfiguƌatioŶs d͛eŶtitĠs d͛eŶtƌepƌise, Ŷous 
considérons que la variabilité Ŷ͛est pas uŶ ďesoiŶ aŶŶeǆe au ŵĠtieƌ, ŵais au ĐoŶtƌaiƌe uŶe 
caractéristique opérationnelle à part entière. La variation fait alors partie intégrante du domaine lui-
même, et les mécanismes permettant son expression seront définis directement dans le métamodèle 
IDEA. 
En particulier, nous nous sommes inspirés du principe de point de variation. Dans le domaine de la 
ǀaƌiaďilitĠ, Đette ŶotioŶ ƌepƌĠseŶte siŵpleŵeŶt uŶ poiŶt de ŵodğle ĐoŶĐeƌŶĠ paƌ la ǀaƌiatioŶ, Đ͛est à 
dire un endroit où plusieurs options sont possibles. Ces options sont clairement identifiées dans le 
modèle, et regroupées dans un ensemble appelé les variants du point de variation. 
2.4.2.2. Point de variation dans les types domaine : le concept AbstractEntity 
EŶ s͛iŶspiƌaŶt de Đette ŶotioŶ de poiŶt de variation, nous avons introduit dans le métamodèle IDEA 
un concept nommé AbstractEntity. Le pƌiŶĐipe d͛uŶe AbstractEntity est de matérialiser un point dans 
uŶe oƌgaŶisatioŶ d͛eŶtitĠs où plusieuƌs optioŶs soŶt possiďles. Pouƌ uŶe AbstractEntity donnée, les 
optioŶs possiďles soŶt ƌestƌeiŶtes à uŶ eŶseŵďle ideŶtifiĠ d͛eŶtitĠs appelĠes ses Variants. Ces 
ǀaƌiaŶts peuǀeŶt ġtƌe des eŶtitĠs d͛eŶtƌepƌises ou d͛autƌes AbstractEntity. 
Tous les tǇpes de dĠĐoŵpositioŶ d͛eŶtitĠs d͛eŶtƌepƌises pouǀaŶt ġtƌe ĐoŶĐeƌŶĠs par la variation, 
une AbstractEntity doit pouvoir être ciblée par les relations Contains, Aggregates, Contains et 
Gathers. Le concept AbstractEntity se situe donc au même niveau que EnterpriseEntity, Đ͛est-à-dire 
Ƌu͛il dĠƌiǀe du ĐoŶĐept Entity. Suivant ces principes, la Figure 27  présente le concept AbstractEntity 
dans la vue ENTERPRISE ORGANIZATION du métamodèle IDEA.   
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Figure 27 - Le concept AbstractEntity dans le métamodèle IDEA 
Dans le modèle du convoi, on introduira ainsi au niveau des types domaine une AbstractEntity 
« Moyen de communication », dont les variants sont la « Radio » et la « Radio CDT ». Le type 
domaine correspondant au blindé sera alors composé du canon, de la mitrailleuse et de cette 
AbstractEntity, comme illustré sur la Figure 28.   
 
Figure 28 – Eǆeŵple d’utilisatioŶ d’uŶe AbstractEntity dans le modèle du convoi 
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2.4.2.3. Spécification des configurations : le concept EnterpriseEntityConfiguration 
DaŶs les appƌoĐhes ĐoŶĐeƌŶaŶt le doŵaiŶe d͛Ġtude de la ǀaƌiaďilitĠ, la ƌepƌĠseŶtatioŶ de la 
variation dans un modèle est généralement complétée par un modèle de décision. Ce modèle 
permet de résoudre la variabilité pour générer un produit déterminé. Par analogie, nous cherchons 
daŶs le ŵodğle d͛aƌĐhiteĐtuƌe à ĐoŵplĠteƌ l͛eǆpƌessioŶ des poiŶts de ǀaƌiatioŶ daŶs la stƌuĐtuƌe d͛uŶ 
tǇpe doŵaiŶe paƌ la dĠfiŶitioŶ d͛uŶ ŵodğle de dĠĐisioŶ peƌŵettaŶt d͛eŶ dĠƌiǀeƌ uŶe iŶstaŶĐe 
domaine déterminée.  
Les modèles de décisions sont généralement représentés sous formes de contraintes textuelles. 
Bien que ce principe soit applicable à notre cas, nous allons plutôt chercher à définir directement 
dans le modèle la liste exhaustive des configurations possibles pour une entité. En effet, cette 
appƌoĐhe Ŷ͛iŵpose pas à l͛utilisateuƌ l͛appƌeŶtissage uŶ laŶgage de ĐoŶtƌaiŶtes, et peƌŵet donc de 
Ŷe pas Đoŵpleǆifieƌ l͛effoƌt ŶĠĐessaiƌe à la ŵodĠlisatioŶ. Cette appƌoĐhe ƌeste ĐepeŶdaŶt plus 
limitatiǀe Ƌue l͛appƌoĐhe paƌ dĠfiŶitioŶ de ĐoŶtƌaiŶtes22. 
 
Les eŶtitĠs d͛eŶtƌepƌises de Ŷiǀeau tǇpe doŵaiŶe ĐoŶĐeƌŶĠes paƌ la dĠfiŶitioŶ d͛uŶ eŶseŵďle de 
ĐoŶfiguƌatioŶs possiďles soŶt Đelles doŶt l͛eŶseŵďle des desĐeŶdaŶts suiǀaŶt les ƌelatioŶs de 
décomposition (Aggregates, Contains, Gathers et/ou Hosts) contient une ou plusieurs AbstractEntity. 
Ces entités sont alors considérées comme configurables. Dans le métamodèle, le concept 
EnterpriseEntity est aiŶsi dotĠ d͛uŶ attƌiďut IsConfigurable de type booléen, dont la valeur pour une 
entité « E » peut être calculée suiǀaŶt l͛algoƌithŵe suiǀaŶt23 : 
Pour chaque sous-entité SE composant E  
 Si SE est une AbstractEntity 
  Alors E.IsConfigurable = true 
 Fin si 
 Si SE est une EnterpriseEntity et SE.IsConfigurable = true 
  Alors E.IsConfigurable = true 
 Fin si 
 Sinon 
  Alors E.IsConfigurable = false 
 Fin sinon 
Fin pour 
                                                          
22
 EŶ paƌtiĐulieƌ, elle iŵpose à toutes les eŶtitĠs d͛aǀoiƌ uŶ eŶseŵďle fini de considérations possibles.   
23
 DaŶs Ŷotƌe iŵplĠŵeŶtatioŶ daŶs l͛eŶǀiƌoŶŶeŵeŶt D“L Tools, Đet attƌiďut est de tǇpe CalculatedProperty : sa 
valeur est ĐalĐulĠe et ŵise à jouƌ autoŵatiƋueŵeŶt pouƌ ĐhaƋue ĠlĠŵeŶt de ŵodğle et Ŷ͛est pas Ġditaďle paƌ 
l͛utilisateuƌ. 
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Figure 29 - Le concept EnterpriseEntityConfiguration dans le métamodèle IDEA 
La dĠfiŶitioŶ d͛uŶe ĐoŶfiguƌatioŶ paƌtiĐuliğƌe d͛uŶe eŶtitĠ d͛eŶtƌepƌise « E » peut s͛eǆpƌiŵeƌ eŶ 
fonction des sous-entités qui la composent : 
 Pour chaque sous-entité « SE » de type AbstractEntity, la configuration de « E » doit spécifier 
l͛uŶ des ǀaƌiaŶts de « SE ».  
o Par exemple, la configuration « Commandement » du blindé modélisé sur la Figure 30 
référence le variant « Radio CDT » de l͛AbstractEntity « Moyen de communication ». 
 Pour chaque sous-entité « SE » de type EnterpriseEntity et configurable, la configuration de 
« E » doit spécifier une configuration de « SE ».  
o Par exemple, on peut définir une configuration « Unité chef de convoi » pouƌ l͛Aggregate 
« Unité blindée » contenant le blindé. Cette configuration spécifie alors que le blindé doit 
être dans sa configuration « Commandement ». 
Suivant ce principe, nous avons défini dans le métamodèle un concept 
EnterpriseEntityConfiguration présenté sur la Figure 29. Une EnterpriseEntityConfiguration contient 
deux types de décisions : VariantRelationship ƌepƌĠseŶte le Đhoiǆ d͛uŶ ǀaƌiaŶt pouƌ uŶe sous-entité 
AbstractEntity, et ConfigurationRelationship le Đhoiǆ d͛uŶe ĐoŶfiguƌatioŶ pouƌ uŶe sous-entité 
EnterpriseEntity configurable. 
 
A titƌe d͛eǆeŵple, le détail des éléments de modèle composant la configuration « Unité chef de 
convoi » de l͛ « Unité blindée » suivant le métamodèle proposé est présenté sur la Figure 30. Pour 
éviter de surcharger le schéma, les sous-entités communes à toutes les configurations (c.-à-d. les 
deux armes) ne sont pas représentées. 
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Figure 30 - RepƌĠseŶtatioŶ dĠtaillĠe du ŵodğle de la ĐoŶfiguƌatioŶ de Đhef de ĐoŶvoi de l’UŶitĠ ďliŶdĠe 
Ce métamodèle est complété par un ensemble de règles de cohérence structurelle. En particulier, 
si l͛oŶ ĐoŶsidğƌe uŶe EnterpriseEntity « E » : 
 Si « E » Ŷ͛est pas ĐoŶfiguƌaďle, elle Ŷe peut pas ĐoŶteŶiƌ d͛EntepriseEntityConfiguration. 
 Pour chaque VariantSpecification d͛uŶe EnterpriseEntityConfiguration de « E », le Variant 
référencé doit appartenir à une AbstractEntity faisant partie des sous-entités composant 
« E ». De même, les ConfigurationSpecification doivent référencer une 
EnterpriseEntityConfiguration appartenant à une sous-entité de « E ». 
Chaque EnterpriseEntityConfiguration de E doit contenir exactement une VariantSpecification 
pour chaque AbstractEntity parmi les sous-entités de « E », et exactement une Configuration 
Specification pour chaque EnterpriseEntity configurable parmi les sous-entités de « E ».  
 
Pour instancier une EnterpriseEntity ĐoŶfiguƌaďle, il faut Đhoisiƌ l͛uŶe de ses EnterpriseEntity 
Configuration. Les spécifications de cette configuration déterminent alors les sous-entités à 
instancier. Les AbstractEntity ne sont pas présentes au niveau des instances domaines : l͛iŶstaŶĐe du 
ǀaƌiaŶt sĠleĐtioŶŶĠ est diƌeĐteŵeŶt ƌattaĐhĠe à l͛eŶtitĠ paƌeŶte.  
Sur la Figure 30 ci-dessus, les EnterpriseEntity pƌises eŶ Đoŵpte paƌ l͛iŶstaŶĐiatioŶ de la 
configuration « Unité chef de convoi » de l͛« Unité blindée » sont représentées en bleu. Le 
dĠploieŵeŶt ĐoƌƌespoŶdaŶt ĐoŵpƌeŶdƌa uŶe iŶstaŶĐe doŵaiŶe de l͛« Unité blindée » dotĠe d͛uŶ 
blindé identique à celui présenté dans la partie basse de la Figure 25.  
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2.4.3. Configurations des rôles / collaborations 
2.4.3.1. Potentiel d’interaction d’un rôle : le concept RoleInterface 
Pour la collaboration qui le contient, un rôle est vu en « boîte noire », Đ͛est-à-dire uniquement par 
sa description eŶ teƌŵes de pƌoduits ;ou d͛ĠǀğŶeŵeŶtsͿ atteŶdus et eŶǀoǇĠs, et de seƌǀiĐes 
ĐoŶsoŵŵĠs et fouƌŶis. Cette ǀue ƌepƌĠseŶte l͛interface du rôle, Đ͛est à diƌe uŶiƋueŵeŶt soŶ 
poteŶtiel d’iŶteƌaĐtioŶ au sein de la collaboration sans présumer de la manière dont il est conçu. 
DaŶs le laŶgage IDEA, Đe poteŶtiel d͛iŶteƌaĐtioŶ est ƌepƌĠseŶtĠ paƌ uŶ eŶseŵďle d͛ĠlĠŵeŶts 
Endpoint. A l͛opposĠ, l͛eŶseŵďle des sous-rôles et des interactions entre ces sous-rôles constitue une 
vue en « boîte blanche » d͛uŶ ƌôle. Cette ǀue ƌepƌĠseŶte l͛implémentation du ƌôle, Đ͛est-à-dire la 
ŵaŶiğƌe doŶt il s͛oƌgaŶise en interne pouƌ ġtƌe Đapaďle iŶteƌagiƌ aǀeĐ d͛autƌes ƌôles daŶs une 
collaboration. 
 
Figure 31 - Interface vs implémentation d'un rôle 
Ces deuǆ ǀues d͛uŶ ŵġŵe ƌôle soŶt illustƌĠes suƌ l͛eǆeŵple du ƌôle « Protection du convoi » sur la 
Figure 31. Son interface est composée des Endpoints d͛eŶǀoi de doŶŶĠes d͛oďseƌǀatioŶ et de 
comptes-rendus, et de réception de la situation tactique (SiTac) et d͛oƌdƌes. Son implémentation 
comporte les deux sous-rôles « Appui protection » et « Protection des flancs », ainsi que les 
interactions « Echanges informationnels » et « Echanges hiérarchiques » qui font le lien avec 
l͛iŶteƌfaĐe. 
 
DaŶs le ŵĠtaŵodğle, l͛iŶteƌfaĐe et l͛iŵplĠŵeŶtatioŶ d͛uŶ ƌôle oŶt ĠtĠ décorrélées par 
l͛iŶtƌoduĐtioŶ du ĐoŶĐept RoleInterface présenté sur la Figure 32 (évolution du schéma de la Figure 
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11).  Chaque Role contient une RoleInterface, ĐoŵposĠe de l͛eŶseŵďle des Endpoint dont il dispose 
et Ƌui lui peƌŵetteŶt d͛iŶteƌagiƌ au seiŶ d͛uŶe ĐollaďoƌatioŶ.  
Les lieŶs eŶtƌe l͛iŶteƌfaĐe et l͛iŵplĠŵeŶtatioŶ d͛uŶ ƌôle soŶt ŵodĠlisĠs paƌ des ƌelatioŶs Delegates 
établies entre deux Endpoints. L͛Endpoint source de la relation doit appartenir à l͛iŶteƌfaĐe du ƌôle, et 
la Điďle soit à l͛iŶteƌfaĐe d͛uŶ de ses sous-ƌôles, soit à uŶe iŶteƌaĐtioŶ de pƌoduits ;ou d͛ĠǀğŶeŵeŶtsͿ 
comme dans le cas du rôle « Protection du convoi ». Dans le DSL IDEA, cette contrainte est 
implémentée sous forme de règle de cohérence. Elle impose de plus aux deux Endpoints d͛ġtƌe 
ĠƋuiǀaleŶts, Đ͛est-à-dire de même type (ex. ProvidedServiceEndpoint) et de même caractéristique 
(ex. référencer le même service). 
Sur la Figure 31, les relations Delegates sont représentées par les liens en pointillés.  
 
Figure 32 - Le concept RoleInterface dans le métamodèle IDEA 
Le concept RoleInterface est de plus dotĠ d͛uŶe opĠƌatioŶ IsCompatibleWith() prenant en 
paramètre une autre interface et retournant un booléen. Une interface est considérée compatible 
d͛uŶe autƌe si elle ĐoŶtieŶt au ŵoiŶs uŶ Endpoint équivalent à chacun des Endpoints de l͛autƌe. La 
ĐoŵpatiďilitĠ des iŶteƌfaĐes Ŷ͛est pas sǇŵĠtƌiƋue : suƌ l͛eǆeŵple illustƌĠ suƌ la Figure 33, l͛iŶteƌfaĐe 
du rôle « Appui protection externe » est compatible de celle de « Appui protection interne », mais 
l͛iŶǀeƌse est fauǆ. EŶ effet, il ŵaŶƋue à l͛iŶteƌfaĐe « Appui protection interne » un Endpoint de 
ƌĠĐeptioŶ de ĐoŶfiƌŵatioŶ de l͛oƌdƌe. 
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Figure 33 - Principe de compatibilité des Interfaces 
2.4.3.2. Interface requise par une collaboration et interchangeabilité des rôles 
Sur le principe, la compatibilitĠ des iŶteƌfaĐes peƌŵet auǆ ƌôles Ƌui les poƌteŶt d͛ġtƌe 
interchangeables. Du poiŶt de ǀue d͛uŶe ĐollaďoƌatioŶ, Đela sigŶifie Ƌu͛elle pouƌƌait ƌeŵplaĐeƌ 
Ŷ͛iŵpoƌte leƋuel de ses ƌôles paƌ uŶ autƌe, pouƌǀu Ƌu͛il soit dotĠ d͛uŶe iŶteƌfaĐe Đoŵpatiďle et doŶĐ 
capaďle d͛assuŵeƌ toutes les iŶteƌaĐtioŶs atteŶdues. Paƌ eǆeŵple, la ĐollaďoƌatioŶ « Protection du 
convoi » de la Figure 31 pouƌƌait ƌeŵplaĐeƌ soŶ ƌôle d͛ « Appui protection » paƌ Ŷ͛iŵpoƌte Ƌuel autƌe 
ƌôle disposaŶt d͛uŶe iŶteƌfaĐe ĐoŶteŶaŶt au ŵiŶiŵuŵ quatre Endpoints d͛eŶǀoi des doŶŶĠes 
d͛oďseƌǀatioŶ, d͛eŶǀoi de Đoŵptes-rendus, de réception de la SiTac et de ƌĠĐeptioŶ d͛oƌdƌes, et un 
Endpoint de fourniture du service « Appui protection ».  
Sur la base de ces constatations, il apparait légitime de reconsidérer la pertinence de 
l͛ĠtaďlisseŵeŶt au Ŷiǀeau ŵĠtaŵodğle de la ƌelatioŶ Involves eŶtƌe ƌôles. Coŵŵe oŶ peut l͛oďseƌǀeƌ 
sur la Figure 32, celle-ci est en effet établie entre un rôle source et un rôle cible. Afin de mieux 
ŵettƌe eŶ eǆeƌgue l͛iŶteƌĐhaŶgeaďilitĠ des ƌôles et le fait Ƌu͛uŶe ĐollaďoƌatioŶ Ŷe se pƌĠoĐĐupe Ƌue 
de l͛iŶteƌfaĐe de ses ƌôles, elle auƌait pu au ĐoŶtƌaiƌe Điďleƌ le Đoncept RoleInterface. Dans ce cas, le 
Đhoiǆ et l͛aĐte d͛iŶtƌoduiƌe uŶ ƌôle Đoŵpatiďle daŶs uŶe ĐollaďoƌatioŶ pouƌ ƌeŵplir une interface 
requise serait entièrement à la Đhaƌge de l͛utilisateuƌ. DaŶs le Đas d͛uŶe oƌgaŶisatioŶ Đoŵpleǆe de 
rôles, cette charge pourrait se révéler importante. Par exemple pour la collaboration « Protection du 
convoi », l͛utilisateuƌ deǀƌait eŶ pƌeŵieƌ lieu dĠfiŶiƌ les tƌois iŶteƌfaĐes ĐoƌƌespoŶdaŶt à l͛appui 
protection et aux protections des flancs, indépendamment de ces interfaces définir les trois rôles 
« Appui protection », « Protection flanc gauche » et « Protection flanc droit », puis revenir au niveau 
de la collaboration de protection pour associer individuellement chacun de ces rôles aux interfaces. 
L͛eŶseŵďle de Đes aĐtioŶs ƌeƋuieƌt plus d͛effoƌt Ƌue de dĠfiŶiƌ diƌeĐteŵeŶt les ƌôles daŶs la 
collaboration. 
DaŶs le Đadƌe de Ŷotƌe doŵaiŶe d͛appliĐatioŶ, daŶs la ŵajeuƌe paƌtie des Đas la ŵodĠlisatioŶ des 
stƌuĐtuƌes de ƌôles ĐoŶĐeƌŶe uŶe dĠĐoŵpositioŶ pƌĠĐise et ideŶtifiĠe d͛uŶe collaboration en rôles. 
Faire intervenir de la variabilité et chercher à remplacer un rôle par un autre est ainsi une action 
certes nécessaire, mais devant rester optionnelle car ne représentant pas la majorité des cas. Par 
conséquent, la réalisation d͛uŶ ŵodğle où l͛aƌďoƌesĐeŶĐe des ƌôles est dĠteƌŵiŶĠe doit ġtƌe Đelle Ƌui 
ŶĠĐessite le ŵoiŶs d͛effoƌt à l͛utilisateuƌ, et doŶĐ l͛appƌoĐhe pƌĠǀue paƌ dĠfaut paƌ le laŶgage. Plutôt 
Ƌue d͛oďligeƌ daŶs tous les Đas la ŵodĠlisatioŶ iŶdĠpeŶdaŶte des iŶteƌfaĐes requises par les 
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collaborations et des ƌôles Ƌui eŶ soŶt Đoŵpatiďles, Ŷous aǀoŶs pƌĠfĠƌĠ l͛appƌoĐhe de ŵodĠlisatioŶ 
directe des rôles dans la collaboration. 
 
Paƌ ƌappoƌt au pƌiŶĐipe d͛iŶstaŶĐiatioŶ, la dĠfiŶitioŶ d͛uŶ ƌôle daŶs uŶe ĐollaďoƌatioŶ au Ŷiǀeau des 
types domaines représente une spécification par défaut du rôle attendu. Nous considérons alors 
l͛iŶteƌfaĐe ŵiŶiŵale ƌeƋuise paƌ uŶe ĐollaďoƌatioŶ pouƌ uŶ ƌôle Đoŵŵe dĠduite de l͛eŶseŵďle des 
interactions dans lesquelles la collaboration fait interveniƌ Đe deƌŶieƌ. Il s͛agit aloƌs des Endpoints du 
rôle impliqués dans une interaction dans le cadre de la collaboration, et donc potentiellement un 
sous-eŶseŵďle de l͛iŶteƌfaĐe pƌopƌe du ƌôle plutôt Ƌue la totalitĠ. Paƌ eǆeŵple, ĐoŶsidĠƌoŶs uŶe 
collaboration « RC » dans laquelle a été défini un rôle « RA » porteur de quatre Endpoints, mais ne 
faisant intervenir ce rôle que dans deux interactions. Comme illustré sur la Figure 34, l͛iŶteƌfaĐe 
requise par « RC » pour « RA » est un sous-eŶseŵďle de l͛iŶteƌfaĐe de Đe deƌŶieƌ, liŵitĠ auǆ deuǆ 
Endpoints impliqués dans les interactions.  
CoŶĐƌğteŵeŶt, Ŷous Ŷ͛aǀoŶs pas iŶtĠgƌĠ Đette ŶotioŶ d͛iŶteƌfaĐe ƌeƋuise au Ŷiǀeau du ŵĠtaŵodğle 
IDEA puisƋu͛elle peut ġtƌe dĠduite par un algorithme très simple. Nous l͛aǀoŶs iŵplĠŵeŶtĠe daŶs 
une méthode surchargeant la méthode IsCompatibleWith() présentée en 2.4.3.1, prenant un 
paramètre supplémentaire de type Collaboration qui représente la collaboration définissant les 
iŶteƌaĐtioŶs à pƌeŶdƌe eŶ Đoŵpte. DaŶs le Đas de l͛eǆeŵple pƌĠseŶtĠ paƌ la Figure 34, si l͛oŶ Ŷote « IA 
» l͛iŶteƌfaĐe du ƌôle « RA » et « RB » l͛iŶteƌfaĐe du ƌôle « RB », on aura donc 
IB.IsCompatibleWith(IA) = false, mais IB.IsCompatibleWith(IA, RC) = true : « IB » ne 
ĐoŶtieŶt pas d͛ĠƋuiǀaleŶt à l͛iŶtĠgƌalitĠ des Endpoints de « IA », mais contient un équivalent pour 
chaque Endpoint de « IA » impliqué dans une interaction dans le contexte de « RC ». 
 
  Figure 34 - Interface requise par une collaboration pour un rôle 
A l͛iŶstaŶĐiatioŶ, les ƌôles d͛uŶe ĐollaďoƌatioŶ soŶt iŶstaŶĐiĠs aǀeĐ elle et le dĠploieŵeŶt aiŶsi 
oďteŶu est Đoŵplet et foŶĐtioŶŶel saŶs ƌeƋuĠƌiƌ d͛aĐtioŶ de la paƌt de l͛utilisateuƌ. Ce deƌŶieƌ peut 
ĐepeŶdaŶt eǆploiteƌ l͛iŶteƌĐhaŶgeaďilitĠ des ƌôles pouƌ ƌeŵplaĐeƌ uŶ ƌôle iŶstaŶĐe doŵaiŶe paƌ uŶ 
autƌe, sous ĐoŶtƌaiŶte d͛uŶe ƌğgle du laŶgage iŵposaŶt la ĐoŵpatiďilitĠ de l͛iŶteƌfaĐe de Đe Ŷouǀeau 
ƌôle aǀeĐ l͛iŶteƌfaĐe ƌeƋuise paƌ la ĐollaďoƌatioŶ. Paƌ exemple, après instanciation de la collaboration 
« RC », l͛utilisateuƌ peut ƌeŵplaĐeƌ l͛iŶstaŶĐe du ƌôle « RA » paƌ Ŷ͛iŵpoƌte Ƌuel ƌôle iŶstaŶĐe poƌteuƌ 
de deux Endpoints compatibles, comme par exemple « RB ». On dira alors que le nouveau rôle 
instance participe à la collaboration au titre de l͛aŶĐieŶ. 
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2.4.3.3. Participation d’un rôle à plusieurs collaborations 
Comme illustré sur la Figure 34, il peut aƌƌiǀeƌ Ƌu͛uŶ ƌôle de Ŷiǀeau iŶstaŶĐe doŵaiŶe ǀieŶŶe 
participer à une collaboration sans pour autant impliquer tous ses Endpoints dans des interactions. 
DaŶs de telles situatioŶs, il est possiďle Ƌue le ƌôle Ŷe ƌeçoiǀe pas l͛eŶseŵďle des eŶtƌĠes nécessaires 
à son bon fonctionnement. Par exemple, considérons un rôle « Appui protection externe » tel que 
présenté sur la Figure 33, participant à la « Protection du convoi » au titre de « Appui protection 
interne ». Son interface comporte un Endpoint de ƌĠĐeptioŶ de ĐoŶfiƌŵatioŶ d͛oƌdƌe, Ƌui Ŷ͛est pas 
impliqué dans une relation de service dans le cadre de « Protection du convoi ». Or la réception de ce 
produit est, selon la doctrine, indispensable à ce rôle pour pouvoir fournir le service « Appui 
protection ». 
Obliger une collaboration à impliquer tous les Endpoints de ses rôles dans des interactions 
ƌeǀieŶdƌait à iŶǀalideƌ le pƌiŶĐipe d͛iŶteƌfaĐe ƌeƋuise paƌ uŶe ĐollaďoƌatioŶ pouƌ uŶ ƌôle tel Ƌu͛il a ĠtĠ 
défini précédemment, et pƌiǀeƌ aiŶsi le ŵodğle de la fleǆiďilitĠ Ƌu͛il appoƌte. De plus, le fait Ƌue tous 
les Endpoints ne soient pas connectés peut également ne pas constituer un obstacle au bon 
fonctionnement du rôle, voire ŵġŵe ġtƌe ŶĠĐessaiƌe daŶs le Đadƌe de l͛Ġtude de l͛aƌĐhiteĐtuƌe ;paƌ 
exemple pour modéliser et évaluer des modes dégradés). 
 
Pouƌ peƌŵettƌe à uŶ ƌôle de ƌeĐeǀoiƌ l͛eŶseŵďle de ses eŶtƌĠes tout eŶ ĠtaŶt iŵpliƋuĠ daŶs uŶe 
collaboration qui ne définisse pas ĐoŵŵeŶt elles lui soŶt fouƌŶies, il est ŶĠĐessaiƌe d͛autoƌiseƌ uŶ 
rôle de niveau instance domaine à prendre part à plusieurs collaborations. Cette participation à 
plusieurs collaborations ne doit cependant pas eŶtƌaîŶeƌ de ĐoŶfusioŶ possiďle à l͛eǆĠĐutioŶ. En 
paƌtiĐulieƌ, uŶ seƌǀiĐe Ŷe peut ġtƌe ĐoŶsoŵŵĠ Ƌue depuis uŶ seul fouƌŶisseuƌ ;afiŶ d͛Ġǀiteƌ de deǀoiƌ 
faiƌe uŶ Đhoiǆ paƌ dĠfaut ƋuaŶt à l͛appel). Par conséquent, un rôle instance domaine ne peut 
participer à plusieurs collaborations que si les interfaces requises par les collaborations ne 
ĐoŶtieŶŶeŶt pas d͛Endpoints équivalents en ce qui concerne la consommation de service. Ce principe 
est illustré sur la Figure 35. Dans le DSL IDEA, ces restrictions ont été implémentées dans des règles 
de ĐohĠƌeŶĐe liŵitaŶt les Đhoiǆ de l͛utilisateuƌ auǆ ƌôles ĐoŶfoƌŵes.  
 
Deux collaborations partageant un rôle établissent par ce biais un lien de dépendance. En 
paƌtiĐulieƌ, uŶe iŶteƌaĐtioŶ daŶs l͛uŶe peut ġtƌe ĐoŶditioŶŶĠe paƌ la ŵise eŶ œuǀƌe d͛uŶe iŶteƌaĐtioŶ 
daŶs l͛autƌe. C͛est le Đas de la ĐollaďoƌatioŶ « Protection du convoi » daŶs sa ĐoŶfiguƌatioŶ d͛appui 
externe : la fouƌŶituƌe du seƌǀiĐe d͛appui pƌoteĐtioŶ Ŷe peut pas aǀoiƌ lieu si, au pƌĠalaďle, le ƌôle 
« Appui protection externe » Ŷ͛a pas ƌeçu ĐoŶfiƌŵatioŶ de l͛oƌdƌe, laƋuelle doit lui ġtƌe fouƌŶie daŶs 
le Đadƌe d͛uŶe ĐollaďoƌatioŶ diffĠƌeŶte. Lors de la simulation, deux collaborations partageant un rôle 
peuǀeŶt aiŶsi iŶflueƌ l͛uŶe suƌ l͛autƌe d͛uŶ poiŶt de ǀue teŵpoƌel, ǀoire se synchroniser. Dans le cas 
de la collaboration « Protection du convoi », les deux rôles de protection resteront bloqués en 
atteŶte de l͛appui aussi loŶgteŵps Ƌue la ĐoŶfiƌŵatioŶ de l͛oƌdƌe Ŷe seƌa pas paƌǀeŶue à l͛« Appui 
protection externe ». A noteƌ Ƌu͛il Ŷe s͛agit pas là d͛uŶ iŵpaĐt ƌestƌiĐtif suƌ le ŵodğle : cette situation 
est ƌepƌĠseŶtatiǀe de la ƌĠalitĠ et peƌŵet d͛ideŶtifieƌ et d͛anticiper des cas de bloĐage de l͛eŶtƌepƌise 
considérée. 
2.4.3.4. Par rapport aux acteurs… 
Faire participer un rôle à plusieuƌs ĐollaďoƌatioŶs est d͛uŶ espƌit diffĠƌeŶt de faiƌe joueƌ des ƌôles 
différents à un même acteur. En effet, le premier cas induit une dépendance entre les collaborations, 
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alors que les différents rôles joués par un même acteur le sont de manière indépendante. De même, 
le pƌiŶĐipe d͛iŶteƌĐhaŶgeaďilitĠ des ƌôles est ĐoŵplĠŵeŶtaiƌe de la possiďilitĠ de suďstitueƌ uŶ aĐteuƌ 
à un autre pour jouer un même rôle, à la fois du point de vue du sens du modèle que de son 
exécution. 
Faire participer un rôle dans une collaďoƌatioŶ au titƌe d͛uŶ autƌe ƌôle sigŶifie ŵodifieƌ la ŵaŶiğƌe 
dont les responsabilités allouées par la collaboration à ce rôle (c.-à-d. iŶteƌaĐtioŶs liĠes à l͛iŶteƌfaĐe 
ƌeƋuiseͿ soŶt ŵises eŶ œuǀƌe. UŶe telle ŵodifiĐatioŶ auƌa gĠŶĠƌaleŵeŶt uŶ iŵpaĐt à la simulation 
suƌ le ĐheŵiŶ d͛eǆĠĐutioŶ, daŶs la ŵesuƌe où des pƌoĐessus diffĠƌeŶts seƌoŶt dĠƌoulĠs, paƌ des 
aĐteuƌs diffĠƌeŶts et daŶs le Đadƌe d͛iŶteƌaĐtioŶs diffĠƌeŶtes.  
EŶ ƌeǀaŶĐhe, ƌeŵplaĐeƌ l͛aĐteuƌ Ƌui joue uŶ ƌôle ;via la relation Plays) par un autre ne modifie pas 
la ŵaŶiğƌe, ŵais les ŵoǇeŶs paƌ lesƋuels les ƌespoŶsaďilitĠs allouĠes à Đe ƌôle soŶt ŵises eŶ œuǀƌe. 
Cette modification peut par exemple avoir un impact sur la disponibilité du rôle en alourdissant la 
Đhaƌge de l͛aĐteuƌ Ƌui le joue, ŵais pas suƌ le ĐheŵiŶ d͛eǆĠĐutioŶ. 
 
 
Figure 35 - Eǆeŵple de ƌestƌiĐtioŶs suƌ la paƌtiĐipatioŶ d’uŶ ƌôle à plusieuƌs ĐollaďoƌatioŶs 
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Chapitre 3. Application et retours d’expérience 
  
Autonomie et reconfiguration des systèmes de systèmes tactiques 






3.1. Implémentation et outillage 
3.1.1. Mise en œuvre du langage et des contributions de la thèse 
3.1.1.1. Contexte technologique 
Pouƌ le D“L IDEA, l͛eŶǀiƌoŶŶeŵeŶt D“L Tools de MiĐƌosoft a ĠtĠ pƌiǀilĠgiĠ paƌ ƌappoƌt auǆ 
environnements EMF : dans une optique de simulation du modèle, il est en effet apparu essentiel de 
disposeƌ d͛uŶ eŶǀiƌoŶŶeŵeŶt peƌŵettaŶt de personnaliser aisément le code associé aux classes 
générées à partir du métamodèle. Paƌ eǆeŵple, pouƌ pouǀoiƌ estiŵeƌ le ĐoŶteǆte d͛uŶ pƌoĐessus eŶ 
Đouƌs d͛eǆĠĐutioŶ, il est iŶdispeŶsaďle de dĠfiŶiƌ des ŵĠthodes de paƌĐouƌs du ŵodğle pouǀaŶt ġtƌe 
exploitées paƌ l͛eŶǀiƌoŶŶeŵeŶt de siŵulatioŶ. L͛eŶǀiƌoŶŶeŵeŶt D“L Tools peƌŵet de tiƌeƌ paƌti du 
mot-clé .NET « partial », suppoƌtaŶt la dĠfiŶitioŶ d͛uŶe ŵġŵe Đlasse suƌ plusieuƌs fiĐhieƌs, et doŶĐ 
une séparation propre entre le code généré à partir du métamodèle et le code personnalisé.  
De plus, la version la plus récente de DSL Tools à la date des travaux peƌŵet d͛utiliseƌ WiŶdoǁs 
Presentation Foundation (WPF) pour la représentation graphique des modèles. Ce formalisme 
générique offre un éventail de possibilités plus large que le Graphical Modeling Framework (GMF) 
utilisé par EMF et dédié à la modélisation. Les modèles créés sur la base du langage IDEA pouvant 
ġtƌe utilisĠs Đoŵŵe suppoƌts de ĐoŵŵuŶiĐatioŶ eŶtƌe les iŶteƌǀeŶaŶts de l͛aƌĐhiteĐtuƌe, leuƌ 
représentatioŶ gƌaphiƋue pƌĠseŶte uŶe gƌaŶde iŵpoƌtaŶĐe ďieŶ Ƌu͛elle Ŷe soit pas adƌessĠe eŶ dĠtail 
dans le cadre de cette thèse. 
3.1.1.2. Architecture du DSL IDEA dans DSL Tools 
L͛aƌĐhiteĐtuƌe du laŶgage telle Ƌue pƌĠseŶtĠe eŶ 2.2.1.1 se traduit dans le formalisme DSL Tools de 
la manière suivante : 
 Le métamodèle est défini par le composant principal des DSL Tools, le DslDefinition. Il est 
construit de manière graphique, et permet ensuite de générer du code définissant la 
structure technique du langage. A la génération, une classe C# est créée pour chaque 
concept et chaque relation du métamodèle.  
 Les règles de cohérence se traduisent dans DSL Tools par des Consistency Rules, Đ͛est à 
dire des classes C# dotées d͛uŶ attƌiďut paƌtiĐulieƌ. 
Les règles de cohérence sont principalement caractérisées par les éléments suivants : 
o Le ou les concept(s) ou relation(s) du métamodèle sur lequel (lesquels) porte la 
règle, 
o UŶ ou plusieuƌs ĠǀĠŶeŵeŶt;sͿ dĠĐleŶĐheuƌ;sͿ de la ƌğgle ;eǆ. ĐƌĠatioŶ d͛uŶ Ŷouǀel 
ĠlĠŵeŶt de ŵodğle issu d͛uŶ ĐoŶĐept ĐoŶĐeƌŶĠ paƌ la ƌğgleͿ, 
o Pour chaque événement déclencheur, une fonction C# définissant le 
ĐoŵpoƌteŵeŶt de la ƌğgle ;eǆ. ĐƌĠatioŶ autoŵatiƋue d͛uŶ ĠlĠŵeŶt liĠͿ. 
 Les règles de validation se traduisent dans DSL Tools par des Validation Rules, Đ͛est à diƌe 
des classes C# dotées d͛uŶ attƌiďut paƌticulier. 
Les règles de validation sont principalement caractérisées par les éléments suivants : 
o Le ou les concept(s) ou relation(s) du métamodèle sur lequel (lesquels) porte la 
règle, 
Autonomie et reconfiguration des systèmes de systèmes tactiques 






o Une fonction vérifiant un certain nombre de caractéristiques de structure de 
l͛eŶseŵďle des ĠlĠŵeŶts de ŵodğle issus d͛uŶ ĐoŶĐept ĐoŶĐeƌŶĠ paƌ la ƌğgle, 
o UŶ ou plusieuƌs ŵessages à affiĐheƌ à l͛utilisateuƌ seloŶ le ƌĠsultat des ǀĠƌifiĐatioŶs 
effectuées. 
 
Nous avons ajouté aux classes générées à partir du métamodèle (concepts et relations) de deux 
types de méthodes auxiliaires : 
 Les méthodes métier, décrivant des fonctionnalités métier comme par exemple les 
ŵĠthodes d͛iŶstaŶĐiatioŶ Instantiate() présentées en 2.3.3.5. Ces méthodes sont 
appelĠes paƌ l’eŶviƌoŶŶeŵeŶt de ŵodĠlisatioŶ au Đouƌs de la dĠfiŶitioŶ d͛uŶ ŵodğle, 
comme les règles de cohérence et de validation. 
 Des ŵĠthodes d͛exploration du modèle, constituant une API permettant à un programme 
tiers de parcourir un modèle sans connaître le détail de sa structure. Par exemple, une 
méthode sur la classe du concept EnterpriseEntity retourne, pour une entité de niveau 
iŶstaŶĐe doŶŶĠe, l͛eŶtitĠ de Ŷiǀeau iŶstaŶĐe lui fouƌŶissant un service donné dans le cadre 
d͛uŶe ĐollaďoƌatioŶ iŶstaŶĐe doŶŶĠe. 
Du point de vue du projet logiciel, ces méthodes sont rédigées dans des fichiers différents de ceux 
contenant le code généré à partir du métamodèle. 
 
Les classes générées à partir du métamodèle, leurs méthodes auxiliaires, les règles de cohérence et 
les règles de validation constituent une DLL autonome (DSLDefinition.dll). Cette DLL est exploitée par 
le ŵoteuƌ d͛eǆĠĐutioŶ eŶ Đhaƌge de la siŵulatioŶ des ŵodğles. 
Le ŵoteuƌ d͛eǆĠĐutioŶ, dont le contenu technique sort du périmètre de cette thèse, se base sur le 
formalisme Microsoft Workflow Foundation (WF) pour exécuter les processus définis dans un 
modèle : l͛eǆĠĐutioŶ fait iŶteƌǀeŶiƌ, de ŵaŶiğƌe tƌaŶspaƌeŶte pouƌ l͛utilisateuƌ, uŶe tƌaduction des 
éléments de modèle de type Process dans le format natif (WF). Il eǆploite les ŵĠthodes d͛eǆploƌatioŶ 
fournies par la DLL D“LDefiŶitioŶ.dll pouƌ ŵettƌe eŶ œuǀƌe les iŶteƌaĐtioŶs ;seƌǀiĐes, pƌoduits…Ϳ et 
retrouver toutes les autres informations qui peuvent lui être nécessaires. 
  
La Figure 36 ci-après présente un récapitulatif de cette architecture, en lien avec la Figure 6  
présentée en 2.2.1.1. 
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Figure 36 - Implémentation de l'architecture du langage dans MS DSL Tools 
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3.1.1.3. Présentation de la suite IDEA Studio 
Au cours de la démarche IDEA présentée en 1.3.2.2 soŶt ŵis eŶ œuǀƌe uŶ ĐeƌtaiŶ Ŷoŵďƌe d͛outils, 
dont les grandes familles sont représentées sur la Figure 37. En support aux aspects prototypage 
rapide (boucles I-D et D-E principalement) a été développée une suite logicielle dédiée, IDEA Studio, 
ďasĠe suƌ le laŶgage de desĐƌiptioŶ d͛aƌĐhiteĐtuƌe pƌĠseŶtĠ daŶs Đette thğse. L͛oďjeĐtif de la suite 
logicielle est de peƌŵettƌe de dĠfiŶiƌ, ǀalideƌ et Ġǀalueƌ des aƌĐhiteĐtuƌes d͛eŶtƌepƌises et de 
“Ǉstğŵes de “Ǉstğŵes paƌ le ďiais d͛uŶ ŵodğle siŵulaďle.  
 
Figure 37 - Outillage de la démarche IDEA 
IDEA Studio est composée de deux outils : IDEA Designer pour la modélisation, et IDEA Performer 
pouƌ la siŵulatioŶ. Les deuǆ outils eǆploiteŶt uŶ ŵodğle uŶiƋue, peƌsistaŶt sous la foƌŵe d͛uŶ fiĐhieƌ 
ǆŵl. Ce pƌiŶĐipe peƌŵet d͛Ġǀiteƌ toute tƌaŶsfoƌŵatioŶ de ŵodèle, conformément au besoin identifié 
en 1.2.1.3 pour le support à une approche par prototypage rapide.  
A la date de ƌĠdaĐtioŶ de Đe doĐuŵeŶt, les deuǆ outils soŶt d͛uŶ ďoŶ Ŷiǀeau de ŵatuƌitĠ et foŶt 
l͛oďjet d͛uŶe utilisatioŶ daŶs le Đadƌe d͛affaiƌes iŶdustƌielles, doŶt uŶ ŵodğle seƌa pƌĠseŶtĠ en 3.2. 
 
IDEA Designer est l͛outil de ŵodĠlisatioŶ, peƌŵettaŶt de représenter une architecture selon le DSL 
IDEA. Il peƌŵet la ǀisualisatioŶ et l͛ĠditioŶ du ŵodğle paƌ le ďiais d͛uŶ eŶseŵďle de diagƌaŵŵes, 
présentés plus en détail en Annexe 6.  
IDEA Designer est constitué de la DLL contenant le DSL IDEA implémenté dans DSL Tools, telle que 
présentĠ daŶs la paƌtie pƌĠĐĠdeŶte, et de l͛IHM de ŵodĠlisatioŶ peƌŵettaŶt de ĐƌĠeƌ les ŵodğles. La 
majeure partie du code source de l͛outil, environ 85% en termes de nombre de lignes, est constitué 
par le code généré à partir du métamodèle.  
Comme pour tous les modeleurs produits par DSL Tools, l͛IHM de ŵodĠlisatioŶ d͛IDEA DesigŶeƌ est 
basée le Shell Visual Studio dans sa version 2010 ou ultérieure. Le Shell est une exécution « vide » de 
Visual “tudio, daŶs laƋuelle est iŶtĠgƌĠ le ŵodeleuƌ. L͛alluƌe gĠŶĠƌale de l͛IHM est aiŶsi siŵilaiƌe à 
celle de Visual Studio. Les diagrammes de modélisation (cf. Annexe 6) exploitent soit directement les 
fonctionnalités graphiques offertes par DSL Tools (Windows Form), soit le formalisme Windows 
Presentation Foundation (WPF). 
UŶe Đaptuƌe d͛ĠĐƌaŶ ƌepƌĠseŶtaŶt l͛ĠditioŶ d͛uŶ ŵodğle daŶs Đet outil est pƌĠseŶtĠe eŶ Annexe 4. 
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IDEA Performer est l͛outil de simulation, ďasĠ suƌ le ŵoteuƌ d͛eǆĠĐutioŶ permettant de simuler les 
pƌoĐessus ŵĠtieƌ daŶs le ĐoŶteǆte de l͛aƌĐhiteĐtuƌe dĠploǇĠe. L͛eǆĠĐutioŶ du modèle peut être 
visualisé selon différentes perspectives, comme les interactions représentées entre les entités 
déployées sous forme de pions sur une carte, une ǀue ĐhƌoŶologiƋue de l͛eǆĠĐutioŶ de l͛eŶseŵďle 
des processus, ou encore une visualisation individuelle des processus. La simulation des processus 
peut se faiƌe soit eŶ pas à pas, soit eŶ ĐoŶtiŶu. DaŶs tous les Đas, l͛utilisateuƌ peut iŶteƌǀeŶiƌ peŶdaŶt 
l'exécution comme par exemple déplacer des pions sur la carte, forcer des décisions dans les 
processus et injecter des événements. 
IDEA Peƌfoƌŵeƌ se ďase suƌ le ŵoteuƌ d͛eǆĠĐutioŶ de WiŶdoǁs Woƌkfloǁ FouŶdatioŶ ;WFͿ, et 
présente une IHM développée intégralement avec la technologie WPF. Pour parcourir, interroger, 
voire modifier le modèle, il fait appel à une API spécifique définie au niveau du DSL dans le projet 
d͛IDEA DesigŶeƌ.  
UŶe Đaptuƌe d͛ĠĐƌaŶ ƌepƌĠseŶtaŶt l͛eǆĠĐutioŶ d͛uŶ ŵodğle daŶs Đet outil est pƌĠseŶtĠe eŶ Annexe 
5. 
3.1.1.4. Intégration des travaux de thèse 
Les travaux réalisés au cours de cette thèse pouƌ adƌesseƌ les pƌoďlĠŵatiƋues d͛adaptaďilitĠ de 
l͛eŶtƌepƌise Ŷ͛oŶt pas tous ĠtĠ intégrés au ŵġŵe stade daŶs l͛outil IDEA DesigŶeƌ : certains sont 
intégrés à la version en cours à la date de rédaction de cette thèse (version dite « actuelle » dans la 
suite de cette partie), d͛autƌes soŶt iŵplĠŵeŶtĠs sous foƌŵe de pƌototǇpe. Les tƌaǀauǆ adĠƋuats ont 
ĠtĠ paƌ ailleuƌs ƌĠalisĠs paƌ l͛ĠƋuipe de dĠǀeloppeŵeŶt au Ŷiǀeau d͛IDEA Peƌfoƌŵeƌ pouƌ Ƌue toutes 
les ĐoŶtƌiďutioŶs iŶtĠgƌĠes à soieŶt pƌises eŶ Đoŵpte loƌs de l͛eǆĠĐutioŶ du ŵodğle. 
Le Đhoiǆ de l͛iŵplĠŵeŶtatioŶ daŶs la ǀeƌsioŶ actuelle de l͛outil de chacune des contributions a été 
évalué sur la base des besoins des utilisateurs, l͛outil ĠtaŶt eǆploitĠ dans des affaires industrielles. 
L͛aĐĐeŶt a ĠtĠ aiŶsi pƌiŶĐipaleŵeŶt ŵis suƌ les tƌaǀauǆ ĐoŶditioŶŶaŶt la stƌuĐtuƌe de ďase d͛uŶ 
ŵodğle, à saǀoiƌ l͛oƌgaŶisatioŶ du ŵĠtaŵodğle et le pƌiŶĐipe d͛iŶstaŶĐiatioŶ doŵaiŶe.  
Les aspects de configuration des entités, estimés moins prioritaires que la configuration des rôles, 
seront intégrés à la version suivante.  
Le Tableau 4 ci-dessous pƌĠseŶte uŶe ǀue sǇŶthĠtiƋue du statut de l͛iŵplĠŵeŶtatioŶ des 
contributions telles que développées au Chapitre 2 : 
 
Contribution Statut 
Ϯ.Ϯ OƌgaŶisatioŶ du laŶgage de desĐƌiptioŶ d’aƌĐhiteĐtuƌe 
Mise eŶ œuǀƌe des ǀues daŶs le ŵĠtaŵodğle IDEA Intégré 
2.3 Types et instances domaines 
Types et instances domaine dans le métamodèle Intégré  
Algoƌithŵes d͛iŶstaŶĐiatioŶ, ƌğgles de maintien en cohérence Intégré 
Ϯ.4 ModĠlisatioŶ de ĐoŶfiguƌatioŶs daŶs l’eŶtƌepƌise 
Configuration des entités : AbstractEntity et EntityConfiguration Prototype 
Configuration des rôles : RoleInterface, interchangeabilité des rôles, rôles 
partagés 
Intégré 
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Tableau 4 - Intégration des travaux de thèse dans IDEA Studio 
Les travaux réalisés dans le cadre de cette thèse ont été orientés par l͛eŶseŵďle d͛oďjeĐtifs 
introduits en 1.3.2.1. La contribution à ces objectifs étant non quantifiable, nous allons 
pƌiŶĐipaleŵeŶt l͛Ġǀalueƌ paƌ le ďiais des retours utilisateurs, recueillis aussi bien auprès 
d͛utilisateuƌs-testeurs que d͛utilisateuƌs daŶs le Đadƌe d͛affaiƌes. Au-delà de l͛ĠǀaluatioŶ des oďjeĐtifs 
et du stƌiĐt Đadƌe de l͛adaptaďilitĠ aǇaŶt guidĠ Đette thğse, daŶs l͛eŶseŵďle de cette partie nous nous 
appuierons également sur ces retours utilisateurs et notre expérience suite à la ŵise eŶ œuǀƌe du 
langage pour identifier des points forts et des recommandations générales quant à la conception 
d’uŶ DSL de desĐƌiptioŶ d’aƌĐhiteĐtuƌe d’eŶtƌepƌise visant à produire des modèles simulables. 
3.1.2. Retours d’expérience sur l’implémentation du langage 
3.1.2.1. Retours sur les objectifs 
La conception du DSL IDEA a nécessité uŶe atteŶtioŶ paƌtiĐuliğƌe à l͛eǆpƌessiǀitĠ du laŶgage pouƌ 
l͛utilisateuƌ. Cette pƌĠoĐĐupatioŶ, tƌaduite paƌ les oďjeĐtifs d͛expressivité métier et de généricité 
([EL1] et [EL2]), a ĠtĠ eŶ paƌtiĐulieƌ adƌessĠe paƌ le ďiais de l͛utilisatioŶ de ĐoŶĐepts adaptĠs. Le 
langage IDEA a été ainsi conçu autour d͛uŶ eŶseŵďle de ĐoŶĐepts-clés, choisis pour leur expressivité 
vis-à-ǀis de la teƌŵiŶologie eŶ usage pouƌ l͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise sans toutefois être spécifiques à 
uŶ doŵaiŶe d͛appliĐatioŶ. Le Đhoiǆ de Đes ĐoŶĐepts-ĐlĠs s͛est ƌĠǀĠlĠ peƌtiŶeŶt pouƌ les utilisateuƌs, 
dans la mesure où il leur a permis de transcrire leur métier dans le langage de modélisation de 
manière relativement naturelle.  
Certains des concepts reprennent cependant des termes utilisés dans des communautés 
diffĠƌeŶtes, et aǀeĐ uŶ seŶs diffĠƌeŶt. C͛est ŶotaŵŵeŶt le Đas du ĐoŶĐept de « Service ». Pour les 
ingénieurs, en particulier issus du domaine des technologies de l͛iŶfoƌŵatioŶ, Đe teƌŵe est 
ĠtƌoiteŵeŶt liĠ auǆ pƌiŶĐipes de l͛aƌĐhiteĐtuƌe oƌieŶtĠe seƌǀiĐes ;“OAͿ [41] et aux web services. Dans 
le métamodèle, ils ont donc par exemple regretté de ne pas retrouver la notion de « contrat ». Pour 
les experts opérationnels en revanche, le concept de service a un sens plus large et moins formalisé, 
et Đette paƌtie du ŵĠtaŵodğle Ŷ͛a pas posĠ de pƌoďlğŵe paƌtiĐulieƌ ǀis-à-vis de leur vision du terme.  
Pour définir dans le métamodèle IDEA ces concepts partagés entre plusieurs communautés malgré 
le manque de vision fédératrice (comme pourrait par exemple le proposer un métamodèle NAF 
formel), nous avons dû faire des choix pour adopter des compromis entre les différentes définitions 
(par exemple, ne pas inclure de concept de « contrat » de service). Pour valider la pertinence des 
choix effectués pour la définition du métamodèle, deux études ont été menées hors du périmètre de 
Đette thğse, l͛uŶe ĐoŶĐeƌŶaŶt la tƌaduĐtioŶ d͛uŶ ŵodğle IDEA ǀeƌs NAF et l͛autƌe cherchant à 
reproduire un modèle de Bayne. A titƌe d͛iŶfoƌŵatioŶ, les ƌĠsultats de Đes deux expérimentations 
sont présentés en Annexe 7 et Annexe 8. 
EŶ suppoƌt à l͛appƌoĐhe de pƌototǇpage ƌapide daŶs laƋuelle se positioŶŶe le laŶgage IDEA, 
l͛oďjeĐtif de modélisation assistée ;[ELϱ]Ϳ s͛est tƌaduit paƌ la ŵise eŶ plaĐe d͛uŶ eŶseŵďle de ƌğgles 
de ĐohĠƌeŶĐe et de ǀalidatioŶ. C͛est aloƌs l͛aĐtioŶ ĐoŵďiŶĠe de toutes Đes ƌğgles Ƌui peƌŵet d͛assuƌeƌ 
la cohérence et l͛exécutabilité du modèle ([EM1] et [EM2]).  
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3.1.2.2. Analyse des règles mises en œuvre 
En particulier, les règles visant au maintien en cohérence des instances domaines par rapport à leur 
type, exposées en 2.3.4, sont très représentatives des enjeux et problématiques rencontrés pour la 
ŵise eŶ œuǀƌe de l͛eŶseŵďle des ƌğgles du laŶgage. Au-delà de ces règles définies dans le cadre de la 
thèse, les règles de ĐohĠƌeŶĐe et de ǀalidatioŶ Ƌui oŶt ĠtĠ ŶĠĐessaiƌes pouƌ ŵettƌe eŶ œuǀƌe la 
modélisation assistée peuvent se classer selon deux axes : leuƌ oďjeĐtif et leuƌ ŵode d͛aĐtioŶ. Il 
iŵpoƌte de Ŷoteƌ Ƌue Đette ĐlassifiĐatioŶ Ŷ͛est pas pƌopƌe au doŵaiŶe des entreprises et des 
Systèmes de Systèmes, et peut être prise en compte pour assurer un objectif similaire dans tout 
autre DSL que le langage IDEA.  
 Axe des objectifs : 
o Règles de complétude – Ces règles visent à assurer que l͛eŶseŵďle des ĠlĠŵeŶts 
nécessaires à la simulation et à la conformité du modèle au langage ont été modélisés.  
o Règles de structure – Ces ƌğgles ǀiseŶt à eŵpġĐheƌ l͛ĠtaďlisseŵeŶt de patteƌŶs 
incohérents vis-à-ǀis des ĐoŶtƌaiŶtes d͛aƌĐhiteĐtuƌe.  
 Aǆe des ŵodes d͛aĐtioŶ : 
o Règles passives – Ces règles effectuent une vérification des modifications effectuées, afin 
d͛iŶteƌdiƌe ĐeƌtaiŶes aĐtioŶs ou de ƌeŵoŶteƌ des iŶfoƌŵatioŶs à l͛utilisateuƌ.  
o Règles actives – Ces ƌğgles supeƌǀiseŶt les aĐtioŶs de l͛utilisateuƌ eŶ effeĐtuaŶt des aĐtioŶs 
automatiques sur le modèle.  
Pour un DSL créĠ daŶs l͛eŶǀiƌoŶŶeŵeŶt D“L Tools, toutes les ƌğgles aĐtiǀes soŶt des ƌğgles 
de cohérence étant donné que les règles de validation ne peuvent pas modifier le modèle. 
 
Des exemples illustrant ces différentes catégories de règles dans le DSL IDEA sont présentés dans le 
Tableau 4 : 
 Règles de complétude Règles de structure 
Règles passives Une règle de validation vérifie que 
tous les rôles de niveau instance 
domaine sont affectés à une 
iŶstaŶĐe d͛eŶtitĠ, et iŶdiƋuaŶt à 
l͛utilisateuƌ lesƋuels Ŷe le soŶt pas. 
Une règle de cohérence interdit 
l͛ĠtaďlisseŵeŶt d͛uŶe ƌelatioŶ de seƌǀiĐe 
entre deux Endpoints qui ne 
concerneraient pas le même service. 
Règles actives A la ĐƌĠatioŶ d͛uŶe Capability, une 
règle de cohérence crée un élément 
Process (par défaut, vide) et le lui 
associe.  
Un ensemble de règles de cohérence 
assurent la propagation des modifications 
effectuées sur une Collaboration de 
niveau type domaine vers ses instances.  
Tableau 5 - Classification des règles de cohérence et de validation : exemples 
L͛oďjeĐtif de maîtrise de la complexité ([EL4]) est principalement adressé dans le DSL IDEA par le 
principe de types domaines et instances domaine présenté en 2.3.2. L͛outillage, eŶ paƌtiĐulieƌ paƌ le 
biais des IHM de présentation du modèle, joue également un rôle important pour cet objectif. 
L͛oďjeĐtif d͛expressivité architecturale ;[ELϱ]Ϳ se tƌaduit daŶs le D“L IDEA paƌ l͛eŶseŵďle des 
mécanismes présentés dans le Chapitre 3. Les relations entre concepts appartenant à des vues 
différentes (ex. la relation Plays eŶtƌe uŶ ƌôle et l͛aĐteuƌ Ƌui le joueͿ, les diffĠƌeŶtes iŶstaŶĐes 
domaines correspondant potentiellement à un même type et les configurations constituent autant 
de poiŶts d͛aƌtiĐulatioŶ de l͛aƌĐhiteĐtuƌe et du ŵodğle : ce sont des endroits où tous deux peut être 
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aisĠŵeŶt ŵodifiĠs, aǀeĐ uŶ iŵpaĐt ŵiŶeuƌ suƌ le ƌeste des ĐoŶstituaŶts. C͛est paƌ le ďiais de Đet 
impact réduit au minimum que peut se faire la modification dynamique ;[EMϯ]Ϳ d͛uŶ ŵodğle au 
Ŷiǀeau des poiŶts d͛articulation.  
Les ƌetouƌs suƌ Đes tƌois oďjeĐtifs seƌoŶt pƌĠseŶtĠs daŶs le Đadƌe de l͛appliĐatioŶ du laŶgage daŶs 
une affaire réelle en 3.2. 
3.1.2.3. Analyse des points clés pour une démarche de conception d’un DSL outillé 
Pour valider au plus tôt le langage et les contributions présentés dans cette thğse et s͛assuƌeƌ à la 
fois de leur utilisabilité et de leur acceptation par les utilisateurs, il nous est apparu nécessaire de 
concevoir le langage en adoptant uŶ dĠǀeloppeŵeŶt Ġǀolutif. Ce Ŷ͛est Ƌue paƌ uŶe telle appƌoĐhe, 
prenant en compte les remarques des utilisateurs vis-à-vis des choix de conception, Ƌu͛a pu ġtƌe 
défini aǀeĐ suĐĐğs uŶ laŶgage de ŵodĠlisatioŶ outillĠ s͛adƌessaŶt à des utilisateuƌs issus de 
ĐoŵŵuŶautĠs diffĠƌeŶtes, et disposaŶt paƌfois d͛uŶe eǆpĠƌieŶĐe liŵitĠe de la ŵodĠlisatioŶ.  
Les outils IDEA Designer et Performer ont ainsi été présentés très tôt dans le cycle de 
développement du langage à des utilisateurs-testeurs, ingénieurs et experts opérationnels. Les 
retours effectués par ces derniers ont été pris en compte dans la suite des travaux de définition du 
langage : paƌ eǆeŵple, Đ͛est paƌ Đe ďiais Ƌu͛a ĠtĠ ideŶtifiĠ le ďesoiŶ aǇaŶt ŵeŶĠ à la ŵise eŶ plaĐe de 
des types et instances domaine.   
 
L͛appƌoĐhe paƌ métamodélisation nous a été essentielle pour le bon dĠƌouleŵeŶt d͛uŶe telle 
démarche de conception, dans la mesure où la sémantique métier est capitalisée dans le 
métamodèle et dans les règles associées (cohérence et validation). Il est alors possible de faire 
Ġǀolueƌ le laŶgage et l͛outil de ŵaŶiğƌe aisĠe et ƌĠaĐtiǀe, sous ƌĠseƌǀe de ŵaîtƌiseƌ l͛iŵpaĐt des 
modifications du métamodèle. Pour adresser la problématique de cet impact, les deux points ci-
après nous apparaissent fondamentaux. 
 Concevoir les fonctionnalités outil de manière décorrélée du contenu du métamodèle – 
Dans une approche où le langage de modélisation se veut évolutif, il importe de réduire 
autaŶt Ƌue possiďle l͛iŵpaĐt d͛uŶe ŵodifiĐatioŶ le ĐoŶĐeƌŶaŶt suƌ les aspeĐts IHM. Ce pƌiŶĐipe 
est siŵilaiƌe à Đelui de plusieuƌs patƌoŶs d͛aƌĐhiteĐtuƌe logicielle, comme MVC (Modèle, Vue, 
Contrôleur) ou MVVM (Modèle, Vue, Vue-Modèle). 
DaŶs l͛appƌoĐhe technologique que nous avons adoptée, ces fonctionnalités pour IDEA 
DesigŶeƌ soŶt pƌises eŶ Đhaƌge paƌ l͛eŶǀiƌoŶŶeŵeŶt D“L Tools. L͛eŶǀiƌoŶŶeŵeŶt de 
modélisation est généré automatiquement à partir du métamodèle, et suite à une mise à jour 
de ce dernier il est donc possiďle tƌğs ƌapideŵeŶt d͛utiliseƌ l͛outil et d͛Ġǀalueƌ la peƌtiŶeŶĐe 
des ŵodifiĐatioŶs. Pouƌ l͛outil de siŵulatioŶ IDEA Peƌfoƌŵeƌ, Ƌui Ŷ͛est pas gĠŶĠƌĠ paƌ D“L 
Tools mais codé à la main, l͛ĠƋuipe de dĠǀeloppeŵeŶt a eu ƌeĐouƌs au patƌoŶ d͛aƌĐhiteĐtuƌe 
MVVM pour dissocier les aspects IHM et sémantique (DSL). 
 PƌĠvoiƌ et gĠƌeƌ l’iŶvalidatioŶ des ŵodğles des utilisateuƌs – Dans une approche où le 
langage est utilisé au plus tôt pour produire des modèles, ces derniers sont susceptibles de se 
retrouver incohérents par rapport au langage à chaque mise à jour du métamodèle. Pour ne 
pas perdre ces modèles, assurer leur remise en conformité devient une priorité (cf. objectif 
[EM1]).  
Dans certains cas, les modifications du métamodèle sont accompagnées de la mise en place 
de nouvelles règles visant au maintien en cohérence des modèles, qui peuvent suffire à 
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remettre en conformité des modèles issus de versions précédentes du langage. Cette remise 
eŶ ĐoŶfoƌŵitĠ peut aloƌs se faiƌe de ŵaŶiğƌe tƌaŶspaƌeŶte à l͛utilisateuƌ, si des règles de 
cohérence se chargent de modifier le modèle, ou requérir une action de sa part, si des règles 
de ǀalidatioŶ lui iŶdiƋueŶt Ƌuels ĠlĠŵeŶts ŶĠĐessiteŶt d͛ġtƌe ŵis à jouƌ. Paƌ eǆeŵple, 
ĐoŶsidĠƌoŶs uŶ ŵĠtaŵodğle IDEA daŶs leƋuel il Ŷ͛eǆiste pas de lien entre les concepts 
Capability et Process, et sur la base duquel a été créé un modèle contenant une Capability. On 
modifie alors le métamodèle pour imposer à une Capability de disposeƌ d͛uŶ Process. Si on 
définit une règle de cohérence pour créer automatiquement un Process pour toute Capability 
Ƌui Ŷ͛eŶ seƌait pas dotĠe, aloƌs Đette ƌğgle ƌĠtaďliƌa la ĐoŶfoƌŵitĠ du ŵodğle eǆistaŶt eŶ Ǉ 
ajoutant un Process associé à la Capability existante. Si on définit une règle de validation 
levant une erreur pour toute Capability Ƌui Ŷe seƌait pas dotĠe d͛uŶ Process, aloƌs l͛utilisateuƌ 
seƌait pƌĠǀeŶu Ƌu͛il lui faudƌa ĐƌĠeƌ uŶ Process pour mettre à jour son modèle. 
DaŶs d͛autƌes Đas, s͛il Ŷ͛Ǉ a pas eu création de nouvelles règles ou si les règles créées ne sont 
pas suffisantes, il faut alors prévoir une démarche de remise en conformité des modèles. 
Cette dĠŵaƌĐhe peut aloƌs ġtƌe eǆĠĐutĠe soit ŵaŶuelleŵeŶt, soit paƌ le ďiais d͛uŶ algoƌithŵe 
de tƌaŶsfoƌŵatioŶ si les ŵodifiĐatioŶs à ƌĠaliseƌ soŶt jugĠes d͛uŶ ǀoluŵe tƌop iŵpoƌtaŶt ou 
trop répétitives.  
3.1.3. Retours d’expérience sur l’utilisabilité du langage 
Tout au long des travaux présentés dans cette thèse, une attention particulière a été portée quant 
à la siŵpliĐitĠ et l͛eǆpƌessiǀitĠ du laŶgage afiŶ d͛optiŵiseƌ soŶ utilisaďilitĠ paƌ des eǆpeƌts du 
domaine métier pour modéliser des systèmes complexes. Cependant, il importe de noter que le 
langage de modélisation ne peut assurer à lui seul cette utilisabilité.  
Les ĐaƌaĐtĠƌistiƋues de l͛environnement de modélisation permettant la création de modèles 
suivant ce langage sont un facteur fondamental, en particulier pour un langage visant à modéliser 
des systèmes complexes. En effet, une interface inadaptée ou des fonctionnalités peu ergonomiques 
peuvent suffire à faire réapparaître toute la complexité des systèmes modélisés.  
Par conséquent, bien que les travaux de cette thèse aient porté sur le langage lui-même, il nous est 
apparu essentiel d͛assuƌeƌ Ƌue Đe langage soit outillé de manière aussi utilisable que possible. En 
paƌtiĐulieƌ, Ŷous ĐheƌĐheƌoŶs daŶs Đette paƌtie à aŶalǇseƌ l͛iŵpaĐt suƌ l͛outillage de ĐeƌtaiŶs Đhoiǆ 
effectués pour le langage. 
3.1.3.1. Quelques mots sur l’ergonomie 
Le Đhoiǆ de l͛appƌoĐhe D“L ;plutôt Ƌue la dĠfiŶitioŶ d͛uŶ pƌofil UMLͿ s͛est ƌĠǀĠlĠ dĠteƌŵiŶaŶt pouƌ 
la ŵaîtƌise de la ƌepƌĠseŶtatioŶ gƌaphiƋue d͛uŶ ŵodğle et de l͛iŶteƌfaĐe de l͛outil de ŵodĠlisatioŶ. 
Que ce soit dans un environnement .NET (DSL Tools) ou Eclipse (Kermeta), la définitioŶ d͛uŶ D“L 
s͛aĐĐoŵpagŶe de la gĠŶĠƌatioŶ autoŵatiƋue d͛uŶ eŶǀiƌoŶŶeŵeŶt de ŵodĠlisatioŶ, et iŶtğgƌe la pƌise 
eŶ Đoŵpte de la dĠfiŶitioŶ de la ƌepƌĠseŶtatioŶ gƌaphiƋue d͛uŶ ĠlĠŵeŶt de ŵodğle.  
Il est aiŶsi possiďle d͛adapteƌ l͛aspeĐt gƌaphiƋue du ŵodğle aux habitudes visuelles des utilisateurs, 
voire même de permettre à ces derniers de définir leurs propres représentations graphiques. Par 
eǆeŵple, les eŶtitĠs d͛eŶtƌepƌises daŶs IDEA DesigŶeƌ sont représentées par des icônes, plus 
parlantes que des formes abstraites. Le langage IDEA devant être adaptable à différents domaines 
métiers ([EL2)], ces icônes sont gĠŶĠƌiƋues. Les eǆpeƌts ŵĠtieƌs utilisaŶt l͛outil oŶt aloƌs ƌĠĐlaŵĠ la 
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possiďilitĠ de dĠfiŶiƌ pouƌ uŶ ŵodğle uŶ eŶseŵďle d͛iĐôŶes peƌsoŶŶalisĠes, et d͛associer ces icônes 
peƌsoŶŶalisĠes auǆ eŶtitĠs d͛eŶtƌepƌise de Ŷiǀeau tǇpe doŵaiŶe de Đe ŵodğle. Les iĐôŶes gĠŶĠƌiƋues 
oŶt Đeƌtes ĠtĠ ĐoŶsidĠƌĠes plus paƌlaŶtes Ƌue Ŷe l͛auƌaieŶt ĠtĠ des siŵples ƌeĐtaŶgles, ŵais 
l͛utilisatioŶ d͛uŶe iĐoŶogƌaphie spĠĐifiƋue a Ġté perçue comme une importante plus-value pour la 
ƌepƌĠseŶtatiǀitĠ d͛uŶ ŵodğle ǀis-à-ǀis du doŵaiŶe ŵĠtieƌ Ƌu͛il ĐoŶĐeƌŶe.  
“i la pƌise eŶ Đoŵpte de diffĠƌeŶtes ĐoŶsidĠƌatioŶs d͛eƌgoŶoŵie pouƌ la ƌepƌĠseŶtatioŶ gƌaphiƋue 
du modèle a été ainsi aisée à mettre eŶ œuǀƌe, Đela Ŷ͛a pas toujouƌs ĠtĠ le Đas pouƌ l͛iŶteƌfaĐe des 
outils générés. En effet, les possibilités de personnalisation du modeleur généré par les 
environnements de métamodélisation sont apparues limitées, et certaines adaptations ont requis un 
impoƌtaŶt effoƌt de dĠǀeloppeŵeŶt. Paƌ eǆeŵple, D“L Tools Ŷe peƌŵet pas ŶatiǀeŵeŶt d͛assoĐieƌ 
plusieurs diagrammes à un même modèle24. La pƌĠseŶtatioŶ d͛uŶ ŵodğle sous Đette foƌŵe daŶs IDEA 
Designer, qui sera exposée dans la partie suivante, a alors nécessité pouƌ l͛ĠƋuipe le développement 
d͛uŶe iŶfƌastƌuĐtuƌe palliaŶt à Đe ŵaŶƋue [25][26]. 
3.1.3.2. Organisation du langage et interface de présentation d’un modèle 
La maîtrise de la complexité du langage et la ƌeĐheƌĐhe de l͛eǆpƌessioŶ des poiŶts d͛aƌtiĐulatioŶ 
majeurs a conduit à concevoir le métamodèle IDEA sur la base de plusieurs vues, regroupant les 
coŶĐepts et les ƌelatioŶs dĠĐƌiǀaŶt uŶ aspeĐt paƌtiĐulieƌ de l͛aƌĐhiteĐtuƌe. Au Đouƌs des pƌĠseŶtatioŶs 
de l͛outil et des foƌŵatioŶs dispeŶsĠes auǆ utilisateuƌs, Ŷous aǀoŶs ĐoŶstatĠ Ƌue Đette oƌgaŶisatioŶ 
autouƌ de Ƌuatƌe ǀues, aƌtiĐulĠes autouƌ d͛uŶ Ŷoŵďƌe restreint de concepts-clés et reliées par des 
ƌelatioŶs poƌteuses d͛uŶ seŶs ŵĠtieƌ foƌt ;ex. PlaysͿ, a peƌŵis auǆ utilisateuƌs d͛appƌĠheŶdeƌ 
ƌapideŵeŶt le pĠƌiŵğtƌe Đouǀeƌt paƌ le laŶgage et d͛eŶ gaƌdeƌ eŶ ŵĠŵoiƌe uŶe ƌepƌĠseŶtatioŶ Đlaiƌe 
et concise. Ceci a gƌaŶdeŵeŶt faĐilitĠ l͛assiŵilatioŶ de la stƌuĐtuƌe d͛uŶ ŵodğle, et doŶĐ l͛eǆpƌessioŶ 
dans celui-Đi de la ĐoŶŶaissaŶĐe ŵĠtieƌ de l͛utilisateuƌ. Paƌ le fait Ƌu͛il iŶduit des faĐilitĠs 
d͛appƌopƌiatioŶ du laŶgage, oŶ peut aiŶsi ĐoŶsidĠƌeƌ uŶ ŵĠtaŵodğle ďien structuré comme un 
prérequis nécessaire à la ŵise eŶ œuǀƌe des aĐtiǀitĠs de ŵodĠlisatioŶ.  
“i elle faĐilite aiŶsi l͛assiŵilatioŶ de la stƌuĐtuƌe d͛uŶ ŵodğle, l͛oƌgaŶisatioŶ du ŵĠtaŵodğle de Ŷe 
peut ĐepeŶdaŶt pas appoƌteƌ uŶ suppoƌt suffisaŶt à l͛appƌopƌiation du contenu de ce modèle, 
également indispensable au bon déroulement de la modélisation. Etant donné la complexité des 
eŶtƌepƌises adƌessĠes, les ŵodğles ĐƌĠĠs soŶt eŶ effet susĐeptiďles d͛ġtƌe euǆ-mêmes complexes et 
de volume important. Il importe alors que l͛organisation structurée du métamodèle se traduise par 
une présentation claire des modèles daŶs l͛outil de ŵodĠlisatioŶ.  
 
En particulier, il est inenvisageable de présenter le modèle de manière globale sur un diagramme 
unique. Il importe de définir un ensemble de points de vue sur le modèle, permettant son édition 
selon différentes perspectives. Il apparait alors cohérent de concevoir le mode de visualisation du 
ŵodğle d͛uŶe ŵaŶiğƌe Ƌui ƌeflğte l͛oƌgaŶisatioŶ Đhoisie pouƌ le ŵĠtaŵodğle, et doŶĐ la stƌuĐtuƌe du 
modèle. Cela revient à définir des points de vue sur le modèle, organisés selon les mêmes aspects 
d͛aƌĐhiteĐtuƌe Ƌue les vues du métamodèle.  
                                                          
24
 La version disponible dans Visual Studio 2010 propose à des fins comparables le Model Bus, notamment 
utilisé par Visual Studio 2010 lui-même pouƌ l͛ĠditioŶ de diagƌaŵŵes UML. Le Model Bus peƌŵet ĐepeŶdaŶt de 
lieƌ plusieuƌs D“L eŶtƌe euǆ et d͛Ġtaďliƌ des lieŶs eŶtƌe leuƌs diagƌaŵŵes, et ŶoŶ de ǀisualiseƌ uŶ ŵġŵe D“L suƌ 
plusieurs diagrammes. Pour exploiter cette fonctionnalité, il aurait alors fallu fractionner le DSL IDEA en autant 
de DSL que de diagrammes de modélisation souhaités.  
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Dans notre cas, cependant, le choix effectué en 2.3.2 d͛utiliseƌ daŶs le ŵĠtaŵodğle uŶ ŵġŵe 
concept pour représenter les types et les instances domaine amène un nécessaire ajustement entre 
le périmètre des vues du métamodèle et celui des points de vue sur le modèle. En effet, il apparait 
iŶdispeŶsaďle de pƌĠseŶteƌ daŶs l͛outil de ŵodĠlisatioŶ les ĠlĠŵeŶts de Ŷiǀeau tǇpe et iŶstance 
doŵaiŶe de ŵaŶiğƌe sĠpaƌĠe, afiŶ de peƌŵettƌe à l͛utilisateuƌ de faiƌe faĐileŵeŶt la distiŶĐtioŶ eŶtƌe 
les niveaux de modélisation auxquels ils correspondent. Dans IDEA Designer, les éléments de niveau 
instances sont donc regroupés dans un point de vue qui leur est dédié.  
 
Les poiŶts de ǀue suƌ le ŵodğle tels Ƌue pƌĠseŶtĠes à l͛utilisateuƌ daŶs IDEA DesigŶeƌ soŶt aloƌs au 
nombre de cinq, définis de la manière suivante : 
Point de vue  Vue de métamodèle  Périmètre 
COMMONS COMMONS 





















Collaborations et entités de niveau instance 
domaine 
Tableau 6 - Points de vue sur le modèle 
Le périmètre défini par chacun de ces points de vue reste également trop important pour être 
représenté sur un diagramme unique. Par exemple, le modèle qui sera présenté en 3.2 compte 
environ 200 capacités (définissant chacune un processus plus ou moins complexe), regroupés en une 
quarantaine de cellule capacitaires. Un diagramme unique présentant le point de vue ENTERPRISE 
CAPABILITY MAP d͛uŶ tel ŵodğle Đoŵpteƌait doŶĐ, ŵġŵe saŶs Đoŵpteƌ les aĐtiǀitĠs ĐoŵposaŶt les 
processus associés à chacune des capacités, environ deux cents éléments. Ces éléments étant de plus 
ƌeliĠs les uŶs auǆ autƌes, la leĐtuƌe de Đe diagƌaŵŵe s͛avèrerait difficile et fort peu ergonomique. Il 
appaƌait aiŶsi esseŶtiel de ƌaffiŶeƌ les poiŶts de ǀue suƌ le ŵodğle, eŶ dĠfiŶissaŶt pouƌ ĐhaĐuŶ d͛euǆ 
un ensemble de types de diagrammes présentant un sous-ensemble des éléments. A titƌe d͛eǆeŵple, 
l͛eŶseŵďle des diagƌaŵŵes de ĐhaĐuŶ des poiŶts de ǀue dĠfiŶis paƌ l͛ĠƋuipe IDEA pouƌ IDEA 
Designer est disponible en Annexe 6. 
 
Il importe ici de noter que bien que le résultat soit visuellement comparable, cette approche diffère 
de Đelle adoptĠe paƌ les AƌĐhiteĐtuƌe Fƌaŵeǁoƌks ou d͛autƌes laŶgages de ŵodĠlisatioŶ Đoŵŵe 
UML. Pouƌ Đes deƌŶieƌs, les diagƌaŵŵes dĠfiŶisseŶt des ĠlĠŵeŶts de ŵodğle, et l͛utilisateuƌ peut 
exprimer les liens entre les éléments appartenant à des diagrammes différents. Dans notre cas, les 
diffĠƌeŶts diagƌaŵŵes d͛IDEA DesigŶeƌ Ŷe ĐoŶstitueŶt Ƌu͛uŶe ƌepƌĠseŶtatioŶ gƌaphiƋue d͛uŶe 
information contenue dans un modèle, et non la définition de cette information. En particulier, cela 
sigŶifie Ƌue la destƌuĐtioŶ d͛uŶ diagƌaŵŵe IDEA Ŷ͛eŶtƌaîŶe pas la destƌuĐtioŶ des ĠlĠŵeŶts de 
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ŵodğle Ƌu͛il pƌĠseŶte, aloƌs Ƌue les ĠlĠŵeŶts d͛uŶ ŵodğle issu d͛uŶ AƌĐhiteĐtuƌe Fƌaŵeǁoƌk soŶt 
agrégés dans le produit qui les définit. 
En support à la démarche de conception, l͛aǀaŶtage ŵajeuƌ de Đette appƌoĐhe de la pƌĠseŶtatioŶ 
du ŵodğle daŶs l͛outil est de peƌŵettƌe, eŶ foŶĐtioŶ des ďesoiŶs ƌeŵoŶtĠs paƌ les utilisateuƌs, de 
ƌajouteƌ faĐileŵeŶt des diagƌaŵŵes à l͛outil sans impact sur le langage. En particulier, la 
pƌĠseŶtatioŶ du ŵodğle telle Ƌu͛iŶtƌoduite daŶs Đette paƌtie, ďasĠe suƌ les ǀues du ŵĠtaŵodğle, Ŷe 
contient pas de diagramme qui présenterait le modèle selon un point de vue orthogonal aux vues du 
métamodèle. Paƌ eǆeŵple, il seƌait iŶtĠƌessaŶt pouƌ l͛Ġtude de l͛aƌĐhiteĐtuƌe de disposeƌ d͛uŶ 
diagramme présentant une vue « à plat » des relations de services existant entre les entités de 
niveau instance domaine du fait de leur participation aux collaborations de niveau instance, ou 
eŶĐoƌe d͛uŶ diagƌaŵŵe de sĠƋueŶĐe pƌĠseŶtaŶt l͛oƌdoŶŶaŶĐeŵeŶt des pƌoĐessus ŵis eŶ œuǀƌe paƌ 
les diffĠƌeŶts ƌôles d͛uŶe ĐollaďoƌatioŶ. DaŶs les deuǆ Đas, l͛iŶfoƌŵatioŶ ŶĠĐessaiƌe à la ĐoŶstƌuĐtioŶ 
des diagrammes est intégralement présente dans le modèle. A la date de rédaction de cette thèse, 
l͛ajout d͛uŶ ĐeƌtaiŶ Ŷoŵďƌe de tels diagƌaŵŵes gloďauǆ daŶs IDEA DesigŶeƌ est à l͛Ġtude suite à des 
besoins remontés par les utilisateurs.  
3.1.3.3. Règles du langage et fonctionnalités d’assistance à la modélisation 
Au-delà des aspeĐts d͛iŶteƌfaĐe utilisateuƌ, l͛outil est ĠgaleŵeŶt le dĠpositaiƌe des foŶĐtioŶŶalitĠs 
de ŵodĠlisatioŶ, et il paƌait aiŶsi Ŷatuƌel Ƌu͛il ĐoŶtƌiďue à l͛oďjeĐtif de ŵodĠlisatioŶ assistĠe ;[EL4]). 
Cette contribution peut intervenir selon les deux axes identifiés en 3.1.2 pour la classification des 
règles du langage, en complément de ces dernières.  
Comme annoncé en 1.3.1.3, nous avons cherché à ce que la mise en place dans le langage des 
foŶĐtioŶŶalitĠs d͛eǆpƌessioŶ de l͛adaptaďilitĠ de l͛eŶtƌepƌise Đoŵpleǆifie le moins possible la 
dĠfiŶitioŶ d͛uŶ ŵodğle. Les foŶĐtioŶŶalitĠs outil d͛assistaŶĐe à la ŵodĠlisatioŶ ĐoŶstitueŶt uŶ ŵoǇeŶ 
privilégié pour atteindre ce but, dans la mesure où elles permettent de masquer toute complexité 
iŶutile à l͛utilisateuƌ.  
 
Tout Đoŵŵe les ƌğgles passiǀes, l͛eŶǀiƌoŶŶeŵeŶt de ŵodĠlisatioŶ peut supeƌǀiseƌ les aĐtioŶs de 
l͛utilisateuƌ et lui iŶteƌdiƌe Đelles Ƌui seƌaieŶt eŶ ĐoŶtƌadiĐtioŶ aǀeĐ des ĐoŶtƌaiŶtes d͛aƌĐhiteĐtuƌe. 
L͛iŶtĠƌġt de telles foŶĐtioŶŶalitĠs outil paƌ ƌappoƌt auǆ ƌğgles de cohérence réside dans le fait que ces 
dernières sont déclenchées après les aĐtioŶs de l͛utilisateuƌ, aloƌs Ƌue l͛outil peut iŶteƌǀeŶiƌ avant et 
aŵĠlioƌeƌ l͛eǆpĠƌieŶĐe utilisateuƌ. 
Paƌ eǆeŵple, ĐoŶsidĠƌoŶs l͛ĠtaďlisseŵeŶt de ƌelatioŶs Delegates entre deux Endpoints. Dans IDEA 
Designer, ces relations peuvent se construire en utilisant un outil de connexion entre la source et la 
Điďle atteŶdues daŶs uŶ diagƌaŵŵe dĠdiĠ à l͛ĠditioŶ de l͛iŵplĠŵeŶtatioŶ d͛uŶe ĐollaďoƌatioŶ de 
niveau type domaine. En termes de contraintes, la source de la relation de délégation doit être un 
Endpoint appaƌteŶaŶt à l͛iŶteƌfaĐe d͛uŶe ĐollaďoƌatioŶ, et la Điďle doit ġtƌe uŶ Endpoint de même 
type (ex. eŶǀoi d͛uŶ pƌoduitͿ, de ĐaƌaĐtĠƌisatioŶ siŵilaiƌe ;ex. même produit envoyé) et appartenant 
à l͛uŶ des ƌôles ou à l͛uŶe des iŶteƌaĐtioŶs iŵpliƋuĠs daŶs la ĐollaďoƌatioŶ. Le tƌaĐĠ d͛uŶe telle 
ƌelatioŶ daŶs l͛outil peut aloƌs se dĠƌouleƌ des deuǆ ŵaŶiğƌes suiǀaŶtes : 
 Cas 1 – Considérons que la contrainte sur la source et la cible d͛uŶe ƌelatioŶ Delegates Ŷ͛est 
iŵplĠŵeŶtĠe Ƌue daŶs uŶe ƌğgle de ĐohĠƌeŶĐe. A paƌtiƌ d͛uŶ Endpoint souƌĐe doŶŶĠ, l͛outil 
de ĐoŶŶeǆioŶ gĠŶĠƌĠ paƌ l͛eŶǀiƌoŶŶeŵeŶt de ŵĠtaŵodĠlisatioŶ autoƌise la sélection de tout 
élément cible conforme à la relation du métamodğle, à saǀoiƌ l͛eŶseŵďle des Endpoints de 
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ŵġŵe tǇpe. Il est aiŶsi possiďle à l͛utilisateuƌ de sĠleĐtioŶŶeƌ pouƌ Điďle uŶ Endpoint 
appartenant à la même interface que la source, et/ou qui soit de caractérisation différente. 
Dans ce cas, la règle de cohérenĐe dĠĐleŶĐhĠe suite à la sĠleĐtioŶ ƌefuseƌa l͛ĠtaďlisseŵeŶt de 
la ƌelatioŶ eŶ ƌeŵoŶtaŶt uŶ ŵessage d͛eƌƌeuƌ Đoŵŵe illustƌĠ suƌ la Figure 38. 
 
Figure 38 - Illustration des fonctionnalités d'assistance à la modélisation (1) 
 Cas 2 – “i l͛oŶ a ǀeillĠ à Đe Ƌue l͛outil pƌeŶŶe directement en compte la contrainte 
d͛aƌĐhiteĐtuƌe plutôt que de ne tenir compte que du métamodèle, aloƌs l͛outil de ĐoŶŶeǆioŶ 
ne permet de cibler que les Endpoints de même type, de caractérisation similaire et 
appartenant à un rôle impliqué dans la collaboration portant la source comme illustré sur la 
Figure 39. Il est ainsi non seulement impossible d͛Ġtaďliƌ uŶe ƌelatioŶ eŶ ĐoŶtƌadiĐtioŶ aǀeĐ la 
ĐoŶtƌaiŶte, ŵais eŶ plus l͛Ġditeuƌ offƌe uŶe aide à la dĠĐisioŶ eŶ eǆĐluaŶt d͛offiĐe les Đhoiǆ 
incohérents.    
 
Figure 39 - Illustration des fonctionnalités d'assistance à la modélisation (2) 
L͛outil peut ĠgaleŵeŶt ŵettƌe à dispositioŶ de l͛utilisateuƌ des « raccourcis » de modélisation. Le 
principe de ces fonctionnalités est alors de prendre en charge plusieurs actions sur le modèle suite à 
une seule action utilisateur. Comme les règles aĐtiǀes, Đes foŶĐtioŶŶalitĠs peƌŵetteŶt d͛assuƌeƌ la 
ĐoŵplĠtude ou la ĐoŶfoƌŵitĠ de la stƌuĐtuƌe du laŶgage, aiŶsi Ƌue de ƌĠduiƌe le Ŷoŵďƌe d͛aĐtioŶs à 
effeĐtueƌ paƌ l͛utilisateuƌ. DaŶs le Đadƌe d͛uŶe appƌoĐhe de pƌototǇpage ƌapide ďasĠ suƌ des ďouĐles 
ŵodĠlisatioŶ / siŵulatioŶ d͛uŶe duƌĠe de ƋuelƋues heuƌes, Đe deƌŶieƌ poiŶt ƌepƌĠseŶte uŶe 
ĐoŶsidĠƌatioŶ d͛iŵpoƌtaŶĐe ŶoŶ ŶĠgligeaďle. 
DaŶs le Đadƌe de l͛eǆeŵple du ĐoŶŶeĐteuƌ des ƌelatioŶs Delegates, une telle fonctionnalité a été 
implémentée pour permettre à l͛utilisateuƌ de tƌaĐeƌ le ĐoŶŶeĐteuƌ à paƌtiƌ d͛uŶ Endpoint source de 
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l͛iŶteƌfaĐe d͛uŶe ĐollaďoƌatioŶ ǀeƌs le ƌôle seŶsĠ poƌteƌ l͛Endpoint Điďle. C͛est aloƌs l͛outil Ƌui pƌeŶd 
eŶ Đhaƌge la sĠleĐtioŶ de la Điďle. “i l͛iŶteƌfaĐe du ƌôle ĐiďlĠ ĐoŶtieŶt un Endpoint compatible, alors la 
ƌelatioŶ est Ġtaďlie ǀeƌs lui. “iŶoŶ, l͛outil pƌeŶd eŶ Đhaƌge la ĐƌĠatioŶ suƌ l͛iŶteƌfaĐe du ƌôle ĐiďlĠ d͛uŶ 
nouveau Endpoint du même type que la source, le caractérise de manière identique, puis établit la 
relation vers ce nouvel Endpoint comme illustré sur la Figure 40.  
Cette foŶĐtioŶŶalitĠ peƌŵettaŶt daŶs le deuǆiğŵe Đas d͛effeĐtueƌ eŶ uŶe seule tƌois aĐtioŶs 
;ĐƌĠatioŶ d͛uŶ Endpoint cible, caractérisation du Endpoint, création de la relation de délégation), 
Ŷous aǀoŶs ĐoŶstatĠ Ƌu͛elle a ĠtĠ tƌğs ďieŶ aĐĐueillie et ŵassiǀeŵeŶt utilisĠe paƌ les utilisateuƌs.  
 
Figure 40 - Illustration des fonctionnalités d'assistance à la modélisation (3) 
L͛iŶtĠgƌatioŶ de telles foŶĐtioŶŶalitĠs d͛assistaŶĐe à la ŵodĠlisatioŶ ƌeƋuieƌt ĐepeŶdaŶt uŶe 
atteŶtioŶ paƌtiĐuliğƌe au Ŷiǀeau de la gestioŶ du pƌojet logiĐiel de l͛outil de ŵodĠlisatioŶ, afiŶ d͛Ǉ 
éviter toute redondance inutile et compliquant la maintenance. Il importe en effet de capitaliser les 
tests utilisés pour vérifier la conformité du modèle vis-à-vis des contraintes, par exemple en les 
eŶĐapsulaŶt daŶs des ŵĠthodes auǆiliaiƌes. UŶe telle ĐapitalisatioŶ Ŷ͛appoƌteƌait ĐepeŶdaŶt pas de 
peƌte d͛iŶfoƌŵatioŶ daŶs le laŶgage, les méthodes auxiliaires étant a priori portées par les classes 
décrivant les concepts du métamodèle. Par exemple, tester si les deux Endpoints concernés par une 
ƌelatioŶ de dĠlĠgatioŶ soŶt de ŵġŵe tǇpe et de ĐaƌaĐtĠƌisatioŶ siŵilaiƌe peut faiƌe l͛oďjet d͛une 
méthode IsCompatibleWith(), portée par la classe Endpoint.  
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3.2. Une application métier : le modèle de commandement 
3.2.1. Contexte 
3.2.1.1. Caractéristiques du modèle de commandement 
Le ŵodğle Ƌui feƌa l͛oďjet de l͛eŶseŵďle de Đette paƌtie, dit « modèle de commandement », a été 
ƌĠalisĠ daŶs le Đadƌe d͛uŶe affaiƌe iŶdustƌielle adƌessaŶt le ĐoŶteǆte ŵĠtieƌ de l͛AƌŵĠe de Teƌƌe.  
L͛eŶtƌepƌise ĐoŶsidĠƌĠe est l͛oƌgaŶisatioŶ eŶ Đhaƌge du ĐoŵŵaŶdeŵeŶt des foƌĐes dĠploǇĠes suƌ 
uŶ thĠâtƌe d͛opĠƌatioŶs. Cette oƌgaŶisatioŶ est ĐoŵposĠe d͛uŶ ĐeƌtaiŶ Ŷoŵďƌe d͛Ġtats-majors25, eux-
mêmes organisés en cellules correspondant à des domaines métier différents (ex. logistique, 
gĠŶie…Ϳ. DaŶs la suite de Đe Đhapitƌe, Ŷous utiliseƌoŶs l͛aĐƌoŶǇŵe « EM » pour faire référence à un 
état-ŵajoƌ daŶs l͛oƌgaŶisatioŶ ĐoŶsidĠƌĠe. 
Cette entreprise vérifie les critères de Maier et le critère DGA pour les systèmes de systèmes : 
 Indépendance opérationnelle – Les différents EM peuvent et doivent pouvoir fonctionner 
indépendamment les uns des autres, 
 Indépendance managériale – Les différents EM appartiennent à des chaînes managériales 
variées, que ce soit au seiŶ d͛uŶe ŵġŵe ŶatioŶ ;ex. ĐooƌdiŶatioŶ eŶtƌe l͛AƌŵĠe de Teƌƌe et 
l͛AƌŵĠe de l͛AiƌͿ ou entre des ŶatioŶs diffĠƌeŶtes daŶs le Đadƌe d͛uŶe ĐoalitioŶ, 
 Développement évolutionniste – Les EM doivent pouvoir interagir avec de nouveaux 
partenaires au gré des évolutions des missions et de la situation (ex. iŶtĠgƌatioŶ d͛uŶe 
nouvelle nation dans une coalition), et en interne peuvent intégrer de nouvelles unités et/ou 
de nouveaux systèmes au gré des besoins, 
 Comportement émergent – Ce Ŷ͛est Ƌu͛eŶ ĐoŵďiŶaŶt les ĐapaĐitĠs des diffĠƌeŶts EM Ƌue 
l͛eŶseŵďle de la foƌĐe peut ƌĠaliseƌ ses ŵissioŶs,  
 Distribution géographique – Les EM soŶt dispeƌsĠes suƌ le thĠâtƌe d͛opĠƌatioŶ et le ou les 
territoires nationaux, 
 (Critère DGA) Objectif commun – Les EM poursuivent une mission commune. 
 
Le ŵodğle a ĠtĠ ƌĠalisĠ eŶ phase d͛aŶalǇse foŶĐtioŶŶelle de l͛oƌgaŶisatioŶ eǆistaŶte. “oŶ oďjeĐtif 
est la Đaptuƌe et la foƌŵalisatioŶ des pƌoĐessus et des ĠĐhaŶges d͛iŶfoƌŵatioŶ ŵis eŶ œuǀƌe, afiŶ de 
ĐoŶstitueƌ uŶe ďase pouƌ des tƌaǀauǆ d͛aƌĐhiteĐtuƌe ultĠƌieuƌs.  
L͛iŶtĠƌġt de Đe ŵodğle pouƌ l͛ĠǀaluatioŶ des tƌaǀauǆ de thğse poƌte suƌ plusieuƌs poiŶts : 
 Son périmètre – Il utilise tous les travaux de thèse disponibles dans la version livrée. Il inclut 
ŶotaŵŵeŶt l͛Ġtude de l͛adaptaďilitĠ de l͛eŶtƌepƌise ĐoŶĐeƌŶĠe, saŶs pouƌ autaŶt Ƌue Đette 
Ġtude Ŷe ĐoŶstitue l͛oďjeĐtif pƌiŶĐipal. 
 Sa dĠŵaƌĐhe de ŵise eŶ œuvƌe – Le modèle a été élaboré sur la base de boucles rapides 
modélisation / simulation conformément au contexte initial guidant les travaux.  
 L’iŵpoƌtaŶĐe de l’iŵpliĐatioŶ des eǆpeƌts opĠƌatioŶŶels daŶs sa ƌĠalisatioŶ – L͛oďjeĐtif du 
modèle étant la capture de l'existant, la conformité des processus modélisés par rapport au 
                                                          
25
 « Un état-major est un ensemble de personnel (officiers, sous-officiers et militaires du rang formés aux 
tâĐhes d͛Ġtat-ŵajoƌͿ et d͛ĠƋuipeŵeŶts, ŵis à la dispositioŶ d͛uŶ Đhef pouƌ lui peƌŵettƌe de ĐoŵŵaŶdeƌ uŶe 
force, une grande unité ou une formation de niveau inférieur ». Source : CeŶtƌe de DoĐtƌiŶe d͛Eŵploi des 
Forces (CDEF) 
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métieƌ est esseŶtielle. Il Ġtait doŶĐ ŶĠĐessaiƌe d͛iŵpliƋueƌ les eǆpeƌts opĠƌatioŶŶels autaŶt 
Ƌue possiďle, et d͛assuƌeƌ Ƌue le foƌŵalisŵe de ŵodĠlisatioŶ Ŷe ƌepƌĠseŶte pas uŶ fƌeiŶ à 
l͛eǆpƌessioŶ de leuƌ ĐoŶŶaissaŶĐe daŶs le ŵodğle.   
3.2.1.2. Quelques données 
Le Tableau 7 ci-dessous présente les principales données de volume du modèle de 
ĐoŵŵaŶdeŵeŶt, peƌŵettaŶt d͛estiŵeƌ la ĐoŵpleǆitĠ du ŵodğle ;eŶ paƌtiĐulieƌ à l͛eǆĠĐutioŶͿ. Il 
importe de noter que ces valeurs sont des valeurs moyennes constatées pour différentes 
instanciations du modèle. Les différences entre les déploiements résultants portent essentiellement 
suƌ les ĐollaďoƌatioŶs et les oƌgaŶisatioŶs d͛eŶtƌepƌise, daŶs le ďut d͛Ġtudieƌ des pƌoďlĠŵatiƋues 
opérationnelles distinctes. 
 
Noŵďƌe d͛eŶtitĠs iŶstaŶĐiĠes 50 
Nombre de collaborations instanciées 150 
Nombre de processus modélisés 250 
Noŵďƌe ŵoǇeŶ de pƌoĐessus eǆĠĐutĠs de ŵaŶiğƌe ĐoŶĐuƌƌeŶte à l͛eǆĠĐutioŶ 50 
Tableau 7 - Données de volume du modèle de commandement 
EŶ teƌŵes d͛effoƌt, la ƌĠalisatioŶ de Đe ŵodğle a ƌepƌĠseŶtĠ au total 4 mois de travail pour 1 
architecte système, en collaboration ponctuelle avec des experts opérationnels apportant leur 
connaissance du ŵĠtieƌ. “uƌ la ďase de l͛eǆpĠƌieŶĐe de l͛iŶdustƌiel et ĠtaŶt doŶŶĠ la ĐoŵpleǆitĠ du 
domaine et la taille du système de systèmes à modéliser, cet effort est très bon par rapport aux 
ďĠŶĠfiĐes Ƌu͛il appoƌteƌa daŶs la suite des tƌaǀauǆ. 
Les 4 mois incluent : 
 La compréhension du domaine (estimée à 1/3 du temps), 
 La réflexion sur les principes de modélisation les plus adaptés à la problématique (estimée à 
1/6 du temps), 
 La modélisation elle-même (estimée à 1/3 du temps), 
 La validation du modèle par présentation dynamique (simulation) aux opérationnels (estimée 
à 1/6 du temps). 
La répartition des efforts fait apparaître que la compréhension du domaine est une activité 
chronophage. Une telle situation peut être due à de multiples facteurs : domaine complexe et peu 
foƌŵalisĠ, effoƌt d͛aĐĐultuƌatioŶ ŶĠĐessaiƌe si l͛aƌĐhiteĐte Ŷ͛a iŶitialeŵeŶt pas ĐoŶŶaissaŶĐe du 
milieu, etc. Paƌ ƌappoƌt à la dĠŵaƌĐhe d͛aƌĐhiteĐtuƌe, Đette ĐoŶstatatioŶ ƌeŶfoƌĐe l͛iŶtĠƌġt d͛assoĐieƌ 
les experts du domaine à la réalisation du modèle, voire de leur confier cette tâche pour les analyses 
fonctionnelles. 
3.2.2. Analyse de la pertinence des contributions vis-à-vis du modèle 
3.2.2.1. Adéquation des contributions à l’entreprise modélisée 
Dans la partie 3.2.1.1, Ŷous aǀoŶs ŵoŶtƌĠ Ƌue l͛eŶtƌepƌise ĐoŶsidĠƌĠe pouƌ le ŵodğle de 
commandement vérifie les critères retenus pour qualifier les systèmes de systèmes. Les systèmes de 
systèmes représentent en effet une part importante des entreprises adressées par la démarche dans 
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laquelle nous nous positionnons, et le langage doit permettre de prendre en compte les différents 
Đƌitğƌes à la dĠfiŶitioŶ d͛uŶ ŵodğle. 
 
Les ŵoǇeŶs peƌŵettaŶt d͛adƌesseƌ l͛indépendance opérationnelle, l͛indépendance managériale et 
la distribution géographique sont offerts par des travaux développés en dehors cadre de cette thèse. 
L͛iŶdĠpeŶdaŶĐe opĠƌatioŶŶelle et ŵaŶagĠƌiale est suppoƌtĠe paƌ les différentes relations dans les 
organisations des Enterprise Entities. En particulier, les relations transverses et le concept de COI 
peƌŵetteŶt de ƌelieƌ au seiŶ d͛uŶe ŵġŵe eŶtƌepƌise des eŶtitĠs appaƌteŶaŶt à des ĐhaîŶes 
hiérarchiques différentes. 
Les aspeĐts gĠogƌaphiƋues Ŷe soŶt pas aďoƌdĠs daŶs le D“L IDEA, à l͛eǆĐeptioŶ d͛uŶe pƌopƌiĠtĠ de 
loĐalisatioŶ suƌ les eŶtitĠs. Cette loĐalisatioŶ Ŷ͛est eǆploitĠe Ƌue pouƌ la siŵulatioŶ. OŶ peut aiŶsi 
considérer que la distribution géographique est supportée par la possiďilitĠ, daŶs l͛outil de 
simulation, de positionner les Enterprise Entity à diffĠƌeŶts eŶdƌoits d͛uŶe ǀue ĐaƌtogƌaphiƋue. 
 
En termes de caractéristiques des systèmes de systèmes, les contributions de cette thèse 
concernent les comportements émergents et l͛objectif commun, ainsi que le développement 
évolutionniste. Les deux premiers apparaissent avec la structure récursive des organisations de 
rôles et le concept de collaboration. En effet, ce sont les interactions entre plusieurs rôles qui 
permettent de ƌĠaliseƌ les atteŶtes du ƌôle de Ŷiǀeau supĠƌieuƌ auƋuel ils ĐollaďoƌeŶt. Les ƌôles d͛uŶe 
même collaboration poursuivent un même but de réalisation de cette collaboration, en termes de 
fourniture et de consommation de services ou de produits. 
Le développement évolutionniste se traduit dans la flexibilité apportée par les configurations de 
rôles. Comme présenté en 2.4.1.2, le pƌiŶĐipe et la ŵise eŶ œuǀƌe des ĐoŶfiguƌatioŶs de périmètre 
libre permet de faire intervenir dans une collaboration tout rôle respectant une interface donnée. Il 
est ainsi possible pour un nouveau rôle de venir contribuer à une collaboration existante.     
3.2.2.2. Adéquation des contributions à la complexité du modèle 
La ƌĠalisatioŶ du ŵodğle de ĐoŵŵaŶdeŵeŶt a tout d͛aďoƌd peƌŵis de ǀalideƌ l͛iŶtĠƌġt de disposeƌ 
d͛uŶ ŵodğle d͛aƌĐhiteĐtuƌe siŵulaďle. La simulation représente en effet un mode de visualisation du 
modèle bien plus expressif et interactif que la vue statique en diagrammes, et se révèle ainsi un 
excellent support de discussion. En particulier, elle a permis à des experts opérationnels non 
faŵilieƌs aǀeĐ le foƌŵalisŵe d͛appƌĠheŶdeƌ le pĠƌiŵğtƌe et le ĐoŶteŶu du ŵodğle tƌğs ƌapideŵeŶt, 
Đ͛est à diƌe eŶ ƋuelƋues ŵiŶutes. AiŶsi, des sĠaŶĐes de ƋuelƋues heuƌes se soŶt ƌĠǀĠlĠes suffisaŶtes 
pour obtenir des retours quant à la conformité des processus modélisés par rapport au métier, et/ou 
consolider le modèle.  
La simulation a été également régulièrement utilisée à des fins de débogage du modèle, dans la 
ŵesuƌe où elle peƌŵet ƌapideŵeŶt de s͛assuƌeƌ de la sǇŶĐhƌoŶisatioŶ et du ďoŶ eŶĐhaîŶeŵeŶt des 
pƌoĐessus ŵodĠlisĠs et de Đoƌƌigeƌ aiŶsi les eƌƌeuƌs de saisie. Nous aǀoŶs aloƌs ĐoŶstatĠ Ƌu͛il iŵpoƌte 
d͛utiliseƌ la siŵulatioŶ daŶs Đette optiƋue au plus tôt loƌs de la ĐoŶĐeptioŶ du ŵodğle, et de 
préférence sur des sous-ensembles du modèle afin de minimiser la complexité du comportement à 
vérifier.   
 
Le ŵodğle a ĠgaleŵeŶt peƌŵis de ĐoŶfiƌŵeƌ l͛adĠƋuatioŶ du laŶgage ;et des outilsͿ à la ĐoŵpleǆitĠ 
et au volume des entreprises ciblées, en particulier des systèmes de systèmes. “i d͛uŶ poiŶt de ǀue 
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techniƋue le ǀoluŵe du ŵodğle de ĐoŵŵaŶdeŵeŶt ;ǀoiƌ paƌtie pƌĠĐĠdeŶteͿ Ŷe s͛est pas ƌĠǀĠlĠ uŶ 
fƌeiŶ auǆ outils, du poiŶt de ǀue d͛uŶ utilisateuƌ ou d͛uŶ oďseƌǀateuƌ il atteiŶt uŶe ĐoŵpleǆitĠ 
importante vis-à-ǀis de Đe Ƌu͛il est possiďle d͛appƌĠheŶdeƌ ƌapideŵeŶt sur un diagramme de 
ŵodĠlisatioŶ ou loƌs d͛uŶe siŵulatioŶ. A titƌe d͛eǆeŵple, la Figure 41 ci-après présente la vue globale 
des Enterprise Entity de niveau instance domaine dans IDEA Designer.  
 
 
Figure 41 – Vue globale des EnterpriseEntity de niveau instance domaine du modèle de commandement 
3.2.3. Mise en œuvre des contributions 
3.2.3.1. Types / instances domaine et configurations dans le modèle de commandement 
Les concepts et relations composant le langage se sont révélés adaptés à la modélisation de 
l͛eŶtƌepƌise ĐoŶsidĠƌĠe. EŶ paƌtiĐulieƌ, le pƌiŶĐipe tǇpes / iŶstaŶĐes doŵaiŶe a ĠtĠ foŶdaŵeŶtal pouƌ 
pouvoir capitaliser des aspects communs à plusieurs ĠlĠŵeŶts d͛oƌgaŶisatioŶ et Ġǀiteƌ aiŶsi de 
complexifier inutilement le modèle. 
 
Par exemple, les relations hiérarchiques entre les EM concernés par le modèle de commandement 
peuvent être représentées de manière simplifiée à la ŵaŶiğƌe d͛uŶ aƌďƌe teƌŶaiƌe : l͛EM de Ŷiǀeau 
hiérarchique noté « EM N3 »26, compte trois EM subordonnés (« EM N4-1 », « EM N4-2 » et « EM N4-
3 »Ϳ, et aiŶsi de suite jusƋu͛au Ŷiǀeau hiĠƌaƌĐhiƋue ϲ. Tous les EM à uŶ Ŷiǀeau hiĠƌaƌĐhiƋue doŶŶĠ 
(ex. tous les « EM N6-… ») sont similaires en termes de capacités, de missions et de décomposition 
                                                          
26
 DaŶs le doŵaiŶe ŵilitaiƌe, l͛EM de Ŷiǀeau hiĠƌaƌĐhiƋue ĐoŶǀeŶtioŶŶelleŵeŶt ŶotĠ « 3 » correspond au 
ĐoŵŵaŶdeŵeŶt d͛uŶe ďƌigade, Đ͛est-à-diƌe d͛uŶ ǀoluŵe ĠƋuiǀaleŶt à Đelui des foƌĐes fƌaŶçaises de l͛AƌŵĠe de 
Terre engagées en Afghanistan en 2010. 
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interne. Le principe types / instances domaine a permis de capitaliser les éléments communs aux EM 
d͛uŶ Ŷiǀeau hiĠƌaƌĐhiƋue doŶŶĠ daŶs uŶe ŵġŵe Enterprise Entity de niveau type domaine.  
La Figure 42 pƌĠseŶte uŶe Đaptuƌe d͛ĠĐƌaŶ de l͛oƌgaŶisatioŶ des Enterprise Entity de niveau type 
doŵaiŶe, aǀeĐ uŶ seul eŶseŵďle d͛Enterprise Entity pour décrire la composition de chacun des EM 
aux niveaux hiérarĐhiƋues de l͛oƌgaŶisatioŶ ĐoŶsidĠƌĠe ;de ϯ à ϲͿ. Les ƌelatioŶs eŶtƌe les diffĠƌeŶts 
Ŷiǀeauǆ soŶt dotĠes d͛uŶe ĐaƌdiŶalitĠ [ϯ..ϯ] : l͛iŶstaŶĐiatioŶ de l͛eŶtitĠ de plus haut Ŷiǀeau, « N2 » 
(représentant la métropole) donnera lieu à la constitution automatique au niveau instances 
doŵaiŶes d͛uŶe aƌďoƌesĐeŶĐe teƌŶaiƌe Đoŵplğte pouƌ les Ŷiǀeauǆ ϯ à ϲ.  
 
Figure 42 - Organisation des entités de niveau type domaine dans le modèle de commandement 
En termes de complexité et de lisibilité, la Figure 42 est à comparer avec la Figure 41 présentant les 
Enterprise Entities ĐoƌƌespoŶdaŶtes au Ŷiǀeau iŶstaŶĐe doŵaiŶe. Du poiŶt de ǀue de l͛utilisateuƌ, le 
travail au niveau des types domaine est ainsi bien plus siŵple Ƌu͛au Ŷiǀeau iŶstaŶĐes.  
La ŵĠthode de tƌaǀail adoptĠe pouƌ l͛ĠlaďoƌatioŶ du ŵodğle de ĐoŵŵaŶdeŵeŶt a ĠtĠ d͛iŶstaŶĐieƌ 
les oƌgaŶisatioŶs tƌğs tôt, puis de ĐoŶĐeŶtƌeƌ l͛effoƌt de ŵodĠlisatioŶ suƌ le Ŷiǀeau tǇpe doŵaine. Les 
instances domaine ont été alors intégralement constituées par les règles de maintien en cohérence 
types / instances présentées en 2.3.4 au fil des mises à jour de leurs types.   
 
Dans une optique similaire, le concept de Collaboration a ĠgaleŵeŶt ĠtĠ ĐoŶsidĠƌĠ Đoŵŵe d͛uŶ 
iŶtĠƌġt ŵajeuƌ, paƌ le fait Ƌu͛il permet de décrire les aspects fonctionnels et comportementaux 
;sĐhĠŵas d͛iŶteƌaĐtioŶs eŶtƌe pƌoĐessusͿ de ŵaŶiğƌe dĠĐoƌƌĠlĠe de l͛oƌgaŶisatioŶ spĠĐifiƋue Ƌui les 
ŵet eŶ œuǀƌe. 
Dans le modèle de commandement, les processus et les interactions (services et échanges 
d͛iŶfoƌŵatioŶͿ ŵis eŶ œuǀƌe paƌ les EM des Ŷiǀeauǆ hiĠƌaƌĐhiƋues Nϯ, Nϰ et Nϱ soŶt siŵilaiƌes. “i les 
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aspects comportementaux représentés par les processus et les interactions étaient directement 
alloués aux Enterprise Entity, cela requerrait de les définir trois fois (une fois par niveau). Dans le 
ŵodğle, les pƌoĐessus et les sĐhĠŵas d͛iŶteƌaĐtioŶs soŶt ĐapitalisĠs au Ŷiǀeau d͛uŶe CollaďoƌatioŶ 
unique de niveau type domaine (notée « Collaboration N »), instanciée une fois pour chacune des 
Enterprise Entity de niveau instance domaine correspondant aux niveaux N3, N4 et N5. Ces instances 
sont maintenues automatiquement en cohérence avec leur type domaine. 
Ce principe est schématisé par la Figure 43 pour les niveaux N3 et N4. 
 
Figure 43 – Principe de modélisation des collaborations au niveau type et instance domaine dans le modèle de 
commandement 
La capitalisation des sĐhĠŵas d͛iŶteƌaĐtioŶs au Ŷiǀeau d͛uŶe collaboration unique 
(« Collaboration N ») entraîne une problématique non triviale quant à la manière de modéliser ces 
sĐhĠŵas d͛iŶteƌaĐtioŶs. En effet, chacune des instances domaine de cette collaboration doit pouvoir 
échanger avec ses niveaux hiérarchiques subordonnés et supérieurs, eux-mêmes représentés par des 
instances domaine de la « Collaboration N ».  
C͛est le pƌiŶĐipe d͛iŶteƌĐhaŶgeaďilitĠ des ƌôles Ƌui a ĠtĠ ŵis eŶ œuǀƌe pouƌ ƌĠpoŶdƌe à Đette 
problématique : dans la « Collaboration N » a été défini un rôle « Niveau supérieur », doté de 
l͛iŶteƌfaĐe ŶĠĐessaiƌe pouƌ ĐoŵŵuŶiƋueƌ aǀeĐ uŶ suďoƌdoŶŶĠ ;de ŵaŶiğƌe siŵplifiĠe, eŶǀoǇeƌ des 
ordres et recevoir des comptes-ƌeŶdusͿ. L͛iŶteƌfaĐe de la « Collaboration N » étant compatible de 
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celle du « Niveau supérieur », il est alors possible après instanciation de lier les collaborations des 
différents niveaux en venant à chaque niveau remplacer le rôle « Niveau supérieur » par la 
collaboration « Collaboration N » assoĐiĠe à l͛Ġtat-major de niveau supérieur.  
Ce principe est illustré sur la Figure 44 pour deux EM instances de niveau N2 et N3 : 
 
 
Figure 44 – PƌiŶĐipe de ŵise eŶ œuvƌe de l’iŶteƌĐhaŶgeaďilitĠ des ƌôles dans le modèle de commandement 
3.2.3.2. Modification dynamique du modèle 
DaŶs le Đadƌe de la logistiƋue de thĠâtƌe, les pƌoĐessus ŵĠtieƌs ĐoŶĐeƌŶĠs paƌ le pĠƌiŵğtƌe d͛Ġtude 
du ŵodğle de ĐoŵŵaŶdeŵeŶt ĐoŵpƌeŶŶeŶt l͛Ġtude de la ĐoŶstitutioŶ d͛uŶe ĐoŵŵuŶautĠ d͛iŶtĠƌġt 
(COI), ǀisaŶt à supeƌǀiseƌ l͛ĠǀaĐuatioŶ d͛uŶ ŵatĠƌiel eŶdoŵŵagĠ daŶs uŶe zoŶe de Đoŵďat. La COI 
Ŷ͛est foƌŵĠe Ƌu͛eŶ Đas de ŶĠĐessitĠ ŵais la pƌoĐĠduƌe d͛ĠǀaĐuatioŶ Ƌu͛elle doit ŵettƌe eŶ œuǀƌe est 
ĐoŶŶue et Ġtaďlie. Il Ŷ͛Ǉ a pas d͛aĐteuƌs dĠdiĠs à Đette COI, Đeuǆ Ƌui ǀieŶdƌoŶt Ǉ pƌeŶdƌe en charge la 
pƌoĐĠduƌe d͛ĠǀaĐuatioŶ seƌoŶt Đhoisis paƌŵi les aĐteuƌs Ƌui dĠƌouleŶt la ŵissioŶ ŶoŵiŶale, eŶ 
fonction de leur charge et de leur disponibilité.  
Cette situation opérationnelle se traduit dans le modèle de commandement par la création en 
cours de simulation d͛uŶe EnterpriseEntity « COI d͛ĠǀaĐuatioŶ eǆĐeptioŶŶelle », de niveau instance 
domaine, dont les membres vont ensuite dérouler des processus simulant la supervision de 
l͛ĠǀaĐuatioŶ. Plus pƌĠĐisĠŵeŶt, la siŵulatioŶ dĠƌoule les Ġtapes suiǀaŶtes : 
- “uƌ aƌƌiǀĠe d͛uŶ ĠǀğŶeŵeŶt paƌtiĐulieƌ ;siŵulaŶt la deŵaŶde d͛ĠǀaĐuatioŶͿ, instanciation de 
la « COI d͛ĠǀaĐuatioŶ eǆĐeptioŶŶelle » et d͛uŶe ĐollaďoƌatioŶ assoĐiĠe «“upeƌǀisioŶ d͛uŶe 
évacuation exceptionnelle », dĠĐƌiǀaŶt les pƌoĐĠduƌes et les ƌôles à ŵettƌe eŶ œuǀƌe, 
- “ĠleĐtioŶ des aĐteuƌs les plus à ŵġŵe d͛assuƌeƌ Đes ƌôles, paƌŵi les EnterpriseEntity de 
niveau instance,  
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- Association des acteurs aux rôles, ajout des acteurs en tant que membres de la COI, 
- Déclenchement des processus des acteurs. 
 
Ces différentes étapes, exploitant au niveau du modèle le principe de types et instances domaines, 
sont orchestƌĠes paƌ le ďiais d͛uŶe foŶĐtioŶŶalitĠ d͛eǆteŶsiďilitĠ des ŵodğles iŶtĠgƌĠe au Ŷiǀeau des 
outils IDEA “tudio. Cette foŶĐtioŶŶalitĠ peƌŵet d͛assoĐieƌ auǆ aĐtiǀitĠs de pƌoĐessus uŶ 
ĐoŵpoƌteŵeŶt peƌsoŶŶalisĠ ƌepƌĠseŶtĠ paƌ uŶe ŵĠthode C#. Ces foŶĐtioŶs d͛eǆtension offrent un 
vaste ensemble de possibilités, comme par exemple la journalisation de la simulation ou 
l͛iŵplĠŵeŶtatioŶ de ƌğgles ŵĠtieƌ ƌeleǀaŶt du doŵaiŶe spĠĐifiƋue du ŵodğle. Coŵŵe elles oŶt oŶ 
contrôle total sur le modèle, ces fonctions permettent de dĠĐƌiƌe l͛eŶseŵďle des ĐoŵpoƌteŵeŶts 
ƌeƋuis pouƌ siŵuleƌ l͛ĠǀaĐuatioŶ eǆĐeptioŶŶelle.  
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Chapitre 4. Conclusions et perspectives 
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La complexité croissante des Systèmes de Systèmes et autres grands systèmes civils et militaires 
constitués paƌ uŶe fĠdĠƌatioŶ d͛aĐteuƌs ;« entreprises ») pose de nouvelles problématiques de 
conception et de réalisation. Cette complexité, induite par des structures de management toujours 
plus sophistiquées et un cycle de vie long, doit être maîtrisée au plus tôt dans la conception des 
eŶtƌepƌises. Cette ŵaîtƌise peƌŵettƌa à l͛eŶseŵďle des iŶteƌǀeŶaŶts de la ĐoŶĐeptioŶ d͛ideŶtifieƌ les 
poiŶts ĐlĠs de l͛eŶtƌepƌise et de pƌeŶdƌe ĐoŶfiaŶĐe eŶ sa ĐapaĐitĠ à atteiŶdƌe ses oďjeĐtifs. En 
particulier, il importe de savoiƌ estiŵeƌ les ĐapaĐitĠs de l͛eŶtƌepƌise à s͛adapteƌ à des situatioŶs 
iŵpƌĠǀues ou eǆĐeptioŶŶelles, paƌ eǆeŵple paƌ le ďiais d͛uŶe ƌeĐoŶfiguƌatioŶ, afiŶ d͛assuƌeƌ ses 
missions en toutes circonstances. 
 Nous Ŷous iŶtĠƌessoŶs auǆ appoƌts d͛uŶe dĠŵaƌĐhe diƌigĠe par les modèles pour la maîtrise de la 
ĐoŵpleǆitĠ de l͛eŶtƌepƌise eŶ phase de ĐoŶĐeptioŶ et l͛ĠǀaluatioŶ de soŶ adaptaďilitĠ. EŶ paƌtiĐulieƌ, 
il appaƌaît iŵpoƌtaŶt d͛iŵpliƋueƌ des eǆpeƌts du doŵaiŶe daŶs la ƌĠalisatioŶ des ŵodğles 
d͛aƌĐhiteĐtuƌe. Cette iŵpliĐatioŶ peƌŵet de s͛assuƌeƌ de la ďoŶŶe ĐoŵpƌĠheŶsioŶ du ďesoiŶ autaŶt 
Ƌue de la ĐohĠƌeŶĐe de l͛aƌĐhiteĐtuƌe ƌĠalisĠe paƌ ƌappoƌt au doŵaiŶe ŵĠtieƌ. Nous ƌeĐheƌĐhoŶs 
aloƌs à ŵettƌe eŶ œuǀƌe uŶe appƌoĐhe de ĐoŶĐeptioŶ d͛architecture impliquant des experts 
opĠƌatioŶŶels, ďasĠe suƌ uŶ ŵodğle d͛aƌĐhiteĐtuƌe siŵulaďle peƌŵettaŶt des ďouĐles Đouƌtes eŶtƌe 
aĐtiǀitĠs de ŵodĠlisatioŶ et de siŵulatioŶ ;de l͛oƌdƌe d͛uŶe jouƌŶĠeͿ.  
 
En support à une telle démarche, nous avons cherché à enrichir un  langage de description et de 
siŵulatioŶ d͛aƌĐhiteĐtuƌe d͛eŶtƌepƌises afiŶ de le doteƌ de ŵoǇeŶs d͛eǆpƌessioŶ de l͛adaptaďilitĠ de 
l͛aƌĐhiteĐtuƌe. AfiŶ de ŵettƌe eŶ eǆeƌgue les poiŶts de l͛aƌĐhiteĐtuƌe ĐoŶtƌiďuaŶt à l͛adaptaďilitĠ de 
l͛eŶtƌepƌise ;poiŶts d͛aƌtiĐulatioŶͿ, le ŵĠtaŵodğle au Đœuƌ de Đe laŶgage est oƌgaŶisĠ autour de trois 
vues principales : les capacités et les processus déroulés (le quoiͿ, l͛oƌgaŶisatioŶ des eŶtitĠs 
ĐoŵposaŶt l͛eŶtƌepƌise ;le quiͿ et les ƌôles et les ĐollaďoƌatioŶs ŵis eŶ œuǀƌe pouƌ peƌŵettƌe aux 
entités de prendre en charge les processus (le comment).  
AfiŶ d͛eǆploiteƌ Đes poiŶts d͛aƌtiĐulatioŶ, nous avons distingué deuǆ ĐatĠgoƌies d͛eŶtitĠs 
d͛eŶtƌepƌises et de ƌôles : les instances domaine peuplant la simulation et les types domaine 
dĠĐƌiǀaŶt les ĐaƌaĐtĠƌistiƋues ĐoŵŵuŶes à uŶ eŶseŵďle d͛iŶstaŶĐes doŵaiŶe de ŵġŵe Ŷatuƌe ;eǆ. 
les Ŷaǀiƌes d͛uŶe ŵġŵe ĐlasseͿ. Nous aǀoŶs de plus iŶtĠgƌĠ au laŶgage des ŵĠĐaŶisŵes peƌŵettaŶt 
de ŵodĠliseƌ des ĐoŶfiguƌatioŶs d͛eŶtitĠs et de ƌôles, afiŶ d͛Ġǀaluer leur reconfiguration.  
Les travaux réalisés ont ainsi peƌŵis d͛eŶƌiĐhiƌ le laŶgage seloŶ les aǆes suiǀaŶts : 
 Gestion des types et instances domaine,  
 CoŶfiguƌatioŶs et possiďilitĠs de ƌeĐoŶfiguƌatioŶ des oƌgaŶisatioŶs d͛eŶtitĠs et des 
collaborations de rôles,  
 Maintien en cohérence et validation des modèles. 
Le laŶgage, iŶĐluaŶt les ĐoŶtƌiďutioŶs de Đette thğse, a ĠtĠ ŵis eŶ œuǀƌe au Đœuƌ d͛uŶe suite 
d͛outils de ŵodĠlisatioŶ et de siŵulatioŶ. L͛eŶseŵďle a ĠtĠ eǆpĠƌiŵeŶtĠ daŶs le Đadƌe d͛uŶe affaiƌe 
industrielle, qui a permis de confronter les réalisations à un modèle métier complexe. A la date de 
souteŶaŶĐe de Đette thğse, la suite d͛outils est toujouƌs utilisĠe paƌ l͛iŶdustƌiel. 
 
La ŵodifiĐatioŶ d͛uŶ ŵodğle au Đouƌs de la siŵulatioŶ, peƌŵise paƌ l͛iŶtƌoduction des mécanismes 
de configuration dans le langage, est uŶe foŶĐtioŶŶalitĠ d͛uŶ gƌaŶd iŶtĠƌġt pour les utilisateurs. Elle 
est au Đœuƌ des peƌspeĐtiǀes d͛ĠǀolutioŶ du laŶgage et des outils. Nous alloŶs aiŶsi faciliter la 
définition des comportements de reconfiguration en cours de simulation. Basée sur des concepts 
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simples (activités dans les processus métier), Đette dĠfiŶitioŶ pouƌƌa ġtƌe ŵise eŶ œuǀƌe paƌ 
l͛eŶseŵďle des utilisateuƌs, Ǉ Đoŵpƌis opĠƌatioŶŶels.  
Au-delà du langage et des outils présentés, les expérimentations et les résultats sur le sujet de 
l͛adaptaďilitĠ et de la ƌeĐoŶfiguƌatioŶ des “Ǉstğŵes de “Ǉstğŵes offƌeŶt à l͛iŶdustƌiel des 
ŵĠĐaŶisŵes pouƌ l͛ĠlaďoƌatioŶ lignes de produits (PMS – Package Modular Solutions). Ces résultats 
contribuent également à la gestion des systèmes tactiques, en particulier en ce qui concerne la 
supervision de leur reconfiguration en cours de mission. 
Enfin, nous souhaitons nous inspirer de ces résultats afin d͛ĠteŶdƌe les Architecture Frameworks, 
pour leur peƌŵettƌe de dĠĐƌiƌe l͛adaptaďilitĠ et la ƌeĐoŶfiguƌatioŶ des aƌĐhiteĐtuƌes et les siŵuleƌ. 
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Annexe 1 – Informations complémentaires concernant les propriétés 
domaine et autres caractéristiques communes aux concepts du 
langage IDEA 
Dans le DSL IDEA, les caractéristiques communes (métadonnées et propriétés domaine ont été 
ƌegƌoupĠes au Ŷiǀeau d͛uŶ ĐoŶĐept Prototype, dont héritent tous les concepts représentant les 
diffĠƌeŶts ĐoŶstituaŶts d͛aƌĐhiteĐtuƌe. Le Ŷoŵ et les ŵĠtadoŶŶĠes soŶt dĠfiŶis Đoŵŵe des attƌiďuts 
de Đe ĐoŶĐept. L͛ideŶtifiaŶt Ŷ͛est pas dĠfiŶi daŶs le ŵĠtaŵodğle, ŵais est gĠƌĠ autoŵatiƋueŵeŶt paƌ 
l͛eŶǀiƌoŶŶeŵeŶt D“L Tools de ŵaŶiğƌe tƌaŶspaƌeŶte pouƌ l͛utilisateuƌ27.  
Les propriétés domaine sont quant à elles représentées par un concept Property. Le tǇpe d͛uŶe 
pƌopƌiĠtĠ doŵaiŶe peut ġtƌe soit uŶ tǇpe pƌiŵitif ;“tƌiŶg, IŶtegeƌ…Ϳ ou uŶe ĠŶuŵĠƌatioŶ, soit une 
structure composite à base de types primitifs. Par exemple, les coordonnées géographiques peuvent 
se ƌepƌĠseŶteƌ sous la foƌŵe d͛uŶe stƌuĐtuƌe Đoŵposite foƌŵĠe de tƌois Double, correspondant à la 
latitude, la loŶgitude et l͛altitude. Coŵŵe illustƌĠ sur la Figure 45, le tǇpe d͛uŶe pƌopƌiĠtĠ doŵaiŶe 
est représenté dans le DSL IDEA par un concept abstrait ValueType, dont héritent un concept 
PrimitiveType (correspondant aux types primitifs .NET), un concept EnumType (correspondant aux 
énumérations) et un concept ComplexType (correspondant aux types composites).  
La ǀaleuƌ d͛uŶe pƌopƌiĠtĠ est ƌepƌĠseŶtĠe suƌ le ĐoŶĐept Property par un attribut SerializedValue de 
type String. Pouƌ des ƌaisoŶs de siŵpliĐitĠ, Đette ǀaleuƌ Ŷ͛est pas stoĐkĠe eŶ taŶt Ƌu͛ĠlĠŵeŶt de 
modèle, mais est sérialisée / désérialisée à la demande directement dans le code xml du modèle. La 
ǀaleuƌ est dĠsĠƌialisĠe pouƌ ġtƌe pƌĠseŶtĠe à l͛utilisateuƌ ;pouƌ soŶ ĠditioŶͿ, et sĠƌialisĠe à sa 
modification.  
OŶ Ŷoteƌa Ƌue l͛expressivité des propriétés domaine ainsi représentées dans le métamodèle reste 
liŵitĠe, eŶ paƌtiĐulieƌ paƌ le fait Ƌue les ƌĠfĠƌeŶĐes ǀeƌs les oďjets d͛aƌĐhiteĐtuƌe Ŷe soŶt pas 
suppoƌtĠes. Paƌ eǆeŵple, il Ŷ͛est pas possiďle d͛eǆpƌiŵeƌ le fait Ƌu͛uŶ ƌadaƌ dispose d͛uŶe pƌopƌiĠtĠ 
domaine « Cible » qui référence une EnterpriseEntity détectée. 
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 Il s͛agit d͛uŶ UUID ;UŶiǀeƌsal UŶiƋue IDeŶtifieƌͿ, siŵilaiƌe à Đelui du foƌŵat d͛ĠĐhaŶge ǆŵi. 
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Figure 45 – Concepts Prototype  et Property dans le DSL IDEA  
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Annexe 2 – Erreurs de validation pour la cohérence d’un déploiement 
 






Levée quand le nombre d'Entités Instances agrégées 




Levée quand un Agrégat instance agrège une Entité 







Levée quand le nombre d'Entités Instances 
participantes est incompatible avec la multiplicité 
définie au niveau des Types. 
Participant 
incohérent 
Levée quand une COI instance contient une Entité 









Levée quand le nombre d'Entités Instances 
embarquées est incompatible avec la multiplicité 




Levée quand une Entité Physique instance contient 
une Entité dont le type n'est pas contenu dans le type 
de cette Entité Physique. 
Hosted 
Entities 
La définition des relations Hosts au niveau type ne doit pas être une 
restriction pour le niveau instance : dans certains cas opérationnels, 
ces relations peuvent justement avoir un sens uniquement pour les 






Levée quand le nombre de Rôles Instances contenus 




Levée quand un Rôle instance est contenu dans une 
CollaďoƌatioŶ iŶstaŶĐe ŵais Ŷ͛est Đoŵpatiďle aǀeĐ 




Levée quand l'Entité qui joue un Rôle n'est pas 
capable de jouer ce Rôle. 
Tableau 8 – Erreurs de validation vérifiant la cohérence d'un déploiement 
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Ajout Pour toutes les Instances de l'Agrégat, ajout d'une nouvelle instance de l'Entité agrégée. 
Suppression de 
l͛EŶtitĠ agƌĠgĠe 
Sans effet - “uppƌessioŶ des toutes les IŶstaŶĐes de l͛EŶtitĠ agƌĠgĠe gĠƌĠ paƌ la pƌopƌiĠtĠ PƌopagatesDelete 
de la relation IsInstanceOf au niveau de la classe Prototype. 
Détachement de 
l͛EŶtitĠ agƌĠgĠe28  
Pour toutes les Instances de l'Agrégat, détachement de toutes les Instances de l'Entité agrégée. Ces Instances 
ne sont pas supprimées du modèle. 
Modification de la 
cardinalité 
Pouƌ ĐhaƋue iŶstaŶĐe de l͛AgƌĠgat : 
- Si le Ŷoŵďƌe d͛EŶtitĠs agƌĠgĠes IŶstaŶĐes de l'EŶtitĠ ĐoŶĐeƌŶĠe est Đoŵpatiďle aǀeĐ la Ŷouǀelle ĐaƌdiŶalitĠ, 
sans effet 
- “i le Ŷoŵďƌe d͛EŶtitĠs agƌĠgĠes IŶstaŶĐes de l'EŶtitĠ ĐoŶĐeƌŶĠe est iŶfĠƌieuƌ à la Ŷouǀelle ĐaƌdiŶalitĠ ŵiŶ., 
ajout d͛autaŶt de Ŷouǀelles IŶstaŶĐes de l͛EŶtitĠ agƌĠgĠe Ƌue ŶĠĐessaiƌe pouƌ atteiŶdƌe Đe ŵiŶ. 
- “i le Ŷoŵďƌe d͛EŶtitĠs agƌĠgĠes IŶstaŶĐes de l'EŶtitĠ ĐoŶĐeƌŶĠe est supĠƌieuƌ à la Ŷouǀelle ĐaƌdiŶalitĠ ŵaǆ., 




Ajout Sans effet – UŶe ƌğgle de ǀalidatioŶ seƌa leǀĠe au Ŷiǀeau de l͛iŶstaŶĐe de COI 
Suppression de 
l͛EŶtitĠ agƌĠgĠe 
Sans effet - “uppƌessioŶ des toutes les IŶstaŶĐes de l͛EŶtitĠ agƌĠgĠe gĠƌĠ paƌ la pƌopƌiĠtĠ PƌopagatesDelete 






 Sans effet – UŶe eƌƌeuƌ de ǀalidatioŶ seƌa ;si ďesoiŶͿ leǀĠe au Ŷiǀeau de l͛iŶstaŶĐe de COI 
Modification de la 
cardinalité 
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 CoƌƌespoŶd à la suppƌessioŶ de la ƌelatioŶ eŶtƌe ĠlĠŵeŶts saŶs suppƌessioŶ de l͛ĠlĠŵeŶt Điďle. 
29
 CoƌƌespoŶd à la suppƌessioŶ de la ƌelatioŶ eŶtƌe ĠlĠŵeŶts saŶs suppƌessioŶ de l͛ĠlĠŵeŶt Điďle. 
Autonomie et reconfiguration des systèmes de systèmes tactiques 











Ajout Pour toutes les Instances de l'Entité Physique, ajout d'une nouvelle instance de l'Entité contenue. 
Suppression de 
l͛EŶtitĠ ĐoŶteŶue 
Sans effet - “uppƌessioŶ des toutes les IŶstaŶĐes de l͛EŶtitĠ ĐoŶteŶue gĠƌĠ paƌ la pƌopƌiĠtĠ PropagatesDelete 
de la relation IsInstanceOf au niveau de la classe Prototype. 
Détachement de 
l͛EŶtitĠ ĐoŶteŶue30  
Pour toutes les Instances de l'Entité Physique, détachement de toutes les Instances de l'Entité contenue. Ces 
Instances ne sont pas supprimées du modèle. 
Modification de la 
cardinalité 
Pour chaque instance de l'Entité Physique : 
- “i le Ŷoŵďƌe d͛EŶtitĠs ĐoŶteŶues IŶstaŶĐes de l'EŶtitĠ ĐoŶĐeƌŶĠe est Đoŵpatiďle aǀeĐ la Ŷouǀelle ĐaƌdiŶalitĠ, 
sans effet 
- “i le Ŷoŵďƌe d͛EŶtitĠs ĐoŶteŶues Instances de l'Entité concernée est inférieur à la nouvelle cardinalité min., 
ajout d͛autaŶt de Ŷouǀelles IŶstaŶĐes de l͛EŶtitĠ agƌĠgĠe Ƌue ŶĠĐessaiƌe pouƌ atteiŶdƌe Đe ŵiŶ. 
- “i le Ŷoŵďƌe d͛EŶtitĠs ĐoŶteŶues IŶstaŶĐes de l'EŶtitĠ ĐoŶĐeƌŶĠe est supĠƌieuƌ à la nouvelle cardinalité max., 








Sans effet - “uppƌessioŶ des toutes les IŶstaŶĐes de l͛EŶtitĠ agƌĠgĠe gĠƌĠ paƌ la pƌopƌiĠtĠ PƌopagatesDelete de 
la relation IsInstanceOf au niveau de la classe Prototype. 
Détachement de 
l͛EŶtitĠ hĠďeƌgĠe31  Sans effet – UŶe eƌƌeuƌ de ǀalidatioŶ seƌa ;si ďesoiŶͿ leǀĠe au Ŷiǀeau de l͛iŶstaŶĐe d͛EŶtitĠ PhǇsiƋue. 
Modification de la 
cardinalité 
Pouƌ ĐhaƋue iŶstaŶĐe de l͛EŶtitĠ hôte, daŶs ĐhaƋue iŶstaŶĐe de l͛EŶtitĠ ĐoŶteǆte de la ƌelatioŶ : 
- Si le nombre d͛EŶtitĠs hĠďeƌgĠes IŶstaŶĐes de l'EŶtitĠ ĐoŶĐeƌŶĠe est Đoŵpatiďle aǀeĐ la Ŷouǀelle ĐaƌdiŶalitĠ, 
sans effet 
- “i le Ŷoŵďƌe d͛EŶtitĠs hĠďeƌgĠes IŶstaŶĐes de l'EŶtitĠ ĐoŶĐeƌŶĠe est iŶfĠƌieuƌ à la Ŷouǀelle ĐaƌdiŶalitĠ ŵiŶ., 
oŶ ĐƌĠe autaŶt de ƌelatioŶs d͛hĠďeƌgement possibles jusqu'à atteindre ce min. Cependant, même si le 
contexte n'a pas assez de descendants pour permettre de créer autant de relations que le préconise la 
cardinalité, aucune entité n'est instanciée. 
- “i le Ŷoŵďƌe d͛EŶtitĠs hĠďeƌgĠes IŶstaŶĐes de l'Entité concernée est supérieur à la nouvelle cardinalité max., 
saŶs effet ;uŶe ƌğgle de ǀalidatioŶ seƌa leǀĠe au Ŷiǀeau de l͛iŶstaŶĐe d͛EŶtitĠ hôteͿ 
Tableau 9 – Règles de cohérences assurant la cohérence d'un déploiement en ce qui concerne les entités d'entreprise
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 Correspond à la suppression de la relation entre éléments sans suppƌessioŶ de l͛ĠlĠŵeŶt Điďle. 
31
 CoƌƌespoŶd à la suppƌessioŶ de la ƌelatioŶ eŶtƌe ĠlĠŵeŶts saŶs suppƌessioŶ de l͛ĠlĠŵeŶt Điďle. 
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Annexe 4 – Exemple d’interface d’IDEA Designer 
 
Figure 46 – Exemple d'interface d'IDEA Designer  
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Annexe 5 – Exemples d’interfaces d’IDEA Performer 
 
Figure 47 – Exemple d'interface d'IDEA Performer (Cartographie et entités d'entreprise) 
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Figure 48 – Exemple d'interface d'IDEA Performer (Supervision de l'exécution des processus) 
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Annexe 6 – Diagrammes de modélisation d’IDEA Designer 
Le taďleau suiǀaŶt pƌĠseŶte l͛iŶtĠgƌalitĠ des diagƌaŵŵes de ŵodĠlisatioŶ dispoŶiďles dans IDEA 
DesigŶeƌ. Les diagƌaŵŵes doŶt le ĐoŶteŶu Ŷ͛est pas adƌessĠ eŶ dĠtail daŶs Đette thğse soŶt 
présentés dans des cellules grisées. 
 
Nom  Description 
Point de vue COMMONS 
Exceptions Description des exceptions métier  
Information & Datamodel Description des produits informationnels 
Products Description des produits physiques 
Point de vue ENTERPRISE CAPABILITY MAP 
Capabilities & Services Décomposition et classification des capacités et des services 
Capability Cells Regroupement des capacités et des services en cellules 
Processes 
Description du processus associé à une capacité (un diagramme par 
capacité) 
State Machines 
Description de la machine à états orchestrant une cellule capacitaire (un 
diagramme par cellule capacitaire) 
Point de vue ENTERPRISE COLLABORATIONS 
Collaborations Décomposition des collaborations (un diagramme par collaboration) 
Point de vue ENTERPRISE RESOURCES & ORGANIZATION 
Command Chains Définition des chaînes de commandement 
Communication Networks & 
Devices 
DĠfiŶitioŶ des ƌĠseauǆ de ĐoŵŵuŶiĐatioŶs et des eŶtitĠs d͛eŶtƌepƌise 
représentant les équipements de communication 
Enterprise Entity Configurations “pĠĐifiĐatioŶ des ĐoŶfiguƌatioŶs possiďles pouƌ uŶe eŶtitĠ d͛eŶtƌepƌise 
Enterprise Entity Details 
DĠĐoŵpositioŶ d͛uŶe eŶtitĠ d͛eŶtƌepƌise ;uŶ diagƌaŵŵe paƌ eŶtitĠ 
d͛eŶtƌepƌiseͿ 
Enterprise Organization OƌgaŶisatioŶ des eŶtitĠs d͛eŶtƌepƌise 
Point de vue ENTERPRISE CONFIGURATION 
Collaboration Instances Vue d͛eŶseŵďle des ĐollaďoƌatioŶs de Ŷiǀeau instance domaine 
Command Chain Instances 
Vue d͛eŶseŵďle des ĐhaîŶes de ĐoŵŵaŶdeŵeŶt de Ŷiǀeau iŶstaŶĐe 
domaine 
Communication Infrastructure DĠfiŶitioŶ de l͛iŶfƌastƌuĐtuƌe de ĐoŵŵuŶiĐatioŶ  
Enterprise Organization 
Instances 
Organisation des entités d͛eŶtƌepƌise de Ŷiǀeau iŶstaŶĐe doŵaiŶe 
Enterprise Entity Instances 
Details 
DĠĐoŵpositioŶ d͛uŶe eŶtitĠ d͛eŶtƌepƌise de Ŷiǀeau iŶstaŶĐe doŵaiŶe ;uŶ 
diagƌaŵŵe paƌ eŶtitĠ d͛eŶtƌepƌiseͿ 
Resource Allocation 
AlloĐatioŶ des eŶtitĠs d͛eŶtƌepƌises de Ŷiǀeau instance domaine aux rôles 
de niveau instance domaine 
Tableau 10 – Diagrammes de modélisation d'IDEA Designer 
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Annexe 7 – Etude de correspondance DSL IDEA - NAF 
Le niveau de granularité et de généricité du langage IDEA a été voulu proche du NAF. Il convient 
toutefois de ƌappeleƌ Ƌue si le ďut pƌeŵieƌ des teƌŵes et des ĐoŶĐepts d͛aƌĐhiteĐtuƌe iŶtƌoduits paƌ 
ce métamodèle est de capturer de façon fidèle dans des modèles les ĐoŶstituaŶts d͛uŶe aƌĐhiteĐtuƌe, 
la pƌiŶĐipale eǆploitatioŶ ǀisĠe des ŵodğles ĐoƌƌespoŶdaŶts est la siŵulatioŶ de l͛aƌĐhiteĐtuƌe paƌ le 
bais de leur exécution. Dans le cas du NAF, la principale exploitation visée des modèles est en 
revanche la confrontation des points de vue et le partage de connaissance entre les architectes et 
aǀeĐ les autƌes aĐteuƌs de l͛iŶgĠŶieƌie.  
BieŶ Ƌu͛il ƌepƌeŶŶe ĐeƌtaiŶs teƌŵes et ĐoŶĐepts du NAF, le D“L IDEA Ŷ͛a aiŶsi pas ĠtĠ ĐoŶçu pouƌ 
être conforme à la spécification NAF mais pouƌ s͛oƌieŶteƌ ǀeƌs la siŵulatioŶ. Le NAF ƌestaŶt 
ĐepeŶdaŶt uŶ staŶdaƌd pouƌ uŶe gƌaŶde paƌtie des Ġtudes d͛aƌĐhiteĐtuƌe d͛eŶtƌepƌise ou de 
“Ǉstğŵes de “Ǉstğŵes, aussi il iŵpoƌte pouƌ la ǀalidatioŶ du laŶgage IDEA d͛ideŶtifieƌ pƌĠĐisĠŵeŶt 
les recouvrements avec cet Architecture Framework. Pour ce faire, nous avons cherché à produire 
ĐhaĐuŶ des diffĠƌeŶts pƌoduits spĠĐifiĠs paƌ le NAF à paƌtiƌ d͛uŶ ŵodğle IDEA.   
 
A la définition du périmètre du métamodèle IDEA ont été volontairement écartées les informations 
adressés par certaines vues et certains produits NAF. Une partie de ces vues et produits a été écartée 
Đaƌ les iŶfoƌŵatioŶs Ƌu͛elles ĐoŶtieŶŶeŶt oŶt uŶ ďut doĐuŵeŶtaiƌe, et Ŷe ƌepƌĠseŶteŶt pas des 
ĐoŶstituaŶts d͛aƌĐhiteĐtuƌe. C͛est le Đas paƌ eǆeŵple de la vue « All Views », qui contient des 
iŶfoƌŵatioŶs d͛oƌdƌe gĠŶĠƌal suƌ le ŵodğle Đoŵŵe uŶ ƌĠsuŵĠ ou des dĠfiŶitioŶs. Les autƌes oŶt ĠtĠ 
ĠĐaƌtĠes Đaƌ les pƌĠoĐĐupatioŶs Ƌu͛elles adƌesseŶt ƌelğǀeŶt d͛uŶe phase d͛iŶgĠŶieƌie ultĠƌieuƌe à la 
phase amont de ĐoŶĐeptioŶ de l͛eŶtƌepƌise, daŶs laƋuelle se plaĐe uŶe appƌoĐhe de pƌototǇpage 
ƌapide. C͛est le Đas paƌ eǆeŵple de la ǀue « Pƌogƌaŵŵe Vieǁs », qui établit les projets formalisant la 
ĐoŶĐeptioŶ des ĐoŶstituaŶts de l͛eŶtƌepƌise. Le Đhoiǆ d͛ĠĐaƌteƌ des ŵodğles IDEA le périmètre 
couvert par ces différents produits a été accepté et validé par les utilisateurs, dans la mesure où ils 
Ŷ͛oŶt effeĐtiǀeŵeŶt pas ĠpƌouǀĠ le ďesoiŶ de ƌepƌĠseŶteƌ les iŶfoƌŵatioŶs ĐoƌƌespoŶdaŶtes eŶ 
phase aŵoŶt de ĐoŶĐeptioŶ de l͛aƌĐhitecture. 
En ce qui concerne le périmètre de NAF initialement retenu pour être également couvert par le DSL 
IDEA, la ĐƌĠatioŶ d͛uŶ pƌoduit doŶŶĠ à paƌtiƌ d͛uŶ ŵodğle IDEA fait appaƌaîtƌe plusieuƌs Ŷiǀeauǆ de 
couverture distincts : 
 Niveau 1 – Le DSL IDEA couvre intégralement l͛eŶseŵďle des ĐoŶĐepts ŶĠĐessaiƌes à la 
création du produit. Dans certains cas, IDEA Designer propose de plus un diagramme de 
modélisation dont le périmètre est équivalent à celui du produit NAF.  
Par exemple, le diagramme IDEA ͚Capabilities & Services͛ (point de vue CAPABILITY MAP) 
eǆpose uŶe ĐlassifiĐatioŶ des ĐapaĐitĠs de l͛eŶtƌepƌise ĐoƌƌespoŶdaŶt au pƌoduit NCV-2 
(͚CapaďilitǇ TaǆoŶoŵǇ͚).  
 Niveau 2 – La création du produit nécessite une transformation de modèle pour faire 
appaƌaîtƌe uŶ ĐoŶĐept NAF Ŷ͛aǇaŶt pas d͛ĠƋuiǀaleŶt diƌeĐt paƌŵi les ĐoŶĐepts du ŵĠtaŵodğle 
IDEA.  
C͛est eŶ paƌtiĐulieƌ le Đas de la ŶotioŶ NAF de Needline, exprimant une dépendance entre 
deuǆ Ŷœuds opĠƌatioŶŶels daŶs le pƌoduits NOV-2 (͚Operational Node Connectivity 
Description͛).  
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Bien que le langage IDEA ne contienne pas de concept strictement équivalent, il permet de 
dĠĐƌiƌe l͛iŶfoƌŵatioŶ ĐoƌƌespoŶdaŶĐe : pouƌ deuǆ Ŷœuds opĠƌatioŶŶels doŶŶĠs, 
correspondant dans le modèle IDEA à deux entités d͛eŶtƌepƌise de Ŷiǀeau iŶstaŶĐe doŵaiŶe, 
les Needline peuvent être déduites par le biais des interactions établies entre les rôles joués 
par ces deux entités.  
 Niveau 3 – Le DSL IDEA ne permet pas de modéliser les éléments nécessaires pour créer le 
produit, ŵais les iŶfoƌŵatioŶs ƌeƋuises peuǀeŶt ġtƌe dĠduites soit d͛uŶe siŵulatioŶ, soit paƌ le 
ďiais du ŵĠĐaŶisŵe d͛eǆteŶsiďilitĠ des outils IDEA. Ce Đas ƌeste ĐepeŶdaŶt aŶeĐdotiƋue, daŶs 
la mesure où il ne concerne que trois produits. 
 
Le tableau suivant présente la correspondance entre les produits NAF v3 et le DSL IDEA, indiquée 
de la manière suivante : 
 Couvert – PĠƌiŵğtƌe de la ǀue pƌis eŶ Đoŵpte paƌ le D“L IDEA. L͛iŶfoƌŵatioŶ ĐoƌƌespoŶdaŶte 
peut être un sous-eŶseŵďle d͛uŶ diagƌaŵŵe de ŵodĠlisatioŶ, ġtƌe ĠƋuivalente à un diagramme 
de modélisation ou être répartie entre plusieurs diagrammes de modélisation. (cellules bleues) 
 Non couvert – Périmètre de la vue non pris en compte par le DSL IDEA. (cellules grisées) 
N°  Nom Correspondance IDEA 
All Views 
NAV-1 Overview and Summary Information 
Non couverts (Décrivent des informations générales 
suƌ le ŵodğle d͛aƌĐhiteĐtuƌe, et ŶoŶ des ĐoŶstituaŶts 
de l͛aƌĐhiteĐtuƌeͿ 
NAV-2 Integrated Dictionnary 
NAV-3 Metadata 
Programme Views 
NPV-1 Programme Portfolio Relationships Non couverts (Décrivent des informations générales 
suƌ le ŵodğle d͛aƌĐhiteĐtuƌe, et ŶoŶ des ĐoŶstituaŶts 
de l͛aƌĐhiteĐtuƌeͿ NPV-2 Programme to Capability Mapping 
Capability Views 
NCV-1 Capablity Vision 
Non couvert (Décrit les motivations et objectifs de 
l͛eŶtƌepƌise, et ŶoŶ des ĐoŶstituaŶts de l͛aƌĐhiteĐtuƌeͿ 
NCV-2 Capability Taxonomy Couvert (Diagramme ͚Capaďilities & “eƌǀiĐes͛) 
NCV-3 Capability Phasing 
Non couvert (Décrit les aspects temporels de 
l͛eŶtƌepƌise, et ŶoŶ des ĐoŶstituaŶts de l͛aƌĐhiteĐtuƌeͿ 
NCV-4 Capability Dependencies 
Couvert (Diagrammes ͚CollaďoƌatioŶs͛ et ͚Capabilities 
& Services ͚ 
NCV-5 
Capability to Organisational Activity 
Mapping 
Couvert (Diagrammes ͛CollaďoƌatioŶ IŶstaŶĐes͛, 
͚Enterprise Organization Instance͛ et ͚Capabilities & 
Services͛) 
NCV-6 
Capability to Operational Activity 
Mapping 
Couvert (Diagrammes ͚Capabilities & Services͛ et 
͚Process͛) 
NCV-7 Capability to Services Mapping Couvert (Diagramme ͚Capabilities & Services͛) 
Operational Views 
NOV-1 
High Level Operational Concept 
Graphic 
Non couvert ( « ǀue d͛aƌtiste ») 
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Operational Node Connectivity 
Description 
Couvert (Diagrammes ͚Collaboration Instances͛ et 
͚Enterprise Organization Instance͛Ϳ 
NOV-3 
Operational Information Exchange 
Matrix 
Couvert (Diagrammes ͚Products͛, ͚IŶfoƌŵatioŶ & 
Dataŵodel͛ et ͚Collaboration Instances͛) 
NOV-4 
Organizational Relationships Chart Couvert (Diagramme ͚Collaboration Instances͛ et 
͚CommaŶd ChaiŶ IŶstaŶĐes͚) 
NOV-5 Operational Activity Model Couvert (Diagrammes ͚Process͛) 
NOV-6a 
Operational Rule Model Couvert ;Paƌ la possiďilitĠ d͛assoĐieƌ des foŶĐtioŶs 
d͛eǆteŶsioŶ auǆ aĐtiǀitĠs de pƌoĐessusͿ 
NOV-6b 
Operational State Transition 
Description 
Couvert (Diagrammes ͚“tate MaĐhiŶes͛) 
NOV-6c 
Operational Event-Trace Description Couvert (Par la possibilité de produire des 
diagrammes de séquence correspondant à une 
eǆĠĐutioŶ paƌtiĐuliğƌe. IDEA Ŷ͛adƌesse ĐepeŶdaŶt pas 
la modélisation de diagrammes de séquence 
prescriptifs) 
NOV-7 
Information Model Couvert (Diagrammes ͚Products͛ et ͚IŶfoƌŵatioŶ & 
Dataŵodel͛) 
Service Views 
NSOV-1 Services Taxonomy Couvert (Diagramme ͚Capabilities & Services͛) 
NSOV-2 
Services Definition (Services 
Properties) 
Couvert (Diagramme ͚Capabilities & Services͛) 
NSOV-3 
Services to Operational Activities 
Mapping 
 
Note : en NAF v3.1, devient Capability to 
Service Mapping 




Note : en NAF v3.1,  cette vue est éclatée 
en trois vues et change sensiblement de 
sens 




Note : en NAF v3.1, devient Service 
Functionality 
Couvert (Diagramme ͚Capaďilities & “eƌǀiĐes͛ et 
͚Process͛) 
System Views 
NSV-1 Systems Interface Description Couvert (Diagramme ͚Enterprise Organization 
IŶstaŶĐes͛ et ͚Communication Infrastructure͛) 
NSV-2a System Port Specification 
Non couvert (Niveau de détail < prototypage 
d͛aƌĐhiteĐtuƌeͿ NSV-2b System to System Port Connectivity 
NSV-2c System Connectivity Clusters 
NSV-3 Systems to Systems Matrix 
 
Note : en NAF v3.1, devient Resource 
Interaction Matrix 
Couvert (Diagramme ͚Enterprise Organization 
Instances͛ et ͚Communication Infrastructure͛) 
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NSV-4 Systems Functionality Description Couvert (Diagrammes ͚Process͛) 
NSV-5 Systems Function to Operational 
Activity Traceability Matrix 
Couvert (Diagramme ͚Enterprise Organization 
IŶstaŶĐes͛ et ͚Collaboration Instances͛) 
NSV-6 Systems Data Exchange Matrix Couvert (Diagrammes ͚Products͛, ͚Information & 
Datamodel͛ et ͚CollaďoƌatioŶ IŶstaŶĐes͛) 
NSV-7 Systems Quality Requirements 
description 
Non couvert (Niveau de détail < prototypage 
d͛aƌĐhiteĐtuƌeͿ NSV-8 Systems Evolution Description  
Note : en NAF v3.1, devient System 
Configuration Management 
NSV-9 Systems Technology Forecast Non couvert (Niveau de détail < prototypage 
d͛aƌĐhiteĐtuƌe) 
NSV-10a Systems Rules Mode Couvert ;Paƌ la possiďilitĠ d͛assoĐieƌ des foŶĐtioŶs 
d͛eǆteŶsioŶ auǆ aĐtiǀitĠs de pƌoĐessusͿ 
NSV-10b Systems State Transition Description Couvert (Diagrammes ͚“tate MaĐhiŶes͛) 
NSV-10c Systems Event-Trace Description Couvert (Par la possibilité de produire des 
diagrammes de séquence correspondant à une 
eǆĠĐutioŶ paƌtiĐuliğƌe. IDEA Ŷ͛adƌesse ĐepeŶdaŶt pas 
la modélisation de diagrammes de séquence 
prescriptifs) 
NSV-11a Logical Data Model Couvert (Diagramme ͚IŶfoƌŵatioŶ & Dataŵodel͛) 
NSV-11b Physical Data Model Couvert (Diagramme ͚PƌoduĐts͛) 
NSV-12 Systems Service Provision Couvert (Diagramme ͚Enterprise Organization 
IŶstaŶĐes͛ et ͚Collaboration Instances͛) 
Technical Views 
NTV-1 Technical Standards Profile 
Non couverts (Niveau de détail < prototypage 
d͛aƌĐhiteĐtuƌeͿ NTV-2 Technical Standards Forecast 
NTV-3 Standard Configurations 
Tableau 11 – Correspondanc DSL IDEA-NAF 
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Annexe 8 – Etude de correspondance DSL IDEA – Modèles de Bayne 
Les travaux de Bayne ont pour objectif de décrire une structure type pour les entreprises afin de 
peƌŵettƌe l͛ĠǀaluatioŶ de leuƌ peƌfoƌŵaŶĐe paƌ l͛iŶteƌŵĠdiaiƌe de ŵodğles ŵathĠŵatiƋues. 
Contrairement aux études et réalisations effectuées dans le cadre de cette thèse et des outils IDEA, 
les travaux de Bayne portent donc sur des modèles et non sur un métamodèle. Les modèles de Bayne 
ƌepƌĠseŶteŶt toutefois uŶe desĐƌiptioŶ gĠŶĠƌiƋue d͛uŶe eŶtƌepƌise, adaptaďle daŶs tous les 
domaines métier, et répandue et acceptée dans la communauté du Command & Control à laquelle 
s͛adƌesse eŶ paƌtie le laŶgage IDEA. Il Ŷous a paƌ ĐoŶsĠƋueŶt paƌu foŶdaŵeŶtal d͛Ġǀalueƌ le lieŶ 
eŶtƌe Đe deƌŶieƌ et les ŵodğles de BaǇŶe, eŶ ĐheƌĐhaŶt à ŵodĠliseƌ les ĐoŵposaŶtes d͛uŶe 
entreprise selon Bayne dans le formalisme IDEA. 
Comme évoqué précédemment, les modèles de Bayne sont basés sur un concept de VPU (Value 
Production Unit), et en décrivent deux aspects notoires : l͛oƌgaŶisatioŶ d͛uŶ VPU au seiŶ de la 
fédération, et son comportement. Dans la suite de cette partie, nous allons étudier les possibilités de 
ƌĠaliseƌ uŶ ŵodğle IDEA d͛uŶ VPU seloŶ Đes deuǆ aspeĐts.  
 
CoŶsidĠƌoŶs pouƌ ĐoŵŵeŶĐeƌ l͛oƌgaŶisatioŶ d͛uŶ VPU au seiŶ de la fĠdĠƌatioŶ, telle Ƌu͛iŶtƌoduite 
dans la Figure 2 rappelée ci-après. 
 
[Rappel] Figure 2 – OƌgaŶisatioŶ d’uŶ VPU 
 ModĠlisatioŶ de la stƌuĐtuƌe iŶteƌŶe d’uŶ VPU – Les acteurs présentés dans les modèles de 
BaǇŶe soŶt d͛oƌdƌe foŶĐtioŶŶel, dĠfiŶissaŶt uŶ doŵaiŶe de ƌespoŶsaďilitĠ ŵais pas les 
ressources auxquelles sont allouées les ƌespoŶsaďilitĠs. Qu͛ils soieŶt VPUs ou ŵeŵďƌes de 
l͛ĠƋuipe d͛uŶ VPU, Đes aĐteuƌs soŶt paƌ ailleuƌs toujouƌs dĠĐoŵposaďles eŶ sous-acteurs.  
DaŶs le laŶgage IDEA, il s͛agit là de ĐaƌaĐtĠƌistiƋues siŵilaiƌes à Đelles du ĐoŶĐept Role. Les VPU 
seront donc modélisés sous forme de Roles et les ŵeŵďƌes de l͛ĠƋuipe d͛uŶ VPU Đoŵŵe les 
rôles impliqués dans la collaboration correspondante, comme illustré sur la Figure 49. 
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Figure 49 - ModélisatioŶ de l’oƌgaŶisatioŶ d'uŶ VPU daŶs le laŶgage IDEA : implémentation du rôle «  VPU k,l » 
 IŶteƌaĐtioŶs seloŶ l’aǆe hiĠƌaƌĐhiƋue – L͛aǆe hiĠƌaƌĐhiƋue seloŶ BaǇŶe ;ŶotĠ « k ») décrit des 
ƌelatioŶs de ĐoŵŵaŶdeŵeŶt, Ƌui se tƌaduiseŶt paƌ la ŵise eŶ œuǀƌe d͛ĠĐhanges 
d͛iŶfoƌŵatioŶ eŶtƌe uŶ VPU, soŶ supĠƌieuƌ et soŶ suďoƌdoŶŶĠ.  
DaŶs le laŶgage IDEA, Đes ĠĐhaŶges d͛iŶfoƌŵatioŶ soŶt ŵodĠlisĠs au Ŷiǀeau des ĐollaďoƌatioŶs 
paƌ des iŶteƌaĐtioŶs ŵettaŶt eŶ œuǀƌe des iŶfoƌŵatioŶs de tǇpe oƌdƌe / Đoŵpte ƌeŶdu. DaŶs 
le modğle IDEA d͛uŶ VPU, les iŶteƌaĐtioŶs d͛uŶ VPU aǀeĐ soŶ supĠƌieuƌ et soŶ ;sesͿ 
subordonné(s) par le biais de Endpoints d͛eŶǀoi et de ƌĠĐeptioŶ d͛iŶfoƌŵatioŶs oƌdƌe / 
compte-rendu. 
 IŶteƌaĐtioŶs seloŶ l’aǆe logistiƋue – L͛aǆe logistiƋue seloŶ BaǇŶe ;ŶotĠ « l ») décrit des 
relations de type producteur / consommateur.  
Dans le langage IDEA, cela se traduit de manière relativement naturelle par des interactions 
de service : le VPU consomme un service depuis son VPU fournisseur (Endpoint de 
consommation du service « VPU k,l-1 service » sur la Figure 50), et fournit un service à son 
consommateur (Endpoint de fourniture du service « VPU k,l service »). Les données échangées 
selon cet axe entre les VPUs dans le modèle de Bayne seront modélisées dans des échanges 
internes aux services. 
La Figure 50 ci-après présente le modèle IDEA des interactions entre un VPU noté « k, l » et ses 
voisins (supérieur, subordonné, fournisseur, consommateur). 
Le ŵodğle d͛oƌgaŶisatioŶ d͛uŶ VPU ƌĠalisé ainsi dans IDEA décrit une collaboration comprend 
sĠpaƌĠŵeŶt l͛iŵplĠŵeŶtatioŶ d͛uŶe ĐollaďoƌatioŶ ƌepƌĠseŶtaŶt le VPU ;Đf. Figure 49), et les 
interactions réalisées par cette collaboration avec ses voisins (cf. Figure 50).  Le lien entre les deux, 
Đ͛est-à-dire la manière selon laquelle les rôles collaborent pour contribuer aux échanges du VPU avec 
ses ǀoisiŶs, Ŷ͛est pas pƌĠĐisĠ daŶs le ŵodğle de BaǇŶe. Les ƌôles Ǉ iŶteƌagisseŶt paƌ l͛iŶteƌŵĠdiaire de 
leuƌs aĐtioŶs suƌ le pƌoĐessus de pƌoduĐtioŶ, et Đ͛est ĠgaleŵeŶt Đe deƌŶieƌ Ƌui dĠfiŶit les ŵodalitĠs 
d͛ĠĐhaŶges du VPU aǀeĐ les VPUs ǀoisiŶs. Le ĐoŶteŶu de Đe pƌoĐessus est ĐepeŶdaŶt spĠĐifiƋue à 
l͛eŶtƌepƌise ĐoŶsidĠƌĠe, et Ŷe peut doŶĐ pas ġtƌe ŵodélisé de manière générique. Dans le cadre 
d͛Ġtude de Đette paƌtie, Đ͛est-à-diƌe la tƌaduĐtioŶ d͛uŶ ŵodğle de BaǇŶe daŶs le laŶgage IDEA, le 
ŵodğle aiŶsi pƌoduit Ŷe pouƌƌa pas ĐoŵpƌeŶdƌe de lieŶs eŶtƌe les ƌôles et ǀeƌs l͛iŶteƌfaĐe du VPU.  
 
“͛il est possiďle de ƌepƌĠseŶteƌ les ĐoŶĐepts des ŵodğles d͛oƌgaŶisatioŶ d͛eŶtƌepƌise seloŶ BaǇŶe 
dans le langage proposé dans le cadre de cette thèse, on constate que le modèle IDEA résultant est 
iŶĐoŵplet. Ce ŶoŶ ƌeĐouǀƌeŵeŶt Ŷ͛est ĐepeŶdaŶt pas suƌpƌeŶaŶt, Đaƌ le pĠƌiŵğtƌe d͛Ġtude et les 
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objectifs des modèles de Bayne et celui du langage IDEA ne sont pas similaires. Les modèles de Bayne 
oŶt pouƌ oďjeĐtif la dĠfiŶitioŶ d͛uŶ foƌŵalisŵe gĠŶĠƌiƋue pouƌ l͛optiŵisatioŶ paƌ les ŵathĠŵatiƋues 
des processus de C2, alors que les modèles IDEA sont conçus pour représenter et expérimenter 
l͛aƌĐhiteĐtuƌe d͛uŶe eŶtƌepƌise. Les ŵodğles de BaǇŶe aǇaŶt ǀoĐatioŶ à ġtƌe appliƋuĠs à toute 
entreprise, le modèle IDEA élaboré dans cette partie peut toutefois être considéré comme un patron 
de modélisation. Ce patron propose alors une base de modèle claire et générique, dont peut être 
dérivé un modèle spécifique pour une entreprise en particulier : 
 UŶe stƌuĐtuƌe uŶiƋue d͛oƌgaŶisatioŶ iŶteƌŶe pouƌ uŶe ĐollaďoƌatioŶ ;Figure 49), en 
l͛oĐĐuƌƌeŶĐe les diffĠƌeŶts ƌôles gĠŶĠƌiƋues ideŶtifiĠs Đoŵŵe ĐoŶtƌiďuteuƌs à uŶ VPU ; 
 UŶ patƌoŶ d͛iŶteƌaĐtioŶs eŶtƌe ĐollaďoƌatioŶs ;Figure 50), basé sur une séparation claire entre 
des ĠĐhaŶges d͛iŶfoƌŵatioŶs seloŶ uŶ aǆe hiérarchique et des échanges de service selon un 
axe logistique) ; 
Pour dériver de ce patron un modèle IDEA spécifique à une entreprise, complet et simulable, il faut 
notamment prendre en compte les points suivants : 
 IdeŶtifieƌ l͛oƌgaŶisatioŶ d͛aĐteuƌs ǀeŶaŶt prendre en charge les VPUs (c.-à-d. jouer les rôles 
correspondants) ; 
 “pĠĐifieƌ les pƌoĐessus de pƌoduĐtioŶ et de CϮ des diffĠƌeŶts VPUs. La siŵulatioŶ d͛uŶ ŵodğle 
IDEA étant basé sur les processus, la définition de ces derniers est indispensable pour obtenir 
uŶ ŵodğle Đoŵplet. Les ŵodğles de BaǇŶe s͛iŶtĠƌessaŶt à l͛Ġtude du CoŵŵaŶd & CoŶtƌol ;CϮͿ 
de l͛eŶtƌepƌise, leuƌ iŶtĠƌġt ƌĠside daŶs la ŵaŶiğƌe doŶt les pƌoĐessus de CϮ iŶteƌagisseŶt aǀeĐ 
le processus de production et non dans le détail des différents processus.  
L͛iŶtĠƌġt de ŵettƌe eŶ œuǀƌe d͛uŶ tel patƌoŶ est aloƌs de peƌŵettƌe uŶe tƌaŶsitioŶ fluide eŶtƌe la 
dĠŵaƌĐhe d͛aƌĐhiteĐtuƌe daŶs laƋuelle s͛iŶsĐƌit la ĐƌĠatioŶ d͛uŶ ŵodğle IDEA, et la dĠŵaƌĐhe d͛Ġtude 
et d͛optiŵisatioŶ du CoŵŵaŶd & CoŶtƌol ĐoŶĐernée par les modèles de Bayne. En effet, un modèle 
d͛aƌĐhiteĐtuƌe IDEA ďasĠ suƌ Đe patƌoŶ pouƌƌa ġtƌe aisĠŵeŶt tƌaŶsĐƌit ǀeƌs le foƌŵalisŵe pƌoposĠ paƌ 
BaǇŶe, puis faiƌe l͛oďjet des aŶalǇses ŵathĠŵatiƋues ŵises eŶ plaĐe pouƌ Đe foƌŵalisŵe. DaŶs le 
cadre d͛uŶe dĠŵaƌĐhe de ĐoŶĐeptioŶ d͛eŶtƌepƌise, l͛aŶalǇse du ŵodğle ƌĠsultaŶt pouƌƌa aloƌs 
appoƌteƌ uŶe ĐoŶtƌiďutioŶ iŵpoƌtaŶte eŶ teƌŵes d͛ĠǀaluatioŶ des aspeĐts de CϮ, tout eŶ ĐoŶseƌǀaŶt 
une traçabilité forte vis-à-ǀis de la phase d͛aƌĐhiteĐtuƌe. 
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Figure 50 – ModĠlisatioŶ de l’oƌgaŶisatioŶ d'uŶ VPU daŶs le laŶgage IDEA : iŶteƌaĐtioŶs du ƌôle «  VPU k,l » dans la 
fédération 
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