Steganographic techniques are useful to convey hidden information by using various types of typically-transmitted multimedia data as cover for concealed communication. Spread Spectrum Image Steganography (SSIS) is a data-hiding/hidden-communication method that uses digital imagery as a cover signal. This report describes an SSIS prototype system for embedding messages in images and extracting messages from stegoimages. The components, which were written in the Java and C programming languages, were kept modular to provide a workbench for further experimentation. We discuss experiments that were performed with the system, along with possible avenues of future research to improve the SSIS process.
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10. If a system did not have the capability to decode the information, the image would be displayed without degradation, leaving the viewer unaware that the hidden data exist. These are but a few of the possible uses of image steganography.
Spread Spectrum
Image Steganography (SSIS), is a data-hiding/hidden-communication method that uses digital imagery as a cover signal. SSIS provides the ability to hide and recover, error free, a significant quantity of information bits within digital images, avoiding detection by an observer. Furthermore, SSIS is a blind scheme because the original image is not needed to extract the hidden information.
The proposed recipient need only possess a key in order to reveal the hidden message. The very existence of the hidden information is virtually undetectable.
This report describes an SSIS prototype system for embedding messages in images and extracting messages from stegoimages. Portability was a major consideration when designing this application.
The research and initial experimentation had been performed in MATLAB and C under the UNIX operating system, while the target system for the prototype was a 1apto.p running Windows 95. This was achieved by rewriting the MATLAB portions in ANSI C and by using Java for the graphical user interface (GUI).
The initial intention for building the prototype was to provide a vehicle by which to demonstrate the concepts of SSIS. However, the prototype was found to be very useful from a research standpoint.
It was important to build flexibility into the system to provide a workbench for further experimentation. Each of the major components was written as a separate program, which also allowed multiple researchers to work on different areas of the problem.
In addition, tests could be performed without having to modify the prototype.
After providing background information on the steganography process, we will discuss the components of the SSIS prototype and how they work together to function as an intact Retter 1998, Marvel et al. 1999) . At low noise power levels, the image degradation is undetectable by the human eye, while at higher levels the noise appears as speckles or "snow."
The process consists of the following major steps, as illustrated in figure 1:
1. Create encoded message by adding redundancy via error-correcting code.
2. Add padding to make the encoded message the same size as the image.
3. Interleave the encoded message.
4. Generate a pseudorandom noise sequence, n.
5. Use encoded message, m, to modulate the the sequence, generating noise, s. Notice that the original image is not required to recover the hidden message. A filter is used to extract the noise from the stegoimage, resulting in an approximation of the original image. The better this filter works, the fewer errors in the extracted message. This is discussed further in section 6.2. The reverse process, of extracting and restoring the original message, is of course very similar:
1. Filter the stegoimage, g, to get an approximation of the original image, f^.
2. Subtract the approximation of the original image from the stegoimage to get an estimate of the noise, 2, added by the embedder.
3. Generate the same pseudorandom noise sequence, n.
4. Demodulate by comparing the extracted noise with the regenerated noise.
5. Deinterleave the estimate of the encoded message, riz, and remove the padding.
6. Use error-correcting decoder to repair the message as needed.
System Components

Overview
During the initial research phase of the SSIS work, each major step was performed by a different component. The image manipulation had been done with MATLAB, an integrated technical computing environment that combines numeric computation, advanced graphics and visualization, and a high-level programming language (MathWorks 1999). When this prototype was built, the operations that had been performed with MATLAB were rewritten in C for portability.
The discussion that follows gives a summary of each component and its operation.
3.2
Error-Correcting Code (ECC)
A family of ECC programs was written (in the C programming language) to read a message file and insert error-correcting codes. Each program uses a different set of codewords to enable it to correct a specific bit error rate (BER) (Retter 1995) . The BER is computed as a percentage that represents the number of bits in error divided by the total number of bits. For the block codes used here, the BER is computed on a block-by-block basis with a block equivalant to a segment of bits that is equal to the number of input bits.
There is a tradeoff between the BER correcting capability and the message payload. This can be related to the the rate of ECC, which indicates the ratio of the number of input bits to the output bits. Typically, codes that have a low rate (less than 0.3) can correct a significant number of errors but at the cost of a large overhead.
Use of a low rate code results in a low payload throughput.
A higher rate ECC, on the other hand, may not correct as many errors but incurs less overhead and thereby has a higher payload throughput.
Four different sets of codewords were generated to cover a range of BERs.
Interleaver
Gaussian noise is added to the image by having each bit in the encoded message alter each pixel in the image. This requires that the message and image be the same size, so the encoded message is padded with zeroes. Experimentation has shown that filtering to remove the noise from the stegoimage at the receiver causes errors typically to occur in bursts, usually correlating to the edges in the image.
The ECC works much better if the errors are not clustered together since the ECC BER is computed on a block basis. Therefore, the ECC has a better opportunity to decode correctly when the errors are spread uniformly throughout the entire image. To minimize the chance that an encoding block will have more errors than it can correct, the encoded message bits are interleaved or redistributed throughout the message. This act causes the number of errors in any encoding block to occur in an equally likely fashion.
3.4
Message Embedder Another C program, based on code developed in MATLAB, was written to combine the cover image with the modified message. The user provides a key and the variance (power) of the noise. In order to store a large payload, a high rate ECC must be used, which in turn requires a low BER. This may be achieved by employing a larger power, but that degrades 4 the quality of the stegoimage.
A series of debug flags may be set when the program is run to record the computations and verify that everything is working properly. The embedder was validated by examining the results at each stage.
A stegoimage must be independent of the computer architecture that was used to create it. A standard graphics format was used for the images, and the byte-oriented algorithm used by the ECC avoided architectural byte-ordering problems.* The only architectural issue involved the code to generate the pseudorandom noise. The library functions available on the UNIX and Windows platforms were drastically different and did not even return the same size numbers, much less the same sequence. The pertinent functions were extracted from the GNU+ C library (F ree Software Foundation 1996) . Tests showed that a Sun and a PC generated the same sequence when given the same key.
Message Extractor
During the early stages of the work, the message extractor was a separate program. Since the embedder and extractor share much of the same code, they were later combined into a single program.
This had the unplanned benefit of allowing various experiments to be performed as shown in section 6.
The user still provides the key for the random number sequence in order to extract the message. He may also specify which one of several built-in restoration filters is used on the stegoimage.
To avoid constantly adding new filters to the program and to make it easy to test filters for which source code was not readily available, an option was included to let the user provide a prefiltered image. In figure 2 , the Restoration Filter box is removed, and the user supplies the filtered image, 3, directly.
Error Maps
The extracted message may have errors because the restoration filter may not perfectly generate the original cover image. These errors often occur along edges in the image. Even when the cover image was supplied as the filtered image during testing, the message was not always correct. The reason for this is truncation errors caused when noise was added to an image pixel resulting in a value less than 0 (black) or greater than 255 (white).
A Per1 script (Wall, Christiansen, and Schwartz 1996) was written to compare an original and extracted message and count the number of bits that are incorrect; in other words, it computes the BER. It also creates a new image, where a white pixel indicates the message bit was correctly extracted and a black pixel indicates an error. These images, called error maps, showed the errors are not random and occur along edges and white or black areas in the image as shown later.
*The Sun used to develop the software is big-endian, while Intel chips are little-endian. tThe GNU project includes a portable C compiler and library functions. 5 3.7
Deinterleaver and ECC Decoder
The bits that make up the extracted message are restored to their original positions by reversing the interleaving process. The process is completed by running the extracted and deinterleaved message through the C program that matches the original code (i.e., uses the same codewords).
The final result is a file that contains the recovered message.
Prototype System 4.1 Overview
A program was written in Java 1.2 (Flanagan 1999) to allow anyone to run all of the above components without being aware of the details. It allows the user to choose a cover image from a group of thumbnail images, select a text file, and create a stegoimage. They may also browse thumbnails of stegoimages (images with messages hidden in them), pick one, and extract the original message. Because the prototype system is GUI-based, much of the explanation that follows is in the form of screen dumps.
Hiding a Message
When the prototype is first started, it reads and stores all of the sample text files along with the message sizes and titles. It then presents the user with a simple prompt to "Select an option from the Command menu." The menu is shown in figure 3 with the user about to select Create Stego Image. Once the user has entered the stegoimage creation mode, the main window displays two empty panes. The one on the left is for the cover image, while the right-hand pane is a scrollable area for the display of the message to be hidden.
A button under each pane allows the user to select the files he wants. Figure 4 shows the image browser with the sample set of cover (or "plain") images, while figure 5 shows the text browser on top of the main window. The number after each message title is the size of the message in characters. Figure 4 . Image Browser.
In figure 6 , the user has chosen both a cover image and a text message. The DoIt button appeared, the user clicked it, and now a dialog is asking the user to enter a password to be used as the embedding key. The password is converted into an integer as required for the random number generator, or the user may enter an integer key directly.
The image, message, key, and some other values are passed to the C programs that insert the ECC and create the stegoimage.
The original image and the stegoimage are displayed so the user may see the degradation in image quality. This is shown in figure 7 . The message file is saved for later comparison with the extracted message so that the errors may be displayed and the BER computed. 
Extracting a Message
The sequence of steps to recover a hidden message from a stegoimage begins with the user selecting Extract Message from the command menu, which causes the main window to display a single, empty pane. Clicking on the Stego file button opens an image browser like the one in figure 4, only this time it displays thumbnail images of the stegoimage files. Once again, clicking the DoIt button causes the password dialog to appear as shown in figure 8.
The C programs manipulate the stegoimage-extracting, deinterleaving, and correcting the message.
The error map* and final message are both displayed, and the process is complete. This is demonstrated in figure 9 . Notice that the sky contains very few errors, while the sharp lines caused by the vehicle antennae are clearly visible, caused by the inability of the current filter to remove noise in the edge areas. The text in the right-hand pane has some errors, indicating the error-correction scheme did not repair all of the errors.
Implementation Details
The prototype steganography system must run with a minimum of user intervention. The ECC programs currently support four sets of codewords as shown in table 1. More correcting code must be added as the error rate increases (becomes worse), which reduces the size of *The error map is not required, but is displayed to show that the estimated message contains errors that must be corrected. In the name of the most holy and undivided Trinity. It having pleased the Divine Providence tc dispose the hearts of the most serene and most potent Prince George the Third, bythe grace of God, king of Great Britain, France, and Ireland, defender ofthe faith, dule of Brunswick and Lunebourg, arch-treasurer and prince elector ofthe Holy Romad Empire etc., and ofthe United States ofAmerica, to forgeu all past misunderstandings and differences +L.P.+ he,". ..r*r.r4l#l ir,*.rr,,.m+..eJ ikr rs.AJ Figure  9 . Error Map and Extracted Message.
the payload. The payload in bits per pixel is the payload divided by the ECC rate or bit ratio (e.g., 40/155 = 0.2581). The last column-payload capacity in characters-is based on the 256 x 256 pixel cover images used in the prototype.* If the text message is compressed, the overall capacity may be increased, but compression schemes may be fragile and may fail when the data contains errors. The BER for various stego powers must be computed in order to determine the power required for each payload size. A message was hidden into the same cover image using a variety of powers. Each was then extracted and the BER computed by comparing the extracted (but not error-corrected!) message with the original message. Table 2 contains the error rates for two of the sample images.
The goal is to use the smallest power to hide a message, thus minimizing the amount of noise in the stegoimage, which corresponds to its visual appearance. These values are emboldened in table 2. Notice that Image 1 achieves all four error rates and thus may embed a message up to each specified size. Image 2 starts at a lower BER but does not get much better, so it is incapable of hiding a message of 2114 characters. The BER is always higher than the desired value of 12%. A power of 150 has an error rate of 16%+ and the picture quality is becoming unacceptable.
A payload capacity file was created for each of the cover images. It contains pairs of numbers listing the threshold powers and message sizes that were determined empirically. When the user selects a cover image and a message, the image's capacity file is read to determine what power should be used to generate the stegoimage. If the message exceeds the capacity of the image, an error message is displayed and the user is prompted to choose a different. message or cover image.
When the user wishes to extract the message from a stegoimage, he must supply the same key which was used as the embedding key. Normally, he would also give the power of the noise. Since this value was provided during the embedding process without his knowledge, it is incorporated into the name of the stegoimage file. In a fielded system, the user would be told what power had been used to generate the image, and this value would somehow be conveyed, as part of the key, to the person who performs the extraction. 6.
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Laboratory rjxcurslons
The modular design of the prototype steganography system makes it very easy to conduct experiments.
Because the embedding and extraction of a message in a stegoimage is performed in a single program, it is very easy to share code.
The Java front end was not used in the laboratory tests because it limits the user's choice of parameters.
The various programs were either invoked manually or with an automated script. This is work in progress, so general observations are made, but a detailed analysis of the results is not possible at this time.
Image Estimation
The first step in extracting a message from a stegoimage consists of applying a restoration filter to the stegoimage.
If the filter perfectly reconstructs the original cover image, the embedded message should be recovered with no errors. However, the extracted message sometimes contained errors caused by truncation, as explained in section 3.6.
The better the filter works, the fewer errors there are in the extracted message. A stegoimage was created and subjected to a variety of filtering programs. The filtered stegoimages were then supplied to the message extraction program, and the BER was computed for each one. In this way a number of filters were (and continue to be) evaluated, and a few were incorporated into the steganography program.
Prefiltering
Edges that appear in an image are a major source of extraction errors. The edges in figure 10 are readily apparent; both the outline of the mountain and the window frames on the building are clearly visible. An experiment was conducted where a filter was applied to the cover image before the message was added to it. This had the effect of smoothing out the edges, and the BER of the extracted message was reduced dramatically as shown in table 3. However, the stegoimages produced had a blurry, slightly out-of-focus appearance and were deemed visually unacceptable at this time. and each of them may be enhanced to improve the entire process. For example, one of the ECC codeword sets has been replaced with a set that fixes more errors, and a fifth ECC scheme is being tested. Another idea is to add some intelligence to the error-correcting process. It is known that edges cause problems, so some form of edge detection must be used to augment the ECC algorithm (Marvel and Retter 2000) .
A solution to the truncation problem may lie in scaling the data so that all pixel values are in the range of the original image. Preliminary tests show that adding a feedback loop to the embedding process reduces extraction errors without degrading the stegoimage, although care must be taken to ensure the image is not altered in an unacceptable manner. A filter that produces mediocre results with the standard algorithm may turn out to be much better when feedback is included.
All changes made to the stegoimage must be transparent to the extractor; no out-of-band data may be exchanged between the sender and recipient (besides the key and stego power) before the message is extracted.
A more elaborate approach is to automate the entire process. The current prototype requires the user to select the cover image for his message, and the power used in the embedding is based on a fixed table of message sizes. The embedding and extraction portions of the SSIS process are fairly quick, and it may be possible to iterate on a range of powers to determine the best to use for a given message and image combination. An algorithm to determine.picture quality, by comparing the cover image and stegoimages, may be added to automatically determine if a power results in an acceptable image.
Summary
SSIS has been shown to be a powerful way to transmit messages via normal channels without an observer detecting them. The prototype system described in this report is both functional and portable, using languages available on a variety of platforms. The modular design of the system allows components to be replaced with more powerful ones and lends itself to casual experimentation by multiple researchers. Some of the "what-if" excursions that have been conducted were not anticipated during the development phase of SSIS. More experiments are expected as the process is refined further.
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