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1 Introducción histórica  
Para la mayoría de personas la tecnología inalámbrica o wireless esta en nuestras vidas 
desde hace pocos años. Hay quienes conocen dicha tecnología desde el momento que 
existen ordenadores personales con tarjetas inalámbricas, móviles, dispositivos de 
localización a distancia, etc. Lo que muchos desconocen es que en realidad esta 
tecnología lleva entre nosotros más de 200 años.  
 
Podemos decir que el inicio de las ideas de las comunicaciones sin hilos comenzó a 
gestarse cuando, en 1752, Benjamin Franklin realizó los primeros experimentos con su 
famosa llave metálica atada a una cometa. Franklin propuso un modelo de electricidad en 
el que reflejaba que, de alguna manera parte de esta electricidad era capaz de viajar 
libremente por el aire. 
 
Más adelante, en 1819, Oersted, mostró al mundo que la aguja de una brújula se movía 
en presencia de una corriente eléctrica, estableciendo la relación fundamental entre la 
corriente eléctrica y el campo magnético (llamándolo campo electromagnético). A partir 
de ese momento hubo un gran interés para poder controlar y generar dichas fuerzas, y fue 
en 1831, cuando Michael Faraday demostró sus leyes del electromagnetismo y creó el 
primer generador de corriente continua. Aunque este motor no seria útil para las 
comunicaciones inalámbricas, proporcionó una manera de generar electricidad.  
 
Un gran paso fueron las ecuaciones de Maxwell en 1867 las cuales eran capaz de 
explicar la existencia de las ondas electromagnéticas, las cuales se desplazaban a través 
del espacio. Aún así, Maxwell nunca pudo demostrar sus ecuaciones en ondas 
electromagnéticas ya que nunca consiguió generarlas. 
 
El cambio vino en 1887 con el oscilador (un alternador de corriente basado en un 
generador de continua) de Heinrich Herz. Este invento además proporcionó la capacidad 
de generar ondas radio. Así que el siguiente paso para Herz fue comprobar y dar como 
válidas la teoría de las ondas electromagnéticas de Maxwell.  
 
A partir de este punto se abre una discusión de quien consiguió, por primera vez, una 
comunicación inalámbrica. Algunos creen que fue Nicola Tesla , ya que fue el primero 
en demostrar experimentalmente la inducción electromagnética. Aún así, la teoría más 




aceptada es que fue Marconi, en 1895, quien realizó un experimento absolutamente 
dedicado a la comunicación a distancia (comunicación entre el canal de la Mancha). 
 
A partir de ese momento empezaron a aparecer múltiples invenciones que seguían con la 
idea de comunicación inalámbrica que Marconi había demostrado. Podemos destacar la 
primera transmisión transoceánica bidireccional en 1902, o la primera transmisión de voz 
mediante ondas radio en 1914, la invención de la frecuencia modulada (FM) por 
Armstrong, hasta llegar a los complejos sistemas GSM (1994) o a las útiles redes Wi-Fi 
fáciles de montar (1999).  
 
Actualmente la creación de artefactos inalámbricos continúa y tiene una buena salud 
como demuestra la cantidad de nuevos elementos inalámbricos que ya rodean nuestra 
vida cotidiana. Esto también lo podemos observar en los índices de penetración de 
alguna de estas tecnologías, como puede ser la de los teléfonos móviles, donde este 
índice es superior al 100%. 
 
Estas nuevas redes, en las cuales el cable ya no está presente brindan al usuario la 
capacidad de la movilidad. Ésta es la característica que más destaca en este tipo de 
comunicación. El acceso a la información ya no limita al usuario a estar conectado 
físicamente al repositorio de datos. Esto, unido a que estas redes pueden llegar a tener 











Desde el momento que aparecieron las redes inalámbricas basadas en el estándar 802.11 
del IEEE [1], el interés por ellas ha ido en aumento rápidamente. La facilidad de 
disponer de una red en cualquier lugar, dentro del radio de cobertura del punto de acceso, 
la flexibilidad que las redes inalámbricas facilitan, y su bajo precio en comparación con 
la instalación de red cableada, han atraído a los usuarios, provocando una gran demanda 
en el uso de esta tecnología.  
 
Pero no todo han sido beneficios. Esta nueva tecnología tiene su lado oscuro y es que, al 
querer formalizar estándar 802.11 en una época temprana de su desarrollo, se dejaron de 
lado diversas funcionalidades referentes a la seguridad, priorizando otras como la 
compatibilidad o su fiabilidad. Así pues, esta tecnología ha acabado abriendo nuevos 
agujeros de seguridad, no sólo por dichas deficiencias en el estándar, sino también, por la 
configuración y uso incorrecto. 
 
Por lo tanto, podemos decir que las redes inalámbricas además de ser sencillas y 
escalables han de proporcionar a los usuarios otros servicios que les garanticen la 
seguridad de sus transmisiones. La pérdida de confidencialidad, integridad, el riesgo de 
ataques de negación de servicio, etc., son los grandes problemas de estas redes. Al 
usuario, antes de realizar cualquier transacción de información a través de una red, ya sea 
cableada o inalámbrica, se le debería dar la garantía de los siguientes servicios: 
 
• Autenticación: verificación mutua entre las entidades que participan en el proceso 
de la comunicación. Hemos de asegurarnos que realmente nos estamos 
comunicando con quien dice ser. 
 
• Integridad: asegurar que los mensajes no han sido modificados desde que fueron 
creados por el emisor del mensaje hasta que son recibidos por el destinatario. 
 
• Confidencialidad: en el caso de las redes inalámbricas este servicio es  
indispensable, ya que el medio por el que se propaga (aire) es común a todos y 
cualquier comunicación puede ser interceptada. Por tanto, toda comunicación 
debería ser cifrada. 
 
• No repudio: asegurar la irrefutabilidad del mensaje. Hemos de garantizar que sólo 
el emisor puede generar los mensajes y que este no puede negar su participación 
en la comunicación debido a este hecho 
 
La vesión inicial del estándar 802.11 no proporciona estos servicios de una manera 
completa. Por ejemplo, WEP, el mecanismo de seguridad propuesto por el estándar, usa 
la misma clave para ofrecer confidencialidad y la autenticación, perdiendo parte de la 
idea de “autenticación” (ya que todos los usuarios tienen la misma clave). Además, WEP 
la confidencialidad basa su seguridad en un algoritmo de cifrado débil (RC4).  
 
Para intentar ofrecer a los usuarios los cuatro servicios antes comentados se 
implementaron mejoras en el estándar. El IEEE creó un nuevo grupo que  publicó la 




norma 802.11i aprobada en 2004 [3]. En esta nueva norma se basó Wi-Fi Alliance1 para 
crear el nuevo mecanismo de seguridad substituto de WEP, el WPA2 (WPA1 o WPA  fue 
lanzado por Wi-Fi Alliance antes de que el IEEE aprobara el estándar 802.11i). 
 
No obstante estas mejoras, actualmente las redes inalámbricas distan de ser seguras, no 
porque el estándar no proporcione diversas soluciones de seguridad, sino por el mal uso 
y configuración de éstas. Además, aunque el estándar proponga soluciones, securizar una 
red inalámbrica para que proporcione una seguridad similar a la red cableada no es tarea 
sencilla, requiere de conocimientos específicos, disponibilidad de recursos y, además, un  
mantenimiento constante (sobretodo en cuanto a altas/bajas de usuarios o control de 
acceso). 
 
En la actualidad, los sistemas implementados y usados para securizar las redes 
inalámbricas no son del todo eficientes, ya que, algunos no consiguen el nivel de 
seguridad requerido y otros requieren de una inversión que algunos usuarios no están 
dispuestos a asumir.  
 
Seguidamente expondremos algunos ejemplos de seguridad en redes inalámbricas junto a 
sus debilidades: 
 
• Configuración por defecto: este es el caso de la mayoría de fabricantes de routers 
inalámbricos, los cuales vienen preconfigurados para poder ser conectados a la 
red y estar listos para funcionar. El usuario inexperto, una vez instalado el 
dispositivo no cambia la configuración, con lo cual su estado es conocido ya que 
dicha configuración puede ser conseguida en los manuales del fabricante.  
 
• WEP (sistema propuesto en el primer estándar 802.11): la mayoría de redes 
inalámbricas instaladas en los hogares, o incluso empresas, están abiertas o 
cifradas con WEP (como veremos, WEP es fácilmente descifrable). Estos 
proveedores (como Telefónica), que proporcionan routers  inalámbricos 
configurados con WEP, promueven un mal uso de estas redes entregando al 
cliente un producto con una seguridad deficiente. 
 
• WPA-PSK (sistema de cifrado basado en el sistema de clave temporal, con 
sistema de autenticación compartida). El sistema es relativamente seguro en 
cuanto al cifrado (ya que genera una clave temporal y rotativa). Aún así, tiene 
varios puntos débiles. El más significativo es que, el sistema de autenticación es 
compartido con lo que todos los usuarios tienen la misma clave. Esto provoca que 
la clave puede verse comprometida fácilmente y que la escalabilidad del sistema 
sea baja (por ejemplo, si hay un cambio, se debe actualizar en todos los equipos).  
 
• WPA EAP-based (sistemas donde el usuario se autentica contra un servidor de 
autenticación remota y una vez autenticado positivamente la gestión de claves se 
realiza mediante clave temporal rotativa). Este sistema es el más seguro y 
proporciona los servicios necesarios para poder tener una seguridad, incluso 
mayor a la de una red cableada. En este caso el problema ya no recae en la 
                                                 
1
 Wi-Fi Alliance es una organización formada por varios fabricantes de componentes electrónicos con el 
fin de promover un estándar global para las redes inalámbricas. Esta organización basa sus certificaciones 
en el estándar 802.11 








La motivación de este documento nace de la falta de seguridad ofrecida en las redes 
inalámbricas (tanto por el estándar 802.11 como por proveedores) y por la complejidad 
de los sistemas para implementarla. 






El objetivo de este documento es el estudio de la seguridad actual ofrecida por el 
estándar 802.11 y a la creación de una red inalámbrica segura, la cual proporcione los 
cuatro servicios mencionados, pero sin incrementar el coste del sistema. Para ello se ha 
dividido el documento en las siguientes partes: 
 
• Estudio del estándar 802.11 [2] en su versión del 1999, haciendo hincapié en 
la temática de la seguridad en las redes inalámbricas.  
 
• Análisis y comprobación de la seguridad que implementan los productos que 
actualmente están en el mercado español (por ejemplo, los proporcionados 
por operadores como Telefónica y Ono, o por fabricantes como 3Com y 
Linksys). 
 
• Diseño e implementación de una solución que cumpla con unos determinados 
requerimientos de seguridad y de facilidad de uso (definidos una vez 
realizados los dos estudios previos), mediante una metodología de desarrollo 
de software. 
 
La finalidad de la primera parte del proyecto será la de presentar el estándar 802.11, 
anotando los puntos que creemos interesantes para el desarrollo de este proyecto. Nos 
centraremos en la seguridad que puede ofrecer el estándar, lo cual nos proporcionará un 
conocimiento crítico sobre las soluciones ofrecidas en el mercado, pudiendo analizar su 
seguridad e incluso, proponer una solución a los distintos problemas. 
 
En la segunda parte se realizará un estudio y análisis sobre la seguridad de diferentes 
casos de seguridad en redes actuales. Se describirá más profundamente la seguridad en el 
estándar, incluyendo sus debilidades, las cuales se mostrarán mediante ejemplos de 
ataques reales. El conocimiento de las posibilidades del estándar, de sus deficiencias y de 
las diferentes técnicas de ataque, nos proporcionará la información necesaria para poder 
definir los requerimientos del sistema a desarrollar en la tercera parte. 
 
La tercera y última parte pretende introducirnos al mundo del la ingeniería del software, 
la cual en los últimos años se ha coronado como un conocimiento básico para muchos 
ingenieros de cualquier rama. Así pues en esta última parte será presentado el desarrollo 
de una solución de seguridad en sistemas inalámbricos, o wireless, que intente cubrir las 
deficiencias descritas anteriormente, especificando requerimientos y siguiendo una 
metodología de desarrollo.  
 
Es por ello que en este documento, además de los conocimientos relacionados con la 
tecnología inalámbrica, será indispensable realizar un estudio sobre la metodología de 
desarrollo de software. Con esto nos referimos a que no sólo deberemos conocer un 
lenguaje de programación, sino que también deberemos tener conocimiento de diferentes 
técnicas para definir y justificar el diseño para conseguir el objetivo final. 
 






Este documento está dividido en tres partes diferenciadas, las cuales engloban los tres 
apartados comentados en el 3 Objetivos. Las dos primeras partes (PARTE I y PARTE II) 
están dedicadas a las redes inalámbricas, mientras que la PARTE III se centra en el 
desarrollo del software. Además, junto con este documento se incluye un manual de 
usuario de la herramienta diseñada y un DVD con el sistema en formato LiveCD (incluye 
en el sistema la documentación de este proyecto). 
 
La PARTE I es un compendio sobre la seguridad en el estándar 802.11 con algunas 
puntualizaciones como puede ser la definición de los mecanismos EAP o los certificados 
digitales. Este compendio ha sido recogido aquí debido a que es necesario para la 
comprensión inicial de la problemática expuesta en el punto 2 Motivación. La lectura de la 
PARTE I no es indispensable para la comprensión del documento, ya que desde las otras 
dos partes se hace referencia a los datos necesarios. 
 
En la PARTE II se expondrá la debilidad de las redes inalámbricas utilizando ejemplos de 
ataques. Se pretende con ellos demostrar al lector la facilidad con la que podemos 
ejecutarlos y conseguir acceso a una red, y bajo que condiciones pueden ser realizados. 
 
La PARTE III es el objetivo principal de este documento: la propuesta y desarrollo de un 
sistema seguro. Mediante el estudio de la PARTE I y PARTE II podemos obtener unos 
requerimientos los para evitar la inseguridad mostrada. Así pues la PARTE III basa su 
temática en el proceso de ingeniería del software el cual parte desde los requerimientos 
establecidos y finaliza en la puesta en marcha del sistema. 
 
En el manual de usuario se explican los pasos a seguir para utilizar la solución 
implementada. En el manual se incluye una guía rápida junto a su proceso detallado para 
facilitar la comprensión de la solución diseñada. Con este manual podremos comprobar 
que el sistema funciona correctamente. 
 
Para mostrar el sistema implementado se incluye un DVD el cual contiene un sistema 
operativo en formato LiveCD. El LiveCD permite ejecutar un sistema operativo con la 
solución implementada ya instalada y operativa. Mediante el manual de usuario y este 
DVD podrá comprobarse el funcionamiento del sistema.  
 
Finalmente, también será presentada toda la documentación en un CD la cual podrá ser 
leída desde cualquier sistema operativo mediante un lector de CD. En cada carpeta del 
CD encontraremos un archivo README.TXT el cual describirá el contenido de la carpeta. 
Hemos de destacar, que para facilitar la tarea al lector hemos incluido en el escritorio del 
sistema operativo proporcionado por el LiveCD una carpeta (archivos_del_proyecto) 



















1 Estándares 802.11 
 
Un estándar es una norma o requerimiento propuesto por una o varias entidades para 
promover una facilidad de diseño, construcción, homogeneidad y compatibilidad de los 
dispositivos [4]. Por esto, un estándar ha de ser ampliamente conocido, e incluso público, 
y estará sometido a un uso continuo y masivo. Debido a ello, es posible que se descubran 
debilidades de diseño en los estándares, aún disponiendo de sistemas de seguridad. Estas 
debilidades no suelen ser ni fáciles ni rápidas de solucionar, con lo que los atacantes, 
poco a poco, perfeccionan sus ataques y los hacen más potentes y certeros.  
 
En el estándar 802.11 existen debilidades introducidas por el diseño del estándar, las 
cuales ponen en peligro la seguridad de nuestra red como veremos en la PARTE II. Pero 
antes de exponer estas debilidades, para comprender la problemática de la seguridad en 
las redes 802.11 y proponer una solución en la PARTE III, primero expondremos los 
puntos más importantes del estándar 802.11. 
  
En los apartados siguientes serán mostradas varias versiones del estándar 802.11. Todas 
las versiones activas del 802.11 tienen compatibilidad descendente, pero cada una de 
ellas añade funcionalidades que versiones anteriores no podrán utilizar. Aún así, las 
versiones tienen la base común del el estándar IEEE 802.11-1997, la mayoría de las 




Figura I-1 Estándares 802 





Como podemos ver en la Figura I-1, el estándar 802.11 es de la familia de estándares 802 
del IEEE, que es el que define las especificaciones para las redes LAN. En esta figura 
también vemos algunas de las versiones del estándar que modifican la capa PHY. 
 
Las versiones más relevantes de cara al usuario son las mostradas en la Figura I-2. Las 
versiones que modifican la capa PHY suelen estar orientadas a la mejora de la velocidad 
de transmisión. Las versiones en la capa MAC (Media Access Control) tienen que ver 














Figura I-2 Actualizaciones del 802.11 
 
En este documento serán citadas las mejoras a nivel de la capa PHY de manera 
cualitativa ya que éstas han sido las “culpables” del uso masivo de esta tecnología. 
Además, el conocimiento de algunos aspectos de la capa PHY ayudara al éxito de los 
ataques a la seguridad de las redes 802.11.  
 
Por otra parte, la mejora en la seguridad, el estándar 802.11i, se tratará en el punto 1.3 de 
la Parte I, dando a conocer la propuesta realizada por el IEEE para evitar el uso de 
sistemas que proporcionan una seguridad débil, como es el sistema propuesto por el 
estándar inicial de 1997, WEP (Wired Equivalent Privacy).  
 
Aún así, como ya hemos dicho, nos centraremos más en el estándar publicado en 1997, 
ya que la subcapa MAC  (parte de la capa Data Link Layer o DLL) que define prevalece 
intacta en la mayoría de versiones, y es esta capa MAC la que se encarga de la seguridad 
en el estándar 802.11. 




1.1 Estándar IEEE 802.11-1997 
1.1.1 Arquitectura  
La arquitectura de las redes inalámbricas 802.11 son sistemas divididos en células. Se 
permiten dos tipos de arquitectura: 
 
- Ad-hoc: los dispositivos se conectan directamente entre ellos, sin necesidad de un  
punto de acceso o AP (Access Point), Figura I-3. Los usuarios han de encontrarse 
en el mismo rango de direcciones para poder comunicarse. En este proyecto el 
desarrollo estará basado en redes con infraestructura, con lo que el tipo de red 






Figura I-3 Red Ad-Hoc 
 
- Infraestructura: todos los dispositivos realizan la comunicación inalámbrica a 
través de un punto de acceso o AP, Figura I-4. Este punto de acceso recoge todas 
las comunicaciones y las reparte, ya sea dentro de su área inalámbrica o BBS 
(Basic Service Set) o a través de la red de distribución o DS (Distribution 
Service), que suele ser una red Ethernet. El propio AP esta implementado de 
manera que realiza la función de puente, o bridge, entre la red cableada y la 
inalámbrica. Cuando agrupamos varias BSS generamos un nuevo conjunto 
llamado ESS (Extended Service Set). Este último conjunto permite que los 
clientes puedan pasar de un BSS a otro sin necesidad de perder la conexión 
(siempre y cuando las áreas de cobertura sean contiguas). 





Figura I-4 Red Infraestructura 
 
1.1.2 Capas del protocolo 
El estándar 802.11 sólo cubre las dos primeras capas de la arquitectura OSI. En concreto 
son la capa PHY  y la subcapa MAC (parte de la capa Data Link Layer o DLL). En el 
estándar en su edición inicial del 1997, se propone una única capa MAC y tres posibles 
capas físicas. Estas posibles capas físicas son [1]: 
 
 · IR (Infrarrojos): que nunca ha sido implementado de manera comercial 
 
· FHSS (Frequency Hoping Spread Spectrum): Usa la frecuencia de 2,4 GHz. 
Esta capa fue en la que se centraron los primeros estudios, ya que la electrónica 
que usaba era relativamente barata. Además este tipo de modulación permitía la 
coexistencia de varias redes en un mismo lugar manteniendo niveles 
relativamente altos de transmisión de datos. Aún así, en la versión de 1999 se 
introdujo DSSS, con lo que el desarrollo y producción de dispositivos usando 
FHSS propuesto en 1997 no fue llevado a término. 
 
· DSSS (Direct Sequence Spread Spectrum): Usa la frecuencia 2,4 GHz. Mediante 
el uso de DSSS se consiguen velocidades de 1 o 2 Mbps, operando en la misma 
frecuencia que FHSS. La tecnología basada en DSSS fue mejorando y desplazó 




Figura I-5 Estructura de las capas MAC y PHY del estándar de 1.997 
 




Podemos observar en la Figura I-5 que por encima del nivel MAC encontramos el LLC 
(Logical Link Control). A partir del LLC la pila de protocolos utilizada ya no depende 
del estándar 802.11, sino que depende del estándar 802.2.  
 
La definición de capas MAC y PHY específicas por parte del estándar 802.11, no sólo 
posibilita la implementación de dispositivos sencillos para realizar el  encaminamiento o 
bridging entre  redes, sino que también permite a las redes inalámbricas realizar control 
de errores optimizados para este tipo de comunicación. Se pretende así, que los errores 
producidos por la transmisión inalámbrica no lleguen a capas superiores del protocolo. 
De no ser así, deberíamos llegar a niveles superiores del modelo OSI para corregir los 
errores, con lo que la retransmisión de los paquetes se haría de manera más costosa, tanto 
en ancho de banda como en tiempo de proceso. Esto podría causar una sobrecarga de 
retransmisiones influyendo de manera drástica en la eficiencia de estas redes [9]. 
 
Por lo tanto, como podemos ver en la Figura I-6, el estándar 802.11 y las redes de la 
familia 802 tienen en común todas las capas del modelo OSI, a excepción de la capa 





Figura I-6 Diferencias entre protocolos de la familia 802 según el modelo OSI 
 
1.1.3 Método de acceso al medio 
El método de acceso usado por las redes inalámbricas es conocido como Distributed 
Coordination Function. Este está basado en el protocolo CSMA/CA (Carrier Sense 
Multiple Access Collision Avoidance), el cual es similar al CSMA/CD (Carrier Sense 
Multiple Access Collision Detection) usado por Ethernet [4]. 
 
Con CSMA/CD una estación comprueba el medio antes de transmitir. Si el medio está 
ocupado la estación no intentará el envío de datos hasta pasado un tiempo definido por el 
protocolo. Si el medio está libre, la estación podrá transmitir.  
 
El problema en CSMA/CD aparece cuando dos estaciones sondean el medio 
simultáneamente. Esta casuística es muy común en redes inalámbricas, ya que el medio 




es compartido por muchas estaciones. El envío simultáneo provocaría un alto número de 
retransmisiones haciendo descender la velocidad real de transmisión de datos. Es por ello 
que no se estimara CSMA/CD para el estándar 802.11 y se busco un método de acceso el 
cual asegurase que no se produjeran colisiones por acceso simultáneo al medio. 
 
En CSMA/CA una estación que quiere transmitir comprueba si el medio está ocupado. Si 
está ocupado entonces no transmite. Si el medio está libre la estación esperará un tiempo 
específico, llamado DIFS (Distributed Inter Frame Space). Si pasado el DIFS sigue 
libre, entonces la estación podrá transmitir. La estación receptora comprobará el CRC del 
paquete recibido y enviara un ACK (Acknowledge). Si el emisor del paquete recibe el 
ACK implicará que no ha habido colisiones durante la petición de acceso y que el medio 
ha sido reservado para esa estación. Si el emisor no recibe el ACK, el proceso de acceso 
volverá a empezar hasta que el protocolo anule la petición y descarte el paquete (después 
de varios intentos) [1].  
 
Además, el protocolo 802.11 en su capa MAC incluye un mecanismo detector de 
portadora virtual (Virtual Carrier Sense) [4] para evitar colisiones. Este mecanismo trata 
de evitar colisiones entre estaciones que no se oyen mediante la utilización de paquetes 
de confirmación de acceso al medio. Para ello la estación que trata de transmitir un 
paquete primero, transmitirá un RTS (Request to Send). El RTS es un paquete más corto 
de lo normal (para reducir posibles colisiones con otros paquetes), y sólo indicará 
información del emisor, del receptor y la duración de la transmisión. Si el medio está 
libre, la estación receptora contestara enviando un CTS  (Clear to Send) que sólo 
informará de la duración permitida de la comunicación. 
 
Todas las estaciones que reciban tanto el RTS como el CTS  pondrán en marcha el 
contador de tiempo de detección de colisión virtual, NAV  (Network Allowance Vector). 
















En la Figura I-7 podemos observar que la estación B, que está fuera del radio de cobertura 
de la estación A no oirá el RTS de la estación A hacia la punto de acceso O. Pero en 
cambio, sí que oirá el CTS  del punto de acceso O hacia la estación A, ya que la estación 
B está dentro del área de cobertura del punto de acceso O. 
 
El estándar también permite excepciones. Los paquetes de datos pequeños podrán ser 
transmitidos sin la necesidad del RTS y CTS , ya que su probabilidad de colisión es baja. 





Figura I-8 Ejemplo de acceso mediante CSMA/CA [4] 
 
En la Figura I-8 podemos ver la transacción entre dos estaciones (Src y Dest) y una tercera 
(Other) que escucha. Vemos como la estación origen pide el acceso enviando un RTS y 
la estación destino le confirma que dispone del medio con un CTS . Después de la 
transmisión de datos el destino confirma la recepción con el ACK. Un tercer dispositivo 
ha estado escuchando el medio durante toda la transmisión y sabe que no podrá intentar 
transmitir hasta después de un DIFS. 
1.1.4 Prioridad de tramas 
Para establecer la prioridad en las tramas, el estándar definió unos tiempos de espera que 
han de cumplirse antes de enviar las diferentes tramas. El tiempo de espera cambia 
dependiendo del tipo de trama que será enviada. Estos tiempos son, de menor a mayor, 
los siguientes  [5]: 
 
- SIFS (Short Inter Frame Space): es el tiempo de espera más corto y por lo tanto 
el más prioritario. Separa dos transmisiones, las cuales pertenezcan al mismo 
dialogo (por ejemplo antes de enviar un ACK). El valor del SIFS lo determina la 
capa PHY, ya que dependerá de la velocidad máxima de transmisión y de cómo 
se module la señal. El SIFS ha de ser mayor al tiempo que tarda el emisor a poner 
su tarjeta en modo escucha más decodificar un paquete de entrada. En el caso del 
primer estándar del 1.997, el tiempo es de 28 µs. 
 
- PIFS (Point Coordination IFS o Access Point Coordination IFS): es el tiempo 
que usan los AP’s para conseguir el acceso al medio. En el 802.11 de 1.997 se  




definió como un SIFS más un slot2 de transmisión. Esto equivale a 78 
microsegundos. 
 
- DIFS (Distributed IFS): es el tiempo que han de esperar las estaciones para 
conseguir el acceso al medio. Este tiempo es el PIFS más un slot de tiempo que 
corresponden a 128 microsegundos. 
 
- EIFS (Extended IFS): será el tiempo de espera utilizado por una estación cuando 
éta recibe un paquete que no ha podido entender. Esto evita que se produzcan 
colisiones entre posibles paquetes que pueden pertenecer al mismo diálogo entre 
las dos estaciones (ya que al no entender el paquete, tampoco se podrá conocer la 
duración del NAV). 
 
 
También existe otro tiempo llamado de Backoff, como vemos en Figura I-9. Este tiempo 
no tiene un valor determinado ya que está pensado para que sea aleatorio en cada 
estación. La estación que quiera transmitir esperará un número de slots aleatorios antes 
de pedir el acceso al medio. Una vez pasado este tiempo de Backoff se comprobará que 
el medio sigue libre y si es así, definitivamente se realizará la comunicación. Con esta 
aleatoriedad se consigue que la colisión por acceso simultáneo al medio sea bastante más 
baja que si el acceso se realizara inmediatamente después del tiempo DIFS. 
 
 
Figura I-9 Diagrama de prioridad por tiempo de espera [11] 
 
1.1.5 Fragmentación de paquetes 
En las redes inalámbricas es preferible usar paquetes pequeños dado que la tasa de error 
del canal es más alta. Dicha tasa de error aumenta la probabilidad de que un paquete esté 
corrupto cuanto más largo sea. Además, las retransmisiones de paquetes largos 
provocarían una sobrecarga excesiva en la red. 
 
Para las redes Ethernet, el tamaño de los paquetes es de 1518 bytes, con lo que para  
poder hacer compatible las redes inalámbricas con las cableadas, y evitar así tener que 
definir una capa específica para las redes inalámbricas, se decidió añadir a la capa MAC 
del estándar 802.11, un mecanismo de fragmentación de paquetes. Con este mecanismo 
se fragmentan los paquetes Ethernet para que puedan ser enviados mediante los paquetes 
más pequeños del estándar 802.11. 
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 Slot: parte que resulta de la división, normalmente en partes iguales, de una trama.  




El mecanismo que se implementa para la fragmentación de paquetes es el Send-and-Wait 
[5]. Éste, además de permitirnos trocear una trama Ethernet en fragmentos más 
pequeños, no permite al emisor enviar otra trama a no ser que reciba el ACK 
correspondiente, como pudo verse en la Figura I-8. Para mejorar la fluidez de la 
comunicación, el estándar permite que aunque para un destinatario se esté esperando el 
ACK, se pueda transmitir un paquete destinado a otra dirección distinta. Esta excepción 
es básica para evitar el bloqueo momentáneo de tráfico en los AP. 
1.1.6 Proceso de conexión a la red inalámbrica 
Para que una estación se asocie a otra (o a un AP) es necesario que se sincronicen. En la 
sincronización ambas estaciones darán a conocer la configuración que van a usar para la 
transmisión de datos. Los pasos siguientes a la sincronización serán la autenticación y la 
asociación [1]. 
 
En la Figura I-10 vemos el proceso de autenticación y asociación. Se incluyen en esta 
figura la clase de mensajes, o Frame, de control del estándar que están permitidos en 









En el caso de las redes con infraestructura, las estaciones pueden sincronizarse 
escaneando el medio de dos maneras diferentes: 
 
- Escaneo pasivo del medio: la estación escucha el medio y recibe unas tramas 
llamadas balizas o Beacon desde el AP. Los Beacon  se envían periódicamente e 
incorporan: una marca de tiempo (para la sincronización), el nombre de la red 
(SSID), si se usa cifrado, las velocidades soportadas, etc. 
 
- Escaneo activo del medio: la estación conoce el nombre de la red y es la propia 
estación la que busca la red determinada transmitiendo una trama llamada Probe 
Request. El AP contestará con el Probe Response dándole la misma información 
que da el Beacon. Este sistema se utiliza para evitar que el AP tenga que 
transmitir continuamente el Beacon y pueda ser ocultado.  
 




La marca de tiempo de los Beacon es básica ya que será la que usarán todas las 





El siguiente paso, una vez sincronizadas ambas estaciones, es el de la autenticación. La 
autenticación 802.11, no tiene nada que ver con la autenticación de usuario que 
propone el estándar 802.1x en redes inalámbricas (apartado 1.1.6). La autenticación 802.11 
aplica a la capa MAC del estándar. En el caso de la autenticación mediante 802.1x, los 
mensajes necesarios para realizarla sólo son posibles una vez la estación ha completado 
la autenticación 802.11.  
 
El proceso de autenticación se realiza en una sola dirección (sólo el cliente debe 
autenticarse). El cliente debe demostrar que conoce la contraseña de autenticación, como 
puede ser mediante el cifrado con esa contraseña de una serie de bits conocidos por 





Finalmente, una vez autenticada la estación cliente, se realiza el proceso de Asociación. 
Este proceso sirve al AP para tener un registro de clientes que tiene conectados, así, una 
vez autenticados, el sistema de distribución (DS), sabrá dónde encontrar un cliente que 
esté conectado a la red inalámbrica. En este proceso se intercambia la IP actualizando la 
tabla ARP del AP y del cliente. 
1.1.7 Seguridad 
El estándar incluyó un método de seguridad con el que pretendía obtener el mismo nivel 
de privacidad que aporta una red cableada. Este método de seguridad tiene como fin: 
 
- Permitir sólo el acceso de usuarios legítimos a la red (control de acceso). 
 
- Evitar que los usuarios ilegítimos sean capaces de leer los datos transmitidos por 
la red inalámbrica (cifrado de comunicaciones). 
 
El método utilizado es el llamado WEP (Wireless Equivalent Privacy). Este método cifra 
las transmisiones mediante una clave compartida (que los usuarios y el punto de acceso 
han de conocer) usando el algoritmo RC4. Además, como hemos visto en el apartado 1.1.6, 
el uso de estas claves compartidas también puede servir para realizar la autenticación de 
usuario (método Shared-Key Authentication que comentaremos en el apartado 2). 
 
El sistema propuesto por el estándar inicial quedo totalmente obsoleto y desfasado a 
causa de la aparición de métodos de rotura del algoritmo RC4 y del incremento de la 
potencia de los procesadores. El IEEE propuso una revisión de seguridad y, en 2004, 
publicó el 802.11i. Hay que destacar que algunas de las mejoras propuestas por el 
802.11i son incompatibles con el hardware anterior, como puede ser, cifrado mediante 
AES (Advanced Encryption Standard) que necesita de tarjetas inalámbricas con hardware 
especializado. Esto propicia que aún se use el sistema WEP por motivos de 
compatibilidad. 





Debido a que para el desarrollo del proyecto la seguridad en las redes 802.11 es básica, 
se le dedicará el apartado 2 exclusivamente. 
1.1.8 Tramas 
Los equipos diseñados para las comunicaciones 802.11 deben gestionar y entender 
tramas de 3 tipos diferentes [1]: 
 
 · Data Frames 
 · Control Frame 
 · Management Frames 
 
 
Figura I-11 Trama 802.11 a nivel PHY 
 
En la Figura I-11 podemos ver una trama a nivel físico. Seguidamente describimos los 
distintos campos: 
 
- Preámbulo: esta parte de la trama viene definida por el estándar en su capa PHY, 
por lo tanto su contenido variará según sea 802.11a, b, g. El preámbulo incluye: 
 
· Synch: una secuencia de 80 bits de 1’s y 0’s  para sincronizar los equipos 
y realizar comprobaciones de canal, de antena (si hay diversidad), etc. 
 
· SFD (Start Frame Delimiter): es el bit de start que indica a partir de 
donde empieza la información útil de la trama. 
  
- Cabecera PLCP (Physical Layer Convergence Protocol): se transmite siempre a 
1 Mbit/s (proporciona compatibilidad entre estándares y dispositivos diferentes). 
Contiene información lógica que le servirá a la capa PHY para comprender la 
trama. 
 
- Datos MAC: son los datos de la capa MAC los cuales están definidos en la Figura 
I-12. 
 
- CRC (Cyclic Redundancy Check): bits de comprobación de la trama. 
 
Para el desarrollo de este documento, las cabeceras introducidas por la capa PHY pueden 
ser obviadas, ya que sólo dan información sobre la transmisión física de la 
comunicación. Por el contrario, las cabeceras que incluye el nivel MAC serán las que 
aportaran más información relevante para nuestro interés.  
 
El formato básico de las tramas a nivel de la capa MAC es el mostrado en la Figura I-12. 
Como podemos observar, estas tramas incluyen en el Frame Body toda la información 
recogida por los protocolos superiores al MAC.  
 






Figura I-12 Trama 802.11 a nivel MAC [4] 
 
 
Describiremos los campos más relevantes de estas tramas: 
 
- Frame Control: los dos bytes del Frame Control están compuesto por otros 
campos que dan la siguiente información: 
 Protocol:  versión del 802.11. 
 
 Tipo y subtipo: indican si la trama es de datos, control o gestión. 
 
 ToDS y FromDS: indican si viene del DS (Distribuition System) o si 
va hacia el DS.  
 
 More Frag: indica si hay más fragmentos de esta misma trama. 
 
 Retry: indican si el fragmento es una retransmisión. 
 
 Power Management: indican si el gestor de energía está establecido 
 
 WEP: indica si los datos del campo Frame Body están cifrados 
mediante el mecanismo WEP. 
 
 Order: indica si se puede cambiar el orden de las tramas unicast y 
multicast. 
 
- Duration: se utiliza para el cálculo del tiempo NAV  (excepto en los mensajes de 
Power-Save Poll que no serán aquí tratados). 
 
- Campo de direcciones: indica las direcciones del receptor final, emisor final, 
receptor del siguiente salto y emisor del anterior salto. Pueden variar 
dependiendo si vienen del AP o si se dirigen a él. 
 
- Sequence Control: representa el orden de las tramas que han sido troceadas en 
diferentes fragmentos. 
 
- FCS (Frame Check Sequence): bits extras añadidos para el control de errores de 
la trama. 
 
1.2 Mejoras en capa PHY: 802.11b, a, g, n 
Dado a las necesidades del mercado y a la evolución constante producida en la técnica 
para transmitir señales a través del aire, han ido apareciendo mejoras sobre el estándar 
inicial. Estas mejoras aplican sobre la capa PHY y son compatibles hacia atrás, esto es 




que los dispositivos que implementen las mejoras más recientes deben ser compatibles 
con los anteriores.  
 
En la Tabla I-1 podemos ver una lista comparativa entre las diferentes mejoras, o 




Estándar Año Velocidad Max Frecuencia Modulación 
802.11 1997 1-2 Mbps 2.4 GHz FH / DS / IR 
802.11b 1999 11 Mbps 2.4 GHz DSSS 
802.11a 1999 54 Mbps 5 GHz OFDM 
802.11g 2003 54 Mbps 2.4 GHz OFDM 
802.11n Enero - 2010 600 Mbps 2.4 / 5 GHz OFDM 
 Tabla I-1 Cuadro comparativo entre las versiones del 802.11 
 
Actualmente el estándar más usado en Europa es el 802.11g, aunque aún podemos 
encontrar muchos dispositivos antiguos que sólo disponen de 802.11b. El estándar 
802.11a no está muy extendido en Europa ya que la banda ISM (Industrial Scientific 
Medical) sólo contempla las frecuencias 2,4 GHz ya que la banda de 5 GHz ya está 
ocupada3  
 
El estándar 802.11n aún no es oficial, aunque ya hay diversos borradores o drafts 
publicados e incluso fabricantes que han puesto a la venta productos basados en el draft 
“pre-n”. El objetivo de este nuevo estándar es superar la barrera de los 100 Mbps y esto 
se pretende conseguir incrementando los picos de velocidad y mejorando la capa MAC 
(mejorando el rendimiento de esta capa eliminando determinados tiempos de espera, bits 
que de control en las tramas, Acknowledges, etc.). De todas maneras este estándar puede 
saturar el rango frecuencial, ya que usa toda la banda disponible en 2’4 GHz y su 
funcionamiento puede ser poco óptimo en zonas donde colisionan varias redes. 
1.3 Mejoras en seguridad: 802.11i 
Como hemos comentado, el mecanismo WEP, propuesto en el estándar inicial para dar 
seguridad a las redes inalámbricas, no proporciona la seguridad suficiente (véase la 
PARTE II). Debido a esto, el IEEE formó el grupo de trabajo I, dentro del grupo de redes 
inalámbricas 802.11, para desarrollar una mejora de la seguridad de estas redes. De aquí 
apareció el estándar 802.11i [3]. 
 
Esta nueva mejora del estándar inicial propone una modificación a nivel de capa LLC 
(Link Layer Control). Concretamente modifica la capa MAC, ya que los datos a cifrar 
(igual que hace WEP) son los que encontramos a partir de esta capa y hacia niveles 
superiores de la pila OSI. Al modificar e incluir nuevos apartados en el estándar, corría el 
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 La banda de 5 GHz en el caso de España está reservada para fines militares, aunque esta prevista que sea 
liberada para que pueda incluirse como banda ISM. 




peligro de provocar la incompatibilidad con los dispositivos anteriores a esta mejora los 
cuales sólo “conocían” WEP. Así que el grupo I propuso la mejora incluyendo dos tipos 
distintos de cifrado [4]:  
 
-  TKIP (Temporal Key Integrity Protocol): basada en RC4, compatible con los 
anteriores dispositivos y sólo implica actualización del firmware4 en los 
dispositivos antiguos. 
 
-  CCMP (Counter Mode with Cipher Block Chaining Message Authentication 
Code Protocol): basada en AES, un nuevo algoritmo de cifrado mucho más 
robusto pero que implica una hardware distinto que el usado para realizar el 
cifrado RC4. Este sistema es incompatible con los anteriores dispositivos. 
 
Además, el estándar 802.11i incluye la posibilidad de usar un sistema de distribución de 
claves robusto (WEP no proponía ningún método de distribución). Este método se basa 
en una autenticación mutua mediante clave compartida (Pre-Shared Key) o mediante 
algún método EAP (Extensible Authentication Protocol). A partir de esta clave se 
compone la PMK  (Pairwise Master Key) y se derivan diversas claves, las cuales serán 
claves de cifrado temporales. Sólo estas claves serán las que realicen el cifrado y estén 
expuestas. Esto separa la autenticación de la encriptación evitando que la PMK  se deba 
transmitir directamente por la red. 
 
En el punto 2 se expondrá con más detalle el proceso de desarrollo de esta mejora 
incluyendo una descripción del 802.1x, propuesto para la autenticación de usuarios. 
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 Firmware: Software integrado en un dispositivo hardware, normalmente en una memoria que integra 
dicho hardware 




2 Seguridad en el Estándar 802.11 
Como hemos podido ver al describir el estándar, las mejoras más necesarias y que más 
han repercutido en el éxito de esta tecnología son las mejoras en la capa física. Éstas 
garantizan y aumentan la velocidad de las transmisiones haciendo más atractiva esta 
tecnología.  
 
La importancia de la seguridad ha ido creciendo a medida que estas redes se han ido 
popularizando. La preocupación por la seguridad en las comunicaciones inalámbricas se 
puede apreciar especialmente en las redes propiedades de empresas. Para una empresa, 
tener un punto de acceso con seguridad débil es lo mismo que tener un punto de red 
Ethernet fuera de los límites de su edificio. 
 
El estándar 802.11 se diseñó con el sistema de seguridad WEP, donde los datos se cifran 
mediante el algoritmo RC4. Al observar diversas debilidades en dicho algoritmo se 
propuso la mejora 802.11i. En la Figura I-13 podemos ver la organización definitiva de los 






Figura I-13 Mecanismos de seguridad de 802.11 
 
Los mecanismos mostrados en la Figura I-13 son los aceptados por el estándar, aunque hay 
soluciones propietarias ampliamente aceptadas. Por ejemplo, al reconocerse la debilidad 
en WEP por el rehúso masivo de la clave de cifrado, se desarrolló WEP dinámico, el cual 
cambia la clave WEP periódicamente [4]. Además, WEP dinámico posibilitaba la 
autenticación mediante 802.1x con lo que permitía separar la parte de la autenticación y 
la parte del cifrado. Aún así WEP dinámico mantenía el RC4 para el cifrado de los datos. 




Como hemos visto en el apartado 1.3 de la PARTE I, para resolver estos problemas, el IEEE 
propuso el 802.11i. Pero la aparición de esta mejora se fue aplazando ya que se quería 
usar el algoritmo de cifrado AES, el cual en ese momento no estaba completamente 
desarrollado. Por este motivo la organización y por querer que los dispositivos anteriores 
fueran compatibles, Wi-Fi Alliance decidió la certificación del mecanismo de seguridad 
llamado WPA (Wi-Fi Protected Access) basado en el tercer draft del 802.11i. WPA 
proporciona varios métodos de autenticación y mejora el cifrado usando claves 
temporales o TKIP. Como TKIP utiliza el algoritmo RC4, le permite a WPA ser 
compatible con la mayoría de dispositivos anteriores simplemente con una actualización 
del firmware. 
 
Finalmente, en 2004, una vez implementado el nuevo mecanismo llamado CCMP  
basado en el cifrado AES, apareció el estándar 802.11i. En este estándar se confirmo 
WPA  (que usa el cifrado TKIP basado en RC4) y se incorporó WPA2 (que CCMP 
basado en AES). Con la inclusión de estos dos mecanismos de cifrado en el estándar final 
se promueve la compatibilidad (en el caso de CCMP es necesario que todos los 
dispositivos lo soporten, de no ser así, deberá ser usado TKIP). 
 
En este capítulo se presentan los métodos WEP, el WPA y se introduce el estándar de 
autenticación 802.1x. 
 
2.1 Seguridad WEP 
WEP (Wireless Equivalent Privacy) se diseñó para intentar ofrecer al usuario los 
servicios de autenticación, integridad y confidencialidad. Pero estos objetivos no se 
vieron cumplidos debido a fallos tanto en el concepto, como en el mecanismo usado para 
el cifrado. Aún así, como veremos en el punto 5 de la PARTE II, WEP es actualmente el 
método de seguridad más extendido, sobre todo debido a que los proveedores de Internet 
ofrecen routers  inalámbricos configurados con este sistema. 
2.1.1 Bases del sistema WEP 
Como se comentó en la definición del estándar, WEP usa el algoritmo de clave simétrica 
RC4. Mediante el algoritmo RC4 se expande la clave compartida (que han de conocer los 
dos extremos de la comunicación) y se genera un flujo de bits pseudoaleatorios llamados 
Key Stream. Para cifrar el mensaje se realiza la operación XOR (O-exclusiva) entre el 
Key Stream y el mensaje a enviar, generándose un flujo de datos cifrados llamado Cipher 
Stream. Para recuperar el mensaje se vuelve a realizar la operación XOR entre el Cipher 
Stream recibido y el Key Stream (que ha generado el otro extremo con el RC4 y con la 

















Figura I-14 Proceso de cifrado y descifrado del mecanismo WEP 






Por lo tanto podemos ver que la seguridad de este Cipher Stream recae en la clave 
compartida y en el algoritmo RC4.  
2.1.1.1 Gestión de la autenticación 
Para WEP, el estándar 802.11 proporciona dos maneras distintas de autenticar a los 
usuarios [4]: 
 
- Open Authentication: en este sistema no se usa ninguna clave, sino que todo 
dispositivo se autenticará enviando una trama de autenticación indicando su 
dirección física MAC. 
 
- Shared Key Autentication (Figura I-15): en este caso se usa la clave WEP para 
realizar la autenticación. Después de que el usuario indique la intención de 
conectarse a la red, el AP’s envía un texto plano, o reto, para que el cliente lo 
cifre mediante WEP. El resultado será enviado al AP, el cual comprobará si el 
mensaje cifrado es correcto. Si es así se enviará una trama de autenticación. 
Como vemos se trata de un mecanismo de “desafío” usando un mensaje aleatorio 
generado por el AP. Hemos de destacar que este método es vulnerable a ataques 

















Figura I-15 Flujo de la autenticación Shared Key 
 
 
Podemos incluir un tercer tipo de autenticación el cual, aunque sin estar reflejado en el 
estándar, implementan la mayoría de de puntos de acceso: 
 
- MAC authentication: en este caso, una vez el cliente envía su dirección MAC, el 
AP la compara con una lista de MAC’s a las cuales les está permitida la 
autenticación. 




2.1.1.2 Proceso de cifrado 
En el proceso de cifrado se proporcionan los servicios de confidencialidad (cifrado de 
datos transmitidos) y los de integridad (mediante ICV o Integrity Check Value) 
 
En la Figura I-16 podemos ver el diagrama de bloques que representa el proceso de 
cifrado. El mecanismo WEP tiene 3 entadas de datos distintas [4]: 
 
- Trama de entrada: está compuesta por la cabecera del nivel MAC más los datos 
proporcionados por los protocolos de las capas superiores (MAC payload). 
 
- Clave WEP: es la clave compartida por todos los usuarios de la misma red, la 
cual se usará, junto a un IV (Initialization Vector), como semilla para generar el 
Key Stream RC4. Según el estándar, la clave WEP puede tener un tamaño de 40 o 
de 104 bits, aunque hay fabricantes que ofrecen la posibilidad de usar 256 y hasta 
512 bits. 
 
- IV: es el vector de inicialización. Es un vector de 24 bits que se añadirán a la 
clave WEP. El IV será diferente para cada trama que se cifre (representa la parte 
variable de la clave de cifrado). Sumando estos 24 bits a los proporcionados por 
la clave WEP tenemos que para generar el Key Stream RC4 se usan 64 (40 fijos 
más 24 variables) o 128 bits (104 fijos más 24 variables). 
 
 
Figura I-16 Diagrama de bloques de la generación de tramas según WEP 
 
 
El proceso de cifrado empieza con la trama de entrada de la cual se calcula su CRC 
tomando la cabecera MAC y el payload de la misma. A este CRC se le llama ICV 
(Integrity Check Value). El ICV será cifrado junto al payload y permitirá al receptor 
comprobar la integridad del payload más la cabecera MAC. 





El algoritmo RC4 tiene dos entradas: la entrada del payload más el ICV y la entrada de la 
WEP seed. La entrada WEP seed es la combinación de la clave compartida por los 
usuarios y un IV único que se genera para cada trama. Como ya hemos dicho, la longitud 
de esta combinación suele ser de 64 bits (40 clave compartida + 24 IV) o de 128 (104 
clave compartida + 24 IV). La introducción del IV tiene la finalidad de conseguir que 
cada trama tenga un WEP seed diferente y no se cifre siempre con el mismo Key Stream. 
No obstante, el IV debe ser transmitido al receptor y esta transmisión se hará en claro. 
Esto implica que un posible atacante también puede ver el IV y, por consiguiente, parte 
de la clave usada para generar el cifrado de esa trama en concreto. 
 
El proceso de cifrado suele realizarse mediante un módulo hardware (circuito que integra 
el algoritmo RC4). El módulo dará como resultado a la salida el payload y el ICV 
cifrados. A esto se le añadirá la cabecera, el IV y el índice de clave compartida usado 
(puede haber hasta 4 claves WEP distintas definidas con el mismo índice en cada 
extremo de la comunicación). 
 
En lo que a eficiencia se refiere, en la Figura I-17, podemos ver que una vez cifrada, la 
trama enviada crece en 4 bytes (los 4 bytes de la cabecera IV). Esto implica que la 
velocidad de transmisión de datos útiles para el usuario final sea relativamente más baja 
en redes con cifrado que sin él. 
 
 
Figura I-17 Trama enviada al receptor codificada con WEP a nivel MAC 
 
2.1.2 WEP estático 
Como hemos dicho, WEP es el mecanismo original que plantea el estándar 802.11. Pero 
el estándar no indica ningún método de distribución de claves, por lo tanto el método 
seguido es el método manual o estático [5].  
 
En cuanto a la administración de la red, la falta de una distribución de claves plantea las 
siguientes problemáticas: 
 
·  La introducción de la clave se debe realizar manualmente por el administrador o 
el propio usuario. 
 
·  La actualización de la clave ha de realizarse de manera manual en cada 
 dispositivo. 
 
· Si se usa sóo un índice de clave, este cambio debe ser simultáneo en todas las 
máquinas y en el AP. Los dispositivos con la clave antigua se quedarán sin 
conexión. 





En cuanto a la seguridad, la falta de un sistema robusto de distribución de claves, 
también plantea serios problemas: 
  
· Todos los usuarios tienen la misma clave. 
 
· La misma clave es usada para cifrar por todos los usuarios, con lo que se expone 
constantemente. Puede ser fácil obtener grandes cantidades de datos cifrados con 
la misma clave. 
 
· Puede ponerse en compromiso la clave dado a que esta en todos los dispositivos 
inalámbricos. Se deja el secreto de la clave en manos de cada fabricante y de 
cómo implementa la seguridad para almacenar contraseñas, en vez de hacer 
recaer la seguridad en el estándar. 
 
· El cambio de claves no es dinámico, con lo que un cambio de clave tiene un alto 
coste en trabajo de administración. Esto implica que el cambio de clave se realice 
con poca frecuencia, posibilitando los ataques por acumulación de datos cifrados, 
(aunque el tráfico diario en la red sea bajo). 
 
 
WEP implementa un sistema de almacenamiento de claves e indexado que permite usar 4 
claves distintas. Como puede observarse en la Figura I-17, las tramas incluyen un campo 
llamado índice de clave (Key_ID) que determina que número de clave se está utilizando. 
El almacenamiento de distintas claves se ideó pensando en dar la posibilidad al 
administrador de la red de realizar un cambio de clave progresivo. Así, durante un 
tiempo determinado, la red inalámbrica puede usar dos claves de manera simultánea, 
dejando el tiempo suficiente para cambiar las claves de todos los dispositivos sin 
necesidad de dejarlos sin acceso a la red. 
2.1.3 WEP dinámico 
Dado que muchos fabricantes se dieron cuenta de las debilidades del mecanismo WEP, 
decidieron lanzar un nuevo mecanismo propietario que fuera más robusto. Este 
mecanismo no modifica nada del estándar, sino que aprovecha la capacidad de poder 
definir distintos índices de clave.  
 
Este mecanismo propone tener una clave compartida para todos los usuarios, que se 
utilizará para cifrar el tráfico común a todas las estaciones, o broadcast, y otra clave 
particular para cada usuario para cifrar el tráfico unicast. La clave compartida es 
conocida por todos los usuarios de la red y la clave particular es única para cada usuario 
y generada en cada conexión (distribuida mediante la clave broadcast) [4]. De esta 
manera se diferencia lo que es la autenticación de cliente y el cifrado (ya no se usa la 
misma clave). Al usar claves dinámicas para las transmisiones unicast (las que generan 
más trafico), reducimos el tiempo de vida de estas claves evitando exponer la misma 
clave durante un largo periodo de tiempo. 
 
WEP dinámico lo implementan la mayoría de dispositivos inalámbricos, aunque, al no 
ser estándar no puede ser considerado como una forma de securizar una red. Además, el 
sistema sigue utilizando el algoritmo RC4 con lo que tarde o temprano se darán los 
mismos problemas que con el mecanismo WEP. 




2.2 Seguridad WPA   
Como expondremos en la PARTE II, el mecanismo propuesto por el estándar, WEP, tiene 
debilidades muy importantes en el mecanismo de autenticación y de cifrado. La 
autenticación puede mejorarse ya que el estándar permite usar métodos robustos de 
autenticación como EAP. En el caso del cifrado, para mejorarlo sería necesario el 
rediseño de la capa de enlace (LLC) del estándar.  
 
Dado las necesidades del mercado, Wi-Fi Alliance propuso dos nuevas versiones que 
mejoran la seguridad del estándar basadas en 802.11i: WPA y el WPA2  respectivamente. 
Recordamos que la diferencia entre estos dos protocolos está en el cifrado que usan: 
WPA usa TKIP basado en RC4 (compatible con WEP) y WPA2 utiliza CCMP basado en 
AES. 
 
Como curiosidad y para evitar confusiones, hemos de decir que WPA  no es el nombre de 
un estándar oficial, sino que se estableció así para identificar y popularizar las mejoras 
en la seguridad que basadas en 802.11i [4]. Aún así esta división en pseudo-estándares 
nos es útil para comprender el funcionamiento y la seguridad ofrecida por cada uno de 
ellos. En la Figura I-13 que anteriormente hemos mostrado, podíamos ver la división de 
estos nuevos mecanismos. 
 
Seguidamente comentaremos los nuevos métodos de cifrado que WPA propone 
estableciendo las diferencias entre ellos y mostrando cómo mejoran al protocolo WEP. 
También introduciremos la manera de funcionar de estos métodos y diferentes 
configuraciones de seguridad posibles usando WPA.  
 
Dejaremos para el tema siguiente el estándar 802.1x, que es uno de los propuestos por 
802.11i  para la autenticación con WPA. 
2.2.1 Protocolo TKIP 
El protocolo TKIP (Temporal Key Integrity Protocol) fue la primera mejora a nivel de 
enlace. TKIP mejora la seguridad que ofrece WEP, pero sin necesidad de tener que 
cambiar el hardware (sólo es necesaria una actualización a nivel de firmware). La 
compatibilidad es posible ya que el protocolo TKIP utiliza del algoritmo de cifrado 
usado por WEP, el RC4. 
 





Figura I-18 Mecanismo de encriptación TKIP 
 
2.2.1.1 Manejo y generación de claves 
Como ya se comentó, el problema principal del RC4 en WEP es el uso de IV, los cuales 
se transmiten en claro. Esto posibilita que el atacante pueda conocer parte de la clave que 
se usa para generar la semilla RC4 para cifrar el mensaje. 
 
Para evitar esto, TKIP usa una clave compartida entre los usuarios (passphrase). De ésta 
se deriva unas claves principales (Master Keys). A partir de estas Master Keys serán 
derivadas las claves temporales que servirán de WEP seed. Estas últimas claves, al ser 
temporales, evitarán el problema de reutilización y, además, se consigue evitar la 
exposición de las claves  principales. TKIP también dobla el tamaño del IV de 24 a 48 
bits.  
 
En la Figura I-18 podemos ver el proceso que se sigue para realizar el cifrado con TKIP. 
Se muestra como el módulo de cifrado WEP se mantiene igual al definido por el estándar 
inicial. Las entradas que necesita el módulo WEP son la trama a enviar en claro y el seed 
WEP (que se compone de un IV y una clave secreta). Como vemos, el módulo software 
TKIP se encarga de generar los datos necesarios para que el módulo hardware WEP 
funcione de manera transparente a las mejores planteadas por el WPA . 
 
La  generación de la clave WEP y del IV se tuvo que diseñar en dos fases dado a las 
limitaciones que tenían muchos dispositivos inalámbricos que ya estaban operativos en 
el mercado [4]. Para generar estos dos valores se utilizan elementos aleatorios o que 
dependen de cada dispositivo inalámbrico para dar aleatoriedad a las claves. 
2.2.1.2 Control de secuencia de trama MIC  
En la Figura I-18 hemos podido ver que antes de enviar el mensaje en claro al módulo 
WEP, TKIP realiza unas manipulaciones sobre la trama. Las modificaciones que se 
realizan son para introducir el método MIC (Michael Integrity Check). Al contrario del 




CRC que usa el método WEP, el nuevo método MIC usado por TKIP podrá detectar 
manipulaciones en el payload del mensaje (la manipulación de CRC de WEP es 
relativamente sencilla). Aun así, el CRC que introduce WEP no es eliminado, ya que éste 
es parte del estándar WEP. El MIC será añadido tomando slots que pueden pertenecer a 
los de datos. 
 
 




El MIC no protege cada paquete sino bloques de ellos (un máximo de 32 tramas). Así 
pues, como vemos en la  
Figura I-20, tendremos un solo MIC por cada conjunto de fragmentos de trama. El 
primer paquete, además de los datos, contiene información como las direcciones de los 
dispositivos. El último paquete, de un máximo de 32 tramas, es el que contiene en si el 




Figura I-20 Mecanismo MIC 
 
El proceso de gestión del MIC lo realizará el módulo software TKIP. Lo podemos  ver en 
la rama derecha de la Figura I-18. 
 
Como hemos dicho, otra ventaja que se introduce con MIC es que, al estar a nivel de la 
capa MAC, permite que pueda ser implementado mediante hardware o software, con lo 
que los nuevos chips inalámbricos puedan incorporar un módulo exclusivo para esta 
función y de esta forma aumentar el rendimiento de la tarjeta. 
 




Aún así, por si solo no es un método seguro completamente. Es vulnerable a ataques de 
fuerza bruta y por eso incorpora varios contadores para evitar posibles ataques de captura 
de paquetes o de reinyectado. 
2.2.1.3 Modos de funcionamiento 
WPA  tiene 2 modos de funcionamiento de cara al usuario: 
 
- Personal: el usuario debe compartir una contraseña con el AP y con todos los 
demás usuarios de la red. A diferencia de WEP, donde el shared secret era de 
tamaño fijo, en WPA la passphrase puede tener entre 8 y 63 caracteres. 
 
- Enterprise: en este caso se usa algún método externo (como puede ser alguno de 
los métodos EAP) para la autenticación. Este modo es más seguro que WPA  
personal porque este sistema puede autenticar por usuario, no por maquina (cada 
usuario tiene su identificador no compartido). Este caso necesita un servidor 
RADIUS  de autenticación. 
 
2.2.2 Protocolo CCMP 
El protocolo CCMP (Counter Mode with CBC-MAC  Protocol) es el protocolo diseñado 
para utilizar el algoritmo de cifrado AES en 802.11. CCMP usa el CCM  (Counter Mode 
with CBC-MAC) que está definido en el RFC 3610.  
 
2.2.2.1 Manejo y generación de claves 
Como en el caso del TKIP, CCMP integra en un mismo proceso el cifrado de datos y el 




Figura I-21 Mecanismo CCMP 




El sistema CCMP necesita como entradas la trama a transmitir, número de paquete o 
número único que se le asigna al paquete transmitido y que no se incrementará hasta que 
se envíe el siguiente paquete, identificador de clave  el cual identifica el numero de clave 
temporal que se usa para cifrar este paquete y clave temporal que se usa para cifrar una 
trama, esta cambiará trama a trama. 
 
En este documento no se tratará este protocolo, por ello sólo ha sido descrito de manera 
cualitativa. Puede encontrarse información más completa en [3], [4] y [5]. 
 
2.2.2.2 Modos de funcionamiento 
Como ya hemos dicho CCMP se incluyó en el estándar de mercado llamado WPA2. 
Además la diferencia entre el WPA  y el WPA2 se encuentra sólo en el cifrado, no en la 
autenticación, con lo que el modo “personal” (basado en una passphrase compartida) y 
el modo enterprise (basado en una autenticación robusta como la EAP) seguirán siendo 
los mismos que en WPA . 
 
2.3 Autenticación mediante 802.1x 
El estándar inicial no incorporaba un mecanismo robusto de autenticación. En las 
siguientes mejoras se incluyó la posibilidad de hacer servir el estándar 802.1x el cual 
proporciona varios métodos que podemos considerar seguros para redes inalámbricas. 
 
El estándar 802.1x no está relacionado directamente con el desarrollo del estándar 
802.11, sino que es un conjunto de especificaciones totalmente independientes al 
estándar inalámbrico.  
 
Este estándar nació de la necesidad de disponer de un método de autenticación seguro, 
flexible y optimizado para redes IP tanto LAN como WAN, el cual funcionara sobre la 
capa LLC [7]. El estándar 802.1x utiliza el protocolo EAP para la comunicación (véase el 
apartado 2.3.1) y el concepto de puertos de autenticación. Los dispositivos que quieren 
conectar a una red basada en este estándar realizan una primera conexión con el 
dispositivo que actúa como puente entre el cliente y el servidor de autenticación (en 
nuestro caso este puente es el AP). Los puertos de conexión entre la red y el cliente 
pueden estar autorizados o desautorizados, dependiendo de la validación del servidor de 
autenticación.  
 
En la Figura I-22 podemos observar la arquitectura de un sistema 802.1x y la nomenclatura 
usada en este sistema, donde: 
 
- Supplicant: cliente que quiere ser autenticado. 
 
- Autenticador: es el que provee al cliente del acceso a la red. Este acceso primero 
será sólo mediante el puerto de autenticación el cual solo permitirá mensajes de 
autenticación. Si la autenticación es válida, se le asignará un puerto abierto 
exclusivo. 
 
- Servidor de autenticación: la decisión de la concesión de acceso a un usuario la 
realiza este servidor, el cual indica al autenticador si debe asignar un puerto 
válido o debe denegar la petición. Este servidor puede estar en cualquier red y 









Figura I-22 Comunicación EAP y pila de protocolos usados 
 
El supplicant y el autenticador son los elementos que funcionan mediante el método de 
puertos, por eso son llamados elementos PAE (Port Authentication Entities). Estas 
entidades se pueden comunicar mediante mensajes EAPOL (EAP Over LAN) aún cuando 
el cliente no tenga ni dirección IP ni tenga un puerto autorizado (sólo se permitirán los 
mensajes de inicio de autenticación). El autenticador y el servidor de autenticación se 
comunican mediante mensajes RADIUS , ya que RADIUS proporciona una gran variedad 
de métodos de autenticación, flexibilidad y compatibilidad con muchas de las bases de 
datos de usuarios [4]. 
 
En definitiva, este sistema de autenticación se incorporó al estándar 802.11 el cual 
intenta eliminar una de las dos debilidades más importantes de WEP en este campo. El 
punto fuerte del 802.1x es que evita el paso de cualquier tipo de tráfico hacia la red si el 
usuario no ha sido previamente autorizado. El usuario no autenticado sólo puede 
conseguir enviar paquetes del tipo EAPOL al puente para que éste los envíe al servidor 
de autenticación.  
 
2.3.1 EAP  
EAP (Extensible Authentication Protocol) nació de la necesidad de tener un mecanismo 
de autenticación más robusto para las conexiones PPP (Point-to-Point). El EAP está 
definido en RFC 3748 y al ser “Extensible” (o tener estatus de framework) se le permite 
que pueda ser modificado para incluir nuevos métodos de autenticación (como en su 
momento hizo CISCO Systems con la autenticación LEAP).  
 




En el caso de las transmisiones inalámbricas, el EAP es utilizado por el 802.1x para 
realizar la comunicación entre los dispositivos que intervienen en la autenticación del 
cliente. 
 
A continuación describiremos los métodos de autenticación más importantes para el 
desarrollo de este documento. Estos métodos han de cumplir con lo dicho en la 
introducción del proyecto: han de tener una autenticación veraz y han de proporcionar 
seguridad sobre sus mensajes. Es por eso que sólo trataremos los métodos de 
autenticación criptográficos dejando de lado los que usan una criptografía débil como 
pueden ser el EAP-MSCHAP (versión 1 y 2), EAP-AKA, CHAP, MD-5 entre otros. 
2.3.1.1 LEAP 
Como ya hemos dicho LEAP (Lightweight Extensible Authentication Protocol) fue 
diseñado por la compañía CISCO Systems con tal de proveer a sus sistemas de una 
autenticación robusta con WEP y a la vez sencilla de implementar.  
 
Este sistema, dado a su carácter propietario, sólo puede hacerse servir en dispositivos 
CISCO y en algunos compatibles con este. Este  sistema usa un servidor RADIUS , el 
cual también ha de ser de CISCO. Con esto se limita la agilidad del sistema dado a la 
obligación de usar los dispositivos del fabricante. 
 
Con el tiempo el sistema LEAP se ha visto debilitado a causa de que está basado en el 
sistema de autenticación CHAP (el cual es inseguro). Aprovechando ataques a MS-
CHAP se diseñaron diversos ataques de diccionario a los cuales se demostró que LEAP 
era vulnerable [8].  
 
LEAP actualmente es desaconsejado por el propio fabricante CISCO y es importante 
conocerlo debido a que fue el primer paso de los fabricantes para facilitar y mejorar la 
seguridad de las redes inalámbricas. Cisco desarrollo EAP-Fast que mejoró la seguridad 
ofrecida por su predecesor, pero sigue siendo propietario y no estándar. 
2.3.1.2 EAP-TLS 
Este método es el más robusto de todos los métodos de autenticación que implementa 
EAP. Este método considera la red inalámbrica totalmente insegura, es decir, como si se 
tratara de la red de Internet, por lo tanto la autenticación debe ser mutua, tanto el cliente 
como el servidor deben ser autenticados. La autenticación se realiza mediante 
certificados digitales, con lo que es necesario disponer una estructura PKI  (Public Key 
Infrastructure).  
 
Con esto podemos ver que este sistema proporciona los requerimientos para poder 
asegurar que la autenticación es completa y segura. Los certificados proporcionan 
autenticación entre usuarios y el servidor, con lo que se evitan los ataques de llamados 
rogue (atacante que usa un AP para suplantar a otro operativo). Además, dado a que los 
certificados digitales incluyen claves criptográficas, estos proporcionan un método para 
distribuir claves de cifrado de datos de manera segura. 
 
En este sistema el problema llega en el momento de distribuir los certificados: la clave 
privada de un certificado digital puede quedar a la vista de un atacante que tenga acceso 
a los archivos personales de un usuario. No obstante, el mayor inconveniente de este 
sistema es que implica la necesidad de mantener una estructura PKI y un servidor de 




autenticación RADIUS. Por lo tanto, la dificultad de implementación de este sistema 
evita que muchas redes puedan disponer de esta seguridad. 
 
2.3.1.3 EAP-TTLS 
Este sistema es similar al EAP-TLS pero sólo se usa el certificado de servidor. Este 
método apareció dado a que se prefería mantener la autenticación de red nativa ya 
implementada, como puede ser la autenticación contra el Directorio Activo (método 
usuario y contraseña usado en un dominio Windows), LDAP Directory o autenticación 
mediante Kerberos. Por lo tanto este método proporciona una mezcla entre el sistema 
inalámbrico y el sistema que ya funciona en la red cableada. 
 
En un primer paso, se establece un túnel TLS mediante el certificado digital del servidor 
de autenticación (en el cual confiamos ya que está firmado por una CA). Una vez 
establecido el túnel seguro, se envía la autenticación de usuario original que ya no 
depende del método EAP.  
 
Con este método podemos ver que eliminamos parte de la estructura de la PKI (ya no son 
necesarios los certificados de usuario). Aún así necesitamos disponer de otro método de 
autenticación el cual puede no estar disponible en redes no empresariales. 
 
 





3 Estructura PKI 
En este punto comentaremos la estructura PKI (Public Key Infrastructure). Aunque PKI  
no es parte del estándar 802.11, el conocimiento de esta estructura será necesario para 
implementar la solución propuesta, como veremos en la PARTE II de este documento. Por 
lo tanto daremos a conocer a grandes rasgos los elementos que intervienen en este tipo 
de infraestructura y los beneficios que aportarán a nuestra red.  
 
Hay que comentar que el uso de certificados digitales en una red inalámbrica 
proporcionará una autenticación robusta, evitando el uso de claves compartidas por todos 
los usuarios. 
3.1 Introducción a PKI 
Para transmitir información entre dos puntos de una manera segura es necesario el 
cifrado del mensaje. Uno de los problemas que plantea cualquier método criptográfico es 
la transmisión o distribución de claves. 
 
En el caso de sistemas de clave simétrica es necesario que cada usuario conozca todas las 
claves de los otros usuarios. Esto significa que necesitaríamos un sistema de distribución 
robusto y continuo (ya que cada transmisión con cada usuario tendría una clave distinta). 
 
En el caso del uso de claves asimétricas, el problema de la distribución insegura se 
soluciona ya que los usuarios sólo deben conocer la clave pública de aquel usuario con el 
que quieren comunicarse, la cual puede estar publicada en un repositorio común de 
claves públicas.  
 
Los mecanismos de clave pública proveen a cada usuario de una clave privada, la cual 
sólo es conocida por el propietario, y una clave pública, que es conocida por todos. Estos 
métodos permiten cifrar un mensaje con la clave pública del receptor, los cuales sólo 
podrán ser descifrados con la clave privada correspondiente (a esto lo llamamos cifrado 
de la comunicación). Estos mecanismos también permiten cifrar con la clave privada 
mensajes conocidos por ambos extremos de la comunicación para ser descifrados con la 
clave pública del mismo (a esto lo llamamos firma digital) [12]. Estos procesos pueden 
ser observados en la  
Figura I-23. 
 





Figura I-23 Cifrado de un mensaje y firma digital mediante mecanismos de clave pública. 
  
Aún así, el problema de la seguridad sólo se traslada a otro punto de la cadena. Ahora 
nos encontraríamos con ¿cómo verificar si el certificado es fiable? Para resolver esta 
problemática apareció el concepto de certificado digital y entidad certificadora o CA. 
Las entidades certificadoras son las que se encargan de verificar el certificado digital 
(ya que estas entidades son reconocidas como fiables por todos los elementos que 
intervienen en la comunicación). 
 
Así pues, el concepto de PKI nació de la necesidad de definir una estructura organizada 
para mantener la autenticidad en una cadena de clave pública. PKI no sólo proporciona 
los servicios para gestionar y mantener un repositorio de claves, sino que también ayuda 
a tratar las altas y bajas de usuarios en un sistema (creación y revocación de 
certificados), en confiar en varias entidades certificadoras, en la comunicación entre 
entidades, etc. Por lo tanto podríamos decir que PKI es el diseño de la estructura para 
proporcionar seguridad sobre redes mediante criptografía de clave pública y certificados 
digitales [12]. 
 
Así pues, podemos concluir con que la estructura PKI proporcionara los siguientes 
servicios: 
 
- Firma digital (autenticación): como veíamos en la  
- Figura I-23, los certificados permitirán que un usuario se autentique mediante el 
mecanismo de firma digital. Así pues, el usuario cifrará con su clave privada un 
mensaje conocido por ambos extremos de la comunicación, y el receptor del 
mensaje lo descifrará con la clave pública del emisor, con lo que el receptor 
estará seguro de que el único que ha podido enviar el mensaje es el emisor real  
 
- No repudio: la firma digital implicará que todos los documentos firmados por el 
usuario sólo podrán haber sido creados por el mismo usuario. 
 
- Confidencialidad: cifrando con la clave pública del receptor del mensaje 
aseguramos que sólo el receptor puede leer dicho mensaje. 
 
- Integridad: podemos tener la seguridad de que estos no han sido modificados en 
su tránsito por la red de comunicación (desde que fueron generados, hasta que 
fueron descifrados). Para comprobar la integridad, se utilizará un resumen o hash 




del mensaje, el cual se firmará con la clave privada del emisor para asegurar que 
el hash  ha sido generad y enviado por el emisor real.  
 
 
Para poder hablar de PKI antes debemos conocer algunos conceptos como puede ser: 
 
Algoritmos 
PKI utiliza los siguientes algoritmos para diferentes funciones.  
 
- Hash: es utilizado para realizar un resumen del documento. Este resumen sirve 
para comprobar la integridad del mensaje. Esto es debido a que el hash no es 
reversible y por lo tanto sólo puede ser obtenido del mensaje original realizando 
la misma operación. Los algoritmos más utilizados son MD5  y el SH1. 
 
- Cifrado de claves: Para mantener la seguridad en las claves, es posible que PKI 
quiera cifrar el certificado de usuario usando una contraseña antes de ser 
entregado al destinatario. Mediante esta contraseña y los algoritmos DES, 3DES o 
AES se cifrará la información de la clave privada y sólo podrá ser recuperada por 
el usuario el cual debe conocer la contraseña. 
 
- Cifrado de datos: los datos transmitidos serán cifrados bajo algoritmos de clave 
públicas. El más común es el mecanismo RSA (Rivest, Shamir, Adleman). 
 
 
Claves de sesión 
Como hemos visto en el apartado 2.2, al tratar TKIP y WPA, aparece de nuevo el concepto 
de clave de sesión o clave temporal. PKI proporciona una manera de distribuir de manera 
segura estas claves de sesión. Las claves de sesión serán conocidas sólo por los extremos 
de la comunicación y actuarán como una clave simétrica, pero sólo serán válidas de 
manera temporal.  
3.2 Certificados digitales 
La estructura PKI se diseñó para generar y mantener los certificados de una manera 
segura. Para comprender la estructura PKI, por lo tanto, necesitamos conocer que son 
estos certificados. 
 
Un certificado es un identificador digital el cual posee información que identifica 
unívocamente a una maquina o una persona. El certificado tiene unos parámetros que 
sirven para realizar la identificación, como puede ser el nombre del propietario del 
certificado, la función que desempeña, las fechas de validez (a partir y hasta cuando es 
válido), el nombre de la empresa propietaria o los usos para los que es válido dicho 
certificado. Además de esta información, el certificado ha de incluir la clave pública. La 
clave privada, aun ser parte de la estructura PKI, se separa del certificado, ya que sólo 
debe ser conocida por el propietario y no debe ser distribuida. 
 
El certificado también debe estar firmado por una autoridad certificadora o CA, la cual 
asegurará la autenticidad de dicho certificado. Para ello, la CA firmará con su propia 
clave privada el hash extraído de los datos del certificado. 
 




3.2.1 Formatos de certificado X.509 
 
Para los certificados digitales se propusieron varios formatos. Entre ellos la ITU  
(International Telecommunication Union) propuso el llamado X.500. Este estándar 
evolucionó y se desarrolló el formato actual, el llamado X.509. Este estándar incorpora 
los siguientes campos a sus certificados [12]: 
 
- Versión del estándar (en nuestro caso versión 3). 
 
- Numero de serie del certificado (único para cada certificado generado por la CA). 
 
- Nombre del usuario o maquina propietario. 
 
- Algoritmo de la firma.  
 
- Emisor del certificado e identificador único de la CA. 
 
- Fechas de validez (desde cuando hasta cuando es válido). 
 
- Propósito (puede ser para autenticar servidor, usuario, administrador, correo 
electrónico, etc.) 
 
- Subject (conjunto de parámetros como el nombre, ciudad, país, el nombre 
identificativo o common name (CN), etc.) 
 
- Clave pública (visible y sin cifrar, incluyendo el algoritmo de clave pública 
utilizado) 
 
- Extensiones (sólo en versión 3, y necesario para este proyecto, véase el apartado 
3.3.2 de la PARTE III) 
 
- Firma numérica (Hash de todo el certificado, el cual debe ser cifrado con la clave 
privada de la CA. Este campo será añadido por la CA en el momento de la firma 
del certificado)  
 
Para encapsular los certificados según sus características (con clave pública, con clave 
pública y privada, certificado de CA, etc.), se desarrollaron una serie de contenedores. 
Los más conocidos son:  
 
- PKCS7 (Public-Key Cryptography Standard 7): Mediante este contenedor se 
transmiten normalmente tanto los certificados de usuario como los de CA (no 
incluyen clave privada). Este contenedor es propiedad de RSA. 
 
- PKCS12 o P12 (Public-Key Cryptography Standards 12): Formato para 
transmitir una estructura completa de un certificado (tanto clave pública como 
privada). La clave pública pude ser cifrada para ocultarla (normalmente mediante 
DES o 3DES). Este contenedor es propiedad de RSA 
 
- DER (Distinguished Encoding Rules): Otro contenedor el cual puede incluir o no 
la clave privada cifrada. A diferencia de los anteriores este formato es un formato 
especificado por la ITU y por lo tanto libre. 
 
- PEM (Privacy Enhanced Mail): Contenedor propiedad de IETF (Internet 
Engineering Task Force). PEM no es un estándar muy usado ya que depende de 
una estructura PKI donde sólo puede haber una sola entidad certificadora raíz. 
Aún así, como veremos en el apartado 3.3.2 de la PARTE III, en este documento sólo 
empleará una sola entidad certificadora, con lo cual este estándar podrá ser usado 
sin infringir el estándar. 




3.3 Arquitectura PKI 
3.3.1 Elementos de la estructura PKI 
La estructura PKI  (Public Key Infrastructure) está compuesta por los siguientes 
elementos: 
 
- Autoridad de certificación (CA): esta es la entidad central del PKI, la cual se 
encarga de firmar los certificados. Se encargará de comprobar la autenticidad de 
los certificados. La CA puede recibir certificados creados por los usuarios (en los 
formatos antes descritos) o crearlos ella misma, según los datos del usuario, para 
luego firmarlos si el administrador cree conveniente. Aún así, aunque el usuario 
haya determinado algunos campos, será la CA, en el momento de firmar, la que 
los determine (como puede ser la duración o el propósito del certificado). La CA 
también tiene la tarea de mantener la lista de revocación de certificados  o CRL 
(Certificate Revocation List), la cual se difundirá para dar a conocer los 
certificados ya no validos. 
 
- Autoridad pública de certificación (opcional): esta es una CA públicamente 
reconocida como segura y confiable. Normalmente estas autoridades son 
empresas especializadas en ofrecer estos servicios. Sus certificados (claves 
públicas) se integran en la mayoría de sistemas operativos y navegadores, 
proporcionando una cobertura de prácticamente todos los sistemas (cualquier 
máquina que posea su clave pública confiará en estas autoridades). Además estos 
certificados se actualizan con regularidad permitiendo usar los sistemas 
criptográficos más actuales. Además, mantienen su propia lista de revocación de 
certificados. Con esta idea se elimina el problema de la seguridad en la 
distribución de claves (se evitan así suplantaciones de identidad del servidor de 
claves). Alguna de estas empresas pueden ser Verisign, Globalsing, Twathe, etc. 
 
- CA de terceros (opcional): este concepto es similar al anterior, pero en este caso 
no es pública. Normalmente estas CA’s autentican o toman posesión de una 
estructura PKI existente. En este caso el beneficio es que cualquier certificado 
firmado por esta nueva CA será válido también para la CA de la cual ha tomado 
posesión. 
 
- Autoridad de registros: Este elemento puede existir en la red para mediar entre el 
usuario y el servidor de certificados o CA. Este elemento puede ser un elemento 
de red o simplemente un protocolo físico donde el usuario rellena un formulario y 
lo entrega al administrador de la red (el cual validará o no al usuario). Una vez 
validado, se generará el certificado X.509 conforme a las propiedades de la 
petición y de las políticas del sistema. 
 
-  Lista de revocación de certificados o CRL: es la lista que la CA genera 
incluyendo los certificados que han dejado de ser válidos (aún estando dentro de 
su periodo de validez). Esta lista contiene el identificador único y el hash de 
todos estos certificado no válidos. La CRL debe ser consultada por el usuario 
periódicamente para ser actualizada. 
 
- Cliente: el cliente será el que realice la demanda de certificado. Ha de poseer un 
repositorio seguro para claves ya que será el único que debe almacenar el par de 




claves. El sistema operativo utilizado ha de ser capaz de proteger estos 
certificados y de ofrecerlos sólo a los propietarios de los mismos. En el caso de 
Windows, este tiene un repositorio cifrado se pueden depositar certificados 
públicos y privados. Cada sesión de usuario tiene sus los certificados que le 
pertenecen, además de los públicos que son comunes. 
3.3.2 Estructura PKI 
La infraestructura PKI está organizada alrededor de una CA raíz. La función principal de 
esta estructura es la expedición de certificados válidos. La CA raíz puede delegar estas 
funciones a otras CA’s subordinadas las cuales pueden tener privilegios limitados 
(siempre determinados por las CA superiores) 
 
 
Figura I-24 Estructura PKI 
 
 
Como vemos en la Figura I-24, en esta estructura tenemos una CA raíz de la cual dependen 
otras CA’s delegadas. De esta manera se logra descentralizar de la CA raíz la gestión de 
certificados, mejorando la seguridad e integridad de la CA raíz (aunque estas son 
opcionales). La CA raíz es la que se encargará de generar la lista de revocación para 
evitar que haya duplicidad. También tenemos autoridades de registro las cuales son los 
intermediarios entre la CA y el usuario y son las que recogen los datos del usuario.  
 
Para obtener un certificado, un usuario ha de seguir la política establecida por la 
organización. El usuario deberá almacenar el certificado en un lugar seguro y será esta su  
responsabilidad de que se mantenga secreto. 
 
El circuito para recibir un certificado empieza cuando el usuario hace una petición a la 
autoridad de registro. Según la política de la estructura PKI se piden unos datos 
determinados. Seguidamente la autoridad de registro realiza la petición a la CA que será 




la que decidirá los propósitos, usos y validez del certificado (se generara un certificado 
con formato X.509). El último paso es el envío del certificado al usuario para que este 
pueda utilizarlo. El par de claves puede ser generado por el usuario o por la CA. Si los 
genera el usuario, estos deberán ser enviados a la autoridad de registro para comprobar 
su validez como claves asimétricas y, en el caso de la clave pública, para ser introducida 
en el certificado. 
 
En el caso del sistema propuesto en la PARTE III, será la propia CA quien generará este 
par de claves, evitando la generación de claves quede fuera de la estructura PKI. 
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PARTE II Estudio de la seguridad 








En la introducción se comentó que las redes inalámbricas han de proporcionar 4 
servicios básicos los cuales determinaran su seguridad: 
 
• Autenticación: verificación mutua entre ambos actores en el proceso de la 
comunicación. Hemos de asegurarnos de que con quien nos comunicamos es 
realmente quien dice ser. 
 
• Integridad: asegurar que los mensajes no han sido modificados desde que fueron 
creados hasta que son recibidos. 
 
• Confidencialidad: asegurar que sólo el emisor y el receptor puedan comprender el 
mensaje transmitido. Para todos los demás este mensaje ha de ser indescifrable. 
 
• No repudio: asegurar que sólo el emisor  puede firmar digitalmente los 
certificados, de manera que este no puede negar la emisión de un mensaje con su 
firma. 
 
Como se pudo ver en la PARTE I el estándar inicial trató de ofrecer estos servicios aunque 
no logró proporcionarlos correctamente, provocando puntos débiles y lagunas. Aún sin 
ser cien por cien fiable, actualmente el estándar no es el principal culpable de la 
debilidad de las redes que podemos encontrar. Los factores ajenos al estándar introducen 
mucha más debilidad al sistema.  
 
El factor ajeno que más impacto tiene sobre la seguridad en los sistemas 802.11, como 
veremos más adelante, son los planificadores, administradores y usuarios de la red. 
Actualmente las diferentes posibilidades en cuanto a seguridad del 802.11 no son 
aprovechadas ni por los usuarios, por desconocimiento de la tecnología), ni por los 
proveedores para evitar así problemas de compatibilidad con dispositivos antiguos y 
problemas de configuración que significarían gastos extras en servicio técnico y la 
desconfianza del usuario en sus productos. 
 
Por lo tanto, en este punto expondremos las debilidades del estándar y analizaremos la 
seguridad ofrecida  por parte de los principales proveedores de acceso a Internet 
españoles y los fabricantes de hardware. Una vez conocidas las debilidades y 
posibilidades existentes en el mercado y teniendo en cuenta las más usadas para dar 
veracidad a los resultados, mostraremos algunos ataques a redes inalámbricas y 
realizaremos algunos ejemplos prácticos de los mismos, demostrando cuan robusto es 
cada sistema. 
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1 Seguridad ofrecida al usuario 
1.1 Seguridad Ofrecida por los proveedores 
Como proveedores consideramos a toda aquella entidad que proporciona el hardware 
para el acceso a Internet, ya sean los fabricantes (3Com, Zyxel, Linksys, Cisco, etc.), 
como los proveedores de acceso a Internet que ofrecen routers  pre-configurados 
mediante un sistema diseñado o supervisado por ellos (Telefónica, Ono, Orange, Tele2, 
etc.). 
 
Como veremos en el siguiente apartado, en ambos casos la seguridad que ofrecen 
inicialmente estos dispositivos es insuficiente y puede comprometer el sistema. Aún así, 
diferenciaremos los dos casos (fabricantes y proveedores de Internet) ya que en el caso 
de los fabricantes normalmente venden sus productos configurados con un nivel de 
seguridad baja para que sean fácilmente accesibles, indicando y guiando al usuario a 
soluciones más seguras (con lo que normalmente debería ser el usuario el que tome la 
decisión). En cambio, los proveedores de Internet, venden una solución completa 
(Internet y configuración) la cual anuncian como solución totalmente segura. Como 
veremos más adelante, lo único que consiguen con estas facilidades es debilitar aún más 
la seguridad ofrecida al usuario. 
1.1.1 Fabricantes 
La mayoría de routers  tienen una configuración por defecto de fábrica similar. Para 
facilitar la conexión del dispositivo al usuario inexperto, el router viene preconfigurado 
para ser conectado a la red sin ninguna modificación. El servidor de direcciones IP o 
DHCP (Dynamic Host Configuration Protocol) normalmente está activado para evitar 
que el usuario deba configurar sus dispositivos (lo que facilitaría a un posible intruso una 
IP una vez dentro de la red). Además, la tarjeta de red inalámbrica de estos routers  
también suele venir preconfigurada en modo encendido, con broadcast (emisión) del 
ESSID y sin cifrado.  
 
En las Tabla II-1 y Tabla II-2 pueden verse los datos sobre la configuración de fábrica de 
algunos modelos de diversos fabricantes. Estas configuraciones han sido extraídas de los 




3Com 11G CT 536+ C54BRS4 DSL-604+G WRT45G DG834G 
Marca 3Com Comtrend Conceptronic D-Link Linksys Netgear 
Estándar 802.11b y g 802.11b y g 802.11b y g 802.11b y g 802,11 b y g 802,11 b y g 
IP 192.168.2.1 192.168.1.1 192.168.2.1 192.168.0.1 192.168.1.1 192.168.0.1 
User  / 
pass 
/ 
1234admin admin/admin admin/1234 admin/admin / admin 
admin / 
password 
Radio off on on on on on 
SSID - Cometrend WLAN default linksys NETGEAR 
Seguridad 
WLAN - abierto abierto abierto abierto abierto 
DHCP  - -   - 2 a 33 100 a 150 2 a 254 
Manual no si si si si si 
Tabla II-1 Configuración de fábrica de algunos routers 






7404 WBRA 1500 Fast WebSTAR 2320 Prestige 660 7768r 
Marca SMC sagem 
Scientific 
atlantic Zyxel Xavi 
Estándar 802,11 b y g 802,11 b y g 802,11 b y g 802,11 b y g 802,11 b y g 







PASSWORD) 1234 / 1234 
admin / 
admin 
Radio on off on on on 
SSID Wireless - WebSTAR Wireless act1 
Seguridad 
WLAN abierto - abierto abierto abierto 
DHCP 100 a 199 - 10 a 255 33 a 100 deshabilitado 
Manual si no si si si 
Tabla II-2 Configuración de fábrica de algunos routers 
 
 
Como podemos observar en las tablas anteriores, todos los routers son configurados por 
el fabricante con una IP que suele ser 192.168.1.1 (las definidas para redes privadas de 
254 direcciones, es decir con una máscara /24). También observamos que la gran 
mayoría tienen habilitada la interfaz inalámbrica con un ESSID sin ocultar (broadcast) y 
sin seguridad, es decir, abiertos. Además, también la mayoría de ellos tiene el servidor 
DHCP habilitado con lo que servirá una IP automáticamente. 
 
Muchas de estas configuraciones provocan que cualquier cliente (deseado o no) que esté 
en el radio de cobertura del router, pueda conectarse a nuestra red inalámbrica. La 
mayoría de fabricantes incluyen en sus manuales una advertencia de que la configuración 
inicial no es segura e indican los pasos a seguir, tanto en el router como en el cliente, de 
cómo conseguir aumentar la seguridad del sistema pare evitar la mayor parte de intrusos. 
 
Por lo tanto en este caso podríamos exculpar al fabricante y señalar al usuario como el 
culpable de su mala utilización en las redes domésticas. 
1.1.2 Proveedores de acceso a Internet 
Desde hace unos años los proveedores a Internet utilizan la tecnología inalámbrica como 
una ventaja. Antes de la existencia de esta tecnología, se debía realizar el cableado en el 
hogar del usuario para darle acceso. En el pasado algunos proveedores, en sus ofertas, 
ofrecían la gratuidad de esta instalación como un reclamo para captar clientes.  
 
Con la aparición de la tecnología inalámbrica los proveedores vieron una manera de 
rebajar sus costes y sobretodo de promocionar su producto evitando la molestia de la 
instalación del cableado. A priori todo parecían ventajas para la operadora y el usuario, 
que cree recibir un producto de más calidad (eliminando molestias). Pero estos mismos 
proveedores, ofuscados por todas estas mejoras, no se preocuparon de la seguridad que 
ofrecían con este tipo de redes inalámbricas.  
 
Aún así, poco a poco fueron cogiendo consciencia del problema que significa introducir 
este tipo de hardware sin ningún tipo de control e introdujeron algunas mejoras. No 
Estudio de la seguridad en redes 802.11  50 
 
 
obstante los cambios (básicamente uso de cifrado WEP en sus configuraciones) no 
mejoraron  excesivamente la seguridad de la red. 
 
Así pues, los primeros routers instalados por los proveedores ni siquiera tenían 
configurada su seguridad, estaban abiertos a cualquiera dentro de su radio de cobertura. 
Esto era normal al principio de esta tecnología dado a su novedad, precio y su poco uso. 
Entonces había un riesgo mínimo de intrusión. A medida que esta tecnología iba 
ganando adeptos, el nivel de posibles intrusos creció. La inclusión en los portátiles del 
chip Centrino  (placas madre con una tarjeta inalámbrica embebida) marcó un punto de 
inflexión ya que a partir de ese momento todo portátil podría conectarse a estas redes 
desprotegidas.  
 
Como hemos comentado, actualmente, la situación ha mejorado, eliminando posibles 
intrusos usando cifrado WEP y en algunos casos WPA-PSK. Pero el acceso a la gran 
mayoría de puntos de acceso sigue siendo relativamente fácil para usuarios expertos o 
simplemente usuarios curiosos por esta tecnología debido a la debilidad de las 
configuraciones de estos proveedores  
 
En la Tabla II-3 podemos encontrar una descripción de los principales proveedores 
actuales y de diferentes características del acceso inalámbrico que ofrecen. 
 
Proveedor Telefónica YA.COM ORANGE ONO 
Marca y modelo 
Zyxel, Xavi, (otros) D-LINK DLS-G624T SAGEM 1500 Motorola 
SSID WLAN_XX DLINK-WIRELESS adslXXXX P1XXXXXX0000X 
Cifrado 
WEP 128 WEP 128 WEP 128 WEP 64 o 128 
Gateway 192.168.1.1 192.168.1.1 192.168.0.1 192.168.1.1 
DCHP Habilitado Habilitado Habilitado Habilitado 
user/password 1234/1234 o teléfono abonado 1234/1234 (deshabilitado) (en blanco) 
Tabla II-3 Configuración de proveedores acceso a Internet 
 
 
Podemos ver que todos los proveedores aquí analizados implementan seguridad WEP. La 
mayoría de IP’s de red son las típicas de redes privadas y las contraseñas de acceso a los 
routers suelen ser las de configuración de fábrica.  
 
En este caso la responsabilidad recae en primera instancia en el proveedor de Internet. 
Este debería proporcionar la misma seguridad que en la red de su propiedad (es decir en 
la red cableada). Podemos excusar a los usuarios ya que esta configuración muchas veces 
no es cambiada por los usuarios, no por desconocimiento, sino a veces no les está 
permitido el acceso al router (la contraseña de acceso al router está en posesión 
solamente de la operadora y no se comunica al usuario), o porque confían en que el 
producto adquirido ya es seguro (ya que la operadora no da ninguna recomendación en la 
modificación de la seguridad). 
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1.2 Seguridad Ofrecida por el estándar 802.11 
Como hemos visto en la PARTE I de este documento, el estándar proporciona varios 
niveles de seguridad, así como varios mecanismos de autenticación y algoritmos de 
cifrado posible. Por parte del estándar, esta gran variedad de posibilidades proporcionan 
agilidad al sistema y podemos decir que el estándar posee métodos que actualmente 
pueden considerarse totalmente seguros. Aún así, dentro de estas diferentes opciones que 
proporciona, hay algunas las cuales su seguridad no es suficientemente robusta, lo que 
provoca que al ser usadas se ponga en entre dicho la seguridad de estas redes. 
 
Así pues, podemos afirmar que el estándar proporciona posibilidades de seguridad 
suficientemente confiables siempre que sea usado de una manera correcta y se 
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2 Puntos débiles en la seguridad  
Seguidamente trataremos los puntos débiles de la seguridad en las redes 802.11. 
Haremos referencia a la base teórica introducida anteriormente en la PARTE I dedicada 
al estándar 802.11.   
 
Como puede verse en el Anexo 1, la seguridad más extendida en las redes inalámbricas es  
WEP. Es por ello que los puntos débiles de la seguridad serán enfocados hacia este 
mecanismo, aún conociendo que existen otros mecanismos mucho más seguros en la 
actualidad. 
2.1 Debilidad de WEP 
Las debilidades de WEP no sólo se limitan al algoritmo utilizado (RC4), sino que el 
diseño de WEP introduce otras que provocan que RC4 aún sea más vulnerable a ataques 
estadísticos. Por lo tanto, podemos decir que el protocolo WEP gestiona de una manera 
incorrecta RC4. 
 
Además, deben ser consideradas la debilidad que pueden introducir los usuarios y 
proveedores al configurar WEP con una clave débil y compartida por muchos usuarios. 
 
Así pues, como vemos en la Figura II-1, podemos agrupar debilidades en debilidades 
provocadas por deficiencias en el estándar y en debilidades provocadas por una mala 

























Figura II-1 Causas de las debilidades de WEP 
 




Debilidades provocadas por el estándar 
RC4 es un algoritmo de cifrado en flujo y por esta razón ya posee una debilidad 
intrínseca. Los algoritmos en flujo tienen la propiedad de que si realizamos la función 
XOR de dos paquetes cifrados con la misma clave, el resultado será el mismo que 
realizar la misma operación pero con los paquetes en claro. Por tanto, cuando tengamos 2 
paquetes cifrados con la misma clave, y conozcamos el texto en claro de uno de ellos, 
podremos conocer el otro texto claro [14].  
 
WEP intenta solucionar dicha debilidad de los algoritmos en flujo mediante la 
introducción de los IV’s, pero no lo consigue. Como vimos en el apartado 2.1.1 de la PARTE 
I, WEP añade estos IV’s como parte variable de la clave compartida para generar el flujo 
de bits de la clave o Key Stream, que cifra cada trama transmitida. WEP envía estos IV 
sin cifrar, por lo tanto, volveremos a tener tramas repetidas (los IV proporcionan un 
máximo de 16.777.216 combinaciones diferentes) [4].  
 
Por lo tanto el transmitir en claro los IV provoca otra debilidad que facilita los ataques  
de tipo estadístico. Estos ataques fueron presentados en 2001 cuando Itsik Mantin, Scott 
Fluhrer y Adi Shamir (este último uno de los creadores del RC4 y de otros sistemas 
criptográficos como el RSA) presentaron sus estudios sobre dicha estadística y las 
debilidades del RC4 (aplicables a WEP). Está técnica está descrita cualitativamente en 
[14] y en [15]. 
 
Otra de las debilidades es que el estándar inicial sólo daba la posibilidad de usar claves 
de 40 bits (+ 24 bits de IV) o 104 bits (+40 bits del IV). Esta longitud de clave es 
insuficiente para cifrar de manera segura con RC4. Además tampoco obliga a que estas 
claves sean seguras criptográficamente, con lo que un usuario puede dejar la clave WEP 
por defecto o elegir una clave que sea sencilla de recuperar por el atacante mediante 
fuerza bruta.   
 
Otro de los errores que dependen de la implementación de WEP es el uso de un CRC 
para comprobar la integridad (véase el apartado 2.1.1 de la PARTE I). Los algoritmos CRC 
no fueron diseñados para la criptografía, ya que un atacante puede determinar el valor 
que tendrá el CRC si se realiza un cambio en el payload de la trama. Por lo tanto, será 
sencillo modificar un paquete cifrado con WEP y que este siga siendo válido. 
 
La solución a este último problema hubiese sido la utilización de métodos basados en el 
hash de la trama, que harían que el resultado de este hash no fuera predecible y 
modificarlo significara el descarte de la trama. Aún así este método de protección 
necesitaría de una electrónica más potente, que en el momento del diseño del estándar 
fue desestimada [7]. 
 
 
Debilidades provocadas por el usuario 
En el caso del usuario, las debilidades no son exclusivamente suyas, sino que son a causa 
de varias deficiencias del estándar. Estos errores suelen ser los más graves ya que pueden 
poner en compromiso la seguridad de todo el sistema. 
  
Una de ellas es que el estándar 802.11 no especifica ningún tipo de gestión de claves, 
con lo que las claves compartidas suelen ser utilizadas durante mucho tiempo y por 
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muchos usuarios al mismo tiempo. El administrador debería realizar cambio de claves de 
manera periódica, además de mantenerlas secretas y utilizar la posibilidad de usar varias 
claves WEP en un mismo punto de acceso. El uso de estas prácticas queda a elección del 
administrador, es por ello que en este caso el estándar no es el principal culpable. 
 
Otra debilidad introducida por el usuario es la elección de claves sencillas y cortas. 
Mediante ataques estadísticos, las claves sencillas serán rápidamente encontradas. 
 
Finalmente podemos decir que muchas veces el usuario no se preocupa por cambiar la 
configuración de fábrica, lo que implica estar usando una configuración genérica, lo que 
posibilita el acceso simplemente disponiendo de la configuración de fábrica. 
2.2 Debilidad de WPA  
Como dijimos al principio de la PARTE II, en este documento nos centraremos en WEP 
debido a que es el más extendido. En la actualidad no tiene sentido querer atacar una red 
WPA para conseguir acceso a la red, ya que seguramente, alrededor de ella tengamos 
varias redes con WEP, las cuales serán mucho más sencillas de acceder (véase resultados 
del wardriving en el Anexo 1). 
 
A título informativo, podemos decir que la debilidad en estas redes se encuentra en el 
método de autenticación. Durante este proceso pueden obtenerse los mensajes del reto de 
conexión o handshake.  
 
Otra debilidad, la cual comparte con WEP, es el uso de claves compartidas. Como 
dijimos con WEP, el uso de este tipo de claves posibilita que la clave WPA pueda dejar 
de ser secreta, poniendo en compromiso a todas las estaciones. 
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3 Ataques a redes inalámbricas 
Como ya sabemos, el medio que utilizan las transmisiones inalámbricas, el aire, es muy 
propicio a todo tipo de ataques. En una red cableada, el atacante ha de estar físicamente 
conectado a un punto de la red, sino es imposible conseguir ningún tipo de acceso. En las 
redes inalámbricas el acceso a este medio no supone ninguna barrera, con lo que la 
posibilidad de ataque será más amplia y con un índice más elevado de éxito. 
 
Los siguientes ataques que aquí mostraremos han sido particularizados para redes 
inalámbricas, pero estos ataques pueden llevarse a cabo (con más o menos facilidad) en 
cualquier red [16]: 
 
- Man-in-the-middle: este ataque es mucho más sencillo en redes inalámbricas que 
en las redes cableadas dado que el medio de acceso es el aire. En redes cableadas 
no todos los paquetes han de pasar obligatoriamente por el cable o tramo de red 
en el cual estamos capturando tráfico. Los ataques Man-in-the-middle consisten 
en la interceptación de las tramas enviadas por algún usuario. Este ataque puede  
ser pasivo o activo. En los ataques pasivos el atacante realiza eavesdropping, es 
decir, simplemente se limita a capturar paquetes sin provocar ninguna alteración 
en ellos. En los ataques activos normalmente el atacante captura paquetes y los 
reenvía modificados según le convenga. Este ataque será el más utilizado en el 
estudio de ataques a redes inalámbricas que veremos en el apartado 4 de la PARTE 
II (llamado reinyección de tráfico). 
 
- Denegación de servicio (Denial of service, DOS): significa evitar que los clientes 
consigan acceder a la red, o a un servicio que esta ofrezca. Este ataque puede ser 
realizado enviando tramas erróneas al medio, degradando tanto el servicio hasta 
hacer caer al punto de acceso. También existen maneras más rudimentarias en 
comunicaciones inalámbricas, las cuales provocan un ataque DOS con la 
utilización de dispositivos que saturen la banda de frecuencias 2’4 GHz. Como 
veremos en el apartado 4 de la PARTE II, serán usado este tipo de ataques para 
desautenticar algún cliente ya autenticado. 
 
- ARP poisoning: el protocolo ARP (Address Resolution Protocol) permite 
encontrar la dirección IP a partir de la dirección MAC. Las peticiones ARP se 
realizan sólo una vez para ser almacenadas en una tabla y así evitar peticiones 
ARP cada vez que hay que enviar un paquete a una determinada IP. Para realizar 
un ataque a la red sólo sería necesario introducir un paquete ARP con la dirección 
IP del atacante pero con la dirección MAC del cliente al que queremos atacar. 
Con esto todas las trasmisiones enviadas al cliente serian enviadas realmente al 
atacante. Este ataque puede verse limitado por la cantidad de saltos que haya por 
la red (ya que no siempre la dupla ARP-IP corresponderán al destinatario del 
paquete). En el apartado 4 de la PARTE II no será usado este ataque de 
redireccionamiento, sino que suplantaremos la identidad de algún dispositivo 
usando su dirección MAC.  
 
Una vez descritos los ataques genéricos a cualquier tipo de red, debemos dar a conocer 
otros conceptos que son necesarios para llevar a cabo ataques a redes 802.11. 
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3.1 Términos básicos 
 
3.1.1 Wardriving  
Wardriving 
La captura de tráfico inalámbrico y el ataque a estas redes no es una ciencia exacta 
debido a que el medio de transmisión es muy variable. Por eso, necesitaremos usar algún 
dispositivo portátil para conocer la ubicación de la red que queremos atacar. Además 
debemos reconocer el terreno para saber desde que lugar podemos obtener una mejor 
potencia de señal. La necesidad de disponer de una buena relación señal a ruido es 
debido a que la captura de paquetes, al ser una técnica pasiva donde el atacante no está 
asociado, no hay posibilidad de retransmisión o de comprobación de errores, por lo tanto, 
un paquete perdido malinterpretado no podrá ser detectado. Al reconocimiento de redes 
de manera remota (mediante un portátil o una PDA desplazándonos por una zona) se le 
llama wardriving. 
 
Para realizar wardriving necesitamos un hardware y software que nos permitan 
cuantificar la señal que recibimos y darnos los datos básicos de la red (ESSID, BSSID, 
canal de transmisión, MAC de los clientes, etc.). Siempre es bueno realizar el wardriving 
con la misma tarjeta que realizamos el ataque, ya que para cada tarjeta inalámbrica 
podemos obtener resultados diferentes. 
 
Para la composición de este documento se ha realizado una estadística de wardriving que 
puede verse en el Anexo 1, con la que podremos justificar determinadas acciones tomadas 
en esta PARTE II. 
3.1.2 Modo monitor 
En el apartado 4 de la PARTE II veremos diferentes casos de ataque. También en él se 
incluirán las características del hardware utilizado, remarcado la importancia del 
fabricante del chip de la tarjeta inalámbrica o chipset (véase apartado 4.2.1 de la PARTE II). 
Como avance podemos decir, que esta importancia recae en que para realizar 
determinadas técnicas de ataque necesitaremos que la tarjeta se ponga en un modo 
especial llamado modo monitor. Los chipset que se describen en este documento poseen 
controladores o drivers de código abierto con lo que es posible acceder de manera directa 
a esas funciones especiales no diseñadas para usos comunes.  
 
Hemos de destacar que la mayor parte de estos drivers sacan el mayor partido a las 
tarjetas inalámbricas bajo Linux. Para Windows hay algunos drivers diseñados por 
algunas compañías como Wildpakets (AiroPeek) o TamoSoft (ComView) y sólo para 
determinados modelos de chipsets que permiten experimentar con estas funciones. Por lo 
tanto, la mayor parte de casos de estudios en este proyecto planteados, serán tratados 
bajo distribuciones Linux. 
 
En cuanto al modo monitor, éste es uno de los cuatro modos en los cuales una tarjeta 
inalámbrica puede actuar. Los siguientes son los cuatro modos posibles: 
 
- Managed: modo más común, el cual proporciona las funciones para hacer de 
clientes inalámbricos y conectarnos a un punto de acceso. 
 
- Ad-Hoc: modo similar al Managed pero para acceder o crear una red punto a 
punto. 




- Master: usado por el punto de acceso para actuar como tal (varios clientes 
conectados). Con este modo la tarjeta puede actuar como punto de acceso. 
 
- Monitor: permite captar todos los paquetes de cualquier red que esté a nuestro 
alcance sin necesidad de estar asociados a la red. 
 
El modo monitor es similar al modo promiscuo de las tarjetas Ethernet, pero como 
hemos dicho, en el caso del modo monitor, para capturar el tráfico no necesitamos estar 
asociados con ningún AP. Mediante el modo monitor recogeremos todos los paquetes 
que seamos capaces de escuchar. A esto lo llamaremos esnifar y al programa capaz de 
recoger estos datos, sniffer. 
 
Tampoco hay que confundir el modo monitor, con el sistema comentado  monitorización 
activa del medio inalámbrica comentado en el apartado 1.1.6 de la PARTE I. En el caso del 
modo monitor (monitorización pasiva), la tarjeta inalámbrica simplemente capta las 
señales sin enviar ningún tipo de paquete. 
3.1.3 Inyección de tráfico 
La inyección consiste en el envío intencionado de paquetes por parte del atacante. Estos 
paquetes pueden haber sido creados por el atacante o capturados por este. Esta técnica no 
necesita conocer la clave WEP, debido a que en las retransmisiones de tráfico el payload 
del mensaje se suele dejar sin modificación, ya que lo que interesa es la cabecera y tal 
vez el CRC es vulnerable ante las modificaciones como vimos en el apartado 2.1 de la 
PARTE II. 
 
La finalidad de esta técnica en muchos casos es conseguir la generación de tráfico por 
parte del dispositivo atacado. Un ejemplo podría darse en puntos de acceso que tienen un 
tráfico de datos muy bajo. Con esta técnica, si se dan determinadas condiciones que 
podrán verse en el apartado 4 de la PARTE II, se puede llegar a generar un seguido de 
paquetes que, al ser contestados por el punto de acceso, nos proporcionen un IV nuevo 
cada vez. Con la captura de suficientes IV’s podremos aplicar los ataques estadísticos 
sobre WEP. 
 
Hemos de destacar que algunos drivers y chipsets no nos permitirán inyectar tráfico con 
la misma tarjeta con la que realizamos el esnifado, por lo tanto según el chipset 
necesitaremos una tarjeta para la inyección y otra para la captura. En el apartado 4.2.1 de la 
PARTE II indicaremos estos chipsets. 
 
3.2 Ataque al protocolo WEP 
En este proyecto, los ataques a WEP serán los más estudiados debido a que WEP es el 
sistema que más se utiliza para securizar redes inalámbricas. Por lo tanto, la mayoría de 
escenarios que encontraremos en la realidad será el de redes inalámbrica con seguridad 
WEP. 
 
Los ataques a las redes con seguridad WEP se basan en las debilidades comentadas en el 
apartado 2.1 de la PARTE II. Gracias a técnicas estadísticas que comentaremos 
seguidamente será posible obtener con más facilidad la clave WEP.  
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Dichas técnicas estadísticas se han ido mejorando. En sus versiones iniciales, los ataques 
FMS, necesitaban del orden de 5 millones de paquetes que contuvieran IV’s para llegar a 
descifrar una clave WEP de 128 bits. Gracias a una la mejora introducida por un usuario 
llamado KoreK rebajó esta cifra unos 500.000 IV [17]. Actualmente existen técnicas que 
sólo necesitan unos 50.000 IV’s. 
3.2.1 Ataque por fuerza bruta 
Este es el ataque trivial y se realiza probando todas las claves posibles. Para realizar este 
ataque es indispensable conocer el texto en claro y el texto cifrado del mensaje. Una vez 
tengamos estos dos mensajes aplicaremos el cifrado sobre el texto claro hasta conseguir 
la clave WEP [14]. 
 
El gran problema es que este proceso es extremadamente lento dependiendo de si la 
clave usada contiene caracteres poco habituales. 
 
Esta técnica, sola no sería útil de no ser utilizada conjuntamente con el criptoanálisis 
estadístico, que veremos en los siguientes puntos. 
3.2.2 Ataque mediante criptoanálisis estadístico FMS y Korek 
El FMS (Fluher, Martin y Shamir) es el primer ataque a WEP que se implementó a partir 
de la debilidad mostrada en el 2001 [15]. Este ataque consiste en recoger entre 5 y 10 
millones (dependiendo del software utilizado y de la aleatoriedad de la clave) de IV’s 
para descifrar una clave de 128 (véase apartado 2.1 de la PARTE II). 
 
Este ataque necesita de la existencia de abundante tráfico en la red, por lo tanto, necesita 
de un cliente conectado y transmitiendo información. Además, los paquetes que 
capturamos han de contener IV’s válidos. Los paquetes no siempre contienen IV’s ya que 
los paquetes como los Beacons no están cifrados.  
 
No obstante, mediante las técnicas ya comentadas de reinyección de tráfico, se puede 
provocar la generación de IV’s mediante paquetes falsos que provoquen la emisión de 
paquetes codificados que contengan IV’s. Estas técnicas podrán verse en el apartado 4 de 
la PARTE II. 
 
Como hemos dicho, este ataque se vio mejorado por KoreK cuando planteó una serie de 
ataques que permiten descartar algunas claves según unos patrones [19]. 
 
3.2.3 Ataque mediante criptoanálisis estadístico PTW 
En 2005 apareció otro ataque sobre RC4 llamado ataque de Klein. Este ataque aprovecha 
correlaciones entre la clave que usa RC4 y el Key Stream que genera. Erik Tews, Ralf-
Philip Weinmann y Andrey Pyskin utilizaron esta nueva debilidad para realizar un ataque 
sobre WEP (ataque PTW) que permite recuperar la clave con solo 85.000 paquetes que 
contengan IV’s con una probabilidad de éxito del 95% [18]. La condición para el éxito de 
este ataque es que estos paquetes sean del tipo ARP. Debido a que conocemos parte del 
mensaje tenemos más información que ayudará a nuestro ataque estadístico. 
 
En [19] puede verse como el software aircrack-ng contempla los ataques anteriormente 
nombrados y los aplica según dictamine el usuario. 
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3.2.4 Otros ataques 
Hay otro tipo de ataques que aprovechan debilidades introducidas por los proveedores. 
Estos casos son particulares, pero son un caso muy interesante de debilidad introducida 
por la mala configuración de la red. Muchos de estos proveedores configuran su clave 
WEP siguiendo un patrón. Ejemplos de ésto son el operador Ono, el cual usa como clave 
WEP el resultado de aplicarle el algoritmo MD5 al SSID de la red [22]; o el de las redes 
DLINK_WIRELESS, las cuales usan como WEP la dirección MAC modificada según un 
patrón conocido [24]. De esta manera, conociendo dichos parámetros no es necesario 
aplicar ningún tipo de ataque. 
 
En otros casos, sólo parte de la clave WEP es conocida, lo que obliga a usar los ataques 
antes definidos, pero con un número muy reducido de claves a probar. Este es el caso de 
Orange [23] y de Telefónica [25]. 
 
En caso de las redes WLAN_XX (donde XX serán hexadecimales) de Telefónica, estas 
utilizan WEP de 128 bits y usan como primeros dígitos de la clave WEP una letra que 
corresponde al fabricante y los 6 dígitos iniciales de la MAC de su router (los cuales son 
los dígitos que identifican a cada fabricante). Los dos últimos dígitos de la clave WEP 
son los dos últimos caracteres del SSID de la red. Con esto obtenemos 9 de los 13 dígitos 
de la clave WEP, con lo que la clave desconocida pasa de ser de 104 bits a ser sólo de 32 
bits. Teniendo en cuenta que, aún pudiendo usar caracteres especiales para la clave, sólo 
se usan valores del 0 al 9 y de la A a la F, esto implica que tengamos sólo 65.536 (164) 
claves posibles (véase Figura II-2). Sobre un solo paquete capturado podemos probar las 
65.536 claves distintas hasta dar con la correcta.  
 
 
Figura II-2 Ejemplo de clave WEP en los routers de Telefónica 
 
En el apartado 4.3.4 de la PARTE II podrá verse el caso de las redes de Telefónica, 
mostrando cómo mejorarlo para evitar la necesidad de que exista un cliente conectado. 
Este caso es muy interesante ya que los otros ataques a WEP necesitaban de la existencia 
de algún cliente. 
Clave WEP:   C 0030DA XXXX 6A 
MAC de Fabricante: 0039DA 
SSID: WLAN_6A Inicial del nombre Fabricante: Cometrend 
4 digitos hexadecimales 
desconocidos 
65.536 claves posibles:  
C0030DA00006A, C0030DA00016A… …C0030DAFFFE6A, C0030DAFFFF6A 
 




3.3 Ataque al protocolo WPA  
Las redes bajo la norma 802.11i y configuradas con WPA, pueden considerarse 
relativamente seguras. Aún así, en este caso parte de la seguridad sigue recayendo en 
como sea configurada, con lo que una clave sencilla puede provocar que la seguridad se 
vea comprometida (como veremos en un caso de ejemplo práctico).  
 
Los ataques a WPA  se basan en la captura del  handshake , o secuencia de autenticación, 
de WPA. Para capturar un handshake deberemos esperar a que un cliente se conecte a la 
red o provocar su desconexión para obligar a este a realizar dicho proceso de handshake.  
 
Sobre el handshake capturado puede realizarse un ataque por fuerza bruta (o mediante un 
diccionario) con tal de descifrar la clave, con lo que se limita el éxito del ataque al nivel 
de seguridad que la clave proporciona. 
 
Como dijimos al inicio de la PARTE II, actualmente la cantidad de redes con cifrado WPA 
son muy bajas y por lo tanto estos ataques aun no están muy depurados ni optimizados 
como los de WEP. 
 
En [20] podemos obtener información más detallada sobre ataques a WPA. 
 
Se ha de añadir que a finales de 2008 apareció un nuevo ataque que puede ser realizado 
sobre una red WPA basada en TKIP, con una red con clientes y con una contraseña 
débil. En [42] pueden verse los detalles del mismo. 
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4 Ejemplos prácticos 
  
Una vez conocido y comprendido el estándar 802.11, y habiendo planteado los posibles 
problemas y las técnicas para llegar a romper la seguridad de dichas redes, aplicaremos 
este conocimiento sobre casos reales, mezclando los conceptos comentados en esta 
PARTE II. 
 
Para decidir los posibles casos que más se asemejen a escenarios reales nos hemos 
basado en la estadística del wardriving del Anexo 1. Ésta ha sido realizada en diversos 
lugares de la ciudad y con ellas podemos ver la tendencia sobre la seguridad utilizada en 
las redes inalámbricas actuales.  
 
Gracias a la estadística de los wardriving  podemos asegurar que el estándar de seguridad 
más utilizado es el WEP con claves de 128 bits, sin autenticación y con el SSID en modo 
broadcast (difundido mediante la emisión constante de Beacons). Por ello, los casos de 
estudio en este documento serán enfocados hacia la intrusión en redes cifradas con WEP. 
Añadiremos casos que cada vez se dan con menor regularidad (redes abiertas), pero que 
en un pasado no muy lejano eran más habituales.  
 
Hemos de añadir, que la estadística de los wardriving también nos muestra que una gran  
mayoría de las redes que encontramos son las nombradas WLAN_XX (donde XX son 
valores hexadecimales) con lo que deducimos que han sido configuradas por Telefónica 
y donde se podrá aplicar la técnica comentada en el apartado anterior  (apartado 3.2.4 de la 
PARTE II).  
 
Por otra parte, las redes con autenticación 802.1x no serán aquí estudiadas, dado que 
mediante la técnica de wardriving no han sido encontradas en zonas residenciales.  
 
Por lo tanto, después de observar y analizar los datos del wardriving, se decidió 
considerar los siguientes casos de estudio:  
 
- Acceso a una red sin seguridad 
 
- Acceso a una red con SSID oculto 
 
- Acceso a una red con seguridad WEP 
 
- Acceso a una red con SSID WLAN_XX 
 
4.1 Estado de los diferentes casos 
Para evitar repetir pasos, se han definido los diferentes estados , con lo cual podemos ver 
que en los casos de estudio son un seguido de ejemplos los que normalmente el siguiente 
engloba al anterior. De esta manera, para realizar el ataque FMS, antes deberemos 
realizar una posible inyección de paquetes y el esnifado de los IV’s generados. 
 
 




Figura II-3 Estados de ataques a una red inalámbrica 
 
 
Normalmente el estado inicial es el Snifado de paquetes de cliente, aunque a veces es 
posible realizar una inyección de paquetes creados por nosotros mismos para snifar la 
respuesta a éstos, y seguir con la reinyección o con los ataques. 
 
La consecución de los parámetros de red será común para todos los ataques y se mostrará 
solamente en el apartado 4.3.1 Acceso a una red sin seguridad. 
 
4.2 Herramientas  
Antes de exponer los casos de estudio determinaremos el hardware y software con el que 
se debe trabajar.  
4.2.1 Hardware 
El adaptador inalámbrico  
En ataques a redes inalámbricas el punto más importante es “saber escuchar”. Esto 
significa que tenemos que disponer de herramientas hardware y software que nos 
permitan captar con la menor tasa de paquetes perdidos, todo lo que es transmitido del 
AP hacia los clientes y viceversa. Por tanto, lo primero que necesitaremos determinar es 
el adaptador inalámbrico o WNIC (Wireless Network Interface Card).  
 
Los adaptadores inalámbricos, conocidos vulgarmente como tarjetas inalámbricas, 
pueden ser de muchos tipos: los hay USB, PCMCIA, PCI, con antena interna, con 
conector de antena externa, que soporten solo la norma 802.11b, etc. Aún así, como 
vimos en el apartado 3.1.2 de la PARTE II, estas tarjetas deben, entre otras características, 
ser capaces de entrar en modo monitor, lo cual nos obliga a elegir entre unos chipset 
determinados. 
 
Seguidamente describiremos conceptos que hemos de tener en cuenta para conseguir 
realizar los ataques que veremos a continuación: 
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- Chipset: es el chip que gestiona la interfaz inalámbrica de la tarjeta y el que 
determinará si la tarjeta puede ponerse en modo monitor. Hay varias marcas de 
chipset aunque lo más importante es que algunos de ellos tienen drivers de 
código abierto, con lo que pueden ser utilizadas para acciones no-estándares. 
Estos drivers suelen estar sólo disponibles para Linux. Además hemos de elegir 
una tarjeta que pueda ser usada con las diferentes normas del estándar (a/b/g), 
para poder sniffar a cualquier velocidad. Los chipsets más conocidos y 
contrastados que permitirán realizar acciones son Atheros, Prism 2.0 y 2.5, Intel 
Centrino, Ralink y Orinoco. 
 
- Sensibilidad: como hemos dicho antes, captar bien los paquetes enviados por 
terceros será fundamental. Cuanta más sensibilidad tenga una tarjeta inalámbrica 
menos señal necesitaremos recibir y más lejos podremos estar para realizar 
capturas. La sensibilidad también depende de la velocidad de transmisión (a más 
velocidad menos sensibilidad). Los valores para dispositivos inalámbricos 
normales son de -85 dBm5 a 11 Mbps  y -89 dBm a 1 Mbps La experiencia 
adquirida nos lleva a ser más exigentes y elegir tarjetas de aproximadamente 90 
dBm a 11 Mbps y 95 dBm a 1 Mbps (en estos datos no incluimos 54 Mbps ya 
que se intentará realizar los ataques a la mínima velocidad posible). 
 
- Potencia de transmisión: igual que captar bien la señal, para algunos ataques 
también será importante poder enviar correctamente. La potencia se verá 
reducida por la velocidad de transmisión, por eso que los ataques se intenten 
realizar a velocidades bajas. Aunque la normativa Europea y española limitan la 
potencia a 100 mW [21], pueden encontrarse algunas tarjetas que soporten hasta 
250 mW (24 dWm) o incluso más si se usan drivers de código abierto. Por lo 
tanto escogeremos tarjetas con límites superiores a los 20 dWm para asegurar que 
la inyección de tráfico se realiza correctamente. 
 
- Tipo de conexión con el PC: existen varios tipos de conexiones posibles (PCI, 
PCMCIA, USB). En este caso la conexión no determina si se pueden o no realizar 
ataques, lo que sí que determinará será la portabilidad del dispositivo, con lo que 
en el caso de las PCI, los ataques deberán ser realizados en un mismo lugar y con 
un PC de sobremesa, mientras que con un dispositivo PCMCIA podrá realizarse 
en cualquier sitio mediante un portátil. Por lo tanto necesitaremos disponer de 
una tarjeta portable para realizar nuestros ataques. 
 
- Conector antena: es importante que la antena pueda ser remplazada para 
conseguir diferentes configuraciones que permitan optimizar nuestro sistema. 
Necesitaremos una tarjeta con conector externo del tipo RP-SMA, MC-Card, 
Conector UFL o MiniPCI. 
 
 
- Antena: la antena es uno de los puntos clave para realizar con éxito ataques. 
Como hemos comentado, en según qué situaciones la señal que nos llegará habrá 
sido atenuada por diversos objetos. Además, no hemos de olvidar que la señal a 
2’4 GHz en según qué materiales (como el acero) rebota, con lo que no sólo 
                                                 
5
 dBm (Decibelio miliWatt): es el número de decibelios de diferencia que hay respecto a 1 mW  
    R(dBm) = 10 · log (r/ 1 mW) 
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tendremos un camino de llegada, sino múltiples o, lo que se conoce como 
multipath. Así pues, será recomendable utilizar antenas directivas, en vez de las 
omnidireccionales, las cuales nos proporcionarán una ganancia más alta y 
evitaran parte del multipath (aunque la mejor forma de evitar el multipath es usar 
diversidad, es decir, varias antenas para la recepción). Así pues, será bueno 
disponer de una antena yagi o parabólica para realizar ataques. 
 
 
Para los casos de estudio se han elegido las tarjetas que podemos ver en la Tabla II-4, las 
cuales cumplen con los requisitos antes expuestos. 
 






Senao NMP5354 PCI a / b / g Atheros 1 Externas 
Intel PRO Wireless 2200 b/g  MiniPCI b / g 
Intel 
Centrino  2 Interna 
Cisco 802.11 a/b/g Cardbus PCMCIA a / b / g Atheros 1 Interna 




WifiSlax es una distribución Linux basada en los LiveCD’s6 Slackware (llamados Slax) y 
BackTrack, otro LiveCD dedicado a la auditoria de la seguridad informática llamado. El 
LiveCD proporciona la ventaja de poder ser ejecutado en la mayoría de PC’s sin 
necesidad de modificar ningún elemento que esté instalado. 
 
WifiSlax 3.0 será nuestra herramienta prima. Esta distribución ha sido modificada para 
reunir una gran variedad de herramientas para la auditoria en la seguridad informática, 
incluyendo la parte de redes inalámbricas.  
 
Además, otro punto fuerte de WifiSlax es que incluye los drivers necesarios compilados e 
instalados para la inyección de paquetes para los adaptadores inalámbricos. Con esto 
evitamos la instalación de los drivers Madwifi o IPW2200 que requieren la 
recompilación del núcleo del sistema operativo Linux o kernel. 
 
En [26] podemos ver algunos de los manuales que se han seguido para saber cómo 






                                                 
6
 Un LiveCD es un disco CD que contiene un sistema operativo el cual puede ser cargado sin instalación 
en el disco duro. La ejecución de este LiveCD carga en la memoria RAM los componentes y drivers 
necesarios para la carga del sistema operativo 




Aircrack-ng es una Suite, o conjunto de programas, desarrollados para la auditoria de 
redes inalámbricas. La Suite Aircrack  en su versión 2.4 (conocida como Aircrack-ng) 
será la utilizada en este documento y está incluida en la compilación WifiSlax. 
 
Aircrack-ng es la evolución de la suite Aircrack, que fue el primer software que 
implementó el ataque FMS para ser aplicado sobre ficheros de captura de paquetes. Más 
tarde también incluyó los ataques KoreK que mejoraron el tiempo de ejecución de 
Aircrack (la evolución de este software puede verse en [27]). 
 
La versión NG incluye otras mejoras sobre sus versiones anteriores, pero la más 
importante es que implementa también el ataque PTW que sólo necesita unos 80.000 IV’s 
para descifrar la clave WEP. 
 
Aircrack-ng también incluye otros programas que permite capturar e inyectar tráfico, 
entre otras funcionalidades. Hemos de destacar que Aircrack puede ser ejecutado tanto 
en Linux como en Windows, pero sus herramientas de captura e inyección necesitan las 
tarjetas y los drivers comentados en el apartado 4.2.1, que no siempre funcionan en 
Windows. 
 
Los componentes de Aircrack-ng que utilizaremos de esta suite serán [28]: 
 
airodump-ng 
Esta herramienta permitirá la captura de paquetes tipo 802.11. Podremos usar filtros para 
capturar en un solo canal o de un solo punto de acceso. Tanto en Windows como en 




ésta es la herramienta estrella del paquete ya que es la que se encargará de realizar el 
ataque FMS y KoreK tomando los IV’s de un fichero de captura de tramas. El programa 
analiza el fichero y muestra por pantalla las diferentes redes y cifrados permitiéndonos 
seleccionar cómodamente la red a atacar. Además podemos deshabilitar algunas de las 
mejoras introducidas por KoreK, dado que a veces no son efectivas. 
 
aireplay-ng 
Este programa nos permitirá crear, modificar e inyectar tramas inalámbricas. Tiene 
varios ataques preconfigurados los cuales enviaran distintos tipos de trama. Una 
descripción somera de estos ataques la tenemos a continuación: 
 
- Ataque 0: ataque de desautenticación de clientes mediante el envío de paquetes 
modificados para llevar al cliente a la confusión de que el AP le ha 
desautenticado 
 
- Ataque 1: autenticación en un AP, que permite crear un usuario falso en el AP 
cuando no hay ninguno conectado. Este ataque a veces no es efectivo ya que 
algunos AP ya no guardan en la tabla ARP la MAC de los clientes autenticados 
pero no asociados y por lo tanto una pregunta ARP no será contestada por el AP. 
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- Ataque 2: reinyección de paquetes interactiva, permitiendo elegir manualmente, 
mientras se capturan paquetes, los que se quieren inyectar. 
 
- Ataque 3: reinyección de paquetes ARP. Similar al ataque 2, pero en este caso los 
paquetes que se capturan para reinyectar serán del tipo ARP. Este ataque es el 
más efectivo para provocar que el AP genere paquetes que contengan nuevos 
IV’s. 
 
- Ataque 4: ataque de Korek. Este ataque no nos proporciona IV’s sino que nos da 
la posibilidad de descifrar el contenido de un paquete (o lo que es lo mismo, el 
Key Stream de cifrado). No todos los puntos de acceso son vulnerables a este 
ataque ya que este ataque necesita paquetes más cortos de 42 bytes y algunos AP 
rechazan paquetes menores a 60 bytes.  
 
- Ataque 5: ataque de fragmentación. Este ataque no proporciona la clave WEP, 
sino que nos proporciona 1500 bytes de los cuales podemos extraer la función de 
PRGA (Pseud-Random Generation Algorithm), y por tanto parte del Key Stream 
de cifrado. Estos bytes nos servirán para generar paquetes válidos que pueden ser 
reinyectados para obtener IV’s. 
 
- Ataque 9: este ataque realmente es un test del enlace. Comprueba mediante el 
envío de paquetes, la calidad del enlace y si seremos capaces de inyectar. 
 
airemon-ng 
Es un script que nos servirá para gestionar las interfaces inalámbricas, permitiéndonos 
ponerlas en modo monitor. En el caso de las tarjetas con chipset Atheros, este script 
permite crear varias interfaces virtuales con una sola tarjeta. 
 
airdecap-ng 
Esta utilidad descifrará los ficheros de captura (.cap) usando la clave que nosotros le 
introduzcamos. Con esto lograremos ver en claro las capturas que hemos realizado.7 
 
Wireshark 
Wireshark [43] es la nueva versión del analizador de protocolos Ethereal. Éste nos 
permitirá capturar y leer ficheros de captura de tramas. En este proyecto será usado como 
visualizador de capturas ya que ofrece una facilidad de uso y un conjunto de filtros muy 
útiles para el análisis. 
 
Otros 
Usaremos otros softwares como WepAttack [44] que realizan ataques sobre una trama 
cifrada con WEP mediante un diccionario. También usaremos NetStumbler para realizar 
wardrivings proporcionándonos información de partida del ataque (MAC, canal, ESSID, 
potencia, etc.) 
 
También usaremos scripts diseñados para ataques específicos que aprovechan las 
debilidades expuestas en el apartado 3.2.4 de la PARTE II, como puede ser WlanDecrypter o 
Wlaninject, que realizan un ataque sobre las redes configuradas por Telefónica 
(WLAN_XX) reinyectando tramas ARP codificadas con un diccionario de claves. 
                                                 
7
 A partir de este momento cuando nos referiremos a aircrak-ng o a alguno de sus componentes no 
incluiremos el prefijo “ng”. Por lo tanto la referencia a airodump es la misma que airodump-ng 




4.3 Casos de estudio 
Con la descripción de estos casos de estudio pretendemos mostrar la facilidad actual para 
acceder a una red ajena. También queremos mostrar como la mayoría de operadores 
desprecian la seguridad de la red y como pueden a llegar a diseñar sistemas que aún 
empeoran el nivel de seguridad. 
 
En en el CD de documentación (carpeta Archivos_del_proyecto/3_Documentacion/ 
2_Parte_II/5_Ataques_wifi/1_Capturas_de_los_ejemplos ) podrá encontrarse en 
formato .cap las capturas mostradas en los 4 distintos casos de estudio (puede utilizarse 
Wireshark para visualizarlas). 
4.3.1 Acceso a una red sin seguridad  
En este caso consideraremos una red sin seguridad inalámbrica, es decir, abierta. Aún 
que parece un caso trivial, no conoceremos los datos de configuración de la red IP, cosa 
que dificultará la intrusión. Aquí mostraremos como conseguir estos parámetros. 
 
Este caso es necesario tenerlo en cuenta ya que, para casos más elaborados (con 
seguridad), una vez que conozcamos la clave  de la red inalámbrica, la siguiente barrera 
será la obtención de los parámetros de red. Además, aprovechamos este caso para 
mostrar las herramientas que en Windows también permitirán capturar tráfico y el su 




SSID:     desconocido 
Seguridad:    sin seguridad 
Autenticación:   sin autenticación 
DHCP:    desactivado 
MAC AP:    00:16:C0:E7:10:C3 
MAC Cliente:    00:60:B3:0E:A8:85 
 
Hardware  
PC:     Sobremesa pentium IV,  
Adaptador inalambrico:  Senao NMP5354 
Chipset:    Atheros 
 
Software 
OS:     Windows 
Sniffer:    airodump 2.38 
Drivers:    drivers Wildpackets9 Atheros en Windows  
 
 
                                                 
8Para utilizar airodump en Windows debemos disponer en la carpeta de ejecución de airodump de las 
librerías cygwin1.dll y  msvcr70.dll 
9
 Para poder capturar bajo Windows necesitamos drivers que puedan poner la tarjeta inalámbrica en 
modo monitor. Para este caso de estudio se han usado los drivers de WildPackets para chipset Atheros. La 
versión finalmente utilizada por sus mejores resultados es: WildPackets Network Adapter 3.0.0.111 





Paso 1: Wardriving 
 
Como en cualquiera de los ataques lo primero será realizar una exploración del área o 
wardriving para obtener los datos del escenario en el cual nos encontramos. Es 
importante conseguir mantener el nivel de señal recibida constante y al nivel más alto 
posible. Si el SSID está oculto necesitaremos otras herramientas y otro proceder el cual 
será explicado en el siguiente apartado.  
 
Del wardriving con Netstumbler obtenemos: 
 
SSID:    Linksys 
MAC AP:   00:16:C0:E7:10:C3 
Canal de emisión:  11 
 
Con esta información sólo podremos realizar la conexión con la red (la cual no tiene 
ningún tipo de autenticación y cifrado). Aún así, el acceso a cualquier servicio de la red 
aún no será posible, dado que el DHCP está desactivado y no podemos obtener la 
configuración de red.  
 
Para obtener esta configuración de red necesitaremos leer los paquetes transmitidos por 
algún cliente de la red. Si recordamos el diagrama que presentamos en la Figura II-3  ahora 
nos encontramos en esnifado de paquetes de cliente. 
 
Paso 2: Captura de tramas 
 
Para capturar las tramas de un cliente inalámbrico utilizaremos airodump. Lo 
configuramos como muestra la Figura II-4 (marcado en rojo) para que sólo capture los 
datos del AP que estamos analizando. 
 
Figura II-4 Configuración de airodump en Windows 




Es importante seleccionar como no la opción Only Write WEP IVs. Si no se hace así 
los datos almacenados sólo será una colección de IV’s sin la cabecera ni el payload de 
los paquetes capturados, información que necesitamos. 
 
En la Figura II-5 vemos la captura de paquetes en Windows. La columna DATA nos indicará 
las tramas capturadas con contenido en el nivel de red (nivel 3 de la capa OSI). Estas 
tramas con información de red serán las que posiblemente contengan IP’s. Durante la 
captura, airodump, también nos mostrará los clientes que tiene este AP (en el caso de la 
Figura II-5 el  cliente es 00:60:B3:0E:A8:85). Los datos almacenados serán guardados en 
un fichero para su posterior análisis. 
 
 
Figura II-5 Ventana de captura de airodump en Windows 
 
En las diferentes pruebas que se han realizado, se ha podido ver que airodump no 
siempre es fiable al cien por cien. La posibilidad de realizar una buena captura, depende 
de la velocidad de trasmisión que soporte la tarjeta que captura. Por ejemplo, en cuanto a 
los clientes se refiere, si estos transmiten a una velocidad a la cual nuestra tarjeta no 
puede trabajar, estos clientes no podrán ser detectados de manera correcta, ya que, 
aunque la cabecera del paquete, que corresponde a nivel enlace y nivel físico, se envía a 
velocidad fija (1 Mbps), la parte superior al nivel de enlace (en nuestro caso todo lo que 
hay LLC en la capa OSI) viajará a la velocidad negociada entre AP y dispositivo 
inalámbrico. Con lo cual, no será posible leer lo que hay en el interior de ese paquete si 
la velocidad de transmisión no es soportada.  
 
Paso 3: Análisis de datos de la captura 
 
Para obtener las direcciones IP de la red, necesitamos obligatoriamente que esté 
conectado algún usuario y que transmita algún paquete IP. Esto es porque si no hay 
clientes conectados, las tramas enviadas sólo contendrán información básica (SSID, 
MAC, rates permitidos, potencia, etc.) ya que solo trabajarán hasta el nivel LLC. Para 
que haya información de niveles superiores al LLC (a nosotros nos interesa TCP/IP, por 
lo tanto nivel de red y de transporte) será necesario el cliente. 
 
Una opción que evitaría realizar capturas y su posterior análisis sería probar las 
configuraciones que consideremos más probables. Un buen principio podría ser 
comprobar las configuraciones descritas en el apartado 1.1 de la PARTE II. Las 
configuraciones ahí descritas suelen ser las utilizadas en la mayoría de routers, con lo 
cual, si el router mantiene sus parámetros por defecto, seguramente este tendrá su IP 
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original y nos permitirán configurar nuestra tarjeta para conseguir el acceso aun sin 
clientes ni capturas. 
 
En la Figura II-5 podemos ver que en la captura disponemos de un cliente 
(00:60:B3:0E:A8:85). Para extraer la información de las tramas enviadas por estos, 
abriremos el archivo de capturas mediante Wireshark y filtraremos la captura por la 
MAC del AP atacado, obteniendo lo mostrado en la Figura II-6. 
 
 
Figura II-6 Captura interpretada por Wireshark 
 
En esta captura vemos que, una vez filtrados los paquetes, las direcciones IP se mueven 
dentro del rango 192.168.2.x. Deducimos por las demás direcciones de la captura que la 
máscara será 255.255.255.0.  
 
4.3.2 Acceso a una red con SSID oculto 
La red inalámbrica analizada será una red sin seguridad pero con su SSID oculto. Dado 
que será necesaria la inyección de tráfico, este caso será realizado bajo Linux que 
dispone de herramientas y aplicaciones más avanzadas que para Windows. 
 
Para realizar este ataque necesitamos que algún cliente esté conectado al punto de acceso 
ya que el AP emitirá los beacons con el campo “SSID” vacío. El nombre de esta red 
solamente será transmitido una sola vez y sólo lo hará el cliente cuando este haga la 
petición de conexión a la red mediante una trama de clase 1 (véase apartado 1.1.6 de la 
PARTE I). Afortunadamente para los atacantes, los paquetes de Management de la red 
inalámbrica no están cifrados y cuando se realice la conexión, el cliente enviará en claro 
el paquete que incluirá el SSID. Por lo tanto para capturar este paquete tenemos la opción 
de sniffar paquetes hasta que se produzca una conexión de un cliente o provocar una 
desconexión de un cliente ya conectado para forzar que realice el proceso de conexión. 
Aquí estudiaremos esta segunda opción usando el ataque de desautenticación de un 
cliente utilizando la suite aircrak-ng [29].  
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En este caso, el punto de acceso queda en un segundo plano ya que el ataque lo haremos 
sobre el cliente. Por lo tanto, hay que hacer hincapié que para poder realizar un ataque de 





SSID:     no difundido 
Seguridad:    sin seguridad 
Autenticación:   sin autenticación 
DHCP:    deshabilitado 
MAC Cliente:    00:60:B3:0E:A8:85 
 
Hardware  
PC:     Portátil Pentium 
Adaptador inalámbrico:  Cisco 802.11 a/b/g PCMCIA10 
Chipset:    Atheros 
 
Software 
OS:     WifiSlax  (Linux) 
Sniffer:    airodump-ng 
Inyector:    aireplay-ng 





Paso 1: Wardriving 
 
El wardriving lo realizaremos con el propio airodump ya que ha dado mejores resultados 
que otros sniffers integrados en WifiSlax como Kismet.  
 
En la Figura II-7 puede verse que hay un punto de acceso con el SSID oculto en el canal 11 
(00:16:C0:E7:10:C3). Los beacons enviados por este punto de acceso no contendrán el 
nombre de la red, aunque en algunos casos lo que sí que incluye es la longitud del SSID 
(como podemos ver en la columna ESSID - <lenght: 4> ) 
 
                                                 
10
 El ataque se intentó realizar usando una tarjeta Intel Centrino  Pro wireles 2200 con resultados 
negativos. La causa de la imposibilidad de desautenticar un cliente mediante esta tarjeta puede estar 
debido a una incompatibilidad entre tarjetas (por ejemplo potencia de emisión de la tarjeta atacante no 
audible por la atacada o velocidades no soportadas). 
 




Figura II-7 Wardriving con airodump 
 
 
Paso 2: Captura de tramas. 
 
Una vez detectada la red a atacar, tomamos los datos para filtrar de manera más precisa 
los paquetes capturados con airodump. Fijando el canal a rastrear se evitará que la tarjeta 
vaya analizando otros canales y pueda perder algún paquete. Filtrando por MAC 
conseguiremos ficheros de captura más pequeños, manejables y legibles que capturando 
todo lo que se transmite en ese canal. 
 
Así pues, después de configurar la tarjeta con chipset Atheros para que actúe como dos 
interfaces (ath0 y ath1) mediante el menú de inicio de WifiSlax (véase [26]), usaremos 
una de estas interfaces para realizar la captura (ath1). Para empezar la captura 
introduciremos el comando: 
 




Figura II-8 Filtrado mediante airodump 
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Después del filtrado obtendremos lo mostrado en la Figura II-8 donde ya no aparecen otras 
redes como en la Figura II-7. Destacar que el punto de acceso analizado 
(00:16:C0:E7:10:C3) tiene un cliente asociado (00:60:B3:0E:A8:85).  En ocasiones, a 
causa de clientes con poco tráfico, el cliente no aparece hasta realizar el filtrado. 
 




Paso 3: Ataque de desautenticación 
 
Una vez nuestra interfaz ath1 esté capturando paquetes de dicha red, el siguiente paso es 
usar la interfaz ath0 para enviar un paquete falso y hacer creer al cliente que ha sido 
desautenticado por el router. El paquete enviado por el atacante tendrá en sus campos 
como origen la MAC del punto de acceso, y como destino la MAC del cliente. Este 
paquete  será de tipo Management 802.11 de desautenticación.  
 
Para enviar dicho paquete usaremos el ataque de desautenticación de aireplay o ataque 0, 
de la siguiente manera [29]: 
 
aireplay-ng -0 5 –a 00:16:C0:E7:10:C3 –c 00:60:B3:0E:A8:85 ath0 
 
 
Figura II-9 Envío de paquetes falsos de desautenticación 
 
El resultado de este comando será lo que puede verse en la Figura II-9, la cual representa 
el envío, durante 5 segundos, de paquetes de desautenticación hacia el cliente. 
 
Paso 4: Análisis de datos de la captura 
 
La captura de este proceso con Wireshark, en la Figura II-10, muestra cómo es enviado el 
paquete de desautenticación hacia el cliente y como después el cliente confirma la 
recepción enviando otro paquete de desautenticación. Este proceso se repetirá varias 
veces ya que el envío de paquetes de desautenticación durará 5 segundos. 




Figura II-10 Proceso de desautenticación 
 
Mientras se realice el ataque, el usuario sólo verá en su pantalla que ha perdido la 
conexión y cómo su PC vuelve a asociarse automáticamente. En esta reasociación, el 
cliente enviará otro paquete del tipo Management 802.11 incluyendo el SSID en claro. 
Esto lo podemos ver en la Figura II-11, donde el cliente 00:60:B3:0E:A8:85 le envía la 
identidad de la red al AP 00:16:C0:E7:10:C3. 
 
 
Figura II-11 Proceso de autenticación 
 
En las nuevas versiones de airodump (a partir de la versión 2.4 y suite aircrak-ng), si el 
paquete de conexión es capturado, el propio airodump nos mostrará el nombre de la red. 
En este caso sólo deberemos enviar un paquete de desautenticación para forzar el envío 
de la trama de conexión con el SSID, sin necesidad de capturar tráfico y analizar la 
captura con Wireshark. En la Figura II-12 podemos observar cómo airodump-ng revela el 
ESSID, antes oculto, una vez realizado el ataque de desautenticación. 
 




Figura II-12 Airodump con identificador de SSID oculto 
 
Finalmente, una vez tengamos el SSID, si no está habilitado el DHCP, aplicaremos la 
técnica del apartado 4.3.1 de la PARTE II para conseguir la IP de la red.   
 
4.3.3 Acceso a una red con seguridad WEP  
La situación que más nos encontraremos al analizar casos reales es el caso de las redes 
con seguridad WEP. Para realizar este ataque es fundamental que exista un cliente 
asociado al punto de acceso, ya que el punto de acceso sin clientes sólo transmitirá 
tramas beacon, las cuales no contienen ninguna información útil sobre la clave WEP.  
 
En este caso, para aumentar la velocidad del ataque realizaremos inyección de tráfico 
[30]. Si no realizamos esta inyección el atacante debería esperar a que hubiese suficiente 
tráfico inalámbrico que le proporcionara la cantidad de IV’s necesaria. Así pues, para 
conseguir tráfico en la red capturaremos un paquete ARP cifrado, ya que los paquetes 
ARP serán retransmitidos por el AP por todas sus interfaces. Además debe tener 
habilitado el flag ToDs (véase apartado 1.1.8 de la PARTE I), es decir, que se dirija desde la 
red inalámbrica hacia la cableada. Este paquete será manipulado para que incluya la 
dirección de broadcast (FF:FF:FF:FF:FF) y será reinyectado, provocando que el AP 
responda con otro paquete ARP el cual contendrá, cada vez, un nuevo IV. De esta manera 
independizaremos el ataque de la cantidad de tráfico existente entre el AP y el cliente. 
 
Las ventajas de utilizar el ataque con inyección no acaban ahí. Dado que la mayoría de 
paquetes capturados serán tramas ARP con diferentes IV, podremos utilizar el nuevo 
ataque PTW de Aircrack. Como vimos en el apartado 3.2.3 de la PARTE II, este ataque 
aprovecha que las tramas ARP siempre empiezan de la misma manera para incrementar 
la eficacia del ataque estadístico, rebajando la cantidad de IV’s necesario para obtener la 
clave. 
 
Así pues, siguiendo la Figura II-3, este ataque lo empezaremos en el estado de captura de 
datos de usuario, para luego ser reinyectados. Seguidamente realizaremos el snifado de 
las respuestas a nuestra reinyección, el ataque a WEP y el análisis de los parámetros de 
red. 
 
Finalmente, también introduciremos la posibilidad de crear paquetes ARP por si no es 
posible conseguirlos de manera pasiva. Para ello utilizaremos el ataque Chop-Chop o el 
ataque de fragmentación, los cuales consiguen hasta los primeros 1024 bytes del Key 
Stream (dependiendo del tamaño del paquete). Mediante este Key Stream podremos crear 
paquetes ARP cifrados para ser inyectados. Véase [31] y [32]. 
 
  






SSID:     ROC 
Seguridad:    WEP 128 bits 
Autenticación:   sin autenticación 
DHCP:    habilitado 
MAC AP:     00:11:E6:6D:A5:44 
MAC Cliente:    00:02:6F:21:35:D7 
 
Hardware  
PC:     Sobremesa Pentium IV  
Adaptador inalámbrico:  Senao  
Chipset:    Atheros 
 
Software 
OS:     WifiSlax  (Linux) 
Sniffer:    airodump-ng 
Descifrador de clave:  aircrack-ng 
Inyección de trafico:   aireplay-ng 
Creación de paquetes:  packetforge-ng 
Cambio de MAC:   macchanger 





Paso 1: Wardriving 
 
Realizaremos wardriving para encontrar el punto de acceso y el cliente a atacar. En 
nuestro caso el AP a atacar tendrá como SSID el nombre de ROC y como MAC 
00:11:E6:6D:A5:44, y la MAC del cliente será 00:02:6F:21:35:D7. El canal usado 
será el 2. 
 
 
Paso 2: Captura de tráfico 
 
Fijaremos airodump para que capture las tramas de este punto de acceso. 
 
 Airodump-ng –channel 2 –bssid 00:11:E6:6D:A5:44 –w captura – i aht1 
 
 
Figura II-13 Captura de IV's 




En la Figura II-13 podremos observar el tráfico en la red. El campo Data nos indica los 
paquetes con IV’s capturados. Este indicador se irá incrementando poco a poco 
dependiendo de la cantidad de tráfico con IV’s entre el punto de acceso y el cliente.  
 
Como en el caso anterior, deberemos configurar la tarjeta inalámbrica para que actúe 
como dos interfaces (el ataque se hará desde ath0 mientras que la captura de datos se 
hará desde ath1). Dejaremos a airodump que capture tráfico en la interfaz ath0 hasta 
finalizar la inyección de tráfico. 
 
Paso 3: Inyección de tráfico 
 
Para que el campo Data incremente, deberemos realizar la inyección de paquetes ARP, 
suplantando al punto de acceso, y engañando al cliente para que genere respuestas ARP 
las cuales contendrán nuevos IVs. 
 
Para realizar este ataque utilizaremos el ataque de inyección de tráfico o ataque 2 de 
aireplay. Este ataque capturará un paquete ARP y lo reenviará. El comando utilizado será 
el siguiente [30]: 
 
    Aireplay-ng -2 –b 00:11:E6:6D:A5:44 –d FF:FF:FF:FF:FF –f 1 –m 68 –n86 ath0 
 
Con este comando indicaremos el tipo de ataque y los filtros para realizar la captura del 
paquete ARP. Los paquetes ARP se filtraran por la MAC del punto de acceso 
(00:11:E6:6D:A5:44) y por la MAC del destino (FF:FF:FF:FF:FF, broadcast para 
asegurarnos retransmisión). Indicaremos que éste ha de ser un paquete que venga del 
sistema de distribución, es decir desde la parte Ethernet de la red (fromDS) hacia la red 
inalámbrica (sino no será contestado al reinyectarlo). También fijaremos el tamaño 
mínimo y máximo del paquete a capturar (para el caso de los paquetes ARP suele estar 
entre 68 y 86, aunque preferiblemente escogeremos los de tamaño 68 bytes). 
 
 
Figura II-14 Captura de paquetes ARP mediante aireplay 




Como vemos en la Figura II-14, aireplay irá capturando paquetes que concuerden con lo 
especificado en el filtro y nos los mostrará para que determinemos si queremos usarlo 
para la inyección. Como el contenido del paquete estará cifrado sólo conoceremos su 
tamaño y deberemos realizar la prueba hasta encontrar un paquete ARP. Cuando demos 
con el paquete correcto (en nuestro caso es el paquete que aparece en la Figura II-14) y lo 
inyectemos, veremos en la ventana de airodump como el indicador Data se incrementa 
de manera rápida. 
 
 
Figura II-15 Captura de trafico después del reinyectado 
 
Como detalle, en la Figura II-15, también podemos ver el incremento rápido en el 
indicador Packets, que serán las respuestas por parte del cliente a los paquetes falsos 
que nosotros vamos inyectando.  
 
Recordar que el cliente ha de estar asociado durante el ataque, ya que si no los paquetes 
que inyectemos serán desechados. 
 
Paso 4a: Obtención de la clave con ataque FMS y KoreK 
 
Para obtener la clave deberemos usar aircrack-ng sobre el fichero de captura. El 





Figura II-16 Aircrack realizando ataque FMS y KoreK 
 
 




Veremos que aircrack muestra los diferente SSID’s que ha encontrado en el fichero de 
captura, permitiéndonos seleccionar sobre cual realizar el ataque. Si sólo hay un SSID, 
éste será seleccionado automáticamente empezando el ataque seguidamente. 
 
En la Figura II-16 vemos que aircrack, al analizar el fichero de capturas, encuentra 238467 
IV’s los cuales serán sometidos a las pruebas estadísticas. Se probarán las claves hasta 
hallar la correcta o acabar con todas las posibilidades. En nuestro caso la clave será 
encontrada al pasar 37 segundos habiendo probado 39224 claves diferentes. Podemos ver 
que aircrack nos mostrará la clave en formato hexadecimal y su traducción a formato 
ASCII. 
 
Paso 4a: Obtención de la clave con ataque PTW 
 
Como hemos dicho, para acelerar este proceso podemos aplicar el ataque PTW ya que 
sabemos que la mayoría de paquetes con IV son peticiones ARP (véase el apartado 3.2.3 de 
la PARTE II). Para realizar este ataque usaremos el siguiente comando: 
 
Aircrack-ng –z captura.cap 
 
 
Figura II-17 Aircrack realizando ataque PTW 
 
En la Figura II-17 podemos ver que en PTW se usa un proceso muy similar al anterior pero 
acortando el espacio de claves a 1.400.000 claves diferentes. En nuestro caso vemos que 
la clave, al ser sencilla y con caracteres comunes, es obtenida después de haber probado 
900 claves. 
 
Después de diversas pruebas realizadas pudimos obtener que eran necesarios sólo 50000 
IV’s  diferentes del tipo ARP para que el ataque PTW funcionase correctamente. 
 
Paso extra: Creación de paquetes ARP. 
 
Es posible encontrar redes donde el tráfico de peticiones ARP sea nulo. En este caso será 
necesario conseguir un paquete cifrado de cualquier tipo para extraer el Key Stream. Con 
el Key Stream podremos generar un paquete ARP válido. 
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Para obtener los primeros bytes del Key Stream podemos realizar el ataque de 
fragmentación o el ataque Chop-Chop. En nuestro caso hemos usado el ataque Chop-
Chop. Este ataque requiere que nuestra tarjeta esté asociada al punto de acceso. Para ello, 
primero usaremos una MAC falsa para ocultar la identidad y luego nos asociaremos (esto 
lo podemos hacer en cualquier otro ataque para evitar ser trazados mediante una MAC 
falsa). 
 
El cambio de MAC lo realizaremos mediante el macchanger con el comando: 
 
 Macchanger –m 00:11:22:33:44:55 ath0 
 
 
Figura II-18 Cambio de MAC con macchanger 
 
Luego asociaremos esta MAC al punto de acceso mediante el ataque de autenticación 
falsa de aireplay con el siguiente comando: 
 
 Aireplay-ng -1 0 –e Roc –a 00:11:E6:6D:A5:44 –h 00:11:22:33:44:55 ath0 
 
Seguidamente realizaremos el ataque Chop-Chop, el cual capturará una trama cifrada 
cualquiera y lanzará el ataque mediante la MAC falsa, obteniendo así los primeros bytes 
del Key Stream. Cuanto más grande sea el paquete capturado más bytes del Key Stream 
obtendremos. A nosotros nos interesan paquetes superiores a 86 bytes, que es la cantidad 
máxima de bytes que tienen los paquetes ARP. El comando a usar para el ataque Chop-
Chop es el siguiente [32]: 
 
 Aireplay-ng -4 –h 00:11:22:33:44:55 ath0 
 
Este ataque nos proporcionará un fichero con extensión .xor, el cual contendrá el Key 
Stream. 
 
Seguidamente fabricaremos el nuevo paquete ARP, el cual ha de contener la MAC origen 
(ha de ser real), la MAC destino (ha de ser real), la MAC por la que la petición ARP 
pregunta, la IP origen y la IP destino. Para ello usaremos el siguiente comando 
 
 Packetforge-ng –arp –a 00:11:E6:6D:A5:44 –c 00:02:6F:21:35:D7  
-h 00:04:AC:C5:37:C9 –j –o –l 192.168.20.50 – k 192.168.20.10  
–y keystream.xor –w paquete.cap 
 
En este caso hemos de usar las MAC’s auténticas del cliente y del AP, con lo que en el 
momento de realizar el ataque el cliente real ha de estar asociado. Además necesitamos 
conocer las IP’s del cliente y del destino, las cuales pueden ser obtenidas observando los 
paquetes capturados. Aún así es posible usar las IP’s de broadcast (255.255.255.255) ya 
que algunos AP’s transmitirán este tipo de petición y los clientes responderán a ellas. 
Finalmente establecemos mediante –j y –o los flags que indican que el paquete viene del 
sistema de distribución hacia la red inalámbrica  (FromDS 1, ToDS 0) 
 




Figura II-19 Paquete creado por nosotros mismos observado mediante Wireshark 
 
En la Figura II-19 podemos ver el paquete creado antes de ser cifrado mediante el Key 
Stream. Este paquete será una petición ARP para que un determinado cliente responda 
mediante una respuesta ARP. 
 
Finalmente inyectaremos de la siguiente manera el paquete creado y obtendremos el 
mismo resultado que en el procedimiento anterior al inyectar un paquete ARP original. 
 
 Aireplay-ng -2 –r paquete.cap ath0 
 
4.3.4 Acceso a una red con SSID WLAN_XX (Telefónica) 
 
Como fue comentado en el apartado 1.1.2 de la PARTE II, los proveedores de Internet 
ofrecen soluciones inalámbricas a la mayoría de sus clientes. Debido a su mal diseño 
(normalmente utilizan un patrón conocido para la generación de la clave WEP) pueden 
debilitar aún más la seguridad del sistema. Entre los distintos proveedores existentes 
hemos escogido el caso de Telefónica, porque, según las estadísticas que podemos ver en 
el Anexo 1, éstas son las redes más extendidas. 
 
La debilidad expuesta en el apartado 3.2.4 de la PARTE II para las redes de Telefónica, 
conocidas como redes WLAN_XX (nombre que determina el SSID de este tipo de 
redes), se basa en que estas redes están configuradas con una clave WEP de 128 bits 
predecible [25], exceptuando 4 de sus dígitos los cuales son aleatorios. El patrón está 
ligado al valor del SSID y de la MAC del router. Esto significa que si el usuario ha 
modificado alguno de los estos parámetros, el ejemplo de ataque aquí mostrado no será 
efectivo. 
 
El ataque empezará en primer lugar obteniendo los parámetros de la red necesarios: 
SSID y MAC inalámbrica. La MAC inalámbrica no será la misma que la MAC del Router 
(la cual es la que se usa en el patrón de la clave WEP), ya que las tarjetas inalámbricas de 
los routers son interfaces distintas a las del router. Mediante el uso de la equivalencia 
entre MAC inalámbrica y MAC de router obtendremos la MAC del router necesaria para 
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el ataque. El conjunto de estas equivalencias han sido recogidas por los propios usuarios 
que desarrollaron este ataque y que puede verse en [25]. 
 
Con la información obtenida usaremos un generador de claves que nos dará las 65.536 
claves posibles (combinaciones de 4 dígitos hexadecimales). A estos 4 dígitos posibles 
se le debe añadir la parte inicial conocida, es decir la inicial de marca y MAC de 
fabricante de router, y la parte final, es decir los dígitos del SSID (véase Figura II-2). Con 
ello obtendremos un fichero con las 65.536 claves WEP posibles. 
 
El siguiente paso es capturar una trama codificada. Sólo será necesaria una trama debido 
a que el espacio de claves es tan reducido que no es necesario usar un ataque estadístico 
como el lanzado por aircrack-ng, sino que, mediante un ataque por fuerza bruta 
(probando las 65.536 claves) podremos obtener la clave WEP en cuestión de segundos. 
Para obtener dicho paquete  tenemos la opción de esperar a que un cliente transmita un 
paquete codificado con WEP, o provocar nosotros la aparición de una trama codificada 
(por si en la red no existieran clientes). En este ejemplo escogeremos esta última opción 
y provocaremos la emisión de una trama codificada por parte del AP, lo que hará nuestro 
ataque totalmente independiente de la existencia de clientes. 
 
Para provocar la aparición de una trama codificada enviaremos al AP una trama ARP 
broadcast codificada con cada una de las claves posibles. Usamos una trama ARP 
broadcast ya que sabemos con certeza que esta será contestada por el AP. Mientras 
vamos enviando una a una las tramas ARP codificadas capturando las tramas emitidas al   
medio hasta capturar una respuesta ARP por parte del AP. Esta captura contendrá un 
paquete cifrado cono lo que se podrá aplicar un ataque de fuerza bruta mediante el 
fichero de claves, obteniendo la clave WEP.   
 
Como hemos dicho este ataque tiene la ventaja de que es independiente de la existencia 
de clientes conectados. Aún así hemos de destacar que la emisión de todas las posibles 
claves puede llevar unos 20 minutos (dependiendo de la velocidad a la que transmitamos 
las peticiones ARP). 
 
Podemos decir que este es un caso particular para el ejemplo mostrado en el apartado 4.3.3 





SSID:     WLAN_7E 
Seguridad:    WEP 128 bits 
Autenticación:   sin autenticación 
DHCP:    habilitado 
MAC AP:     00:60:B3:ED:E6:2A    
 
Hardware  
PC:     Sobremesa Pentium IV  
Adaptador inalámbrico:  Senao  
Chipset:    Atheros 
 
Software 
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OS:     WifiSlax  (Linux) 
Sniffer:    airodump-ng 
Descifrador de clave:  wepattack 
Inyección de trafico:   wlandestroy 
Creación de claves:  wlandecrypter 





Paso 1: Instalación de software en WifiSlax 
 
Debido a que este ataque hace servir herramientas específicas, necesitaremos la 
instalación de estas y de las librerías necesarias para su compilación. Las herramientas a 
instalar serán wlandecrypter, wepattack, wlandestroy y la librería libnet 1.1.3. Hemos 
desarrollado un script para realizar de manera automática esta instalación en WifiSlax 
(véase Anexo 2). 
 
 
Paso 2: Wardriving 
 
Realizaremos wardriving para encontrar el punto de acceso al cual atacar. En nuestro 
caso el AP a atacar tendrá como SSID el nombre de WLAN_7E y como MAC 
00:60:B3:ED:E6:2A. El canal usado será el 9. 
 
 
Paso 3: Creación del fichero de claves 
 
Usaremos el software wlandecrypter el cual es específico para la generación de claves  
según el patrón de las redes de Telefónica (véase Figura II-2). Para ello ejecutaremos el 
siguiente comando: 
 
wlandecrypter 00:60:B3:ED:E6:2A WLAN_7E WLAN_7E.txt 
 
El cual creará el conjunto de claves según la MAC 00:60:B3:ED:E6:2A y el SSID WLAN_7E 
depositándolas en el archivo con extensión txt. En el caso aquí descrito las claves irán 




Paso 3: Creación de interfaces 
 
Este ataque necesita disponer de una interfaz conectada al AP (modo managed, véase 
apartado 3.1.2 de la PARTE II) para poder enviar los paquetes ARP codificados con todas las 
claves posibles. También necesita otra interfaz escuchando el medio (modo monitor, 
véase apartado 3.1.2 de la PARTE II) para recoger la respuesta al paquete ARP enviado con 
la clave correcta.  
 
Debido a que disponemos de una tarjeta con chipset Atheros no necesitamos tener dos 
interfaces físicas distintas, ya que podemos crear varias mediante la manipulación de los 
Estudio de la seguridad en redes 802.11  84 
 
 
drivers Madwifi. Wifislax ya tiene integrados scripts para la gestión de múltiples 
interfaces. Pueden accederse mediante el menú de inicio WifiSlax/Asistecia 
Chipset/Asistencia Chipset Atheros/incrementar interfaces. Primero crearemos una 
interfaz en modo managed y luego usaremos el script incrementar interface, el cual 




Paso 4: Captura e inyección de paquetes ARP 
 
Primero configuraremos aireplay-ng para que capture mediante la interfaz ath0. 
Debemos limitar el tamaño de los paquetes, capturando sólo aquellos de 86 bits de 
tamaño (tamaño de los paquetes ARP). Sólo capturaremos los paquetes que vengan desde 
el medio cableado (en este caso, el paquete vendrá desde el AP hacia el medio 
inalámbrico como respuesta a la petición ARP falsa). Para realizar dicha captura 
usaremos la parte inicial del ataque número 4 de aireplay (el ataque 4, o de KoreK, se 
compone de captura y envío de paquetes; en nuestro caso sólo interesará la captura del 
paquete ARP). El comando a ejecutar será el siguiente: 
 
aireplay-ng -4 –b 00:60:B3:ED:E6:2A –f1 ath0 
 
Una vez tengamos lanzado aireplay-ng para que capture los paquetes ARP, el siguiente 
paso será lanzar al medio inalámbrico las peticiones ARP codificadas con cada una de las 
claves obtenidas en el Paso 2. Para realizar este envío, antes hemos de configurar la 
interfaz que está en modo managed (ath1) para que se conecte a la red inalámbrica 
WLAN_7E y para que tenga la IP de red correspondiente a las redes de Telefónica (véase 
Tabla II-3). También estableceremos la mínima velocidad de emisión de paquetes posible 
disponible por el estándar (1 Mbps), de esta manera mejoramos la estadística de paquetes 
recibidos correctamente por el AP. Para la configuración de la interfaz en modo 
managed, usaremos los siguientes comandos. 
  
 ifconfig ath1 192.168.1.254 netmask 255.255.255.0 
 
 iwconfig ath1 ESSID WLAN_7E CHANNEL 9 RATE 1M 
 
Finalmente lanzaremos el ataque desde la interfaz ath1, indicando interfaz, ESSID, 
BSSID y canal del AP atacado: 
 
 wlandestroy.sh ath0 WLAN_7E 00:60:B3:ED:E6:2A 9 
 
Este ataque puede llegar a durar 20 minutos, debido a que deberemos comprobar en cada 
emisión si estamos asociados al AP. El ataque enviará paquetes ARP broadcast, los 
cuales serán ignorados por el AP, exceptuado el que haya sido cifrado con la clave 
correcta. Cuando ese paquete sea contestado obtendremos el mensaje de captura del 
paquete ARP en la ventana de aireplay-ng (véase Figura II-20). 
 




Figura II-20 Captura de un paquete ARP 
 
 
El paquete capturado será almacenado, en este caso en replay_src-1005-202737.cap. En 
este momento ya no es necesario ni capturar ni enviar más paquetes, ya que disponemos 
de la información necesaria y por lo tanto podemos parar airodump-ng y wlandestroy. 
 
 
Paso 5: Obtención de la clave con wepattack 
 
El paquete almacenado contendrá un sólo paquete codificado con la clave WEP. Como 
hemos comentado, en este caso usaremos la fuerza bruta ya que el espacio de claves es 
muy reducido. Para ello usaremos wepattack el cual permite usar una lista de claves 
WEP (la lista obtenida en el Paso 3, WLAN_7E.txt) sobre un paquete capturado (el 
paquete capturado en el Paso 4, replay_src-1005-202737.cap). El comando a ejecutar 
será el siguiente: 
 
 wepattack –f  replay_src-1005-202737.cap –w WLAN_7E.txt 
 
 
Figura II-21 Ejecución de wepattack 
 




Al ejecutarlo aparecerá una ventana (véase Figura II-21) donde se mostrará el número de 
claves probadas. Si alguna de las claves probadas consigue descifrar el paquete, 
aparecerá por pantalla la clave WEP. En nuestro caso esta clave aparece después de 
haber probado poco más de 20000 claves y es Z001349 5609 7E (podemos observar que 
los dígitos que no nos eran conocidos a priori son 5609 y no tienen ninguna relación 









Como hemos visto en el apartado 4, para que un ataque pueda llevarse a término debe 
haber un cliente conectado. Además igual de importante es que el atacante pueda “oír” y 
ser “oído” tanto por el punto de acceso atacado como por el cliente conectado. De no ser 
así, la mayoría de ataques serán inviables por falta de paquetes que contengan 
información de nivel 3 (nivel de red).  
 
En cuanto a la seguridad inalámbrica doméstica actual, después del análisis y de los 
distintos ataques, podemos asegurar que ésta tiene un nivel deficiente. Simplemente con 
la premisa de que exista un solo cliente conectado en el momento del ataque, la mayoría 
de redes domésticas pueden ver su seguridad comprometida con sólo capturar 50.000 
paquetes (véase el Paso 4b del apartado 4.3.3 de la PARTE II). Incluso, en el caso de las redes 
del tipo WLAN_XX (las más extendidas), ya no es necesario ni tan siquiera un cliente 
(véase del apartado 4.3.4 de la PARTE II). 
 
De todo ello se extrae que parte de la culpa de la debilidad de las redes inalámbricas 
viene introducida en el estándar 802.11. Y, aunque el postrero 802.11i ha introducido 
más y mejores sistemas de seguridad en el estándar, se han mantenido los antiguos, 
provocando la posibilidad de que una red sea configurada con un protocolo inseguro. 
 
Aún así, el estándar ofrece soluciones que evitan la mayoría de estos ataques, así que 
podemos afirmar que el principal culpable de la seguridad en redes domésticas recae en 
los operadores de Internet (véase apartado 1.1.1 de la PARTE II). Éstos hacen oídos sordos a 
toda recomendación de seguridad y ponen al alcance del usuario soluciones totalmente 
inseguras, demostrando que son irresponsables en su servicio. Podemos exculpar a los 
fabricantes de dispositivos inalámbricos ya que éstos aconsejan en sus manuales 
modificar la configuración por defecto indicando como llevarlo a cabo.  
 
Pero, ¿por qué el masivo uso de WEP? ¿Por qué teniendo la capacidad de usar WPA  se 
sigue usando WEP? Después de realizar el estudio hemos redactado una serie de 
circunstancias que creemos  pueden dar respuesta a la pregunta: 
 
- El sistema WEP es el original del estándar, todos los dispositivos lo 
implementan, por lo tanto usarlo evita problemas de incompatibilidad con 
dispositivos que puedan añadirse a la red en un momento determinado. 
 
- Aún teniendo dispositivos que soporten la nueva norma 802.11i, si hay un 
dispositivo antiguo toda la red, esta deberá ser configurada según la norma que 
soporte el dispositivo más antiguo. 
 
- La actualización del hardware antiguo (instalación de nuevos firmwares o 
renovación del hardware) para que soporte el nuevo cifrado puede ser complicada 
para los usuarios. 
 
- El sistema WPA, sin autenticación 802.1x también esconde otras debilidades dado 
que la clave es compartida por todos los usuarios. Esto provoca que los usuarios 
no vean una gran mejora en el  cambio de WEP a WPA. 
 




- En el caso de los operadores, implementar un sistema diferente a WEP supondría 
que sus clientes podrían tener problemas de compatibilidad con sus dispositivos 
antiguos. Esto implicaría que el operador tendría costes adicionales de de soporte 
técnico. Con WEP evitan estas incompatibilidades. 
 
- Por último, el caso trivial, que hace que WEP esté extendido masivamente, es el 
desconocimiento, por parte de usuarios y administradores, de que WEP es 
extremadamente inseguro y de que hay otros sistemas mucho más seguros y no 
más complicados de utilizar. 
 
 
Podemos concluir que para tener una red inalámbrica segura y evitar el tipo de 
intrusiones aquí descritas, hemos de configurar la red, como mínimo, con seguridad 
WPA-PSK. No obstante, este sistema tiene ciertas debilidades en el momento de realizar 
el intercambio de claves, además de ser una clave compartida por muchos usuarios. Por 
lo tanto lo recomendado es añadir a WPA  algún sistema de autenticación robusto (como 
puede ser alguno basado en EAP), el cual evite que todos los usuarios compartan la 
misma clave de autenticación.  
 

















El objetivo de la tercera parte es conseguir un sistema inalámbrico basado en el estándar 
802.11 el cual podamos considerar seguro.  
 
Como veremos en los siguientes puntos, seguiremos una metodología determinada para 
la consecución de este sistema, utilizando componentes ya existentes y desarrollando 
otros necesarios para cumplir con los requerimientos.  
 
Así pues, los conceptos tratados en los diversos puntos de esta tercera parte pueden 
resumirse en:  
 
- Definición de necesidades de nuestro sistema, la cual incluirá los requerimientos 
del sistema. 
 
- Planteo de la solución y configuración que adoptaremos para solventar la 
problemática propuesta. 
 
- Diseño y desarrollo de la herramienta de gestión que controlará el sistema. 
 
 
La organización se ha separado de esta manera, ya que, como hemos comentado, el 
sistema implementado será una combinación de productos genéricos ya existentes y 
productos personalizados diseñados por nosotros mismos. Por lo tanto, al implementar el 
sistema primero se definirán los requerimientos, luego se realizará la configuración de 
los productos genéricos y, finalmente, se adaptará el software personalizado a sus 
necesidades.  
 




La especificación del sistema debe ser basada en la experiencia obtenida en los casos 
prácticos y en el conocimiento proporcionado en la PARTE I y en la PARTE II, donde se 
describe el estándar 802.11 y también los posibles ataques actuales. 
 
Los datos recogidos en los apartados anteriores nos hacen comprender cuál es la 
deficiencia real de la seguridad en los sistemas domésticos y que podemos ofrecerle al 
usuario para mejorarla. Este conocimiento otorga la ventaja de poder hacer una 
especificación inicial más completa previa al diseño del sistema que ayude a conseguir 
los requerimientos propuestos. 
 
Así pues en este apartado serán descritos los requerimientos de nuestro sistema. A partir 
de los requerimientos, se hará la especificación del sistema, la cual complementa a estos 
requerimientos y fija determinados parámetros, como la arquitectura o la seguridad 
utilizada. De esta manera propiciamos que la etapa de desarrollo se centre más en la 
implementación de las diferentes partes del sistema que en comprobar si se cumplen los 
requerimientos. 
1.1 Especificación de requerimientos 
La premisa básica del sistema será que proporcione robustez ante intrusiones. La 
seguridad debe ser el máximo exponente de nuestro sistema. Tampoco hemos de olvidar 
que este sistema ha de ser sencillo ya que la mayoría del público a la que irá destinado no 
tiene unos conocimientos altos de informática (aunque serán requeridos unos 
conocimientos básicos).  
 
Seguidamente especificaremos los requerimientos u objetivos del sistema los cuales nos 
servirán de guión: 
 
1. Garantizar la confidencialidad de datos, asegurando que la información   
transmitida sólo sea descifrable por el usuario a la cual va dirigida. 
 
2. Autenticación mutua de usuario y de servidor. Ambos han de asegurar que se 
comunican con quien realmente desean comunicarse. Comprobar la identidad del 
cliente por parte del servidor y del servidor por parte del cliente. 
 
3. Control de acceso variable de los usuarios, para poder en todo momento permitir 
o denegar el servicio de manera individual. Esto permite evitar que un solo 
usuario pueda comprometer el sistema. 
 
4. De fácil manejo para usuarios o administradores poco experimentados. 
 
5. Que no requiera de una instalación complicada ni de módulos externos que 
puedan limitar o impedir el uso del sistema. El sistema debe ser compacto. 
 
6. Gestión automática de usuarios. El usuario dado de alta será único para todo el 
sistema, no debe haber varios pasos ni varios programas en los que definir el 
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usuario. Con esto evitamos ambigüedad en la definición de usuarios así como 
posibles errores en el momento de la creación de los perfiles. 
 
7. Permitir la autonomía del dispositivo, sin necesidad de actuaciones externas. 
Posibilitar que el sistema pueda arrancar mediante la carga de algún tipo de 
fichero de configuración, evitando la configuración del sistema punto por punto. 
 
8. Ofrecer portabilidad al sistema para que pueda implantarse en diferentes 
ubicaciones.  
 
9. Ofrecer la posibilidad de que sea un sistema preconfigurable en origen, para 
poder realizar la  implantación en la ubicación  de manera inmediata. Es decir la 
posibilidad de instalación cero. 
 
10. De coste 0. La parte software ha de ser cuanto más barata mejor, teniendo como 
meta el coste 0. 
1.2 Especificación del sistema 
La especificación del sistema normalmente no es posible realizarla en el momento de 
plantear los requerimientos. En cambio, en este caso, dado que somos nosotros el ente 
que demanda los requerimientos y también conocemos posibles soluciones, podemos 
fijar algunos parámetros del sistema para ayudar tanto al cumplimiento de los 
requerimientos como a su correcto desarrollo.  
 
Los parámetros fijados a priori para el desarrollo del proyecto serán tanto el nivel de 
seguridad, como una arquitectura que cumpla con los requerimientos 1, 2 y 3, que son 
los más críticos. 
 
Seguidamente, realizaremos una descripción de las soluciones actuales que cumplan con 
los parámetros fijados y con los requerimientos del sistema y mostraremos cual ha sido 
elegida. 
1.2.1 Definición del nivel de seguridad 
De la experiencia práctica deducimos que para que una red inalámbrica sea segura no 
puede utilizar WEP. También podemos decir que un sistema fiable tendrá que tener una 
clave de cifrado dinámica, es decir, los paquetes no se cifrarán con el mismo Key Stream.  
 
Además, vemos que es igual de importante tener la certeza de que, tanto el origen como 
el destino de la comunicación (AP y cliente), son realmente los que dicen ser, evitando 
así posibles ataques de falsas autenticaciones o ataques man-in-the-middle. Para ello 
deberemos implementar un sistema de autenticación que nos ayude distinguir entre cada 
elemento de la red. Podemos añadir también que el método de autenticación no puede ser 
del tipo clave compartida, donde todos los usuarios tienen la misma clave de red, como 
vimos en las Conclusiones de la PARTE II. 
 
Afortunadamente, el estándar nos ofrece la posibilidad de usar diversos métodos de 
autenticación robustos como es el 802.1x (véase el apartado 1.1.7 de la 0). Pero no todos 
estos métodos son válidos, ya que algunos dejan parte de la seguridad de la red en una 
contraseña. Por ello la necesidad de un sistema que no use contraseñas de conexión.  
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La conclusión a estas premisas es que el método de autenticación que más encaja con 
nuestras necesidades será EAP-TLS (incluido en el estándar 802.1x), el cual usa 
certificados digitales para la autenticación mutua en una comunicación. Este método 
evita el uso de contraseñas de conexión y de métodos de autenticación débiles. 
Descartamos también el método WPA-PSK ya que, no sólo el handshake puede ser 
reinyectado, sino que todos los usuarios comparten la clave (cosa que incumpliría con el 
requerimiento de control de acceso por usuario). 
 
En el caso del cifrado, para obtener un Key Stream dinámico, lo conseguimos también 
gracias al método de autenticación basado en 802.1x. Gracias a este método conseguimos 
que cada conexión pueda negociar una clave propia.  
 
Como veremos en la Definición de la arquitectura de red, la elección del cifrado quedará fuera 
de la frontera de nuestro sistema (estará definida en el router, el cual no estará dentro del 
sistema), por lo tanto para el cumplimiento del requerimiento 1 se aconsejará el uso de 
una configuración en el router, que se base en TKIP incluido en WPA (descartamos el 
uso de AES ya que necesita un hardware especifico que no está disponible en tarjetas 
inalámbricas antiguas). 
 
Así pues, podemos definir la configuración de la red como:   
 
 · Autenticación:  EAP-TLS 
 · Método de cifrado:   TKIP 
1.2.2 Definición de la arquitectura de red 
La conclusión alcanzada en el punto anterior implica que, debido a que tenemos un 
conocimiento del estándar, podemos tener un primer esbozo de los elementos que 
deberán intervenir en nuestra red. Por lo tanto, aún sin definir el software que 
desempeñará cada función, el esquema inicial de la red quedará fijado como un 
requerimiento. 
 
En el sistema descrito en la Figura III-1 se pueden ver los componentes del sistema que se 
quiere desarrollar (dentro del círculo verde) y los componentes externos, los cuales serán 
independientes a nuestro sistema.  
 
En el sistema a desarrollar intervienen una entidad certificadora (CA) y un servidor de 
autenticación (RADIUS) los cuales proporcionan los certificados para usar en EAP-TLS y 
el servicio de autenticación respectivamente. Estos servicios pueden ser proporcionados 
por sistemas ya existentes con lo cual no sería necesaria la creación de un servidor 
RADIUS  o uno sistema de gestión de certificados. El sistema desarrollado deberá 
trabajar con ellos a través de una interfaz. 
 
Por lo tanto, estableciendo este sistema cumplimos con los requisitos de establecer una 
red con autenticación EAP-TLS apta para trabajar con TKIP, resolviendo los tres 
primeros requerimientos, ofreciendo: confidencialidad, autenticación, y control de 
acceso.  
 








Puede decirse que este sistema incrementa la dificultad de configuración y el coste, cosa 
que incumple con los requerimientos restantes, pero habiendo fijado estos 
requerimientos podemos centrarnos en el diseño y desarrollo de un sistema de apoyo que 
cumpla con los requerimientos restantes y que implemente las interfaces para gestionar 
los servicios ya existentes. 
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2  Proceso de desarrollo del sistema 
El proceso de desarrollo de un sistema es el conjunto de actividades que conducen a la 
creación del sistema [34]. La elección del tipo de proceso de desarrollo se basará en el 
sistema a desarrollar y sus requerimientos. La definición de este proceso nos ayudará en 
la tarea de estructurar las diferentes partes genéricas de la creación de un sistema, que 
son: recogida de requerimientos, diseño e implementación.  
2.1 Definición del proceso de desarrollo del sistema 
La elección del proceso de desarrollo la tomaremos según el apartado 1 de la PARTE III, 
donde, además de definir los requerimientos del sistema de manera genérica, fue una 
arquitectura inicial.   
 
De la definición de la arquitectura extraemos que los servicios de autenticación 
(RADIUS) y de generación de certificados no deben ser implementados, ya que serán 
usados sistemas ya desarrollados. Por lo tanto, debe existir una interfaz que trate con 
ellos.  
 
Debido a que en el sistema creado usará diversos sistemas ya existentes, elegiremos el 
proceso de desarrollo basado en componentes [34]. Este proceso encaja con el sistema 
aquí expuesto ya que contempla la implementación de un sistema reutilizando otros 
sistemas existentes, los cuales proporcionarán algunos de los servicios necesarios para 
cubrir determinados requerimientos. Dado que los componentes son totalmente 
independientes entre sí, es necesario el desarrollo de un sistema que haga de interfaz 
entre todos los sistemas y pueda cubrir los requerimientos que los otros sistemas no 
cubren. 
2.2 Esquema del proceso de desarrollo del sistema 
En la Figura III-2 vemos las diferentes actividades a realizar en el proceso de creación de 
nuestro sistema, el cual seguirá el desarrollo basado en componentes. Podemos observar 
que se definen dos sistemas diferentes:  
 
- Sistema de componentes: es el sistema conjunto el cual cumple los 
requerimientos. Este sistema está dividido en subsistemas o componentes, los 
cuales suelen ser software totalmente independientes.  
 
- Sistema de apoyo: es un componente del sistema de componentes el cual 
consigue completar los requerimientos que los otros componentes no ofrecen. 
Este sistema de apoyo deberá actuar de interfaz entre los diferentes componentes.  
 
Por definición, el sistema de apoyo está incluido el sistema de componentes, siendo el 



























sistema de apoyo  
e integración con 
los componentes
 
Figura III-2 Proceso de desarrollo basado en componentes 
 
Describiremos de manera ordenada cada una de las fases para poderlas identificar con el 
proyecto aquí realizado: 
 
1. Especificación de requerimientos del sistema (de componentes): en esta fase se 
describen los requerimientos generales sin tener en cuenta división entre 
componentes. En el caso de este sistema esta fase ya ha sido descrita en el apartado 
1 de la PARTE III. 
 
2. Definición y análisis del sistema de componentes: en esta fase se propone de 
manera formal el sistema, se definen sus componentes, se describe su 
configuración y que requerimientos cumple cada componente. Nosotros hemos 
hecho una aproximación a esta definición en el apartado 1.2 Especificación del sistema, 
pero no es una definición completa. Ésta será mostrada en el apartado 3 El sistema de 
componentes. Además en este apartado añadiremos un punto donde se mostrará la 
justificación de la elección de los componentes (véase 3.2 Elección de componentes). 
 
3. Especificación de requerimientos del sistema de apoyo: el sistema de apoyo 
necesitará de la definición de otros requerimientos ya que deberá cumplir con los 
requerimientos no cubiertos por los demás componentes. Además deberán 
añadirse otros requerimientos los cuales definan las interfaces para tratar con los 
componentes. La especificación de estos nuevos requerimientos se hará en el 
apartado 4 Requerimientos del sistema de apoyo. 
 
4. Diseño del sistema de apoyo: se especificarán a un nivel más bajo los procesos a 
implementar para cumplir con los requerimientos de la herramienta de apoyo. 
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Esto servirá de guía al realizar el desarrollo del sistema. Esto será explicado en el 
apartado Diseño del sistema de apoyo. 
 
5. Desarrollo del sistema de apoyo e integración: el desarrollo es la parte de 
escritura de los programas que confeccionarán el sistema de apoyo. Se realizará 
conjuntamente con la integración, dado que el sistema de apoyo ha de funcionar 
de manera conjunta con los otros componentes. Esta fase se basará en la fase de 
diseño y de especificación de requerimientos del sistema de apoyo. Se comentará 
en el apartado 6  Desarrollo del sistema de apoyo  
 
 
6. Validación del sistema: finalmente se comprobarán que los requerimientos del 
sistema se cumplen y que el sistema completo funciona. Esto se podrá encontrar 
en el apartado 7 Comprobación del sistema. 
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3 El sistema de componentes 
En este apartado definiremos los componentes del sistema, describiéndolos y 
estableciendo la configuración de aquellos que ya están implementados. Dicha 
configuración conseguirá cubrir algunos de los requerimientos descritos en el apartado 1.1 
de la PARTE III.  
 
Antes, debido a que disponemos de la arquitectura del sistema (véase 1.2.2 de la PARTE 
III), determinaremos el contexto del sistema el cual nos ayudará a distinguir las diferentes 
partes del mismo. 
3.1 Contexto del sistema 
Definimos como contexto el modelo de sistema donde pueden verse las interacciones 
entre los integrantes o componentes del sistema [34]. Con este esquema general pueden 
verse todos los componentes e incluso aparecer componentes nuevos necesarios por la 
integración.  
 
En la Figura III-3 vemos el contexto del sistema y también el ámbito, que es el contexto 
del sistema de apoyo. Mediante la definición ámbito podemos vislumbrar las 
interacciones directas (marcadas con línea continua) y las indirectas (marcadas con línea 
discontinua) que tendrá con los otros componentes. Las interacciones directas serán 
gestionadas mediante el sistema de apoyo que será el que se encargará de modificar, 













Figura III-3 Contexto del sistema 
 
Con la definición del contexto o diagrama de arquitectura obtenemos un nuevo 
componente, el repositorio común, el cual emerge de la necesidad de funcionamiento 
conjunto de los otros componentes. El repositorio común será donde se almacenarán las 
configuraciones de los componentes y la estructura necesaria para la entidad de 
certificados. 
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La inclusión del repositorio obliga a que el sistema de apoyo no sólo deba tener  
interfaces para trabajar con el gestor de certificados y el servidor de autenticación, sino 
que debe incluir métodos para gestionar el repositorio compartido. Todo este sistema 
debe interaccionar con un sistema operativo, el cual debe soportar todos los 
componentes. 
 
Tomando como punto de partida este esquema, primero elegiremos los componentes y 
luego realizaremos la configuración para dejarlos listos para funcionar cumpliendo con 
lo requerido en el apartado 1.1.  
3.2 Elección de componentes  
Este apartado ha sido incluido para presentar las posibles soluciones actuales que pueden 
implementar nuestra arquitectura y justificar la elección de una de ellas para el sistema 
diseñado. 
3.2.1 Soluciones actuales 
Manteniendo el esquema definido en los requerimientos, podemos analizar las diferentes 
posibilidades existentes en el mercado que nos permiten construir una red WPA con 
autenticación EAP-TLS.  
 
Actualmente hay varios sistemas comerciales que ofrecen este tipo de seguridad y 
autenticación, como puede ser el servidor IAS (Internet Authetication Server) de 
Windows Server 2000 y Windows Server 2003 o el servidor ACS de Cisco Systems, los 
cuales nos permiten montar un servidor de certificados y de autenticación mediante EAP. 
El problema reside en que estos sistemas son caros y complicados de gestionar.  
 
Las soluciones de Microsoft, las más extendidas dentro de las empresas, tienen el 
inconveniente de que solamente funcionan dentro de un dominio definido. Además, la 
entidad certificadora sólo puede expedir certificados a usuarios que se encuentren dentro 
del Directorio Activo o Active Directory del dominio. Debido a ello el servidor de 
autenticación de Microsoft, el IAS, y la entidad certificadora, deberán estar en una 
máquina que sea controladora de dominio o dependiente del domino. Después de probar 
esta solución usando la guía que puede verse en [35] y una maquina virtual mediante 
VMWare, concluimos que este sistema sólo sería óptimo para una red dónde ya existiera 
un dominio basado en servidores Microsoft. 
 
La solución de Cisco, el servidor ACS (Access Control Server) [36], encaja bastante en lo 
que buscamos, ya que se ejecuta en cualquier máquina y la gestión de usuarios es 
independiente. Aún así, esta solución no incluye entidad certificadora, por lo que 
deberíamos buscar otro software para la gestión y expedición de certificados, cosa que 
complica aún más el sistema. Aunque la característica que hace que esta solución sea 
inviable para nuestro sistema es que su precio puede sobrepasar los 3000€ por licencia, 
sin contar con los otros componentes como la CA o el servidor de certificados. 
 
Así pues, estas dos soluciones, además de no cumplir nuestros requisitos de sencillez y 
coste 0, obligan a disponer de una infraestructura basada en Microsoft e incluso no 
disponen de la funcionalidad necesaria (como puede ser la expedición de certificados 
para clientes que estén fuera del dominio o que usen otros sistemas operativos). Por ello, 
para proporcionar una agilidad en el sistema, sencillez y coste 0, sólo nos quedan una 
solución de software abierto como Linux. 




En el caso de Linux tiene la ventaja de que provee soluciones gratuitas bastante 
probadas. En contra, normalmente estas soluciones son difíciles de configurar y de 
comprender para usuarios poco habituados a sistemas Unix.  En cuanto a nuestro sistema 
hay 2 software que se ajustan a nuestras necesidades: el servidor de autenticación 
FreeRadius y la librería criptográfica OpenSSL. Ambos tienen licencia GNU, con lo cual 
pueden ser usados libremente sin fines lucrativos, y pueden funcionar en la misma 
máquina. Uniendo estos componentes en una misma máquina se puede generar el 
certificado y mantener el servicio de autenticación, sin necesidad de disponer de dos 
servidores. 
 
OpenSSL y FreeRadius son softwares más avanzados y estables de su tipo, con lo cual el 
soporte que podremos encontrar será amplio. Además, otras de las muchas ventajas de 
usar Linux es que nos permitirá instalar estas aplicaciones en un LiveCD para poder 
montar nuestra red segura en cualquier máquina de manera rápida. 
 
Hasta aquí, el sistema sería viable cumpliendo la mayoría de requerimientos, excepto que 
FreeRadius y OpenSSL son servicios sin interfaz gráfica nativa11 (funcionan con ficheros 
de configuración en texto). Ello incumple claramente la premisa de facilidad de uso. 
Además son independientes entre ellos. Esto significa que no solo deberemos configurar 
cada programa por separado, sino que el usuario deberá configurarlos para que 
interaccionaran, cosa que supondría un alto conocimiento del sistema y nociones de los 
estándares de autenticación. 
3.2.2 Propuesta de componentes 
La conclusión al apartado anterior es que para cumplir con los requerimientos de 
seguridad y de coste cero usaremos FreeRadius como autenticador y OpenSSL para la 
gestión de certificados. De esta manera evitamos tener que desarrollar una CA y un 
servidor RADIUS nativo. El sistema de apoyo se diseñará para cubrir los requerimientos 
no implementados por estos dos componentes ya existentes.  
 
La elección de OpenSSL y FreeRadius nos obliga a trabajar bajo un sistema Unix. Esto 
en realidad será una ventaja ya que permitirá extender los requerimientos de portabilidad 
y agilidad (gracias al uso de LiveCD). El sistema operativo usado será Ubuntu debido a 
que es la compilación actualmente más difundida y con una gran cantidad de 
información de soporte, que ayudará al buen desarrollo del sistema. 
                                                 
11
 Es cierto que existen varias herramientas con interfaz gráfica para el caso de FreeRadius: la propia 
GUI de FreeRadius que aún está en desarrollo y que no cumple todos los requisitos, como la interacción 
con la CA o la facilidad de uso, ya que incluye muchos parámetros innecesarios para nuestro sistema 
seguro). También existen CA’s con entorno gráfico como OpenCA o TinyCA (la cual no es tan ágil y 
sobretodo estándar como OpenSSL,, el cual es incluido por la mayoría de aplicaciones en Linux). Aún así, 
el hecho más importante es que no existe ninguna que contemple una gestión conjunta del servidor 
RADIUS  y de la entidad certificadora y además que sea portable (mediante un LiveCD) 
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3.3 Componentes del sistema 
3.3.1 Sistema operativo - Xubuntu 
El sistema operativo será Ubuntu en su versión Xubuntu 7.10, el cual es una versión 
reducida y ligera de Ubuntu. Su instalación se realizará a través del propio CD de 
Xubuntu siguiendo los pasos indicados [37].  
 
Para la configuración del sistema operativo sólo debemos tener en cuenta que disponga 
de entorno gráfico (para fácil manejo del usuario) y que no tenga habilitado el firewall 
(si lo tiene habilitado deberá incluir una regla para dejar pasar tráfico por los puertos 
usados por FreeRadius, normalmente el 1812 o el 1813).  
 
En cuanto a los componentes que debe integrar el sistema operativo, Ubuntu ya tiene una 
versión preinstalada de OpenSSL, la cual es recomendable actualizar con el gestor 
automático de instalaciones (apt-get o synaptic). En el caso de FreeRadius, este no está 
por defecto en la compilación Ubuntu y por lo tanto deberá ser instalado. 
 
La instalación de FreeRadius no debe ser realizada a través del gestor automático de 
paquetes ya que la versión que instala el gestor no compila varias librerías que el 
servidor necesitará cuando tenga que leer mensajes EAP-TLS (en concreto las librerías 
(libssl-dev y libpq-dev).  Por lo tanto, se deben compilar manualmente los diferentes 
archivos para asegurarnos la inclusión de dichas librerías. Este proceso puede verse en el 
Anexo 3 Compilación de FreeRadius. 
3.3.2 Gestor de certificados - OpenSSL 
Para la creación y administración de certificados usaremos OpenSSL [45]. Este 
componente no sólo proporciona la capacidad de gestionar certificados sino que 
proporciona scripts que facilitan la creación de una estructura de directorios dónde se 
almacenará la CA y la cual será parte de nuestro repositorio común. 
 
OpenSSL funciona mediante órdenes de comando y usa un fichero de configuración 
donde se encuentran varios parámetros, entre ellos la definición de directorios de la 
estructura de la CA. La estructura de carpetas es, y debe ser, conocida y utilizada por 
todos los componentes del sistema. En este documento se usará un fichero de 
configuración propio (de esta manera se consigue mantener la configuración por defecto 
en el archivo original). Nuestro fichero de configuración, para evitar incompatibilidades, 
sólo estará modificada la ruta, o path, principal, apuntándola a nuestro repositorio, 
manteniendo intacta la estructura interna de subdirectorios (véase Anexo 4 Fichero de 
configuración OpenSSL).   
 
En el Anexo 5 Configuración, ficheros y comandos OpenSSL, podemos ver como ha sido 
realizada la configuración de OpenSSL así como todos los comandos que vamos a 
necesitar para gestionar nuestra estructura de certificados. Los archivos y comandos 
necesarios para la configuración y gestión de OpenSSL deberán ser tenidos en cuenta 
cuando se desarrolle el sistema de apoyo. 
 
Debido a que los comandos para generar certificados debieron ser probados hasta dar 
con los atributos correctos, se ha añadido el Anexo 6 Certificados generados (formato P12), el 
cual proporciona capturas de los certificados generados en formato PKCS12 o P12. De 
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esta forma, si en algún momento quisiéramos prescindir de OpenSSL, conoceríamos los 
atributos que estos deben tener y donde comprobar dichos parámetros. 
3.3.3 Servidor de autenticación - FreeRadius 
Como servidor de autenticación usaremos FreeRadius, el cual proporciona múltiples 
métodos de autenticación, entre ellos EAP-TLS. Como vimos en el apartado del sistema 
operativo, FreeRadius deberá ser compilado de manera apropiada para gestionar los 
mensajes EAP-TLS correctamente (véase Anexo 3 Compilación de FreeRadius).  
 
Debido a que FreeRadius va a ser utilizado por el sistema de apoyo incluiremos 
información común en los ficheros de configuración de FreeRadius. Por ejemplo, en el 
caso del fichero users, además de indicar el nombre de usuario y su método de 
autenticación (necesarios para dar de alta a un usuario en FreeRadius), se almacenará 
otra informacion del usuario como: el nombre, grupo, nombre del PC, etc. Estas líneas de 
información estarán comentadas, con lo cual no afectarán al funcionamiento de 
FreeRadius pero podrán ser leídas por nuestro sistema de apoyo. Con esto se consigue 
centralizar el almacenaje de información en un fichero sin necesidad de usar ningún tipo 
de base de datos. 
 
En el Anexo 7 podemos ver como ha sido configurado FreeRadius y que ficheros han de 
modificarse para la gestión de usuarios y clientes. Además se incluyen explicaciones de 
cómo el sistema de apoyo debe gestionar estos ficheros y como lanzar el servicio.  
 
3.3.4 Repositorio común 
Este componente aparece de la necesidad de mantener una estructura de directorios 
común, donde se concentrarán algunos de los ficheros de configuración modificados y 
toda la estructura de directorios de la CA. De esta manera se consigue mantener los 
ficheros propios en un espacio distinto al espacio por defecto. 
 
En el Anexo 8 Distribución del repositorio común  podemos ver como ha quedado determinado 
el repositorio para que puedan trabajar juntos tanto OpenSSL como FreeRadius. 
 
3.3.5 Sistema de apoyo 
Como ya hemos comentado, este sistema será el que se encargue de que los diferentes 
componentes funcionen de manera conjunta. Este sistema será presentado, diseñado e 
implementado en los puntos siguientes (apartado 4 y apartado 5). 
 
 




4 Requerimientos del sistema de apoyo 
Los requerimientos aquí descritos serán los que definan al sistema de apoyo. Este 
apartado está estrechamente ligado con el apartado 1.1 de la PARTE III, ya que el sistema de 
apoyo estará determinado, no sólo por los requerimientos funcionales del sistema, sino 
que también por los requerimientos necesarios del sistema de componentes. 
 
Así pues, aquí definiremos los requerimientos funcionales y no funcionales de nuestro 
sistema de apoyo, los cuales cumplirán los requerimientos aún no asumidos por el 
sistema de componentes (estos requerimientos son todos los expuestos en el apartado 1.1 
de la PARTE III a excepción de los requerimientos marcados como 1, 2 y 3 los cuales ya 
son asumidos por los otros componentes del sistema). 
4.1 Requerimientos funcionales 
Los requerimientos funcionales son aquellos que declaran alguna funcionalidad concreta 
del sistema. Estos requerimientos determinan, a ojos del usuario, qué debe hacer el 
sistema [34]. 
 
Estas funcionalidades son las extraídas del funcionamiento conjunto del sistema de 
componentes y serán descritas seguidamente. 
 
Gestión de certificado raíz (CA) 
El sistema de apoyo debe ser capaz de crear una nueva CA y de eliminarla. Al crear una 
CA se requerirán los campos necesarios: nombre, país, región, ciudad y la duración en 
días de la validez de la entidad raíz. 
 
Para ayudar al usuario se escribirán unos valores por defecto. De esta forma el usuario 
sólo deberá modificar aquellos que crea necesarios. 
 
El certificado de raíz debe ser generado con el componente OpenSSL. Debido a que esta 
funcionalidad deberá trabajar directamente con este componente de sistema, se 
recomienda utilizar una interfaz que ofrezca una librería de funciones que controle todas 
las operaciones descritas en el Anexo 5, teniendo en cuenta los ficheros necesarios y su 
localización en el árbol de directorios (véase Anexo 8). 
 
Gestión del certificado de servidor 
El sistema de apoyo debe ser capaz de crear un certificado de servidor y de eliminarlo. 
Al crear un servidor se requerirán los campos necesarios: nombre, país, región, ciudad y 
la duración en días de la validez de la entidad raíz. 
 
Para ayudar al usuario/administrador se escribirán unos valores por defecto. De esta 
forma el usuario sólo deberá modificar aquellos que crea necesarios. 
 
De la misma forma que en la creación de la CA, se recomienda el uso de la inclusión de 
las funciones en una interfaz con OpenSSL.  
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El sistema de apoyo deberá almacenar el certificado de servidor en la carpeta 
correspondiente (véase Anexo 8). Además, deberá modificar el fichero eap.conf de 
FreeRadius (véase el Anexo 7). 
 
 
Gestión de usuarios 
El sistema debe ser capaz de ofrecer las funciones necesarias para realizar el alta, baja, 
consulta y modificación de objetos “usuario” (usuarios válidos en nuestro sistema, que 
deberán ser válidos en todos los componentes). Cada objeto “usuario” deberá ser creado 
con unos campos que lo determine y se le asignará un certificado x509. Los datos que 
contendrá cada objeto “usuario” serán: 
 
· Nombre Usuario:  El nombre completo del usuario. 
· Alias:    Será el Common Name (CN) del certificado. 
· e-mail:   La dirección e-mail del usuario. 
· Grupo:   El grupo al que pertenece. 
· Nombre PC:   Nombre del PC donde se instalará el certificado. 
· Nombre fichero:  Fichero del certificado asociado a ese usuario. 
 
Los usuarios deben ser mostrados en una lista ordenados por el dato “Nombre Usuario” 
para su fácil visualización. Los objetos “usuario” no podrán repetir Alias, debido a que el 
CN será único. Desde esta lista y seleccionando sobre cada uno de ellos, debemos ser 
capaces de realizar las opciones de modificación y de borrado de los objetos “usuario”. 
 
Debido a que al gestionar usuarios también se gestionaran certificados, el sistema de 
apoyo debe ofrecer las funciones necesarias para realizar el alta y la baja de certificados  
mediante OpenSSL (véase el Anexo 5 y Anexo 6). De igual manera, esta funcionalidad 
también deberá trabajar con el componente de autenticación FreeRadius, ya que 
deberemos modificar los ficheros de usuarios (véase el Anexo 7). Se deberá realizar una 
librería que proporcione las funciones capaces de modificar los ficheros necesarios al 
realizar alguna acción sobre los usuarios. Para evitar duplicidad de información, se 
recomienda usar el fichero de usuarios de FreeRadius como fichero de almacén datos de 
usuario para nuestro sistema de apoyo.  
 
Gestión de Clientes  
El sistema debe ser capaz de ofrecer las funciones necesarias para realizar el alta, baja, la 
consulta y la modificación de objetos “cliente” (puntos de acceso válidos en nuestro 
servidor RADIUS ). Cada objeto “cliente” deberá ser creado con unos campos que los 
determinen. Los datos que contendrá cada objeto usuario serán: 
 
 · Nombre cliente:  Nombre o alias del punto de acceso 
 · IP/nombre de red:  Dirección IP del cliente 
 · Shared Secret:  Secreto compartido entre el cliente y el servidor RADIUS .  
 
Esta funcionalidad deberá trabajar con el componente de autenticación RADIUS , ya que 
deberemos modificar los ficheros de clientes válidos (véase Anexo 7). Se aconseja realizar 
una librería que proporcione las funciones capaces de modificar los ficheros necesarios 
al realizar alguna acción sobre los clientes.  
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Visualización de la lista de revocación  
El sistema de apoyo debe ofrecer una opción de visualización de la CRL. Para poder 
visualizar correctamente la CRL deberemos usar el comando de visualización de la CRL 
de OpenSSL descrito en el Anexo 5. 
 
Búsqueda de usuarios  
Para facilitar al usuario la gestión de usuarios el sistema de apoyo debe ofrecer la 
función de buscar usuarios. Los campos de búsquedas serán los mismos que los descritos 
como datos de objeto usuario (en la funcionalidad gestión de usuarios). 
 
Modificación de la configuración EAP-TLS de FreeRadius 
Debido a que el usuario puede querer cambiar algunos parámetros del sistema EAP-TLS 
de FreeRadius, el sistema de apoyo debe proporcionar una función que muestre y 
permita cambiar los parámetros del apartado TLS del fichero eap.conf de FreeRadius. 
En el Anexo 7 podemos ver los campos que se usan en este sistema y que deben ser 
mostrados al usuario. 
 
Gestión del servicio FreeRadius 
Desde el sistema de apoyo se debe ser capaz de lanzar y parar el servicio de FreeRadius. 
De la misma manera, el sistema de apoyo debe impedir la ejecución del servicio si no 
hay un certificado raíz y de servidor válidos (véase Anexo 7).  
 
Además el sistema debe incluir un modo de depuración de lanzamiento de FreeRadius. 
Este modo es el que se realiza mediante el comando freeradius –X –A y permitirá al 
usuario observar si hay algún error inadvertido por el sistema al lanzar FreeRadius. 
 
Ventana de información al usuario 
El usuario debe ser informado del estado de los procesos que son realizados por nuestro 
sistema de apoyo. Por eso se debe tener una ventana adicional donde se muestre 
información al usuario a modo de log. 
 
Cada función debe reportar en el log el estado de su finalización. Es por eso que cada 
uno de los métodos que hagan una acción significativa para el usuario deberá informar 
de ella en el log. 
4.2 Requerimientos no funcionales 
Los requerimientos no funcionales son los que restringen el sistema [34]. En nuestro 
caso algunos de estos pueden venir determinados por el ámbito en el cual se encuentra el 
sistema de apoyo. 
 
Portabilidad  
Como se vio en el apartado 1 Requerimientos, el sistema debe ser portable, por eso se 
determinó usar Linux, el cual nos permitirá crear un LiveCD desde donde se cargara todo 
el sistema de componentes. 
 
Además, la información y la estructura generada por nuestro sistema de apoyo también 
deben ser exportables e importables. Deben ser creadas unas funciones de exportación e 
importación de que dispongan de las siguientes funcionalidades: 
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· Estructura completa: Donde se copiara toda la estructura del sistema (todo lo 
contenido en la carpeta raíz de nuestro sistema, véase Anexo 8). La información 
deberá ser almacenada en un fichero comprimido y codificado. En el momento de 
la importación se requerirá la contraseña con la que fue exportada la estructura y 
será importada en otro sistema, el cual no contenga una CA. Esto puede servir 
tanto de copia de seguridad de la estructura como para generar una estructura de 
certificados para utilizarla en otro momento y lugar (en este caso los certificados 
serán copiados) 
 
· Datos de usuario: Se exportarán sólo los datos de los objetos “usuario”. Se 
generará un fichero Excel que tendrá como columnas los campos de los usuarios 
(puede verse en el Anexo 13). La importación de datos en este caso no se copiará 
sino que generará nuevos objetos “usuario”  (y por lo tanto nuevos certificados 
para éstos). Por lo tanto en este caso se necesitara disponer en el sistema de apoyo 
de una CA existente. Este método de exportación puede servir para mandar los 
datos de usuario sin necesidad de enviar los certificados, ya que serán generados 
en el destino. 
 
Esta funcionalidad cubre el requerimiento número 8 y 9 del sistema. 
 
Seguridad en el sistema de apoyo  
El sistema debe proporcionar un control de acceso y cifrar todos aquellos datos críticos 
(que no dependan de FreeRadius u OpenSSL, ya que si se cifran estos no podran ser 
leidos por estos programas). Por eso, se debe requerir una contraseña de acceso al iniciar 
la interfaz gráfica del sistema de apoyo. Esta contraseña debe será creada por el usuario 
la primera vez que se lance el sistema de apoyo. Se requerirá dicha contraseña cada vez  
que el usuario lance el sistema de apoyo.  
 
También debe ser incluida una función para cambiar la contraseña una vez estemos 
dentro del sistema. 
 
Esta contraseña de acceso y todas las demás contraseñas del sistema (de certificados de 
usuario, CA y servidor), deben ser almacenadas en el archivo de nuestro sistema de 
apoyo users.pass el cual debe ser codificado y almacenado dentro de la carpeta GUI. 
 
Esta funcionalidad refuerza la seguridad de la gestión automática de usuarios 
(requerimiento 6). 
 
Interoperabilidad con los componentes del sistema 
Esta funcionalidad obliga a diseñar unas interfaces con OpenSSL, FreeRadius y con el 
repositorio común. Estas interfaces deben tener las funciones necesarias para la gestión 
de usuarios, clientes y ficheros de configuración que los requerimientos demandan 
(véanse Anexo 5 y Anexo 7). 
 
Este requerimiento cubre el requerimiento número 5 y 7 del sistema. 
 
Facilidad de uso 
Para evitar que el usuario deba modificar ningún fichero de configuración o introducir 
comandos para generar los certificados, se creara una interfaz gráfica intuitiva donde el 
usuario sólo deberá introducir los datos requeridos y lanzar el proceso que desee. Para 
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facilitar al usuario la información, se presentarán los usuarios ya existentes en el sistema 
junto a sus estados (válido, aún no válido y caducado). 
 
La interfaz grafica será la única manera que tendrá el sistema para comunicarse con el 
usuario, lo que implicará un gran desempeño en parte del diseño y desarrollo de la 
aplicación. 
4.3 Requerimientos emergentes 
Estos requerimientos son los surgidos por los propios requerimientos funcionales y no 
funcionales [34]. 
 
Lenguaje del sistema 
Para asumir todos los requerimientos de portabilidad y compatibilidad se usará JAVA 
versión 5.0 como lenguaje de programación. Este lenguaje nos proporcionará una cierta 
independencia en cuanto al sistema operativo además de funciones y métodos que 
facilitarán la implementación gráfica del sistema. 
 
Posibilidad de configurar determinados parámetros de manera externa 
Debido a que los sistemas basados en compilaciones Linux a veces cambian la 
localización o el nombre de sus archivos, será necesario crear un fichero de texto donde 
se encuentren estas rutas.  
 
El contenido de este fichero se ira definiendo según las necesidades del desarrollo, pero 
por lo menos contendra la ruta de la localización de FreeRadius, OpenSSL y de la 
carpeta de la CA.  
 
Interfaces con otros sistemas 
Será necesario disponer de interfaces que contengan funciones para realizar la 
compresión, codificación y la gestión de hojas Excel. Debido a que usaremos JAVA 
como lenguaje podemos proponer la implementación de métodos que realicen las 
funcionalidades de gestión necesarias apoyándose en las siguientes librerías: 
 
- Compresión: usar la clase java.util.zip. 
 
- Codificación: usar las clases dentro de las librerías javax.crypto y 
java.security. La codificación se hará mediante una contraseña, la cual se 
pasará a una longitud de bits fija mediante una función MD5, y se usará como 
passphrase de un triple DES . 
 
- Gestión de hojas Excel: usar la librería de clases externa de Apache 
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5 Diseño del sistema de apoyo 
En este apartado tomaremos las decisiones de la lógica que seguirá el sistema de apoyo  
mediante la descripción de su arquitectura y sus procesos. 
 
Presentaremos primero la organización o arquitectura del sistema de apoyo, la cual 
proporcionará un mapa que lo descompondrá modularmente. Seguidamente, mediante 
lenguaje de alto nivel, se describirán como deben ser implementadas y mostradas ciertas 
funcionalidades. Finalmente presentaremos los flujos de procesos que deben ser 
implementados, los cuales proporcionarán la información para crear los métodos. 
 
Como quedo definido en el apartado 4.3 Requerimientos emergentes, JAVA será el lenguaje 
usado para codificar el sistema de apoyo, por lo tanto en este apartado nos referiremos a 
los métodos (o funciones) que debemos implementar 
 
Los modelos y descripciones aquí mostradas estarán determinadas por los requerimientos 
e indicarán como debe funcionar el sistema de apoyo. Por lo tanto, este apartado de 
diseño será la guía que deberemos seguir en el momento de realizar el desarrollo del 
sistema de apoyo. El diseño nos debe mostrar como cumplir con lo requerido sin 
necesidad de conocer los requerimientos de manera directa.  
5.1 Organización del sistema 
Seguiremos un modelo de capas para describir la arquitectura del sistema de apoyo [34]. 
El modelo de capas organizará el sistema en un conjunto de servicios. Cada capa se 
comunicará con la inmediatamente posterior, de esta manera conseguimos independizar 
ciertas funcionalidades y facilitar el desarrollo.  
 
Las capas que componen el sistema de apoyo las podemos ver en la Figura III-4 y son: 
 
- Interfaz de usuario: Esta capa es con la que el usuario deberá tratar directamente. 
Es por ello sus métodos se destinarán a generar la interficie gráfica. Además se 
encargará de presentar y recoger los datos de usuario y depositarlos en la función 
que haya sido requerida por este. Eventualmente puede hacer comprobaciones en 
los datos (como que no incluyan caracteres prohibidos o que determinados 
campos no estén en blanco). 
 
- Gestión o proceso de datos: Esta será la capa que contenga los procesos y la 
lógica de su ejecución. Los datos obtenidos a través de la capa de interfaz de 
usuario serán aquí procesados para ejecutar la acción que el usuario seleccionó. 
Los métodos que compongan esta capa llevarán el peso de los procesos que se 
refieren al sistema de apoyo. 
 
- Interfaces con otros componentes: Esta capa se encargará de la gestión de 
procesos con los otros componentes del sistema. Proporcionarán métodos a la 
capa de gestión de datos para poder comunicarse con los demás componentes. No 
todos los procesos de datos necesitarán el uso de este nivel (como puede ser la 
visualización del log, proceso que no necesitaría llegar a esta capa) 
 





Figura III-4 Arquitectura del sistema de apoyo 
 
5.2 Diseño funcional 
Mediante el diseño funcional describiremos las funcionalidades de nuestro sistema y 
como las percibirá el usuario. Añadiremos una descripción gráfica de la interfaz de 
usuario para facilitar la tarea de implementación  
 
Acceso a la herramienta 
Después de lanzar la herramienta esta deberá realizar las comprobaciones pertinentes. Si 
es la primera vez que ejecutamos la herramienta esta nos pedirá que introduzcamos una 
nueva contraseña. Esta contraseña será almacenada y será la contraseña que se usará en 
las siguientes ejecuciones para acceder al sistema de apoyo.  
 
Una vez introducida la contraseña por primera vez, o al ejecutar el sistema de apoyo con 
contraseña, se abrirá una ventana para introducir la contraseña de acceso. La 
introducción de la contraseña nos permitirá 3 intentos. Después de 3 intentos el sistema 
de apoyo se cerrará. 
 
Una vez introducido la contraseña correcta se abrirá una ventana mostrándonos la 
ventana de LOG de la herramienta. Se comprobará si existe la CA. Si no existe CA, se 
deshabilitaran los controles de los certificados y sólo se permitirá la función de generar 
la CA y cambiar la configuración. Si existe CA se cargarán sus datos en el sistema de 
apoyo y se mostraran los certificados de usuario generados por esta.  
 
Ventana principal 
La ventana principal será la mostrada una vez iniciada la herramienta y después de haber 
introducido la contraseña de acceso correctamente (Figura III-5). Esta tendrá una barra de 
menú, una parte central con dos etiquetas y unos botones de control de FreeRadius en la 
parte inferior. 
 








La barra de menús incluirá los siguientes comandos 
 
 
Figura III-6 Barra de menús 
 
- Menú Archivo 
 
• Nuevo: realizará la misma acción que el botón “Nuevo” de la pestaña 1. 
 
• Editar: realizará la misma acción que el botón “Editar” de la pestaña 1. 
 
• Salir: saldrá de la aplicación preguntando, mediante una ventana, si se desea 
salir. 
 
- Menú Ver 
 
• Ver Log: si la ventana del Log de la herramienta sido cerrada, volverá a 
recuperarla incluyendo todo el contenido desde que se lanzo el programa o desde 
que fue limpiado el log. 
 
• Limpiar Log: elimina el contenido del Log de la herramienta. 
 
 
• Lista de Revocación: muestra el contenido en formato inteligible del archivo 
crl.pem que es la lista de revocación de certificados (véase Anexo 5) 





• Importar: Tendrá un submenú con las opciones. (para su implementación 
usaremos las librerías externas descritas en el apartado 4.3 Requerimientos emergentes). 
 
o Importar desde XLS: importara una lista de usuarios con sus 
características desde un fichero Excel con un formato en concreto (véase 
Anexo 13). El fichero Excel puede contener las contraseñas de usuario. Al 
realizar la importación se pedirá si se desea importar las contraseñas o 
poner una por defecto a todos los certificados (la misma). 
 
o Importar toda la estructura: importará toda la estructura y configuración 
mediante un archivo generado previamente con la opción Exportar toda 
la estructura. Esta importación eliminará la estructura previamente 
existente. 
 
• Exportar: Tendrá un submenú con las dos opciones (para su implementación 
usaremos las librerías externas descritas en el apartado 4.3 Requerimientos emergentes). 
 
o Exportar a fichero XLS: exportará los datos de los usuarios a un fichero 
Excel disponiendo las características del certificado en columnas y 
rellenado cada fila con los datos de cada certificado concreto (véase Anexo 
13). Al exportar también se pedirá si deben ser incluidos las contraseñas 
en el documento. 
 
o Exportar toda la estructura: generará un fichero cifrado y comprimido 
donde será depositada toda la información de la herramienta (incluyendo 
los ficheros de certificados y la CA). Este fichero podrá ser transportado o 
almacenado y podrá ser importado desde la herramienta.  
  
• Cambiar contraseña de administrador: aquí se podrá cambiar la contraseña de la 
herramienta. Antes de cambiarlo se pedirá que se introduzca la contraseña 
antigua para confirmar la autenticidad del usuario (para su implementación 
usaremos las librerías externas descritas en el apartado 4.3 Requerimientos emergentes). 
 
• Lanzar RADIUS : Hará la misma acción que el botón Start del panel inferior de 
esta ventana, pero en este caso lanzará el FreeRadius con la opción de 




Esta pestaña será la seleccionada por defecto al abrir el programa (Figura III-7). 
 
 
Figura III-7 Pestaña 1 




- Lista de usuarios 
 
La lista de usuarios mostrará los nombres del usuario ordenados alfabéticamente. 
Recordemos los nombres de usuario pueden repetirse, a diferencia de los 
Common Name, que son únicos por definición del sistema. En esta lista 
aparecerán todos los certificados, excepto los revocados que habrán sido 
eliminados completamente dejando libre el nombre que utilizaban. 
 
En esta lista hemos de añadir que, al hacer click encima de un objeto con el botón 
derecho, se abrirá un menú donde deben aparecer las opciones Editar y Borrar 
correspondientes a las acciones realizadas por los botones con el mismo nombre 
de esta pestaña. Si seleccionamos varios certificados, al hacer click con el botón 
derecho, deberá aparecer la opción borrar el grupo de certificados seleccionados. 
 
Los certificados aún no válidos serán destacados en la lista con un color más 




Los botones gestionarán los certificados de usuario. Todos ellos abrirán la misma 
ventana, la ventana de propiedades de certificado (Figura III-8), pero con diferentes 
opciones habilitadas. Las acciones de los botones serán las siguientes: 
 
o Nuevo: abrirá una ventana de propiedades de certificado para generar un 
certificado de usuario nuevo.  
 
o Editar: después de haber seleccionado un certificado de la lista, al hacer 
click en editar se abrirá una ventana de propiedades de certificado 
permitiendo editar sólo las propiedades permitidas a editar. 
 
o Borrar: después de haber seleccionado un certificado de la lista, al hacer 
click en borrar se abrirá una ventana de propiedades de certificados que 
permitirá borrar el certificado seleccionado de manera definitiva 
(incluyéndolo en la CRL) 
 
o Buscar: abrirá una ventana de propiedades de certificado con los campos 
en blanco. Estos campos podrán ser rellenados para indicar por que 
campos se ha de realizar la búsqueda.  
 
Ventana propiedades de certificado. 
La ventana estará compuesta mediante la información del certificado. Los campos que 
aparecerán en esta página serán (Figura III-8): 
  
• Serial: numero de serie que OpenSSL da al  certificado. Este parámetro viene 
predeterminado. 
 
• Nombre: será el CN del certificado y nombre de usuario incluido en el fichero 
users.other (véase Anexo 7). Este nombre será permanente una vez creado el 
certificado y será el mostrado en la lista de usuarios de la herramienta. 
 
• Alias: nombre del propietario del certificado. Este será el mostrado en la lista de 
usuarios, de esta forma podrán localizarse varios certificados que pertenezcan a la 
misma persona física. Este parámetro no es incluido por OpenSSL en el 
certificado, sino que sólo es un campo propio de nuestra herramienta. 




• Password: clave con la que codificamos la clave privada del certificado. También 
será la clave de exportación de los archivos P12. 
 
• Email, grupo, Nombre PC: información añadida por nuestro sistema de apoyo. 
Estas no serán incluidas en el certificado generado por OpenSSL, sino que sólo 
serán campos propios de nuestra herramienta y se añadirán como comentarios en 
el fichero users.other (véase Anexo 7). 
 
• Fichero Certificado: este parámetro indica el fichero .P12 del certificado del 
cliente seleccionado. Este parámetro no puede modificarse y viene dado por el 
sistema de apoyo una vez generado el usuario. Se usara el CN del certificado 
como nombre del archivo P12. 
 
• Autenticación: este comando podrá tener el valor EAP-TLS o rejected. Este 
campo modificará el fichero users.others de FreeRadius, situando la 
autenticación como EAP-TLS (autenticación permitida mediante certificado) o 
rejected (autenticación no permitida, aun con certificado válido). Véase Anexo 7. 
 
• Días / Fecha: comandos con los cuales determinar la duración de validez del 
certificado (puede introducirse validez entre dos fechas o validez, en días, desde 


















 Figura III-8 Propiedades Certificado 
 
Tanto la información como los botones habilitados dependerán de la acción seleccionada 
con la que ha sido abierta la ventana. Seguidamente describimos las diferentes 
visualizaciones de la ventana según la acción a realizar: 
 
• Nuevo: al crear un nuevo certificado se nos mostrará la ventana con los campos 
vacíos, excepto el de serial que será el número de serie que OpenSSL indique 
como número de serie del siguiente certificado a generar. También se mostrará 
por defecto la fecha de inicio y la fecha de fin, que indicarán un certificado válido 
durante un mes desde la fecha actual. En esta ventana tendremos la posibilidad de 
rellenar los siguientes campos: Nombre, Alias, Password, email, Grupo, Nombre 
PC, Autenticación, días. 
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• Editar: al editar un certificado hay campos los cuales no podemos modificar ya 
que son propios y fijos del certificado. Los campos habilitados para ser 
modificados serán: nombre, email, Grupo, NombrePC, autenticación. 
 
• Borrar: al borrar un certificado todos los campos estarán deshabilitados para su 
modificación. Al hacer OK en esta ventana se nos pedirá la confirmación de 
borrado. 
 
• Buscar: en la ventana todos los campos de texto estarán vacíos. La búsqueda 
podrá ser realizada en cualquiera de los campos del registro de certificado de la 
herramienta. Al lanzar la búsqueda se cerrará la ventana y se abrirá la ventana 
resultado de búsqueda. 
 
Los botones de la parte inferior de la ventana permitirán aceptar o cancelar la acción. Los 
botones con las flechas permitirán movernos al anterior o siguiente certificado según la 
lista presentada. 
  
Ventana resultado búsqueda. 
La ventana de resultado de búsqueda incluirá la lista de certificados que coincida con los 
criterios de búsqueda. La lista tendrá las mismas propiedades que la lista de la ventana 




En la pestaña 2 estarán recogidas las opciones básicas de configuración de FreeRadius y 




Figura III-9 Pestaña 2 
 
- Clientes AP 
En la primera línea tendremos los clientes AP del servidor RADIUS . Recordemos 
que los clientes AP hacen de intermediario entre la petición de acceso enviada por 
el usuario inalámbrico y el servidor RADIUS. En nuestro caso serán los AP. El 
cliente AP no necesita un certificado.  
 
En el combo de esta opción aparecerá como primer elemento Nuevo cliente, lo 
cual nos permitirá configurar un nuevo cliente AP. Si se despliega la lista, 
aparecerá la lista de clientes AP, si los hubiese, los cuales podrán ser modificados 
mediante una ventana al seleccionarlos  y hacer clic sobre el botón configurar. 




La ventana de configuración del cliente AP nos pedirá el nombre del AP, la IP y 
el secreto compartido entre el AP y el servidor RADIUS . 
 
- Seguridad 
En esta línea se mostrará un combo con las diferentes posibilidades de seguridad 
que ofrece RADIUS . En este proyecto sólo se contempla la seguridad EAP-TLS, 
con lo que las otras no serán contempladas. 
 
Al hacer click en configurar se abrirá una ventana para cambiar las opciones de 
seguridad. En el caso de EAP-TLS, estas opciones serán las opciones encontradas 
para EAP-TLS en el fichero de configuración de FreeRadius, eap.conf (véase 
Anexo 7). Las opciones mostradas serán las siguientes: time_expire, 
cisco_accounting_username_bug, private_key_password, certificate_file, 
CA_File, dh_file, random file, fragment size, check_cert_cn. 
 
Estas opciones de seguridad no deberán ser modificadas, a menos que sea 
necesario. Esta configuración del fichero eap.conf se realiza más por razones de 
depuración que de funcionalidad de la herramienta. 
 
- Autoridad Certificadora 
En esta línea se mostrará el nombre de la entidad certificadora que usamos para 
generar nuestra estructura. De no haber CA el campo aparecerá vacío. 
 
El botón “configurar” abrirá la ventana de configuración de certificado de la CA, 
con la cual podremos generar una nueva CA en caso de que no exista, o ver los 
datos y  borrar la que exista. 
 
- Certificado de servidor 
Esta línea será idéntica a la línea de la autoridad certificadora, pero en este caso se 
mostrará el nombre del certificado de nuestro servidor FreeRadius.  
 
El botón configurar abrirá la ventana de configuración del certificado de servidor 
que servirá para generar un nuevo certificado de servidor en caso de que no 
exista, o ver los datos del actual en caso de que exista. 
 
Ventana de configuración certificado CA/servidor 
La ventana de configuración del certificado de servidor o de CA será idéntica, con la 
única diferencia que en el caso de la ventana de servidor, el nombre estará fijado y será 
servidor, ya que el certificado de servidor se supone no debe salir de la maquina que 
actúa como servidor (ya que es ahí donde esta también FreeRadius, que es quien necesita 
dicho certificado). 
 




Figura III-10 Ventana de configuración certificado CA/servidor 
 
Como podemos ver en Figura III-10 dispondremos de los campos siguientes: 
 
 · Nombre: common name de la CA. 
 
· Password: contraseña de codificación de la clave publica del certificado. En el 
caso de la CA, esta contraseña será almacenada en el fichero codificado de 
contraseñas y solo será requerida cuando queramos suprimir la CA. 
 
· País, región y ciudad: son parámetros propios del certificado de la CA y 
servidor que serán incluidos de manera permanente en este certificado.  
 
· Días: indicaremos la cantidad de días que será válido a partir del día en que es 
generado el certificado. 
 
 
Barra Inferior de botones 
 





El botón Start lanzará el servicio freeradius sin ningún comando adicional. El botón 
Stop parará el servicio si freeradius estaba en ejecución. Debajo de estos botones se 
añadirá un indicador para mostrar si el servicio está parado o esta en marcha. 
 
Al cerrar la herramienta, el estado del servidor FreeRadius no será modificado, así que 
podremos cerrar la herramienta y dejar el sistema en completo funcionamiento. 
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5.3 Flujo de procesos 
Para realizar la implementación del software también necesitamos una guía de como 
deben realizarse cada uno de los procesos descritos en el área funcional. Aquí 
mostraremos una descripción y los esquemas de los diferentes procesos que deberemos 
programar.  
 
Estos procesos incluyen los métodos descritos en los anexos de configuración de 
OpenSSL y FreeRadius. De esta manera los procesos quedan totalmente descritos y 
determinados.  
 
La implementación y la transcripción a código partirán de estos esquemas. Cada uno de 
estos esquemas podrá ser completado con las definiciones funcionales, las cuales 
incluyen la parte gráfica de la herramienta y de funcionamiento de la misma.   
 
 
Figura III-11 Símbolos para los describir los flujo 
 
5.3.1 Procesos primarios 
Secuencia inicio 
El inicio de la herramienta se hará al hacer doble click en el icono de la herramienta. Éste 
lanzará el sistema de apoyo usando la maquina virtual JAVA instalada. 
 
El primer proceso que se lanzará será el de la configuración inicial de la herramienta la 
cual realizará los siguientes procesos: 
 
• Lectura del fichero de configuración: el fichero de configuración de la 
herramienta será un fichero donde se incluirán diversos valores que pueden ser 
modificados por el usuario como puede ser la ruta del directorio de trabajo. Este 
fichero tendrá el nombre del parámetro precedido por el carácter “>” e, 
inmediatamente debajo, el valor asignado a ese campo. De esta manera el 
software podrá disponer de un fichero variable donde dejar datos de 
configuración. Este fichero, que llamaremos GUI.conf, junto con los campos 
necesarios para el sistema de apoyo lo podemos ver en el Anexo 9. 
 
• Inicialización de variables: después de la lectura del fichero de configuración, ya 
estaremos en disposición de crear las variables globales referentes a las rutas o 
paths que van a ser usadas.  
 
• Comprobación de ficheros: debido a la necesidad de modificar algunos ficheros 
de FreeRadius, deberemos comprobar si estos ficheros existen y si tenemos 
permisos sobre ellos. Deberemos comprobar que los ficheros users y clients 
de FreeRadius incluyan en su primera línea un include que permita extender 
estos ficheros a los ficheros users.others y clients.others. 
 
• Creación de la estructura de certificados: la estructura de carpetas descrita en 
este documento será creada la primera vez que se lance el sistema de apoyo y 
cada vez que se cree una nueva CA. La herramienta deberá comprobar la 
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existencia de los directorios y de ficheros como extensions o dh, y en su 
defecto, crearla. 
 
Una vez dispongamos de la configuración básica y sabiendo que tenemos la estructura 
necesaria para el funcionamiento de la herramienta, lanzaremos los procesos avanzados 
de inicialización. Estos procesos avanzados de inicialización serán los que ya sólo hagan 
referencia a la gestión de la herramienta propiamente dicha. Los procesos a realizar serán 
los siguientes: 
 
• Lectura de fichero eap.conf: la lectura de este fichero se realizará para conocer 
los valores de las variables de configuración de este fichero. Estos valores serán 
presentados al usuario en la ventana de configuración de dicho fichero. 
 
 
• Lectura de clients.other: la lectura de este fichero se realizará para conocer los 
clientes existentes AP en FreeRadius. Los clientes serán presentados en la 
ventana de configuración de clientes de la herramienta. 
 
 
• Decodificación del fichero user.pass: la primera vez que se inicialice la 
herramienta se pedirá la introducción de una contraseña de administración, la 
cual servirá de semilla para cifrar el fichero users.pass mediante un triple DES 
(el cifrado de este fichero deberá usar la librería javax.crytpo). Si el usuario ya 
había introducido una contraseña de administración, se pedirá la introducción de 
la contraseña para proceder a la comprobación de su validez y al descifrado del 
fichero de contraseñas. Una vez validada la autenticidad del administrador, se 
leerá el fichero de contraseñas users.pass el cual proporcionará las contraseñas 
de usuario y de la CA. Esta última nos servirá para dar al sistema de apoyo el 
permiso para firmar certificados mediante OpenSSL. 
 
 
• Lectura de certificados: este proceso leerá los subjects (o conjunto de parámetros 
del certificados) de todos los certificados del sistema (CA, servidor, usuarios) 
colocando sus características en las variables correspondientes para ser 
recuperados por la herramienta cuando sea necesario. Además debe realizar otras 
comprobaciones como la caducidad de los mismos (cosa que permitirá a la 
herramienta presentar al usuario los certificados caducados o aún no validos de 
manera distinta)  
 
La Figura III-12 representa el proceso a seguir. 




Figura III-12 Secuencia inicio 




El primer paso para tener operativo el sistema de seguridad será la creación de la CA. La 
ventana de creación de la CA pedirá los datos necesarios para poder generarla mediante 
OpenSSL. 
 
El proceso de generación de la CA se centrará en los comandos de generación de la CA 
descrito en el Anexo 5. Para poder ejecutar este comando deberemos realizar unos pasos 
previos y otros posteriores para asegurar que la generación es correcta: 
 
• Obtención de datos y comprobación: el usuario será el que introduzca diversos 
datos necesarios para la generación como el CN, la validez o la procedencia. La 
herramienta deberá comprobar que estos datos son datos válidos en cada campo y 
que no incluyen ningún carácter prohibido (como podría ser la letra “ñ” o el 
carácter “#”). 
 
• Generación de la CA: mediante un conjunto de órdenes programadas para 
interactuar con OpenSSL, deberá crearse la CA y comprobar que se ha generado 
de manera correcta. 
 
• Actualización de variables y fichero de contraseñas: cuando generemos la nueva 
CA, su contraseña deberá ser almacenada en el fichero de contraseñas para 
poderse usar de manera segura en el futuro. Para seguir con la correcta ejecución 
de la herramienta, esta deberá actualizar las variables del sistema de apoyo para 
contemplar la generación de la nueva CA. 
 
• Creación de la CRL: Cada vez que creemos una nueva CA deberá ser generada 
una lista de certificados revocados, aunque esta esté vacía. Esta lista se depositará 
en el repositorio correspondiente (véase Anexo 8) 
 
• Actualización de la información en las ventanas: Para mostrar al usuario la 
correcta generación de la CA, sus datos serán mostrados en la ventana. El log de 




El proceso puede verse en la Figura III-13. 
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Figura III-13 Creación de la CA 




El borrado de la CA debe significar la eliminación completa en el sistema de todo lo que 
esta CA haya generado. Esto significa que al eliminar la CA también se eliminaran los 
certificados de usuario, así como las preferencias de FreeRadius. Para evitar problemas 
de seguridad el sistema de apoyo borrará toda la estructura directamente del repositorio 
compartido.  
 
El proceso de borrado se realizará de la siguiente manera: 
 
• Confirmación de eliminación: dado que la eliminación de la CA significa la 
pérdida total de la información será por seguridad demandada la introducción de 
la contraseña con la que se creó la CA. Ésta será una manera de poder disponer de 
administradores del sistema de certificados sin la capacidad de borrado de la CA. 
 
• Borrado del sistema de certificados: esto borrará la CA y todo lo que este 
contenido en la carpeta certificados del repositorio común. También eliminara 
los ficheros users.other, clients.other y users.pass, porque ya no serán 
necesarios para la siguiente CA. 
 
• Reinicio de la aplicación: debido a que el cambio en el sistema implica a la 
mayoría de las variables globales y ventanas de usuario, se volverá a lanzar el 
proceso de inicialización de la herramienta la cual actualizará todas las variables 
y creara de nuevo toda la estructura de certificados. 
 
El proceso lo podemos ver en la Figura III-14. 
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Figura III-14 Borrado de la CA




Creación certificado servidor/usuario 
La creación de certificados, tanto de usuario como de servidor, será similar en la mayoría 
de pasos. Las diferencias más importantes en cuanto a OpenSSL son que el certificado de 
servidor deberá ser generado con extensiones diferentes al certificado usuario (véase 
Anexo 4). En cuanto al sistema de apoyo, estas diferencias serán que el certificado 
servidor no se incluirá en el vector de certificados que contendrá los objetos “usuario”. 
Este objeto fue definido en el apartado 4.1 de la PARTE III y, como dijimos, no sólo 
contendrá el certificado, sino que tendrá información complementaria como nombre 
completo de usuario, grupo, autenticación, nombre del PC, e-mail y contraseña.  
 
Describimos el proceso en los siguientes pasos: 
 
• Ventana de introducción de datos: la ventana de introducción de datos será 
diferente para el caso de servidor y el caso de usuario (como indica el apartado 5.2 
Diseño funcional). En el caso de la ventana de usuario se incluirán campos que 
serán usados en la lista de usuarios de OpenSSL, users.others. En el caso del 
certificado de servidor, el campo CN vendrá predefinido como “servidor”. Una 
vez introducidos los datos estos deben ser chequeados para evitar que contengan 
caracteres inválidos o que no sean del formato requerido. Otra comprobación 
importante a realizar será la duplicidad del CN: el CN no podrá ser duplicado, 
con lo que no será posible crear dos certificados con el mismo CN. 
 
• Creación de petición: este es un paso intermedio antes de generar el certificado 
que el usuario no verá. Aquí se generará un archivo del tipo PEM el cual 
contendrá los datos del certificado, así como la clave pública y privada.  Este 
paso intermedio antes de crear el certificado es introducido así por si en futuras 
versiones se deseara crear la petición de otra manera (por ejemplo de manera 
externa). La manera de generar una petición queda descrita en el Anexo 5, 
teniendo en cuenta que las extensiones de uso de certificado son diferentes para 
servidor y para usuario. 
 
• Firma de la petición: el firmado de la petición implica que OpenSSL firmará la 
petición de certificado con la clave privada de la CA. Este paso es el centro de la 
generación de un certificado y queda descrito en el Anexo 5. 
 
• Recolocación de ficheros en los repositorios: al generar el certificado en los 
diferentes formatos, debemos colocar estos en su repositorio correspondiente 
(véase Anexo 8). 
 
• Actualización de ficheros: una vez generado el usuario de manera correcta 
deberemos introducir la clave en el fichero users.pass. Además, para que el 
usuario sea reconocido por FreeRadius deberá introducirse de la manera 
adecuada en el fichero users.other (véase Anexo 7). 
 
• Rehash: Aunque no es estrictamente necesario, al crear un fichero siempre 
realizaremos un rehash de seguridad para actualizar la lista de certificados 
revocados (véase revocación de un certificado en el Anexo 5).  
 
La Figura III-15 nos muestra el proceso aquí descrito. 




Figura III-15 Creación certificado servidor/usuario




Borrado certificado servidor/usuario 
El borrado para un certificado de servidor o uno de usuario será similar. La diferencia 
radica en que en el borrado del servidor no se deben actualizar la lista de certificados, 
sino que se debe actualizar la ventana que muestra las propiedades del servidor. 
 
El proceso queda descrito de la siguiente manera: 
 
• Ventana de información: tanto en el certificado de usuario como el de servidor, se 
mostrará la ventana de generación del certificado, pero con los campos rellenados 
con la información del mismo y los campos de texto deshabilitados a la edición. 
En el caso de los certificados de usuario debemos tener en cuenta que aparecerán 
los botones de desplazamiento, los cuales permitirán seleccionar el certificado 
inmediatamente anterior o posterior. El botón borrar no borrará inmediatamente 
el certificado sino que pedirá la confirmación del borrado. 
 
• Revocación del certificado: el primer proceso para la eliminación será la 
revocación del certificado. Recordemos que esta se realizará para marcar el 
certificado como inválido y para poderlo incluir más tarde en la CRL. La 
revocación se realizará mediante la CA y el archivo PEM del certificado a 
revocar (véase el Anexo 5). 
 
• Borrado de ficheros y actualización de datos: el fichero revocado será copiado al 
repositorio correspondiente (véase Anexo 8), mientras que los ficheros antiguos 
(PEM, DER, P12) serán eliminados del sistema. Una vez eliminados los ficheros 
también se modificarán users.other y users.pass para eliminar el usuario del 
registro de FreeRadius y actualizar el fichero de contraseñas del sistema de 
apoyo. 
 
• Actualización del la CRL: finalmente realizaremos un rehash del repositorio de la 
CRL donde se encontrarán todos los ficheros en formato PEM de los certificados 
revocados. Al generar la nueva CRL ésta sobrescribirá la antigua con la nueva 
versión de la CRL (véase Anexo 8). Su periodo de validez sera el mismo que el de 
la CA. 
 
La Figura III-16 nos muestra el proceso aquí descrito 
 
 





Figura III-16 Borrado certificado servidor/usuario 




Edición certificado usuario 
La modificación de la información incluida en los certificados sólo se contempla en el 
caso de los objetos “usuario”. La información modificable en este tipo de objetos sólo 
será posible en cuanto a los  campos que no están incluidos en el certificado físico. Sólo 
determinados campos podrán ser modificados, ya que las propiedades firmadas por 
OpenSSL son fijas (CN, fechas de validez, procedencia y contraseña). Los campos 
modificables serán el nombre del usuario, el e-mail, el PC, el grupo y el tipo de 
autenticación. 
 
El proceso queda descrito de la siguiente manera: 
 
• Ventana de modificación: Esta ventana quedo definida en el diseño funcional de 
la aplicación. Recordamos que la ventana de propiedades de certificado sólo debe 
mostrar como modificables aquellos campos que puedan ser editados. En este 
caso esta ventana también debe disponer de los botones de desplazamiento, los 
cuales permitirán seleccionar el certificado inmediatamente anterior o posterior. 
Al hacer click en modificar se deberán comprobar de nuevo los datos pare evitar 
que el usuario introduzca caracteres prohibidos o datos en otro formato. Una vez 
pulsado el botón “modificar” se iniciara el proceso de modificación, para el cual 
no se pedirá confirmación.  
 
• Proceso de modificación: Los objetos “usuario” serán objetos java y estos 
deberán estar en un vector. La forma más sencilla para actualizar el objeto de un 
vector será borrarlo y volverlo a crear con las características nuevas. El proceso 
debe realizarse así, ya que de esta manera, se mantiene la modularidad del 
sistema de apoyo (en futuras versiones podría ser interesante que la modificación 
pudiera volver a crear un certificado y, consecuentemente, todas las 
características serían editables). Por lo tanto el proceso de modificación debe 
eliminar el certificado dentro del vector de certificados, comprobar del orden de 
introducción en el vector (donde se ha de posicionar el nuevo certificado dentro 
del vector) y la inserción de este certificado en el vector. 
 
• Modificación fichero users.other: La información modificable de usuario está 
almacenada en el fichero users.other, por lo tanto, sólo deberemos modificar 
este fichero. 
 
• Actualizar datos visuales: Deberemos actualizar los datos mostrados en la lista de 
usuarios de la ventana principal, así como los de la ventana de propiedades del 
certificado mostrada en ese momento (la cual debe indicar los nuevos valores de 
los parámetros modificados). 
 
Como podemos ver, este proceso, al no operar sobre certificados físicos no deberá usar 
las funciones OpenSSL. 
 









Figura III-17 Edición certificado usuario 




Creación, modificación y borrado cliente AP 
La gestión de los clientes AP debe ser similar a la gestión de los objetos usuario. En  este 
caso también se debe crear un vector de objetos cliente AP. Estos objetos contendrán las 
características del cliente. En este caso la gestión de clientes AP no necesita de ninguna 
actuación de OpenSSL, ya que sólo hacen referencia a FreeRadius. 
 
Para la gestión de clientes AP no dispondremos de una lista visible, sino de un botón tipo 
combo, en el cual al hacer click, se nos mostrarán todos los clientes AP creados. Por lo 
tanto, el proceso de creación y modificación de un nuevo cliente AP partirá del mismo 
botón combo. 
 
El proceso queda descrito de la siguiente manera: 
 
• Selección de la acción a realizar: El combo deberá mostrar la lista de clientes AP 
y añadirá un elemento llamado “nuevo cliente”. Si seleccionamos el nombre de 
un cliente AP ya creado, al hacer clic en el botón de configuración se abrirá la 
ventana con los campos del cliente. Si, en cambio, elegimos “nuevo cliente” se 
debe abrir la misma ventana pero con los campos en blanco, para realizar la 
introducción de datos del nuevo cliente.  
 
• Modificar: Al modificar un objeto cliente AP se debe generar un nuevo objeto 
cliente AP con la información introducida por el usuario (previa comprobación). 
Seguidamente se eliminará el objeto cliente con los datos antiguos y se 
reintroducirá el nuevo cliente.  
 
• Borrar: La opción borrar puede ser un caso particular del método modificar, el 
cual modifique un cliente existente por otro con los datos en blanco. 
 
• Añadir: En el caso de “añadir nuevo” debe ser similar al de modificar, pero en 
este paso no será necesaria la eliminación previa de un certificado. Nuestro 
sistema de apoyo deberá coger los datos introducidos por el usuario (previa 
comprobación) y crear el nuevo objetos insertándolo en el vector de clientes AP.  
 
• Modificación de clients.other: Para dar de alta al nuevo cliente AP o modificar el 
ya existente deberemos introducir o modificar los datos en el fichero 
clients.other.  
 
En la Figura III-18 siguiente podemos ver el proceso aquí descrito:  
 




Figura III-18 Creación, modificación y borrado cliente AP 




Exportación de datos 
El proceso de exportación deberá extraer la información del sistema de apoyo en un 
formato portable, seguro y capaz de ser recuperable.  
 
Como dijimos en la definición funcional, existirán dos métodos de exportación: 
 
· Exportación de toda la estructura: Se copiará la carpeta certificados 
(incluyendo subdirectorios), así como los archivos users.others, 
clients.conf y users.pass. Esta estructura se incluirá en un archivo el cual 
debe ser comprimido y cifrado. El cifrado debe realizarse con el algoritmo triple 
DES y con una clave de tamaño fijo para el cifrado, pero variable para el usuario 
(se sugiere usar el algoritmo MD5 para generar una passphrase a través de la 
contraseña variable de exportación). El fichero, una vez cifrado, sólo podrá ser 
recuperado conociendo la contraseña de cifrado. Para realizar la compresión de 
datos se utilizaran las librerías de JAVA java.util.zip y para el cifrado deben 
ser usados métodos basados en la librería javax.crytpo. 
 
· Exportación de usuarios: Este método exportará sólo los datos de los usuarios a 
un fichero Excel con el formato de columnas expuesto en el diseño funcional. Por 
seguridad se debe dar opción a exportar los usuarios sin añadir las contraseñas de 
los ficheros .P12. Para realizar las gestiones con ficheros Excel se usara la librería 
externa org.apache.poi la cual proporciona métodos para trabajar con este tipo 
de ficheros. 
 
Como hemos comentado, con tal de realizar estas acciones se han elegido las librerías 
nombradas, java.util.zip, javax.crytpo y org.apache.poi, en las cuales se 
encuentran los métodos básicos para crear y manipular ficheros comprimidos y ficheros 
Excel. Se deberán desarrollar métodos complejos que realicen las funciones deseadas y 
usarlos como drivers o interfaces entre nuestra aplicación y las librerías. 
 
En la Figura III-19 se muestra el proceso aquí descrito.  




 Figura III-19 Exportación de datos 




Importación de datos 
El proceso de importación será similar al de exportación pero de manera inversa. En este 
caso también dispondremos de la importación completa y la importación de usuarios: 
 
• Importación de toda la estructura: En este caso el primer paso será el descifrado 
y descompresión del fichero (mediante métodos basados en java.util.zip y 
javax.crytpo). Recordamos que para el descifrado necesitaremos la contraseña 
con el que fue cifrado al exportarlo. La importación de toda la estructura 
comportará la importación de la mayoría de los elementos del sistema: tanto los 
ficheros users.others, clients.conf y users.pass, como la estructura de 
certificados la cual contendrá la CA y los certificados generados (sin ningún tipo 
de modificación). Así pues, para poder realizar esta importación el sistema de 
apoyo no deberá disponer de CA creada. Cuando la información esté disponible, 
se copiará en los destinos pertinentes y finalmente se reiniciará el sistema de 
apoyo para recargar el sistema. En el caso de existir una CA, este proceso no 
podra ser realizado a menos que eliminemos la CA previa. 
 
• Importación de usuarios: la exportación de usuarios generará un fichero Excel 
con una estructura determinada (puede verse en el Anexo 13). El fichero deberá 
contener, por lo menos de cada usuario: el nombre, alias, contraseña, 
autenticación y fechas de validez. Los otros parámetros serán opcionales. Por lo 
tanto al realizar la importación primero deberemos usar la librería 
org.apache.poi para leer el archivo Excel y recuperar los datos. Seguidamente 
comprobaremos que no falta ningún dato obligatorio e iremos generando 
automáticamente uno a uno los certificados. Si hay error se informará al usuario 
mediante el log (esta importación necesitará que haya una CA creada). La 
importación de estos certificados no deberá modificar certificados existentes en el 
sistema, sino que los certificados importados deben ser añadidos a los existentes. 
Si hay certificados repetidos, prevalecerá el que ya existe en el sistema de apoyo 
informando al usuario de la repetición del certificado. 
 
 
En la Figura III-20  podemos ver el proceso aquí descrito: 
 




Figura III-20 Importación de datos 




5.3.2 Procesos secundarios 
Aquí definiremos los procesos de de las funciones restantes, que no por ser secundarias 
serán menos importantes. Estas funciones han sido consideradas secundarias dado a que 
no son básicas para el cumplimiento de los requerimientos del sistema y quedarán sujetas 
a los procesos antes descritos. El proceso de estas funciones puede verse modificado a 
causa de las necesidades de las funciones primarias, con lo cual no es posible establecer 
un proceso completamente definido para estas funciones secundarias. 
 
Seguidamente describimos los procesos de estas funciones: 
 
- Gestor de FreeRadius: Los botones referentes a FreeRadius de la ventana de nuestro 
sistema de apoyo deberán seguir el proceso siguiente: 
 
• Start: Si FreeRadius no ha sido lanzado, ejecutará el comando freeradius. 
Si FreeRadius está iniciado no realizará ninguna acción. 
 
• Stop: Si FreeRadius ha sido iniciado, buscara el PID del proceso freeradius 
y ejecutara el comando killpid seguido del PID para cancelar el proceso. Si 
FreeRadius no ha sido iniciado no realizará nada. 
 
• Reload: Si FreeRadius ha sido iniciado realizará primero la acción de Stop y 
seguidamente la función Start. Si FreeRadius no ha sido iniciado no realizará 
ninguna acción. 
 
- Menú herramientas  
 
• Lanzar radius: Esta función lanzará en una ventana de comando el proceso 
freeradius de depuración, dando la posibilidad al usuario de ver si 
FreeRadius muestra algún error. El proceso lanzado será freeradius –X -A. 
Al cerrar la ventana el proceso freeradius será cerrado automáticamente. 
 
- Menú herramientas  
   
• Cambiar password de administración: Para cambiar la contraseña de 
administración deberemos descifrar el fichero users.pass, buscar la 
contraseña actual de administración en dicho fichero, eliminar esta contraseña 
en el fichero y escribir la nueva. Una vez finalizado el proceso se volverá a 
codificar el fichero con la nueva contraseña.  
 
- Menú Ver:  
 
• Borrar log: función que eliminará el contenido de la variable de texto del log. 
 
• Recuperar ventana del log: Si la ventana del log fue cerrada, esta opción la 
volverá ha hacer visible, manteniendo el texto del log que se ha generado 
hasta el momento (si no se había borrado antes). 
 
- Menú Ver:  
• Ver CRL: función que mostrará la CRL. Esta función deberá comprobar la 
existencia de la CRL y, si es así, ejecutar el comando de OpenSSL definido en 
el Anexo 5




6  Desarrollo del sistema de apoyo  
6.1 Escenario de desarrollo 
Para poder desarrollar el sistema de apoyo, será necesario montar un escenario completo 
con todos los componentes del sistema, además de los componentes externos (usuarios y 
AP’s). 
 
Utilizaremos dos entornos de trabajo. En primera instancia se ha definido un entorno 
basado en Windows debido a que muchos manuales JAVA usan este sistema. Una vez 
completado el aprendizaje, usaremos un sistema basado en Linux para facilitar la 
integración al sistema definitivo. Además, de la experiencia obtenida con los manuales 
JAVA, hemos concluido que para desarrollar las interfaces gráficas con un editor grafico 
es necesario el uso de Windows, ya que el editor grafico en Linux trabaja de manera muy 
lenta al editar interfaces gráficas.  Por ellom para evitar tener que disponer de máquinas 
físicas para los distintos entornos, se usará maquinas virtuales mediante VMWare. 
 
Seguidamente indicaremos los componentes usados en nuestro escenario. Una vez 
determinados estos componentes, mostraremos la arquitectura del sistema y su 
configuración básica sobre la cual se realizará el desarrollo. 
6.1.1 Entorno Inicial 
El entorno inicial estará basado en Windows y en él se realizarán las primeras pruebas de 
manejo de JAVA. También se confeccionarán las interfaces gráficas del sistema de 
apoyo, dado los editores JAVA para clases visuales son más rápidos bajo Windows: 
 
Componentes del entorno: 
 
 Sistema operativo:  Windows XP 
 Versión JDK:  1.5.9 
 Editor JAVA:  Eclipse 3.2.1 
 Máquina virtual:  VMWare 5.4 
 
6.1.2 Entorno de compilación 
El desarrollo de la mayoría de clases se hará bajo Linux ya que el sistema de apoyo 
deberá funcionar en este entorno. Para comprobar todas sus funcionalidades será 
necesaria la ejecución parcial del código. La compilación definitiva del sistema de apoyo 
también se hará en este entorno: 
 
Componentes del entorno: 
 
 Sistema operativo:  Xubuntu 7.1012 
 Versión JDK:  1.5.14 
 Editor JAVA:  Eclipse 3.2 
                                                 
12
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se posean los otros componentes (OpenSSL y FreeRadius) y la maquina virtual JAVA. 
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 Máquina virtual:  VMWare 5.4 
 
 
Debido a que este entorno será sobre el que se realizará la compilación y sobre el cual 
funcionará el sistema definitivo, añadiremos a este entorno los componentes del sistema 
y los clientes externos al sistema: 
 
- OpenSSL: La versión usada será la 0.9.8e, la cual ya está integrada en Xubuntu 
7.10. Debido a que OpenSSL es un proyecto bastante estable y ha cambiado poco 
en los últimos años [38], es probable que nuestro sistema de apoyo sea compatible 
con siguientes versiones de OpenSSL (incluso con versiones anteriores a la aquí 
definida). 
 
- FreeRadius: Se usará la versión 1.1.6 de FreeRadius la cual necesitará ser 
compilada con los módulos que le permitan soportar la autenticación EAP-TLS. 
Versiones anteriores a la 1.1.3 no pueden ser compiladas en Ubuntu con este 
módulo. 
 
- Punto de acceso: Para montar nuestro sistema haremos servir un punto de acceso 
Linksys modelo WRT54GL con el firmware DD-WRT .v24 [39]. El firmware  DD-
WRT (el cual no es propio de este dispositivo) no es estrictamente necesario, ya 
que el firmware  original de Linksys soporta lo necesario para ser usado en el 
sistema. Aún así, el firmware  DD-WRT tiene otras ventajas muy útiles que 
incrementaran sus posibilidades y su manejabilidad, como la capacidad de trabajar 
mediante comandos (por consola) o la de definir varias VLAN en sus interfaces de 
red. Incluso, mediante DD-WRT podemos definir varios SSID’s con diferentes 
métodos de autenticación usando un solo punto de acceso, característica que puede 
ser útil para la implementación de nuestro sistema. 
 
- Usuario: Como usuario usaremos un PC con sistema operativo Windows XP. Sólo 
será necesario que tenga instalado la actualización de Microsoft Service Pack 2, ya 
que sin este parche es posible que el driver de la tarjeta inalámbrica no soporte la 
autenticación EAP-TLS. 
 
6.1.3 Arquitectura final del sistema 
La arquitectura puede definirse en los apartados de requerimientos, diseño o desarrollo. 
Si se define en los apartados iniciales, ésta queda como un requerimiento difícil de 
cambiar.  
 
En este documento se ha decidido que la arquitectura del sistema puede cambiar durante 
el desarrollo para conseguir los requerimientos. Por lo tanto, esta no ha podido ser 
determinada en una fase más temprana. Por esa razón la arquitectura ha sido incluida en 
este apartado de desarrollo, fase en la cual las modificaciones no serán tan complicadas 
de realizar (recordemos que modificar algún concepto en fases anteriores como en la de 
los requerimientos implicaría una revisión de las fases siguientes). 
 
Seguidamente, y basándonos en el apartado 1.2.2 Definición de la arquitectura de red, 
describiremos la arquitectura del sistema final (véase Figura III-21 Arquitectura de red) 
 











- Usaremos un direccionamiento privado del tipo 192.168.x.x. Al ser un sistema 
diseñado para redes pequeñas usaremos una mascara de 24 bits 
• Red: 192.168.20.0 




• Requisitos mínimos: Pentium III, tarjeta de red, 256 RAM, pantalla, 
teclado, ratón. Al ser el sistema un liveCD no será necesario el disco duro, 
aunque es recomendable si quiere almacenarse algun dato. 
 
- Sistema operativo servidor 
• Xubuntu 7.10 (Gutsy Gibon).   
 
- Dirección IP  
• 192.168.20.5 
 
- Gestor de certificados 
• OpenSSL versión 0.9.8e 
 
- Servidor de autenticación RADIUS  
• FreeRadius versión 1.1.6 
 
- Sistema de Apoyo 
• Se encontrará en la carpeta GUI dentro de FreeRadius. 
 
- Maquina virtual 
• Java 1.5.14  
 
Punto de Acceso  
- Hardware  
• Router inalámbrico que soporte el estándar 802.11i (aquí se usará Linksys 
WRT54GL) 




- Dirección IP  
• 192.168.20.2 
 
- Seguridad  




• Tarjeta inalámbrica 802.11 con soporte 802.11i 
  
- Software 
• Drivers y herramienta de configuración para la tarjeta inalámbrica con 
soporte 802.11i. En caso de usar Windows XP SP2 como SO en el PC 
cliente podemos utilizar la propia del sistema, la cual la soporta 802.11i. 
De no ser esta versión de Windows deberemos instalar parches para 
compatibilidad con 802.11i, o el software propio de la tarjeta inalámbrica) 
 
- Dirección IP 
• 192.168.20.50 
6.2 Definición de clases 
Confeccionaremos las clases basándonos en la organización vista en el apartado 5.1 
Organización del sistema. Para facilitar la implementación de las clases, el esqueleto 
conceptual previsto en el cual queremos que sean organizadas las clases JAVA será el 
mostrado en la Figura III-22. 
 
Interfaz de usuario 
Estas clases deberán ser meras interfaces con el usuario y sólo incluir código relacionado 
con las funcionalidades gráficas. Se dejará la implementación de las funcionalidades de 
gestión para las clases del “Core de la aplicación”. Así pues, las clases de interfaz de 
usuario llamarán a métodos del Core de la aplicación (nunca a métodos del grupo de las 
interfaces). 
 
Como punto de partida se definirá la clase de la ventana inicial (véase Figura III-22), la 
cual debe ser generada la primera e incluirá las pestañas de configuración y de edición de 
certificados, los botones y la barra de menú. Definiremos otras ventas, la de error y la de 
LOG, que serán ventanas independientes las cuales recogerán el estado de la aplicación 
mediante los mensajes enviado por el Core de la aplicación. Estas permitirán informar al 
usuario de los resultados de las acciones realizadas. 
 
Core aplicación 
Este tipo de clases serán las que definan las funcionalidades específicas de nuestro 
sistema de apoyo. Deben implementar las funcionalidades mediante métodos concretos. 
Estas clases recibirán la información introducida por el usuario desde las clases del tipo 
Interfaz para realizar las acciones necesarias. 
 
Como vemos en la Figura III-22 dedicaremos una clase para la gestión de certificados y 
otra clase para la gestión de configuración. La primera gestionará los métodos 
relacionados con OpenSSL y la segunda gestionara los métodos relacionados con 
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FreeRadius. La clase de inicialización debe gestionar todo el proceso de lanzamiento del 
sistema de apoyo. Esta clase deberá tener en cuenta variables a cargar y comprobaciones 
a realizar, así como también procesos necesarios para obtener toda la información 
necesaria para nuestro sistema de apoyo. La clase Importación deberá poseer los 
métodos para cargar toda una estructura guardada en un archivo comprimido y 
codificado, y también para realizar el paso inverso (comprimir y codificar). En las clases 
del Core también incluimos una la clase Utiles donde se depositaran otros métodos que 
usaran varias clases. 
 
El Core de la aplicación será el que genere todos los mensajes de error y los envíe a las 
clases de interfaz de usuario para informar al mismo. También, estas clases serán las que  
utilicen directamente las clases del tipo Interfaz para implementar las funciones 
deseadas. 
 
Finalmente hemos de destacar que el sistema de apoyo debe trabajar con los objetos 
usuario y cliente AP, los cuales contendrán la información útil. 
 
 








Las interfaces serán clases que gestionarán directamente comandos de ejecución. 
También serán llamadas Interfaces a aquellos métodos que, por si solos, no pueden 
realizar una función completa en nuestro sistema de apoyo, pero mediante su utilización 
por parte del núcleo o Core, lleguen a desempeñar la función necesaria [34].  
 
Un ejemplo de la utilización de este tipo de clases lo encontraremos en las interfaces que 
gestiona OpenSSL. Esta clase debe ser un recopilatorio de métodos para gestionar 
certificados, pero será la clase Editor de Certificados del Core la cual será capaz de 
generar un certificado válido para nuestro sistema de apoyo, incluyendo los datos 
necesarios y creando el objeto del tipo usuario. En el caso de FreeRadius, sólo 
necesitaremos modificar ciertos ficheros, con lo que los métodos de gestión se 
englobarán en la clase del tipo Fichero.  
6.3 Implementación del sistema de apoyo  
Esta fase consiste en la escritura del programa según el diseño expuesto. Así pues, para 
la escritura usaremos el apartado 5 Diseño del sistema de apoyo, de donde extraeremos como 
crear las ventanas, que funcionalidades debemos implementar y cual es el flujo de 
procesos de las funcionalidades. El apartado 1 Requerimientos y el apartado 4 Requerimientos del 
sistema de apoyo nos servirán para comprobar que lo desarrollado cumple con lo requerido. 
 
En cada una de las clases desarrolladas quedará descrita su funcionalidad así como los 
métodos que implementa. Esta documentación está disponible en formato JAVA-DOC 
en los ficheros adjuntos a este documento (fichero Archivos_del_proyecto/ 
1_Componentes_del_sistema/3_SistemaApoyo/1_desarroyo/4_JAVA-DOC/index.html o 
icono JAVA-DOC localizado en el escritorio del sistema operativo cargado por el LiveCD). 
 
El resultado de la fase de implementación será un fichero JAVA ejecutable (JAR) el cual 
debe ser generado en el escenario de compilación comentado en el apartado 6.1.2 de la 
PARTE II. La creación del este ejecutable puede verse en el Anexo 10. 
 
Finalmente, para completar el sistema deberemos crear un CD autoarrancable o LiveCD, 
el cual lance Xubuntu e incluya nuestro sistema completo listo para funcionar. La 
creación del LiveCD puede verse también en el Anexo 10. 
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7 Comprobación del sistema  
7.1 Comprobación de funcionamiento conjunto 
Para comprobar el funcionamiento del sistema conjunto realizaremos todo el ciclo que 
debe realizar un administrador para poner en marcha el sistema y dar servicio a los 
usuarios. Los procesos a realizar para comprobar su funcionamiento son: 
• Lanzamiento del sistema de apoyo.  
• Creación de CA. 
• Creación de certificado de servidor y de cliente. 
• Configuración de PC cliente y del punto de acceso  
• Autenticación a la red inalámbrica.  
• Ciclo de exportación completa de la CA, eliminado e importación de la CA  
• Ciclo de exportación de fichero de usuarios, eliminado de varios usuarios, 
importación del fichero de usuarios. 
 
Para la  comprobación del funcionamiento del sistema conjunto una vez implementado, 
deberemos lanzar el servicio FreeRadius con las opciones de depuración (freeradius –X 
–A). De esta manera veremos por pantalla como se realiza la carga del servicio, la 
comprobación de la validez de los certificados de CA y servidor, la autenticación o 
rechazo de una petición de acceso y otros errores que se puedan haber producido, todo 
ello en tiempo real. En el Anexo 11 podemos ver como debe ser una ejecución correcta 
del servidor FreeRadius. 
 
La autenticación de cliente a la red inalámbrica queda registrada en el log de depuración 
de FreeRadius, pudiendo comprobar si el usuario ha sido autenticado o rechazado. Si la 
autenticación es positiva deberemos comprobar que hay conectividad con la red 
inalámbrica desde el equipo del cliente para confirmar que la configuración del conjunto 
es correcta. En el Anexo 12 podremos ver una autenticación correcta. 
 
Durante el desarrollo los errores más comunes reportados por FreeRadius han sido los 
producidos por certificados en mal estado (por ejemplo, certificados de usuarios sin 
clave privada asociada, certificados de servidor sin uso de autenticación de cliente, o 
configuraciones erróneas de alguna ruta en el fichero eap.conf). Estos errores, tanto en 
los certificados como en los ficheros de configuración de FreeRadius, serán reportados 
por FreeRadius parando la inicialización del servicio. El conocimiento de estos errores 
ha sido de gran utilidad durante el proceso de desarrollado de nuestro sistema de gestión. 
 
7.2 Comprobación de requerimientos 
La comprobación de los requerimientos expuestos en el apartado 1.1 de la PARTE III es 
necesaria para confirmar que el sistema funciona según habíamos determinado. 
Seguidamente comentamos como se asumen estos objetivos: 
 
- Seguridad para las comunicaciones inalámbricas: El sistema proporcionará 
autenticación, autorización y control de usuarios gracias al sistema EAP-TLS, que 
usa certificados digitales Además WPA proveerá de una cifrado de datos 
suficientemente robusta en el enlace inalámbrico, evitando posibles intrusiones o 
robos de información. Esto asegura los requerimientos del sistema1, 2 y 3.  




- Facilidad de uso: la topología de la red es sencilla reduciendo el sistema a un 
cliente-servidor, donde el servidor provee de lo necesario al cliente para securizar 
la red (en este caso los clientes son los puntos de acceso y el servidor es nuestro 
sistema). El punto fuerte de la sencillez será que, mediante el sistema aquí 
diseñado, el administrador no necesitara modificar ficheros o realizar 
instalaciones, sino que simplemente necesitará conocer la configuración de red 
para iniciar el sistema. Las ventanas y procesos diseñados para que nuestro 
sistema de apoyo funcione de manera conjunta, rápida y autónoma, facilitarán las 
tareas de gestión, cumpliendo así con los requerimientos 4, 5  y 6. 
 
- Portabilidad: gracias al uso de Linux y al uso de JAVA el sistema será portable 
ya que podremos iniciarlo en cualquier PC mediante un LiveCD. La 
configuración del sistema también podrá ser realizada en cualquier otro lugar, 
para luego importarla en la localización. Con ello evitamos la configuración del 
sistema en el lugar donde va a ser usado. Todo esto cumple con los 
requerimientos 7, 8 y 9. 
 
- Coste 0: como vemos el sistema operativo y software utilizado son gratuitos. El 
sistema que aquí se diseña es considerado de coste 0 ya que, al usar directamente 
otro software GNU, esta también estará bajo las normas de GNU, con lo cual el 
usuario no deberá pagar por él. El único coste será el que implique el hardware en 
el cual se use este sistema. Esto cumple con el requerimiento 10. 





En este documento se ha realizado un estudio sobre la seguridad del estándar 802.11 y, 
en concreto, sobre la seguridad existente actualmente en las redes domésticas, para 
evidenciar las carencias de ésta y proponer una solución que las supla.  
 
Gracias a las estadísticas de wardriving y el conocimiento sobre el estándar 802.11 se ha 
obtenido un perfil tipo para las redes domésticas. Una vez determinado el perfil, se 
plantearon las deficiencias y posibles ataques, sin extenderse a otros sistemas de 
seguridad (dado que en la mayoría de redes domésticas no son usados). Finalmente, 
mediante el conocimiento de las deficiencias y como actúan algunos ataques, se 
plantearon unos requisitos para poder construir un sistema que evitara estas debilidades.  
 
El resultado de este proceso es el sistema que ha sido aquí desarrollado. En el apartado 7.2 
Comprobación de requerimientos puede observarse como se han asumido los compromisos 
establecidos en los requerimientos iniciales. Hemos de recordar que estos requerimientos 
planteaban un sistema robusto y seguro, pero a la vez ágil, para que hasta usuarios más 
inexpertos puedan usar dicho sistema.  
 
Se ha querido recoger una lista de fortalezas y debilidades que han sido observadas 
después de su uso experimental por varios administradores13. Estas opiniones pueden 
ayudarnos a comprender cual es el valor añadido percibido y qué es lo que la 
herramienta de gestión aún no ha asumido. 
 
Después de su uso, los puntos fuertes observados han sido: 
 
• Utiliza la seguridad máxima ofrecida por el estándar y cumple con los objetivos 
propuestos inicialmente, evitando las técnicas mostradas en la PARTE II (usando 
un cifrado seguro y una autenticación robusta y personal) 
 
• No es necesaria, por parte del administrador, la configuración de OpenSSL y 
FreeRadius. 
 
• Gestión de usuarios sencilla y portable mediante ficheros Excel. 
 
• Posibilidad de hacer copias de seguridad de la infraestructura para su distribución 
posterior. 
 
• Separa el conocimiento de la clave de la CA de la capacidad de generar 
certificados, es decir, debido a que la herramienta conserva la clave de la CA en 
el fichero cifrado de passwords, el administrador puede generar un certificado sin 
necesidad de conocer el password de la clave privada de la CA. 
 
• Posibilidad de instalarlo en un servidor ligero basado en Linux y con interfaz 
gráfica. 
                                                 
13
 El uso experimental del sistema desarrollado ha sido llevado a cabo en la red Hospitaletwireless 
perteneciente a la red libre sin cables guifi.net 




• Ejecución inmediata usando un LiveCD con el software del sistema desarrollado 
preinstalado. 
 
También se han detectado otros puntos que no han sido desarrollados, pero podrían ser 
una futura línea de desarrollo: 
 
• Imposibilidad de funcionar mediante comandos, sólo acepta la gestión mediante 
interfaz gráfica, con lo cual no podemos crear scripts que automaticen 
determinadas acciones. 
 
• No tiene capacidad de gestión remota mediante acceso Web (en su defecto, puede 
usarse el acceso al escritorio mediante programas de tipo VNC para realizar la 
administración del sistema). 
 
• No puede funcionar bajo Microsoft Windows. Esto es debido a que actualmente 
no existe el homólogo de FreeRadius para dicho sistema operativo. 
 
• No tiene capacidad de gestionar varias CA’s distintas que estén instaladas en una 
misma máquina. Aunque hay que recordar que FreeRadius sólo puede funcionar 
con una CA a la vez y el proceso de FreeRadius esta diseñado para funcionar de 
manera única en la máquina. 
 
• No es posible definir diferentes perfiles para la herramienta de gestión con 
diferentes niveles de seguridad. 
 
• Actualmente sólo funciona con EAP-TLS. Sería interesante el uso de EAP-TTLS 
ya que, aunque no haya autenticación mútua, es un sistema más sencillo debido a 
que sólo es necesario un certificado de servidor. La incorporación de sistemas 
como EAP-TTLS sería sencilla mediante la modificación de las clases del Core o 
nucleo. 
 
Para un administrador, los requerimientos planteados para el sistema son acertados, ya 
que proporcionan al sistema facilidad de uso y evitan la necesidad del conocimiento más 
técnico sobre OpenSSL o FreeRadius. Además, las funciones de exportación e 
importación les permiten mucha agilidad en el momento de crear una red temporal (por 
ejemplo, en redes montadas para exposiciones o conferencias).  
 
De todas formas, debido a que el sistema implementa la autenticación más robusta ésta 
supone un esfuerzo extra para el usuario a causa de la necesidad de disponer de un 
certificado. Los administradores de red, plantean rebajar este sistema de seguridad y usar 
EAP-TTLS, el cual sólo usa el certificado de servidor y el sistema nativo de acceso a la 
red (que puede ser implementado en el mismo servidor RADIUS). 
 
Como conclusión final puede decirse que el sistema aquí utilizado nos proporciona no 
sólo un sistema inalámbrico seguro, sino que también de una herramienta para 
administrar este servicio. Gracias a que se ha usado una metodología de desarrollo por 
componentes y una estructura de clases delimitada, el desarrollo del software no queda 
cerrado, pudiendo ser fácil añadir funcionalidades, e incluso modificar las existentes.  
 









Anexo 1. Estadísticas de wardriving 
Mediante la estadística sobre el tipo de seguridad podemos determinar que sistema de 
seguridad es el más extendido en las redes inalámbricas domésticas. Se han intentado 
cubrir zonas densamente pobladas y zonas rurales para poder determinar con mayor 
amplitud que tipo de seguridad es usada de manera general.  
 
Esta estadística ha sido realizada mediante el software airodump de la suite aircrak que 
permite detectar el SSID de las redes usando diferentes configuraciones (tarjeta interna 
de portátil, tarjeta interna PC de sobremesa con antena yagi, tarjeta interna con antena 
yagi desde un tejado),  bajo un sistema Linux, aumentando la recepción de la tarjeta 
inalámbrica 
 
Los datos de la  han sido tomados según el tipo de seguridad en las redes inalámbricas 
reportdas por Airodump-ng: 
 
• Sin seguridad: redes que se muestran accesibles en Airodump. Esto no significa 
que podamos asociarnos a la red (debido a que pueden tener otros mecanismos de 
seguridad como el filtrado MAC) o que obtengamos una dirección IP correcta 
(debido a la inexistencia de DHCP). Sólo confirmamos que la red no posee 
encriptación. 
  
• SSID Defecto: redes reportadas por Airodump como redes con encriptación WEP 
pero que presuponemos, mediante la observación del SSID, que su configuración 
por defecto no ha sido modificada. Debido a que la mayoría de estas redes serán 
las configuradas por Telefónica (WLAN_XX) hemos dividido este apartado en 
redes con SSID WLAN_XX y otros SSID por defecto (“Linksys”, 
“THOMPSON”, “3Com”, “D_LINK”, “OrangeXXXX”, “Tele2”, “ONOWIFI”, 
etc.). Este estudio no comprueba si realmente la red mantiene su configuración 
por defecto, sino que, a priori, parecen mantenerla.  
 
• SSID Modificado: redes reportadas por Airodump como redes con encriptación 
WEP pero que presuponemos, mediante el SSID, que su configuración por 
defecto ha sido modificada. Normalmente un usuario que conoce el 
funcionamiento de un AP modifica su clave y su SSID para poder identificar su 
red de una manera más personal. 
 
• WPA: redes reportadas por Airodump como redes con encriptación WPA. 
 
 
Observando los datos recogidos en la Figura III-24 podemos ver que la seguridad más 
extendida en las redes inalámbricas la que configura Telefónica por defecto. Es por ello 
que disponer de un ataque contra estas redes nos garantiza un acceso a la conexión en 
casi cualquier sitio. El número de redes configuradas por Telefónica se eleva mucho en 
las zonas rurales ya que Telefónica es el único operador que puede ofrecer servicio en 
determinados lugares alejados de núcleos poblados. 
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Con estos datos también podemos ver que, aunque WPA existe desde 2004 [3] y está 
considerado como un sistema bastante seguro, este es usado en menos de un 5% de las 
redes actuales. Es por ello que ataques a WPA no serán necesarios si nuestro objetivo es 
obtener conexión en cualquier zona urbana. 
 
   
WEP y SSID por defecto 
Lugar Sin 
seguridad WLAN_XX Otras por defecto 
WEP y SSID 
modificado WPA 
BCN (portatil) 2 5 5 4 0 
BCN (yagi) 4 19 11 13 2 
BCN (yagi terrado) 2 13 4 2 1 
Rural (portatil) 2 8 0 1 0 
Figura III-23 Tabla de datos del Wardriving 
 
 
Finalmente podemos decir, que aunque no tengamos datos históricos específicos sobre 
las redes sin seguridad, desde que se empezó este proyecto se han observado que cada 
vez son menos las redes inalámbricas sin seguridad. En el pasado el número de redes 
abiertas legaba hasta el 80%. Actualmente estas redes aparecen en menos del 10% de los 
casos, la mayoría de las cuales son redes instaladas hace tiempo y que no han sido 
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Anexo 2. Script instalación arping2, wlandecypter, 
wlandestroy y wepattack 
Este script puede encontrarse junto a la documentación del proyecto que contiene los 
códigos fuentes necesarios para la instalación del software (carpeta 
Archivos_del_proyecto/3_Documentacion/2_Parte_II/5_Ataques_wifi/2_Script_instal
acion_software_en_WifiSlax ). Este script instala otros softwares que, aun no ser 
necesarios para este documento, han sido probados para comprobar su efectividad (como 





# $1 : origen (ruta carpeta instalacion) 
# $2 : Destino 
# $3 : AP 
# $4 : Channel 
# $5 : keys.txt 
#comprobacion 
if [ $# -lt 1 ]; then 





ifconfig rtap0 up 
ifconfig eth1 up 
ifconfig eth1 192.168.1.22 netmask 255.255.255.0 
iwconfig eth1 mode managed 
iwconfig eth1 key s:1234567890123 









echo "****** Instalando arping2" 
echo "*****" 
cd $2 






#modificar fichero wlandestroy 
echo "*******************************" 




more $1/wlandestroy/parte1 > wlandestroy.sh 
echo -n "$2/arping-2.05/arping " >> wlandestroy.sh 
more $1/wlandestroy/parte2  >> wlandestroy.sh 




echo "****** Instalando wepattack" 















echo "****** Instalando wlaninject0.6" 
echo "*****" 
cd $2 
cp -R $1wlaninject-0.6 $2 
cd wlaninject-0.6 
make 
echo "*****          ARREGLO         ************" 
echo "gcc -Wall -o wlaninject wlaninject.c libiw.a -lm -lnet -lpcap" 






echo "****** Instalando wlaninject0.4" 
echo "*****" 
cd $2 
cp -R $1wlaninject-0.4 $2 
cd wlaninject-0.4 
make 
echo "*****          ARREGLO         ************" 
echo "gcc -Wall -o wlaninject wlaninject.c libiw.a -lm -lnet -lpcap" 











echo "****** Para iniciar:" 
echo "*****" 
 
echo "     aireplay-ng -4 -b mac_AP -f1 rtap0" 
echo "     ./wlandestroy.sh eth1 WLAN_XX mac_AP channel fichero.keys" 
echo "    wlaninject"




Anexo 3. Compilación de FreeRadius con 
compatibilidad EAP-TLS 
Si en Ubuntu realizamos la instalación automática de FreeRadius mediante apt-get o 
Synaptic, será instalada la última versión de FreeRadius disponible. Estas versiones no 
incluyen las librerías libssl-dev y libpq-dev, las cuales proporcionan las funciones 
necesarias para gestionar las tareas relacionadas con EAP [40]. Para disponer de la 
versión con las opciones de gestión EAP-TLS deberemos recompilar FreeRadius [41].  
 
Para compilar el código fuente de FreeRadius primero necesitaremos las herramientas 
para obtener el código y de compilación. Estas herramientas son apt-src y build-
essential. Para su instalación, en una ventana de comandos como super usuario o root, 
escribiremos: 
 
#apt-get install build-essential 
#apt-get install apt-src 
 





Crearemos un directorio llamado compilacion y descargaremos los archivos de código 
fuente de FreeRadius mediante el siguiente comando: 
 
#apt-src install freeradius 
 
Esto descargará los archivos depositándolos en una carpeta llamada freeradius-1.1.6 
(donde 1.1.6 representa la versión de FreeRadius). Dentro de la carpeta freeradius-
1.1.6/debian deberemos modificar el fichero rules para que las líneas siguientes 
queden de esta manera: 
 
# If you want to use SSL and/or the postgres module, comment 
# out these two lines and uncomment the two after 
# You will also need to add a Build-Depends on libssl-dev and libpq-dev 
# and remove the Build-Conflicts on libssl-dev 
# Finally you need to cat debian/control.postgresql >> debian/control 
 
1: #buildssl=--without-rlm_eap_peap --without-rlm_eap_tls --without-rlm_eap_ttls --
without-rlm_otp  
          --without-rlm_sql_postgresql --without-snmp 
2: #modulelist=krb5 ldap sql_mysql sql_iodbc 
 
3: buildssl=--with-rlm_sql_postgresql_lib_dir=`pg_config --libdir`  
         --with-rlm_sql_postgresql_include_dir=`pg_config --includedir` 
4: modulelist=krb5 ldap sql_mysql sql_iodbc sql_postgresql 
 
En el texto anterior han sido comentadas las líneas 1 y 2 y descomentadas 3 y 4. Con esta 
modificación se incluirán las librerías SSL en la compilación. 
 
El siguiente paso es modificar el archivo control que se encuentra en freeradius-
1.3.3/debian. Este archivo se debe modificar para que las siguientes líneas queden de 
la siguiente forma: 





Build-Depends: debhelper (>= 5), libltdl3-dev, libpam0g-dev,  
libmysqlclient15-dev | libmysqlclient-dev, libgdbm-dev, 
libldap2-dev, libsasl2-dev, libiodbc2-dev, libkrb5-dev, snmp, autotools-dev, 
1: dpatch (>= 2),libperl-dev, libtool, dpkg-dev (>= 1.13.19), libssl-dev, libpq-dev 
 
2: Build-Conflicts: libssl-dev 
 
Donde se ha añadido a la lista de dependencias de la compilación las librerías libssl-dev 
y libpq en la línea 1 y se ha eliminado el texto libssl-dev en la línea 2. 
 
También añadiremos al fichero control el contenido del fichero control.postgresql. 
Esto lo realizaremos añadiendo con el siguiente comando el contenido al final del 
archivo de la siguiente manera: 
 
cat control.postgresql >> control 
 
Seguidamente instalaremos las librerías libssl-dev y libpq para que al compilar 
FreeRadius el compilador las encuentre. La instalación la realizaremos con apt-get de la 
siguiente manera: 
 
# apt-get install libssl-dev libpq-dev 
  
Para acabar ejecutaremos la compilación de FreeRadius ya con las librerías necesarias 
incluidas. Para ello nos situaremos en el directorio compilación y ejecutaremos el 
siguiente comando: 
 
# apt-src build freeradius 
 
Este proceso puede durar unos minutos. Cuando finalice tiene que aparecer el mensaje 
siguiente: 
 
I: Successfully built in /root/build_freeradius/freeradius-1.1.6 
 
El último paso será la instalación del paquete Debian generado. Este se encontrará en el 
directorio compilación. Para la instalación usaremos el siguiente comando: 
 








Anexo 4. Fichero de configuración OpenSSL 
El fichero de configuración por defecto de OpenSSL no será utilizado por nuestro 
sistema para evitar posibles conflictos con otras acciones que necesiten modificar este 
fichero. Por lo tanto el sistema de apoyo usará un archivo de configuración para 
OpenSSL propio, pudiendo ser modificado sin que afecte a otras acciones que otros 
sistemas deban realizar con OpenSSL y necesiten de una configuración estándar.  
 
Seguidamente mostraremos la cabecera del archivo de configuración de OpenSSL. La 
única parte modificada en todo el archivo ha sido la ruta inicial donde se puede encontrar 
la estructura de la CA (la cual se encuentra en la variable definida como dir).  
 
El nombre de este nuevo fichero para nuestro sistema será openssl_GUIdefault.cnf. 
 
# OpenSSL example configuration file. 
# This is mostly being used for generation of certificate requests. 
# 
# This definition stops the following lines choking if HOME isn't 
# defined. 
HOME   = . 
RANDFILE  = $ENV::HOME/.rnd 
 
# Extra OBJECT IDENTIFIER info: 
#oid_file  = $ENV::HOME/.oid 
oid_section  = new_oids 
 
# To use this configuration file with the "-extfile" option of the 
# "openssl x509" utility, name here the section containing the 
# X.509v3 extensions to use: 
# extensions  =  
# (Alternatively, use a configuration file that has only 
# X.509v3 extensions in its main [= default] section.) 
 
[ new_oids ] 
 
# We can add new OIDs in here for use by 'ca' and 'req'. 
# Add a simple OID like this: 
# testoid1=1.2.3.4 




[ ca ] 
default_ca = CA_default  # The default ca section 
 
#################################################################### 
[ CA_default ] 
 
dir  = /etc/freeradius/GUI/certificados/CA # Where everything is kept 
certs  = $dir/certs  # Where the issued certs are kept 
crl_dir = $dir/crl  # Where the issued crl are kept 
database = $dir/index.txt # database index file. 
#unique_subject = no  # Set to 'no' to allow creation of 
     # several ctificates with same subject. 
new_certs_dir = $dir/newcerts     # default place for new certs. 
 
certificate = $dir/cacert.pem  # The CA certificate 
serial  = $dir/serial  # The current serial number 
crlnumber = $dir/crlnumber # the current crl number 
     # must be commented out to leave a V1 CRL 




Anexo 5. Configuración, ficheros y comandos 
OpenSSL 
 
Para poder expedir certificados de usuario y de servidor primero hemos de crear la 
estructura necesaria para la nuestra CA. Seguiremos la estructura de directorios por 
defecto incluida en el fichero de configuración de OpenSSL mostrado en el Anexo 4. 
 
Estructura de directorios y ficheros necesarios 
La estructura de la entidad certificadora raíz para este proyecto será creada dentro de una 
carpeta llamada certificados/CA/. Nosotros además añadiremos dentro del directorio 
/certificados, unos directorios paralelos a CA donde serán guardados el fichero de 
extensiones y diferentes archivos en sus formatos .p12, .pem y .der y diferenciados por 
servidor y cliente. Como veremos luego, toda esta estructura será incluida en el 
repositorio común del sistema. 
 
La estructura de certificados quedará de la siguiente manera: 
Estructura necesaria entidad certificadora
Carpeta donde se encuentra el fichero 
“xp_extensions”
Carpetas donde se depositarán los 
certificados en formato der, p12 y pem, 




Dentro de la carpeta CA deben crearse los siguientes ficheros para que OpenSSL funcione 
correctamente: 
 
• index.txt: fichero vacío con el nombre index.txt necesario para que OpenSSL 
deposite allí la información de todos los certificados creados.  
 
• serial: fichero llamado serial con el contenido de cero hexadecimal (00), el cual  
será el contador de certificados. 
 
• dh: fichero que contendrá una clave para inicializar el generador de claves para 
cifrar la comunicación una vez autenticado. Se usara el protocolo de intercambio 
de claves Diffie-Hellman. Para generarlo usaremos el siguiente comando de 
OpenSSL que genera una clave Diffie-Hellman de 1024 bytes: 
 





openssl dhparam –check –text –5 1024 –out /etc/raddb/certificados/CA/dh 
 
• random: fichero aleatorio que les servirá de semilla (o seed) a FreeRadius y 
OpenSSL en la generación de claves. Se usará el fichero propio de OpenSSL. 
 
• crlnumber: fichero que contendrá la versión de la lista de revocación de 
certificados. Deberá estar vacío al inicio 
 
Dentro de la carpeta certificados/extensiones se creará: 
 
• xpextensions: fichero donde se definirán los perfiles “cliente” y “servidor” para 
la generación de certificados. Estos perfiles contendrán la definición del uso que 
tendrá el certificado creado por OpenSSL. La definición del uso del certificado se 
realizará mediante la modificación del atributo “extendedKeyUsage” de los 
certificados. Este atributo de los certificados x509  permite acotar su uso, en 
nuestro caso uso como certificado de cliente  (extensión con identificador 
1.3.6.1.5.5.7.3.2) y uso como certificado de servidor (identificador 
1.3.6.1.5.5.7.3.1, clientAuth). Seguidamente mostramos el contenido del fichero: 
 
  [ xpclient_ext] 
 extendedKeyUsage = 1.3.6.1.5.5.7.3.2 
 nsCertType       = client 
[ xpserver_ext ] 
 extendedKeyUsage = 1.3.6.1.5.5.7.3.1,clientAuth 
 nsCertType       = server 
 
 
Fichero de configuración 
El fichero de configuración por defecto se encuentra en /etc/ssl y tiene como nombre 
openssl.cnf. OpenSSL se dirige a este fichero si no le indicamos lo contrario. Por razones 
de seguridad y escalabilidad nosotros hemos preferido una copia modificad del fichero 
de configuración (véase Anexo 4). Para usar el nuevo fichero de configuración, al ejecutar 
un comando OpenSSL incluiremos siempre la ruta donde se encuentra nuestro fichero de 
configuración.  Para ello añadiremos el comando –config para todos los comandos de 
OpenSSL: 
 
 openssl –config /directorio/archivo.conf 
 
El archivo de configuración se encuentra dividido por apartados. Los parámetros 
definidos en cada apartado serán los que OpenSSL tomara al utilizar determinados 
comandos. Por ejemplo el apartado req se indica los parámetros de una petición de 
certificado, o request, el algoritmo a usar o el tamaño en bits de la clave del certificado. 
Al ejecutar el comando openssl req se leerán los parámetros allí definidos.  
 
Aún así, mediante comandos podemos modificar algunos parámetros de manera manual 
aunque hayan sido definidos en el archivo de configuración. Por ejemplo al usar 
openssl req se tomará el valor definido para default_bits, pero indicaremos donde 
dejar la clave privada mediante el comando –keyout. Podemos ver un ejemplo: 
 
openssl req -config /etc/pki/tls/openssl.cnf  
-new -days 356  
-subj'/C=ES/ST=Catalunya/L=Barcelona/CN=Servidor'  
-passout pass:passServer 
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-keyout /etc/raddb/GUI/certificados/CA/peticion_server.pem  
-out /etc/raddb/GUI/certificados/CA/peticion_server.pem 
 
Debido a esto sólo necesitaremos modificar un par de líneas en el archivo de 
configuración de OpenSSL. Una de ellas será la que apunta al directorio general donde se 
encuentra nuestra CA. Esta línea será:  
 
dir  = /etc/freeradius/GUI/certificados/CA  # Where everything is kept 
 
OpenSSL por defecto podrá generar varios certificados con el mismo subject o 
parámetros de solicitante (el control de estos parámetros de solicitud se hará mediante el 
fichero index.txt). Para evitar duplicidades deberemos modificar esta característica. De 
esta manera cada certificado será único y deberemos revocar el primer certificado para 
que OpenSSL pueda crear otro con el mismo subject. La línea a modificar podemos verlo 
el archivo de configuración de OpenSSL dentro de CA_default, y debe quedar 
configurado como “yes” para que el subject sea único: 
 
 unique_subject = yes 
 
El fichero de configuración también incluye por defecto el campo policy_anything el 
cual indica que campos son opcionales y que campos obligatorios al generar un 
certificado. Como veremos en los comandos de generación de certificados, la 
determinación de la política a usar será necesaria. 
 
Una vez creada la estructura de directorios, el siguiente paso es el de generar el 
certificado de entidad certificadora raíz (CA). Con la CA podremos firmar los 
certificados de servidor (para el servidor RADIUS ) y el de cliente (para los clientes 
inalámbricos) necesarios para el funcionamiento bajo autenticación EAP-TLS. 
Seguidamente veremos el proceso a seguir y su orden. 
 
 
Generación de la entidad certificador raíz (CA) 
Creamos el certificado de la entidad certificadra raíz del tipo x 509 con una validez 365, 
con la contraseña para la clave privada “passCA”, y como subject la información de 
nuestra entidad certificadora (lugar, nombre, etc). La clave se depositará en 
private/cakey.pem y la clave publica en cacert.pem 
 
openssl req -config /etc/pki/tls/openssl.cnf  
-new -x509 -days 365 -passout pass:passCA  
-subj '/C=ES/ST=Catalunya/L=Barcelona/CN=test2' 
-keyout /etc/freeradius/GUI/certificados/store/ca/private/cakey.pem  
 -out /etc/freeradius/GUI/certificados/store/ca/cacert.pem  
 
Pasamos el la clave pública a formato DER para poder ser instalado en los clientes con 
sistema operativo Windows y lo depositamos en cert-CA.der: 
 
openssl x509 -inform PEM -outform DER  
-in /etc/freeradius/GUI/certificados/store/ca/cacert.pem   
-out /etc/freeradius/GUI/certificados/store/ca/cert-CA.der 
 
El siguiente paso es generar una lista de revocación de certificados. Esta estará vacía 
dado a que no se ha generado ningún certificado aún. La lista de revocación de 
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certificados será firmada por la CA con su clave privada y se depositará en el archivo 
crl/crl.pem. El comando a usar será el siguiente: 
 
openssl ca -gencrl -config /etc/freeradius/GUI/openssl_GUIdefault.cnf  
-passin pass:passCA  
-cert /etc/freeradius/GUI/certificados/CA/cacert.pem 




Generación del certificado de servidor 
Creamos la petición incluyendo clave pública y privada para nuestro certificado, 
indicándole el nombre de servidor (en el parámetro CN del subj), con una validez de 
365 días y la contraseña de cifrado de la clave privada “passServer”. Depositamos la 
petición en peticion_server.pem: 
 
openssl req -config /etc/pki/tls/openssl.cnf  
-new -days 356  
-subj'/C=ES/ST=Catalunya/L=Barcelona/CN=Servidor'  
-passout pass:passServer 
-keyout /etc/freeradius/GUI/certificados/CA/peticion_server.pem  
-out /etc/freeradius/GUI/certificados/CA/peticion_server.pem  
  
 
Seguidamente se firmará el certificado de servidor mediante la CA. Podemos modificar 
los días de validez (en nuestro caso por ejemplo lo hemos modificado a 100 días) y 
también añadimos para que será usado el certificado (el cual vendrá determinado por las 
extensiones con etiqueta xpserver_ext que encontraremos dentro del fichero 
xpextensions). Como dijimos el fichero extensions indica las extensiones que posee 
cada tipo de certificado. El campo –policy nos dará la plantilla usar (nombre de 
organización, lugar, etc.). Depositamos el certificado firmado de servidor en 
servidor.pem 
 
openssl ca -batch -config /etc/pki/tls/openssl.cnf  
-days 100 -policy policy_anything 
-passin pass:passServer 
-infiles /etc/freeradius/GUI/certificados/CA/peticion_server.pem  
-extfile /etc/freeradius/GUI/certificados/extensiones/xpextensions  
-extensions xpserver_ext  
-out /etc/freeradius/GUI/certificados/CA/servidor.pem  
 
 
Extraemos la clave privada del certificado para poder generar otros formatos en el 
siguiente paso (ya que en el caso de algunos de los siguientes comandos, estos necesitan 
un fichero que contenga la clave pública y otro la clave privada). Depositamos la clave 
en key_server.pem 
 
openssl rsa -passin pass:test 
-in /etc/freeradius/GUI/certificados/CA/peticion_server.pem  
-out /etc/freeradius/GUI/certificados/CA/key_server.pem  
 
Para asegurar la compatibilidad con los sistemas operativos que usen estos certificados 
exportaremos el certificado generado a los formatos P12 (necesario para Windows 
incluyendo en este formato, mediante el comando -certfile, el certificado de CA), 
.PEM (necesario para la mayoría de Linux) y DER., usando los siguientes comandos y 
depositándolos en los ficheros indicados con el comando -out: 




       P12 
openssl pkcs12 -export  
–in /etc/freeradius/GUI/certificados/store/ca/servidor.pem  
-inkey /etc/freeradius/GUI/certificados/store/ca/key_server.pem  
-certfile /etc/freeradius/GUI/certificados/store/ca/cacert.pem 
-passout pass:passServer  
-out /etc/freeradius/GUI/certificados/p12/servidores/servidor.p12  
 
       PEM 
openssl pkcs12  
-passin pass:passServer  
-in /etc/freeradius/GUI/certificados/p12/servidores/servidor.p12  
-passout pass:passServer 
-out /etc/freeradius/GUI/certificados/pem/servidores/servidor.pem  
 
       DER 
openssl x509 -inform PEM -outform PEM  
-passin pass:test 
-in /etc/freeradius/GUI/certificados/pem/servidores/servidor.pem  
-out /etc/freeradius/GUI/certificados/der/servidores/servidor.der 
 
Finalmente eliminamos los ficheros peticion_server.pem, key_server.pem y 
server.pem ya que no son necesarios. 
 
 
Generación del certificado de cliente 
Los comandos que usaremos para crear un certificado de usuario serán muy similares a 
los usados para generar el certificado de servidor. Sólo tendremos que tener en cuenta de 
cambiar la extensión a añadir al certificado (que es la que determinara si el certificado es 
de servidor o de cliente) 
 
Creamos la petición incluyendo clave pública y privada para nuestro certificado, 
indicándole el nombre de cliente (en el parámetro CN del subj), con una validez de 365 
días y la clave passClient. Depositamos la petición en el fichero 
peticion_cliente.pem: 
 
openssl req -config /etc/pki/tls/openssl.cnf  
-new  -days 356 
-subj '/C=ES/ST=Catalunya/L=Barcelona/CN=cliente'  
-passout pass:passClient 
-keyout /etc/freeradius/GUI/certificados/CA/peticion_cliente.pem  
-out /etc/freeradius/GUI/certificados/CA/peticion_cliente.pem  
 
 
Firmamos el certificado de cliente mediante certificado de CA. Aquí podemos modificar 
los días de validez (en nuestro caso lo situamos en 100 días) y el uso del certificado. 
Igual que en el caso del servidor, usamos la política por defecto de OpenSSL. 
Depositamos el resultado en cliente.pem: 
 
openssl ca -batch -config /etc/pki/tls/openssl.cnf  
-policy policy_anything -days 100  
-passin pass:passCA  
-infiles /etc/freeradius/GUI/certificados/CA/peticion_cliente.pem 
-extfile /etc/freeradius/GUI/certificados/extensiones/xpextensions  
-extensions xpclient_ext  
-out /etc/freeradius/GUI/certificados/CA/cliente.pem  
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Extraemos la clave privada del certificado para poder generar otros formatos en el 
siguiente paso. Depositamos la clave en 
 
openssl rsa  
-passin pass:test 
-in /etc/freeradius/GUI/certificados/CA/cliente.pem  
-out /etc/freeradius/GUI/certificados/store/ca/claves/key_cliente.pem  
 
Para asegurar la compatibilidad con los sistemas operativos que usen estos certificados 
exportaremos el certificado generado a los formatos P12 (necesario para Windows e 
incluyendo, con el comando –certfile, el certificado de CA), PEM (necesario para la 
mayoría de Linux) y DER., usando los siguientes comandos y depositándolos en los 
ficheros indicados con el comando -out: 
 
       P12 
openssl pkcs12 -export  
–in /etc/freeradius/GUI/certificados/CA/cliente.pem  
-inkey /etc/freeradius/GUI/certificados/CA/key_cliente.pem  
-passout pass:passClient  
-out /etc/freeradius/GUI/certificados/p12/clientes/cliente.p12  
-certfile /etc/freeradius/GUI/certificados/CA/cacert.pem 
 
       PEM 
openssl pkcs12  
-passin pass: passClient 
-in /etc/freeradius/GUI/certificados/p12/clientes/cliente.p12  
-passout pass:passClient 
-out /etc/freeradius/GUI/certificados/pem/clientes/cliente.pem  
 
       DER 
openssl x509 -inform PEM -outform PEM  




Revocación de certificado 
Cuando necesitemos invalidar un certificado, aún estando dentro de su periodo de 
validez preestablecido, deberemos revocar el certificado modificando sus características 
y publicar sus datos y su hash en la lista de revocación de certificados (CRL). Cada vez 
que añadamos un certificado a la lista, esta volverá a ser creada y firmada por la CA para 
poder ser verificada por los clientes. Además se incrementara el número de la versión de 
CRL (reflejado en el archivo crlnumber) cada vez que se revoque un certificado. 
 
Modificamos los parámetros del certificado a revocar en formato PEM para invalidarlo. 
El resto, certificado en formato DER y en formato P12 deben ser eliminados. Una vez 
modificado se firmara de nuevo el certificado con la CA. En este caso revocaremos el 
certificado cliente.pem: 
 
openssl ca -config /etc/freeradius/GUI/openssl_GUIdefault.cnf  
-passin pass:passCA  
-cert /etc/freeradius/GUI/certificados/CA/cacert.pem 
-keyfile /etc/freeradius/GUI/certificados/CA/private/cakey.pem  
-revoke /etc/freeradius/GUI/certificados/pem/clientes/cliente.pem  
 
 
Para que al crear la CRL OpenSSL conozca cuales son los certificados revocados y cuales 
son válidos, deberemos crear un link simbólico al hash de estos. Mediante el script 
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c_rehash (script perteneciente a OpenSSL que se encuentra en /usr/local/ssl/bin) 
se crearán los links simbólicos descritos de los certificados que se encuentren en la 
carpeta crl. El comando a ejecutar será: 
 
 /usr/local/ssl/bin/c_rehash /etc/freeradius/GUI/certificados/CA/crl 
 
 
Para  dar por concluida la revocación de un certificado, crearemos una nueva lista de 
revocación de certificados. La lista de revocación de certificados, como cuando fue 
creada, deberá ser firmada por la CA con su clave privada y depositada en el archivo 
crl.pem. Esta se obtendrá a partir de la carpeta crl donde están todos los certificados 
junto con el link simbólico a su hash. La lista se depositará en el mismo directorio. El 
comando a usar será el siguiente: 
 
openssl ca -gencrl -config /etc/freeradius/GUI/openssl_GUIdefault.cnf  
-passin pass:test  
-cert /etc/freeradius/GUI/certificados/CA/cacert.pem  
-keyfile /etc/freeradius/GUI/certificados/CA/private/cakey.pem  
-out /etc/freeradius/GUI/certificados/CA/crl/crl.pem 
 
La duración por defecto de la validez de la CRL es de 365 días. Esta duración puede ser 
modificada en el fichero de configuración  OpenSSL. Nosotros mantendremos en 365 
dado que consideramos que los certificados de usuarios deben ser renovados como 
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Anexo 6. Certificados generados (formato P12) 
Aquí se muestran los certificados generados con OpenSSL en formato P12 (ya que en 
formato PEM no podemos ver algunas de sus características). 
 































Certificate Revocation List (CRL): 
        Version 2 (0x1) 
        Signature Algorithm: sha1WithRSAEncryption 
        Issuer: /C=es/ST=Cat/L=bcn/CN=testCA 
        Last Update: Feb  2 07:07:35 2008 GMT 
        Next Update: Mar  3 07:07:35 2008 GMT 
        CRL extensions: 
            X509v3 CRL Number:  
                2 
Revoked Certificates: 
    Serial Number: 02 
        Revocation Date: Feb  2 07:05:37 2008 GMT 
    Signature Algorithm: sha1WithRSAEncryption 
        06:69:09:6a:72:e3:2c:03:0a:96:34:da:96:4d:4e:ff:fd:68: 
        66:23:3f:57:5e:55:c7:ce:32:4c:d1:76:8b:07:98:db:18:97: 
        cf:43:52:61:b8:52:c1:72:8d:ff:e2:81:d8:10:18:49:0c:05: 
        28:77:43:f6:7a:19:4d:08:70:c8:d3:5e:39:c0:6d:0d:9c:c0: 
        81:87:2f:8a:ae:16:d0:bb:77:e2:da:f5:3f:01:71:c6:3e:0f: 
        8c:41:dd:8a:49:0a:d1:f0:17:d4:6e:cf:1d:3d:08:1e:8e:8a: 
        11:2c:0b:88:be:6d:4c:cd:e9:8f:be:85:87:6c:0e:32:97:67: 
        76:ab 
 
Siguiendo el ejemplo del Anexo 8, comprobamos que la versión de la lista de revocación 
es la numero 2 (la primera fue generada al iniciarse la CA y la segunda al revocar un 
certificado). Su última actualización y su fecha de caducidad. También nos indica que 
certificado fue revocado mediante su numero de serie (en este caso es el 02) y la fecha en 
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Anexo 7. Configuración FreeRadius 
FreeRadius tiene varios ficheros de configuración, los cuales tendrán que ser 
modificados para que el sistema funcione bajo autenticación EAP-TLS. Nos centraremos 
en los ficheros de configuración modificados describiendo su función y en que ha sido 
cambiado en ellos. 
 
radius.conf 
Este es el fichero de configuración del servicio. En este fichero, si quisiéramos, 
podríamos definir, entre otras, el usuario que ejecuta el servicio freeradius, las 
interfaces del servidor donde ejecutar el servicio, o el rango de IP’s posibles del cliente 
que realiza las peticiones de autenticación. Estas opciones, aun ser útiles, no quedan 
dentro del alcance de este documento. No obstante, hay que tener en cuenta este fichero 
ya que es el fichero principal de configuración de FreeRadius y debemos conocer su 
existencia.  
 
Podemos concluir que este no deberá ser modificado ya que FreeRadius viene con una 
configuración por defecto adecuada para funcionar.  
 
eap.conf 
Este fichero contiene la configuración del tipo de autenticación que queremos ofrecer. 
Desafortunadamente, como se dice en los comentarios de este propio fichero, sólo puede 
ser configurado un solo método de autenticación del tipo EAP simultaneo (de no ser así 
podríamos tener un servidor para autenticar con diferentes métodos EAP). Lo que si 
permite es definir varios tipos de autenticación del tipo no EAP. 
 
Hemos de destacar que al principio de este fichero se nos advierte de:  
 
#  Whatever you do, do NOT set 'Auth-Type := EAP'.  The server 
#  is smart enough to figure this out on its own.  The most 
#  common side effect of setting 'Auth-Type := EAP' is that the 
#  users then cannot use ANY other authentication method. 
 
Esta advertencia nos indica de no especificar la autenticación EAP-TLS en el fichero 
users. Esto sería necesario si quisiéramos que los usuarios dispusiesen de otros métodos 
de autenticación (por ejemplo contraseñas cifradas mediante MD5). Para el desarrollo del 
sistema, usar esta funcionalidad incumplir los requerimientos de seguridad ya que 
permitiríamos otro método de autenticación que no fuera EAP-TLS. Como veremos, en el 
fichero users fijaremos el método de autenticación a EAP. 
 
Ya hablando sobre la configuración de este fichero, el primer campo que hemos de 
modificar lo encontramos en la sección EAP:  
 
default_eap_type = tls 
 
Mediante este parámetro fijamos que el método de autenticación será EAP-TLS. El resto 
de la sección EAP la mantendremos ya que por defecto está configurada de manera 
apropiada. 
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El siguiente paso es dirigirse a la sección TLS. En esta sección indicaremos, entre otras 
cosas, donde se encuentra la clave pública y privada del certificado de servidor y la clave 
pública de la CA. En este apartado tendremos que descomentar la línea donde indica 
tls{ y la línea final de este apartado, }. Además modificaremos las líneas aquí indicadas 
con la etiqueta 1, 2, 3, 4, 8, 10, 12, 13, 24, 35,  46 y 55.  
 
 
1: tls { 
 2: CA_path= /etc/raddb/GUI/certificados/CA/crl 
 3: private_key_password =test  
4:  private_key_file=${raddbdir}/GUI/certificados/pem/servidores/servi 
dor.pem  
   #  If Private key & Certificate are located in 
  #  the same file, then private_key_file & 
  #  certificate_file must contain the same file name. 
8: certificate_file=${raddbdir}/GUI/certificados/pem/servidores/servi 
dor.pem  
  #  Trusted Root CA list 
 10: CA_file =${raddbdir}/GUI/certificados/CA/cacert.pem  
    
 12: dh_file =${raddbdir}/GUI/certificados/CA/dh  
 13: random_file =${raddbdir}}/GUI/certificados/CA/random  
 
  # 
  #  This can never exceed the size of a RADIUS  
  #  packet (4096 bytes), and is preferably half 
  #  that, to accomodate other attributes in 
  #  RADIUS  packet.  On most APs the MAX packet 
  #  length is configured between 1500 - 1600 
  #  In these cases, fragment size should be 
  #  1024 or less. 
  # 
 24: fragment_size =1024  
  # fragment_size = 1500 
 
  #  include_length is a flag which is 
  #  by default set to yes If set to 
  #  yes, Total Length of the message is 
  #  included in EVERY packet we send. 
  #  If set to no, Total Length of the 
  #  message is included ONLY in the 
  #  First packet of a fragment series. 
  # 
 35: include_length = no 
 
  #  Check the Certificate Revocation List 
  #   
  #  1) Copy CA certificates and CRLs to same directory. 
  #  2) Execute 'c_rehash <CA certs&CRLs Directory>'. 
  #    'c_rehash' is OpenSSL's command. 
  #  3) Add 'CA_path=<CA certs&CRLs directory>' 
  #      to radiusd.conf's tls section. 
  #  4) uncomment the line below. 
  #  5) Restart radiusd 
 46: check_crl = yes 
 
             # 
             #  If check_cert_cn is set, the value will 
             #  be xlat'ed and checked against the CN 
             #  in the client certificate.  If the values 
             #  do not match, the certificate verification 
             #  will fail rejecting the user. 
             # 
       55:   check_cert_cn =%{User-Name}  
 } 
 




En la línea 2 indicamos el path donde encontrar la lista de certificados no válidos (CRL) 
que hemos creado en el apartado de OpenSSL.  
 
En la línea 4 indicamos donde encontrar la clave privada del certificado del servidor que 
hemos generado y en la línea 3 la contraseña para descifrar dicha clave privada. En la 
línea 8 indicamos donde encontrar el certificado con clave pública del servidor (en este 
caso el certificado ha sido generado en el formato PEM incluyendo la clave pública y 
clave privada, esta última cifrada mediante triple DES, con la contraseña “test”).  
 
En la línea 10 indicamos donde encontrar el certificado público de la entidad que valida 
nuestro certificado de servidor y los certificados de los clientes, es decir el certificado de 
CA. Hemos de decir que el certificado de servidor no puede llevar incrustado el 
certificado de la CA (como se hace en el proceso de generación de P12 para clientes). 
Esto es debido a que FreeRadius necesita de la clave pública de la CA de manera 
individual. 
 
En las líneas 12 y 13 se indican los ficheros que harán de semilla (o seed) para inicializar 
la clave de cifrado (los ficheros han de ser de contenido aleatorio) y que hemos generado 
con OpenSSL. 
 
La línea 46 indica al servidor que ha de contrastar las peticiones de autorización con la 
lista de revocación de certificados que le hemos indicado en CA_PATH. 
 
Finalmente, en la línea 55 encontramos el campo para indicar con que campo del 
certificado se ha de comparar los nombres de lista de usuarios del fichero users. En este 
caso el campo del certificado que será contrastado será el nombre de usuario al cual fue 
expedido o CN. 
 
clients.conf 
En este fichero hemos de definir los clientes que realizaran la petición de confirmación 
de autenticación, es decir, los puntos de acceso (no los clientes inalámbricos). La 
definición del cliente incluirá la IP habilitada para cada uno de estos puntos de acceso, el 
secreto compartido entre el punto de acceso y el servidor RADIUS  y el nombre del punto 
de acceso. 
 
En las siguientes líneas se muestra como debería ser definido un cliente con nombre 
“AP”, dirección IP 192.168.1.1 y secreto compartido la palabra “test”. 
 
client 192.168.1.1 { 
secret  =  test 





FreeRadius da la posibilidad de usar otro fichero adicional para definir los clientes 
(manteniendo el formato expuesto en clients.conf). Para poder disponer de un fichero 
limpio para nuestro sistema de apoyo, crearemos los clientes dentro de un fichero al que 
llamaremos clients.others. Para indicar a FreeRadius donde encontrar el fichero hemos 
de incluir en clients.conf una línea similar a la siguiente, donde se indica la ruta de el 
fichero de clientes a añadir: 




 $INCLUDE /etc/freeradius/GUI/clients.other 
 
users 
Este fichero es donde se definen los nombres de los usuarios y el método de 
autenticación que estos utilizarán. En el archivo original se nos muestran otros comandos 
los cuales pueden definir diferentes políticas para los usuarios (por ejemplo, limitar a 
unas direcciones IP’s cada cliente o definir unos puertos accesibles). Nosotros usaremos 
los dos siguientes comandos para cumplir nuestros requerimientos: 
 
usuario1 Auth-Type := EAP 
 
usuario2 Auth-Type := reject 
 
En el caso del usuario1, este tendrá la posibilidad de autenticarse con un certificado 
válido a nombre de usuario1 (debido a que en eap.conf hemos situado check_cert_cn 
al CN del certificado). En el caso del usuario2, a este se le denegará el acceso aún 
teniendo un certificado válido. Añadiendo la posibilidad de marcar a un usuario con el 
parámetro reject logramos denegar el acceso temporalmente, sin la necesidad de 
revocar el certificado. De no ser así, para denegar temporalmente deberíamos eliminar y 
volver a crear un certificado, con la consecuente molestia de volver a realizar el proceso 
estipulado de petición y expedición de certificados. 
 
users.other 
Igual que en el fichero clients.conf, aquí también podemos definir otro fichero donde 
se incluyan los usuarios válidos. Para poder disponer de un fichero vacío crearemos los 
usuarios dentro de un fichero al que llamaremos users.others Para ello añadiremos la 




Como se muestra en el apartado 3.3.3 de la PARTE III, nuestra herramienta almacenará 
información propia de los usuarios  en este fichero. Esta información estará precedida 
por el carácter #, lo cual para FreeRadius serán líneas comentadas y las ignorará. Estas 
líneas sólo deben ser leídas por la herramienta que diseñemos.  
 
Por lo tanto, el fichero users.other tendrá una finalidad doble. Por una parte contendrá 
la lista de usuarios admitidos y si se les esta permitida la autenticación. Y por otra parte, 
este fichero contendrá parte de la información complementaría que el sistema de apoyo 
mostrará al usuario. Así pues, el fichero quedará ordenado de manera que la información 
de cada usuario se almacenara en párrafos. Cada párrafo tendrá la siguiente estructura 
(por líneas): 
  
· Caracteres de inicio de usuario 
 · Serial del certificado 
 · Nombre usuario 
 · Alias 
 · e-mail 
 · Grupo 
· nombre PC 
· Nombre fichero .p12 
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· Autenticación (este campo no le precederá el carácter # ya que es el campo que 
debe leer FreeRadius) 
 















Este fichero es el ejecutable de FreeRadius. Se encuentra en el directorio /usr/sbin y 
puede ejecutarse con diversos parámetros. En el desarrollo de este proyecto, la manera 
más común de ejecutarlo ha sido en modo depuración completa. Para invocar este 
método usaremos el siguiente comando: 
 
 freeradius –X -A 
 
Esto nos proporcionará, por la salida estándar de pantalla, la capacidad de observar si 
durante la ejecución de inicio hay algún error o si durante la autenticación hay errores en 
las peticiones. Por lo tanto el modo debug o depuración ha sido usado constantemente 
durante la configuración del sistema y sobretodo en el momento de comprobar si los 
certificados estaban bien generados. 




Anexo 8. Distribución del repositorio común 
La estructura del repositorio será creada dentro de la carpeta /etc/freeradius y tendrá 
como nombre GUI. En el nivel de GUI situaremos los ficheros de configuración 
extendidos de los ficheros users y clients y el fichero de configuración propio de 
OpenSSL. Además en este nivel se situarán otros archivos que usará nuestro sistema de 
apoyo (users.pass y GUI.conf, véase el apartado 4 de la PARTE III). Dentro de GUI 
también se creará una carpeta llamada certificados; en ella se creará la carpeta CA (que 
contendrá la arquitectura de la CA) y las carpetas de almacenaje de certificados (las 
carpetas pem, dem y p12). 
 
 
Estudio de la seguridad en redes 802.11Anexos   172 
 
 
Figura III-25 Estructura de directorios del sistema 
 
Para ver como debe quedar la estructura, en la Figura III-25 podemos ver los ficheros que 
contendrán una vez creada la CA, un certificado de servidor, otro de cliente y haber 
revocado un tercer certificado. 
 
Contrastándolo con la configuración de OpenSSL y FreeRadius (Anexo 4 y Anexo 5), 
podemos ver que en la estructura mostrada se han generado todos los archivos 
necesarios. Recordamos que dentro del directorio freeradius se deberán haber 
modificado los ficheros necesarios de FreeRadius de configuración de FreeRadius y se 
deberá haber tenido en cuenta las rutas o paths de los certificados creados.  
 
Hemos de destacar que después de haber revocado el certificado con nombre 
“certificado_revocado”, ha sido borrado de sus repositorios .PEM, .DEM y .P12 y hemos 
colocado el fichero en formato .PEM (ya revocado) dentro de la carpeta CRL para 
realizar el rehash (véase el punto de revocación de certificados del Anexo 5). El archivo 
de la CRL contendrá el nombre de “certificado_revocado”. Este tipo de acciones, como 
es el control de la estructura o el movimiento de los certificados a las carpetas 
correspondientes, deberá implementarlo el sistema de apoyo. 
 




Anexo 9. Fichero GUI.conf 
 
 
El fichero GUI.conf fichero ha sido creado como fichero de configuración del sistema de 
apoyo. El sistema de apoyo lo leerá al realizar la carga inicial para poder conocer 
determinadas variables como el cabezal (caracteres que se pondrán en cada línea sin 
información para FreeRadius pero con información valida para el sistema del fichero 
users.others y clients.others), también las rutas y nombres de ficheros necesarios por 
el sistema de apoyo para realizar la gestión conjunta.  
 
Disponiendo de estos parámetros evitamos tener que introducir en el código fuente de las 
clases las rutas y nombres, proporcionándonos la posibilidad de cambiar las rutas sin la 
necesidad de la recompilación de la clase con una nueva ruta. 
 





# Fichero de configuracion de GUIRadius 









































Anexo 10. Creación de archivo .JAR y de LiveCD  
 
Creación del .JAR 
Para crear el archivo ejecutable java (JAR) usaremos la opción que se encuentra en el 
menú de Eclipse. Esto nos generará un archivo JAR el cual contiene las clases del 
sistema de apoyo y el fichero manifest (definición de la clase que contiene la rutina 
principal o main). De todas formas, debido a que hemos usado una librería externa (poi-
2.5.1-final-20040804.jar) para la gestión de hojas Excel, esta debe ser incluida en 
el paquete JAR de manera manual.  
 
Para dicha modificación abriremos el archivo JAR con el programa WinZip (programa 
que puede leer el contenido del archivo JAR). Copiaremos en la raíz del archivo JAR la 
librería poi-2.5.1-final-20040804.jar y modificaremos el archivo manifest  
incluyendo las siguientes sentencias: 
 
 Main-Class: uri.GUI.edicion.ClasseMain 
 Class-Path: poi-2.5.1-final-20040804.jar 
 
 
Creación del LiveCD 
La creación del un LiveCD es necesaria para darle al sistema una máxima portabilidad. 
De esta manera podremos generar una estructura de certificados y ejecutarla en varios 
sitios, en distintos momentos y de manera sencilla.  
 
Cuando creemos el LiveCD deberemos establecer una configuración estándar inicial del 
sistema, la cual será la que el usuario obtenga al cargar el LiveCD. En nuestro caso, 
dejaremos la configuración estándar de Ubuntu, añadiendo los componentes necesarios, 
pero sin modificar los demás parámetros. 
 
Para personalizar una compilación y hacerla LiveCD tenemos varias herramientas, como 
pueden ser Remastersys o Ubuntu Customization Kit (UCK).  
 
Después de haber creado un LiveCD con ambas herramientas, se decidió usar 
Remastersys. La elección se ha basado en que Remastersys realiza una copia exacta del 
sistema que estamos ejecutando. De esta manera para crear el LiveCD sólo es necesario 
instalar Ubuntu, OpenSSL, FreeRadius (compilado con las librerías correspondientes) y 
nuestro sistema de apoyo. Con UCK podemos personalizar la imagen de un CD de 
instalación de Ubuntu, con lo cual para la creación necesitaríamos realizar un script que 
añadiera a la imagen los mismo que con el método anterior, añadiendo las dependencias 
de cada uno de los programas añadidos, lo cual complica en exceso el proceso. 
 
Para determinar la versión a utilizar de Remastersys se realizaron varias pruebas con 
diferentes compilaciones de este software. La versión que resulto óptima para nuestro 
sistema es la versión  Remastersys 2.0-5, la cual funciona en Ubuntu 7.10. 
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Dado que Remastersys no es una herramienta oficial certificada por Ubuntu deberemos 
añadir el repositorio del proyecto a la lista de repositorios de fuentes de la herramienta 
que usemos para la descarga y actualización (apt-get). Para ello: 
 
#sudo  
“deb http://www.remastersys.klikit-linux.com/repository remastersys/” >> 
/etc/atp/sources.list 
 
Para crear la imagen del sistema simplemente deberemos ejecutar el siguiente comando 
  
 #sudo remastersys backup 
 
Después de la ejecución obtendremos varios ficheros, entre ellos la el fichero 
backup.iso el cual será la imagen del LiveCD de nuestro sistema y la que deberá ser 
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Anexo 11. Ejecución FreeRadius 
 
Seguidamente mostramos la ejecución correcta del servicio FreeRadius después de haber 
configurado una CA, un certificado de servidor y, por lo menos, un cliente AP mediante 
el sistema de apoyo. Para poder observar la ejecución podemos ir a la opción Lanzar 
Radius del menú Herramientas del sistema de apoyo, o lanzar el servicio desde la 
consola mediante el comando freeradius –X –A. 
 
Como podemos ver al final de la ejecución, para que esta sea correcta debe aparecer el 
mensaje “ready to process requests” lo que nos indica que el servidor esta preparado 
para recibir las peticiones de acceso de los clientes AP. 
 
root@xubuntu:/home/uri# freeradius -X -A 
Starting - reading configuration files ... 
reread_config:  reading radiusd.conf 
Config:   including file: /etc/freeradius/proxy.conf 
Config:   including file: /etc/freeradius/clients.conf 
Config:   including file: /etc/freeradius/GUI/clients.other 
Config:   including file: /etc/freeradius/snmp.conf 
Config:   including file: /etc/freeradius/eap.conf 
Config:   including file: /etc/freeradius/sql.conf 
 main: prefix = "/usr" 
 main: localstatedir = "/var" 
 main: logdir = "/var/log/freeradius" 
 main: libdir = "/usr/lib/freeradius" 
 main: radacctdir = "/var/log/freeradius/radacct" 
 main: hostname_lookups = no 
 main: max_request_time = 30 
 main: cleanup_delay = 5 
 main: max_requests = 1024 
 main: delete_blocked_requests = 0 
 main: port = 0 
 main: allow_core_dumps = no 
 main: log_stripped_names = no 
 main: log_file = "/var/log/freeradius/radius.log" 
 main: log_auth = no 
 main: log_auth_badpass = no 
 main: log_auth_goodpass = no 
 main: pidfile = "/var/run/freeradius/freeradius.pid" 
 main: user = "freerad" 
 main: group = "freerad" 
 main: usercollide = no 
 main: lower_user = "no" 
 main: lower_pass = "no" 
 main: nospace_user = "no" 
 main: nospace_pass = "no" 
 main: checkrad = "/usr/sbin/checkrad" 
 main: proxy_requests = yes 
 proxy: retry_delay = 5 
 proxy: retry_count = 3 
 proxy: synchronous = no 
 proxy: default_fallback = yes 
 proxy: dead_time = 120 
 proxy: post_proxy_authorize = no 
 proxy: wake_all_if_all_dead = no 
 security: max_attributes = 200 
 security: reject_delay = 1 
 security: status_server = no 
 main: debug_level = 0 
read_config_files:  reading dictionary 
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read_config_files:  reading naslist 
Using deprecated naslist file.  Support for this will go away soon. 
read_config_files:  reading clients 
read_config_files:  reading realms 
radiusd:  entering modules setup 
Module: Library search path is /usr/lib/freeradius 
Module: Loaded exec  
 exec: wait = yes 
 exec: program = "(null)" 
 exec: input_pairs = "request" 
 exec: output_pairs = "(null)" 
 exec: packet_type = "(null)" 
rlm_exec: Wait=yes but no output defined. Did you mean output=none? 
Module: Instantiated exec (exec)  
Module: Loaded expr  
Module: Instantiated expr (expr)  
Module: Loaded PAP  
 pap: encryption_scheme = "crypt" 
 pap: auto_header = yes 
Module: Instantiated pap (pap)  
Module: Loaded CHAP  
Module: Instantiated chap (chap)  
Module: Loaded MS-CHAP  
 mschap: use_mppe = yes 
 mschap: require_encryption = no 
 mschap: require_strong = no 
 mschap: with_ntdomain_hack = no 
 mschap: passwd = "(null)" 
 mschap: ntlm_auth = "(null)" 
Module: Instantiated mschap (mschap)  
Module: Loaded System  
 unix: cache = no 
 unix: passwd = "(null)" 
 unix: shadow = "/etc/shadow" 
 unix: group = "(null)" 
 unix: radwtmp = "/var/log/freeradius/radwtmp" 
 unix: usegroup = no 
 unix: cache_reload = 600 
Module: Instantiated unix (unix)  
Module: Loaded eap  
 eap: default_eap_type = "tls" 
 eap: timer_expire = 60 
 eap: ignore_unknown_eap_types = no 
 eap: cisco_accounting_username_bug = no 
rlm_eap: Loaded and initialized type md5 
rlm_eap: Loaded and initialized type leap 
 gtc: challenge = "Password: " 
 gtc: auth_type = "PAP" 
rlm_eap: Loaded and initialized type gtc 
 tls: rsa_key_exchange = no 
 tls: dh_key_exchange = yes 
 tls: rsa_key_length = 512 
 tls: dh_key_length = 512 
 tls: verify_depth = 0 
 tls: CA_path = "(null)" 
 tls: pem_file_type = yes 
 tls: private_key_file = 
"/etc/freeradius/GUI/certificados/pem/servidores/servidor.pem" 
 tls: certificate_file = 
"/etc/freeradius/GUI/certificados/pem/servidores/servidor.pem" 
 tls: CA_file = "/etc/freeradius/GUI/certificados/CA/cacert.pem" 
 tls: private_key_password = "test" 
 tls: dh_file = "/etc/freeradius/GUI/certificados/CA/dh" 
 tls: random_file = "/etc/freeradius/certs/random" 
 tls: fragment_size = 1024 
 tls: include_length = yes 
 tls: check_crl = no 
 tls: check_cert_cn = "%{User-Name}" 
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 tls: cipher_list = "(null)" 
 tls: check_cert_issuer = "(null)" 
rlm_eap_tls: Loading the certificate file as a chain 
rlm_eap: Loaded and initialized type tls 
 mschapv2: with_ntdomain_hack = no 
rlm_eap: Loaded and initialized type mschapv2 
Module: Instantiated eap (eap)  
Module: Loaded preprocess  
 preprocess: huntgroups = "/etc/freeradius/huntgroups" 
 preprocess: hints = "/etc/freeradius/hints" 
 preprocess: with_ascend_hack = no 
 preprocess: ascend_channels_per_line = 23 
 preprocess: with_ntdomain_hack = no 
 preprocess: with_specialix_jetstream_hack = no 
 preprocess: with_cisco_vsa_hack = no 
 preprocess: with_alvarion_vsa_hack = no 
Module: Instantiated preprocess (preprocess)  
Module: Loaded realm  
 realm: format = "suffix" 
 realm: delimiter = "@" 
 realm: ignore_default = no 
 realm: ignore_null = no 
Module: Instantiated realm (suffix)  
Module: Loaded files  
 files: usersfile = "/etc/freeradius/users" 
 files: acctusersfile = "/etc/freeradius/acct_users" 
 files: preproxy_usersfile = "/etc/freeradius/preproxy_users" 
 files: compat = "no" 
Module: Instantiated files (files)  
Module: Loaded Acct-Unique-Session-Id  
 acct_unique: key = "User-Name, Acct-Session-Id, NAS-IP-Address, Client-IP-
Address, NAS-Port" 
Module: Instantiated acct_unique (acct_unique)  
Module: Loaded detail  
 detail: detailfile = "/var/log/freeradius/radacct/%{Client-IP-Address}/detail-
%Y%m%d" 
 detail: detailperm = 384 
 detail: dirperm = 493 
 detail: locking = no 
Module: Instantiated detail (detail)  
Module: Loaded radutmp  
 radutmp: filename = "/var/log/freeradius/radutmp" 
 radutmp: username = "%{User-Name}" 
 radutmp: case_sensitive = yes 
 radutmp: check_with_nas = yes 
 radutmp: perm = 384 
 radutmp: callerid = yes 
Module: Instantiated radutmp (radutmp)  
Listening on authentication *:1812 
Listening on accounting *:1813 
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Anexo 12. Acceso autorizado en FreeRadius   
Éste es el log reportado por FreeRadius al dar acceso a un cliente el cual posee un 
certificado válido. Podemos ver que se realiza una petición inicial para conocer la 
identidad, un handshake, el establecimiento de un tunel TLS por donde se enviará la 
Master Key y finalmente la autorización de acceso. 
 
Ready to process requests. 
rad_recv: Access-Request packet from host 192.168.20.1:2048, id=1, length=123 
        User-Name = "user1" 
        NAS-IP-Address = 192.168.20.1 
        Called-Station-Id = "002129b5c728" 
        Calling-Station-Id = "001de06d5ded" 
        NAS-Identifier = "002129b5c728" 
        NAS-Port = 29 
        Framed-MTU = 1400 
        NAS-Port-Type = Wireless-802.11 
        EAP-Message = 0x0200000a017573657231 
        Message-Authenticator = 0x825e58c65b1ac1bc721a5125a76533a9 
  Processing the authorize section of radiusd.conf 
modcall: entering group authorize for request 0 
  modcall[authorize]: module "preprocess" returns ok for request 0 
  modcall[authorize]: module "chap" returns noop for request 0 
  modcall[authorize]: module "mschap" returns noop for request 0 
    rlm_realm: No '@' in User-Name = "user1", looking up realm NULL 
    rlm_realm: No such realm "NULL" 
  modcall[authorize]: module "suffix" returns noop for request 0 
  rlm_eap: EAP packet type response id 0 length 10 
  rlm_eap: No EAP Start, assuming it's an on-going EAP conversation 
  modcall[authorize]: module "eap" returns updated for request 0 
    users: Matched entry user1 at line 9 
  modcall[authorize]: module "files" returns ok for request 0 
rlm_pap: WARNING! No "known good" password found for the user.  Authentication 
may fail because of this. 
  modcall[authorize]: module "pap" returns noop for request 0 
modcall: leaving group authorize (returns updated) for request 0 
  rad_check_password:  Found Auth-Type EAP 
auth: type "EAP" 
  Processing the authenticate section of radiusd.conf 
modcall: entering group authenticate for request 0 
  rlm_eap: EAP Identity 
  rlm_eap: processing type tls 
 rlm_eap_tls: Requiring client certificate 
  rlm_eap_tls: Initiate 
  rlm_eap_tls: Start returned 1 
  modcall[authenticate]: module "eap" returns handled for request 0 
modcall: leaving group authenticate (returns handled) for request 0 
Sending Access-Challenge of id 1 to 192.168.20.1 port 2048 
        EAP-Message = 0x010100060d20 
        Message-Authenticator = 0x00000000000000000000000000000000 
        State = 0x9e4e3adc68fb053236c63bf5d46942f7 
Finished request 0 
Going to the next request 
--- Walking the entire request list --- 
Waking up in 6 seconds... 
rad_recv: Access-Request packet from host 192.168.20.1:2048, id=1, length=239 
        User-Name = "user1" 
        NAS-IP-Address = 192.168.20.1 
        Called-Station-Id = "002129b5c728" 
        Calling-Station-Id = "001de06d5ded" 
        NAS-Identifier = "002129b5c728" 
        NAS-Port = 29 
        Framed-MTU = 1400 
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        State = 0x9e4e3adc68fb053236c63bf5d46942f7 
        NAS-Port-Type = Wireless-802.11 




        Message-Authenticator = 0x0c43e93825025ae68a66484edd2633c5 
  Processing the authorize section of radiusd.conf 
modcall: entering group authorize for request 1 
  modcall[authorize]: module "preprocess" returns ok for request 1 
  modcall[authorize]: module "chap" returns noop for request 1 
  modcall[authorize]: module "mschap" returns noop for request 1 
    rlm_realm: No '@' in User-Name = "user1", looking up realm NULL 
    rlm_realm: No such realm "NULL" 
  modcall[authorize]: module "suffix" returns noop for request 1 
  rlm_eap: EAP packet type response id 1 length 108 
  rlm_eap: No EAP Start, assuming it's an on-going EAP conversation 
  modcall[authorize]: module "eap" returns updated for request 1 
    users: Matched entry user1 at line 9 
  modcall[authorize]: module "files" returns ok for request 1 
rlm_pap: WARNING! No "known good" password found for the user.  Authentication 
may fail because of this. 
  modcall[authorize]: module "pap" returns noop for request 1 
modcall: leaving group authorize (returns updated) for request 1 
  rad_check_password:  Found Auth-Type EAP 
auth: type "EAP" 
  Processing the authenticate section of radiusd.conf 
modcall: entering group authenticate for request 1 
  rlm_eap: Request found, released from the list 
  rlm_eap: EAP/tls 
  rlm_eap: processing type tls 
  rlm_eap_tls: Authenticate 
  rlm_eap_tls: processing TLS 
  eaptls_verify returned 7  
  rlm_eap_tls: Done initial handshake 
    (other): before/accept initialization  
    TLS_accept: before/accept initialization  
  rlm_eap_tls: <<< TLS 1.0 Handshake [length 0061], ClientHello   
    TLS_accept: SSLv3 read client hello A  
  rlm_eap_tls: >>> TLS 1.0 Handshake [length 004a], ServerHello   
    TLS_accept: SSLv3 write server hello A  
  rlm_eap_tls: >>> TLS 1.0 Handshake [length 04c4], Certificate   
    TLS_accept: SSLv3 write certificate A  
  rlm_eap_tls: >>> TLS 1.0 Handshake [length 018d], ServerKeyExchange   
    TLS_accept: SSLv3 write key exchange A  
  rlm_eap_tls: >>> TLS 1.0 Handshake [length 004e], CertificateRequest   
    TLS_accept: SSLv3 write certificate request A  
    TLS_accept: SSLv3 flush data  
    TLS_accept: Need to read more data: SSLv3 read client certificate A 
In SSL Handshake Phase  
In SSL Accept mode   
  eaptls_process returned 13  
  modcall[authenticate]: module "eap" returns handled for request 1 
modcall: leaving group authenticate (returns handled) for request 1 
Sending Access-Challenge of id 1 to 192.168.20.1 port 2048 



































        EAP-Message = 0x8199301d0603551d0e0416041465261af1577252e3e5 
        Message-Authenticator = 0x00000000000000000000000000000000 
        State = 0x34c3f26d72ff2dfb6bc5fdb34e9048f0 
Finished request 1 
Going to the next request 
--- Walking the entire request list --- 
Waking up in 6 seconds... 
rad_recv: Access-Request packet from host 192.168.20.1:2048, id=1, length=137 
        User-Name = "user1" 
                                   NAS-IP-Address = 192.168.20.1 
        Called-Station-Id = "002129b5c728" 
        Calling-Station-Id = "001de06d5ded" 
        NAS-Identifier = "002129b5c728" 
        NAS-Port = 29 
        Framed-MTU = 1400 
        State = 0x34c3f26d72ff2dfb6bc5fdb34e9048f0 
        NAS-Port-Type = Wireless-802.11 
        EAP-Message = 0x020200060d00 
        Message-Authenticator = 0x943a6b43e5219b84170f4aea6ce04383 
  Processing the authorize section of radiusd.conf 
modcall: entering group authorize for request 2 
  modcall[authorize]: module "preprocess" returns ok for request 2 
  modcall[authorize]: module "chap" returns noop for request 2 
  modcall[authorize]: module "mschap" returns noop for request 2 
    rlm_realm: No '@' in User-Name = "user1", looking up realm NULL 
    rlm_realm: No such realm "NULL" 
  modcall[authorize]: module "suffix" returns noop for request 2 
  rlm_eap: EAP packet type response id 2 length 6 
  rlm_eap: No EAP Start, assuming it's an on-going EAP conversation 
  modcall[authorize]: module "eap" returns updated for request 2 
    users: Matched entry user1 at line 9 
  modcall[authorize]: module "files" returns ok for request 2 
rlm_pap: WARNING! No "known good" password found for the user.  Authentication 
may fail because of this. 
  modcall[authorize]: module "pap" returns noop for request 2 
modcall: leaving group authorize (returns updated) for request 2 
  rad_check_password:  Found Auth-Type EAP 
auth: type "EAP" 
  Processing the authenticate section of radiusd.conf 
modcall: entering group authenticate for request 2 
  rlm_eap: Request found, released from the list 
  rlm_eap: EAP/tls 
  rlm_eap: processing type tls 
  rlm_eap_tls: Authenticate 
  rlm_eap_tls: processing TLS 
rlm_eap_tls: Received EAP-TLS ACK message 
  rlm_eap_tls: ack handshake fragment handler 
  eaptls_verify returned 1  
  eaptls_process returned 13  
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  modcall[authenticate]: module "eap" returns handled for request 2 
modcall: leaving group authenticate (returns handled) for request 2 
Sending Access-Challenge of id 1 to 192.168.20.1 port 2048 
























        EAP-Message = 0x0355040313067465737443410e000000 
        Message-Authenticator = 0x00000000000000000000000000000000 
        State = 0xa28b6135ff186ce53c87c08e4a979d04 
Finished request 2 
Going to the next request 
Waking up in 6 seconds... 
rad_recv: Access-Request packet from host 192.168.20.1:2048, id=1, length=1549 
        User-Name = "user1" 
        NAS-IP-Address = 192.168.20.1 
        Called-Station-Id = "002129b5c728" 
        Calling-Station-Id = "001de06d5ded" 
        NAS-Identifier = "002129b5c728" 
        NAS-Port = 29 
        Framed-MTU = 1400 
        State = 0xa28b6135ff186ce53c87c08e4a979d04 
        NAS-Port-Type = Wireless-802.11 
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        Message-Authenticator = 0x28a2453789144610977e60f84bf1696d 
  Processing the authorize section of radiusd.conf 
modcall: entering group authorize for request 3 
  modcall[authorize]: module "preprocess" returns ok for request 3 
  modcall[authorize]: module "chap" returns noop for request 3 
  modcall[authorize]: module "mschap" returns noop for request 3 
    rlm_realm: No '@' in User-Name = "user1", looking up realm NULL 
    rlm_realm: No such realm "NULL" 
  modcall[authorize]: module "suffix" returns noop for request 3 
  rlm_eap: EAP packet type response id 3 length 253 
  rlm_eap: No EAP Start, assuming it's an on-going EAP conversation 
  modcall[authorize]: module "eap" returns updated for request 3 
    users: Matched entry user1 at line 9 
  modcall[authorize]: module "files" returns ok for request 3 
rlm_pap: WARNING! No "known good" password found for the user.  Authentication 
may fail because of this. 
  modcall[authorize]: module "pap" returns noop for request 3 
modcall: leaving group authorize (returns updated) for request 3 
  rad_check_password:  Found Auth-Type EAP 
auth: type "EAP" 
  Processing the authenticate section of radiusd.conf 
modcall: entering group authenticate for request 3 
  rlm_eap: Request found, released from the list 
  rlm_eap: EAP/tls 
  rlm_eap: processing type tls 
  rlm_eap_tls: Authenticate 
  rlm_eap_tls: processing TLS 
rlm_eap_tls:  Received EAP-TLS First Fragment of the message 
  eaptls_verify returned 9  
  eaptls_process returned 13  
  modcall[authenticate]: module "eap" returns handled for request 3 
modcall: leaving group authenticate (returns handled) for request 3 
Sending Access-Challenge of id 1 to 192.168.20.1 port 2048 
        EAP-Message = 0x010400060d00 
        Message-Authenticator = 0x00000000000000000000000000000000 
        State = 0xd611887c6ea025188ca7d0d8cedd17e6 
Finished request 3 
Going to the next request 
Waking up in 6 seconds... 
rad_recv: Access-Request packet from host 192.168.20.1:2048, id=1, length=288 
        User-Name = "user1" 
        NAS-IP-Address = 192.168.20.1 
        Called-Station-Id = "002129b5c728" 
        Calling-Station-Id = "001de06d5ded" 
        NAS-Identifier = "002129b5c728" 
        NAS-Port = 29 
        Framed-MTU = 1400 
Estudio de la seguridad en redes 802.11Anexos   184 
 
 
        State = 0xd611887c6ea025188ca7d0d8cedd17e6 
        NAS-Port-Type = Wireless-802.11 





        Message-Authenticator = 0x120161f26b78dca1d48ddb9cac1cec78 
  Processing the authorize section of radiusd.conf 
modcall: entering group authorize for request 4 
  modcall[authorize]: module "preprocess" returns ok for request 4 
  modcall[authorize]: module "chap" returns noop for request 4 
  modcall[authorize]: module "mschap" returns noop for request 4 
    rlm_realm: No '@' in User-Name = "user1", looking up realm NULL 
    rlm_realm: No such realm "NULL" 
  modcall[authorize]: module "suffix" returns noop for request 4 
  rlm_eap: EAP packet type response id 4 length 157 
  rlm_eap: No EAP Start, assuming it's an on-going EAP conversation 
  modcall[authorize]: module "eap" returns updated for request 4 
    users: Matched entry user1 at line 9 
  modcall[authorize]: module "files" returns ok for request 4 
rlm_pap: WARNING! No "known good" password found for the user.  Authentication 
may fail because of this. 
  modcall[authorize]: module "pap" returns noop for request 4 
modcall: leaving group authorize (returns updated) for request 4 
  rad_check_password:  Found Auth-Type EAP 
auth: type "EAP" 
  Processing the authenticate section of radiusd.conf 
modcall: entering group authenticate for request 4 
  rlm_eap: Request found, released from the list 
  rlm_eap: EAP/tls 
  rlm_eap: processing type tls 
  rlm_eap_tls: Authenticate 
  rlm_eap_tls: processing TLS 
  eaptls_verify returned 7  
  rlm_eap_tls: Done initial handshake 
  rlm_eap_tls: <<< TLS 1.0 Handshake [length 04b7], Certificate   
chain-depth=1,  
error=0 
--> User-Name = user1 
--> BUF-Name = testCA 
--> subject = /C=es/ST=Cat/L=bcn/CN=testCA 
--> issuer  = /C=es/ST=Cat/L=bcn/CN=testCA 
--> verify return:1 
radius_xlat:  'user1' 
    rlm_eap_tls: checking certificate CN (user1) with xlat'ed value (user1) 
chain-depth=0,  
error=0 
--> User-Name = user1 
--> BUF-Name = user1 
--> subject = /C=es/ST=Cat/L=bcn/CN=user1 
--> issuer  = /C=es/ST=Cat/L=bcn/CN=testCA 
--> verify return:1 
    TLS_accept: SSLv3 read client certificate A  
  rlm_eap_tls: <<< TLS 1.0 Handshake [length 0086], ClientKeyExchange   
    TLS_accept: SSLv3 read client key exchange A  
  rlm_eap_tls: <<< TLS 1.0 Handshake [length 0086], CertificateVerify   
    TLS_accept: SSLv3 read certificate verify A  
  rlm_eap_tls: <<< TLS 1.0 ChangeCipherSpec [length 0001]   
  rlm_eap_tls: <<< TLS 1.0 Handshake [length 0010], Finished   
    TLS_accept: SSLv3 read finished A  
  rlm_eap_tls: >>> TLS 1.0 ChangeCipherSpec [length 0001]   
    TLS_accept: SSLv3 write change cipher spec A  
  rlm_eap_tls: >>> TLS 1.0 Handshake [length 0010], Finished   
    TLS_accept: SSLv3 write finished A  
    TLS_accept: SSLv3 flush data  
    (other): SSL negotiation finished successfully  
SSL Connection Established  
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  eaptls_process returned 13  
  modcall[authenticate]: module "eap" returns handled for request 4 
modcall: leaving group authenticate (returns handled) for request 4 
Sending Access-Challenge of id 1 to 192.168.20.1 port 2048 
        EAP-Message = 
0x010500450d800000003b14030100010116030100309d0a684bde29a6e77f3e5e1da12a06d9e8f
9cf3a82fe3c01edd84b82c040fe3615ee11f27498ae989c41f7e8d33b6ad5 
        Message-Authenticator = 0x00000000000000000000000000000000 
        State = 0x8037be4486078722206508cb2b733c43 
Finished request 4 
Going to the next request 
Waking up in 6 seconds... 
rad_recv: Access-Request packet from host 192.168.20.1:2048, id=1, length=137 
        User-Name = "user1" 
        NAS-IP-Address = 192.168.20.1 
        Called-Station-Id = "002129b5c728" 
        Calling-Station-Id = "001de06d5ded" 
        NAS-Identifier = "002129b5c728" 
        NAS-Port = 29 
        Framed-MTU = 1400 
        State = 0x8037be4486078722206508cb2b733c43 
        NAS-Port-Type = Wireless-802.11 
        EAP-Message = 0x020500060d00 
        Message-Authenticator = 0xf49ecf40b4f4421976035b878de704ef 
  Processing the authorize section of radiusd.conf 
modcall: entering group authorize for request 5 
  modcall[authorize]: module "preprocess" returns ok for request 5 
  modcall[authorize]: module "chap" returns noop for request 5 
  modcall[authorize]: module "mschap" returns noop for request 5 
    rlm_realm: No '@' in User-Name = "user1", looking up realm NULL 
    rlm_realm: No such realm "NULL" 
  modcall[authorize]: module "suffix" returns noop for request 5 
  rlm_eap: EAP packet type response id 5 length 6 
  rlm_eap: No EAP Start, assuming it's an on-going EAP conversation 
  modcall[authorize]: module "eap" returns updated for request 5 
    users: Matched entry user1 at line 9 
  modcall[authorize]: module "files" returns ok for request 5 
rlm_pap: WARNING! No "known good" password found for the user.  Authentication 
may fail because of this. 
  modcall[authorize]: module "pap" returns noop for request 5 
modcall: leaving group authorize (returns updated) for request 5 
  rad_check_password:  Found Auth-Type EAP 
auth: type "EAP" 
  Processing the authenticate section of radiusd.conf 
modcall: entering group authenticate for request 5 
  rlm_eap: Request found, released from the list 
  rlm_eap: EAP/tls 
  rlm_eap: processing type tls 
  rlm_eap_tls: Authenticate 
  rlm_eap_tls: processing TLS 
rlm_eap_tls: Received EAP-TLS ACK message 
  rlm_eap_tls: ack handshake is finished 
  eaptls_verify returned 3  
  eaptls_process returned 3  
  rlm_eap: Freeing handler 
  modcall[authenticate]: module "eap" returns ok for request 5 
modcall: leaving group authenticate (returns ok) for request 5 
Sending Access-Accept of id 1 to 192.168.20.1 port 2048 
        MS-MPPE-Recv-Key = 
0xfaee4fd77f9d866394676ea11571328981947b4df6533352a2f34957c7cc17a5 
        MS-MPPE-Send-Key = 
0xb209607263ef9c59c0d7ef087a05adfd4b3fc851184e3e5ec146d4d2f54b38c8 
        EAP-Message = 0x03050004 
        Message-Authenticator = 0x00000000000000000000000000000000 
        User-Name = "user1" 
Finished request 5 
Going to the next request 
Waking up in 6 seconds... 
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Anexo 13. Formato del fichero de exportación del 
sistema de apoyo 
Esta tabla muestra el formato que debe tener el archivo de exportación de ficheros. Este 
formato debe mantenerse si quiere realizarse una importación. 
 
La representación de cada uno de estos campos será consecutiva, siendo cada columna 
una característica de los usuarios. Aquí se muestra en dos bloques dado a que el tamaño 
del papel no lo permite.  
 
Al importar un fichero un fichero Excel con este formato los campos absolutamente 
necesarios serán: nombre, alias, autenticación, password y fechas inicio y fin (con el 
formato aquí mostrado, dd/mm/aaaa-hh:mm). Los otros parámetros no serán necesarios 
para la creación del certificado. 
 
 
Serial Nombre alias e-mail Grupo 
Nombre 
del PC 
01 Daniel Torres dtorres dtorres@hotmail.com Administradores Cabories 
03 Antoni Sanchez asanchez3   Usuarios Ridaura 
00 Administracion admin admin@uri-cop.com Administradores Ponent 
 
Archivo P12 Autenticacion password inicio fin 
dtorres.p12 EAP dgle3 28/04/2008-13:12 29/04/2009-13:12 
asanchez3.p12 rejected asanchez 28/04/2008-16:16 29/09/2008-16:16 
admin.p12 EAP adm 10/02/2008-13:11 29/10/2015-13:11 
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