ABSTRACT For efficient path planning of ground robots in 3D environments with structures such as buildings or overhanging objects, an appropriate spatial representation of the environment is normally required. Some popular representations, such as elevation maps and multi-level surface maps, need to be projected into a 2D plane to extract traversibility maps for path planning. They cannot properly handle all complex situations, such as bridges. Some other predominant representations, such as 3D occupancy grid maps and 3D normal distributions maps, typically have high computational and storage demands. In this paper, we propose a 2.5D normal distributions transform map (NDT map) as an efficient and compact representation of 3D environments for path planning of ground robots. Our open-source work partitions the space evenly in x − y direction and z direction separately and transforms the 3D point clouds of environments into 2.5D representation based on the NDT. The 2.5D-NDT map only stores space surface patches that are potentially navigable for path planning of ground robots, and represents them with four parameters based on the NDT. Moreover, the map is efficiently organized by our proposed two-layer indexes to speed up the computation. We further present algorithms for a traversability analysis and path planning, which utilize the proposed map. Experiments on data sets, containing indoor and outdoor scenarios, demonstrate that our approach can represent 3D environments properly and compactly for path planning of ground robots. Paths suitable for navigation of ground robots can be planned efficiently in complex 3D environments based on our proposed algorithm.
I. INTRODUCTION
Path planning is one of the major tasks in navigation of autonomous ground robots. However, how to represent environments to support path planning in 3D environments is still a challenge, especially when there are structures like bridges, underpasses or overhanging objects in the environments.
One popular solution to the above problem is the elevation map, which consists of a two-dimensional (2D) grid in which each grid unit reserves the corresponding height of the area. However, an elevation map typically can only represent environments with only one surface due to its dimension reduction [1] . By allowing multiple height values to be reserved per cell, an elevation map is extended into the multi-level surface (MLS) map, which is able to represent 3D structures like overhanging objects in environments properly [2] . In addition, through projecting the MLS map into a plane and extracting a 2D traversability map out of it, paths suitable for navigation of ground robots can be planned in complex environments with more than one traversable level, like bridges [3] . However, such a projection imposes some limitations. For example, a robot that uses this 2D traversability map cannot plan a path begin with a point A under a bridge to a point exactly above A on the bridge, since the two points share the same projection and cannot be both represented in any single traversable level. These approaches can be assumed to represent environments in 2.5D, with 2D representing information on the ground plane, and the rest representing partial information in the vertical direction.
Due to insufficient information in the vertical direction provided by the 2.5D map, several different approaches with full 3D representations are proposed. The 3D occupancy grid map is one of the predominant representations for full 3D environments in robotic applications. One popular implementation of it is the OctoMap [4] , which is a compact and efficient representation. OctoMap enables path planning in 3D environments for aerial robots and autonomous underwater robots [5] , [6] . However, such full 3D models typically lead to high computational demands. Moreover, only partial information of the full 3D representation will be actually utilized for path planning of ground robots, which do not have full 3D manuverbility like aerial robots or underwater robots. An alternative way to handle this issue is raised in [7] , [8] , which is to project OctoMap into multi-layer 2D occupancy maps based on heights of robots and environments. Then, traversable maps can be extracted among those layers. Because they reduce the dimensionality from 3D into 2D, the calculation decreases in each layer. However, when robots or environments are complex in vertical direction, many layers should be calculated and stored, which would result in extra computational burden and memory consumptions.
Another full 3D spatial representation is the threedimensional normal distributions transform map, which is compact, yet expressive spatial representation. The threedimensional normal distributions transform map represents range points as a set of Gaussian probability distributions [9] . It can also be interpreted as a surface representation [10] , which makes it suitable for navigation of ground robots. Moreover, a three-dimensional normal distributions transform map can be coupled with wave-front planner and area classification method to support path planning in 3D environments [11] , [12] . This avoids limitations caused by dimension projection with limited memory. The three-dimensional normal distributions transform map is well suited for surface representation and path planning. However, again, only partial information in it is required for path planning of ground robots. The rest information of environments leads to large computation and storage costs. Moreover, some of the current three-dimensional normal distributions transform maps cannot be expanded easily [10] , [11] , i.e. they can only represent a sub-space with fixed boundaries. The reason is that they are indexed with octrees, the root nodes of which decide the size of the sub-space it can represent, and are fixed once the octree is generated.
In this paper, we propose a 2.5 dimensional normal distributions transform map to address the above issues, denoted as 2.5D-NDT map. our work partitions the 3D space evenly in x − y direction and z direction separately and transforms the 3D point clouds of environments into 2.5D representation based on normal distributions transform. Our proposed map only reserves space surface patches that are potentially suitable for navigation of ground robots. In particular, we propose two-layer indexes to efficiently manage the map and make the map expandable during robot exploration. We further present algorithms for extracting a traversability map out of the 2.5D-NDT map. Path planning is performed on the traversability map. For example, floors and inclinations within a small angle are stored, while walls and tree trunks are excluded from the 2.5D-NDT map. This makes the representation more compact and enables efficient traversability FIGURE 1. The proposed system generates a 2.5D-NDT map from a point cloud map. And a path is generated after the traversability analysis in the 2.5D-NDT map. Top: dense point cloud map of the environment. Middle: corresponding 2.5D-NDT map generated by our algorithms, in which a color gradient is used to indicate different heights. It can be seen that our map only stores space surface patches that are potentially navigable for path planning of ground robots. Bottom: corresponding traversability map (in purple) and planned path (in yellow).
analysis. Moreover, since path planning is performed on the extracted traversability map, the validity of path planning would not be affected by excluding these structures from the 2.5D-NDT map. This enables an efficient path planning as well. As shown in Fig. 1 , experiments are carried out on datasets.
In summary, this paper makes the following contributions:
• We propose a 2.5D-NDT map to only reserve space surface patches that are potentially useful for navigation of ground robots and exclude redundant information. And it can efficiently and compactly represent 3D environments properly for path planning of ground robots.
• Our work partitions the space evenly in x − y direction. However, in the z direction, the space is partitioned in a separate resolution. This makes the map able to satisfy the different requirement of resolution in horizontal direction and vertical direction.
• Based on the way space is partitioned, we propose twolayer indexes to efficiently manage the map and speed up the computation. This method also enables the map to be easily expanded in space. In the rest of this article, we first describe our approach of 2.5D-NDT maps in Section II. Then, we present algorithms for traversability analysis and path planning based on it in Section III. Section IV demonstrates the validity and efficiency of our approach on datasets, containing indoor and outdoor scenarios. Finally, Section V concludes this paper with a summary of our work and a discussion of future work.
II. THE 2.5D-NDT MAP

A. THE NORMAL DISTRIBUTIONS TRANSFORM
The normal distributions transform is originally developed for 2D laser scan registration [13] . It is further extended to the domains of 3D mapping [11] . The central idea of it is to represent points of environments as a set of normal distributions. Taken 3D environments into consideration, the standard approach to create a normal distributions transform (NDT) map is illustrated below.
Suppose there is a set of N points P = {(x j , y j , z j )|j = 0 . . . N } of surrounding environments. The first step is to partition the space into 3D cells. And there are different ways to complete this, e.g. dividing space based on octree and dividing space evenly [10] . Then, for each non-empty 3D cells, the inside set of l points P cell = {(x i , y i , z i )|i = 0 . . . l} is represented as a normal distribution N (µ, C). Then, information of these points can be discarded. For each 3D cell, the mean µ and the covariance C are estimated using [11] :
B. THE 2.5D-NDT MAP
Following the central idea of normal distributions transform, however, our map only reserves information of space surface patches that are potentially suitable for navigation of ground robots in environments and represents them as normal distributions. And for the expandability of map, efficiency of map generation and the different requirement of resolution in different direction, in this paper, we divide 3D space into equal-sized 3D cells under given resolutions in x −y direction and z direction separately. Moreover, based on the way space is partitioned, we manage the map by our proposed two-layer indexes to speed up the computation. The 2.5D-NDT map consists of a 2D grid, in which each grid unit is equally sized and is managed by a two-layer index. The 3D space is divided into equal-sized 3D cells based on the grid and the given resolution in z direction. These 3D cells are indexed by the two-layer indexes as well. Points inside each 3D cell are represented as a normal distribution. Part of these 3D cells are determined as patches. And information of patches are stored in corresponding grid unit.
More specifically, the procedure of creating a 2.5D NDT map is shown in Fig. 2 , which includes four steps. First of all, we assume that accurate dense map of the surrounding environment is available in the form of point cloud. Then, we divide the 3D space into equally sized 3D cells under different given resolutions in x − y direction and z direction separately and index these cells with two-layer indexes. For each non-empty 3D cell, points inside it are represented as a normal distribution. Then, information of these points are discarded. The last step is to determine which 3D cells are patches. Parameters of each patch shoule be calculated and reserved. Each patch is indexed using the proposed two-layer index as well. 
1) THE TWO-LAYER INDEX
To efficiently manage the map, we index all 3D cells with two-layer indexes.
As shown in Fig. 3 , randomly picked point p 0 (x 0 , y 0 , z 0 ) in point cloud of the environment is taken as the origin of coordinate. The x − y plane is divided into four quadrants, namely A, B, C, and D, while the z plane is divided into two quadrants-U and D. After resolutions r xy and r z are given to the 2.5D-NDT map, the space is divided into equal-sized 3D cells. For each point p i (x i , y i , z i )(i = 0 . . . N ) in point cloud, it is assigned to a 3D cell numbered (a, b, c) in space, which can be obtained by: If we use (a, b, c) to index each 3D cell, the computational complexity of searching a specific cell could be O(log 3 N ). To achieve reduction in the time complexity of searching 3D cells, we propose the two-layer index, which maps the two numbers in x − y direction into one number and combines this number with the number in z direction. In this way, the complexity of searching a 3D cell can be approximated as O(logM * logN ), where M = N 2 . Moreover, the value of a two-layer index can be as large as needed so that the map can be expanded as large as possible theoretically.
As shown in Fig. 3 , the two-layer index is composed of two indexes in x − y direction and in z direction. Grid units are managed by indexes in x −y direction. The corresponding list of 3D cells in each unit are indexed in both x − y and z direction. In detail, the index in z direction is c combines with quadrant symbol it belongs to. The index in x − y direction is mapped from two numbers and is combined with the quadrant symbol it belongs to as well. For the uniqueness of mapping and simplicity of decimal Morton codes [14] , we use it to map two decimal numbers a and b to one number. In detail, it first converts a and b to binary numbers separately, then insert every bit of these two numbers alternately into the result number in binary version. And we can obtain the result number by converting it into decimal version. The whole procedure is described in Fig. 3 . As it shows, the red point in space is assigned to a 3D cell numbered (a = 3, b = 5, c = 4). And the index of this cell is (A27, U 4).
2) THE SURFACE PATCHES
Since ground robots do not have full 3D manuverbility and full 3D models typically lead to high computational and storage demands, our map only reserves information of space surface patches that are potentially suitable for navigation of ground robots in environments.
In addition, a normal distribution N (µ, C) can be interpreted as a surface representation as proposed in [10] . The smallest eigenvalue of the covariance matrix C can be considered as the roughness of the surface while the corresponding vector be considered as the normal vector of this surface, called inclination throughout this section.
Therefore, a patch can be defined as a piece of surface which are potentially suitable for navigation of ground robots in environments. And each patch can be represented with parameters patch i = {µ, roughness, inclination}, where µ indicates the position of this patch and can be calculated out as described in Sect. II-A.
The determination procedure of a patch is as follow. As shown in Fig. 4 , for each grid unit in the 2D grid, a list of corresponding 3D cells can be obtained based on the twolayer index, since their indexes in x −y direction are the same. For all non-empty 3D cells in this list, the space interval in z direction between two adjacent 3D cells should be larger than a fixed threshold, which is denoted as patch interval. Otherwise, these two 3D cells are considered close enough to each other and are fused into one 3D cell. Then, for each non-empty 3D cell in the list, we check if the 3D cell above it and the 3D cell below to it are empty and deem the value as up and down. A 3D cell is assumed to be a potential surface patch only if at least one of two 3D cells next to it in vertical direction are empty. In addition, the roughness of a patch should be no more than the tolerance of a ground robot in terrain roughness as well as the up of a patch should be empty. For example, in Fig. 4 , 3D cell A and 3D cell B are assumed to be potential patches while other 3D cells are excluded from the map. Since the up of 3D cell B is not empty, only 3D cell A is determined as a patch. In addition, due to the ambiguity of normal vector in direction, the value of down cannot be inferred from inclination. For each patch, down is required to represent the status of cell which below to it, which is meaningful for subsequent path planning. Therefore, a patch should be represented with parameters patch = {µ, roughness, inclination, down}.
III. PATH PLANNING
The previous section covers the problem of representing 3D environments utilizing a 2.5D-NDT map. In this section, we assume that ground robots have been localized in the given 2.5D-NDT map. And we present algorithms for path planning in it.
First of all, we perform a traversability analysis to extract a traversability map out of the 2.5D-NDT map. Then, most of the existing path planning algorithms can be applied on this traversability map, such as A*, ARA* and RRT. In order to make the procedure more concise, we utilize the A* algorithm to perform the path planning to demonstrate the validity of our approach.
A. TRAVERSABILITY ANALYSIS
As presented in Algorithm 1, our algorithm is based on the wavefront path planner proposed in [11] . However, it has two significant distinctions when utilizing the 2.5D-NDT representation. The first modification is the CollisionCheck subroutine. To make the problem more concise, we simplify the model of a robot into a sphere with the radius as r. In the original approach, this routine should check the surrounding 3D cells within 2r * 2r * 2r to judge if the robot would collide with these 3D cells. Our modified version only checks surrounding patches within 2r * 2r * 2r, the number of which In addition, C : {q} is denoted as the configuration space of the robot as traditionally preferred throughout this section.
1) COLLISION CHECK
As shown in Algorithm 2, our version of CollisionCheck only need to check the surrounding patches within possible reachable range of robots. First of all, the corresponding grid unit of target patch can be found using the two-layer index. Then, for the safety of robots, grid units within 2r * 2r range should be taken into consideration. Patches corresponding to these grid units can be obtained by the two-layer index as well. Among these patches, only patches, which are higher than target patch and height differences between them are no more than r, should be checked. The check method is described in Algorithm 2, which checks if these patches collide with the robot body.
2) ACCESSIBLE PATCHES
The second modification to the original wavefront path planner is AccessPatches routine. The logic behind this routine is finding adjacent accessible patches of the target patch. In practice, we first find the grid unit that target patch corresponds to according to the two-layer index. Then, we find the adjacent indexes of this grid unit. It should be noted that this operation may lead to change of quadrant the index belongs to. After getting all adjacent indexes, we can obtain corresponding patches utilizing two-layer indexes and consider them as candidate patches to be checked. Then, check if their height differences are within the maximal height that the ground robot can climb up. The value difference of inclination between a candidate patch and the target patch should also be within the maximal pitching angle of this ground robot. This way, we get the accessible list of patches. By using our two-layer index, the computational complexity of obtaining the corresponding grid unit is O(logM ). And we can get a patch list which have the same morton code with this grid unit. Suppose there are 3 pathes in this list, then the computational complexity of obtaining them is O(logM * log 3 N ). But if we use (a, b, c) to index them, we can only find them one by one. And the complexity of obtaining them is O(log 3 N * log 3 N * log 3 N ) = O(log 9 N ). Since M = N 2 , the computational complexity of this algorithm decreases by using our two-layer index.
B. A* PLAN
After the traversability analysis, we utilize the A* algorithm to perform the path planning on the traversability map. The well-known formula of A* is f = h + g, where h is the VOLUME 6, 2018 FIGURE 5. First column: Point clouds from four test environments, which are labeled with ''laboratory'' (14.3m*15m*3.3m), ''locomotive'' (17m*47m*14m), ''freiburg'' (225m*158m*24m) and ''bridge'' (13m*4m*2m) from first row to last row. Second column: corresponding 3D-NDT maps. Third column: corresponding 2.5D-NDT maps. It should be noted that cuboids are used to visualize the normal distributions in 3D cells for the clarity instead of ellipsoids in our work. All cuboids are centered at the distribution means µ and orientated according to the respective covariance matrices C . And color gradients are used in figures to indicate different heights.
expected cost of going from the current patch to the goal patch and g is the actual cost -the Euclidean distance from the start patch to the current patch. After the traversability analysis, all patches that are reachable from the goal are assigned the value of h, which corresponds to the cost value in Algorithm 1. A path suitable for navigation of ground robots can be generated by checking from start patch and iteratively checking for an accessible neighbor patch with lower value of f until the goal patch is reached.
IV. EXPERIMENTS AND EVALUATION
We evaluate our proposed 2.5D-NDT in map performance, path planning and time cost. We further compare it with the full 3D map, which is implemented utilizing the same method return no_collision as 2.5D-NDT map utilized, except that it reserves all 3D cells. For the conciseness, we denote it as 3D-NDT map throughout this section and it can be served as ground truth map.
We also compare our 2.5D-NDT map with the proposed map in [9] in time cost to demonstrate the efficiency of our proposed two-layer index. We test our approach on one data generated by a simulator and three real-world datasets including indoor and outdoor scenarios. Environments in these experiments contain structures like overhanging objects and bridge which has two layers suitable for navigation of ground robots. Experiments run on a computer equipped with an Ubuntu 16.04 64 bit operating system, an Intel core i5-7400 (4 cores @ 3.0GHZ) CPU and 8GB RAM.
A. QUALITATIVE MAPPING PERFORMANCE
Since how to evaluate performance of a spatial representation is still an open problem, we can only analyze map performance qualitatively. As shown in Fig. 5 , there are four different environments visualized in three different ways, which are point clouds, 3D-NDT maps and 2.5D-NDT maps.
The first dataset processed in the experiment is recorded by a Turtlebot platform mounted with a Kinect sensor in a laboratory by our previous work [15] . It is a typical indoor scenario with overhanging objects. It can be seen that overhanging objects are represented properly. Compared with the 3D-NDT map, structures like pillars and vertical parts of desks are excluded in the 2.5D-NDT map, because they are not suitable for navigation of ground robots.
The second dataset is a subset of LiDAR scan data provided by SmartGeoMetrics. 1 It contains a locomotive and parts of a train track. The train track is uneven and rough. In the 2.5D-NDT map, vertical parts of the locomotive and the billboard are excluded from it compared with the 3D-NDT map.
The third test point set used is from Freiburg Campus. 2 It is a typical large-scale outdoor scenario captured by about 25 3D scans. The details of the place circled in red are shown in Fig. 6 . We can see that tree trunks and vertical parts of 1 http://www.smartmm.com/downloads/AIA_2010/ Site_45_public_favorite_pts173.zip 2 http://ais.informatik.uni-freiburg.de/projects/datasets/fr360/ freiburgCampus360_3D.zip walls (in grey) are excluded in the 2.5D-NDT map, while the top surfaces of walls and floor (in red) are reserved. Because these reserved structures are potentially useful for navigation of ground robots.
The last dataset processed in the experiments is generated by a simulator. Its download link can be found in Sect. V. It is a bridge with two layers, which are navigable for ground robots. It can be seen that two layers are represented properly by our method. Compared with the 3D-NDT map, structures like bridge piers are excluded in the 2.5D-NDT map, since the information of them are not needed for navigation of ground robots when utilizing our 2.5D-NDT map.
B. PATH PLANNING
In this section, we demonstrate the validity of our traversability analysis algorithm and path planning algorithms by applying them to four before-mentioned datasets. To demonstrate the efficiency of our proposed method, we also compare the involved patches/3D cells in 2.5D-NDT map and in 3D-NDT map when a traversability analysis is performed on them. In Fig. 7 , we can see that paths suitable for navigation of ground robots are planned in all these four different environments, including indoor and outdoor scenarios. However, only around half of the terrain is considered as traversable in the second environment (''locomotive''). This is caused by the edge of the train track. The angle difference between the patch of train track and the patch of flat land is beyond the maximal pitching angle of this ground robot. Therefore, the robot is unable to climb over the train track. In the last environment (''bridge''), we can see that the goal point A and the start point A share the same projection to the ground plane. A path suitable for navigation of ground robots can be planned using our proposed 2.5D-NDT map, as shown in the yellow trajectory. The places considered as untraversable in ground are the places where a robot may collide with the bridge deck or bridge piers exist. Some minor parts in bridge decks which are considered as untraversable is caused by the data we used. The generated point cloud of bridge is extracted from a simulation environment and is not uniform, which causes angle differences between adjacent patches. The angle differences between the patches of untraversable places in bridge deck are beyond the maximal pitching angle of this ground robot, therefore they are judged to be impossible to be climbed over.
Since ground truth of terrain traversability is not available for these datasets, the validity of produced paths can only be evaluated empirically. Paths demonstrated in Fig. 7 are geometrically traversable, but are not necessarily optimal in robot travel time or suitable for movement of robot because we only use A* algorithm to demonstrate the validity of traversability map in path planning.
In Fig. 8 , we perform a traversability analysis on a 3D-NDT map and a 2.5D-NDT map separately. As we mentioned in Section. III-A, only patches are stored in 2.5D-NDT map, and parts of patches (Q in Algorithm 1 and N in Algorithm 2) are involved to be checked in traversability analysis to extract a traversability map. As shown in Fig. 8 , we visualized these involved patches/3D cells (in pink) separately in 3D-NDT map and 2.5D-NDT map in ''freiburg part ''. We can see that the number of involved patches are much less than that of involved 3D cells. This makes the traversability analysis more efficient when utilizing the 2.5D-NDT map.
After the traversability analysis, in Fig. 9 , we can see that the generated traversability maps (in purple) and generated roads (in yellow) are almost the same in 2.5D-NDT map and in 3D-NDT map. This demonstrates that our proposed 2.5D-NDT map and proposed algorithms are valid.
C. TIME COST
In this section, we analyze the time cost of our proposed system to show its efficiency compared with the 3D-NDT map and the map proposed in [9] (denoted as occupancy-3D-NDT map throughout this section). Table. 1 shows time costs of generating a 2.5D-NDT/3D-NDT map from point clouds and path planning using them. It can be seen that the number of reserved patches (column 3, upper value) is much less than the number of reserved 3D cells (column 3, lower value). This result in the compact 2.5D-NDT map, which excludes meaningless information for navigation of ground robots out of map. Among these datasets, the decrease in the number of reserved 3D cells can be about 63%-80%, which means the 2.5D-NDT map requires much less storage space. The comparison between generated traversability maps (in purple) and paths (in yellow) after the traversability analysis in 3D-NDT map (first row) and 2.5D-NDT map (second row) in ''freiburg part ''. We can see that they are almost the same. This demonstrates that our proposed 2.5D-NDT map and algorithms are valid.
1) COMPARISON BETWEEN 2.5D-NDT MAP AND 3D-NDT MAP IN TIME COST
Comparing the time corresponding to generating a 2.5D-NDT map (upper values) with the time corresponding to generating a 3D-NDT map (lower values) in Table. 1, we can see that generating a 2.5D-NDT map is faster. This is because 2.5D-NDT map only stores patches so that only parameters of patches should be calculated out, while the VOLUME 6, 2018 3D-NDT map requires parameters of all 3D cells, which have a much larger size. Among these datasets, the reduction ratio in time consuming by generating a 2.5D-NDT map (column 4 and column 5) can be up to 57%. In addition, the reduction ratio is related to the environment and resolution. If there were multiple structures, which can be excluded from 2.5D-NDT map, like a labyrinth with many walls or a forest with many tree trunks, the efficiency would be greatly improved. And the smaller the resolution in z direction, the greater the efficiency would be improved.
Analyzing the time corresponding to path planning, we can see that traversibility analysis can be performed more efficiently in 2.5D-NDT map. According to Algorithm 1 and Algorithm 2, time cost by these algorithms almost depends on the number of active patch list Q and patch list within reachable range N , which are visualized in pink in Fig. 7 . In Fig. 7 we can see that the number of involved patches is less than the number of 3D cells. Therefore, the path can be planned more effectively in 2.5D-NDT map compared with 3D-NDT map.
2) COMPARISON BETWEEN 2.5D-NDT MAP AND OCCUPANCY-3D-NDT MAP IN TIME COST
In the open-source implementation of the occupancy-3D-NDT map [9] , 3 it does not support octree index anymore. So that we use the latest version map, which is indexed with grid. In addition, the traversability analysis in the opensource implementation leaves factors like roughness and inclination of patches out of consideration, so that time cost of traversability analysis is incomparable between the 2.5D-NDT and the occupancy-3D-NDT map. Therefore, we only analyze the cost time of creating a map of them. Table. 2 shows time costs of creating a 2.5D-NDT and a occupancy-3D-NDT map. We can see that the time cost of creating a 2.5D-NDT map is shorter than the time cost by a occupancy-3D-NDT map. This is because our proposed map only stores patches so that the number of 3D cells to be calculated is less. Besides, our two-layer index speeds up the computation.
In addition, by analyzing the code in the open-source implementation, the computational complexity of searching a specific 3D cell is approximated as O(log 3 N ) in the 3 https://github.com/OrebroUniversity/perception_oru/tree/port-kinetic occupancy-3D-NDT map. While the computational complexity is approximated as O(logM * logN ) in our 2.5D-NDT map utilizing our proposed two-layer index, which is described in detail in Sect. III-A.2.
V. CONCLUSIONS
In this paper, we present the 2.5D-NDT map as an efficient and compact spatial representation for path planning of ground robots in 3D environment. The 2.5D-NDT map only stores surface patches that are potentially navigable for ground robots. This makes the representation more compact and enables mapping over extended periods of time with limited memory. In this way, our proposed map is more efficient and suitable for representing environments with many structures in vertical direction, like a labyrinth with many walls.
Moreover, we partition the space evenly in x − y direction. However, in the z direction, we partition the space in a separate resolution. Based on this, we propose twolayer indexes to efficiently manage the 2.5D-NDT map and speed up the computation. It makes the map able to satisfy the different requirement of resolution in horizontal direction and vertical direction, and enables it to be easily expanded in space. We also present algorithms for extracting a traversability map from the 2.5D-NDT map. Path planning algorithms can be applied on the traversability map to produce paths suitable for navigation of ground robots. Experiments on real-world datasets and data generated by a simulator demonstrate that the 2.5D-NDT map is able to represent 3D environments properly for path planning of ground robots. And paths can be planned efficiently. Moreover, since the information of those parts of structures in environments which are not determined as pathes, like vertical parts of walls, are not needed for navigation of ground robots utilizing our 2.5D-NDT map. More such structures exist, more improvment in the efficiency of 2.5D-NDT map can be achieved comparing with using the full 3D map. And we make the source code related to this work publicly available (code: https://github.com/daysun/grid_ndt and test data: https://pan.baidu.com/s/1d_ivBlzpCtd_5AYiFq420g).
In this work, all the 3D cells and patches are indexed using our two-layer indexes. In a static environment, we only preserve the parameters of patches. While in a dynamic environment, since all 3D cells might be updated, all parameters of 3D cells should be preserved. Coupling this work with occupancy grid map [16] can enable the 2.5D-NDT map to represent dynamic environments. This requires each cell to obtain a probability of itself to be occupied and the update rule of the probability can be estimated according to [4] .
A basic scheme of utilizing a 2.5D-NDT map in a dynamic environment could be designed as follows.
1. Assume the accurate dense map of the surrounding environment is available in the form of point cloud. 2. Divide the 3D space into equally sized 3D cells and index these cells with two-layer indexes. 3. For each non-empty 3D cell, its probability should be calculated according to [4] . And for each cell whose probability is more than default threshold [17] , it is assumed to be occupied. 4. For each occupied 3D cell, points inside it are represented as a normal distribution, N (µ, C). Then, information of these points are to be discarded. 5. Determine which 3D cells are patches and index them using the proposed two-layer indexes. Parameters of them shoule be calculated and preserved. 6. When there are changes in the environment, go back to execute step 2-3. Then for these 3D cells whose occupancy states change, update their parameters of N (µ, C) according to [18] , and information of these points are discarded as well. Then repeat step 5-6. In this way, 2.5D-NDT map has the potential to represent dynamic environments. However, since the update of parameters of N (µ, C) concerns many matrix computation, which has high computational demands, the whole process may be very time-consuming in large-scale environments. Therefore, one interesting direction for future work is to find some direct connection between the old patches and the newly observed point cloud. This could reduce the total operations remarkably. Another direction is that maybe it is not necessary to calculate patches everytime 3D cells are represented as normal distributions. Only when there are task concerning path planning, parameters of patches and traversibility map should be calculated. In this way, it can remarkably reduce the computation cost. However, in the same time, the efficiency of calculating parameters of patches and traversibility map should be improved remarkably due to the real-time requirements.
SINING YANG was born in Hubei, China, in 1994. She received the degree in spatial information and digital technology from Wuhan University in 2016. She is currently pursuing the degree in computer science with the National University of Defense Technology, China.
Her current research interests include visual SLAM, environment modeling, and geospatial information. She was a recipient of the IEEE International Conference on Robotics and Biomimetics Best Student Paper Award in 2017. He is currently an Assistant Professor with the State Key Laboratory of High Performance Computing, NUDT. He has authored over 20 research papers. His current research interests include SLAM, autonomous vehicles, environment modeling, spatial database, and geospatial information.
XIAODONG YI received the Ph.D. degree in computer science from the National University of Defense Technology.
He is currently a Professor with the National Institute of Defence Technology Innovation, China. He has been devoted to Kylin operating system, which was used in Tianhe supercomputers, for over 10 years. His research interests include operating systems, high performance computing, and robotics software.
