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Het alsmaar toenemend maatschappelijk belang van informatie en informatieverwerking heeft steeds mijn
bijzondere aandacht genoten. Dit vormt, samen met een uitgesproken interesse voor nieuwe informati-
catechnologie en wiskundige theoriee¨n, de basis voor het onderzoek dat beschreven is in dit proefschrift.
Met dit werk willen wij een theoretisch onderbouwd model voorstellen dat in wiskundige taal is geformu-
leerd en tot doel heeft om informatie op een meer adequate en meer natuurgetrouwe manier te kunnen
modelleren en manipuleren.
Door te kiezen voor een formele specificatie, kiezen wij bewust voor een aanpak die het toelaat om
de verschillende aspecten (ontwerp, definitie, gebruik, enz.) van het model beter te begrijpen. Hoewel de
accenten voornamelijk gelegd worden op de theoretische onderbouw, wordt het formalisme tegelijkertijd
in een zodanige vorm opgebouwd dat het een latere implementatie zowel fundeert als zo “eenvoudig”
mogelijk maakt. Een uitgebreid praktisch voorbeeld is toegevoegd ter ondersteuning van dit laatste.
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Het doel van dit werk is te komen tot een veralgemeend formeel databankmodel dat toelaat om informatie
op een natuurgetrouwe wijze te modelleren en te manipuleren. Niet alle gegevens die voorkomen in de
ree¨le wereld zijn volledig gekend en scherp gedefinieerd. Klassieke databankmodellen laten slechts toe om
nauwkeurig omschreven gegevens op een adequate manier te behandelen.
In het eerste deel van het voorgelegde proefschrift wordt een formeel objectgeorie¨nteerd databankmo-
del opgebouwd dat geschikt is voor het modelleren van nauwkeurige, scherp omschreven gegevens. Dit
model onderscheidt zich van bestaande objectgeorie¨nteerde modellen door de integratie van restricties die
worden aangewend voor de definitie van de semantiek en van de integriteit van de gegevens. Daarenboven
is het model consistent met het ODMG-datamodel dat steeds meer en meer als de de facto standaard
voor objectgeorie¨nteerde databankmodellen geprofileerd wordt. Voor het formalisme wordt uitgegaan van
een algebra¨ısche onderbouw waarin verzamelingen van objecten, operatoren die inwerken op deze verza-
melingen en restricties die gedefinieerd zijn voor deze verzamelingen, centraal staan. Speciale elementen
worden gebruikt om niet-gedefinieerde gegevens en onvolledige informatie te formaliseren. Deze onder-
bouw wordt formeel gedefinieerd aan de hand van een typesysteem en een restrictiesysteem. Uitgaande
van het bekomen geheel worden er objectschema’s en databankschema’s gedefinieerd, wat toelaat om op
een vrij eenvoudige wijze databanken te definie¨ren en als bijkomend voordeel heeft dat het een gesloten
bevraging mogelijk maakt.
In het tweede deel van het proefschrift wordt het databankmodel voor scherp omschreven gegevens
veralgemeend. De concepten onnauwkeurige, onzekere en/of onvolledige gegevens worden hierbij gezien
als verruimingen van het concept scherp gedefinieerde gegevens en het veralgemeende model is bedoeld
voor het modelleren van deze ruimere vorm van informatie. Anders dan bij bestaande voorstellen die
alle een scherp model uitbreiden, laat het veralgemenen toe om databanken met scherpe gegevens te
definie¨ren als speciale gevallen van databanken met niet-scherpe gegevens. Voor de veralgemening wordt
de vage verzamelingenleer en de possibiliteitstheorie gebruikt. Bovendien wordt met dit werk Zadeh’s
recente theorie rond informatiegranulatie en veralgemeende restricties voor het eerst toegepast binnen de
context van een databankmodel. Door een nieuw algemener gegevensmodel in te voeren kunnen scherpe,
onnauwkeurige, onzekere en onnauwkeurige gegevens waaromtrent onzekerheid bestaat, op een uniforme
manier worden gemodelleerd en kan het veralgemeende databankmodel op een vrij analoge manier als in
het scherpe geval worden opgebouwd. Karakteriserend hierbij is het onderliggende driewaardig domein
met de waarden “waar”, “vals” en “niet-gedefinieerd”, dat zowel in het scherpe als in het veralgemeende
geval gebruikt wordt als basis voor het modelleren van waarheid. Door enige noodzakelijke beperkingen
in te voeren op de gegevensmanipulaties —d.i. het verbieden om gegevens in een onzekere context aan te
passen— is ook de bevraging veralgemeend tot een gesloten en handelbaar geheel.
Trefwoorden
algebra, databankmodel, databankschema, formalisme, object-orie¨ntatie, objectschema, ODMG, onnauw-
keurige informatie, onvolledige informatie, onzekere informatie, possibiliteitstheorie, restrictiesysteem,
typesysteem, vage verzamelingenleer, veralgemeende restricties
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Inleiding
Situering van het onderzoek
De informatie die in een databank besloten ligt onder de vorm van gegevens en verbanden tussen deze
gegevens, is een afspiegeling van de realiteit van een klein, eindig gedeelte van de ree¨le wereld. Het is dan
ook van het grootste belang dat het voor het opzetten van de databank gebuikte model toelaat om op
een zo goed en zo getrouw mogelijke manier de concepten uit de realiteit te modelleren. De evolutie in
de databankmodellen, naar steeds meer en meer semantisch rijke databankmodellen, is de laatste jaren
zeer belangrijk en ingrijpend geweest. Onbetwistbaar is object-orie¨ntatie het paradigma geweest dat het
meest de huidige ontwikkelingen van databankmodellen heeft be¨ınvloed. Gedragen door het grote voordeel
van de mogelijkheid tot naadloze integratie van klassieke programmatuur en databankprogrammatuur,
breken, schoorvoetend maar zeker, objectgeorie¨nteerde databanken door. Het ziet ernaar uit dat zij op
termijn alle oudere modellen zullen vervangen.
Daar object-orie¨ntatie meer gezien kan worden als een benaderingswijze voor het voorstellen en ver-
werken van gegevens dan als algemeen aanvaarde concrete definities voorschriften om dit te realiseren
(Nelson 1991), is er heel veel variatie mogelijk bij het modelleren van objectgeorie¨nteerde databanken. De
diverse databankconstructeurs hebben terecht begrepen dat in de huidige cultuur van open systemen hun
inspanningen om databankproducten te leveren die objectgeorie¨nteerd zijn, om economische redenen best
op elkaar afgestemd zijn. Daarom hebben de belangrijkste constructeurs zich in een consortium verenigd,
de zogenoemde ODMG-groep, teneinde de (minimale) vereisten vast te leggen waaraan in de praktijk
een objectgeorie¨nteerd databankproduct moet voldoen. Hun voorstel omvat de belangrijkste concep-
ten van object-orie¨ntatie die gemeenschappelijk zijn aan het merendeel van de diverse wetenschappelijke
benaderingen en modellen die in de literatuur gevonden kunnen worden.
De bijdrage van de ODMG-groep is zonder twijfel van cruciaal belang. De eerste versie van het rapport
(Cattell 1994, Cattell 1996) werd snel gevolgd door een tweede (Cattell en Barry 1997), waarin een aantal
terechte kritieken op de eerste versie werden opgevangen. Toch zijn er nog belangrijke lacunes waaraan,
naar verwacht, enkel ten dele in de aangekondigde derde versie (Cattell et al. 2000) zal tegemoet worden
gekomen.
Zo is het ODMG-voorstel niet voorzien van een semantisch formele definitie, waardoor het model
openstaat voor een brede waaier van verschillende en soms verwarrende interpretaties (Alagic´ 1997).
Vooral echter wordt het gemis aan een voorziening in de formulering van restricties om de data- en
databankintegriteit te waarborgen als een groot tekort aangevoeld.
Als restricties in de data- en databankdefinities zelf kunnen worden opgevangen, kan de databankinte-
griteit immers automatisch worden afgedwongen en wordt het schrijven van de toepassingsprogramma’s
daardoor veel eenvoudiger. In de literatuur wordt gewag gemaakt van de enorme potentie¨le winst die
hierdoor haalbaar is (Date 1995). Wij verwachten niet dat het nieuwe rapport op deze beide gebieden een
aanvulling of een wijziging zal brengen. (Wel kunnen we bijvoorbeeld verwachten dat er een unificatie
komt met betrekking tot relaties en referenties als adresseringsmechanismen.)
Nog minder kan worden verwacht dat er in de nieuwe versie van het ODMG rapport aandacht zal
worden besteed aan het voorstellen en het verwerken van vaag omschreven en onzekere informatie. Toch
is daaraan een grote nood in de context van databankmodellen (Korth en Silberschatz 1997):
“Increasingly, databases will need to deal with inherently imperfect and incomplete data. The-
refore, database systems must emerge from their artificially simple closed world and join the
broader world of human information.”
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Dankzij het pionierswerk van Zadeh (Zadeh 1965) en van veel andere onderzoekers in zijn voetsporen
beschikken we heden nochtans over een theoretische fundering en technieken die het ons toelaten vaag
omschreven en onzeker gedefinieerde informatie op een passende wijze te modelleren, operaties op zulke
gegevens te definie¨ren en uit te voeren en dergelijke datamodellen te gebruiken in overeenkomstige data-
bankmodellen.
Doelstelling van het onderzoek
Met dit proefschrift hebben wij een bijdrage willen leveren tot de verdere ontwikkeling van semantisch
rijkere databankmodellen, waarbij we de hoger vermelde problemen aangepakt hebben. Wij hebben
naar de definitie van een algemeen formeel semantisch databankmodel toe gewerkt, waarbij erover ge-
waakt werd dat alle concepten die in de definitie van (de tweede versie van) het ODMG-voorstel (Cattell
en Barry 1997) voorkomen in termen van ons model kunnen worden beschreven. Daartoe hebben we
vooreerst voor “scherpe gegevens” een klassieke modeldefinitie vastgelegd, een algebra¨ısch model con-
form met de richtlijnen van Vossen (Vossen 1995), waarna we dit veralgemeend hebben voor “vage en
onzekere” gegevens, in de geest van het (informele) UFO databankmodel (Van Gyseghem 1995, Van Gy-
seghem en De Caluwe 1997). De motivatie voor een formele aanpak berust op onze wil om enerzijds de
vooropgestelde concepten op een wetenschappelijk verantwoorde manier te definie¨ren en anderzijds mis-
interpretaties te voorkomen (Bergstra en De Lavalette 1989). Ons model includeert een restrictiesysteem
dat de definitie van restricties onderbouwt. In ons model kunnen niet-gedefinieerde en/of onvolledig,
gedefinieerde gegevens in aanmerking genomen worden. Door het veralgemeende databankmodel te de-
finie¨ren als een veralgemening van het “scherpe” databankmodel volgen wij onze intu¨ıtie waarbij scherpe
informatie ervaren wordt als een speciale (ideale) vorm van algemene informatie. De vage verzamelin-
genleer en possibiliteitstheorie worden in ons model gebruikt voor het modelleren en het behandelen van
onnauwkeurige en/of onzekere informatie. Volgens onze eigen bevindingen kon Zadeh’s theorie over vage
informatiegranulatie (Zadeh 1996, Zadeh 1997) hierbij uitstekend als bindend raamwerk dienen.
Structuur van het proefschrift
Dit werk bestaat uit een hoofddeel en zes appendices. Het hoofddeel is opgedeeld in twee delen die elk
op een overeenkomstige wijze gestructureerd zijn.
In het eerste deel wordt een scherp objectgeorie¨nteerd databankmodel gedefinieerd. Dit gebeurt in
vier hoofdstukken. Het eerste hoofdstuk biedt een inleiding omtrent scherpe databankmodellen. Daarbij
wordt aandacht besteed aan (de definities van) de concepten data, datamodel, databankmodel en da-
tabankbeheersysteem en wordt een overzicht gegeven van de bestaande databankmodellen. Bijzondere
aandacht gaat naar de bestaande formele definities voor objectgeorie¨nteerde data(bank)modellen en het
antwoord op de vraag naar het nut van een nieuw databankmodel. Hoofdstuk twee vormt de aanzet tot
de definitie van ons scherp databankmodel en handelt over de opbouw van een zogenoemd typesysteem,
dat de toegelaten datatypes (en hun instanties) vastlegt. De objecttypes zijn de belangrijkste types.
Uitgaande van het concept typesysteem wordt in hoofdstuk drie een zogenoemd restrictiesysteem opge-
bouwd. Dit restrictiesysteem legt vast welke restricties kunnen worden gedefinieerd voor een gegeven
eindige verzameling van objecttypes. Hierbij wordt ook het concept expressie gedefinieerd. De uiteinde-
lijke definitie van het databankmodel gebeurt in hoofdstuk vier. Vooreerst worden het typesysteem en
het restrictiesysteem aangewend voor de definitie van de zogenoemde objectschema’s. Elk objectschema
wordt bekomen door het concept objecttype uit te breiden met een eindige verzameling van restricties.
Objectschema’s worden op hun beurt gebruikt voor de definitie van een databankschema, dat (vereen-
voudigd) kan worden gezien als een uitbreiding van een eindige verzameling van objectschema’s met een
eindige verzameling van restricties. Om tenslotte te komen tot de definitie van het databankmodel worden
er een aantal operatoren voor gegevensdefinitie en gegevensmanipulatie ingevoerd.
In het tweede deel, dat eveneens is opgebouwd uit vier hoofdstukken, wordt het scherp databankmodel
veralgemeend tot een model waarmee ook onnauwkeurige en onzekere gegevens kunnen gemodelleerd
worden. Hoofdstuk vijf vormt een inleidend hoofdstuk. Daarbij wordt ingegaan op de diverse vormen
van niet-scherpe informatie en de mogelijkheden om dergelijke informatie te modelleren. Hierbij wordt
in het bijzonder aandacht geschonken aan rol van de vage verzamelingenleer, de possibiliteitstheorie, het
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“rekenen met woorden” en de recente theorie van de “vage informatiegranulatie”. Verder wordt er een
overzicht gegeven van de behandeling van niet-scherpe informatie in databankmodellen en worden de
bestaande “objectgeorie¨nteerde” benaderingen nader besproken. De overige drie hoofdstukken bevatten
de veralgemeningen van de concepten die zijn ingevoerd in het eerste deel: in hoofdstuk zes wordt
het typesysteem veralgemeend, hoofdstuk zeven beschrijft de veralgemening het restrictiesysteem en in
hoofdstuk acht wordt de definitie van het veralgemeend databankmodel gegeven.
Vijf appendices zijn toegevoegd ter ondersteuning. In appendix A zijn alle definities opgenomen van
de typespecificaties die voorkomen in het typesysteem en het veralgemeend typesysteem. In appendix B
is een uitgebreid voorbeeld opgenomen. Hierbij is gekozen voor een voorbeeld van een patie¨ntendatabank
zoals die zou kunnen worden gebruikt in het kabinet van een huisdokter. Het geheel is uitgewerkt volgens
de definities van het scherp databankmodel en volgens de definities van het veralgemeend databankmodel,
wat toelaat om beide benaderingen met elkaar te vergelijken. Appendices C, D en E zijn toegevoegd ter
bevordering van de leesbaarheid: appendix C bevat een lijst van de gebruikte afkortingen en acroniemen,
appendix D verduidelijkt de gebruikte terminologie —wat nader besproken wordt in de eerstvolgende
deelsectie— en appendix E geeft een overzicht van de gebruikte wiskundige symbolen. Tenslotte wordt
in de zesde appendix F een overzicht gegeven van alle publicaties waarvan Guy De Tre´ tot op heden
(co-)auteur is.
Een nota over de gebruikte terminologie en taal
De meeste wetenschappelijke literatuur over informatica wordt gepubliceerd in het Engels. Ook het
vakjargon dat eigen is aan de informatica is overwegend gebouwd op de Engelse woordenschat.
In gans het onderhavig proefschrift wordt echter getracht om het Nederlands te laten primeren boven
het Engels. Enkel daar waar de Nederlandse vertaling aanleiding zou kunnen geven tot verwarring en
de duidelijkheid of de leesbaarheid van het werk hierdoor in het gedrang zouden kunnen komen, worden
Engelse termen gebruikt (bv. impedance mismatch, enz.) of wordt een eigen vertaling ingevoerd (bv.
extentie als vertaling van de term “extention”; naar analogie met de term “intention”).
Om eventuele misverstanden te voorkomen werd achteraan het werk in appendix D een woordenlijst
ingevoerd. Hierin zijn alle voor dit werk belangrijke termen opgenomen. Waar een gepaste Nederlandse
vertaling wordt ingevoerd, wordt ter verduidelijking eveneens de Engelse terminologie vermeld. De termen
die voorkomen in deze woordenlijst worden in de tekst van de andere onderscheiden door een cursieve
karakterformattering.
Soms kan het voorkomen dat op eenzelfde plaats in een zinsconstructie twee woorden van toepassing
zijn. Dit wordt aangegeven door beide woorden samen te voegen via een schuine streep. Zo betekent bv.
“vaagheid en/of onzekerheid” wezenlijk “of vaagheid, of onzekerheid, of beide”.
Een laatste opmerking betreft het gebruik van aanhalingstekens: enerzijds worden aanhalingstekens
gebruikt om een deel van een zin te scheiden van de rest van de zin en aldus de aandacht te vestigen










Some day, on the corporate balance sheet, there will be an entry which reads, “Information”;
for in most cases, the information is more valuable than the hardware which processes it.
Grace Murray Hopper (1906–1992), Amerikaans admiraal, wiskundige en pionier in de com-
puterwetenschappen.
1.1 Gegevensbeheer door de eeuwen heen
Gegevensbeheer is een zeer oude en belangrijke bedrijvigheid. Vrijwel alle moderne beschavingen danken
hun bestaan voor een deel aan hun vermogen om gegevens en kennis fysisch te bewaren, zodat deze later
opnieuw konden worden geraadpleegd. Sinds het ontwerp van de Codex van Hammoerabi (ongeveer 5000
jaar geleden) waren steen, hout, perkament en papier achtereenvolgens de dominante informatiedragers.
Aanvankelijk deed men weinig moeite om de gepresenteerde informatie te ordenen. Het schema van in
elkaar sluitende classificaties voor informatie, uit het werk “Fysice akroasis” (Physica), van Aristoteles
(384–322 v. Chr.) kan worden beschouwd als e´e´n van de oudst gekende inspanningen om informatie
te ordenen. Stilaan begon men het nut te erkennen van het groeperen van gegevens volgens een vaste
structuur: gegroepeerde gegevens kunnen veel efficie¨nter beheerd worden dan ongestructureerde gegevens.
Reeds bij vroegere pogingen om computers te ontwerpen, zoals bij de “analytical engine” van Charles
Babbage rond 1830, zijn plannen gemaakt om niet alleen de machine-acties te programmeren, maar ook
de gegevens volgens een voorgedefinieerde structuur te rangschikken. Deze ideee¨n zijn vrijwel onmiddel-
lijk met succes in de praktijk toegepast: in het begin van de 19de eeuw werden de besturingsinstructies
van het automatisch Jacquard weefgetouw voorgesteld door gestructureerde perforaties in papieren kaar-
ten. Soortgelijke kaarten waren tevens de belangrijkste component voor het sorteren van gegevens met
de machine die Herman Hollerith ontwierp voor de statistische verwerking van de Amerikaanse volkstel-
lingsgegevens van 1890. Een nieuwe gegevensdrager, de geperforeerde fysische kaart of ponskaart, was
“geboren”.
Het duurde tot de jaren 1960–1970 vooraleer de ponskaarten geleidelijk aan verdrongen werden door
sneller toegankelijke magnetische gegevensdragers met veel grotere opslagcapaciteiten: de magneetband-
geheugens en de magneetschijfgeheugens. De magneetbanden moeten door hun fysische aard steeds se-
quentieel doorzocht worden. Hierdoor zijn ze minder efficie¨nt bij toepassingen die elk willekeurig gedeelte
van de gegevens op eender welke volgorde moeten kunnen verwerken. Magneetschijven zijn efficie¨nter
te adresseren, doch waren aanvankelijk veel duurder. In dezelfde periode kwam ook een einde aan wat
men kan aanduiden als het “pre-databanktijdperk”. Voordien was de (fysische) vorm waarin een gegeven
in een bestand bewaard werd, tevens de vorm waarin het gegeven moest worden verwerkt. De gegevens
werden slechts op e´e´n enkel niveau beschreven, waardoor het gegevensmodel totaal afhankelijk was van de
technische opslagkarakteristieken. Met de magnetische gegevensdragers werd het groot technisch voordeel
van het afzonderlijk beschouwen van fysische en logische gegevensstructuren ge¨ıntroduceerd: de (logische)
structuur waarin de gegevens worden verwerkt was niet noodzakelijk meer de (fysische) structuur naar
dewelke de gegevens worden opgeslagen. De nieuw ontstane systeemarchitectuur wordt de “tweelagen”-
architectuur genoemd. Dit effende het pad voor de eerste commercie¨le databanksystemen en eerste grote
“echte” databanktoepassingen. De meeste van deze databanksystemen steunden op het hie¨rarchische
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datamodel (Tsichritzis en Lochovsky 1976). Het IMS/VS-systeem van IBM (1968) kan worden gezien als
e´e´n van de meest gebruikte commercie¨le databanksystemen van die tijd. Tot de belangrijkste toepassin-
gen uit die periode behoren ook het “Sabre”-vluchtreservatiesysteem van American Airlines (1964) en de
bibliografische databanken van de NASA.
Een andere belangrijke technische vooruitgang kwam er in de jaren 1970–1980. Toen evolueerde
de “tweelagen”-architectuur uit het vorige decennium naar een “drielagen”-architectuur. Deze nieuwe
architectuur werd officieel voorgesteld in een ANSI/X3/SPARC-studie uit 1975 (ANSI/X3/SPARC 1975,
Tsichritzis et al. 1978) en onderscheidt een interne, een conceptuele en een externe laag. In de interne
laag wordt de manier van fysische gegevensopslag behandeld. Deze laag komt overeen met de fysische
laag uit de “tweelagen”-architectuur. De externe laag staat het dichtst bij de eindgebruiker en bevat
de gegevens zoals deze door de eindgebruiker gezien worden. Omdat elke eindgebruiker een individuele
kijk op de gegevens kan hebben, kunnen dezelfde gegevens onder verschillende voorstellingsvormen in
de externe laag voorkomen. De conceptuele laag is de intermediaire laag, die een vorm van indirectie
introduceert en de gehele inhoud van de databank op een uniforme en abstracte wijze representeert.
Deze uniforme representatie laat toe om de databankgegevens onafhankelijk van hun fysische en externe
voorstellingswijzen te beheren.
Doordat de gehele inhoud van de databank op een uniforme, abstracte wijze voorgesteld wordt in
de conceptuele laag konden de databanksystemen groeien naar systemen die het toelaten om gegevens
uit verschillende toepassingen op een uniforme wijze te beheren en kwam stilaan het concept “data-
bankbeheersysteem” in voege. Naar het voorbeeld van de programmeerconcepten van Edsger Dijkstra
—software en gegevens moeten worden gecree¨erd in gestructureerde standaardvormen, zodat elkeen kan
verder bouwen op het werk van de anderen— werden deze databankbeheersystemen uitgerust met een
eigen gegevensdefinitie- en gegevensmanipulatietaal. Zo ontstonden in eerste instantie de netwerkdata-
banksystemen, waarvan het produkt IDMS van Computer Associates een voorbeeld is.
In juni 1983 kondigde IBM zijn databankbeheersysteem DB2 aan (Date 1984). Dit systeem was
sterk gebaseerd op het relationele databankmodel dat voor het eerst voorgesteld werd door E. F. Codd,
een onderzoeker aan het “IBM San Jose Research Laboratory” (Codd 1970, Codd 1971) en kan worden
beschouwd als het eerste succesvol commercieel relationeel databankbeheersysteem. Bij de relationele
benadering worden databanken gezien als verzamelingen van samenhangende relaties of tabellen; een
visie die sindsdien door tal van andere databankconstructeurs werd overgenomen en tot op heden een
zeer groot succes kent. Vrijwel alle commercie¨le relationele systemen werken met een procedurale taal
die een “dialect” is van de gestandaardiseerde SQL-taal.
Vandaag zijn databanken niet meer weg te denken uit onze maatschappij, die stilaan evolueert tot een
ware informatiemaatschappij. Het is dan ook niet verwonderlijk dat er intens gezocht wordt naar nieuwe
technieken, die het toelaten om grotere hoeveelheden gegevens efficie¨nter te verwerken en te beheren en
om de informatie die erin besloten ligt beter te exploiteren.
1.2 Databankmodel vs. databankbeheersysteem
In het bovenstaand historisch overzicht werd het belang van de “tweelagen”-architectuur en de “drielagen”-
architectuur reeds vermeld. Vooral de introductie van de conceptuele laag gaf een nieuwe dimensie aan
het beheer van informatie: het werd mogelijk om de gegevens te structureren naar een algemeen model.
1.2.1 Datamodellen en databankmodellen
In de databankwereld staat de term datamodel voor twee ruime concepten (Maier 1989), die spijtig genoeg
vaak met elkaar verward worden. Enerzijds wordt met de term verwezen naar een formeel systeem of een
verzameling van conventies voor notaties en definities van concepten waarmee de gegevens uit toepassingen
kunnen begrepen, georganiseerd en gespecificeerd worden. In deze betekenis wordt de term “datamodel”
soms gecombineerd met het woord “(definitie)taal”. Anderzijds beduidt de term ook het resultaat van
het gebruik van het formeel systeem in een specifieke situatie, m.a.w. de definitie van een schema met
een beschrijving van de informatie die bij die situatie gebruikt wordt.
Voor de eerste interpretatie van datamodel als formeel systeem wordt hier verder de term databankmo-
del gebruikt. Hiermee wordt verwezen naar het concept databank, dat als volgt kan worden gedefinieerd
(Delobel en Adiba 1982):
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Definitie 1.1 (Databank) Een databank is een gestructureerd geheel van gegevens die opgeslagen zijn
op informatiedragers die via een computersysteem toegankelijk zijn om zo, binnen een redelijke tijd, (si-
multaan) te kunnen voldoen aan de noden van (meerdere) gebruikers. 
Een bruikbare definitie voor het concept databankmodel is (Elmasri en Navathe 1989, Elmasri en
Navathe 1994):
Definitie 1.2 (Databankmodel) Een databankmodel is een verzameling van concepten die het toelaat
om de structuur van een databank te beschrijven. Met de structuur van een databank worden de datatypes,
verbanden en restricties bedoeld die de gegevens uit de databank volkomen specificeren. Verder moet een
databankmodel een verzameling van operaties bevatten die toelaten om een databank te manipuleren. 
Een databankmodel kan met andere woorden gezien worden als een al dan niet formeel systeem dat
bestaat uit:
• Een verzameling van algemene concepten en regels die toelaten om de structuur van de gegevens
en hun beperkingen in een databankbeheersysteem te specificeren.
• Een verzameling van operatoren over deze gegevensstructuren. Deze operatoren maken het beheer
van de databankgegevens mogelijk. Ze kunnen onder meer gebruikt worden bij de bevraging van
de databanken.
Sinds haar ontstaan is de data(bank)modelleringstechniek voortdurend onderhevig aan verbeteringen. In
deelsectie 1.3 wordt dieper ingegaan op de evolutie van deze techniek en worden de voornaamste modellen
voor het beheer van scherpe informatie nader besproken.
1.2.2 Databankbeheersystemen: definitie en vereisten
De software die gebruikt wordt om de verschillende interacties met de databanken te dirigeren wordt
een databankbeheersysteem genoemd (Delobel et al. 1995). Een gebruiker kan deze software onder meer
gebruiken om gegevensstructuren te definie¨ren en databanken te consulteren en aan te passen.
Essentieel aan databankbeheersystemen is, dat ze onder meer een oplossing bieden voor (Delobel et al.
1995): het beheer van de relaties tussen de gegevens, de integriteit van de gegevens, een efficie¨nte gege-
venstoegang, de beveiliging van de gegevens, het delen van dezelfde gegevens door verschillende toepas-
singen, de onafhankelijkheid van de gegevens, een optimaal systeemgedrag en administratie en controle.
Het beheer van de relaties tussen de gegevens
De traditionele bestandssystemen bieden geen oplossing voor het definie¨ren en het behandelen van de
soms complexe relaties tussen de gegevens. Deze relaties zijn echter zeer belangrijk voor tal van toe-
passingen: ze verduidelijken de verbanden tussen de verschillende entiteiten uit het toepassingsdomein.
Databankbeheersystemen moeten hievoor gebaseerd zijn op een databankmodel dat toelaat om de manier
waarop de gegevens gestructureerd zijn en de bestaande relaties tussen deze gegevens te definie¨ren.
De integriteit van de gegevens
Een opgeslagen verzameling van gegevens die bepaalde informatie voorstelt, moet op elk moment over-
eenkomen met de realiteit. Daarom moet een databankbeheersysteem de gebruikers toelaten om regels te
definie¨ren voor het in stand houden van de integriteit van de databank. Zulke regels leggen de eigenschap-
pen en restricties vast waaraan de gegevens moeten voldoen. Voor het handhaven van de integriteit van
de databanken kan tevens een autorisatiesysteem vereist zijn, zodat bepaalde operaties kunnen worden
beperkt tot groepen van verantwoordelijke gebruikers.
Een efficie¨nte gegevenstoegang
Alle gegevens in een databankbeheersysteem moeten gemakkelijk toegankelijk zijn. Het systeem kan voor
de toegang tot de gegevens uitgerust zijn met een specifieke taal. Een dergelijke taal, ook bevragingstaal
genoemd, kan door de gebruikers interactief aangewend worden bij het consulteren van een databank of
6 HOOFDSTUK 1. OMTRENT SCHERPE DATABANKMODELLEN
bij het aanbrengen van wijzigingen in een databank. Naast de interactieve bevragingswijze biedt het da-
tabankbeheersysteem ook faciliteiten om de databankgegevens rechtstreeks vanuit gebruikersprogramma’s
te bereiken.
De beveiliging van de gegevens
Een databankbeheersysteem moet in staat zijn om de gegevens die het beheert te beschermen tegen om het
even welke externe agressie. Een dergelijke agressie kan zowel fysisch van aard zijn (bv. een defect aan een
opslagmedium of stroompanne), als een menselijke oorzaak hebben (bv. een fout in de programmatuur of
een gebruiker die, al dan niet moedwillig, schadelijke operaties uitvoert). Om de gegevens te beschermen
tegen apparatuur- en programmatuurfouten is een systeem met controlepunten vereist, dat ervoor zorgt
dat het databankbeheersysteem steeds kan worden herstart en hersteld naar een voldoening schenkende
toestand.
Het delen van dezelfde gegevens door verschillende toepassingen
Elk programma dat samen met andere programma’s gebruik maakt van dezelfde gegevens moet kunnen
werken alsof het individueel met de gegevens werkt. Om deze reden moet een databankbeheersysteem be-
schikken over middelen voor het beheer van simultane gegevenstoegang en het detecteren en het oplossen
van mogelijke toegangsconflicten.
De onafhankelijkheid van de gegevens
De fysische gegevensopslag dient transparant te zijn voor de gebruikers van de gegevens. In het geval
dat de gegevensopslag dient te worden aangepast, mag dit geen gevolgen hebben voor de bestaande toe-
passingen. Een databankbeheersysteem zorgt ervoor dat programmeurs en gebruikers zich niet hoeven te
bekommeren om de fysische structuur van de gegevens. Deze onafhankelijkheid van enige applicatie biedt
grote onderhoudsvoordelen en is e´e´n van de hoofdredenen voor het gebruik van databankbeheersystemen.
Optimaal systeemgedrag
Al het bovenstaande moet worden gerealiseerd zonder te veel nadeel voor de gebruikers met zich mee te
brengen. Een databankbeheersysteem moet in staat zijn om grote hoeveelheden gegevens te beheren en
daarbij de gebruikers nog redelijke toegangstijden te bieden. Een belangrijk deel van de technologie is
daarom gewijd aan het optimaliseren van de gegevenstoegang.
Administratie en controle
Een databankbeheersysteem moet de gebruikers tevens administratie- en controlemogelijkheden bieden.
Verschillende gebruikers die het systeem tegelijkertijd gebruiken, kunnen soms tegenstrijdige noden heb-
ben. Wanneer dit zich voordoet, moet een onafhankelijke gebruiker, de databankadministrator, gepast
kunnen ingrijpen. Tot de belangrijkste administratie- en controletaken behoren: beslissen welke gegevens
in welke databanken moeten worden opgeslagen, beslissen welke fysische opslagstructuren en toegangs-
strategiee¨n er gebruikt worden, permissies voor de gebruikers definie¨ren, controlepunten definie¨ren en ten
gepaste tijde reservekopiee¨n maken.
1.2.3 Databankbeheersystemen: architectuur
De implementatie van een databankbeheersysteem gebeurt volgens een “meerlagen”-architectuur, gaande
van de fysische gegevensopslag naar de abstracties (bv. tabellen en objecten), die door de toepassing
gebruikt worden. De hedendaagse systemen zijn vrijwel allemaal gebouwd volgens een “drielagen”-
architectuur. De drie lagen van deze architectuur, nl. de interne laag, de conceptuele laag en de externe
laag, worden ge¨ıllustreerd in figuur 1.1.
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Figuur 1.1: Het verband tussen het databankmodel en de drie lagen van een hedendaags databankbe-
heersysteem.
De interne laag
In de interne laag wordt gedefinieerd hoe de gegevens voorgesteld worden op de fysische gegevensdragers
van het computersysteem. Deze laag staat het dichtst bij de fysische gegevensopslag. Het feitelijk
beheer van de randapparatuur en de verschillende componenten van de computer is een taak van het
besturingssysteem van de computer.
De conceptuele laag
De rol van de conceptuele laag is het (in het systeem) definie¨ren en beheren van de logische representatie
van de realiteit, waarvan verondersteld wordt dat ze door de databankinhoud beschreven is. Alle gegevens
die voorkomen in een databank worden gerepresenteerd in de conceptuele laag. Deze laag is de belangrijkste
van de systeemarchitectuur.
Het definie¨ren van de conceptuele laag komt neer op het “vertalen” van aspecten uit de ree¨le wereld
naar abstracte representaties, daarbij rekening houdend met de definities en regels die vastgelegd zijn in
e´e´n of ander databankmodel. Op deze manier heeft het databankmodel een zeer belangrijke repercussie
op het soort toepassingen dat het databankbeheersysteem kan ondersteunen en de manier waarop deze
applicaties zijn opgebouwd. Het model reflecteert in feite de visie van het systeem op de ree¨le wereld.
Toepassingen moeten de mogelijkheden van het model optimaal benutten en tegelijkertijd berusten
in de beperkingen ervan. Om deze redenen wordt een databankbeheersysteem soms genoemd naar het
model waarnaar het gebouwd is. Zo zijn hie¨rarchische databanksystemen bijvoorbeeld gebouwd naar het
hie¨rarchisch model, netwerksystemen naar het netwerkmodel en relationele databanksystemen naar het
relationeel databankmodel.
Het verband tussen de hedendaagse databankbeheersystemen en databankmodellen wordt in de fi-
guur 1.1 aangegeven door middel van de grote dubbele pijl tussen het databankmodel en de conceptuele
laag van het databankbeheersysteem.
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De externe laag
Omdat een databankbeheersysteem tegelijkertijd door meerdere gebruikers kan worden gebruikt en elke
individuele gebruiker veelal slechts een kleine fractie van alle door het systeem gekende gegevens benut,
wordt in de externe laag het concept (extern) aanzicht gedefinieerd.
Een extern aanzicht is de inhoud van de databank zoals deze gezien wordt door de individuele gebruiker;
voor deze gebruiker is het externe aanzicht de databank (Date 1995). Hierbij wordt rekening gehouden
met de noden en privileges van de gebruiker.
Het gebruik van aanzichten laat een logische vorm van gegevensonafhankelijkheid toe: de manier
waarop de gebruiker de gegevens ziet, kan verschillen van de wijze waarop de gegevens gespecificeerd zijn
in de conceptuele laag (bv. een aanzicht kan worden gebruikt om aggregaatinformatie te berekenen of om
bepaalde gegevens af te schermen van de gebruiker).
Door deze onafhankelijkheid kunnen de databanken evolueren met de noden van de gemeenschap
van de gebruikers zonder dat daarbij de bestaande toepassingen van de individuele gebruikers gestoord
worden. De enige te respecteren voorwaarde is dat de bestaande externe aanzichten behouden blijven.
1.3 De “traditionele” databankmodellen
Met “traditionele” databankmodellen worden de tot op heden best gekende en meest gebruikte modellen
bedoeld. Omdat de gebruikerswensen alsmaar toenemen en er voortdurend gezocht wordt naar nieuwe
technieken evolueren de databankmodellen gestadig. Figuur 1.2 geeft een overzicht van deze evolutie. De
pijlen duiden de chronologische ontwikkeling van de techniek aan.
De “traditionele” databankmodellen kunnen worden onderverdeeld in drie groepen: de operationele
modellen, de structurele modellen en de semantische modellen. In figuur 1.2 komt tevens nog een vierde
categorie voor, die de verdere ontwikkelingen groepeert. Bij de modellen uit deze categorie worden meer
geavanceerde concepten en technieken gecombineerd om te komen tot nog meer gebruiksvriendelijke en/of
“intelligentere” databankbeheersystemen. In hoofdstuk 5 worden een aantal van deze modellen behandeld.
Ook de temporele en spatiale databankmodellen kunnen tot deze laatste categorie worden gerekend.
De drie “traditionele” categoriee¨n zullen hieronder kort besproken worden aan de hand van enkele
typische voorbeelden. Deze bespreking is belangrijk als basis voor de toelichting bij de vierde categorie.
Merk op dat er veel meer databankmodellen bestaan dan deze die in dit hoofdstuk als voorbeeld aangehaald
worden. De hier gemaakte selectie werd gekozen als achtergrondinformatie voor de verdere uiteenzettingen
binnen dit werk. Meer informatie over de evolutie van de databankmodellen kan ondermeer gevonden
worden in het werk van Burleson (Burleson 1998).
1.3.1 De operationele modellen
De operationele modellen werden ontworpen vanuit een zorg voor opslag en bevraging en leunen dicht aan
bij de dito fysische opslagtechnieken. Tot de operationele modellen behoren onder meer het “inverted list”-
model, het hie¨rarchisch model en het netwerkmodel, waarvan de laatste twee hieronder bondig behandeld
worden.
Het hie¨rarchisch databankmodel
In het hie¨rarchisch datamodel zijn de gegevens georganiseerd volgens een boomstructuur.
Een boomstructuur bestaat uit een eindige, niet-ledige verzameling van knopen waarbij: (i) er een
speciale knoop bestaat die de wortel genoemd wordt; (ii) de andere knopen in n ≥ 0, n ∈ N partities
T1, . . . , Tn zijn onderverdeeld die elk opnieuw een boom zijn. De partities T1, . . . , Tn worden de subbomen
van de wortel genoemd. De wortels van de subbomen van een knoop X worden de kinderen van X
genoemd, terwijl X de ouder van zijn kinderen is.
Het niveau van een knoop wordt gedefinieerd door initieel de wortel op het niveau 1 te veronderstellen.
Als het niveau van een ouder n is, wordt het niveau van zijn kinderen gedefinieerd als n+ 1. Figuur 1.3
geeft een voorbeeld van een boomstructuur.
In het datamodel wordt elke knoop gedefinieerd als een logische structuur die kan bestaan uit meerdere
componenten. De verbanden tussen de knopen stellen de relaties tussen deze structuren voor. Op deze
wijze wordt een zogenaamd hie¨rarchisch schema bekomen.
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Figuur 1.2: De evolutie van de databankmodellen.
Figuur 1.3: Een voorbeeld van een boomstructuur.
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Figuur 1.4: Een voorbeeld van een hie¨rarchisch schema en een “gee¨valueerde” boom.
Elke knoop uit het schema correspondeert met een klasse van entiteiten uit de ree¨le wereld. De
entiteiten zelf worden voorgesteld door een aantal “gee¨valueerde” bomen die als instanties van het schema
gedefinieerd zijn (Adiba en Lopez 1987).
Figuur 1.4 bevat een voorbeeld van een hie¨rarchisch schema en een aan dit schema geassocieerde
“gee¨valueerde” boom. In het voorbeeld zijn zes entiteitsklassen (Departement, Werknemer, Interne
werknemer, Externe werknemer, Project en Projectmedewerker) opgenomen. Samen beschrijven ze een
gedeelte van het hie¨rachische schema van een bedrijfsdatabank. Elke entiteitsklasse bevat een aantal
componenten. Zo heeft de entiteitsklasse Departement bijvoorbeeld een naam-, een nummer- en een
managercomponent. Relaties met de entiteitsklassen Werknemer en Project duiden aan dat een departe-
ment meerdere werknemers kan hebben en aan meerdere projecten kan werken. In de figuur is tevens e´e´n
“gee¨valueerde” boom opgenomen. Deze bevat de gegevens van het departement Informatica. De pijlen
in stippellijnen duiden de entiteitsklasse van elke knoop van de “gee¨valueerde” boom aan.
Voor de bevraging wordt bij het hie¨rarchisch datamodel gesteund op het principe van logische nabij-
heid: de kinderen van een knoop staan logisch gezien dichter bij hun ouder dan bij andere knopen die op
hetzelfde niveau staan als de ouder. Op deze manier kunnen vele situaties gemodelleerd worden. Bemerk
wel dat logische nabijheid niet noodzakelijk fysische nabijheid in een implementatie inhoudt.
Het hie¨rarchische datamodel gaat uit van de veronderstelling dat de hie¨rarchische relaties de frequentst
voorkomende relaties zijn in de realiteit. Nochtans is de boomstructuur sterk beperkend. Dit komt
bijvoorbeeld tot uiting wanneer men complexe verbanden tussen entiteiten wil modelleren.
Het netwerkmodel
Het netwerkmodel kan worden gezien als een veralgemening van het hie¨rarchisch datamodel, waarbij de
boomstructuur uitgebreid wordt naar een graafstructuur.
In een graafstructuur kan een willekeurige knoop ofwel geen, ofwel e´e´n, ofwel meerdere ouders hebben.
De knopen kunnen hierdoor op een meer algemene manier worden verbonden, zodat het onder meer
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Figuur 1.5: Een voorbeeld van een graafstructuur.
mogelijk is om knopen te delen en om cyclische verbanden tussen entiteiten voor te stellen. In figuur 1.5
wordt een voorbeeld van een graafstructuur getoond.
Bij het netwerkmodel bestaat de conceptuele laag uit zogenaamde “record”-definities die de entiteiten
omschrijven en “verzameling”-definities die de verschillende verbanden tussen de individuele “records”
uitdrukken (Johnson 1997). De door deze laatstgenoemde definities omschreven “verzamelingen” worden
conceptueel voorgesteld als gesloten kettingen die elkaar kunnen snijden zoals dit aan de hand van een
voorbeeld ge¨ıllustreerd wordt in figuur 1.6.
In figuur 1.6 zijn twee kettingen volledig uitgetekend: een ketting met alle werknemer-“records” van
het departement Informatica (1) en een ketting met alle departement-“records” van de werknemer Alex
(2). Beide kettingen snijden elkaar, wat aangeeft dat Alex werkt voor het departement Informatica.
De andere —niet volledig geschetste— kettingen die ketting (1) snijden, zijn geassocieerd aan andere
werknemers van het departement Informatica; de —niet volledig geschetste— kettingen die ketting (2)
snijden zijn geassocieerd aan de andere departementen waarin Alex werkzaam is.
In het netwerkmodel geldt het principe van logische nabijheid niet. Dit is een rechtstreeks gevolg van
het feit dat een afstammeling in een graaf meerdere ouders kan hebben. De bevragingsprocessen zijn dan
ook complexer dan bij het hie¨rarchisch model. Met de grafentheorie beschikt het netwerkmodel over een
wiskundige onderbouw die als leidraad kan dienen bij de bevraging van het databankbeheersysteem.
1.3.2 De structurele modellen
De structurele modellen benadrukken het abstracte structuurbegrip los van enige bekommernis om de
fysische organisatie van de gegevens. De operaties worden gezien op het niveau van de structuren. Tot
de structurele modellen behoren onder andere het relationeel model en zijn varianten (het semi-relationeel
model, het minimaal relationeel model en het compleet relationeel model) en een aantal uitgebreide
relationele modellen. In wat volgt wordt dieper ingegaan op het relationeel model en op de uitgebreide
relationele modellen.
Het relationeel databankmodel
Voor het relationeel databankmodel (Codd 1970, Codd 1971), dat gebaseerd is op het mathematische
concept relatie, bestaat er een wiskundige onderbouw. De algemene aanvaarding, de grote populariteit
en het huidige commercie¨le succes van de relationele databankbeheersystemen zijn voornamelijk te danken
aan de uniformiteit, de eenvoud en de rationele samenhang van het relationeel databankmodel. Hierom
vormt het relationeel databankmodel een goede vergelijkingsbasis voor meer geavanceerde modellen.
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Figuur 1.6: Snijdende kettingen stellen de verbanden tussen de “records” in het netwerk voor.
In het relationeel databankmodel worden alle gegevens gestructureerd in tabellen van een vooraf gedefi-
nieerde vorm. Een tabel is een voorstellingsvorm van het abstract wiskundig begrip relatie (Paredaens et al.
1989, Date 1995).
De definitie van de term relatie is gebaseerd op het concept atomair domein. Een domein is een
verzameling van waarden die alle van hetzelfde “type” zijn; bv. het domein van de gehele getallen,
het domein van alle geldige datums, enz. Bij een atomair domein worden de waarden als e´e´n geheel
beschouwd, wat inhoudt dat ze conceptueel niet verder kunnen worden opgesplitst.
De formele definitie van het begrip relatie luidt dan als volgt: een relatie R over n (n ∈ N0) al dan
niet verschillende atomaire domeinen Di, 1 ≤ i ≤ n, i ∈ N0 bestaat uit twee delen, een intentie en een
extentie.
• De intentie van R, ook de hoofding van de relatie genoemd, legt een verzameling van n verschillende
attributen vast. Hiervoor wordt er een vaste verzameling van n (attribuut:domein)-paren
{(A1 : D1), (A2 : D2), . . . , (An : Dn)}
gespecificeerd, waarbij voor elke i, 1 ≤ i ≤ n, i ∈ N0, het attribuut Ai, correspondeert met het
onderliggend domein Di.
• De extentie van de relatie R, ook het corpus genoemd, bestaat uit een met de tijd varie¨rende
verzameling van n-tuples, die elk op hun beurt bestaan uit een verzameling van n (attribuut:waarde)-
paren,
{(A1 : wi,1), (A2 : wi,2), . . . , (An : wi,n)}
hierbij varieert i van 1 t.e.m. m, met m het aantal n-tuples dat op een bepaald ogenblik tot R
behoort. In elke n-tuple bestaat er voor elk attribuut Aj , 1 ≤ j ≤ n, j ∈ N0 uit de intentie, e´e´n
(attribuut:waarde)-paar (Aj : wi,j) en geldt er dat wi,j ∈ Dj ; waarbij Dj het met Aj corresponde-
rende domein is.
Het aantal domeinen n waarover de relatie R gedefinieerd is, wordt de graad van de relatie R genoemd.
De kardinaliteit van de relatie R is het aantal tuples m die op dat ogenblik tot de relatie R behoren.
Als een direct gevolg van de bovenstaande definitie worden aan relaties de volgende vier zeer belangrijke
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Figuur 1.7: Een voorbeeld van tabellen in het relationeel databankmodel.
Figuur 1.8: Voorbeelden van SQL-instructies.
eigenschappen toegeschreven. Binnen elke gegeven relatie:
• bestaan er geen dubbele tuples;
• zijn de tuples niet (noodzakelijk) geordend;
• zijn de attributen niet (noodzakelijk) geordend;
• zijn alle attribuutwaarden atomair.
Elke aldus gedefinieerde relatie is in de eerste normaalvorm (Codd 1971). Zoals reeds kort gestipu-
leerd werd, wordt een relatie in het relationeel databankmodel concreet voorgesteld door een tabel. De n
verschillende (attribuut:domein)-paren van de relatie worden voorgesteld door n kolommen, die elk een
unieke naam hebben ten opzichte van de tabel. De extentie van de relatie wordt voorgesteld door de rijen
van de tabel. Deze rijen varie¨ren in aantal met de tijd en zijn, in overeenstemming met het aantal kolom-
men, elk opgebouwd uit n velden. De mogelijke inhoud van een veld wordt bepaald door het domein uit
het (attribuut:domein)-paar dat voorgesteld wordt door de kolom die correspondeert met het veld.
Merk wel op dat de tabel en de relatie, formeel gezien, twee verschillende concepten zijn: zo suggereert
een tabel bijvoorbeeld een zekere volgorde in de kolommen en de rijen, terwijl de tuples en attributen van
een relatie ongeordend kunnen zijn. In figuur 1.7 wordt ge¨ıllustreerd hoe door middel van tabellen kan
gemodelleerd worden dat een werknemer Alex deel uitmaakt van het departement Informatica.
Bij het relationeel databankmodel hoort een standaardtaal voor de gegevensdefinitie en de gegevensma-
nipulatie, SQL genaamd (Melton en Simon 1993)(cf. figuur 1.8). Deze taal is een declaratieve taal en doet
dienst als een uniforme gebruikersinterface. Het relationeel databankmodel kan worden geformaliseerd aan
de hand van de zogenoemde relationele algebra die oorspronkelijk voorzien was van acht operatoren die
alle acht inwerken op relaties (Codd 1972). Mede hierdoor heeft SQL een eenvoudige opbouw en biedt
het toch voldoende mogelijkheden voor het beheer en de bevraging van gegevens in tabelvorm.
De eenvoud van het relationeel model biedt een voordeel aan gebruiksgemak en wiskundige handel-
baarheid, maar is tegelijkertijd een beperking. Veel toepassingen maken gebruik van gegevens die te
complex zijn om op een efficie¨nte manier te kunnen worden voorgesteld in het relationeel databankmodel.
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Vooral beperkend zijn de atomaire velden (relaties in de eerste normaalvorm) en de noodzaak om extra
relaties in te voeren bij het modelleren van de meest algemene hie¨rarchische relaties (Kroha 1993).
De uitgebreide relationele databankmodellen
Om tegemoet te komen aan de tekortkomingen van het relationeel model werd het model in eerste instantie
uitgebreid. De hierdoor ontstane uitgebreide relationele modellen voorzien onder meer in mogelijkheden
om te werken met procedures, “objecten”, vormen van multimedia, zelfgedefinieerde datatypes en andere
nieuwe faciliteiten (Burleson 1994). Omdat relationele systemen gemakkelijk te begrijpen, eenvoudig en
populair zijn in zowel onderzoeks- als productieomgevingen, profiteren de uitgebreide relationele data-
bankmodellen van dit onderzoek en deze populariteit (Date 1995).
“Het” uitgebreide relationeel databankmodel bestaat niet. Eerder is er, door de wijze waarop en de
mate waarin extensies zijn toegevoegd, een variatie aan deze modellen.
Ten gevolge van deze verscheidenheid zijn niet alle uitgebreide relationele modellen onder te brengen
in de groep van de structurele modellen: de modellen die het dichtst aanleunen bij het relationeel model
zijn ongetwijfeld structureel van aard; de meest uitgebreide variaties, zoals bv. het RM/T-model horen
eerder thuis bij de nog te bespreken semantische modellen.
Alle modellen hebben wel een basis van “relationele” tabellen en de bevragingstaal SQL gemeenschap-
pelijk. Ze incorporeren alle een bepaald (te) beperkt “object”-concept en voorzien in de mogelijkheid om
naast de gegevens ook procedures op te slaan in de databank.
Door het feit dat de uitgebreide relationele modellen veelal e´e´n of andere vorm van “object”-concept
ondersteunen, worden ze soms ook objectrelationele modellen genoemd. Om elke verwarring te voorkomen
met de objectgeorie¨nteerde modellen die hieronder worden besproken, verkiezen sommige auteurs om
binnen deze context niet van “objecten” te spreken, maar van gestructureerde waarden (Delobel et al.
1995). Onderhavig werk volgt hierin de geciteerde auteurs.
Bij alle benaderingen met gestructureerde waarden laat men de eerste normaalvorm van het relatio-
neel model vallen. Het relationeel model wordt dan uitgebreid zodat het mogelijk wordt om relaties te
modelleren die attributen hebben die op hun beurt relaties zijn. Dergelijke modellen zijn dikwijls gekend
onder de naam NF2, wat een acroniem is voor de Engelstalige benaming van “niet-eerste normaalvorm”.
Het atomair domeinconcept uit de definitie van het relationeel model wordt uitgebreid naar een alge-
meen domeinconcept dat de verzameling van de gestructureerde waarden vastlegt en formeel kan worden
gedefinieerd door de volgende drie regels:
• Elk atomair domein is element van de verzameling van de algemene domeinen.
• Beschouw n (n ∈ N0) al dan niet verschillende algemene domeinen D∗i , 1 ≤ i ≤ n, i ∈ N0. Elke lijst
van n verschillende (attribuut:domein)-paren,
[(A1 : D∗1), (A2 : D
∗
2), . . . , (An : D
∗
n)]
is element van de verzameling van de algemene domeinen.
• Beschouw n (n ∈ N0) al dan niet verschillende algemene domeinen D∗i , 1 ≤ i ≤ n, i ∈ N0. Elke
verzameling van n verschillende (attribuut:domein)-paren,
{(A1 : D∗1), (A2 : D∗2), . . . , (An : D∗n)}
is element van de verzameling van de algemene domeinen.
Bemerk ook hier dat de symbolen {, }, [ en ] deel uitmaken van de algemene domeinen. Geldige gestruc-
tureerde (attribuut:waarde)-paren zijn dan respectievelijk:
• (A : w), w ∈ D∗; waarbij D∗ het algemeen domein is dat correspondeert met het attribuut A.
• [(A1 : w1), (A2 : w2), . . . , (An : wn)] met wi ∈ D∗i , 1 ≤ i ≤ n, i ∈ N0; waarbij D∗i het algemeen
domein is dat correspondeert met het attribuut Ai.
• {(A1 : w1), (A2 : w2), . . . , (An : wn)} met wi ∈ D∗i , 1 ≤ i ≤ n, i ∈ N0; waarbij D∗i het algemeen
domein is dat correspondeert met het attribuut Ai.
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Met de introductie van gestructureerde waarden worden de tekortkomingen van het relationeel model
reeds gedeeltelijk weggewerkt. Toch blijven de aanwezige faciliteiten voor het modelleren van de gege-
venssemantiek eerder beperkt. Bij de hieronder besproken groep van de semantische modellen wordt er
vooral gestreefd naar het wegwerken van deze beperkingen.
1.3.3 De semantische modellen
De semantische modellen voorzien in de structurering en de manipulatie van informatie, d.i. van de
gegevens inclusief hun semantische betekenis. Het ER-model, het EER-model, het RM/T-model, de ob-
jectgeorie¨nteerde modellen en de functionele databankmodellen worden tot de semantische modellen gere-
kend. In wat volgt wordt aandacht besteed aan het ER-model, het EER-model en de objectgeorie¨nteerde
modellen.
Het ER-model en het EER-model
Het EER-model of “Enhanced Entity-Relationship”-model (Elmasri en Navathe 1989) is een uitbreiding
van het door Chen voorgestelde ER-model of “Entity-Relationship”-model (Chen 1976). In beide modellen
wordt de ree¨le wereld gemodelleerd aan de hand van verzamelingen van entiteiten en verzamelingen van
verwantschappen of relaties.
Een entiteit kan zowel een fysisch voorwerp als een abstract concept voorstellen. Het wordt beschreven
aan de hand van een aantal attributen , die zowel atomair kunnen zijn als samengesteld uit andere
attributen. Elk voorkomend attribuut is bovendien enkelwaardig of meerwaardig.
De waarde van een atomair attribuut moet behoren tot het domein van dit attribuut dat, net als bij
het relationeel model, de verzameling is van alle mogelijke waarden voor dit attribuut.
De waarde van een samengesteld attribuut wordt gevormd door het samenvoegen van de waarden
van de attributen die deel uitmaken van het samengesteld attribuut. Bovendien kan de waarde van een
attribuut bepaald worden aan de hand van de waarden van andere attributen. In dit geval spreekt men
van een afgeleid attribuut.
Een verzameling van entiteiten die alle dezelfde attributen hebben, wordt een entiteitstype genoemd.
Een entiteitstype wordt beschreven door middel van een naam, een lijst van attributen en eventueel ook
de voorwaarden die opgelegd worden aan de entiteiten van dit type. Het EER-model kent een aparte
notie voor onafhankelijke of reguliere entiteitstypes en zogenaamde zwakke entiteitstypes die afhangen van
andere entiteitstypes.
De relaties tussen de entiteiten vormen het andere basisconcept van het EER-model. Net zoals de
entiteiten volledig bepaald worden door een entiteitstype, worden de relaties volledig bepaald door een
relatietype, dat algemeen gedefinieerd wordt als een relatie tussen n (n ∈ N0) entiteitstypes E1, E2, . . . , En.
Elke relatie is dan een n-tuple van de vorm:
(e1, . . . , en) met ei ∈ Ei; 1 ≤ i ≤ n, i ∈ N0
Het aantal entiteitstypes dat voorkomt in een relatietype wordt de graad van de relatie genoemd. Zo
heten relaties tussen twee entiteitstypes binaire relaties, relaties tussen drie entiteitstypes ternaire relaties.
Algemeen wordt een relatie tussen n (n ∈ N \ {0, 1}) entiteitstypes een n-aire relatie genoemd. Relaties
kunnen op zich ook attributen hebben; in dat geval spreekt men van relatie-afhankelijke attributen. Elke
n-aire relatie wordt gekenmerkt door een kardinaliteitsratio en n participatievoorwaarden.
De kardinaliteitsratio van een relatietype geeft het aantal entiteiten per entiteitstype aan dat kan voor-
komen in elke relatie van het relatietype. Zo zijn de kardinaliteitsratio’s voor binaire relaties bijvoorbeeld:
• 1 : 1, wat wil zeggen dat er slechts e´e´n entiteit van beide participerende entiteitstypes kan voorkomen
in elke relatie van het relatietype.
• 1 : n, waarbij elke entiteit van het eerste entiteitstype kan gerelateerd zijn met n ∈ N entiteiten van
het tweede entiteitstype en n een willekeurig natuurlijk getal is. Omgekeerd kan elke entiteit van
het tweede entiteitstype slechts gerelateerd zijn aan e´e´n entiteit van het eerste entiteitstype.
• m : n, hierbij kunnen m ∈ N entiteiten van het eerste entiteitstype en n ∈ N entiteiten van het
tweede entiteitstype voorkomen in de relaties van het relatietype. Ook hier zijn m en n willekeurige
natuurlijke getallen.
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Figuur 1.9: Een toepassing van het EER-model.
Een participatievoorwaarde geeft aan of de entiteiten van een entiteitstype al dan niet gerelateerd moeten
zijn met de entiteiten van de andere entiteitstypes die voorkomen in het relatietype. Een totale participatie
van een entiteitstype in een relatietype houdt in dat elke entiteit van dit entiteitstype moet voorkomen in
een relatie van het relatietype; bij een partie¨le participatie geldt deze voorwaarde niet.
Figuur 1.9 toont een eenvoudige illustratie van een toepassing van het EER-model waarbij een re-
latie met kardinaliteitsratio 1:n tussen de entiteiten Werknemer en Departement aangegeven wordt. In
deze voorstelling wordt een dubbele lijn gebruikt om de totale participatie van een entiteitstype in een
relatietype aan te duiden. Partie¨le participaties worden aangeduid met een enkele lijn.
In het EER-model kan een entiteitstype verder onderverdeeld worden in zogenaamde subklassen, waar-
bij het entiteitstype zelf als een superklasse beschouwd wordt.
Het definie¨ren van subklassen volgens bepaalde kenmerken van de entiteiten van de superklasse, wordt
specialiseren genoemd. De volgens dezelfde kenmerken gedefinieerde subklassen vormen dan een speciali-
satie van de superklasse. Het is mogelijk dat er tegelijkertijd, op basis van verschillende kenmerken van
de entiteiten, verschillende specialisaties van eenzelfde entiteitstype gedefinieerd worden.
Wanneer een specialisatie gedefinieerd is door middel van een bepaalde voorwaarde, worden de subklas-
sen predikaat-gedefinieerd of conditie-gedefinieerd genoemd. Wanneer deze definitie daarentegen steunt
op de waarden van een bepaald attribuut van de superklasse spreekt men van een attribuut-gedefinieerde
specialisatie.
Bij elke specialisatie moet opgegeven worden of de subklassen al dan niet mogen overlappen. Als
overlapping niet toegelaten is, wordt van een disjunctieve specialisatie gesproken. In het andere geval
wordt de specialisatie niet-disjunctief genoemd.
Verder wordt aangegeven of de specialisatie totaal of partieel is, wat respectievelijk wil zeggen dat elke
entiteit van de superklasse eveneens tot een subklasse moet behoren of dat er entiteiten mogen bestaan
die tot geen enkele van de subklassen behoren.
De omgekeerde bewerking van het specialiseren, namelijk het definie¨ren van een superklasse volgens be-
paalde gemeenschappelijke kenmerken van de entiteiten van de subklassen, wordt generaliseren genoemd.
Analoog vormt de superklasse, op basis van deze gemeenschappelijke kenmerken, een generalisatie van de
subklassen.
Binnen dezelfde optiek “erft” het entiteitstype van een subklasse alle attributen en relatietypes van het
entiteitstype van de superklasse en worden de entiteiten van de subklassen eveneens gezien als entiteiten
van de superklasse. Daarnaast kan het entiteitstype van een subklasse nog attributen en relatietypes
definie¨ren die specifiek zijn voor deze subklasse.
Een subklasse kan tegelijkertijd meer dan e´e´n superklasse hebben. In dat geval erft haar entiteits-
type alle attributen en relatietypes van de entiteitstypes van al deze superklassen. De entiteiten van een
dergelijke subklasse zijn hierbij element van de intersectie van de verzamelingen van entiteiten van de
verschillende superklassen.
In het EER-model kunnen ook subklassen met meerdere superklassen gedefinieerd worden, waarvan de
entiteiten behoren tot de unie van de verzamelingen van entiteiten van deze superklassen. Een dergelijke
subklasse wordt een categorie genoemd.
Meestal behoort een entiteit van een categorie niet tot alle, maar slechts tot e´e´n van de superklassen.
De attributen en relatietypes uit de entiteitstypes van de superklassen worden, afhankelijk van entiteit tot
entiteit, selectief “overgee¨rfd”.
Ondanks deze rijke structuur voor het modelleren van informatie kan er nog steeds een nadelig in-
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Figuur 1.10: Een toepassing van een objectgeorie¨nteerd databankmodel.
formatieverlies optreden wanneer men gegevens die gemodelleerd werden volgens het EER-model omzet
naar de gegevensstructuren van de programmeertalen waarin de databanktoepassingen geschreven wor-
den. Dit fenomeen wordt in de literatuur omschreven door de term impedance mismatch. Een dergelijk
informatieverlies, meer bepaald een verlies aan semantiek, komt ook voor bij andere databankmodellen en
is eigen aan de gegevenstransformatie die voortvloeit uit de verschillen tussen de gegevensstructuren van
het databankmodel en van de programmeertaal.
De objectgeorie¨nteerde modellen
De objectgeorie¨nteerde databankmodellen zijn ontstaan uit het objectgeorie¨nteerd programmeerparadigma.
Door de gegevens op dezelfde manier te specificeren in zowel de programmeertaal als de databankmodellen
wordt de impedance mismatch merkbaar verkleind. Toch blijft ook hier nog een beperkte “mismatch”
bestaan. Deze is hoofdzakelijk te wijten aan de grote variatie aan objectgeorie¨nteerde modellen, waardoor
het niet mogelijk is om een databankmodel op te bouwen dat zonder enig verlies aan semantiek kan
aangewend worden bij elke objectgeorie¨nteerde programmeertaal.
Typerend voor alle objectgeorie¨nteerde databankmodellen is dat ze steunen op een notie van objecten
die elk een unieke identiteit hebben en gedefinieerd worden door middel van e´e´n of meerdere types of
objectprototypes (Lieberman 1986) waarin de structuur en het geassocieerde gedrag van het object is
vastgelegd. Verder ondersteunen ze e´e´n of andere notie van overerving en worden ze gekarakteriseerd
door inkapseling, waarmee bedoeld wordt dat de implementatie van de structuur en het gedrag wordt
afgeschermd voor de buitenwereld (Gray et al. 1992). Het argument voor inkapseling is, dat het de
constructie en het onderhoud vereenvoudigt door modularisering: een object kan gezien worden als een
“zwarte doos” die, zolang zijn publiekelijk zichtbare definities niet worden gewijzigd, onafhankelijk van
de rest van het systeem kan geconstrueerd en aangepast worden.
Voor elk van deze gemeenschappelijke concepten bestaat er een varie¨teit aan definities en mogelijke
interpretaties, wat onder meer resulteert in een grotere complexiteit, een gebrek aan e´e´nduidigheid binnen
het objectgeorie¨nteerd programmeerparadigma en een verscheidenheid aan objectgeorie¨nteerde databank-
modellen. Reeds in 1989 werd dit probleem gemeld (Maier 1989, Bernstein et al. 1989) en tot op heden
blijft het e´e´n van de voornaamste belemmeringen voor de ontwikkeling van en een consensus over e´e´n
standaard objectgeorie¨nteerd model. Dat een gedegen standaard ook hier gewenst is, blijkt ruimschoots
uit het voorbeeld van het relationeel databankmodel. Dit databankmodel dankt zijn succes grotendeels
aan zijn standaardisering en aan het bestaan van een algemeen aanvaarde formele onderbouw.
Figuur 1.10 illustreert het modelleren van het partim datastructuur aan de hand van een objectge-
orie¨nteerd databankmodel. Hierbij werd de grafische voorstellingswijze uit de ODMG-specificaties (Cattell
en Barry 1997) gebruikt. Er zijn drie objecttypes (Persoon, Werknemer en Departement) opgenomen.
Een “vette” enkelzijdige pijl tussen de types Werknemer en Persoon geeft aan dat het type Werknemer
“erft van” het type Persoon. De “dunne” dubbelzijdige pijl tussen de types Werknemer en Departement
duidt het bestaan aan van een relatie tussen deze types. De kardinaliteitsratio van deze relatie wordt aan-
gegeven door de getallen aan de uiteinden van de pijl. Alternatieve, minder rudimentaire voorstellings-
wijzen zijn mogelijk. Vermeldenswaardig is zeker de (de facto) standaard modelleringstaal UML (Fowler
en Scott 1997, Booch et al. 1999) die toelaat om zowel de structuur als het gedrag van de objecten te
specificeren.
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Ofschoon er nog geen definitief standaard objectgeorie¨nteerd databankmodel bestaat, zijn er reeds een
aantal belangrijke pogingen ondernomen om de karakteristieken van een representatief objectgeorie¨nteerd
databankmodel te definie¨ren (Atkinson et al. 1990, Vossen 1995, Cattell en Barry 1997). In deze deelsectie
worden de grondregels van Atkinson et al. (Atkinson et al. 1990) gegeven. Op het werk van Cattell et al.
(Cattell 1994, Cattell 1996, Cattell en Barry 1997) en het werk van Vossen (Vossen 1995) wordt dieper
ingegaan in hoofdstuk 2. Andere te vermelden overzichten van basisdefinities voor objectgeorie¨nteerde
databanken zijn (Kim 1990, Bertino en Martino 1991).
In het werk van Atkinson et al. (Atkinson et al. 1990) worden de zogenaamde “Gouden Regels” ge-
geven waaraan objectgeorie¨nteerde databankbeheersystemen zouden moeten voldoen. De basisgedachte
achter deze regels is dat elk objectgeorie¨nteerd databankbeheersysteem moet voldoen aan twee criteria
(Brathwaite 1993): het moet een objectgeorie¨nteerd systeem zijn en het moet een databankbeheersysteem
zijn. Het eerste criterium wordt vertaald naar acht punten: complexe objecten, object-identiteit, inkap-
seling, types, overerving, late binding, rekenkundige volledigheid en uitbreidbaarheid. Het tweede wordt
vertaald naar vijf punten: persistentie, secundair geheugenbeheer, concurrency, foutherstel en een ad hoc
bevragingsfaciliteit.
Complexe objecten. Deze worden gegenereerd door constructie-operatoren toe te passen op een-
voudigere objecten. Er bestaan verschillende constructie-operatoren voor complexe objecten, zo zijn er
bijvoorbeeld operatoren voor het genereren van verzamelingen, bags, lijsten, rijen en tuples. Minimaal
zou een systeem verzamelingen, lijsten en tuples moeten ondersteunen. Verder moeten de ondersteunde
constructie-operatoren orthogonaal zijn: elke constructie-operator moet kunnen worden toegepast op elk
object. Hierdoor zijn bijvoorbeeld verzamelingen van lijsten van tuples mogelijk.
Object-identiteit. De idee achter een systeem met object-identiteit is dat elk object een bestaan en
bijgevolg een identiteit heeft, die onafhankelijk is van zijn waarde (Khoshafian en Copeland 1986, Zdonik
en Maier 1989, Abiteboul en Kanellakis 1998). Hierdoor bestaan er twee noties van objectequivalentie:
twee objecten kunnen identiek zijn (ze zijn hetzelfde object) of kunnen gelijk zijn (ze hebben dezelfde
waarde).
Inkapseling. Met inkapseling wordt bedoeld dat enkel de specificatie van het object zichtbaar is voor
de gebruikers. In deze specificatie worden de structuur en het gedrag van het object omschreven. De
structuur van het object wordt vastgelegd in een aantal eigenschappen; het gedrag wordt omschreven
in de signaturen van een aantal methoden. Inkapseling is ingegeven door de nood aan modulariteit en
de noodzaak om een duidelijk onderscheid te maken tussen enerzijds de specificatie en anderzijds de
implementatie van de eigenschappen en methoden van een object. Hierdoor biedt inkapseling een zekere
vorm van “logische data-onafhankelijkheid”: de implementatie van een object kan veranderd worden
zonder dat hierbij de programma’s, waarin het object gebruikt wordt, moeten aangepast worden.
Types. In een objectgeorie¨nteerd systeem vat een type de gemeenschappelijke karakteristieken van een
verzameling van objecten samen. Een type heeft twee delen: e´e´n typespecificatie en e´e´n of meerdere
implementaties. Enkel het specificatie-gedeelte is zichtbaar voor de gebruikers van het type. Sommige
objectgeorie¨nteerde systemen ondersteunen de ruimere “run-time”-notie van klassen, die twee aspecten
omvat: enerzijds is een klasse een generator van objecten die het toelaat om nieuwe objecten te cree¨ren
en anderzijds is het een verzamelplaats van objecten die met behulp van operatoren kan gemanipuleerd
worden. Van een objectgeorie¨nteerd databankbeheersysteem wordt vereist dat het minstens e´e´n van de
concepten type of klasse ondersteunt.
Overerving. Aan overerving zijn twee voordelen verbonden: het is een krachtig hulpmiddel bij het
modelleren omdat het een beknopte en precieze beschrijving van de ree¨le wereld toelaat en het helpt
de gemeenschappelijke specificaties en implementaties over toepassingen te delen en te hergebruiken. Er
bestaan verschillende vormen van overerving, waarvan er een viertal beschreven worden in het werk van
Atkinson (Atkinson et al. 1990). Een uitgebreidere studie over overerving is te vinden in het werk van
Taivalsaari (Taivalsaari 1996). In hoofdstukken 2 en 4, die dieper ingaan op de formele aspecten van een
objectgeorie¨nteerd databankmodel, zal meer aandacht worden besteed aan overerving.
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Late binding. Een essentieel onderdeel van de signatuur van een methode is de naam of identificatie
van de methode. Bij overerving kan het voorkomen dat een overgee¨rfde methode dient aangepast te
worden. Dit gebeurt door het zogenaamde overladen van de signatuur van de methode. Bij het overladen
wordt voor het type van het object dat de aan te passen methode erft een “nieuwe” methode met dezelfde
naam gespecificeerd en ge¨ımplementeerd. Bij het oproepen van een overladen methode is het belangrijk
dat het type van het object waarvoor de methode opgeroepen wordt, gekend is. Alleen dan kan de juiste
implementatie achterhaald worden. Omdat bij het schrijven van een toepassing het type van het object
niet noodzakelijk bij elke oproep van een methode a priori gekend is, kan het associe¨ren van de juiste
implementatie niet altijd bij het compileren gebeuren en dient deze uitgesteld te worden tot op het
moment dat de methode bij de uitvoering van de toepassing opgeroepen wordt. Dit uitgesteld associe¨ren
wordt late binding genoemd.
Rekenkundige volledigheid. In een rekenkundig volledig systeem moet elke berekenbare functie kun-
nen worden uitgedrukt. Relationele databanksystemen zijn niet rekenkundig volledig omdat SQL dat
niet is. Hieruit mag niet worden geconcludeerd dat het noodzakelijk is om voor de objectgeorie¨nteerde
databanksystemen een nieuwe taal te ontwikkelen: rekenkundige volledigheid kan ook worden bekomen
door een nauw verband met een bestaande objectgeorie¨nteerde programmeertaal.
Uitbreidbaarheid. Het databankbeheersysteem beschikt over een voorgedefinieerde verzameling van
(primitieve) types. Deze verzameling moet kunnen worden uitgebreid in de volgende betekenis: er moet
een manier zijn om nieuwe types te definie¨ren en er mag geen verschil in gebruik zijn tussen voorgedefi-
nieerde en door de gebruiker gedefinieerde types.
Persistentie. Dit is een essentieel kenmerk van databanken, maar nieuw t.o.v. programmeertalen. Per-
sistentie is de mogelijkheid van de programmeur om zijn of haar gegevens langer te laten bestaan dan de
uitvoering van een proces, dit om ze eventueel te hergebruiken in een ander proces. Persistentie moet
orthogonaal zijn; d.i. elk object moet onafhankelijk van zijn type en zonder expliciete transformatie per-
sistent kunnen worden. Verder moet het impliciet zijn: de gebruiker moet bij het persistent maken van
de gegevens verlost zijn van het expliciet kopie¨ren en verplaatsen.
Secundair geheugenbeheer. In deelsectie 1.1 werd reeds aangegeven dat het secundair geheugen-
beheer een klassiek kenmerk van databankbeheersystemen is. Het wordt gewoonlijk ondersteund door
een aantal mechanismen die de performantie van het systeem trachten te verbeteren. Geen enkele van
deze mechanismen mag zichtbaar zijn voor de gebruiker en het systeem moet ze volkomen transparant
onderhouden.
Concurrency. Het moet mogelijk zijn dat meerdere gebruikers tegelijkertijd met het systeem kunnen
werken. Het systeem moet hiervoor uitgerust zijn met faciliteiten die een harmonieuze coe¨xistentie
verzekeren onder de gebruikers die simultaan wensen te werken.
Foutherstel. In geval van falen van de hardware en/of de software moet het systeem de fout kun-
nen herstellen. Meer bepaald moet het zichzelf kunnen terugbrengen naar een toestand van coherente
gegevens.
Ad hoc bevragingsfaciliteit. Het moet voor de gebruiker mogelijk zijn om eenvoudige vraagstellingen
op een eenvoudige wijze naar het systeem te versturen. Hiervoor zou de bevragingsfaciliteit moeten
voldoen aan de volgende drie criteria:
• De vraagstelling moet op een hoog niveau geschieden, d.i. niet-triviale vragen moeten op een be-
knopte wijze (met een aantal woorden of een aantal klikken op een muisknop) kunnen worden
uitgedrukt.
• De bevraging moet efficie¨nt zijn, d.i. de vraagformulering moet zich lenen tot een zekere vorm van
optimalisatie.
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• De bevraging moet onafhankelijk zijn van de toepassing, d.i. ze moet werken bij elke mogelijke
databank.
Deze “Gouden Regels” leggen samen de minimale vereisten voor een objectgeorie¨nteerd databankbeheersys-
teem vast. Ze helpen om een eerste idee te krijgen van wat een objectgeorie¨nteerd databankbeheersysteem
zou moeten zijn.
1.4 Enkele percepties omtrent de “traditionele”
databankmodellen
In de vorige deelsecties werd aangegeven hoe databankmodellen evolueerden van zgn. operationele mo-
dellen naar zgn. structurele modellen. Deze evolutie bracht verbeteringen met zich mee inzake fysische
gegevensonafhankelijkheid (en in zekere mate ook logische gegevensonafhankelijkheid), de integriteit van
de gegevens, beveiliging, bevragingstechnieken en het optimaliseren van de toegang tot de gegevens.
Het relationeel databankmodel droeg in belangrijke mate bij tot de (verdere) ontwikkeling van de
theoretische ondersteuning van databankmodellen. En vooral deze ontwikkeling vormde mee de basis
voor een volwaardig onderzoeksdomein op gebied van databanken (Delobel et al. 1995).
Nochtans heeft het relationeel databankmodel te lijden onder een aantal zwakheden dat zijn gebruik
bij sommige types van toepassingen zeer moeilijk of zelfs onmogelijk maakt (Kroha 1993). Onder deze
zwakheden kan vooral de simplificatie (atomair domeinen) die impliciet is aan het concept relatie aan-
gehaald worden. Een ander probleem betreft de impedance mismatch die voortvloeit uit de imperfecte
inkapseling van de standaardtaal SQL in een algemene programmeertaal.
Deze observaties gaven mede aanleiding tot het onderzoek naar de zgn. semantische modellen. Deze
modellen trachten de belangrijke voordelen van het relationeel model te behouden en streven naar rijkere
semantische concepten dan de relatie. Bovendien wordt gestreefd naar het wegwerken van de impedance
mismatch.
Van alle semantische modellen krijgen tegenwoordig vooral de objectgeorie¨nteerde modellen veel aan-
dacht en dit zowel uitgaande van experimentele, als van theoretische standpunten (Brathwaite 1993).
Er werden reeds een aanzienlijk aantal debatten gevoerd omtrent de definitie van objectgeorie¨nteerde
databankmodellen. De huidige stand van zaken wordt het best gekarakteriseerd door drie vaststellingen:
een algemeen aanvaard databankmodel ontbreekt, er bestaat evenmin een algemeen aanvaarde formele
ondersteuning en veel onderzoek wordt gekenmerkt door een sterke experimentele activiteit.
1.5 Naar een algemeen aanvaard objectgeorie¨nteerd
databankmodel
Ter inleiding wordt dieper ingegaan op twee van de drie in de vorige deelsectie vermelde vaststellingen, die
de huidige stand van zaken bij het onderzoek naar objectgeorie¨nteerde databanksystemen karakteriseren.
De eerste karakteriserende vaststelling betreft het gebrek aan een algemeen aanvaard databankmodel.
Daar waar theoretisch onderzoek naar relationele databanksystemen een duidelijke specificatie gaf van
het databankmodel en de bevragingstaal, bestaat zo een specificatie nog niet voor objectgeorie¨nteerde
databanksystemen. Hiermee wordt niet beweerd dat er geen objectgeorie¨nteerde databankmodellen bestaan
—vele voorstellen zijn te vinden in de literatuur— maar wordt eerder benadrukt dat er geen algemene
consensus bestaat over wat “het” objectgeorie¨nteerd databankmodel zou moeten zijn. Zelfs over de definitie
van een objectgeorie¨nteerd systeem bestaat er geen consensus. Momenteel convergeert de opinie traag
naar de “ruwe” karakteristieken van een familie van objectgeorie¨nteerde systemen.
Uit deze eerste belangrijke vaststelling volgt meteen de tweede: er bestaat evenmin een algemeen
aanvaarde formele ondersteuning voor een objectgeorie¨nteerd databankmodel. Nochtans is de nood aan
een solide onderliggende theorie voor de hand liggend: het is noodzakelijk dat de semantiek van concepten
als type, overerving, enz. nauwkeurig formeel gedefinieerd is. Gelukkig werden ook op het vlak van
formalisering reeds vele onderzoeksinspanningen geleverd en lijkt de weg naar een algemene consensus
steeds beter in zicht te komen.
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1.5.1 Bestaande formalismen voor scherpe objectgeorie¨nteerde
databankmodellen
Ofschoon er nog geen algemeen aanvaard objectgeorie¨nteerd databankmodel bestaat, is er toch reeds enige
consensus voor een de facto standaard: het ODMG-model. Deze de facto standaard wordt beschreven in
het werk van Cattell et al. (Cattell 1994, Cattell 1996, Cattell en Barry 1997).
Zoals te verwachten valt bij elk voorstel voor standaardisering, is ook het ODMG-voorstel sterk
onderhevig aan kritiek (Kim 1994, Alagic´ 1997). Vooreerst moet worden benadrukt dat de ODMG-
specificatie nog steeds geen standaard is en dat nog steeds inspanningen geleverd worden om het reeds
bestaande voorstel verder uit te werken. Momenteel zijn de definities binnen het voorstel niet volledig
formeel onderbouwd en wordt de semantiek van belangrijke concepten als de expliciete verbanden tussen
objecten, overerving en integriteit niet ten gronde behandeld. Hierdoor komen bepaalde problemen niet
aan de oppervlakte of worden ze al dan niet bewust genegeerd.
Voorbeeld 1.1
Ter illustratie van deze semantische tekortkomingen wordt dieper ingegaan op de syntaxis van de expli-
ciete verbanden die kunnen voorkomen tussen objecten in een databank. Hierbij wordt gebruik gemaakt
van een extract van de “Object Definition Language”-grammatica die volledig te vinden is in de ODMG
de facto standaard versie 2.0 (Cattell en Barry 1997) (de lijnnummers voor de regels zijn mee overgeno-
men).
De grammatica bepaalt enerzijds dat elke klasse wordt gekarakteriseerd door een identificator:
(2a) <class>::= <class header>{<interface body>}




Een klasse kan anderzijds volgens de grammatica attributen met een gestructureerd type hebben. De
syntaxis van deze gestructureerde types is als volgt gegeven:
(50) <struct type>::= struct <identifier> {<member list>}
(51) <member list>::= <member> | <member><member list>
(52) <member>::= <type spec><declarators>;
(29) <type spec>::= <simple type spec> | <constr type spec>
(30) <simple type spec>::= <base type spec>
| <template type spec>
| <scoped name>
(11) <scoped name>::= <identifier>
| :: <identifier>
| <scoped name>::<identifier>
Vooreerst is het niet duidelijk welk type door “<identifier>” ge¨ıdentificeerd wordt, zodat het bijvoor-
beeld door de bovenstaande regels niet is uitgesloten dat de identificator van een klasse fungeert als
typespecificatie voor het type van een component van een gestructureerd type. De betekenis van deze
keuze en de impact op de instanties van een klasse die een attribuut met een dergelijk “gestructureerd
attribuut” heeft, wordt niet formeel gegeven in het ODMG-rapport. Nochtans zijn er strikt genomen
meerdere interpretaties mogelijk:
• de “ingebedde” klasse kan worden ge¨ınterpreteerd als een uitgebreid “gestructureerd” type waardoor
de toestand van een instantie van de “ingebedde” klasse zou genest zijn in de toestand van een
instantie van de “omvattende” klasse (hetgeen het ODMG-rapport suggereert);
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• het “inbedden” van een klasse kan worden ge¨ınterpreteerd als het refereren aan die klasse, zodat
er vanuit een instantie van de “omvattende” klasse wordt gerefereerd aan een instantie van de
“ingebedde” klasse (hetgeen vanuit een formeel standpunt aangewezen is en wat wij in ons werk
onderbouwen).
Een dergelijk voorbeeld illustreert het gebrek aan eenduidigheid die de ODMG-definitie op sommige
punten vertoont en verklaart de nood aan een formele semantische definitie die misinterpretaties uitsluit.

Het ODMG-voorstel blijkt hoe dan ook een zeer positieve bijdrage te zijn, die reeds op een ruime aan-
vaarding kan rekenen.
Wat de bestaande initiatieven om te komen tot een formalisme voor de beschrijving van een objectge-
orie¨nteerd databankmodel betreft, is de situatie weinig overzichtelijk: veel voorstellen staan naast elkaar,
soms tegenover elkaar, en van enige consensus is geen sprake.
Tot de belangrijkste bijdragen voor een dergelijke formalisering behoren zeker de F-logica (Kifer en
Lausen 1989, Kifer et al. 1992, Kifer et al. 1995), de Reloop-algebra (Cluet et al. 1990), de Association-
algebra (Su et al. 1993), de Rewriting-logica (Meseguer en Qian 1993), de Objectalgebra van Alhajj en
Arkun (Alhajj en Arkun 1993), het generiek OODB-model (Abiteboul et al. 1995), de Mono¨ıde-calculus
(Fegaras en Maier 1995), de co-algebra¨ısche benadering van Jacobs (Jacobs 1996), het voorstel van
Nishimura et al. (Nishimura et al. 1996), waarin een objectgeorie¨nteerd databankmodel gerepresenteerd
wordt door een stelsel van vergelijkingen, en het CROQUE-model (Riedel en Scholl 1997).
De F-logica
De F-logica (voluit de Frame-logica genoemd) (Kifer en Lausen 1989, Kifer et al. 1992, Kifer et al. 1995)
wordt aangedragen als een hogere-orde logica met eerste-orde semantiek die geschikt is voor het definie¨ren,
bevragen en manipuleren van databankschema’s. De twee belangrijkste concepten van het formalisme
zijn de concepten object en klasse. Alle types die voorkomen in de definitie van een databankschema
worden geformaliseerd als klassen en hun mogelijke waarden als objecten.
Voor de syntaxis van de F-logica wordt uitgegaan van een eindig alfabet van symbolen en een oneindige
verzameling van variabelen. Met deze symbolen en variabelen worden formules opgebouwd. De formules
die gebruikt worden voor de definities van de syntaxis van de klassen en de syntaxis van de objecten
worden moleculaire F-formules genoemd. Karakteriserend voor de F-logica is dat zowel de klassen als de
objecten gedefinieerd worden door middel van moleculaire F-formules, waardoor ze tot eenzelfde “domein”
behoren en met dezelfde taal kunnen worden gemanipuleerd. De moleculaire F-formules vormen de basis
van de taal van de F-logica die verder bestaat uit (complexere) F-formules. F-formules laten het enerzijds
toe om de syntaxis van de bevragingen te definie¨ren en worden anderzijds gebruikt voor de definitie van
de syntaxis van deductieve regels, die op hun beurt kunnen worden aangewend voor de definitie van de
semantiek van afgeleide attributen en methoden.
De semantiek van de F-formules wordt deels gedefinieerd aan de hand van eerste-orde predikaten,
waardoor de klassieke predikatencalculus ge¨ıncorporeerd wordt in de F-logica, en deels aan de hand van
semantische structuren die F-structuren genoemd worden. F-structuren worden onder meer gebruikt voor
de definitie van de semantiek van de subklasse-relaties die kunnen bestaan tussen onderlinge klassen en
de lidmaatschapsrelaties die kunnen bestaan tussen individuele objecten en klassen.
Tal van de karakteristieken die toegeschreven worden aan een objectgeorie¨nteerd databankmodel zijn
formeel uitgewerkt binnen de F-logica. Zo omvat de F-logica de noties van object-identiteit, types, gedrag
van een object, inkapseling, overerving, persistentie en een ad hoc bevragingsfaciliteit. Gezien de F-
logica enkel tuples (in de betekenis van gestructureerde eenheden) en verzamelingen toelaat, met de
uitsluiting van verzamelingen die gedefinieerd zijn over verzamelingen, worden complexe objecten maar
in een beperkte mate ondersteund.
Een ander belangrijk aspect van de F-logica betreft haar uitbreidbaarheid waardoor zij kan gecombi-
neerd worden met tal van andere meer gespecialiseerde logica’s. Voorbeelden hierbij zijn de zgn. Transac-
tielogica (Bonner en Kifer 1994) waarmee de dynamische aspecten van objectgeorie¨nteerde databankmodel-
len behandeld kunnen worden en de zgn. Geannoteerde Predikatenlogica (Blair en Subrahmanian 1989, Ki-
fer en Lozinskii 1992, Kifer en Subrahmanian 1992) die een logica is voor het redeneren met inconsistente
en onzekere informatie.
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De Reloop-algebra
De Reloop-algebra (Cluet et al. 1990) definieert de semantiek van de bevragingstaal OSQL die gebruikt
wordt in het objectgeorie¨nteerd databankbeheersysteem O2 (Bancilhon et al. 1992).
In OSQL wordt de traditionele semantiek van het “SELECT-FROM-WHERE”-blok uit de standaard
SQL-taal voor het relationeel databankmodel (deelsectie 1.3.2) uitgebreid met objectgeorie¨nteerde karak-
teristieken. Het resultaat van een bevraging is een verzameling van waarden, waarbij een waarde ofwel
een extract is van een object dat aangemaakt werd binnen een klasse die bestaat binnen de databank, of-
wel nieuw gecree¨erd werd zonder dat er voor die waarde een corresponderende klasse binnen de databank
bestaat, ofwel een extract is van een waarde die nieuw gecree¨erd werd.
De Reloop-algebra is opgebouwd rond verschillende verzamelingen: een eindige verzameling van zgn.
basisnamen {Integer, String,Real, Boolean} en de ermee geassocieerde eindige verzameling van disjuncte
domeinen, een verzameling van constanten D, een verzameling van symbolen die ook de verzameling
van de attributen genoemd wordt, een verzameling van object-identificatoren I en een verzameling van
klassenamen C.
Verder wordt er een verzameling van waarden gedefinieerd, waarbij er een onderscheid gemaakt wordt
tussen atomaire waarden, tuplewaarden en verzamelingwaarden en wordt er een verzameling van objecten
gedefinieerd waarbij een object gedefinieerd wordt als een koppel dat bestaat uit een identificator en
een waarde. Vervolgens wordt er een verzameling van type-expressies gedefinieerd. Een type-expressie
specificeert een type en kan ofwel atomair, ofwel een klassenaam, ofwel een tupletype-expressie, ofwel
een verzamelingtype-expressie zijn. Voor de formalisering van het gedrag wordt er tenslotte nog een
verzameling van methodes gedefinieerd, waarbij elke methode gespecificeerd wordt aan de hand van haar
signatuur.
Met elke klassenaam wordt er een type-expressie geassocieerd en kan er een eindige verzameling
van object-identificatoren worden geassocieerd. Voor elke type-expressie wordt er een verzameling van
mogelijke waarden gedefinieerd, die het domein van het type genoemd wordt.
Over de hierboven vermelde verzamelingen worden dan een aantal algebra¨ısche operatoren gedefi-
nieerd: de traditionele verzamelingsoperatoren unie (∪), doorsnede (∩) en verschil (−), een projectie-
operator (pi), een selectie-operator (σ), een Cartesisch product (⊗) en een zogenoemde reductie-operator
(∆), die gebruikt wordt om een tuplestructuur met e´e´n veld te reduceren tot de type-expressie die gespe-
cificeerd is in dat veld. Deze algebra¨ısche operatoren worden gebruikt bij de opbouw van de zogenoemde
Reloop-expressies die op hun beurt de OSQL vraagstellingen formaliseren.
Net als het O2 databankbeheersysteem ondersteunt de Reloop-algebra verder nog de concepten klasse,
overerving, object-identiteit, inkapseling en late binding.
De Association-algebra
De definitie van de Association-algebra (Su et al. 1993) (kortweg ook de A-algebra genoemd) is gebaseerd
op de definitie van de concepten associatiepatroon, objectgraaf en schemagraaf. Er wordt uitgegaan
van een definitie van het concept object en de veronderstelling dat objecten met dezelfde structurele ei-
genschappen en hetzelfde gedrag samen gegroepeerd zijn en een (object)klasse vormen. Tussen objecten
kunnen er verschillende soorten van associaties (verbanden) voorkomen, zoals deze ook voorkomen in een
objectgeorie¨nteerde databank. Objecten en hun onderlinge associaties worden op een uniforme wijze voor-
gesteld door middel van zgn. associatiepatronen. Objectgeorie¨nteerde databanken worden gedefinieerd als
verzamelingen van associatiepatronen en worden zowel op het “meta”-niveau als op het “gegevens”-niveau
gerepresenteerd door ongerichte grafen. Op het “gegevens”-niveau wordt een objecgraaf gedefinieerd. De
knopen van een objectgraaf stellen objecten voor, terwijl een boog tussen twee knopen een associatie
tussen de twee corresponderende objecten voorstelt. Bij definitie is elk associatiepatroon een verbonden
subgraaf van een objectgraaf. Volkomen analoog wordt er op het “meta”-niveau een schemagraaf ge-
definieerd. Hierbij stellen de knopen klassen voor en representeert elke boog tussen twee knopen een
associatie tussen de twee corresponderende klassen.
Het domein van de algebra is een verzameling van associatiepatronen (kortweg patronen genoemd)
en het bewerken van een objectgeorie¨nteerde databank is gebaseerd op het vergelijken en manipuleren
van zowel homogene als heterogene patronen van objectassociaties. Door het manipuleren van bestaande
associatiepatronen kunnen nieuwe associatiepatronen worden aangemaakt. De operatoren van de algebra
kunnen worden gebruikt om, binnen een netwerk van verbonden klassen, langsheen een gewenst pad te
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navigeren en hierbij een zoekconditie —in de vorm van een complex patroon— te construeren. Verder
bestaan er operatoren om ingewikkelde patronen op te delen in meer eenvoudige patronen. In totaal
zijn er voor de algebra negen operatoren gedefinieerd: twee unaire operatoren —A − Select (σ) en
A − Project (pi)— en zeven binaire operatoren —Associate (∗), A − Complement (|), A − Union (+),
A−Difference (−), A−Divide (÷), NonAssociate (!) en A−Intersect (•)—, waarbij de prefix “A” staat
voor “Associatie”. Vele van deze operatoren corresponderen met een operator uit de relationele algebra
(deelsectie 1.3.2). Ze zijn echter ruimer gedefinieerd in die zin dat zij kunnen inwerken op complexere
heterogene structuren.
De Association-algebra werd veralgemeend tot de vage Association-algebra, waarin er ook vage in-
formatie gemodelleerd kan worden (Na en Park 1997). Gelijksoortige, op grafen gebaseerde object-
georie¨nteerd databankmodellen zijn het GOOD-model (Gemis et al. 1993, Gyssens et al. 1994) en het
objectmodel van Lucarella et al. (Lucarella en Zanzi 1996).
De Rewriting-logica
De Rewriting-logica (Meseguer en Qian 1993) is een logica met eerste-orde semantiek die de semantiek
vastlegt van een taal die MaudeLog genoemd wordt. Deze logica en taal vormen een formalisme voor
objectgeorie¨nteerde databanken. De mogelijkheid om met behulp van de Rewriting-logica de evolutie van
de toestand van een databank te formaliseren is karakteriserend voor het formalisme.
Het formalisme is opgebouwd rond het concept type. Elk type heeft een structuur en een gedrag die
volledig op een implementatie-onafhankelijke wijze ge¨ıntegreerd zijn. Voor de definitie van de structuur
van een type wordt uitgegaan van: (door gebruikers gedefinieerde) algebra¨ısche types, klassen, subty-
pehie¨rarchiee¨n (voor types) en klassehie¨rarchiee¨n (voor klassen). Het gedrag wordt gespecificeerd door
functies die gedefinieerd zijn voor algebra¨ısche types en door methodes van klassen en geformaliseerd
door deductie in een zogenoemde vergelijkingslogica (voor types en functies) en de Rewriting-logica (voor
klassen en methodes).
Databankschema’s worden gedefinieerd als een verzameling van modules die georganiseerd zijn in
hie¨rarchiee¨n. Hierbij wordt er een onderscheid gemaakt tussen twee soorten van modules: de functionele
modules die de (door de gebruikers gedefinieerde) types ondersteunen en de objectgeorie¨nteerde modules
die de declaratieve definities van klassehie¨rarchiee¨n ondersteunen.
Databanken worden conceptueel voorgesteld als simultaan voorkomende “systemen” van actieve ob-
jecten die kunnen evolueren via het manipuleren van hun attributen en het uitvoeren van methodes.
Zowel het cree¨ren, het aanpassen, het verwijderen, als het bevragen van objecten wordt ondersteund.
Elk object wordt gekarakteriseerd door een objectidentificator, een klasse waartoe het behoort en een
toestand en kan via methodes communiceren met andere objecten. De gedistribueerde toestand van een
objectgeorie¨nteerde databank, ook de configuratie van de databank genoemd, wordt beschreven als een
verzameling van verzamelingen van objecten en activeringen van methodes. De Rewriting-logica legt dan
de toegelaten transities tussen de toestanden van deze “systemen” vast. De bevragingen worden geforma-
liseerd door middel van existentie¨le formules die opgebouwd worden volgens de syntaxis van MaudeLog
en logische variabelen kunnen bevatten. Elk antwoord correspondeert dan met een substitutie die de
formulering van een bevraging bewijst (m.a.w. een substitutie waarvoor de corresponderende formule
waar is).
De Objectalgebra van Alhajj en Arkun
De Objectalgebra van Alhajj en Arkun (Alhajj en Arkun 1993) gaat uit van een datamodel waarin klassen
centraal staan. Klassen worden gezien als verzamelplaatsen voor objecten —die elk een eigen toestand
en gedrag hebben— en methoden —die het gedrag van een object karakteriseren— en zijn georganiseerd
in een tralie-structuur die de verbanden (bv. overerving) tussen de klassen typeert. Elk object heeft een
eigen identiteit en een waarde voor elke variabele die binnen de context van de klasse van het object is
gedefinieerd. Samen vormen deze waarden de toestand van het object. Met elke klasse wordt er bovendien
een verzameling van “boodschappen” geassocieerd, die elk e´e´n van de al dan niet overgee¨rfde methoden
van de klasse oproepen. Ook voor de behandeling van de waarden uit de toestand van de objecten van
de klassen zijn er “boodschappen” voorzien.
De Objectalgebra is voorzien van een aantal operatoren die het toelaten om het datamodel te bevragen,
nieuwe objecten te cree¨ren, bestaande objecten te manipuleren en nieuwe verbanden tussen klassen of objec-
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ten te introduceren. Deze verzameling van operatoren bestaat uit vijf “klassieke” operaties (unie, verschil,
product, restrictie en projectie) —die een equivalent hebben in de relationele algebra (deelsectie 1.3.2)—
en drie “specifieke” operaties (de zgn. “nest”-operatie, “unnest”-operatie en “1-niveau”-projectie). Zowel
de operandi als het resultaat van deze operatoren bestaan uit een koppel van verzamelingen, waardoor
de verzameling van de operatoren van de Objectalgebra gesloten is. Deze koppels zijn karakteriserend
voor de algebra en bestaan elk uit een verzameling van objecten en een geassocieerde verzameling van
zgn. “boodschapexpressies” die opgebouwd zijn uit een sequentie van “boodschappen”. Elke “bood-
schapexpressie” uit de geassocieerde verzameling wordt “aanvaard” door elk van de objecten uit de eerste
verzameling en voor elke verzameling van objecten wordt de geassocieerde verzameling van “boodschap-
expressies” afgeleid uit de verzameling van “boodschappen” die geassocieerd zijn met de klasse(n) van
de objecten. “Boodschapexpressies” worden zowel gebruikt voor de behandeling van de waarden uit de
toestand van een object als voor de behandeling van afgeleide waarden. Zij garanderen daarenboven de
inkapseling.
Omdat een klasse evengoed gekarakteriseerd wordt door haar verzameling van objecten en haar af-
geleide verzameling van “boodschapexpressies”, bezit elke klasse de karakteristieken van een operand en
wordt omgekeerd gesteld dat elke operand de karakteristieken van een klasse bezit. Hierdoor kunnen de
resultaten persistent worden gemaakt (naast de mogelijkheid van tijdelijke resultaten) onder de vorm van
klassen. Voor de klassen met persistente resultaten worden de “overervings”-verbanden, die voortkomen
uit de klassen van de operandi, in stand gehouden (m.a.w. de klasse van het resultaat wordt ingepast in
de tralie van klassen).
Het generiek OODB-model van Abiteboul et al.
Het generiek OODB-model (Abiteboul et al. 1995) vindt zijn oorsprong bij het zgn. IQL-model (Abiteboul
en Kanellakis 1989) en het O2-model (Bancilhon et al. 1992) (cf. de Reloop Algebra (Cluet et al. 1990))
en resulteert in een definitie voor databankschema’s die opgebouwd is door onder meer te steunen op
definities voor objecten, types, klassehie¨rarchie en methodes.
De definities van de concepten object, type en klassehie¨rarchie zijn in elkaar verstrengeld. Elk object is
gedefinieerd als een koppel dat bestaat uit een identificator (die de OID genoemd wordt) en een waarde
en is geassocieerd met een type.
De types worden gedefinieerd door uit te gaan van een aantal atomaire types die gebruikt worden voor
de definities van verzameling- en tuple-types. Voor elk type wordt er een domein van mogelijke waarden
gedefinieerd. De waarde van een object moet behoren tot het domein van zijn geassocieerd type. Een
speciale constante nil representeert de niet-gedefinieerde waarde.
De klassehie¨rarchie wordt gedefinieerd als een triple [C, σ,≺], dat bestaat uit een eindige verzameling
C met namen van klassen, een afbeelding σ van de verzameling C naar de verzameling van alle types en
een zgn. subtype-relatie ≺ die een partie¨le ordeningsrelatie is die gedefinieerd is over de verzameling C. De
associatie van de objecten met de klassen (en dus ook met de types van de klassen) wordt geformaliseerd
door een functie pi die elke naam van C afbeeldt op een disjuncte eindige verzameling van OID’s.
Het gedrag van een object wordt gedefinieerd door methodes die elk bestaan uit een naam, een signa-
tuur en een implementatie. Voor de formalisering van de methodes wordt uitgegaan van een oneindige
verzameling van methodenamen die gebruikt worden voor de definitie van expressies die de signaturen
specificeren. Elke signatuur wordt geassocieerd met een klasse. Binnen een klasse kunnen methodes
voorkomen die dezelfde naam, doch een verschillende signatuur hebben. Het generiek OODB-model on-
dersteunt late binding. De formalisering van de implementatie van een methode kan gebeuren aan de
hand van een taal voor methodes. Het generiek OODB-model is niet uitgerust met een dergelijke taal,
maar stelt toch twee mogelijke methoden voor om dergelijke talen te definie¨ren: de zgn. imperatieve
methoden (Hull en Su 1989) en de zgn. methodeschema’s (Abiteboul et al. 1990).
Vervolgens worden de databankschema’s gedefinieerd als 5-tuple structuren waarin zowel de klas-
sehie¨rarchie als de methodesignaturen ge¨ıntegreerd zijn. Als laatste concept worden de instanties van een
databankschema gedefinieerd, waardoor het model tevens expliciet de notie van persistentie ondersteunt.
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De Mono¨ıde-calculus
Bij de Mono¨ıde-calculus (Fegaras en Maier 1995) worden mono¨ıden gebruikt als algemene sjablonen voor
types. Hierbij wordt een mono¨ıde van het type T gedefinieerd als een triple
M = [T, zeroM ,mergeM ]
waarbij mergeM een associatieve afbeelding is van de vorm T × T → T die zeroM als eenheidselement
heeft (d.i. ∀ x ∈ T : mergeM (x, zeroM ) = x = mergeM (zeroM , x)).
Is T (α) een type dat bepaald wordt door de typeparameter α (d.i. T is een “typeconstructor”) en
M = [T (α), zeroM ,mergeM ] een mono¨ıde, dan wordt het quadruple
[T (α), zeroM , unitM ,mergeM ]
met unitM een functie van de vorm α → T (α) een collectiemono¨ıde genoemd. Door het gebruik van
collectiemono¨ıden worden alle collectietypes en hun operaties op een “natuurlijke” wijze veralgemeend.
Voorbeelden van collectiemono¨ıden zijn:
[set(α), {}, {α},∪] en [list(α), [ ], [α],++]
Is M = [T, zeroM ,mergeM ] een mono¨ıde, dan wordt het quadruple
[T, zeroM , unitM ,mergeM ]
met unitM de identiteitsfunctie (d.i. ∀ a ∈ T : unitM (a) = a) een primitieve mono¨ıde genoemd. Primi-
tieve mono¨ıden worden gebruikt voor de formalisatie van “primitieve” types, zoals bijvoorbeeld de types
voor het werken met gehele getallen en Boolese gegevens:
[int, 0, a,+] en [bool, false, a,∨]
Uitgaande van de collectiemono¨ıden en primitieve mono¨ıden worden er zogenoemde “mono¨ıdetypes”
gedefinieerd. Een “mono¨ıdetype” is ofwel een primitief type T (gedefinieerd aan de hand van een pri-
mitieve mono¨ıde), ofwel een collectietype T (type) (gedefinieerd aan de hand van een collectiemono¨ıde),
ofwel een klassenaam (als referentie naar een klasse), ofwel een “record”-type < A1 : t1, . . . , An : tn >
waarbij ti, 1 ≤ i ≤ n mono¨ıdetypes zijn. Verder worden er klassen gedefinieerd. Elke klassedefinitie is
van de vorm
class klassenaam = type extent : extentnaam
hierbij is klassenaam de naam van de klasse, is type een “mono¨ıdetype” en benoemt extentnaam de
optionele verzameling van alle instanties van deze klasse. Een objectgeorie¨nteerd databankschema wordt
dan geformaliseerd als een verzameling van klassedefinities die mogelijkerwijs mutueel recursief zijn.
De bevragingen van een databank worden op een uniforme manier uitgedrukt door het gebruik van zo-
genoemde “mono¨ıde comprehensions” die gedefinieerd zijn in termen van mono¨ıdehomomorfismen. Een
mono¨ıdehomomorfisme kan hierbij gezien worden als een afbeelding van een aantal mono¨ıden op een
welbepaalde mono¨ıde. Naast dergelijke “mono¨ıde comprehensions” bevat de calculus verder nog varia-
belen, constanten, een projectie-operator, operatoren voor “record”-constructie, relationele operatoren,
eenheidselementen zeroM , identiteitsfuncties unitM en afbeeldingen mergeM .
Bevragingen in de OQL-taal van de ODMG-93 de facto standaard (Cattell 1996) kunnen worden
“vertaald” naar de Mono¨ıde-calculus. De calculus gaat daarenboven nog een stap verder en ondersteunt
uitgebreidere bevragingen door onder andere meer resultaattypes toe te laten. Verder zijn er een aantal
normalisatieregels gedefinieerd die het toelaten om de expressies uit de calculus tot een canonische vorm
te herleiden.
De co-algebra¨ısche benadering van Jacobs
Het formalisme van Jacobs (Jacobs 1996) is opgebouwd rond het concept co-algebra. Een co-algebra
is de duale van een algebra: daar waar er bij een algebra uitgegaan wordt van zgn. “constructoren”
(operatoren die inwerken op een onderliggende verzameling en gebruikt worden om nieuwe elementen
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mee op te bouwen), wordt er bij een co-algebra uitgegaan van zgn. “destructoren”1 die ook “observers”
genoemd worden (operatoren die inwerken op een verzameling en gebruikt worden om het gedrag van
de verzameling te observeren). Een (abstract) type is een voorbeeld van een “constructor” uit een “ob-
jectgeorie¨nteerde” algebra; zijn co-algebra¨ısche tegenhanger wordt een “procedurale abstractie” genoemd
(Cook 1990). Een co-algebra wordt onder meer gekenmerkt door zgn. “toestandsruimten” die informeel
kunnen worden omschreven als zwarte dozen die enkel (gelimiteerd) toegankelijk zijn via gespecificeerde
operaties en door “bisimulatie”, waarmee bedoeld wordt dat het gedrag van een verzameling slechts
(beperkt) waarneembaar is via de gespecificeerde co-algebra¨ısche operaties.
Het formalisme gaat uit van co-algebra¨ısche specificaties waaruit co-algebra’s afgeleid worden. Elke
afgeleide co-algebra is de formalisering van een klasse en legt de semantiek vast van een zgn. “klassespe-
cificatie” —waarin de signaturen van de methoden van de klasse gegeven worden (samen met eventuele
“gedragsrestricties”)—, een “klasse-implementatie” —waarin de implementaties van de methoden gege-
ven worden— en de objecten die tot de klasse behoren. “Gedragsrestricties” worden gespecificeerd aan
de hand van conditionele vergelijkingen. Ook overerving kan worden geformaliseerd aan de hand van
een co-algebra. De objecten die tot eenzelfde klasse behoren worden gegroepeerd en formeel gedefinieerd
als de elementen van de “toestandsruimte” van de co-algebra die de klasse formaliseert. Elk object heeft
een lokale toestand die enkel toegankelijk is via methoden. Zijn operationele semantiek, wordt volkomen
bepaald door de “klassespecificatie” van zijn klasse en de geassocieerde notie van “bisimulatie”.
De vergelijkingen van Nishimura et al.
Typerend voor dit formalisme (Nishimura et al. 1996) is dat het uitgaat van een verzameling van identifica-
toren van objecten. Over deze verzameling is een equivalentierelatie gedefinieerd die object-identificatoren,
die corresponderen met eenzelfde entiteit uit de ree¨le wereld, relateert. Hierdoor correspondeert het con-
cept object-identiteit niet met e´e´n enkele object-identificator, maar met een equivalentieklasse van object-
identificatoren die alle corresponderen met eenzelfde entiteit: twee objecten hebben eenzelfde identiteit
als hun object-identificatoren tot dezelfde equivalentieklasse behoren.
Verder wordt een databank voorgesteld als een stelsel van vergelijkingen die alle inwerken op een
verzameling van object-identificatoren en formeel gedefinieerd als een triple [S,O,C], waarbij S het
schema is die de structuur van de databank beschrijft, O een instantie van het schema is die de structuur
van de objecten representeert en C een classificatie in klassen is van object-identificatoren. Een schema S
is gedefinieerd als een stelsel van vergelijkingen met een geassocieerde equivalentierelatie. Voor de definitie
van een vergelijking wordt uitgegaan van zgn. “atomaire types”, “typevariabelen” (ook “klassenamen”
genoemd), een “gestructureerd type”, een “verzamelingtype” en “klassetypes”. Een instantie O van een
schema S is ook gedefinieerd als een stelsel van vergelijkingen met een geassocieerde equivalentierelatie. De
vergelijkingen die kunnen voorkomen in dit stelsel worden “object-identificator”-vergelijkingen (afgekort:
“oid”-vergelijkingen) genoemd en worden gedefinieerd door uit te gaan van de verzameling van alle
mogelijke objectwaarden. De classificatie C is tenslotte gedefinieerd als een eindige afbeelding die een
“klassenaam” afbeeldt op een verzameling van object-identificatoren. Bij dit alles wordt er (nog) geen
rekening gehouden met overerving.
Het bevragen van een databank komt neer op het transformeren van een stelsel van vergelijkingen
naar een ander stelsel van vergelijkingen. Zo worden objecten getransformeerd naar andere objecten
en kan de structuur van een object getransformeerd worden zonder dat daarbij de identiteit van het
object verloren gaat. Indien door een bevraging een nieuw stelsel van vergelijkingen over een nieuwe
verzameling van object-identificatoren gegenereerd wordt, wordt de equivalentierelatie zodanig uitgebreid
dat elke nieuwe object-identificator uit het nieuwe stelsel gerelateerd wordt met de corresponderende
object-identificator uit het bronstelsel. Ter ondersteuning van de bevragingen omvat het databankmodel
een declaratieve bevragingstaal voor objecten met een identiteit en kunnen er voor objecten met een
identiteit zgn. “views” worden gedefinieerd. Deze bevragingstaal is zodanig opgebouwd dat bevragingen
kunnen worden uitgevoerd op een zogenoemde “data-parallelle” wijze —gebaseerd op een mechanisme
waarbij dezelfde operator simultaan toegepast wordt op elk data-item (DeWitt en Gray 1992)— en bestaat
uit een aantal operatoren die in vijf categoriee¨n worden onderverdeeld: operatoren voor klassecreatie,
operatoren die inwerken op verzamelingen, identiteitsbehoudende transformaties, operatoren die inwerken
1De terminologie van “constructoren” en “destructoren” werd ontleend aan de (data)type-theorie en heeft geen enkel
verband met de constructoren en destructoren die voorkomen in programmeertalen (zoals bv. C++).
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op object-identificatoren en de reductie-operator. Omdat de bevragingsoperatoren opnieuw resulteren in
een stelsel van vergelijkingen is de verzameling van deze operatoren gesloten.
Het CROQUE-model
Het CROQUE-model (Riedel en Scholl 1997) is gebaseerd op het objectgeorie¨nteerd databankmodel van
Beeri (Beeri 1990). Het model laat het zowel toe om te werken met literalen als met objecten en bevat
een aantal orthogonale “typeconstructoren” —zowel tuples, verzamelingen, bags, lijsten als rijen wor-
den ondersteund—. Om het aantal operatoren die gedefinieerd worden met deze “typeconstructoren”
te beperken worden “mono¨ıde comprehensions” gebruikt (cf. de bespreking van de Mono¨ıde-calculus).
Verder wordt het CROQUE-model gekarakteriseerd door een gesloten bevragingstaal —het resultaat van
een bevraging is opnieuw een deel van het databankmodel— die conform is met de specificaties van de
ODMG-OQL-1.2 bevragingstaal (Cattell 1996).
Het formalisme is opgebouwd rond een “typesysteem” dat het toelaat om redeneringen te voeren
omtrent de types van intermediaire bevragingsresultaten en dat aanleiding geeft tot volledig orthogo-
nale bevragingen. Elk type uit het “typesysteem” wordt gekarakteriseerd door een syntaxis en een
“domein” met mogelijke waarden. Elk “domein” bevat een typespecifieke “null”-waarde die een niet-
gedefinieerde waarde aanduidt. In het CROQUE-model worden “null”-waarden equivalent behandeld
als “false”-waarden, d.w.z. dat in het resultaat van een selectie enkel objecten of waarden zullen worden
opgenomen waarvoor de opgegeven conditie “true” is; “maybe”-resultaten (Biskup 1983) worden uitge-
sloten. Een type fungeert bovendien ook als een container (ook “actief domein” of “extentie” genoemd)
van “domein”-waarden die op dat ogenblik gebruikt worden in de databank. Om conform te zijn met
de ODMG de facto standaard wordt er binnen het “typesysteem” een onderscheid gemaakt tussen de
zgn. basistypes voor atomaire literalen (bv. “Integer”, “Boolean”, enz.), basistypes voor objecten (die
een verzameling van object-identificatoren als domein hebben), gestructureerde types (“Set”, “List”,
“Bag”, “Array”, “Struct” en “Function”) en objecttypes2. De objecttypes worden georganiseerd in een
tralie-structuur —die de “subtype-supertype”-hie¨rarchie typeert— en benoemen elk een verzameling van
“karakteristieken” (attributen, relaties en operaties), die alle geformaliseerd worden als functies (attri-
buten als functies die resulteren in een literaal; relaties als functies die resulteren in e´e´n of meerdere
objecten).
De CROQUE-OQL bevragingstaal is een uitbreiding van de ODMG-OQL-1.2 bevragingstaal. Alle
bevragingen met ODMG-OQL-1.2 kunnen worden geformaliseerd met CROQUE-OQL. Daarenboven kan
de “subtype-supertype”-hie¨rarchie gebruikt worden in CROQUE-OQL bevragingen —bepaalde bevragin-
gen genereren nieuwe “subtypes” (∩), andere bevragingen leiden tot nieuwe “supertypes” (∪)— en werd
de semantiek van sommige operatoren voor verzamelingen uitgebreid in CROQUE zodat deze operatoren
bijvoorbeeld ook kunnen worden toegepast op bags.
Enkele nabeschouwingen omtrent deze formalismen
Wanneer men de literatuur doorneemt, op zoek naar formalismen voor (objectgeorie¨nteerde) databank-
modellen, valt op dat bij de meeste formalismen ofwel wordt uitgegaan van een wiskundige logica, ofwel
gesteund wordt op een algebra¨ısche aanpak. In haar doctoraatsthesis komt Olga De Troyer tot dezelfde
bevinding (De Troyer 1993).
Bij de algebra¨ısche benadering staat het abstract concept type centraal, m.a.w. er wordt uitgegaan
van een keuze van een gegevensrepresentatie en de geschikte operaties op deze gegevensrepresentatie.
Bij deze benadering wordt een databank gezien als een algebra, d.i. als een collectie van verzamelingen
van (persistente) “objecten” samen met de op deze verzamelingen gedefinieerde operaties. Voorbeel-
den van een algebra¨ısche formalisering van een objectgeorie¨nteerd databankmodel zijn de Reloop-algebra
(Cluet et al. 1990), de Association-algebra (Su et al. 1993), de Objectalgebra van Alhajj en Arkun (Alhajj
en Arkun 1993), het generiek OODB-model (Abiteboul et al. 1995), de vergelijkingen van Nishimura et
al. (Nishimura et al. 1996) en het CROQUE-model (Riedel en Scholl 1997). Ook de co-algebra¨ısche
benadering van Jacobs (Jacobs 1996) kan in zekere mate tot de algebra¨ısche technieken worden gerekend.
Bij de logische benadering vertrekt men van een predicatenlogica (dikwijls een “eerste-orde”-logica)
om het databankmodel te formaliseren. Hierbij wordt een (“eerste-orde”) theorie opgebouwd die bestaat
2De basistypes voor objecten en het “Function”-type komen niet voor in het ODMG-model, maar worden in het
CROQUE-model ingevoerd voor de formalisering van de objecttypes.
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uit een taal en een verzameling van axioma’s. Een databank wordt dan ofwel gezien als de interpretatie van
deze (“eerste-orde”) theorie, wat de “modeltheoretische” benadering heet, ofwel gezien als de (“eerste-
orde”) theorie zelf, wat de “bewijstheoretische” benadering wordt genoemd. Voorbeelden van de logische
formalisering van een databankmodel zijn onder meer de F-logica (Kifer et al. 1995), de Rewriting-logica
(Meseguer en Qian 1993) en de Mono¨ıde-calculus (Fegaras en Maier 1995).
Welke van de twee technieken nu bij voorkeur dient te worden gebruikt in een gegeven context is
betwistbaar. Voor beide benaderingen zijn pro- en contra-argumenten te vinden (De Troyer 1993). Veel
hangt af van de gestelde doelstellingen.
Elk voorstel voor formalisering heeft zijn eigen voor- en nadelen. Door het gemis aan een algemene
consensus over de definities voor objectgeorie¨nteerde modellen in het algemeen en objectgeorie¨nteerde
databankmodellen in het bijzonder, vindt men veel controversie in de voorstellen. Om toch enige houvast
te hebben bij de definities van de concepten, lijkt de ODMG de facto standaard een aangewezen en voor
de hand liggend werkdocument te zijn. Dit wordt eveneens door andere onderzoekers beaamd (Fegaras
en Maier 1995, Riedel en Scholl 1997).
Verder loont het de moeite zich af te vragen waaruit een formeel model moet bestaan. Een studie
die een goed antwoord biedt op deze vraag werd uitgevoerd door G. Vossen (Vossen 1995, Lausen en
Vossen 1998). Vossen geeft een aantal richtlijnen, voor de inhoud en de opbouw van een formeel raamwerk,
die samen met de ODMG de facto standaard een goed uitgangspunt vormen om de hierboven vermelde
formaliseringen aan een (kritische) studie te onderwerpen.
Wat direct opvalt bij een kritische benadering is dat men er bij slechts weinig voorstellen in slaagt
om alle concepten van het ODMG-voorstel te integreren binnen e´e´n enkel samenhangend formeel model
(Riedel en Scholl 1997). Wanneer concepten ontbreken is het niet altijd even duidelijk of deze intu¨ıtief
en met gemak kunnen worden toegevoegd.
De eerste-orde semantiek beperkt het databankmodel van de F-logica (Kifer et al. 1995). Zo zijn
bijvoorbeeld verzamelingen van verzamelingen uitgesloten en is het concept object veel beperkter gede-
finieerd dan wat ODMG voorstelt. Gelijkaardige vaststellingen zijn er bij de Mono¨ıde-calculus (Fegaras
en Maier 1995) en de co-algebra¨ısche benadering van Jacobs (Jacobs 1996). Bij deze sterk wiskundige
benaderingen ligt het niet voor de hand om uitbreidingen te vinden, teneinde een volledige conformiteit
met ODMG te bekomen.
Sommige formele benaderingen, zoals het generiek OODB-model van Abiteboul et al. (Abiteboul et al.
1995), kunnen in zekere mate worden gezien als extensies van de calculus voor uitgebreide relationele
modellen. Dergelijke aanpakken zijn niet zo geschikt indien men wenst rekening te houden met lijsten,
bags en rijen. Deze concepten vragen immers afzonderlijke constructie- en toegangsfaciliteiten waartoe
de relationele calculus zich niet zo duidelijk leent als tot verzamelingen (Riedel en Scholl 1997). Nochtans
zal verder blijken dat zowel lijsten, bags als rijen zeer belangrijke concepten zijn in het ODMG-voorstel.
Andere benaderingen, zoals bijvoorbeeld de Reloop Algebra (Cluet et al. 1990), de Rewriting-logica
(Meseguer en Qian 1993), de Objectalgebra van Alhajj en Arkun (Alhajj en Arkun 1993) en het voorstel
van Nishimura et al. (Nishimura et al. 1996), missen de conformiteit met ODMG volledig. Zo gaat het
voorstel van Nishimura et al. (Nishimura et al. 1996) bijvoorbeeld uit van een zeer ruime notie van object-
identiteit, objecten die getransformeerd worden naar andere objecten en de mogelijkheid om de structuur
van bestaande objecten te transformeren zonder dat daarbij de identiteit van de objecten verloren gaat.
Dit is in tegenspraak met het ODMG-voorstel dat uitgaat van een bevragingsmechanisme waarbij nieuwe
objecten gecree¨erd worden die volkomen onafhankelijk zijn van de bestaande objecten. Hierdoor dienen de
binnen deze modellen opgegeven definities voor belangrijke concepten als relaties, overerving, enz. op zijn
minst in vraag te worden gesteld. Het voorstel van Nishimura et al. (Nishimura et al. 1996) behandelt
overerving zelfs in het geheel niet.
Doordat zij gedeeltelijk steunen op de specificaties van de ODMG de facto standaard vormen de
Mono¨ıde-calculus (Fegaras en Maier 1995) en het zgn. CROQUE-model (Riedel en Scholl 1997) vermel-
denswaardige uitzonderingen.
1.5.2 De nood aan een nieuwe formele basis
De eerstvolgende hoofdstukken trachten een bijdrage te leveren tot de opbouw van een algemeen aan-
vaardbare formele ondersteuning voor een objectgeorie¨nteerd databankmodel. Deze bijdrage wordt geleverd
onder de vorm van een nieuw formalisme, dat voldoet aan een aantal vooropgestelde eisen.
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Waarom een nieuw formalisme bouwen terwijl er reeds zo veel voorstellen bestaan?
Het antwoord op deze vraag is vierledig en gebaseerd op de vereisten en uitgangspunten van het in
dit werk beschreven onderzoek. Met elk deel van het antwoord komt bovendien een meerwaarde van het
werk naar voor. De vier criteria waaraan het formalisme, volgens dit werk, moet voldoen kunnen kort
worden samengevat als: conform zijn met de ODMG de facto standaard, conform zijn met de richtlijnen
van G. Vossen (Vossen 1995, Lausen en Vossen 1998), uitbreidbaar zijn en intu¨ıtief zijn.
1. Conformiteit met de ODMG de facto standaard. Vooreerst wil dit werk een formele ba-
sis leggen die uitgaat van ruim aanvaarde conceptdefinities: gezien de grote controverse omtrent
conceptdefinities bij de specificaties van zowel de objectorie¨ntatie als de objectgeorie¨nteerde data-
bankmodellen, is het niet wenselijk om uit te gaan van controversie¨le definities en de controverse
nog groter te maken.
Zoals in deelsectie 1.5.1 werd aangehaald, blijkt het reeds ruim aanvaarde ODMG-voorstel hier-
omtrent voldoende houvast te bieden. Een grondige studie van de inspanningen van de ODMG-
werkgroep leert dat deze geen technische inconsistenties bevatten die een formele onderbouw zouden
in de weg staan. Zoals reeds eerder vermeld laat het voorstel wel nog een aantal vragen onbeant-
woord, zoals de vraag naar een volledige definitie voor overerving. Om tot een sluitende formalisering
te komen zijn dus nog bijkomende definities en minimale aanpassingen noodzakelijk. Desondanks
blijkt de ODMG de facto standaard als uitgangspunt uitermate geschikt te zijn. Voor dit werk
wordt de ODMG 2.0 versie gebruikt, zoals deze is vastgelegd in (Cattell en Barry 1997).
2. Conformiteit met de richtlijnen van G. Vossen. Vervolgens wordt van de formalisering
vereist dat ze solide is en alle aspecten behandelt die een formalisme voor een objectgeorie¨nteerd
databankmodel zou moeten behandelen. Om hieraan te beantwoorden blijkt het werk van Vossen
(Vossen 1995) een goed uitgangspunt te zijn: het biedt een overzicht van de minimale vereisten
voor de definitie van een formalisme voor een objectgeorie¨nteerd databankmodel. Ondanks het feit
dat het werk van Vossen niet volledig conform is met het ODMG-voorstel biedt het toch een aantal
goede richtlijnen en methodologiee¨n.
3. Uitbreidbaarheid. Een derde vereiste betreft de uitbreidbaarheid van het formalisme: het is
de bedoeling van dit werk om de formele basis voor het objectgeorie¨nteerd databankmodel te ver-
algemenen tot een formele basis voor een “vaag” en “onzeker” objectgeorie¨nteerd databankmodel.
Ter afsluiting zal ook worden aangegeven hoe dit laatste model nog verder zou kunnen worden
uitgebreid tot een spatio-temporeel, “vaag” en “onzeker” objectgeorie¨nteerd databankmodel.
4. Intu¨ıtief zijn. Tenslotte moet het formalisme zo intu¨ıtief en eenvoudig mogelijk de modellering
van de gegevens en hun gedrag ondersteunen. Deze vereiste wordt ingegeven door het feit dat een
goed formalisme in een verder stadium moet kunnen worden vertaald naar een werkend databank-
beheersysteem, anders heeft het formalisme weinig praktisch nut. Een te ingewikkeld en moeilijk
te begrijpen formalisme maakt bovendien zeer weinig kans op aanvaarding, laat staan algemene
aanvaarding. Gezien “eenvoud” en “intu¨ıtief zijn” criteria zijn die quasi niet meetbaar zijn en vrij
worden ervaren door een subjectieve manier van aanvoelen, wordt deze laatste vereiste eerder als
een richtlijn beschouwd.
Door deze noodzakelijke eisen te stellen, ligt het voor de hand om geen selectie te maken uit het ruime
aanbod aan bestaande formaliseringen. Geen enkel uitgewerkt voorstel voldoet immers op een afdoende
wijze aan alle gestelde eisen. Vooral de cruciale eis tot conformiteit met de ODMG de facto standaard
weegt zwaar door bij de selectie. Daarom resten er twee mogelijkheden: de eisen afzwakken en trachten
een compromis te vinden, of een nieuw model opbouwen dat zo goed mogelijk voldoet aan alle eisen.
De wens om niet gebonden te zijn aan de beperkingen van een compromis verantwoordt de in dit werk
gemaakte keuze om een nieuw voorstel op te bouwen.
Daarenboven laat een nieuwe aanpak toe de drie functionele aspecten van een databank, zijnde gege-
vensbeheer, objectbeheer en kennisbeheer (Ullman 1989), nog beter te ondersteunen. Relationele data-
bankbeheersystemen richten zich voornamelijk tot gegevensbeheer. Objectbeheer gaat nauw samen met
de vraag naar complexere gegevensstructuren en is e´e´n van de voornaamste functionaliteiten van een ob-
jectgeorie¨nteerd databankbeheersysteem. Kennisbeheer verwijst daarenboven naar de ruimere doelstelling
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om door middel van een systeem van afleidingsregels informatie te extraheren uit een poel van gegevens.
Door bijvoorbeeld objecten en regels te integreren kunnen objectgeorie¨nteerde databankbeheersystemen
aangewend worden voor kennisbeheer (Kim et al. 1990). Een mogelijk manier van integratie bestaat
erin het databankmodel uit te breiden onder de vorm van toegevoegde restricties. Restricties kunnen ook
worden aangewend ter ondersteuning van de databankintegriteit.
Voor het nieuwe formalisme zal worden uitgegaan van een algebra¨ısche benadering, wat ingegeven
wordt door de stelling dat deze techniek een uniform kader biedt voor de uiteenlopende onderwerpen,
waarvoor in de databanktheorie verschillende wiskundige instrumenten (bv. verzamelingenleer, vage ver-
zamelingenleer, logica en vage logica) naast elkaar worden gebruikt (Dosch et al. 1982).
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Hoofdstuk 2
De Definitie van een Type en zijn
Instanties: het Typesysteem
There is no prescribed route to follow to arrive at a new idea. You have to make the intuitive
leap. But the difference is that once you’ve made that intuitive leap you have to justify it by
filling in the intermediate steps.
Stephen Hawking (1942– ), Brits fysicus en astrofysicus.
In dit hoofdstuk wordt e´e´n van de belangrijkste concepten van het formalisme gedefinieerd: het
type. Een type is een generiek concept dat informeel kan worden gezien als een omschrijving van de
gemeenschappelijke karakteristieken van een collectie van gegevens. De formele definitie van een type is,
in overeenstemming met de specificaties uit het werk van Vossen (Vossen 1995), gebaseerd op het concept
typesysteem. In eerste instantie kan een typesysteem worden gezien als een verzameling van formuleringen
die dusdanig samenhangen, dat zij alle mogelijke types van het objectgeorie¨nteerd databankmodel kunnen
definie¨ren.
Volgens het ODMG-voorstel wordt een type gedefinieerd door e´e´n externe typespecificatie en e´e´n of
meerdere interne type-implementaties . In de typespecificatie worden de externe karakteristieken van de
gegevens gedefinieerd, d.w.z. de karakteristieken die zichtbaar zijn voor de gebruikers van de gegevens
van dat type. De interne karakteristieken, die onzichtbaar blijven voor de gebruikers, worden vastgelegd
door de type-implementaties. Rond deze kerngedachte wordt het typesysteem formeel opgebouwd.
2.1 Enkele voorbeschouwingen
2.1.1 De typespecificaties
In de typespecificatie van een type wordt de syntaxis en de semantiek van de typedefinitie volkomen
vastgelegd. De verzameling van alle uitdrukkingen die voldoen aan de syntaxis van een typespecificatie
uit het op te bouwen typesysteem, wordt genoteerd als Tspec en zal formeel worden gedefinieerd in dit
hoofdstuk.
In dit werk wordt ervoor geopteerd om de syntaxis van een type te definie¨ren aan de hand van een
aantal formuleringen die zodanig opgebouwd zijn dat zij de syntaxis van alle mogelijke types uit het
typesysteem volledig kunnen vastleggen. Deze werkwijze wordt door Vossen (Vossen 1995, Lausen en
Vossen 1998) aangegeven als een geschikte strategie voor de opbouw van een formalisme voor een object-
georie¨nteerd databankmodel. De types worden op basis van hun syntaxis onderverdeeld —zoals uiteengezet
wordt in deelsectie 2.1.3— in vier niet-overlappende categoriee¨n1: het “void”-type, de referentietypes, de
literaaltypes en de objecttypes. Het “void”-type, dat aangeduid wordt met het symbool Void, is het enige
type in zijn categorie en is enkel nuttig als bouwsteen voor de complexere types. Bij elk van de drie ove-
rige categoriee¨n wordt er een verzameling gedefinieerd van uitdrukkingen die voldoen aan de syntaxis van
een typespecificatie uit die categorie. Deze verzamelingen worden resp. genoteerd als Treference, Tliteral
1Het concept categorie dient ge¨ınterpreteerd te worden in de alledaagse betekenis van het woord
33
34 HOOFDSTUK 2. HET TYPESYSTEEM
en Tobject. Gezien de vier categoriee¨n elkaar niet overlappen en er buiten deze categoriee¨n geen andere
typespecificaties kunnen voorkomen, geldt er bij definitie dat de verzameling
{{Void}, Treference, Tliteral, Tobject}
een partitie is van de verzameling Tspec.
Voor de definitie van de semantiek van een type wordt geopteerd voor een axiomatische benadering
die analoog is aan de formele wijze van aanpakken die te vinden is in het werk van Earley (Earley 1971).
Definitie 2.1 (Semantiek van een type) De semantiek van een type met specificatie ts wordt bepaald
door:
• een verzameling van domeinen Dts,
• een aangegeven domein domts ∈ Dts,
• een verzameling van operatoren Ots en
• een verzameling van axioma’s Ats.

Hierbij is Ots een verzameling van operatoren die gedefinieerd zijn over de domeinen uit Dts, beschrijft
de verzameling van axioma’s Ats de semantiek van de operatoren uit Ots en wordt met het aangegeven
domein domts de verzameling van alle mogelijke waarden van het type met specificatie ts bedoeld.
2.1.2 De type-implementaties
Elke type-implementatie legt een concrete realisatie van een type vast en omvat de (machine-afhankelijke)
code die nodig is om het type intern in het geheugen van een computersysteem voor te stellen.
Hoewel een type meerdere type-implementaties kan hebben, geldt de beperking dat een toepassing in
eenzelfde context maar gebruik kan maken van e´e´n enkele implementatie. Zo kan een type bijvoorbeeld een
“C++”-implementatie en een “Smalltalk”-implementatie hebben. Een ander type kan bijvoorbeeld een
“C++”-implementatie voor een welbepaalde machine-architectuur en een andere “C++”-implementatie
voor een andere machine-architectuur hebben.
Door de typespecificatie strikt gescheiden te houden van de type-implementaties, wordt voorkomen dat
de semantiek van het type verstrikt raakt in de implementatiedetails en wordt inkapseling ondersteund:
daar waar in de semantiek verklaard wordt hoe een type zich gedraagt, gebeurt de verklaring aangaande
de wijze waarop dit gebeurt in de type-implementaties.
2.1.3 De opbouw van het typesysteem
Zoals in het voorgaande reeds kort werd vermeld, worden de types uit het typesysteem onderverdeeld in
vier hoofdcategoriee¨n: het “void”-type, de categorie met referentietypes, de categorie met literaaltypes, en
de categorie met objecttypes. Om deze onderverdeling nader toe te lichten, wordt dieper ingegaan op de
uiteindelijke doelstelling van dit hoofdstuk, nl. te komen tot een formele onderbouw voor de types uit de
ODMG de facto standaard.
In het ODMG-voorstel staan de concepten literaal en object centraal. In dit werk zullen deze concepten
worden gedefinieerd door te steunen op de definities van literaaltype en objecttype (cf. deelsecties 2.12.3
en 2.12.4).
Het “void”-type, dat in de ODMG-specificaties werd ingevoerd voor de specificatie van “elk mogelijk
gedrag” van een object, is een belangrijke bouwsteen voor de definitie van objecttype. Het “void”-type kan
worden gezien als het “primitiefste” type uit het typesysteem.
Omdat het ODMG-model voorziet in de mogelijkheid om zowel vanuit literalen als vanuit objecten
naar objecten te “verwijzen” worden er voor de formele onderbouw referentietypes ingevoerd. Dit “verwij-
zen naar” wordt geformaliseerd door middel van “wijzers” die gedefinieerd worden door te steunen op de
definitie van referentietype en van referentie-instantie (cf. deelsectie 2.12.5). Hierbij wordt er een onder-
scheid gemaakt tussen twee soorten van referentietypes: de zogenoemde enkelwaardige referentietypes die
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Figuur 2.1: De structuur van het typesysteem.
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worden gekarakteriseerd door een aangegeven domein dat bestaat uit “wijzers” en de zogenoemde meer-
waardige referentietypes die worden gekarakteriseerd door een aangegeven domein waarvan elke waarde
op zich kan bestaan uit een eindig aantal “wijzers”.
Omdat er in het ODMG-voorstel drie subcategoriee¨n van literalen bestaan, worden ook hier drie soor-
ten van literaaltypes onderscheiden: de basistypes, de collectietypes en de constructietypes. Hierbij kunnen
de basistypes worden gezien als de bouwstenen van zowel de collectietypes als van de constructietypes. Er
worden twee soorten van constructietypes beschouwd: de enumeratietypes en de gestructureerde types.
De objecttypes kunnen worden gezien als de meest “geavanceerde” types uit het typesysteem. Voor de
definitie van objecttype zijn de definities van alle andere types vereist.
In figuur 2.1 wordt de structuur van het typesysteem geschetst.
In de eerstvolgende deelsecties worden de typespecificaties van elk van de hierboven vermelde types in
detail behandeld: na de definitie van een identificator (deelsectie 2.2) wordt eerst de specificatie van het
“void”-type ge¨ıntroduceerd (deelsectie 2.3), waarna een inleidende bespreking van de specificaties van de
referentietypes gegeven wordt (deelsectie 2.4). Deze bespreking laat het toe om de drie categoriee¨n van
literaaltypes te behandelen (deelsecties 2.5, 2.6 en 2.7). Daarna volgt de specificatie van de objecttypes
(deelsectie 2.9). De volledige formele definitie van de specificaties van de referentietypes volgt, gezien
hun verwantschap met de objecttypes, binnen dezelfde deelsectie 2.9, na de typespecificatie van de ob-
jecttypes, doch vo´o´r de behandeling van de operatoren die inwerken op de specificatie van een objecttype
(deelsectie 2.9.6).
2.2 Symbolen en identificatoren
De eerste twee concepten die met het oog op de opbouw van een nieuw algebra¨ısch formalisme worden
ingevoerd, zijn symbool en identificator.
In overeenstemming met de “IBM Dictionary of Computing” (McDaniel 1994), kunnen de volgende
woordelijke definities worden gegeven:
Definitie 2.2 (Symbool) Een symbool wordt gedefinieerd als een grafische voorstelling van een concept
dat in een specifieke context een wel bepaalde betekenis heeft. 
Definitie 2.3 (Identificator) Een identificator wordt gedefinieerd als een eindige opeenvolging van e´e´n
of meerdere karakters die gebruikt worden om een eenheid van data —die in een zekere context als on-
deelbaar beschouwd wordt— te identificeren of te benoemen en mogelijk ook om bepaalde eigenschappen
van die eenheid aan te duiden. 
De symbolen die nodig zijn voor de syntaxisdefinities uit het formalisme worden formeel gedefinieerd
als de elementen van de verzameling Vsymbol.
Definitie 2.4 (Verzameling Vsymbol) De verzameling van Vsymbol van alle symbolen die nodig zijn voor
de syntaxisdefinities uit het formalisme wordt gedefinieerd als:
Vsymbol , {⊥,=, 6=,≈,∨,∧,¬, <,>,≤,≥,⊂,⊃,⊆,⊇,∪,∩, \,,,+,−, ∗, /,0,1, ↑, .,≺,,→,Π,Θ, σ,⊗,
fcomp, fchar, fpath,~fpath,Fpath, ~Fpath, fprop, frelat, frelatsign, fsign,add,add name,add parent,
Array,avg,Bag,BagRef,bind,Boolean,Class, cardinality, clear element, concat, constr,
contains element, contains key, count, create,Create Characteristic,Create Database,
Create DBConstraint,Create ObjectScheme,Create OSConstraint,delete,depends,
Dictionary,div,dom,Drop Characteristic,Drop Database,Drop DBConstraint,
Drop ObjectScheme,Drop OSConstraint, edepends,Enum,False, fdepends, identify, impl,
insert element after, insert element before, insert element first, insert element last,
instances, Integer, is empty,List,ListRef, lookup,make persistent,make transient,max,min,
mod,name,names,Octet,path,Real,Ref, remove, remove element at, remove first element,
remove last element, remove name, remove parent, replace element at,
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retrieve element at, retrieve first element, retrieve last element, schemes,Set,SetRef,
set element, size, sizeof, spec,String,Struct, substr, sum, type,True,unbind,value,Void}

De semantiek van deze symbolen zal worden verduidelijkt naarmate de opbouw van het formalisme
vordert. Om deze symbolen te onderscheiden van andere concepten zal een vette karakterstijl worden
gebruikt.
Voor de formalisering van de definitie van een identificator wordt eerst het concept alfabet gedefinieerd.
Definitie 2.5 (Alfabet) Een eindige, niet-ledige verzameling
Σ = {a1, . . . , an}, n ∈ N0
van n lexicale symbolen ai, (1 ≤ i ≤ n, i ∈ N0) wordt het alfabet van de n symbolen ai (1 ≤ i ≤ n, i ∈ N0)
genoemd. 
Over de lexicale symbolen van een alfabet Σ = {a1, . . . , an}, n ∈ N0 kan een totale ordeningsrelatie ≤
worden gedefinieerd, in welk geval het alfabet totaal geordend genoemd wordt:
Definitie 2.6 (Totaal geordend alfabet) Een alfabet Σ is totaal geordend als er over Σ een binaire
relatie
≤: Σ× Σ→ {True, False}
gedefinieerd is waarvoor geldt:
• ∀ a ∈ Σ : a ≤ a, d.i. de relatie ≤ is reflexief;
• ∀ a, a′ ∈ Σ : a ≤ a′ ∧ a′ ≤ a⇒ a = a′, d.i. de relatie ≤ is anti-symmetrisch;
• ∀ a, a′, a′′ ∈ Σ : a ≤ a′ ∧ a′ ≤ a′′ ⇒ a ≤ a′′, d.i. de relatie ≤ is transitief;
• ∀ a, a′ ∈ Σ : a ≤ a′ ∨ a′ ≤ a, d.i. de relatie is totaal.

Het concept identificator kan formeel worden gedefinieerd door te steunen op definitie 2.5.
Definitie 2.7 (Identificator) De verzameling IDΣ van alle identificatoren die kunnen gevormd worden
met de symbolen uit een alfabet
Σ = {a1, . . . , an}, n ∈ N0
wordt gedefinieerd als de verzameling van alle mogelijke eindige sequenties
x1, . . . , xk, k ∈ N0
waarvoor geldt:
a. ∀ 1 ≤ i ≤ k : xi ∈ Σ
b. @ 1 ≤ i ≤ k : xi = “ ”
m.a.w.:
IDΣ = {x1, . . . , xk|(k ∈ N0) ∧ (∀ 1 ≤ i ≤ k, i ∈ N0 : xi ∈ Σ) ∧ (@ 1 ≤ i ≤ k, i ∈ N0 : xi = “ ”)}

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Een identificator id = x1, . . . , xk wordt gewoonlijk genoteerd zonder komma’s, d.i. als
id = x1 · · ·xk
Over de verzameling IDΣ worden de binaire operatoren = en 6= gedefinieerd.
Definitie 2.8 (Verzameling OIDΣ)
OIDΣ , {= : ID2Σ → {True, False}
6= : ID2Σ → {True, False}}
De semantiek van deze operatoren wordt gegeven door de axioma’s:
• de semantiek van de binaire operator =
∀ n,m ∈ N0, ∀ id = a1 · · · an, id′ = a′1 · · · a′m ∈ IDΣ :
= (id, id′) =
{
True als (m = n) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : ai = a′i)
False in alle andere gevallen
• de semantiek van de binaire operator 6=
∀ n,m ∈ N0, ∀ id = a1 · · · an, id′ = a′1 · · · a′m ∈ IDΣ :
6= (id, id′) =
{
True als (m 6= n) ∨ (∃ 1 ≤ i ≤ min(m,n), i ∈ N0 : ai 6= a′i)
False in alle andere gevallen

Naast de identificatoren uit de verzameling IDΣ wordt eveneens het concept niet-gedefinieerde iden-
tificator ingevoerd. Deze wordt genoteerd als:
⊥IDΣ
Definitie 2.9 (Verzameling ID∗Σ) De verzameling van alle mogelijke identificatoren die kunnen wor-
den beschouwd door uit te gaan van een alfabet Σ wordt verkort genoteerd als ID∗Σ en gedefinieerd als
ID∗Σ , IDΣ ∪ {⊥IDΣ}

2.3 De specificatie van het “void”-type
In bepaalde contexten is het nodig om over een soort algemeen, (nog) niet nader gespecificeerd, type te
beschikken. Dit kan voorkomen omdat de verdere specificatie pas later gekend zal zijn of zelfs niet ter
zake doet. Om deze reden wordt het “void”-type ingevoerd.





domV oid , {⊥V oid}
Opmerking. Het domein van het “void”-type bevat slechts e´e´n waarde ⊥V oid, die een niet-
gedefinieerde “void”-waarde voorstelt;
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2. de verzameling van domeinen DV oid:
DV oid , {domV oid}
3. de verzameling van operatoren OV oid:
OV oid , {⊥ :→ domV oid}
4. de axioma’s uit AV oid:
de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥V oid
deze operatie geeft steeds een niet-gedefinieerde “void”-waarde terug.

2.4 Een inleidende bespreking van de specificatie van de
referentietypes
Zoals reeds kort werd aangehaald in deelsectie 2.1.3, voorziet de ODMG de facto standaard in de mo-
gelijkheid om zowel vanuit literalen als vanuit objecten naar objecten te “verwijzen”. Zowel het concept
literaal als het concept object wordt pas in de deelsecties 2.12.3 en 2.12.4 formeel gedefinieerd. Nochtans
is enige notie van beide concepten noodzakelijk voor de bespreking van de referentietypes.
Elke literaal —ook instantie van een literaaltype genoemd— zal worden gedefinieerd als een paar
[ts, v]
dat opgebouwd is uit een typespecificatie ts van een literaaltype en een waarde v die genomen wordt uit
het domein van dat literaaltype (cf. definitie 2.62).
Bij de objecten —ook instanties van een objecttype genoemd— wordt er een onderscheid gemaakt
tussen transie¨nte objecten, die ophouden te bestaan als de toepassing waarin deze objecten gecree¨erd
werden, bee¨indigd wordt, en persistente objecten die beheerd worden door een databankbeheersysteem
en daarom typisch een langere levensduur hebben. Voor dit werk zijn vooral de persistente objecten
belangrijk. Deze zullen elk worden gedefinieerd als een quadruple
[oid,N, ts, v]
dat bestaat uit een identificator oid (die uniek is voor elk persistent object en de object-identificator
of kortweg “oid” zal worden genoemd), een verzameling N —die ledig kan zijn— van identificatoren
(die de objectnamen zullen worden genoemd), een typespecificatie ts van een objecttype en een waarde
v ∈ domts die genomen wordt uit het domein van dat objecttype (cf. definitie 2.65). Voor elk objecttype t
zal er, m.b.t. een gegeven databank, een verzameling V extentt worden gedefinieerd die de extentie van het
objecttype genoemd wordt en bestaat uit alle persistente objecten uit die databank, die een instantie zijn
van t (cf. definitie 2.71).
De referentietypes worden ingevoerd als mogelijke bouwstenen voor gestructureerde types (deelsec-
tie 2.7) en objecttypes (deelsectie 2.9). Hierbij wordt er een onderscheid gemaakt tussen enkelwaardige
referentietypes en meerwaardige referentietypes. Het domein van een enkelwaardig referentietype is een
verzameling van object-identificatoren, terwijl het domein van een meerwaardig referentietype een ver-
zameling is van collecties van object-identificatoren. Omdat elk persistent object op een unieke wijze
ge¨ıdentificeerd wordt door een object-identificator kan een object-identificator gebruikt worden als “wij-
zer” naar het object dat door deze identificator ge¨ıdentificeerd wordt. Door deze werkwijze te volgen zal
het mogelijk worden gemaakt om vanuit een literaal met een (typespecificatie van een) gestructureerd type
of vanuit een object naar (de object-identificator van) een object te refereren.
De verzameling Treference wordt informeel gedefinieerd als de verzameling van alle mogelijke uitdruk-
kingen die voldoen aan de syntaxis van de typespecificatie van een referentietype. De formele definitie van
Treference volgt in deelsectie 2.9.6.
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2.5 De literaaltypes: de specificatie van een basistype
De basistypes kunnen worden gezien als de elementaire bouwstenen voor andere types. Het ODMG-
voorstel onderscheidt basistypes voor het werken met Boolese gegevens, gehele getallen, bytes, ree¨le ge-
tallen en karakterrijen.
De verzameling Tbase wordt informeel gedefinieerd als de verzameling van alle mogelijke uitdrukkingen
die voldoen aan de syntaxis van de typespecificatie van een basistype. De formele definitie wordt gegeven
als:
Tbase , {Boolean, Integer,Octet,Real,String}
Verder geldt bij definitie dat
Tbase ⊂ Tliteral
Het basistype voor het werken met Boolese gegevens wordt bijvoorbeeld als volgt gedefinieerd:
Definitie 2.11 (Boolese gegevens) De typespecificatie van het type voor het werken met Boolese ge-






Opmerking. Naast de “klassieke” waarden “True” en “False” bevat het domein nog een derde
waarde ⊥Boolean, die een niet-gedefinieerde Boolese waarde voorstelt. Door in het domein
van elk type uit het typesysteem een soortgelijke typespecifieke, niet-gedefinieerde waarde op te
nemen, kan in het data(bank)model de ondersteuning van niet-gedefinieerde gegevens worden
geformaliseerd 3;
2. de verzameling van domeinen DBoolean:
DBoolean , {domBoolean}
3. de verzameling van operatoren OBoolean:
OBoolean , {= : (domBoolean)2 → domBoolean,
6= : (domBoolean)2 → domBoolean,
∨ : (domBoolean)2 → domBoolean,
∧ : (domBoolean)2 → domBoolean,
¬ : domBoolean → domBoolean,
⊥ :→ domBoolean}
4. de axioma’s uit ABoolean:
(a) de waarheidstabel voor de binaire operator =
= True False ⊥Boolean
True True False ⊥Boolean
False False True ⊥Boolean
⊥Boolean ⊥Boolean ⊥Boolean ⊥Boolean
2Door deze definitie krijgt het basistype voor het werken met Boolese gegevens dezelfde semantiek als de driewaardige
Kleene-logica.
3Dit gebeurt op een analoge wijze als in het CROQUE-model (cf. deelsectie 1.5.1).
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(b) de waarheidstabel voor de binaire operator 6=
6= True False ⊥Boolean
True False True ⊥Boolean
False True False ⊥Boolean
⊥Boolean ⊥Boolean ⊥Boolean ⊥Boolean
(c) de waarheidstabel voor de binaire operator ∨
∨ True False ⊥Boolean
True True True True
False True False ⊥Boolean
⊥Boolean True ⊥Boolean ⊥Boolean
(d) de waarheidstabel voor de binaire operator ∧
∧ True False ⊥Boolean
True True False ⊥Boolean
False False False False
⊥Boolean ⊥Boolean False ⊥Boolean





(f) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥Boolean
deze operatie geeft steeds een niet-gedefinieerde Boolese waarde terug.

Gelijkaardige definities bestaan voor de overige basistypes. Deze staan alle deelsectie A.1 van bijlage A.
2.6 De literaaltypes: de specificatie van een collectietype
De collectietypes zijn de types die gekarakteriseerd worden door een domein waarvan elke waarde op zich
kan bestaan uit een eindig aantal elementen. Al deze elementen moeten van eenzelfde type zijn, m.a.w. ze
moeten alle behoren tot eenzelfde onderliggend domein. Dit type wordt omschreven als het type waarover
het collectietype gedefinieerd is en aangegeven in de specificatie van het collectietype. Dit type waarover
een collectietype gedefinieerd is, kan op zijn beurt een collectietype zijn. Omdat een dergelijk “ingebed”
collectietype eveneens gedefinieerd is over een type, kan het “inbedden” —bij een geldige definitie— maar
een eindig aantal keer gebeuren, zodat er uiteindelijk een type moet worden opgegeven dat geen collec-
tietype is. Dit type wordt het (meest) significante type genoemd waarover het collectietype gedefinieerd
is.
De wijze waarop de elementen van de waarden uit het domein van een collectietype worden georgani-
seerd is afhankelijk van het soort collectietype en wordt in de typespecificatie aangegeven door een symbool
dat de typegenerator genoemd wordt.
In de ODMG de facto standaard worden vijf soorten collectietypes onderscheiden die elk hun eigen
karakteristieken hebben: de met de typegenerator Set aangegeven verzamelingtypes, de met de typegene-
rator Bag aangeduide bagtypes, de lijsttypes die aangegeven worden met de typegenerator List, de rijtypes
die aangeduid worden met de typegenerator Array en de met de typegenerator Dictionary ge¨ındiceerde
dictionairetypes.
De mogelijke uitdrukkingen die voldoen aan de syntaxis van een typespecificatie van een collectietype
worden gedefinieerd als elementen van de verzameling Tcollect, die bij definitie een deelverzameling is van
Tliteral, d.i.
Tcollect ⊂ Tliteral
Als voorbeeld wordt de specificatie van de verzamelingtypes gegeven. Een verzameling is een ongeor-
dende collectie van elementen, waarin geen duplicaten toegelaten zijn.
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Definitie 2.12 (Verzamelingen) De specificatie van het algemeen type voor het werken met eindige
verzamelingen wordt gedefinieerd door:
• de syntaxis:
∀ ts ∈ Tliteral : Set(ts) ∈ Tcollect
• de semantiek:
1. het domein:
domSet(ts) , {Set(v1, . . . , vn)|(n ∈ N0) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : vi ∈ domts) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ vi 6= vj)} ∪ {Set( ),⊥Set(ts)}
hierbij stelt Set( ) de ledige verzameling voor en duidt ⊥Set(ts) een niet-gedefinieerde domein-
waarde aan;
2. de verzameling van domeinen DSet(ts):
DSet(ts) , {domBoolean, domInteger, domSet(ts)} ∪Dts
waarbij Dts de verzameling van domeinen is, die bepaald wordt door de semantiek van het type
met specificatie ts;
3. de verzameling van operatoren OSet(ts):
OSet(ts) , {= : (domSet(ts))2 → domBoolean,
6= : (domSet(ts))2 → domBoolean,
⊂ : (domSet(ts))2 → domBoolean,
⊃ : (domSet(ts))2 → domBoolean,
⊆ : (domSet(ts))2 → domBoolean,
⊇ : (domSet(ts))2 → domBoolean,
cardinality : domSet(ts) → domInteger,
is empty : domSet(ts) → domBoolean,
∪ : (domSet(ts))2 → domSet(ts),
∩ : (domSet(ts))2 → domSet(ts),
\ : (domSet(ts))2 → domSet(ts),
contains element : domSet(ts) × domts → domBoolean,
⊥ :→ domSet(ts)} ∪ {Φ : X1 × · · · ×Xm → Y |(m ∈ N0) ∧
(∃ Φ′ : X ′1 × · · · ×X ′m → domts′ ∈ Ots \ {⊥} : (Y = domSet(ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 :
(X ′j = domts ∧Xj = domSet(ts)) ∧ (∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : Xi = X ′i)))}
4. de axioma’s uit ASet(ts):
(a) de semantiek van de unaire operator cardinality
cardinality : domSet(ts) → domInteger
Set(v1, . . . , vn) 7→ n
Set( ) 7→ 0
⊥Set(ts) 7→ ⊥Integer
door deze afbeelding wordt elke gedefinieerde verzameling afgebeeld op haar aantal elemen-
ten;
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(b) de semantiek van de unaire operator is empty
is empty : domSet(ts) → domBoolean
Set(v1, . . . , vn) 7→ False
Set( ) 7→ True
⊥Set(ts) 7→ ⊥Boolean
deze afbeelding beeldt elke niet-ledige verzameling af op het symbool False, de ledige verza-
meling op het symbool True en een niet-gedefinieerde verzameling op een niet-gedefinieerde
Boolese waarde;
(c) de semantiek van de binaire operator =
i. =(Set( ),Set( )) = True
ii. ∀ X ∈ domSet(ts) \ {⊥Set(ts),Set( )} : =(X,Set( )) = False ∧=(Set( ), X) = False
iii. ∀ n,m ∈ N0, ∀ Set(v1, . . . , vn),Set(v′1, . . . , v′m) ∈ domSet(ts) \ {⊥Set(ts),Set( )} :
=(Set(v1, . . . , vn),Set(v′1, . . . , v
′
m)) =
(cardinality(Set(v1, . . . , vn)) = cardinality(Set(v′1, . . . , v
′
m))) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ m, j ∈ N0 : vi = v′j)
iv. ∀ X ∈ domSet(ts) : (=(X,⊥Set(ts)) = ⊥Boolean) ∧ (=(⊥Set(ts), X) = ⊥Boolean)
(d) de semantiek van de binaire operator 6=
i. 6=(Set( ),Set( )) = False
ii. ∀ X ∈ domSet(ts) \ {⊥Set(ts),Set( )} : 6=(X,Set( )) = True ∧ 6=(Set( ), X) = True
iii. ∀ n,m ∈ N0, ∀ Set(v1, . . . , vn),Set(v′1, . . . , v′m) ∈ domSet(ts) \ {⊥Set(ts),Set( )} :
6=(Set(v1, . . . , vn),Set(v′1, . . . , v′m)) =
(cardinality(Set(v1, . . . , vn)) 6= cardinality(Set(v′1, . . . , v′m))) ∨
(∃ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0 : vi 6= v′j)
iv. ∀ X ∈ domSet(ts) : ( 6=(X,⊥Set(ts)) = ⊥Boolean) ∧ ( 6=(⊥Set(ts), X) = ⊥Boolean)
(e) de semantiek van de binaire operatoren ⊂, ⊃, ⊆, ⊇, ∪, ∩ en \
bij definitie krijgt het element
Set(v1, . . . , vn) van domSet(ts) \ {⊥Set(ts),Set( )}
dezelfde semantiek als de wiskundige verzameling {v1, . . . , vn}. Tevens geldt bij definitie
dat het element
Set( ) van domSet(ts) \ {⊥Set(ts)}
dezelfde semantiek heeft als de ledige verzameling ∅. Hierdoor is het zinvol om bij definitie
te stellen dat de binaire operaties ⊂, ⊃, ⊆, ⊇, ∪, ∩ en \ die gedefinieerd zijn over:
(domSet(ts) \ {⊥Set(ts)})2
dezelfde semantiek krijgen als de overeenkomstige operaties ⊂, ⊃, ⊆, ⊇, ∪, ∩ en \ uit de
klassieke verzamelingenleer. Voor niet-gedefinieerde argumentwaarden geldt er bij definitie:
i. ∀ X ∈ domSet(ts) : relat(X,⊥Set(ts)) = relat(⊥Set(ts), X) = ⊥Boolean
waarbij “relat” een variabele copula is die achtereenvolgens de symbolen ⊂, ⊃, ⊆ en
⊇ toegekend krijgt;
ii. ∀ X ∈ domSet(ts) : op(X,⊥Set(ts)) = op(⊥Set(ts), X) = ⊥Set(ts)
waarbij “op” een variabele copula is die achtereenvolgens de symbolen ∪, ∩ en \ aan-
neemt;
(f) de semantiek van de binaire operator contains element
i. ∀ n ∈ N0,∀ v ∈ domts, ∀ Set(v1, . . . , vn) ∈ domSet(ts) \ {⊥Set(ts),Set( )} :
contains element(Set(v1, . . . , vn), v) =
{
True als ∃ 1 ≤ i ≤ n, i ∈ N0 : v = vi
False als ∀ 1 ≤ i ≤ n, i ∈ N0 : v 6= vi
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ii. ∀ v ∈ domts : contains element(Set( ), v) = False
iii. ∀ v ∈ domts : contains element(⊥Set(ts), v) = ⊥Boolean
(g) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥Set(ts)
deze operatie geeft steeds een niet-gedefinieerde verzameling terug;
(h) de semantiek van de operatoren Φ
∀ n,m ∈ N0, ∀ 1 ≤ i ≤ m, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0, i 6= j,
∀ Φ : X1 × · · · ×Xj−1 × domSet(ts) ×Xj+1 × · · · ×Xm → domSet(ts′) ∈
{Φ : X1 × · · · ×Xm → Y | ∃ Φ′ : X ′1 × · · · ×X ′m → domts′ ∈ Ots \ {⊥} :
(Y = domSet(ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (X ′j = domts ∧Xj = domSet(ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : Xi = X ′i))},
∀ xi ∈ Xi, ∀ Set(v1, . . . , vn) ∈ domSet(ts) :
Φ(x1, . . . , xj−1,Set(v1, . . . , vn), xj+1, . . . , xm) =
Set(Φ′(x1, . . . , xj−1, v1, xj+1, . . . , xm), . . . ,Φ′(x1, . . . , xj−1, vn, xj+1, . . . , xm))
op deze manier worden de nieuwe operatoren Φ gedefinieerd als “uitbreidingen” van de
operatoren Φ′ uit de verzameling Ots\{⊥} (m.a.w. de operatoren die gedefinieerd zijn voor
het type waarover het verzamelingtype is gedefinieerd en verschillen van de ⊥-operator):
i.p.v. in te werken op een waarde van domts, werkt de nieuwe operator in op juist e´e´n
verzameling van domeinwaarden (die element is van domSet(ts)).

Voorbeeld 2.1
Voorbeelden van specificaties van verzamelingtypes zijn: Set(Integer), Set(Real) en Set(String). 
De formele definities van de andere collectietypes, nl. de bagtypes, de lijsttypes, de rijtypes en de
dictionairetypes zijn terug te vinden in deelsectie A.1 van bijlage A.
2.7 De literaaltypes: de specificatie van een constructietype
Constructietypes zijn types die samengesteld zijn uit e´e´n of meerdere componenten. De aard van de
samenstelling wordt in de typespecificatie van het constructietype aangeduid door een symbool dat ook
hier de typegenerator genoemd wordt.
De mogelijke uitdrukkingen die voldoen aan de syntaxis van een typespecificatie van een constructietype
worden gedefinieerd als elementen van de verzameling Tconstruct, die bij definitie een deelverzameling is
van Tliteral, d.i.
Tconstruct ⊂ Tliteral
Om te voldoen aan de ODMG-specificaties worden er twee belangrijke categoriee¨n van constructietypes
beschouwd4: de met de typegenerator Enum aangeduide enumeratietypes en de met de typegenerator
Struct aangegeven gestructureerde types.
4De ODMG de facto standaard beschrijft nog andere types die als constructietype kunnen worden beschouwd, nl. de
unietypes, het “Date”-type, het “Interval”-type, het “Time”-type en het “Timestamp”-type.
De voornaamste bestaansreden van de unietypes ligt bij het gebruiksgemak en is louter een kwestie van implementatie. Dit
is samen met het gegeven dat een unietype steeds kan worden omgevormd tot een weliswaar meeromvattend gestructureerd
type, de belangrijkste reden om de unietypes niet op te nemen in het formalisme.
De overige types “Date”, “Interval”, “Time” en “Timestamp” zijn alle speciale gevallen van gestructureerde types zodat
het, vanuit formeel oogpunt gezien, ook niet nodig is om deze types te voorzien.
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2.7.1 De enumeratietypes
Een enumeratie is een totaal geordende, benoemde verzameling van identificatoren
{id1, . . . , idn}
waarbij de ordening op de verzameling gedefinieerd wordt aan de hand van een totale ordeningsrelatie ≤,
d.i.
≤: {id1, . . . , idn}2 → {True,False}
en
• ∀ id ∈ {id1, . . . , idn} : id ≤ id, d.i. de relatie ≤ is reflexief;
• ∀ id, id′ ∈ {id1, . . . , idn} : id ≤ id′ ∧ id′ ≤ id⇒ id = id′, d.i. de relatie ≤ is anti-symmetrisch;
• ∀ id, id′, id′′ ∈ {id1, . . . , idn} : id ≤ id′ ∧ id′ ≤ id′′ ⇒ id ≤ id′′, d.i. de relatie ≤ is transitief;
• ∀ id, id′ ∈ {id1, . . . , idn} : id ≤ id′ ∨ id′ ≤ id, d.i. de relatie is totaal.
Om te kunnen werken met enumeraties worden er in de ODMG de facto standaard enumeratietypes
gespecificeerd.
De verzameling Tenum wordt in het onderhavig formalisme gedefinieerd als de verzameling van alle
mogelijke uitdrukkingen die voldoen aan de syntaxis van een typespecificatie van een enumeratietype. Bij
definitie geldt dat:
Tenum ⊂ Tconstruct
De typespecificatie van een enumeratietype
Definitie 2.13 (Enumeratietypes) De typespecificaties van de enumeratietypes worden gedefinieerd
door5:
• de syntaxis:
∀ id ∈ IDΣ, ∀ n ∈ N0, ∀ 1 ≤ i ≤ n, i ∈ N0,∀ idi ∈ IDΣ, ∀ ii ∈ N :
Enum id(id1 = i1, . . . , idn = in) ∈ Tenum ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi)
Opmerking. De identificator id wordt de naam van het enumeratietype genoemd. Deze identifi-
cator kan na de definitie van het enumeratietype overal als verkorte schrijfwijze voor de specificatie
van het type worden gebruikt;
• de semantiek:
1. het domein:
domEnum id(id1=i1,...,idn=in) , {id1, . . . , idn} ∪ {⊥id}
2. de verzameling van domeinen Did:
Did , {domBoolean, domInteger, domid}
5De ODMG de facto standaard gaat voor de informele definitie van een enumeratietype uit van een domein dat gedefi-
nieerd is als een lijst van waarden. In onderhavig formalisme wordt, in overeenstemming met de richtlijnen van G. Vossen
(Vossen 1995), elk domein gedefinieerd als een verzameling van mogelijke waarden. Om dergelijke verzameling van waarden
desgevallend te ordenen, wordt er met elke waarde een index geassocieerd.
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3. de verzameling van operatoren Oid:
Oid , {= : (domid)2 → domBoolean,
6= : (domid)2 → domBoolean,
< : (domid)2 → domBoolean,
> : (domid)2 → domBoolean,
≤ : (domid)2 → domBoolean,
≥ : (domid)2 → domBoolean,
⊥ :→ domid}
4. de axioma’s uit Aid:
(a) de semantiek van de binaire operatoren =, 6=, <, >, ≤ en ≥
i. ∀ idi, idj ∈ domEnum id(id1=i1,...,idn=in) \ {⊥id} : idi relat idj ≡ ii relat ij
ii. ∀ x ∈ domEnum id(id1=i1,...,idn=in) : x relat ⊥id = ⊥id relat x = ⊥Boolean
hierbij is “relat” een variabele copula die achtereenvolgens de symbolen =, 6=,<, >, ≤ en
≥ toegekend krijgt;
(b) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥id
deze operatie geeft steeds een niet-gedefinieerde waarde van een enumeratietype terug.

Voorbeeld 2.2
Voorbeelden6 van specificaties van enumeratietypes zijn:
• Enum TDag(1 = 1, 2 = 2, 3 = 3, 4 = 4, 5 = 5, 6 = 6, 7 = 7, 8 = 8, 9 = 9, 10 = 10, 11 = 11,
12 = 12, 13 = 13, 14 = 14, 15 = 15, 16 = 16, 17 = 17, 18 = 18, 19 = 19, 20 = 20, 21 = 21,
22 = 22, 23 = 23, 24 = 24, 25 = 25, 26 = 26, 27 = 27, 28 = 28, 29 = 29, 30 = 30, 31 = 31)
• Enum TMaand(jan = 1, feb = 2,maa = 3, apr = 4,mei = 5, jun = 6,
jul = 7, aug = 8, sep = 9, okt = 10, nov = 11, dec = 12)
• Enum TGeslacht(mannelijk = 0, vrouwelijk = 1, onbepaald = 2),
• Enum TKaart(harten = 0, ruiten = 1, schoppen = 2, klaveren = 3) en
• Enum TBurgerlijke stand(gehuwd = 1, ongehuwd = 1, gescheiden = 1, weduwe = 2,
weduwnaar = 2)
Andere voorbeelden zijn te vinden in deelsectie B.2.1 van bijlage B. 
Operaties over de specificaties van de enumeratietypes
Definitie 2.14 (Verzameling Oenum) Over de verzameling Tenum worden de volgende operatoren ge-
definieerd:
Oenum , {= : T 2enum → domBoolean,
6= : T 2enum → domBoolean,
add : Tenum × IDΣ × N→ Tenum,
remove : Tenum × IDΣ → Tenum}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
6De identificatoren voor de typespecificaties beginnen steeds met het symbool “T”. Dit is geen vereiste, maar een keuze
terwille van de duidelijkheid en leesbaarheid.
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1. de semantiek van de binaire operator =
∀ n,m ∈ N0, ∀ Enum id(id1 = i1, . . . , idn = in),Enum id′(id′1 = i′1, . . . , id′m = i′m) ∈ Tenum :
=(Enum id(id1 = i1, . . . , idn = in),Enum id′(id′1 = i
′





True als (n = m) ∧ (id = id′)∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ n, j ∈ N0 : (idi = id′j) ∧ (ii = i′j))
False in alle andere gevallen
2. de semantiek van de binaire operator 6=
∀ n,m ∈ N0, ∀ Enum id(id1 = i1, . . . , idn = in),Enum id′(id′1 = i′1, . . . , id′m = i′m) ∈ Tenum :
6=(Enum id(id1 = i1, . . . , idn = in),Enum id′(id′1 = i′1, . . . , id′m = i′m)) =
True als (n 6= m) ∨ (id 6= id′)∨
(∃ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : (idi 6= id′j) ∨ (ii 6= i′j))
False in alle andere gevallen
3. de semantiek van de ternaire operator add
∀ n ∈ N0, ∀ Enum id(id1 = i1, . . . , idn = in) ∈ Tenum, ∀ id′ ∈ IDΣ, ∀ m′ ∈ N :
add(Enum id(id1 = i1, . . . , idn = in), id′,m′) ={
Enum id(id1 = i1, . . . , idn = in, id′ = m′) als (id 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id′)
Enum id(id1 = i1, . . . , idn = in) als (id = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : idi = id′)
4. de semantiek van de binaire operator remove
∀ n ∈ N0, ∀ Enum id(id1 = i1, . . . , idn = in) ∈ Tenum, ∀id′ ∈ IDΣ :
remove(Enum id(id1 = i1, . . . , idi−1 = ii−1, idi = ii, idi+1 = ii+1, . . . , idn = in), id′) =
Enum id(id1 = i1, . . . , idi−1 = ii−1, idi+1 = ii+1, . . . , idn = in)
als (n > 1) ∧ (id′ 6= id) ∧ (∃ 1 ≤ i ≤ n, i ∈ N0 : idi = id′)
Enum id(id1 = i1, . . . , idn = in)
als (n = 1) ∨ (id = id′) ∨ (∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id′)

2.7.2 De gestructureerde types
Een gestructureerd type legt een benoemde “tuple”-structuur vast. Deze structuur bestaat uit een vast
aantal —e´e´n of meerdere— componenten die elk gekarakteriseerd worden door een eigen identificator en
type. De identificator wordt gebruikt om de component te benoemen, terwijl het type de semantiek van
de component vastlegt.
De verzameling Tstruct wordt gedefinieerd als de verzameling van alle mogelijke uitdrukkingen die
voldoen aan de syntaxis van een typespecificatie van een gestructureerd type. Bij definitie geldt dat:
Tstruct ⊂ Tconstruct
De syntaxis van een component van een gestructureerd type
Elke component bestaat uit een identificator en een typespecificatie. De identificator van de component is
uniek binnen het gestructureerd type waarin de component gedefinieerd is.
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Definitie 2.15 (Syntaxis van een component) De syntaxis van een component van een gestructu-
reerd type is gedefinieerd als
id : ts
waarbij:
(id ∈ IDΣ) ∧ (ts ∈ Tliteral ∪ Treference)
Het type met specificatie ts wordt het componenttype genoemd van de component die aangeduid wordt
door de identificator id. 
Bij de specificatie van de gestructureerde types worden twee soorten componenten onderscheiden:
literaalcomponenten en referenties.
Definitie 2.16 (Literaalcomponent) Een component id : ts van een gestructureerd type wordt een
literaalcomponent genoemd als en slechts als:
ts ∈ Tliteral

Definitie 2.17 (Referentie) Een component id : ts van een gestructureerd type wordt een referentie
genoemd als en slechts als:
ts ∈ Treference

De verzameling van alle mogelijke componenten
Door te steunen op de definitie 2.15 wordt een nieuwe verzameling Vcomp ingevoerd, die gedefinieerd
wordt als de verzameling van alle mogelijke componenten voor een gestructureerd type.
Definitie 2.18 (Verzameling Vcomp) De verzameling Vcomp van alle mogelijke componenten wordt ge-
definieerd als:
Vcomp , {id : ts|(id ∈ IDΣ) ∧ (ts ∈ Tliteral ∪ Treference)}

Over de verzameling Vcomp worden de volgende operatoren gedefinieerd:
Definitie 2.19
= : V 2comp → domBoolean
6= : V 2comp → domBoolean
waarbij de semantiek gegeven wordt door de volgende axioma’s:
1. de semantiek van de binaire operator =
∀ id : ts, id′ : ts′ ∈ Vcomp : =(id : ts, id′ : ts′) =
{
True als (id = id′) ∧ (ts = ts′)
False in alle andere gevallen
2. de semantiek van de binaire operator 6=
∀ id : ts, id′ : ts′ ∈ Vcomp : 6=(id : ts, id′ : ts′) =
{
True als (id 6= id′) ∨ (ts 6= ts′)
False in alle andere gevallen

De typespecificatie van een gestructureerd type
Voor de gestructureerde types wordt de typespecificatie gedefinieerd als:
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Definitie 2.20 (Gestructureerde types) De typespecificaties van de gestructureerde types worden ge-
definieerd door:
• de syntaxis:
∀ id ∈ IDΣ, ∀ n ∈ N0, ∀ 1 ≤ i ≤ n, i ∈ N0,∀ idi : tsi ∈ Vcomp :
Struct id(id1 : ts1; . . . ; idn : tsn) ∈ Tstruct ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi)
Opmerkingen. De identificator id wordt de naam van het gestructureerd type genoemd. Ook hier
kan deze identificator, nadat het gestructureerd type gedefinieerd werd, als verkorte schrijfwijze voor




{Struct(id1 : v1; . . . ; idn : vn)|(∀ 1 ≤ i ≤ n, i ∈ N0 : vi ∈ domtsi)} ∪ {⊥id}
2. de verzameling van domeinen Did:
Did , {domts|ts ∈ Tliteral ∪ Treference}
3. de verzameling van operatoren Oid:
Oid , {= : (domid)2 → domBoolean,
6= : (domid)2 → domBoolean,
set element : domid × {id1, . . . , idn} × domts1 ∪ · · · ∪ domtsn → domid,
clear element : domid × {id1, . . . , idn} → domid,
. : domid × {id1, . . . , idn} → domts1 ∪ · · · ∪ domtsn ,
⊥ :→ domid}
4. de axioma’s uit Aid:
(a) de semantiek van de binaire operator =
i. ∀ n ∈ N0,∀ Struct(id1 : v1; . . . ; idn : vn),
Struct(id1 : v′1; . . . ; idn : v
′
n) ∈ domStruct id(id1:ts1;...;idn:tsn) \ {⊥id} :
=(Struct(id1 : v1; . . . ; idn : vn),Struct(id1 : v′1; . . . ; idn : v
′
n)) ={
True als ∀ 1 ≤ i ≤ n, i ∈ N0 : vi = v′i
False in alle andere gevallen
ii. ∀ X ∈ domStruct id(id1:ts1;...;idn:tsn) : (=(X,⊥id) = ⊥Boolean)∧(=(⊥id, X) = ⊥Boolean)
(b) de semantiek van de binaire operator 6=
i. ∀ n ∈ N0,∀ Struct(id1 : v1; . . . ; idn : vn),
Struct(id1 : v′1; . . . ; idn : v
′
n) ∈ domStruct id(id1:ts1;...;idn:tsn) \ {⊥id} :
6=(Struct(id1 : v1; . . . ; idn : vn),Struct(id1 : v′1; . . . ; idn : v′n)) ={
True als ∃ 1 ≤ i ≤ n, i ∈ N0 : vi 6= v′i
False in alle andere gevallen
ii. ∀ X ∈ domStruct id(id1:ts1;...;idn:tsn) : ( 6=(X,⊥id) = ⊥Boolean)∧( 6=(⊥id, X) = ⊥Boolean)
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(c) de semantiek van de ternaire operator set element
i. ∀ n ∈ N0, ∀ Struct(id1 : v1; . . . ; idn : vn) ∈ domStruct id(id1:ts1;...;idn:tsn) \ {⊥id},
∀ idi ∈ {id1, . . . , idn}, ∀ v ∈ domts1 ∪ · · · ∪ domtsn :
set element(Struct(id1 : v1; . . . ; idn : vn), idi, v) ={
Struct(id1 : v1; . . . ; idi : v; . . . ; idn : vn) als v ∈ domtsi
Struct(id1 : v1; . . . ; idi : ⊥tsi ; . . . ; idn : vn) als v 6∈ domtsi
hierbij is ⊥tsi een niet-gedefinieerde waarde van het type met specificatie tsi;
ii. ∀ n ∈ N0, ∀ idi ∈ {id1, . . . , idn}, ∀ v ∈ domts1 ∪ · · · ∪ domtsn :
set element(⊥id, idi, v) = ⊥id
(d) de semantiek van de binaire operator clear element
i. ∀ n ∈ N0, ∀ idi ∈ {id1, . . . , idn},
∀ Struct(id1 : v1; . . . ; idn : vn) ∈ domStruct id(id1:ts1;...;idn:tsn) \ {⊥id} :
clear element(Struct(id1 : v1; . . . ; idn : vn), idi) =
Struct(id1 : v1; . . . ; idi : ⊥tsi ; . . . ; idn : vn)
hierbij is ⊥tsi een niet-gedefinieerde waarde van het type met specificatie tsi;
ii. ∀ n ∈ N0, ∀ idi ∈ {id1, . . . , idn} : clear element(⊥id, idi) = ⊥id
(e) de semantiek van de binaire operator .
i. ∀ n ∈ N0, ∀ idi ∈ {id1, . . . , idn},
∀ Struct(id1 : v1; . . . ; idn : vn) ∈ domStruct id(id1:ts1;...;idn:tsn) \ {⊥id} :
.(Struct(id1 : v1; . . . ; idn : vn), idi) = vi
ii. ∀ n ∈ N0, ∀ idi ∈ {id1, . . . , idn} : .(⊥id, idi) = ⊥tsi
hierbij is ⊥tsi een niet-gedefinieerde waarde van het type van de component idi : tsi;
(f) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥id
deze operatie geeft steeds een niet-gedefinieerde waarde van een gestructureerd type terug.

Voorbeeld 2.3







Struct TDatum(Dag : TDag;
Maand : TMaand;
Jaar : Integer)
zijn voorbeelden van specificaties van gestructureerde types. Bij de definitie van TDatum werden de spe-
cificaties van de enumeratietypes TDag en TMaand gebruikt (voorbeeld 2.2). Voor andere voorbeelden
wordt er verwezen naar deelsectie B.2.1 van bijlage B. 
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De verzameling van de componenten van een gestructureerd type
Om de verzameling van alle componenten van een gegeven gestructureerd type ts ∈ Tstruct te kunnen
bepalen, wordt de functie fcomp ingevoerd.
Definitie 2.21 (Functie fcomp) De functie fcomp wordt gedefinieerd als:
fcomp : Tstruct → ℘(Vcomp)
ts 7→ fcomp(ts)
hierbij wordt
fcomp(Struct id(id1 : ts1; . . . ; idn : tsn))
recursief gedefinieerd als:




zodat fcomp(ts) de verzameling is van alle componenten van het gestructureerde type ts. 
De identificatie van een component van een gestructureerd type
Door het orthogonale karakter van definitie 2.20 kan een component van een gestructureerd type opnieuw
een gestructureerd type als componenttype hebben. Dit laatste type heeft op zijn beurt componenten die
elk op zich weer componenten kunnen hebben, enz.
Voorbeeld 2.4
Door gebruik te maken van het gestructureerde type TAdres uit het voorbeeld 2.3 kan de volgende
typespecificatie worden gegeven:
Struct TStudent(Naam : String;




hierbij heeft het gestructureerde type TStudent twee componenten met identificatoren Thuisadres en
Kameradres die elk op hun beurt gestructureerde componenttypes hebben. 
Om op een e´e´nduidige wijze naar de componenten van een gestructureerd type te kunnen verwijzen,
wordt een component ge¨ıdentificeerd aan de hand van een padexpressie (Cattell en Barry 1997). Binnen
de context van dit werk wordt een padexpressie formeel gedefinieerd als een identificator die volgens de
onderstaande regels opgebouwd is. Deze formalisering is in overeenstemming met het werk van Kifer et
al. (Kifer et al. 1992, Frohn et al. 1994, Lausen en Vossen 1998).
Definitie 2.22 (Padexpressies voor een gestructureerd type) Een padexpressie voor de identifi-
catie van een component van een gestructureerd type wordt gedefinieerd aan de hand van de functie path:
path : Tstruct × Vcomp → ID∗Σ
ts, id′ : ts′ 7→ idpath, als id′ : ts′ ∈ fcomp(ts)
ts, id′ : ts′ 7→ ⊥IDΣ , als id′ : ts′ 6∈ fcomp(ts)
hierbij wordt idpath inductief gedefinieerd als:
• Basisstap. Voor een component idi : tsi, 1 ≤ i ≤ n, i ∈ N0 van een gestructureerd type met
specificatie ts = Struct id(id1 : ts1; . . . ; idn : tsn) wordt de padexpressie idpath genoteerd als:
id.idi
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• Inductiestap. Voor een component id′ : ts′ van een component die als padexpressie de identificator




Bij het type TStudent uit voorbeeld 2.4 wordt:
• de component “V oornaam : String” ge¨ıdentificeerd door de padexpressie
TStudent.V oornaam
• de component “Postcode : String” van de component “Thuisadres : Adres” ge¨ıdentificeerd door
de padexpressie
TStudent.Thuisadres.Postcode
• de component “Kameradres : Adres” ge¨ıdentificeerd door de padexpressie
TStudent.Kameradres

Operaties over de specificaties van de gestructureerde types
Over de verzameling Tstruct kunnen dienovereenkomstig de verzameling van de specificaties van de enu-
meratietypes analoge operaties worden gedefinieerd.
Definitie 2.23 (Verzameling Ostruct) Over de verzameling Tstruct worden de volgende operatoren ge-
definieerd:
Ostruct , {= : T 2struct → domBoolean,
6= : T 2struct → domBoolean,
add : Tstruct × Vcomp → Tstruct,
remove : Tstruct × IDΣ → Tstruct,
path : Tstruct × Vcomp → ID∗Σ,
fcomp : Tstruct → ℘(Vcomp),
fpath : Tstruct → ℘(IDΣ)}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de binaire operator =
∀ n,m ∈ N0, ∀ Struct id(id1 : ts1; . . . ; idn : tsn),Struct id′(id′1 : ts′1; . . . ; id′m : ts′m) ∈ Tstruct :
=(Struct id(id1 : ts1; . . . ; idn : tsn),Struct id′(id′1 : ts
′





True als (n = m) ∧ (id = id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0,
∃ 1 ≤ j ≤ m, j ∈ N0 : (idi = id′j) ∧ (tsi = ts′j))
False in alle andere gevallen
2. de semantiek van de binaire operator 6=
∀ n,m ∈ N0, ∀ Struct id(id1 : ts1; . . . ; idn : tsn),Struct id′(id′1 : ts′1; . . . ; id′m : ts′m) ∈ Tstruct :
6=(Struct id(id1 : ts1; . . . ; idn : tsn),Struct id′(id′1 : ts′1; . . . ; id′m : ts′m)) =
True als (n 6= m) ∨ (id 6= id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0,
∀ 1 ≤ j ≤ m, j ∈ N0 : (idi 6= id′j) ∨ (tsi 6= ts′j))
False in alle andere gevallen
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3. de semantiek van de ternaire operator add
∀ n ∈ N0, ∀ Struct id(id1 : ts1; . . . ; idn : tsn) ∈ Tstruct, ∀ id′ : ts′ ∈ Vcomp :
add(Struct id(id1 : ts1; . . . ; idn : tsn), id′ : ts′) ={
Struct id(id1 : ts1; . . . ; idn : tsn; id′ : ts′) als (id 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id′)
Struct id(id1 : ts1; . . . ; idn : tsn) als (id = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : idi = id′)
4. de semantiek van de binaire operator remove
∀ n ∈ N0, ∀ Struct id(id1 : ts1; . . . ; idn : tsn) ∈ Tstruct, ∀ id′ ∈ IDΣ :
remove(Struct id(id1 : ts1; . . . ; idi−1 : tsi−1; idi : tsi; idi+1 : tsi+1; . . . ; idn : tsn), id′) =
Struct id(id1 : ts1; . . . ; idi−1 : tsi−1; idi+1 : tsi+1; . . . ; idn : tsn)
als (n > 1) ∧ (id′ 6= id) ∧ (∃ 1 ≤ i ≤ n, i ∈ N0 : idi = id′)
Struct id(id1 : ts1; . . . ; idn : tsn)
als (n = 1) ∨ (id = id′) ∨ (∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id′)
5. de semantiek van de unaire operator fcomp
de semantiek van de functie fcomp wordt volledig bepaald door de definitie 2.21;
6. de semantiek van de binaire operator path
de semantiek van de functie path wordt volledig bepaald door de definitie 2.22;
7. de semantiek van de unaire operator fpath
fpath : Tstruct → ℘(IDΣ)
ts 7→ fpath(ts)
hierbij wordt fpath(ts) gedefinieerd als:
fpath(ts) = {id|∃ id′ : ts′ ∈ fcomp(ts) : id = path(ts, id′ : ts′)}
zodat fpath(ts) de verzameling is van de padexpressies van alle componenten van het gestructureerde
type met specificatie ts.

2.7.3 Synopsis
De verzameling Tconstruct wordt uiteindelijk gedefinieerd als:
Definitie 2.24 (Constructietypes)
Tconstruct , Tenum ∪ Tstruct

2.8 De specificatie van de literaaltypes: synopsis
De verzameling Tliteral van de uitdrukkingen die voldoen aan de syntaxis van een literaaltype wordt
formeel gedefinieerd als:
Definitie 2.25 (Literaaltypes)
Tliteral , Tbase ∪ Tcollect ∪ Tconstruct

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2.9 De specificatie van de objecttypes
Een vierde hoofdcategorie van te specificeren types zijn de objecttypes. Deze kunnen worden gezien als de
meest geavanceerde types uit het typesysteem. Net als de constructietypes zijn de objecttypes samengesteld
uit e´e´n of meerdere componenten. Ze verschillen echter van de constructietypes in een aantal speciale
kenmerken die in deze deelsectie meer gedetailleerd worden beschreven.
Ee´n van deze kenmerken is echter zo karakteriserend dat het bijzondere aandacht verdient: overerving.
Het ODMG-voorstel voorziet in de mogelijkheid om een op overerving gebaseerde partie¨le “supertype-
subtype”-relatie te specificeren over de verzameling van de objecttypes. Vandaar dat deze deelsectie begint
met enkele inleidende beschouwingen omtrent overerving.
2.9.1 Enkele beschouwingen omtrent overerving
Overerving is een zeer belangrijk aspect bij elk objectgeorie¨nteerd datamodel en dus ook bij elk object-
georie¨nteerd databankmodel. Gezien het grote belang van overerving bij de opbouw van de objecttypes
volgt eerst een meer diepgaande studie van het concept. Een zeer goed uitgangspunt voor een dergelijke
studie is het werk van Taivalsaari (Taivalsaari 1996) dat eenzelfde problematiek behandelt in de context
van programmeertalen.
Definities van overerving
Overerven kan algemeen worden gedefinieerd als het aannemen van karakteristieken van een ander,
gewoonlijk als het resultaat van een speciale relatie tussen de gever en de ontvanger (Danforth en
Tomlinson 1988). Deze brede definitie stamt uit het gebruik van de term in de ree¨le wereld en heeft
op het eerste zicht weinig gemeen met computers.
In de context van programmeren werd overerving voor het eerst ge¨ıntroduceerd als centraal kenmerk
van de programmeertaal Simula, waarin het oorspronkelijk gekend was onder de naam “concatenation”
(Dahl et al. 1968, Wexelblat 1981). De meer intu¨ıtieve term “inheritance” kwam pas enkele jaren la-
ter in voege. Andere, veel gebruikte synoniemen voor overerving in objectgeorie¨nteerde modellen zijn:
“derivation”, “subclassing” en “prefixing”.
De basisidee bij overerving in een objectgeorie¨nteerd model is eenvoudig: overerving maakt het moge-
lijk om zich voor de definities van nieuwe objecttypes te baseren op de definities van bestaande objecttypes.
Bij de definitie van een nieuw objecttype moeten enkel de karakteristieken die verschillen van de karakte-
ristieken van de objecttypes waarvan het nieuwe type wordt afgeleid, expliciet worden gespecificeerd. Voor
het overige worden de bestaande karakteristieken van de “oudertypes” automatisch gee¨xtraheerd en aan
de nieuwe typedefinitie toegevoegd.
Ee´n van de elegantste manieren om overerving in een objectgeorie¨nteerd model formeel te definie¨ren
is te vinden in het werk van Bracha en Cook. In overeenstemming met dit werk kan de volgende definitie
worden gegeven (Bracha en Cook 1990):
Definitie 2.26 (Overerving) (Enkelvoudige) overerving wordt gedefinieerd als:
Vts , Vbts ⊕∆V
Hierbij duidt Vts de verzameling aan van de karakteristieken van het nieuw gedefinieerd objecttype (met
specificatie) ts, duidt Vbts de verzameling aan van de karakteristieken die overgee¨rfd worden van een
bestaand objecttype (met specificatie) t̂s en duidt ∆V de verzameling aan van de incrementeel toegevoegde
en/of gewijzigde karakteristieken die Vts differentieert van Vbts. De operatie die de elementen van ∆V
combineert met de elementen van Vits, wordt aangegeven door het symbool ⊕. 
Als resultaat van bovenstaande combinatie-operatie zal Vts alle karakteristieken van Vbts bevatten,
behalve dan dat het incrementeel modificatiegedeelte ∆V nieuwe karakteristieken kan introduceren en
bestaande kan aanpassen. Meerbepaald kunnen de nieuw ge¨ıntroduceerde operaties conflicteren met de
bestaande operaties uit Vbts, waardoor deze laatste opnieuw gedefinieerd of tenietgedaan worden en ts niet
altijd volledig compatibel is met t̂s.
Het objecttype ts wordt soms het subtype of kindtype genoemd, terwijl het objecttype t̂s ook als het
supertype of oudertype bestempeld wordt.
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In de meeste objectgeorie¨nteerde modellen kan een objecttype tegelijkertijd erven van meerdere superty-
pes. Deze vorm van overerving wordt meervoudige overerving genoemd. De in definitie 2.26 gegeven vorm
van overerving, waarbij slechts gee¨rfd wordt van e´e´n supertype, wordt enkelvoudige overerving genoemd.
Meervoudige overerving kan als volgt —op een analoge wijze— formeel worden gedefinieerd:
Definitie 2.27 (Meervoudige overerving) Meervoudige overerving wordt gedefinieerd als:
Vts , Vbts1 ⊕ · · · ⊕ Vbtsn ⊕∆V
Hierbij duidt Vts de verzameling aan van de karakteristieken van het nieuw gedefinieerd objecttype (met
specificatie) ts, duiden de notaties Vbtsi , i = 1, . . . , n de verzamelingen aan met de karakteristieken die
overgee¨rfd worden van de bestaande objecttypes (met specificaties) t̂si, i = 1, . . . , n en stelt ∆V de verza-
meling voor van de incrementeel toegevoegde nieuwe karakteristieken. De combinatie-operatie wordt terug
aangegeven door het symbool ⊕. 
Het praktisch nut van overerving
In een objectgeorie¨nteerd model wordt overerving klassiek gezien als een hie¨rarchisch structureringsme-
chanisme dat bedoeld is voor de karakterisering van conceptuele specialisatie. Een concept kan worden
gezien als een specialisatie van een ander concept indien alle fenomenen die beantwoorden aan de be-
schrijving van het gespecialiseerde concept tevens beantwoorden aan de beschrijving van het andere,
algemenere concept (Pedersen 1989). Het gespecialiseerde concept kan dus bijkomende, meer specifieke
eigenschappen bezitten.
De inverse operatie van specialisatie is generalisatie. Vertrekkende van e´e´n of meerdere gegeven
concepten produceert generalisatie de beschrijving van een algemener concept dat gemeenschappelijke
kenmerken behoudt en gedetailleerde verschillen in de beschrijving van de oorspronkelijke concepten
onderdrukt.
Overerving kan ook voor andere doeleinden worden aangewend. Buiten het beperken van de herde-
finitie en de toevoeging en annulering van eigenschappen en operaties bestaat er geen enkele waarborg
voor enig conceptueel verband tussen supertypes en subtypes (Zdonik 1986). Bijgevolg kan het gebeuren
dat objecttypes die opgebouwd werden door overerving geen echte conceptuele specialisaties zijn van hun
supertypes.
De essentie van overerving
Pragmatisch gezien kan overerving worden omschreven als een incrementeel mechanisme voor het aan-
brengen van modificaties. Door het toevoegen van nieuwe karakteristieken aan een (nieuw) objecttype
kunnen de karakteristieken die zijn overgee¨rfd van de bestaande objecttypes worden uitgebreid, gewijzigd
of tenietgedaan. Belangrijk hierbij is dat de bestaande types zelf ongewijzigd blijven.
Er kunnen zich wel problemen voordoen wanneer een operatie van een supertype in meerdere subtypes
gewijzigd wordt. In een dergelijk geval moet het subtype bij de oproep van de operatie gekend zijn, zodat
de juiste implementatie kan worden uitgevoerd. Zulke problemen kunnen worden verholpen door een
mechanisme van late binding te gebruiken, dat de keuze van de uit te voeren implementatie uitstelt tot
op het moment van oproep van de operatie tijdens de uitvoering van het programma. Door het gebruik
van late binding worden de operaties polymorf, d.i. ze kunnen op verschillende tijdstippen verschillende
betekenissen hebben.
Overerving maakt het mogelijk om partieel gedefinieerde supertypes te construeren. Hiermee worden
objecttypes bedoeld die, in afwachting van een volledige definitie, onvolledig gedefinieerd zijn. De ontbre-
kende karakteristieken dienen dan verder in een subtype te worden gedefinieerd. Hiervoor is duidelijk een
mechanisme van late binding nodig. Dergelijke objecttypes, ook wel abstracte types genoemd, kunnen zeer
nuttig zijn als specificaties of overeenkomsten naar welke de volledige definities dienen te gebeuren, wat
de analyse, design en uiteindelijke implementatie ten goede komt.
2.9.2 De specificatie van de objecttypes: de syntaxis
Volgens het ODMG-voorstel wordt een objecttype extern gekarakteriseerd door een aantal eigenschappen
en/of een aantal operaties.
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De syntaxis van een eigenschap van een objecttype
Elke eigenschap van een objecttype heeft een identificator en een typespecificatie. Binnen eenzelfde ob-
jecttype kunnen er geen twee eigenschappen voorkomen die dezelfde identificator hebben. Een eigenschap
wordt formeel gedefinieerd door te steunen op de definitie van de verzameling Tliteral en de definitie van
de verzameling Treference.




(id ∈ IDΣ) ∧ (ts ∈ Tliteral ∪ Treference)

Bij de specificatie van de objecttypes worden twee soorten eigenschappen onderscheiden: attributen en
referenties.




Definitie 2.30 (Referentie) Een eigenschap id : ts van een objecttype wordt een referentie genoemd
als en slechts als:
ts ∈ Treference

Opmerking. Met deze definities wordt licht afgeweken van de ODMG-specificaties die de eigen-
schappen opdelen in attributen en relaties. De relaties zullen verderop worden gedefinieerd als bijzonder
geval van referenties, met name als bi-directionele referenties (deelsectie 4.2.3).
De syntaxis van een externe operatie van een objecttype
Typerend voor een objecttype is de gebruikersmogelijkheid om zelf operaties op objecten van dat type te
definie¨ren. Hierdoor kan er een lokaal gedrag worden geassocieerd met het objecttype (Hull en King 1987).
Dergelijke operaties worden externe operaties genoemd en kunnen een complexe gegevensverwerking spe-
cificeren. Ze worden volledig gespecificeerd door een identificator en een signatuur. Daarenboven bevat
elke type-implementatie van een objecttype dat geen abstract type is, een implementatie voor elk van de
externe operaties van het objecttype. Voor de formalisering van deze implementaties zouden abstracte pro-
grammeertalen kunnen worden aangewend. Twee bestaande methoden om dergelijke talen te definie¨ren
zijn de zgn. imperatieve methoden en de methodeschema’s (Abiteboul et al. 1995). In het onderhavig
model wordt hier niet dieper op ingegaan.
Van de identificator van een externe operatie, ook wel de naam van de operatie genoemd, wordt vereist
dat hij uniek is binnen het objecttype waarvan hij deel uitmaakt. Verschillende objecttypes kunnen wel
operaties hebben die gedefinieerd zijn met dezelfde naam. Van dergelijke operaties wordt gezegd dat ze
overladen namen hebben (Cattell en Barry 1997).
De signatuur van een externe operatie definieert de naam en het type van elk van de operandi en het
type van het resultaat van de operatie. Het type van het resultaat van een externe operatie wordt ook
het type van de operatie genoemd. Elke externe operatie heeft juist e´e´n type. Indien een externe operatie
geen resultaatwaarden teruggeeft, wordt dit aangegeven door het type van de operatie als “void”-type te
specificeren.
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Definitie 2.31 (Verzameling van signaturen) De verzameling Vsignat van alle geldige signaturen
van een externe operatie wordt gedefinieerd als:
1. ∀ ts ∈ Tliteral ∪ Treference ∪ {Void}, ∀ n ∈ N0, ∀ 1 ≤ i ≤ n, i ∈ N0,
∀ idi ∈ IDΣ,∀ tsi ∈ Tliteral ∪ Treference :
Signat((id1 : ts1; . . . ; idn : tsn)→ ts) ∈ Vsignat ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj)
2. ∀ ts ∈ Tliteral ∪ Treference ∪ {Void} : Signat(( )→ ts) ∈ Vsignat

Bij een signatuur Signat((id1 : ts1; . . . ; idn : tsn) → ts) van een externe operatie is ts de specificatie
van het type van de operatie, zijn idi, 1 ≤ i ≤ n, i ∈ N0 de namen van de operandi van de externe operatie
en zijn tsi, 1 ≤ i ≤ n, i ∈ N0 de specificaties van de types van deze operandi.
Ook bij een signatuur Signat(( ) → ts) van een externe operatie stelt ts de specificatie van het type
van de operatie voor. Een dergelijke operatie heeft echter geen argumenten.
De formele specificatie van de syntaxis van een externe operatie wordt tenslotte gegeven door:
Definitie 2.32 (Syntaxis van een externe operatie) De syntaxis van een externe operatie van een
objecttype wordt gedefinieerd als
id : s
waarbij:
(id ∈ IDΣ) ∧ (s ∈ Vsignat)

De verzameling van alle mogelijke karakteristieken
Het is nuttig om uitgaande van de definities 2.28 en 2.32 een nieuwe verzameling Vchar in te voeren, die
de verzameling van alle mogelijke karakteristieken genoemd wordt. Het concept karakteristiek omvat de
eigenschappen en de externe operaties. Hierom bestaat elke karakteristiek ofwel uit een identificator en
een typespecificatie ofwel uit een identificator en een signatuur van een externe operatie.
Definitie 2.33 (Verzameling Vchar) De verzameling Vchar van alle mogelijke karakteristieken voor een
objecttype wordt gedefinieerd als:
Vchar , {id : s|(id ∈ IDΣ) ∧ (s ∈ Tliteral ∪ Treference ∪ Vsignat)}

Over de verzameling Vchar worden de volgende operatoren gedefinieerd:
Definitie 2.34
= : V 2char → domBoolean
6= : V 2char → domBoolean
waarbij de semantiek gegeven wordt door de volgende axioma’s:
1. de semantiek van de binaire operator =
∀ id : s, id′ : s′ ∈ Vchar : =(id : s, id′ : s′) =
{
True als (id = id′) ∧ (s = s′)
False in alle andere gevallen
2. de semantiek van de binaire operator 6=
∀ id : s, id′ : s′ ∈ Vchar : 6=(id : s, id′ : s′) =
{
True als (id 6= id′) ∨ (s 6= s′)
False in alle andere gevallen

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De syntaxis van een objecttype
De hierboven gegeven deelsecties vormen het uitgangspunt voor de definitie van de verzameling Tobject
van alle mogelijke uitdrukkingen die voldoen aan de syntaxis van een typespecificatie van een objecttype.
Elk element van de verzameling Tobject wordt aangeduid met het sleutelwoord Class. Met de keuze
voor dit sleutelwoord wordt tegemoetgekomen aan de ODMG de facto standaard waarin impliciet uitge-
gaan wordt van een op klassen gebaseerd systeem waarin klassedefinities, die elk de abstracte toestand
(d.i. de eigenschappen) en het abstracte gedrag (d.i. de operaties) van een bepaald objecttype vastleggen,
centraal staan.
Definitie 2.35 (Syntaxis van een objecttype) De syntaxis van een objecttype wordt als volgt gedefi-
nieerd:
1. ∀ id ∈ IDΣ, ∀ n ∈ N0,∀ idi : si ∈ Vchar, 1 ≤ i ≤ n, i ∈ N0 :
Class id(id1 : s1; . . . ; idn : sn) ∈ Tobject ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id)
2. ∀ id ∈ IDΣ, ∀ m,n ∈ N0, ∀ îdi ∈ IDΣ, 1 ≤ i ≤ m, i ∈ N0, ∀ idi : si ∈ Vchar, 1 ≤ i ≤ n, i ∈ N0 :
Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn) ∈ Tobject ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0,∀ 1 ≤ j ≤ m, j ∈ N0 : idi 6= îdj) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi) ∧ (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id)
3. ∀ id ∈ IDΣ, ∀ m ∈ N0, ∀ îdi ∈ IDΣ, 1 ≤ i ≤ m, i ∈ N0 :
Class id : îd1, . . . , îdm( ) ∈ Tobject ⇔ (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id)
Hierbij wordt de identificator id de naam van het objecttype genoemd, dienen de identificatoren îdi ∈ IDΣ,
i = 1, . . . , n tevens namen van objecttypes te zijn —deze worden, zoals hieronder gedetailleerd uitgewerkt
wordt, gebruikt voor de specificatie van overerving— en identificeert de andere groep van identificatoren
idi ∈ ID, i = 1, . . . , n de karakteristieken die eigen zijn aan het objecttype. 
Opmerking. Net als bij de constructietypes kan de identificator id, na de definitie van de syntaxis
van het objecttype, overal als verkorte schrijfwijze voor deze syntaxis worden gebruikt. Verder valt op
te merken dat de syntaxis bepaalt dat er geen twee karakteristieken mogen voorkomen die eigen zijn
aan het objecttype en dezelfde identificator hebben. Deze vereiste is nodig om conform te zijn met de
ODMG-specificaties.
Voorbeeld 2.6
De onderstaande typespecificaties TPersoon en TPatient, die een extract zijn van de toepassing uit
bijlage B, zijn voorbeelden van specificaties van objecttypes.
Class TPersoon(
Naam : String;




Burgerlijke stand : TBurgerlijke stand;
Ouders : SetRef (TPersoon);
Kinderen : ListRef (TPersoon);
Adreswijziging : Signat((Nieuw adres : TAdres)→ Void);
Wijzig burgerlijke stand : Signat((Nieuwe burg stand : TBurgerlijke stand)→ Void);
V oeg kind toe : Signat((Nieuw kind : Ref (TPersoon))→ Void))
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en











Anamnese : ListRef (TProbleem);
Consultaties : ListRef (TConsultatie);
V erwerk meetresultaten : Signat((Meetresultaten : List(TMeetresultaat))→ Void);
V erwerk consultaties : Signat((Consultaties : ListRef (TConsultatie))→ Void);
V oeg kind toe : Signat((Nieuw kind : Ref (TPatient))→ Void))
Hierbij karakteriseren de symbolen Ref, SetRef en ListRef (typespecificaties van) referentietypes. Deze
specificaties worden formeel gedefinieerd in deelsectie 2.9.6. Verder komen er een aantal typespecificaties
voor die verkort worden voorgesteld door een identificator (bv. TBurgerlijke stand, TMeetresultaat en
TConsultatie). Voor de volledige uitwerking van deze specificaties en andere voorbeelden wordt verwezen
naar deelsectie B.2.1 van bijlage B. 
2.9.3 De specificatie van de objecttypes: de semantiek
Om te komen tot een volledige definitie voor de semantiek van een objecttype is het vooreerst noodzakelijk
om te beschikken over de semantiek van overerving en de semantiek van referenties. Beide geven immers
aanleiding tot de introductie van een partie¨le relatie over de verzameling Tobject.
Vervolgens worden het domein van een objecttype, de verzameling van domeinen, de verzameling van
operatoren en de verzameling van axioma’s gedefinieerd.
De semantiek van de overerving
Voor de specificatie van overerving wordt uitgegaan van een formele definitie voor de combinatie-operatie
⊕ (cf. definities 2.26 en 2.27).
Definitie 2.36 (Combinatie-operatie) De combinatie-operatie ⊕ wordt als volgt gedefinieerd:
⊕ : ℘(Vchar)× ℘(Vchar)→ ℘(Vchar)
{id1 : s1, . . . , idn : sn}, {id′1 : s′1, . . . , id′m : s′m} 7→
{id1 : s1, . . . , idn : sn} ⊕ {id′1 : s′1, . . . , id′m : s′m}
waarbij
℘(Vchar) , {V |(V ∈ ℘(Vchar)) ∧ (V 6= ∅) ∧
(∀ idi : si, idj : sj ∈ V : 6=(idi : si, idj : sj) = True⇒ idi 6= idj)}
en bij definitie geldt dat:
{id1 : s1, . . . , idi−1 : si−1, idi : si, idi+1 : si+1, . . . , idn : sn} ⊕ {id′ : s′} ,{
{id1 : s1, . . . , idi−1 : si−1, idi : s′, idi+1 : si+1, . . . , idn : sn} als ∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi
{id1 : s1, . . . , idn : sn, id′ : s′} als ∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi
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en
{id1 : s1, . . . , idn : sn} ⊕ {id′1 : s′1, . . . , id′m : s′m} , {id1 : s1, . . . , idn : sn} ⊕ {id′1 : s′1} ⊕ · · · ⊕ {id′m : s′m}

De combinatie van de twee verzamelingen van karakteristieken
{id1 : s1, . . . , idn : sn} en {id′1 : s′1, . . . , id′m : s′m}
kan verder worden uitgewerkt tot het resultaat opnieuw een verzameling van karakteristieken is:
{id1 : s1, . . . , idn : sn} ⊕ {id′1 : s′1, . . . , id′m : s′m}
, {id1 : s1, . . . , idn : sn} ⊕ {id′1 : s′1} ⊕ · · · ⊕ {id′m : s′m}
= ({id1 : s1, . . . , idn : sn} ⊕ {id′1 : s′1})⊕ · · · ⊕ {id′m : s′m}
= {id(1)1 : s(1)1 , . . . , id(1)n(1) : s
(1)
n(1)
} ⊕ {id′2 : s′2} ⊕ · · · ⊕ {id′m : s′m}
...




Bovenstaande definitie 2.36 bepaalt hoe twee verzamelingen van karakteristieken kunnen worden ge-
combineerd tot een nieuwe verzameling van karakteristieken. Hierbij wordt de resulterende verzameling
stapsgewijs opgebouwd door de eerste verzameling van karakteristieken te combineren met elk van de
karakteristieken uit de tweede verzameling. Hierdoor wordt het combineren herleid tot een aantal combi-
naties van een verzameling van karakteristieken met een verzameling die slechts e´e´n karakteristiek bevat.
Volgens definitie 2.36 wordt deze karakteristiek toegevoegd aan de verzameling indien haar identificator
niet voorkomt als identificator van e´e´n van de karakteristieken uit de verzameling. Indien de verzame-
ling daarentegen wel een karakteristiek met gelijke identificator bevat, wordt het tweede lid van deze
karakteristiek “overladen” met het tweede lid van de karakteristiek uit de tweede operand.
Andere definities zijn mogelijk. Zo kan het al dan niet overladen van een karakteristiek bijvoorbeeld
bijkomend afhankelijk gemaakt worden van de aard van het tweede lid. Een voorbeeld hiervan betreft
het geval waarbij enkel operaties kunnen worden gecombineerd, in welk geval de definitie gegeven wordt
als:
{id1 : s1, . . . , idi−1 : si−1, idi : si, idi+1 : si+1, . . . , idn : sn} ⊕ {id′ : s′} ,
{id1 : s1, . . . , idi : s′, . . . , idn : sn} als (∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi) ∧ (s′ ∈ Vsignat)
{id1 : s1, . . . , idn : sn, id′ : s′} als (∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi) ∧ (s′ ∈ Vsignat)
{id1 : s1, . . . , idn : sn} als s′ 6∈ Vsignat
De combinatie-operatie zal worden aangewend om uitgaande van de syntaxis van een objecttype, de
verzameling van alle karakteristieken van dat objecttype te bepalen. Hiertoe wordt een nieuwe functie
fchar, die de karakteristieke functie genoemd wordt, gedefinieerd.
Definitie 2.37 (Karakteristieke functie) De karakteristieke functie fchar wordt gedefinieerd als:
fchar : Tobject → ℘(Vchar)
ts 7→ Vts
hierbij wordt:
• het objecttype Class id(id1 : s1; . . . ; idn : sn) afgebeeld op:
Vid , ∆Vid , {id1 : s1, . . . , idn : sn}
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• het objecttype Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn) afgebeeld op:
Vid , V (n1)bid1 ⊕ · · · ⊕ V (nm)bidm ⊕∆Vid
= V (n1)bid1 ⊕ · · · ⊕ V (nm)bidm ⊕ {id1 : s1, . . . , idn : sn}
waarbij de verzamelingen V (ni)bidi , 1 ≤ i ≤ m, i ∈ N0 inductief gedefinieerd worden als:
V
(ni)bidi , V (ni−1)bidi ⊕∆V (ni)bidi
V
(0)bidi , ∆V (0)bidi
Opmerking. Na toepassing van de inductie wordt duidelijk dat de bekomen Vid een element is van
℘(Vchar), d.i.:
Vid =V
(n1)bid1 ⊕ · · · ⊕ V (nm)bidm ⊕ {id1 : s1, . . . , idn : sn}
=∆V (0)bid1 ⊕ · · · ⊕∆V (n1)bid1 ⊕ · · · ⊕∆V (0)bidm ⊕ · · · ⊕∆V (nm)bidm ⊕ {id1 : s1, . . . , idn : sn}
Omdat nu elke component ∆V (ni)bidi een verzameling van karakteristieken voorstelt en de verzameling{id1 : s1, . . . , idn : sn} noodzakelijk een element is van ℘(Vchar), volgt na het uitwerken van de
⊕-operaties dat Vid ∈ ℘(Vchar);
• het objecttype Class id : îd1, . . . , îdm( ) afgebeeld op:
Vid , V (n1)bid1 ⊕ · · · ⊕ V (nm)bidm
waarbij de verzamelingen V (ni)bidi , 1 ≤ i ≤ m, i ∈ N0 opnieuw inductief gedefinieerd worden als:
V
(ni)bidi , V (ni−1)bidi ⊕∆V (ni)bidi
V
(0)bidi , ∆V (0)bidi

Voorbeeld 2.7
Voor het objecttype TPersoon uit voorbeeld 2.6 levert de karakteristieke functie de verzameling VTPersoon
(= fchar(TPersoon)) van karakteristieken op:
VTPersoon = {Naam : String,




Burgerlijke stand : TBurgerlijke stand,
Ouders : SetRef (TPersoon),
Kinderen : ListRef (TPersoon),
Adreswijziging : Signat((Nieuw adres : TAdres)→ Void),
Wijzig burgerlijke stand : Signat((Nieuwe burg stand : TBurgerlijke stand)→ Void),
V oeg kind toe : Signat((Nieuw kind : Ref (TPersoon))→ Void)}
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Terwijl voor het objecttype TPatient uit hetzelfde voorbeeld 2.6 de karakteristieke functie de verzameling
VTPatient (= fchar(TPatient)) oplevert:
VTPatient = VTPersoon ⊕∆VTPatient










Anamnese : ListRef (TProbleem),
Consultaties : ListRef (TConsultatie),
V erwerk meetresultaten : Signat((Meetresultaten : List(TMeetresultaat))→ Void),
V erwerk consultaties : Signat((Consultaties : ListRef (TConsultatie))→ Void),
V oeg kind toe : Signat((Nieuw kind : Ref (TPatient))→ Void)}
wat met de definitie 2.36 voor de combinatie-operatie kan verder worden uitgewerkt tot:
VTPatient = {Naam : String,




Burgerlijke stand : TBurgerlijke stand,
Ouders : SetRef (TPersoon),
Kinderen : ListRef (TPersoon),
Adreswijziging : Signat((Nieuw adres : TAdres)→ Void),
Wijzig burgerlijke stand : Signat((Nieuwe burg stand : TBurgerlijke stand)→ Void),












Anamnese : ListRef (TProbleem),
Consultaties : ListRef (TConsultatie),
V erwerk meetresultaten : Signat((Meetresultaten : List(TMeetresultaat))→ Void),
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V erwerk consultaties : Signat((Consultaties : ListRef (TConsultatie))→ Void),
V oeg kind toe : Signat((Nieuw kind : Ref (TPatient))→ Void)}
of nog:
VTPatient = {Naam : String,




Burgerlijke stand : TBurgerlijke stand,
Ouders : SetRef (TPersoon),
Kinderen : ListRef (TPersoon),
Adreswijziging : Signat((Nieuw adres : TAdres)→ Void),
Wijzig burgerlijke stand : Signat((Nieuwe burg stand : TBurgerlijke stand)→ Void),












Anamnese : ListRef (TProbleem),
Consultaties : ListRef (TConsultatie),
V erwerk meetresultaten : Signat((Meetresultaten : List(TMeetresultaat))→ Void),
V erwerk consultaties : Signat((Consultaties : ListRef (TConsultatie))→ Void),
V oeg kind toe : Signat((Nieuw kind : Ref (TPatient))→ Void)}
= · · · = {Naam : String,




Burgerlijke stand : TBurgerlijke stand,
Ouders : SetRef (TPersoon),
Kinderen : ListRef (TPersoon),
Adreswijziging : Signat((Nieuw adres : TAdres)→ Void),
Wijzig burgerlijke stand : Signat((Nieuwe burg stand : TBurgerlijke stand)→ Void),
V oeg kind toe : Signat((Nieuw kind : Ref (TPersoon))→ Void),
PatientID : String,
Ziekteverzekering : TZiekteverzekering,









Anamnese : ListRef (TProbleem),
Consultaties : ListRef (TConsultatie),
V erwerk meetresultaten : Signat((Meetresultaten : List(TMeetresultaat))→ Void),
V erwerk consultaties : Signat((Consultaties : ListRef (TConsultatie))→ Void)}
⊕
{V oeg kind toe : Signat((Nieuw kind : Ref (TPatient))→ Void)}
wat tenslotte leidt tot:
VTPatient = {Naam : String,




Burgerlijke stand : TBurgerlijke stand,
Ouders : SetRef (TPersoon),











Anamnese : ListRef (TProbleem),
Consultaties : ListRef (TConsultatie),
Adreswijziging : Signat((Nieuw adres : TAdres)→ Void),
Wijzig burgerlijke stand : Signat((Nieuwe burg stand : TBurgerlijke stand)→ Void),
V erwerk meetresultaten : Signat((Meetresultaten : List(TMeetresultaat))→ Void),
V erwerk consultaties : Signat((Consultaties : ListRef (TConsultatie))→ Void),
V oeg kind toe : Signat((Nieuw kind : Ref (TPatient))→ Void)}

Bij het vergelijken van de voorgaande definitie met definitie 2.27 wordt het duidelijk dat de se-
mantiek van de overerving gegeven wordt aan de hand van de definitie van de karakteristieke functie
fchar (definitie 2.37). Meerbepaald wordt de verzameling Vid, van alle karakteristieken van een subtype
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dat ge¨ıdentificeerd wordt door de identificator id, bij overerving gedefinieerd als de combinatie van de
verzamelingen V (ni)bidi , 1 ≤ i ≤ m, i ∈ N0 van alle karakteristieken van de betrokken supertypes (die
ge¨ıdentificeerd worden door de identificatoren îdi, 1 ≤ i ≤ m, i ∈ N0) en de verzameling ∆Vid van de
incrementeel toegevoegde karakteristieken (die gedefinieerd zijn in de specificatie van het subtype).
Hiermee is meteen ook de betekenis van de identificatoren id en îdi, 1 ≤ i ≤ m, i ∈ N0 uit de
typespecificaties
Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn) ∈ Tobject
en
Class id : îd1, . . . , îdm( ) ∈ Tobject
geformaliseerd: deze identificatoren zijn gebruikt om aan te geven dat het objecttype met identificator id
“erft van” de objecttypes (met identificatoren) îdi, 1 ≤ i ≤ m, i ∈ N0.
Het “erven van” introduceert over de verzameling Tobject een partie¨le relatie, die de overervingsrelatie
genoemd wordt en genoteerd wordt als . Zo betekent de notatie
ts  t̂s
bijvoorbeeld dat het objecttype met specificatie ts “erft van” het objecttype met specificatie t̂s.
De overervingsrelatie is transitief, d.i.
∀ ts1, ts2, ts3 ∈ Tobject : (ts1  ts2) ∧ (ts2  ts3)⇒ ts1  ts3
zodat een supertype op zijn beurt een subtype van een ander objecttype kan zijn.
Wanneer de overervingsrelatie transitief toegepast wordt, resulteert dit in een hie¨rarchie van abstrac-
ties die bij enkelvoudige overerving de vorm van een boom aanneemt. Bij meervoudige overerving neemt
deze hie¨rarchie de algemenere vorm aan van een gerichte acyclische graaf (aangeduid door het acroniem
DAG), die kortweg de overervings-DAG genoemd wordt. Elke knoop in een overervings-DAG correspon-
deert met een objecttype en stelt de verzameling voor van de incrementeel toegevoegde karakteristieken
(die bepaald wordt door de typespecificatie van dat objecttype). Een gerichte boog van de knoop die
correspondeert met het objecttype ts naar de knoop die correspondeert met het objecttype t̂s, geeft aan
dat ts “erft van” t̂s. Het acyclisch zijn van de graaf volgt uit het feit dat het geen zin heeft om objecttypes
hun eigen karakteristieken te laten erven.
De semantiek van een referentie
Uit de definitie van de syntaxis van een objecttype (definitie 2.35) kan worden afgeleid dat er voor een
objecttype enerzijds referenties gespecificeerd kunnen zijn die gedefinieerd zijn als component van een
attribuut van het objecttype —in welk geval het attribuut noodzakelijk een gestructureerd type moet hebben
(cf. definitie 2.17)— en anderzijds referenties kunnen voorkomen die gedefinieerd zijn als eigenschap van
het objecttype (cf. definitie 2.30).
Een referentie wordt aangewend om vanuit een objecttype met specificatie ts1 ∈ Tobject te “refereren
aan” een objecttype met specificatie ts2 ∈ Tobject. Voor de formele definitie van dit “refereren aan” is de
definitie vereist van de syntaxis van de elementen van de verzameling Treference.




{Ref (ts),SetRef (ts),BagRef (ts),ListRef (ts)}

De volledige definitie van de typespecificatie van de referentietypes (en dus ook de definitie van de
semantiek van een referentietype) wordt gegeven in deelsectie 2.9.6.
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Het “refereren aan” wordt formeel gedefinieerd als:
Definitie 2.39 (Refereren)
∀ ts1, ts2 ∈ Tobject : ts1 “refereert aan” ts2 ⇔
∃ id : s ∈ fchar(ts1) : (s ∈ {Ref (ts2),SetRef (ts2),BagRef (ts2),ListRef (ts2)}) ∨
(s ∈ Tstruct ∧ (∃ id′ : s′ ∈ fcomp(s) : s′ ∈ {Ref (ts2),SetRef (ts2),BagRef (ts2),ListRef (ts2)}))

Dit “refereren aan” introduceert een aantal partie¨le relaties over de verzameling Tobject die referentie-
relaties genoemd worden. De referentierelatie die ge¨ıntroduceerd is door de referentie met identificator
id wordt genoteerd als id→. Zo betekent de notatie
ts1
id→ ts2
dat ts1 “refereert aan” ts2 d.m.v. een referentie die ge¨ıdentificeerd wordt door een identificator id.
Omdat een objecttype waaraan gerefereerd wordt op zijn beurt kan refereren aan (andere) objecttypes
resulteert het achtereenvolgend toepassen van referentierelaties in een verzameling van objecttypes die
met elkaar gerelateerd zijn.
Algemeen kunnen de elementen van een dergelijke verzameling en hun onderlinge relaties worden
voorgesteld aan de hand van een gerichte multigraaf met benoemde gerichte bogen. Een dergelijke graaf
kan cyclussen bevatten en wordt een referentiegraaf genoemd. Elke knoop van een referentiegraaf stelt
een objecttype voor uit de verzameling, terwijl een gerichte boog tussen twee knopen aangeeft dat het
objecttype, dat voorgesteld wordt door de knoop van waaruit de boog vertrekt, refereert aan het objecttype
dat voorgesteld wordt door de knoop waar de boog aankomt. De bogen zelf worden benoemd met de
identificator van de referentie.
In onderhavig formalisme worden enkel binaire referenties ondersteund. Dit betekent dat bij de
definitie van elke referentie slechts twee objecttypes betrokken zijn: enerzijds het objecttype waarvan
de referentie een eigenschap of een component is en anderzijds het objecttype waaraan de referentie
“refereert”. De zogenoemde n-aire referenties, waarbij meer dan twee objecttypes betrokken zijn, worden
buiten beschouwing gelaten. Dit is in overeenstemming met het ODMG-voorstel waarin enkel binaire
relaties in rekening worden gebracht.
Het domein van een objecttype
Het domein van een objecttype met specificatie ts wordt gedefinieerd door te steunen op de definitie van
de karakteristieke functie fchar (definitie 2.37):
• wordt de verzameling van alle eigenschappen van het objecttype, d.i. de verzameling van alle karak-
teristieken van dit objecttype die geen externe operatie zijn, geschreven als {id1 : s1, . . . , idn : sn},
n ∈ N0, dan wordt het domein van het objecttype gedefinieerd als de unie van:
– de verzameling van de mogelijke gestructureerde waarden die (rechtstreeks) bekomen worden
uit de toegelaten waarden voor deze eigenschappen,
– het singleton dat bestaat uit de niet-gedefinieerde objectwaarde voor het objecttype en
– de domeinen van de subtypes van het objecttype;
• is de verzameling van alle eigenschappen van het objecttype ledig, dan wordt het domein van het ob-
jecttype gedefinieerd als de unie van het singleton dat bestaat uit de niet-gedefinieerde objectwaarde
voor het objecttype en de domeinen van de subtypes van het objecttype.
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Definitie 2.40 (Domein van een objecttype)
∀ ts ∈ Tobject :
domts ,










als fchar(ts) \ {id : s|id ∈ IDΣ ∧ s ∈ Vsignat} = ∅

Met bovenstaande definitie zijn de domeinen van de subtypes met specificaties ts′ deelverzamelin-
gen van het domein van het supertype met specificatie ts. Dit wordt ingegeven door het principe van
polymorfisme dat eigen is aan de meeste objectgeorie¨nteerde datamodellen, inclusief het ODMG-model
(Cattell en Barry 1997), en stelt dat een domeinwaarde van een subtype kan voorkomen op elke plaats
waar een domeinwaarde van een supertype verwacht wordt.
Verder verduidelijkt deze definitie de betekenis van het separatorsymbool “:”, dat voorkomt in de
specificatie van een eigenschap: met dit symbool wordt aangegeven dat de mogelijke waarden voor de
eigenschap “id : s” beperkt zijn tot de waarden uit het domein van het type met specificatie “s”.
De verzameling van domeinen Dts
Definitie 2.41 (Verzameling van domeinen) Voor elk objecttype ts ∈ Tobject wordt de verzameling
van domeinen Dts gedefinieerd als:
Dts , {domts|ts ∈ Tliteral ∪ Treference ∪ Tobject}

De verzameling van operatoren Ots
Bij de definitie van de verzameling van operatoren Ots, die gedefinieerd is voor een gegeven objecttype met
specificatie ts, wordt een onderscheid gemaakt tussen twee verzamelingen van operatoren: de verzameling
Ointernts van de “interne” operatoren die gedefinieerd zijn voor alle objecttypes en bepaald zijn door het
datamodel zelf en de verzameling Oexternts van de “externe” operatoren die eigen zijn aan het betreffende
objecttype en door de gebruiker als externe operatoren zijn opgegeven.
Definitie 2.42 (Verzameling van operatoren) Voor elk objecttype ts ∈ Tobject wordt de verzameling
van operatoren Ots gedefinieerd als
Ots , Ointernts ∪Oexternts
waarbij:
1. Ointernts , {= : (domts)2 → domBoolean,
6= : (domts)2 → domBoolean,
set element : domts × {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) :




clear element : domts × {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) :
ts′ ∈ Tliteral ∪ Treference ∧ id′ = id)} → domts,
. : domts × {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) :





68 HOOFDSTUK 2. HET TYPESYSTEEM
2. Oexternts , {id : s|id : s ∈ fchar(ts) ∧ s ∈ Vsignat}

De verzameling van axioma’s Ats
Definitie 2.43 (Verzameling van axioma’s) Voor een objecttype ts ∈ Tobject zijn de axioma’s uit
Ats:
1. de semantiek van de binaire operator =
(a) ∀ n,m ∈ N0, ∀ Struct (id1 : v1; . . . ; idn : vn),Struct (id′1 : v′1; . . . ; id′m : v′m) ∈ domts \ {⊥ts} :
=(Struct (id1 : v1; . . . ; idn : vn),Struct (id′1 : v
′





True als (n = m) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ n, j ∈ N0 : idi = id′j ∧ vi = v′j)
False in alle andere gevallen
(b) ∀ X ∈ domts : (=(X,⊥ts) = ⊥Boolean) ∧ (=(⊥ts, X) = ⊥Boolean)
2. de semantiek van de binaire operator 6=
(a) ∀ n,m ∈ N0, ∀ Struct (id1 : v1; . . . ; idn : vn),Struct (id′1 : v′1; . . . ; id′m : v′m) ∈ domts \ {⊥ts} :
6=(Struct (id1 : v1; . . . ; idn : vn),Struct (id′1 : v′1; . . . ; id′m : v′m)) ={
True als (n 6= m) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : idi 6= id′j ∨ vi 6= v′j)
False in alle andere gevallen
(b) ∀ X ∈ domts : ( 6=(X,⊥id) = ⊥Boolean) ∧ (6=(⊥id, X) = ⊥Boolean)
3. de semantiek van de ternaire operator set element
(a) ∀ n ∈ N0, ∀ Struct (id1 : v1; . . . ; idn : vn) ∈ domts \ {⊥ts},




set element(Struct (id1 : v1; . . . ; idn : vn), idi, v) =
Struct (id1 : v1; . . . ; idi : v; . . . ; idn : vn)
als ∃ id′ : ts′ ∈ {id′ : s′|id′ : s′ ∈ fchar(ts) ∧ s′ 6∈ Vsignat} : id′ = idi ∧ v ∈ domts′
Struct (id1 : v1; . . . ; idi : ⊥ts′ ; . . . ; idn : vn)
als ∃ id′ : ts′ ∈ {id′ : s′|id′ : s′ ∈ fchar(ts) ∧ s′ 6∈ Vsignat} : id′ = idi ∧ v 6∈ domts′
hierbij is ⊥ts′ een niet-gedefinieerde waarde uit het domein van het type met specificatie ts′;
(b) ∀ id ∈ {id1, . . . , idn}, ∀ v ∈
⋃
ts∈Tliteral∪Treference
domts : set element(⊥ts, id, v) = ⊥ts
4. de semantiek van de binaire operator clear element
(a) ∀ n ∈ N0, ∀ Struct (id1 : v1; . . . ; idn : vn) ∈ domts \ {⊥ts}, ∀ idi ∈ {id1, . . . , idn} :
clear element(Struct (id1 : v1; . . . ; idn : vn), idi) =
Struct (id1 : v1; . . . ; idi : ⊥ts′ ; . . . ; idn : vn)
hierbij is ⊥ts′ een niet-gedefinieerde waarde uit het domein van het type (met specificatie) ts′
van de karakteristiek idi : ts′ ∈ fchar(ts) die ge¨ıdentificeerd wordt door de identificator idi;
(b) ∀ id ∈ {id1, . . . , idn} : clear element(⊥ts, id) = ⊥ts
5. de semantiek van de binaire operator .
(a) ∀ n ∈ N0, ∀ Struct (id1 : v1; . . . ; idn : vn) ∈ domts \ {⊥ts}, ∀ idi ∈ {id1, . . . , idn} :
.(Struct (id1 : v1; . . . ; idn : vn), idi) = vi
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(b) ∀ idi ∈ {id1, . . . , idn} : .(⊥ts, idi) = ⊥ts′
hierbij is ⊥ts′ een niet-gedefinieerde waarde uit het domein van het type (met specificatie)
ts′ van de karakteristiek idi : ts′ ∈ fchar(ts) die ge¨ıdentificeerd wordt door de identificator idi;
6. de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥id
deze operatie geeft steeds een niet-gedefinieerde waarde van een objecttype terug;
7. de semantiek van de operatoren uit Oexternts
de semantiek van elk van de operatoren uit Oexternts wordt extern vastgelegd. Hierom worden met
betrekking tot deze operatoren geen axioma’s in Ats opgenomen.

Met deze laatste definitie is de typespecificatie van de objecttypes volledig.
2.9.4 De verzameling van de eigenschappen en componenten van
eigenschappen van een objecttype
Voor de beknoptheid en leesbaarheid van de verdere definities is het nuttig om een vereenvoudigde
notatie in te voeren voor de verzameling van alle eigenschappen en componenten van eigenschappen van
een objecttype. Hiertoe wordt de functie fprop gedefinieerd.
Definitie 2.44 (Functie fprop) De functie fprop wordt gedefinieerd als:
fprop : Tobject → ℘(Vchar)
ts 7→ fprop(ts)
hierbij wordt fprop(ts) gedefinieerd als:
fprop(ts) = {id′ : s′|(id′ : s′ ∈ {id : s|id : s ∈ fchar(ts) ∧ s 6∈ Vsignat}) ∨
(∃ id′′ : s′′ ∈ fchar(ts) : s′′ ∈ Tstruct ∧ id′ : s′ ∈ fcomp(s′′)) ∨
(∃ id′′ : s′′ ∈ fchar(ts), ∃ ts′ ∈ Tstruct : s′′ ∈ Xts′ ∧ id′ : s′ ∈ fcomp(ts′)) ∨
(∃ id′′ : s′′ ∈ fchar(ts), ∃ ts′ ∈ Tstruct : (s′′ ∈ Tstruct) ∧
(∃ id′′′ : s′′′ ∈ fcomp(s′′) : s′′′ ∈ Xts′ ∧ id′ : s′ ∈ fcomp(ts′)))}




∀ ts ∈ Xts′ : Set(ts) ∈ Xts′ ∧Bag(ts) ∈ Xts′ ∧ List(ts) ∈ Xts′ ∧Array(ts) ∈ Xts′

Uit bovenstaande definitie volgt dat de verzameling fprop(ts) voor een gegeven objecttype met specificatie
ts bestaat uit:
1. de (overgee¨rfde) eigenschappen van ts;
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2. de componenten van de (overgee¨rfde) eigenschappen van ts die een gestructureerd type hebben;
3. de componenten van de gestructureerde types die voorkomen in de typespecificatie van een Set, Bag,
List of Array collectietype dat op zijn beurt voorkomt als type van een (overgee¨rfde) eigenschap
van ts;
4. de componenten van de gestructureerde types die voorkomen in de typespecificatie van een Set,
Bag, List of Array collectietype, dat op zijn beurt voorkomt als type van een component van een
(overgee¨rfde) eigenschap van ts die een gestructureerd type heeft.
De componenten uit de drie laatste punten van deze opsomming worden componenten van een eigenschap
van het objecttype met specificatie ts genoemd.
2.9.5 De verzameling van de externe operaties van een objecttype
Voor de volledigheid wordt tevens een functie fsign ingevoerd, die de verzameling van alle externe operaties
van een objecttype teruggeeft.
Definitie 2.45 (Functie fsign) De functie fsign wordt gedefinieerd als:
fsign : Tobject → ℘(Vchar)
ts 7→ fsign(ts)
waarbij:
fsign(ts) , {id : s|id : s ∈ fchar(ts) ∧ s ∈ Vsignat}

Naast de functies fprop en fsign worden er nog andere operatoren gedefinieerd die inwerken op een
objecttype. Hiertoe is het echter nodig om te beschikken over de volledige typespecificatie van de referentie-
types. Met het voorgaande is al het nodige voorhanden om de referentietypes formeel te specificeren, wat
gebeurt in de eerstvolgende deelsectie. Daarna volgt de definitie van de andere operatoren die gedefinieerd
zijn over de verzameling Tobject.
2.9.6 De specificatie van de referentietypes
Voor de formele specificatie van de referentietypes wordt gebruik gemaakt van de verzameling Tobject
van alle mogelijke uitdrukkingen die voldoen aan de syntaxis van een typespecificatie van een objecttype.
Hiermee komt het nauwe verband tussen beide types tot uiting.
Zoals reeds aangehaald werd bij de inleidende bespreking van de referentietypes (deelsectie 2.4) wordt
er binnen het formalisme een onderscheid gemaakt tussen enkelwaardige en meerwaardige referentietypes.
De enkelwaardige referentietypes
Elk element van het domein van een enkelwaardig referentietype is een object-identificator die gebruikt
wordt als “wijzer” naar e´e´n element uit het domein van het objecttype dat gespecificeerd wordt door de
syntaxis van het referentietype en het gerelateerd objecttype genoemd wordt. M.a.w. elk element van het
domein van een enkelwaardig referentietype refereert aan een element van het domein van het gerelateerd
objecttype.
Definitie 2.46 (Enkelwaardig referentietype) De typespecificaties van de enkelwaardige referentie-
types worden gedefinieerd door:
• de syntaxis:
∀ ts ∈ Tobject : Ref (ts) ∈ Treference
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• de semantiek:
1. het domein:
domRef(ts) , {oid|(oid ∈ IDΣ) ∧ (∃ [oid′, N, ts, v] ∈ V extentt : oid′ = oid)} ∪ {⊥Ref(ts)}
waarbij V extentt de extentie is van het objecttype t met specificatie spec(t) = ts (definities 2.70
en 2.71);
2. de verzameling van domeinen DRef(ts)




3. de verzameling van operatoren ORef(ts):
ORef(ts) , {= : (domRef(ts))2 → domBoolean,
6= : (domRef(ts))2 → domBoolean,
↑ : domRef(ts) → domts,
set element : domRef(ts) × {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) :





clear element : domRef(ts) × {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) :
id′ = id ∧ ts′ ∈ Tliteral ∪ Treference)} → domts,
. : domRef(ts) × {id|(id ∈ IDΣ) ∧






4. de axioma’s uit ARef(ts):
(a) de semantiek van de binaire operatoren = en 6=
uit de definitie van domRef(ts) volgt dat:
domRef(ts) \ {⊥Ref(ts)} ⊆ IDΣ
hierdoor hebben de binaire operatoren = en 6= dezelfde semantiek als de gelijknamige
binaire operatoren = en 6= die gedefinieerd zijn over IDΣ (definitie 2.8). Voor niet-
gedefinieerde argumentwaarden geldt er bij definitie:
∀ x ∈ domRef(ts) : relat(x,⊥Ref(ts)) = relat(⊥Ref(ts), x) = ⊥Boolean
waarbij “relat” een variabele copula is die achtereenvolgens de symbolen = en 6= aanneemt;
(b) de semantiek van de unaire operator ↑
i. ∀ oid ∈ domRef(ts) \ {⊥Ref(ts)} : ↑(oid) = v
waarbij v de waarde is die benoemd wordt door de object-identificator oid, m.a.w.
v is de waarde van het object [oid,N, ts, v] waaraan gerefereerd wordt (cf. de definitie
van het domein domRef(ts));
ii. ↑(⊥Ref(ts)) = ⊥ts
waarbij ⊥ts een niet-gedefinieerde waarde voorstelt uit het domein van het objecttype
met specificatie ts;
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(c) de semantiek van de ternaire operator set element




∀ id ∈ {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) : id′ = id ∧ ts′ ∈ Tliteral ∪ Treference)} :
set element(oid, id, v) = set element(↑(oid), id, v)
(d) de semantiek van de binaire operator clear element
∀ oid ∈ domRef(ts),
∀ id ∈ {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) : id′ = id ∧ ts′ ∈ Tliteral ∪ Treference)} :
clear element(oid, id) = clear element(↑(oid), id)
(e) de semantiek van de binaire operator .
∀ oid ∈ domRef(ts),
∀ id ∈ {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) : id′ = id ∧ ts′ ∈ Tliteral ∪ Treference)} :
.(oid, id) = .(↑(oid), id)
(f) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥Ref(ts)
deze operatie geeft steeds een niet-gedefinieerde enkelwaardige referentie terug.

Voorbeeld 2.8
Veronderstel dat er een specificatie van een objecttype met naam TPersoon bestaat, dan is
Ref (TPersoon)
een voorbeeld van een specificatie van een enkelwaardig referentietype. 
De meerwaardige referentietypes
De elementen uit het domein van een meerwaardig referentietype kunnen worden gezien als eindige col-
lecties van object-identificatoren. Elke object-identificator wordt opnieuw gebruikt als “wijzer” naar e´e´n
element uit het domein van het objecttype dat gespecificeerd wordt door de syntaxis van het referentietype
en ook hier het gerelateerd objecttype wordt genoemd. Hierdoor refereert elk element uit het domein van
een meerwaardig referentietype aan een eindige collectie van elementen van het domein van het gerelateerd
objecttype.
Binnen het domein van een meerwaardig referentietype kan maar e´e´n soort collecties voorkomen.
Er wordt een onderscheid gemaakt tussen domeinen die bestaan uit verzamelingen (in welk geval het
referentietype wordt aangegeven met een typegenerator SetRef), domeinen die bestaan uit bags (in welk
geval het referentietype wordt aangegeven met een typegenerator BagRef) en domeinen die bestaan uit
lijsten (in welk geval het referentietype wordt aangegeven met een typegenerator ListRef).
Definitie 2.47 (Meerwaardig referentietype) De typespecificaties van de meerwaardige referentie-
types worden gedefinieerd door:
• de syntaxis:
∀ ts ∈ Tobject : (SetRef (ts) ∈ Treference)
∧ (BagRef (ts) ∈ Treference) ∧ (ListRef (ts) ∈ Treference)
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• de semantiek:
– een meerwaardig referentietype SetRef (ts), ts ∈ Tobject heeft bij definitie dezelfde semantiek
als het verzamelingtype dat zou gedefinieerd zijn over het enkelwaardig referentietype Ref (ts)
(cf. definitie 2.12);
– een meerwaardig referentietype BagRef (ts), ts ∈ Tobject heeft bij definitie dezelfde semantiek
als het bagtype dat zou gedefinieerd zijn over het enkelwaardig referentietype Ref (ts) (cf.
definitie A.10);
– een meerwaardig referentietype ListRef (ts), ts ∈ Tobject heeft bij definitie dezelfde semantiek
als het lijsttype dat zou gedefinieerd zijn over het enkelwaardig referentietype Ref (ts) (cf.
definitie A.11);

Opmerking. Om syntactische redenen zijn de meerwaardige referentietypes niet gedefinieerd als col-
lectietypes. Een belangrijk verschilpunt tussen beide (soorten) types is de “recursieve” aard van de definitie
van de collectietypes. Hierdoor kunnen collecties “ingebed” zijn in andere collecties (cf. deelsectie 2.6),
wat voor de conformiteit met het ODMG-model niet gewenst is voor collecties van object-identificatoren.
Verder is het onderscheid tussen referentietypes en collectietypes essentieel voor de formalisering van de
eigenschappen van een objecttype (cf. definitie 2.28).
Voorbeeld 2.9
Veronderstel opnieuw dat er een objecttype met naam TPersoon bestaat, dan zijn
SetRef (TPersoon), BagRef (TPersoon) en ListRef (TPersoon)
voorbeelden van specificaties van meerwaardige referentietypes. 
De verzameling van de eigenschappen en componenten van eigenschappen van een
referentietype
Het gerelateerd objecttype is een “volwaardig” objecttype —m.a.w. het is een element van de verzameling
Tobject— dat eigenschappen kan bevatten welke op hun beurt componenten kunnen hebben. Dergelijke
“gerelateerde” eigenschappen en “gerelateerde” componenten worden de eigenschappen en componenten
van het referentietype genoemd.
De verzameling van alle eigenschappen van een referentietype en hun componenten wordt formeel gede-
finieerd aan de hand van de functie frelat. Omdat een eigenschap of een component van een referentietype
een referentie kan zijn (cf. definities 2.17 en 2.30), waarvan het referentietype opnieuw eigenschappen en
componenten kan hebben, die ook beschouwd worden als componenten en eigenschappen van het eerste
referentietype, enz. wordt de functie frelat gedefinieerd als:
Definitie 2.48 (Functie frelat) De functie frelat wordt gedefinieerd als:
frelat : Treference → ℘(Vchar)
ts 7→ frelat(ts)
hierbij stelt frelat(ts) de verzameling voor van alle eigenschappen en componenten van het referentietype
met specificatie ts, wat als volgt inductief gedefinieerd wordt:
• Basisstap. Bij definitie zijn alle eigenschappen van het gerelateerd objecttype eigenschappen van het
referentietype en geldt hetzelfde voor hun componenten, d.i.:
∀ ts ∈ {Ref (ts′),SetRef (ts′),BagRef (ts′),ListRef (ts′)} : fprop(ts′) ⊆ frelat(ts)
hierbij is fprop de functie die de verzameling van alle eigenschappen en componenten van eigen-
schappen van een gegeven objecttype teruggeeft (definitie 2.44).
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• Inductiestap. Als, m.b.t. het referentietype met specificatie ts, een eigenschap of component uit
frelat(ts) een referentie is, zijn alle eigenschappen (resp. componenten van eigenschappen) van het
referentietype van deze referentie tevens eigenschappen (resp. componenten) van het referentietype
met specificatie ts, d.i.:
∀ id′ : s′ ∈ frelat(ts) : s′ ∈ {Ref (ts′),SetRef (ts′),BagRef (ts′),ListRef (ts′)} ⇒
fprop(ts′) ⊂ frelat(ts)

De verzameling van de externe operaties van een referentietype
Voor het gerelateerd objecttype kunnen er ook externe operaties zijn gespecificeerd. Een dergelijke “gere-
lateerde” externe operatie wordt een externe operatie van het referentietype genoemd.
De verzameling van alle externe operaties van een referentietype wordt —naar analogie met de eigen-
schappen van een externe operatie— formeel gedefinieerd aan de hand van de functie frelatsign.
Definitie 2.49 (Functie frelatsign) De functie frelatsign wordt gedefinieerd als:
frelatsign : Treference → ℘(Vchar)
ts 7→ frelatsign(ts)
hierbij is frelatsign(ts) de verzameling van alle externe operaties van het referentietype met specificatie ts
en geldt de volgende inductieve definitie:
• Basisstap. Bij definitie zijn alle externe operaties van het gerelateerd objecttype externe operaties
van het referentietype, d.i.:
∀ ts ∈ {Ref (ts′),SetRef (ts′),BagRef (ts′),ListRef (ts′)} : fsign(ts′) ⊆ frelatsign(ts)
hierbij is fsign de functie die de verzameling van alle externe operaties van een gegeven objecttype
teruggeeft (definitie 2.45).
• Inductiestap. Als, m.b.t. het veralgemeend referentietype met specificatie ts, een eigenschap of
component van een eigenschap uit frelat(ts) een referentie is, zijn alle externe operaties van het
referentietype van deze referentie tevens externe operaties van het referentietype met specificatie ts,
d.i.:
∀ id′ : s′ ∈ frelat(ts) : s′ ∈ {Ref (ts′),SetRef (ts′),BagRef (ts′),ListRef (ts′)} ⇒
fsign(ts′) ⊂ frelatsign(ts)

Operaties over de specificaties van de referentietypes
Over de verzameling Treference worden de volgende operatoren gedefinieerd:
Definitie 2.50 (Verzameling Oref)
Oref , {frelat : Treference → ℘(Vchar)
frelatsign : Treference → ℘(Vchar)}
waarbij de semantiek van deze operatoren gegeven wordt door:
1. de semantiek van unaire operator frelat
de semantiek van de operator frelat wordt volledig bepaald door definitie 2.48;
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2. de semantiek van unaire operator frelatsign
de semantiek van de operator frelatsign wordt volledig bepaald door definitie 2.49.

Met deze definitie zijn de specificaties van de referentietypes volledig gedefinieerd en zijn al de nodige
operatoren voorhanden om de bespreking van de objecttypes te vervolledigen.
2.9.7 De verzameling van de gerelateerde eigenschappen en componenten
van eigenschappen van een objecttype
Aangezien uit de definities 2.20 en 2.35 volgt dat de specificatie van een objecttype referenties kan be-
vatten en een referentietype “gerelateerde” eigenschappen en componenten kan hebben, is het nuttig om
eveneens te beschikken over de verzameling van alle aan een objecttype “gerelateerde” eigenschappen en
componenten van eigenschappen. Hiertoe wordt er ook voor de objecttypes een functie frelat gedefinieerd.
Definitie 2.51 (Functie frelat) De functie frelat wordt gedefinieerd als:
frelat : Tobject → ℘(Vchar)
ts 7→ frelat(ts)
waarbij frelat(ts) gedefinieerd wordt als:
frelat(ts) = {id′ : s′|∃ id′′ : s′′ ∈ fprop(ts) : s′′ ∈ Treference ∧ id′ : s′ ∈ frelat(s′′)}

Opmerking. Bemerk dat dit geen recursieve definitie is. De functie frelat die voorkomt binnen de acco-
lades, werkt in op de specificatie van een referentietype en is aldus de functie frelat zoals die gedefinieerd
werd door definitie 2.48.
2.9.8 De verzameling van de gerelateerde externe operaties van een
objecttype
Omdat uit de definities 2.20 en 2.35 volgt dat een objecttype referenties kan bevatten en een referentie-
type “gerelateerde” externe operaties kan hebben, wordt er ook voor de objecttypes een functie frelatsign
gedefinieerd, die de verzameling van alle aan een objecttype “gerelateerde” externe operaties teruggeeft.
Definitie 2.52 (Functie frelatsign) De functie frelatsign wordt gedefinieerd als:
frelatsign : Tobject → ℘(Vchar)
ts 7→ frelatsign(ts)
waarbij frelatsign(ts) gedefinieerd wordt als:
frelatsign(ts) = {id′ : s′|∃ id′′ : s′′ ∈ fprop(ts) : s′′ ∈ Treference ∧ id′ : s′ ∈ frelatsign(s′′)}

Opmerking. Deze definitie is niet recursief omdat de functie frelatsign die voorkomt binnen de accolades
inwerkt op de specificatie van een referentietype en aldus de functie frelatsign is, zoals die gedefinieerd
werd door definitie 2.49.
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2.9.9 De identificatie van een karakteristiek
Om op een ondubbelzinnige manier de eigenschappen en de componenten van de eigenschappen van
een objecttype te kunnen identificeren, worden er —net als voor de componenten van een gestructureerd
type— padexpressies gedefinieerd. Evenzo worden de “gerelateerde” eigenschappen en hun componenten
ge¨ıdentificeerd aan de hand van een padexpressie.
Om de externe operaties en “gerelateerde” externe operaties van een objecttype op een e´e´nduidige
manier te kunnen identificeren, worden er ook voor deze operaties padexpressies7 gedefinieerd.
Definitie 2.53 (Padexpressies voor een objecttype) De padexpressies voor de al dan niet gerela-
teerde (overgee¨rfde) karakteristieken en voor de componenten van deze al dan niet gerelateerde (overgee¨rf-
de) karakteristieken van een objecttype worden formeel gedefinieerd aan de hand van de functie path:
path : Tobject × Vchar →ID∗Σ
ts, id : s 7→ idpath als id : s ∈ fprop(ts) ∪ frelat(ts) ∪ fsign(ts) ∪ frelatsign(ts)
ts, id : s 7→ ⊥IDΣ in alle andere gevallen
hierbij geldt voor idpath dat:
• Indien id : s ∈ fprop(ts) geldt het volgende:
1. voor een eigenschap id : s ∈ fchar(ts) is de padexpressie idpath opgebouwd als:
ts.id
2. voor een component id : s van een eigenschap id′ : s′ ∈ fchar(ts) met een gestructureerd type
(d.i. s′ ∈ Tstruct), wordt de padexpressie idpath als volgt inductief gedefinieerd:
– Basisstap. Is s′ = Struct id′′(id′′1 : s
′′




n), n ∈ N0 en geldt er dat ∃ 1 ≤ i ≤ n,
i ∈ N0 : id′′i : s′′i = id : s dan wordt de padexpressie idpath opgebouwd als:
ts.id′.id′′i
– Inductiestap. Voor een component id : s van een component met een gestructureerd com-
ponenttype die als padexpressie de identificator id′ heeft, wordt de padexpressie idpath
gedefinieerd als:
id′.id
3. voor een component id : s van een gestructureerd type met specificatie s′′ dat voorkomt in de
typespecificatie s′ van een collectietype met typegenerator Set, Bag, List of Array, dat op
zijn beurt voorkomt als type van een (overgee¨rfde) eigenschap id′ : s′ ∈ fchar(ts), wordt de
padexpressie idpath op een analoge wijze gedefinieerd als in het vorig punt, d.i.:
– Basisstap. Is s′′ = Struct id′′(id′′1 : s
′′
1 ; . . . ; id
′′
n : s′′n), n ∈ N0 en geldt er dat ∃ 1 ≤ i ≤ n,
i ∈ N0 : id′′i : s′′i = id : s dan wordt de padexpressie idpath opgebouwd als:
ts.id′.id′′i
– Inductiestap. Voor een component id : s van een component die als padexpressie de iden-
tificator id′ heeft, wordt de padexpressie idpath gedefinieerd als:
id′.id
4. voor een component id : s van een gestructureerd type met specificatie s′′ dat voorkomt in de
typespecificatie s′ van een collectietype met typegenerator Set, Bag, List of Array, dat op
zijn beurt voorkomt als type van een component id′ : s′ van een (overgee¨rfde) eigenschap van
de beschouwde typespecificatie ts, wordt de padexpressie idpath gedefinieerd als:
7Hierbij wordt er —in tegenstelling tot wat sommige andere auteurs voorstellen (Lausen en Vossen 1998) —geen rekening
gehouden met de eventuele argumentwaarden van de operatie. Argumentwaarden worden in dit werk pas ingevoerd indien
een dergelijke padexpressie deel uitmaakt van een expressie. Dit wordt uitgebreid behandeld in deelsectie 3.2.
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– Basisstap. Is s′′ = Struct id′′(id′′1 : s
′′




n), n ∈ N0, geldt er dat ∃ 1 ≤ i ≤ n,
i ∈ N0 : id′′i : s′′i = id : s en is de padexpressie voor de component id′ : s′ opgebouwd als
ts.id′1. · · · .id′m, m ∈ N0 (cf. punt 2) dan wordt de padexpressie idpath gedefinieerd als:
ts.id′1. · · · .id′m.id′′i
– Inductiestap. Voor een component id : s van een component die als padexpressie de iden-
tificator id′ heeft, wordt de padexpressie idpath gedefinieerd als:
id′.id
• Indien id : s ∈ frelat(ts) geldt het volgende:
wordt een referentie
id′ : s′ ∈ fprop(ts), s′ ∈ {Ref (ts′),SetRef (ts′),BagRef (ts′),ListRef (ts′)}
ge¨ıdentificeerd door de padexpressie
ts.id′1. · · · .id′m, m ∈ N0
(die opgebouwd is volgens de hierboven gegeven definities) en wordt een al dan niet overgee¨rfde
eigenschap of component van een al dan niet overgee¨rfde eigenschap
id : s ∈ fprop(ts′)
van het type van deze referentie als eigenschap of component van een eigenschap van het ge¨ıdentifi-
ceerd door de padexpressie
ts′.id1. · · · .idn, n ∈ N0
(die eveneens opgebouwd is volgens de hierboven gegeven definities), dan wordt de padexpressie
idpath van id : s als gerelateerde eigenschap of component van een gerelateerde eigenschap van het
objecttype ts gedefinieerd als:
ts.id′1. · · · .id′m.id1. · · · .idn
• Indien id : s ∈ fsign(ts) geldt het volgende:
voor een externe operatie id : s ∈ fsign(ts) van het objecttype met specificatie ts wordt de pad-
expressie idpath gedefinieerd als:
ts.id
• Indien id : s ∈ frelatsign(ts) geldt het volgende:
voor een al dan niet overgee¨rfde externe operatie id : s van het type van een referentie
id′ : s′ ∈ fprop(ts), s′ ∈ {Ref (ts′),SetRef (ts′),BagRef (ts′),ListRef (ts′)}
die ge¨ıdentificeerd wordt door de padexpressie
ts.id1. · · · .idn, n ∈ N0
(die opgebouwd is volgens de hierboven gegeven definities), wordt de padexpressie idpath als volgt
gedefinieerd:
ts.id1. · · · .idn.id

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Voorbeeld 2.10
Met de specificatie van het objecttype TPatient uit voorbeeld 2.6:
• worden de eigenschappen “Kinderen : ListRef (TPersoon)” en “Bloedgroep : TBloedgroep” res-
pectievelijk ge¨ıdentificeerd door de padexpressies
TPatient.Kinderen en TPatient.Bloedgroep
• wordt de component “Postcode : String” van de eigenschap “Thuisadres : TAdres” ge¨ıdentificeerd
door de padexpressie
TPatient.Thuisadres.Postcode
• wordt de component “Waarde : Real” van het gestructureerde type “TMeetresultaat” uit de
eigenschap “Lichaamslengte : List(TMeetresultaat)” ge¨ıdentificeerd door de padexpressie
TPatient.Lichaamslengte.Waarde
Met de specificatie van het objecttype TPersoon uit het voorbeeld 2.6:
• wordt de eigenschap “V oornamen : List(String)” van het via de referentie
Kinderen : ListRef (TPersoon)
gerelateerde objecttype “TPersoon” ge¨ıdentificeerd door de padexpressie:
TPersoon.Kinderen.V oornamen
• wordt de component “Jaar : Integer” van de eigenschap “Geboortedatum : TDatum” van de
referentie “Kinderen : ListRef (TPersoon)” ge¨ıdentificeerd door de padexpressie:
TPersoon.Kinderen.Geboortedatum.Jaar
• wordt de externe operator
V oeg kind toe : Signat((Nieuw kind : Ref (TPersoon))→ Void)
ge¨ıdentificeerd door de padexpressie:
TPersoon.V oeg kind toe
• wordt de externe operator
Adreswijziging : Signat((Nieuw adres : TAdres)→ Void)
die gerelateerd is aan het type “ListRef (TPersoon)” van de referentie
Kinderen : ListRef (TPersoon)
ge¨ıdentificeerd door de padexpressie:
TPersoon.Kinderen.Adreswijziging

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2.9.10 Operaties over de specificaties van de objecttypes
Definitie 2.54 (Verzameling Oobject) Over de verzameling Tobject worden de volgende operatoren ge-
definieerd:
Oobject , {= : T 2object → domBoolean,
6= : T 2object → domBoolean,
≈ : T 2object → domBoolean,
≺ : T 2object → domBoolean,
 : T 2object → domBoolean,
id→ : T 2object → domBoolean, waarbij id ∈ IDΣ,
identify : Tobject → IDΣ,
add : Tobject × Vchar → Tobject,
add parent : T 2object → Tobject,
remove : Tobject × IDΣ → Tobject,
remove parent : Tobject × IDΣ → Tobject,
fchar : Tobject → ℘(Vchar),
fprop : Tobject → ℘(Vchar),
fsign : Tobject → ℘(Vchar),
frelat : Tobject → ℘(Vchar),
frelatsign : Tobject → ℘(Vchar),
path : Tobject × Vchar → ID∗Σ,
fpath : Tobject → ℘(IDΣ),
~fpath : Tobject → ℘(IDΣ),
Fpath : Tobject → ℘(IDΣ),
~Fpath : Tobject → ℘(IDΣ)}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de unaire operator identify
identify : Tobject → IDΣ
Class id(id1 : s1; . . . ; idn : sn) 7→ id
Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn) 7→ id
Class id : îd1, . . . , îdm( ) 7→ id
2. de semantiek van de binaire operator =
∀ ts, ts′ ∈ Tobject : =(ts, ts′) =
{
True als (identify(ts) = identify(ts′)) ∧ (fchar(ts) = fchar(ts′))
False in alle andere gevallen
3. de semantiek van de binaire operator 6=
∀ ts, ts′ ∈ Tobject : 6=(ts, ts′) =
{
True als (identify(ts) 6= identify(ts′)) ∨ (fchar(ts) 6= fchar(ts′))
False in alle andere gevallen
4. de semantiek van de binaire operatoren ≺ en 
• ∀ Class id(id1 : s1; . . . ; idn : sn),Class id′(id′1 : s′1; . . . ; id′n′ : s′n′) ∈ Tobject :
(id, id′) = ≺(id′, id) = (id′, id) = ≺(id, id′) = False
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• ∀ Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn),Class id′(id′1 : s′1; . . . ; id′n′ : s′n′) ∈ Tobject :
((id′, id) = ≺(id, id′) = False) ∧
(id, id′) = ≺(id′, id) =
{
True als ∃ 1 ≤ i ≤ m, i ∈ N0 : (id′ = îdi) ∨ ((îdi, id′) = True)
False in alle andere gevallen
• ∀ Class id : îd1, . . . , îdm( ),Class id′(id′1 : s′1; . . . ; id′n′ : s′n′) ∈ Tobject :
((id′, id) = ≺(id, id′) = False) ∧
(id, id′) = ≺(id′, id) =
{
True als ∃ 1 ≤ i ≤ m, i ∈ N0 : (id′ = îdi) ∨ ((îdi, id′) = True)
False in alle andere gevallen
• ∀ Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn),
Class id′ : îd
′










n′) ∈ Tobject :
(id, id′) = ≺(id′, id) =
{
True als ∃ 1 ≤ i ≤ m, i ∈ N0 : (id′ = îdi) ∨ ((îdi, id′) = True)
False in alle andere gevallen
• ∀ Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn),Class id′ : îd
′
1, . . . , îd
′
m′( ) ∈ Tobject :
(id, id′) = ≺(id′, id) =
{
True als ∃ 1 ≤ i ≤ m, i ∈ N0 : (id′ = îdi) ∨ ((îdi, id′) = True)
False in alle andere gevallen
• ∀ Class id : îd1, . . . , îdm( ),Class id′ : îd
′










n′) ∈ Tobject :
(id, id′) = ≺(id′, id) =
{
True als ∃ 1 ≤ i ≤ m, i ∈ N0 : (id′ = îdi) ∨ ((îdi, id′) = True)
False in alle andere gevallen
• ∀ Class id : îd1, . . . , îdm( ),Class id′ : îd
′
1, . . . , îd
′
m′( ) ∈ Tobject :
(id, id′) = ≺(id′, id) =
{
True als ∃ 1 ≤ i ≤ m, i ∈ N0 : (id′ = îdi) ∨ ((îdi, id′) = True)
False in alle andere gevallen
5. de semantiek van de binaire operator ≈
∀ ts, ts′ ∈ Tobject : ≈(ts, ts′) ={
True als (fchar(ts) = fchar(ts′)) ∨ (tsts′) ∨ (ts′ts) ∨ (∃ ts′′ ∈ Tobject : tsts′′ ∧ ts′ts′′)
False in alle andere gevallen
deze operator geeft aan of twee specificaties van objecttypes type-compatibel zijn, wat als volgt wordt
verwoord: twee typespecificaties ts en ts′ zijn dan en slechts dan type-compatibel als ofwel
• beide typespecificaties gelijke verzamelingen van karakteristieken hebben, ofwel
• de ene typespecificatie erft van de andere typespecificatie, ofwel
• beide typespecificaties een gemeenschappelijk supertype hebben;
6. de semantiek van de binaire operatoren id→ met id ∈ IDΣ
∀ id ∈ IDΣ, ∀ ts1, ts2 ∈ Tobject :
id→(ts1, ts2) =

True als ∃ id′ : s′ ∈ fprop(ts1) : (path(ts1, id′ : s′) = id) ∧
(s′ ∈ {Ref (ts2),SetRef (ts2),BagRef (ts2),ListRef (ts2)})
False in alle andere gevallen
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7. de semantiek van de binaire operator add
• ∀ Class id(id1 : s1; . . . ; idn : sn) ∈ Tobject, ∀ id′ : s′ ∈ Vchar :
add(Class id(id1 : s1; . . . ; idn : sn), id′ : s′) ={
Class id(id1 : s1; . . . ; idn : sn; id′ : s′) als (id 6= id′) ∧ (id′ : s′ 6∈ {id1 : s1, . . . , idn : sn})
Class id(id1 : s1; . . . ; idn : sn) als (id = id′) ∨ (id′ : s′ ∈ {id1 : s1, . . . , idn : sn})
• ∀ Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn) ∈ Tobject, ∀ id′ : s′ ∈ Vchar :
add(Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn), id′ : s′) =
Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn; id′ : s′)
als (id 6= id′) ∧ (∀ 1 ≤ i ≤ m, i ∈ N0 : id′ 6= îdi) ∧ (id′ : s′ 6∈ {id1 : s1, . . . , idn : sn})
Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn)
als (id = id′) ∨ (∃ 1 ≤ i ≤ m, i ∈ N0 : id′ = îdi) ∨ (id′ : s′ ∈ {id1 : s1, . . . , idn : sn})
• ∀ Class id : îd1, . . . , îdm( ) ∈ Tobject, ∀ id′ : s′ ∈ Vchar :
add(Class id : îd1, . . . , îdm( ), id′ : s′) ={
Class id : îd1, . . . , îdm(id′ : s′) als (id 6= id′) ∧ (∀ 1 ≤ i ≤ m, i ∈ N0 : id′ 6= îdi)
Class id : îd1, . . . , îdm( ) als (id = id′) ∨ (∃ 1 ≤ i ≤ m, i ∈ N0 : id′ = îdi)
8. de semantiek van de binaire operator add parent
• ∀ Class id(id1 : s1; . . . ; idn : sn),Class id′(id′1 : s′1; . . . ; id′n′ : s′n′) ∈ Tobject :
add parent(Class id(id1 : s1; . . . ; idn : sn),Class id′(id′1 : s
′





Class id : id′(id1 : s1; . . . ; idn : sn) als (id 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi)
Class id(id1 : s1; . . . ; idn : sn) als (id = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi)
• ∀ Class id(id1 : s1; . . . ; idn : sn),Class id′ : îd
′










n′) ∈ Tobject :
add parent(Class id(id1 : s1; . . . ; idn : sn),
Class id′ : îd
′











Class id : id′(id1 : s1; . . . ; idn : sn) als (id 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi)
Class id(id1 : s1; . . . ; idn : sn) als (id = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi)
• ∀ Class id(id1 : s1; . . . ; idn : sn),Class id′ : îd
′
1, . . . , îd
′
m′( ) ∈ Tobject :
add parent(Class id(id1 : s1; . . . ; idn : sn),Class id′ : îd
′
1, . . . , îd
′
m′( )) ={
Class id : id′(id1 : s1; . . . ; idn : sn) als (id 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi)
Class id(id1 : s1; . . . ; idn : sn) als (id = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi)
• ∀ Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn),Class id′(id′1 : s′1; . . . ; id′n′ : s′n′) ∈ Tobject :
add parent(Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn),
Class id′(id′1 : s
′





Class id : îd1, . . . , îdm, id′(id1 : s1; . . . ; idn : sn)
als (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi) ∧ (id 6= id′)
Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn)
als (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi) ∨ (id = id′)
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• ∀ Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn),
Class id′ : îd
′










n′) ∈ Tobject :
add parent(Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn),
Class id′ : îd
′











Class id : îd1, . . . , îdm, id′(id1 : s1; . . . ; idn : sn)
als (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi) ∧ (id 6= id′)
Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn)
als (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi) ∨ (id = id′)
• ∀ Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn),Class id′ : îd
′
1, . . . , îd
′
m′( ) ∈ Tobject :
add parent(Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn),Class id′ : îd
′
1, . . . , îd
′
m′( )) =
Class id : îd1, . . . , îdm, id′(id1 : s1; . . . ; idn : sn)
als (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi) ∧ (id 6= id′)
Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn)
als (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi) ∨ (id = id′)
• ∀ Class id : îd1, . . . , îdm( ),Class id′(id′1 : s′1; . . . ; id′n′ : s′n′) ∈ Tobject :
add parent(Class id : îd1, . . . , îdm( ),Class id′(id′1 : s
′





Class id : îd1, . . . , îdm, id′(id1 : s1; . . . ; idn : sn)
als (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′) ∧ (id 6= id′)
Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn)
als (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′) ∨ (id = id′)
• ∀ Class id : îd1, . . . , îdm( ),Class id′ : îd
′










n′) ∈ Tobject :
add parent(Class id : îd1, . . . , îdm( ),Class id′ : îd
′











Class id : îd1, . . . , îdm, id′( ) als (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′) ∧ (id 6= id′)
Class id : îd1, . . . , îdm( ) als (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′) ∨ (id = id′)
• ∀ Class id : îd1, . . . , îdm( ),Class id′ : îd
′
1, . . . , îd
′
m′( ) ∈ Tobject :
add parent(Class id : îd1, . . . , îdm( ),Class id′ : îd
′
1, . . . , îd
′
m′( )) ={
Class id : îd1, . . . , îdm, id′( ) als (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′) ∧ (id 6= id′)
Class id : îd1, . . . , îdm( ) als (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′) ∨ (id = id′)
9. de semantiek van de binaire operator remove
• ∀ Class id(id1 : s1; . . . ; idn : sn) ∈ Tobject, ∀ id′ ∈ IDΣ :
remove(Class id(id1 : s1; . . . ; idi−1 : si−1; idi : si; idi+1 : si+1; . . . ; idn : sn), id′) =
Class id(id1 : s1; . . . ; idi−1 : si−1; idi+1 : si+1; . . . ; idn : sn)
als (n > 1) ∧ (id′ 6= id) ∧ (∃ 1 ≤ i ≤ n, i ∈ N0 : idi = id′)
Class id(id1 : s1; . . . ; idn : sn)
als (n = 1) ∨ (id = id′) ∨ (∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id′)
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• ∀ Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn) ∈ Tobject, ∀ id′ ∈ IDΣ :
remove(Class id : îd1, . . . , îdm(id1 : s1; . . . ; idi−1 : si−1; idi : si;
idi+1 : si+1; . . . ; idn : sn), id′) =
Class id : îd1, . . . , îdm(id1 : s1; . . . ; idi−1 : si−1; idi+1 : si+1; . . . ; idn : sn)
als (id′ 6= id) ∧ (∃ 1 ≤ i ≤ n, i ∈ N0 : idi = id′)
Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn)
als (id = id′) ∨ (∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id′)
• ∀ Class id : îd1, . . . , îdm( ) ∈ Tobject, ∀ id′ ∈ IDΣ :
remove(Class id : îd1, . . . , îdm( ), id′) = Class id : îd1, . . . , îdm( )
10. de semantiek van de binaire operator remove parent
• ∀ Class id(id1 : s1; . . . ; idn : sn) ∈ Tobject, ∀ id′ ∈ IDΣ :
remove parent(Class id(id1 : s1; . . . ; idn : sn), id′) = Class id(id1 : s1; . . . ; idn : sn)
• ∀ Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn) ∈ Tobject, ∀ id′ ∈ IDΣ :
remove parent(Class id : îd1, . . . , îdi−1, îdi, îdi+1, . . . , îdm(id1 : s1; . . . ; idn : sn), id′) =
Class id : îd1, . . . , îdi−1, îdi+1, . . . , îdm(id1 : s1; . . . ; idn : sn)
als ∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′
Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn)
als ∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′
• ∀ Class id : îd1, . . . , îdm( ) ∈ Tobject, ∀ id′ ∈ IDΣ :
remove parent(Class id : îd1, . . . , îdi−1, îdi, îdi+1, . . . , îdm( ), id′) ={
Class id : îd1, . . . , îdi−1, îdi+1, . . . , îdm( ) als (m > 1) ∧ (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′)
Class id : îd1, . . . , îdm( ) als (m = 1) ∨ (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′)
11. de semantiek van de unaire operator fchar
de semantiek van de karakteristieke functie fchar wordt volledig bepaald door definitie 2.37;
12. de semantiek van de unaire operator fprop
de semantiek van de functie fprop wordt volledig bepaald door definitie 2.44;
13. de semantiek van de unaire operator fsign
de semantiek van de functie fsign wordt volledig bepaald door definitie 2.45;
14. de semantiek van de unaire operator frelat
de semantiek van de functie frelat wordt volledig bepaald door definitie 2.51;
15. de semantiek van de unaire operator frelatsign
de semantiek van de functie frelatsign wordt volledig bepaald door definitie 2.52;
16. de semantiek van de binaire operator path
de semantiek van de functie path wordt volledig bepaald door definitie 2.53;
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17. de semantiek van de unaire operator fpath
fpath : Tobject → ℘(IDΣ)
ts 7→ fpath(ts)
hierbij wordt fpath(ts) gedefinieerd als:
fpath(ts) = {id|∃ id′ : s′ ∈ fprop(ts) : id = path(ts, id′ : s′)}
zodat fpath(ts) de verzameling is van de padexpressies van alle eigenschappen en alle componenten
van eigenschappen van het objecttype met specificatie ts;
18. de semantiek van de unaire operator ~fpath
~fpath : Tobject → ℘(IDΣ)
ts 7→ ~fpath(ts)
hierbij wordt ~fpath(ts) gedefinieerd als:
~fpath(ts) = {id|∃ id′ : s′ ∈ frelat(ts) : id = path(ts, id′ : s′)}
zodat ~fpath(ts) de verzameling is van de padexpressies van alle “gerelateerde” eigenschappen en alle
componenten van “gerelateerde” eigenschappen van het objecttype met specificatie ts;
19. de semantiek van de unaire operator Fpath
Fpath : Tobject → ℘(IDΣ)
ts 7→ Fpath(ts)
hierbij wordt Fpath(ts) gedefinieerd als:
Fpath(ts) = {id|∃ id′ : s′ ∈ fprop(ts) ∪ fsign(ts) : id = path(ts, id′ : s′)}
zodat Fpath(ts) de verzameling is van de padexpressies van alle (componenten van) eigenschappen
en externe operaties van het objecttype met specificatie ts;
20. de semantiek van de unaire operator ~Fpath
~Fpath : Tobject → ℘(IDΣ)
ts 7→ ~Fpath(ts)
hierbij wordt ~Fpath(ts) gedefinieerd als:
~Fpath(ts) = {id|∃ id′ : s′ ∈ frelat(ts) ∪ frelatsign(ts) : id = path(ts, id′ : s′)}
zodat ~Fpath(ts) de verzameling is van de padexpressies van alle “gerelateerde” (componenten van)
eigenschappen en externe operaties van het objecttype met specificatie ts.

2.10 De specificatie van een type: synopsis
De verzameling Tspec van alle uitdrukkingen die voldoen aan de syntaxis van een type wordt gedefinieerd
als:
Definitie 2.55 (Typespecificaties)
Tspec , {Void} ∪ Treference ∪ Tliteral ∪ Tobject

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Daarenboven wordt, met het oog op de definitie van expressies in volgend hoofdstuk (deelsectie 3.2),
de verzameling Oinstance ingevoerd. Deze verzameling wordt gedefinieerd als de verzameling van alle
operatoren die gedefinieerd zijn voor het domein van een typespecificatie uit de verzameling Tspec.
Definitie 2.56 (Verzameling Oinstance) De verzameling Oinstance is de unie van de verzamelingen van






2.11 De implementatie van een type
Voor de formalisering van de type-implementaties wordt uitgegaan van de volgende definitie.
Definitie 2.57 (Type-implementatie) Als Timpl de oneindige verzameling is van alle mogelijke im-
plementaties —ongeacht in welke programmeertaal of voor welke machine deze geschreven zijn—, dan
worden de type-implementaties van een type met specificatie ts vastgelegd door de injectieve afbeelding:
f typeimpl : Tspec → ℘(Timpl)
ts 7→ {p1, . . . , pn}
hierbij is Tspec de verzameling van alle geldige typespecificaties (definitie 2.55), is ℘(Timpl) de verza-
meling van alle deelverzamelingen van Timpl en is {p1, . . . , pn}, n ∈ N0 de eindige deelverzameling van
Timpl die bestaat uit alle implementaties van het type met specificatie ts. De afbeelding f
type
impl wordt de
implementatiefunctie voor types genoemd. 
2.12 Types en instanties van types
Met de definities van de specificatie van een type (definitie 2.55) en de implementatie van een type
(definitie 2.57) zijn alle noodzakelijke bestanddelen voor de formele definitie van een type voorhanden.
Zoals reeds vermeld werd in de inleiding van dit hoofdstuk, wordt elk type volgens het ODMG-voorstel
gekarakteriseerd door e´e´n externe typespecificatie en e´e´n of meerdere interne type-implementaties.
Binnen het onderhavig formalisme worden de types op basis van hun typespecificatie onderverdeeld in:
het “void”-type, literaaltypes, objecttypes en referentietypes.
Uit de ODMG-specificaties kunnen er daarenboven twee primitieve basisconcepten worden gedistil-
leerd: literalen en objecten. Beide concepten worden hier geformaliseerd als instanties van een type.
Meerbepaald wordt elke literaal formeel gedefinieerd als een instantie van een literaaltype en wordt elk
object formeel gedefinieerd als een instantie van een objecttype. Door de introductie van de referen-
tietypes wordt er hier nog een derde basisconcept beschouwd: de instanties van een referentietype, die
kortweg referentie-instantie worden genoemd. Met betrekking tot het “void”-type worden er geen in-
stanties ge¨ıntroduceerd. In figuur 2.2 wordt de introductie van literalen, objecten en referentie-instanties
geschetst.
2.12.1 De formele definitie van een type
Definitie 2.58 (Type) Elk type wordt formeel gedefinieerd als een triple:
t , [ts, f typeimpl(ts), V instancet ]
hierbij geldt er dat ts ∈ Tspec en is V instancet de verzameling van alle instanties van het type t. 
De verzameling V instancet wordt de instantieverzameling van het type t genoemd. De formele definitie
van deze verzameling wordt gegeven in deelsectie 2.12.6.
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Figuur 2.2: Literalen, objecten en referentie-instanties als instanties van types.
Als de context het toelaat en er geen verwarring mogelijk is, zal een type t = [ts, f typeimpl(ts), V
instance
t ]
in wat volgt verkort gepresenteerd worden door zijn typespecificatie ts.
Door te steunen op de definitie van een type, kan de verzameling van alle mogelijke types worden
ingevoerd.
Definitie 2.59 (Verzameling T ) De verzameling T van alle mogelijke types wordt gedefinieerd als:
T , {t|∃ ts ∈ Tspec : t = [ts, f typeimpl(ts), V instancet ]}

2.12.2 Het “void”-type
Definitie 2.60 (“Void”-type) Het “void”-type wordt gedefinieerd als het triple:
t , [Void, f typeimpl(Void), ∅]

Het “void”-type heeft bij definitie geen instanties.
2.12.3 De literaaltypes en literalen
De formele definitie van een literaaltype
Definitie 2.61 (Literaaltype) Een literaaltype t wordt gedefinieerd als een triple:
t , [ts, f typeimpl(ts), V instancet ]
waarbij er geldt dat:
ts ∈ Tliteral

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Afhankelijk van de typespecificatie ts kan het literaaltype t als volgt verder worden benoemd:
• Als ts ∈ Tbase wordt t een basistype genoemd,
• als ts ∈ Tcollect wordt t een collectietype genoemd,
• als ts ∈ Tenum wordt t een enumeratietype genoemd en
• als ts ∈ Tstruct wordt t een gestructureerd type genoemd.
Voorbeeld 2.11
Voorbeelden van literaaltypes zijn:
• [Set(Real), f typeimpl(Set(Real)), V instanceSet(Real)] (cf. voorbeeld 2.1),
• [TKaart, f typeimpl(TKaart), V instanceTKaart ] (cf. voorbeeld 2.2) en
• [TAdres, f typeimpl(TAdres), V instanceTAdres ] (cf. voorbeeld 2.3).
Andere voorbeelden van literaaltypes zijn te vinden in bijlage B. 
Literalen
Elke literaal, of instantie van een literaaltype, wordt als volgt gedefinieerd:
Definitie 2.62 (Literaal) Een literaal l wordt gedefinieerd als een paar:
l , [ts, v]
waarbij ts de specificatie van een literaaltype is (m.a.w. ts ∈ Tliteral) en v een element van het domein
van dat literaaltype is (m.a.w. v ∈ domts). 
De typespecificatie ts duidt het type van de literaal aan, het tweede element v wordt de waarde van




De literalen worden op basis van hun typespecificatie ts onderverdeeld in atomaire literalen, collectie-
literalen en gestructureerde literalen:
• een literaal l = [ts, v] is dan en slechts dan een atomaire literaal als geldt dat: ts ∈ Tbase ∪ Tenum,
• een literaal l = [ts, v] is dan en slechts dan een collectieliteraal als geldt dat: ts ∈ Tcollect en
• een literaal l = [ts, v] is dan en slechts dan een gestructureerde literaal als geldt dat: ts ∈ Tstruct.
Indien de waarde van de literaal niet gedefinieerd is (m.a.w. als l = [ts,⊥ts]), wordt de literaal een
null-literaal genoemd.
Voorbeeld 2.12
Met de literaaltypes uit voorbeeld 2.11 zijn:
• [Integer, 3] en [TKaart, schoppen] voorbeelden van atomaire literalen, is
• [Set(Real),Set(3.14, 7.36, 12.98, 5.03)] een voorbeeld van een collectieliteraal en is






een voorbeeld van een gestructureerde literaal.

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2.12.4 De objecttypes en objecten
De formele definitie van een objecttype
Definitie 2.63 (Objecttype) Een objecttype t wordt gedefinieerd als een triple:
t , [ts, f typeimpl(ts), V instancet ]




Met de typespecificaties TPersoon en TPatient uit voorbeeld 2.6 zijn:
• [TPersoon, f typeimpl(TPersoon), V instanceTPersoon] en
• [TPatient, f typeimpl(TPatient), V instanceTPatient]
voorbeelden van objecttypes. Andere voorbeelden van objecttypes zijn te vinden in bijlage B. 
Objecten
Zoals in elk objectgeorie¨nteerd model, staan objecten ook centraal in het objectgeorie¨nteerd databankmodel
dat hier opgebouwd wordt. Objecten worden hierna, zoals de ODMG de facto standaard het voorschrijft
(Cattell en Barry 1997), op basis van hun levensduur onderverdeeld in transie¨nte objecten en persistente
objecten.
Net als een literaal heeft elk object een type, dat noodzakelijkerwijze een objecttype dient te zijn.
Verder heeft het een eigen toestand en wordt het gekenmerkt door een zeker gedrag. Persistente objecten
worden daarenboven gekenmerkt door een unieke identificator (die de object-identificator genoemd wordt)
en een al dan niet ledige verzameling van identificatoren (die de verzameling van de objectnamen wordt
genoemd).
De levensduur van een object. In een objectgeorie¨nteerd systeem bepaalt de levensduur van een
object hoe het systeem het geheugen en de opslagruimte die toegekend zijn aan het object, zal beheren.
Essentieel worden er twee levensduren onderscheiden: de transie¨nte en de persistente levensduur.
Bij objecten met een transie¨nte levensduur, kortweg transie¨nte objecten genoemd, wordt de toegekende
geheugen- en opslagruimte beheerd door het besturingssysteem dat zorgt voor de uitvoering van het
proces dat het object cree¨erde. Na de uitvoering van de toepassing waarin het object gecree¨erd werd, zal
de toegekende geheugen- en opslagruimte opnieuw vrijgegeven worden en houdt het object op te bestaan
(behoudens de mogelijkheid dat de toepassing zelf informatie over het object kan hebben weggeschreven
voor later gebruik).
Bij objecten met een persistente levensduur, kortweg persistente objecten genoemd, gebeurt het beheer
van de geheugen- en opslagruimte door een (objectgeorie¨nteerd) databankbeheersysteem. Deze zorgt er
voor dat de objecten blijven voortbestaan nadat de toepassingen die ze gebruiken, afgesloten zijn.
Voor dit werk zijn vooral de persistente objecten belangrijk. Tenzij het expliciet anders vermeld wordt,
zal in het vervolg van de uiteenzetting met het concept object steeds persistent object worden bedoeld.
De formele definitie van een transie¨nt object.
Definitie 2.64 (Transie¨nt object) Een transie¨nt object o wordt gedefinieerd als een paar:
o , [ts, v]
waarbij ts de specificatie van een objecttype is (m.a.w. ts ∈ Tobject) en v een element is van het domein
van dat objecttype (m.a.w. v ∈ domts). 
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De typespecificatie ts duidt het type van het transie¨nt object o aan, terwijl het element v de toestand
van o genoemd wordt. Het transie¨nt object o wordt tevens een transie¨nte instantie van het objecttype




De formele definitie van een persistent object.
Definitie 2.65 (Persistent object) Een (persistent) object o wordt gedefinieerd als een quadruple:
o , [oid,N, ts, v]
waarbij oid ∈ IDΣ een identificator is die uniek is voor dat object, N ∈ ℘(IDΣ) een al dan niet ledige
verzameling van identificatoren is, ts de specificatie van een objecttype is (m.a.w. ts ∈ Tobject) en v een
element is van het domein van dat objecttype (m.a.w. v ∈ domts). 
De identificator oid wordt de object-identificator van het object o genoemd. De elementen uit de
verzameling N worden de objectnamen van o genoemd. Indien deze verzameling ledig is, heeft het object
geen objectnamen. Verder is ts de specificatie van het type van o en v de toestand van o.
Het persistent object o wordt tevens een persistente instantie van het objecttype
t = [ts, f typeimpl(ts), V
instance
t ]
genoemd. Door de definities 2.64 en 2.65 heeft elk object juist e´e´n objecttype. Dat het objecttype t via
de overervingsrelatie  met andere objecttypes gerelateerd kan zijn, heeft een impact op zijn instanties:
door het principe van polymorfisme kan een instantie van een subtype voorkomen op elke plaats waar een
instantie van een supertype verwacht wordt (Cardelli en Wegner 1985). Dit wordt in deelsectie 2.12.6
formeel gedefinieerd via het concept instantieverzameling van een objecttype.
Door bovenstaande definitie kan elk object worden gezien als een “atomaire” entiteit met een eigen
identiteit: de object-identificator.
Opmerking. Het ODMG-voorstel maakt een onderscheid tussen atomaire objecten en collectie-
objecten. Voor het onderhavig formalisme, dat tot doel heeft de ODMG de facto standaard te onder-
steunen, volstaan de in deze deelsectie gedefinieerde “atomaire” objecten. De ODMG-collectie-objecten
kunnen alle worden opgebouwd door te steunen op de definities 2.64 en 2.65 en de formele definities uit
deelsectie 2.9.
Voorbeeld 2.14
Met de objecttypes uit voorbeeld 2.13 zijn:
[oidPersoon4, ∅,TPersoon,Struct(
Naam : “Peeters”;
V oornamen : List(“An”);
Geboortedatum : Struct(Dag : 28;Maand : 8; Jaar : 1957);
Geslacht : vrouwelijk;






Burgerlijke stand : Struct(Statuut : gehuwd;Partner : oidPatient2);
Ouders : Set(oidPersoon2, oidPersoon3);
Kinderen : List(oidPatient4))]




V oornamen : List(“Jan”);
Geboortedatum : Struct(Dag : 28;Maand : 10; Jaar : 1955);
Geslacht : mannelijk;






Burgerlijke stand : Struct(Statuut : gehuwd;
Partner : oidPersoon4);






Bloeddruk : List(Struct(Bovendruk : 12.5;Onderdruk : 7.5;
Datum : Struct(Dag : 15;Maand : 9; Jaar : 1998)),
Struct(Bovendruk : 11;Onderdruk : 9;
Datum : Struct(Dag : 12;Maand : 11; Jaar : 1998)));
Lichaamslengte : List(Struct(Waarde : 1.78;
Datum : Struct(Dag : 15;Maand : 9; Jaar : 1998)));
Lichaamsgewicht : List(Struct(Waarde : 107.6;
Datum : Struct(Dag : 15;Maand : 9; Jaar : 1998)),
Struct(Waarde : 101.3;
Datum : Struct(Dag : 12;Maand : 11; Jaar : 1998)));
Gezondheidsrisicos : Set(Struct(Risico : tabakgebruik;
Omschrijving : “1 pakje sigaretten per dag”));
Gezondheid : Struct(Fysisch : “Zwak”;Mentaal : “Slecht”;Cognitief : “OK”);
Allergieen : Set( );
Anamnese : List(oidProbleem21, oidProbleem22);
Consultaties : List(oidConsultatie21, oidConsultatie22))]
voorbeelden van objecten. Voor meer voorbeelden van objecten wordt verwezen naar bijlage B. 
De creatie van een object. De creatie van een object met objecttype
t = [ts, f typeimpl(ts), V
instance
t ]
wordt formeel gemodelleerd door middel van de zgn. “creatie”-operatie create die in deelsectie 2.12.7
wordt ingevoerd bij de behandeling van het concept instantieverzameling van een objecttype. Deze operatie
heeft als enige parameter een waarde v uit het domein van t en resulteert in een transie¨nt object [ts, v].
Een transie¨nt object [ts, v] kan persistent worden gemaakt door middel van de zgn. operaties voor
gegevensmanipulatie. Deze operaties worden gedefinieerd in deelsectie 4.3.2 en laten ondermeer toe om
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objecten in te voeren in een databank. Als resultaat van het persistent maken zal een object [ts, v] —onder
welbepaalde voorwaarden— worden getransformeerd naar zijn persistente equivalent [oid,N, ts, v].
De identificatie van een object. Bij definitie heeft elk persistent object een unieke object-identificator
die onafhankelijk is van zijn toestand. Deze identificator zal verderop worden aangewend om het object
te onderscheiden van andere objecten (Khoshafian en Copeland 1986, Abiteboul en Kanellakis 1998).
De object-identificator van een object blijft behouden gedurende de volledige levensduur van het object ,
m.a.w. de object-identificator verandert nooit.
Enkel persistente objecten hebben een object-identificator. Hierdoor is het al dan niet aanwezig zijn
van een object-identificator volkomen afhankelijk van de levensduur van het object.
Object-identificatoren worden gegenereerd door het objectgeorie¨nteerd databankbeheersysteem. Er be-
staan verschillende generatie- en representatiemogelijkheden. De keuze voor e´e´n van deze mogelijkheden
is louter afhankelijk van de implementatie van het systeem en valt daarom buiten het bestek van het
databankmodel.
Van de object-identificator oid van een object o = [oid,N, ts, v] wordt gezegd dat hij de toestand
v benoemt. Hiermee is het benoemen van elementen v uit het domein van een objecttype t formeel
gedefinieerd (cf. deelsectie 2.9.6). De uniciteit van een object-identificator wordt gegarandeerd door het
opleggen van een zogenoemde uniciteitrestrictie. Uniciteitsrestricities worden formeel gedefinieerd in
deelsectie 3.6.1. Het opleggen van uniciteitrestricties wordt formeel uitgewerkt in deelsectie 4.2.
Namen van persistente objecten. Elk persistent object wordt op een unieke wijze ge¨ıdentificeerd
door zijn object-identificator, die bij het persistent maken van het object wordt gegenereerd en toegekend
door het databankbeheersysteem. Naast deze identificatievorm kunnen aan een persistent object e´e´n of
meerdere, voor de programmeur of eindgebruiker, betekenisvolle objectnamen worden toegekend.
Enkel persistente objecten kunnen objectnamen hebben. Deze kunnen tijdens de levensduur van het
object worden toegekend of verwijderd. Een objectnaam is niets anders dan een extra identificator voor
het object in kwestie. Het wordt ingevoerd als evenknie van de artificieel toegekende object-identificator
en is voornamelijk bedoeld voor de gebruikersvriendelijkheid.
De aan een object [oid,N, ts, v] toegekende objectnamen worden bijgehouden in de verzameling N
die bij definitie element is van ℘(IDΣ), de verzameling van alle deelverzamelingen van IDΣ. Verder
specificeert het ODMG-rapport (Cattell en Barry 1997) dat een objectnaam uniek moet zijn. Ook deze
uniciteit wordt gegarandeerd d.m.v. een uniciteitrestrictie (cf. deelsecties 3.6.1 en 4.2).
Het type van een object. Een andere component uit de definitie van een object betreft de specificatie
ts van het objecttype
t = [ts, f typeimpl(ts), V
instance
t ]
dat het type van het object genoemd wordt. Dit wordt ingegeven door het feit dat de ODMG de facto
standaard (Cattell en Barry 1997) uitgaat van een op klassen gebaseerd objectgeorie¨nteerd systeem.
Dergelijke systemen zijn sterk klasse-gecentreerd: om een nieuw soort object aan het systeem toe te
voegen moet eerst een type worden gedefinieerd dat de eigenschappen en het gedrag van het object
volledig specificeert.
Afhankelijk van de mate waarin het type van een object gespecificeerd wordt, worden in het ODMG-
voorstel twee vormen van objectdefinities onderscheiden: de interface-definities (kort interfaces genoemd)
en de klassedefinities (kort klassen genoemd). Binnen dezelfde context kan nog een derde soort van
definitie worden beschouwd die feitelijk thuishoort bij de literalen: de literaaldefinitie.
In een interface-definitie wordt enkel het (abstracte) gedrag van het type van het object gedefinieerd.
In een klassedefinitie worden zowel de eigenschappen als het (abstracte) gedrag van een objecttype ge-
definieerd, terwijl een literaaldefinitie enkel de abstracte “eigenschappen” van een literaaltype definieert.
Deze definities worden ge¨ıllustreerd in figuur 2.3.
Opmerking. Met de bovenstaande definitie voor klasse(definitie) wordt tevens de keuze voor het
sleutelwoord Class in de specificatie van objecttypes (cf. deelsectie 2.9.2) verantwoord.
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Figuur 2.3: Literaal- en objectdefinities.
De toestand en het gedrag van een object. Gezien voor de laatste nog te bespreken component uit
de definitie van een object —nl. de toestand van een object— geldt dat v ∈ domts, met ts de specificatie
van het type van het object, is het duidelijk dat de toestand van een object noodzakelijk moet voortkomen
uit het aangegeven domein van zijn type.
Heeft de toestand een gedefinieerde waarde, dan bevat hij een (sub)waarde voor elk van de (overgee¨rfde)
eigenschappen van het type van het object (cf. definitie 2.40). Indien de toestand van een object niet
gedefinieerd is, m.a.w. als:
o = [oid,N, ts,⊥ts]
wordt het object een null-object genoemd.
Het gedrag van een object wordt volledig vastgelegd door de operaties uit de definitie van het type van
het object. Zo legt een objecttype de gelijkenissen (karakteristieken) onder een groep van objecten vast,
terwijl de instanties van de objecttypes de lokale gegevens bevatten die voldoen aan de specificaties van
de eigenschappen uit het objecttype.
2.12.5 De referentietypes en referentie-instanties
De formele definitie van een referentietype
Definitie 2.66 (Referentietype) Een referentietype t wordt gedefinieerd als een triple:
t , [ts, f typeimpl(ts), V instancet ]




Voorbeelden van referentietypes zijn:
• [Ref (TPersoon), f typeimpl(Ref (TPersoon)), V instanceRef (TPersoon)] (cf. voorbeeld 2.8) en
• [BagRef (TPersoon), f typeimpl(BagRef (TPersoon)), V instanceBagRef (TPersoon)] (cf. voorbeeld 2.9).

Referentie-instanties
Een instantie van een referentietype, ook kortweg een referentie-instantie genoemd, wordt volkomen
analoog gedefinieerd als een literaal.
Definitie 2.67 (Referentie-instantie) Een referentie-instantie r wordt gedefinieerd als een paar:
r , [ts, v]
waarbij ts de specificatie van een referentietype is (m.a.w. ts ∈ Treference) en v een element is van het
domein van dat referentietype (m.a.w. v ∈ domts). 
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De typespecificatie ts duidt het type van de referentie-instantie aan, het tweede element v wordt de
waarde van de referentie-instantie genoemd.
De referentie-instanties worden op basis van hun typespecificatie ts onderverdeeld in enkelwaardige
referentie-instanties en meerwaardige referentie-instanties:
• een referentie-instantie r = [ts, v] is dan en slechts dan een enkelwaardige referentie-instantie als
geldt dat:
∃ ts′ ∈ Tobject : ts = Ref (ts′)
• een referentie-instantie r = [ts, v] is dan en slechts dan een meerwaardige referentie-instantie als
geldt dat:
∃ ts′ ∈ Tobject : ts ∈ {SetRef (ts′),BagRef (ts′),ListRef (ts′)}
Is de waarde van de referentie-instantie niet gedefinieerd, m.a.w. geldt er dat:
r = [ts,⊥ts]
dan wordt de referentie-instantie een null-referentie genoemd.
Voorbeeld 2.16
Met de voorbeelden uit voorbeeld 2.15 is:
• [Ref (TPersoon), oidPersoon1] bijvoorbeeld een enkelwaardige referentie-instantie;
• [SetRef (TPersoon),Set(oidPersoon1, oidPersoon5)] een voorbeeld van een meerwaardige referentie-
instantie.

2.12.6 De instantieverzameling van een type
De verzameling van alle instanties die met betrekking tot een gegeven databank gecree¨erd zijn voor een
bepaald type, wordt de instantieverzameling van dat type genoemd. Deze verzameling maakt deel uit van
de formele definitie van het type (cf. definitie 2.58).
De formele definitie van de instantieverzameling van een type
De instantieverzameling van het “void”-type is bij definitie steeds ledig. Voor de instantieverzameling van
de andere types geldt er bij definitie dat elke instantie van het type noodzakelijk een element moet zijn van
de instantieverzameling van het type. Is het betreffende type een objecttype t en heeft dat objecttype een
supertype t̂, dan geldt er bij definitie dat de instantieverzameling van t noodzakelijk een deelverzameling
is van de instantieverzameling van t̂.
Definitie 2.68 (Instantieverzameling van een type) De instantieverzameling V instancet van een type
t = [ts, f typeimpl(ts), V
instance
t ] wordt gedefinieerd als:
• ts = Void⇒ V instancet , ∅
• ts ∈ Tliteral ∪ Treference ⇒ V instancet , {[ts′, v′]|ts′ = ts}
• ts ∈ Tobject ⇒ V instancet , {[oid′, N ′, ts′, v′]|(ts′ = ts)∨ (ts′  ts)}∪ {[ts′, v′]|(ts′ = ts)∨ (ts′  ts)}

Definitie 2.63 sluit niet uit dat er objecttypes bestaan waarvan de instantieverzameling bij conventie
ledig is. Dergelijke types worden abstracte objecttypes genoemd. De specificatie van de eigenschappen en
het gedrag van een abstract objecttype wordt een abstracte klasse genoemd. Abstracte objecttypes kunnen
uitsluitend abstracte objecttypes als supertypes hebben.
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Operatoren over de instantieverzameling van een type




Definitie 2.69 (Verzameling Oinstancet ) De verzameling O
instance
t van operatoren die ingevoerd wordt




t ] is gedefinieerd als:
Oinstancet , {type :V instancet → Tspec,
value :V instancet → domts}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de unaire operator type
type : V instancet → Tspec
[ts, v] 7→ ts
[oid,N, ts, v] 7→ ts
2. de semantiek van de unaire operator value
value : V instancet → domts
[ts, v] 7→ v
[oid,N, ts, v] 7→ v

2.12.7 Operatoren over de verzameling T
Voor de verzameling T van alle mogelijke types (definitie 2.59) wordt er een verzameling OT van operatoren
gedefinieerd.
Definitie 2.70 (Verzameling OT ) De verzameling OT van operatoren is gedefinieerd als:
OT , {spec : T → Tspec,
impl : T → ℘(Timpl),
instances : T → {V instancet |t ∈ T},
dom : T → {domts|ts ∈ Tspec},




delete : T ×
⋃
t∈T
V instancet → T}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de unaire operator spec
spec : T → Tspec
[ts, f typeimpl(ts), V
instance
t ] 7→ ts
2. de semantiek van de unaire operator impl
impl : T → ℘(Timpl)
[ts, f typeimpl(ts), V
instance
t ] 7→ f typeimpl(ts)
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3. de semantiek van de unaire operator instances
instances : T → {V instancet |t ∈ T}
[ts, f typeimpl(ts), V
instance
t ] 7→ V instancet
4. de semantiek van de unaire operator dom
dom : T → {domts|ts ∈ Tspec}
[ts, f typeimpl(ts), V
instance
t ] 7→ domts
5. de semantiek van de binaire operator create




[ts, f typeimpl(ts), V
instance
t ], v 7→ [ts, f typeimpl(ts), V instancet ∪ {[ts, v]}] als v ∈ domts
[ts, f typeimpl(ts), V
instance
t ], v 7→ [ts, f typeimpl(ts), V instancet ] als v 6∈ domts
bovendien moet in het geval van toevoeging van een instantie [ts, v] aan de instantieverzameling van
een objecttype t ∈ T , spec(t) ∈ Tobject, blijvend voldaan zijn aan definitie 2.68, zodat de instantie
[ts, v] ook —als neveneffect van deze operatie— moet worden toegevoegd aan de instantieverzameling
van elk supertype t′ van t, d.i.
∀ t′ ∈ T : spec(t′) ∈ Tobject ∧ spec(t′)  spec(t)⇒ (instances(t′))new = instances(t′) ∪ {[ts, v]}
waarbij de superscriptie new is gebruikt om de nieuwe instantieverzameling aan te duiden;
6. de semantiek van de binaire operator delete
delete : T ×
⋃
t∈T
V instancet → T
[ts, f typeimpl(ts), V
instance
t ], [ts
′, v′] 7→ [ts, f typeimpl(ts), V instancet \ {[ts′, v′]}] als ts = ts′
[ts, f typeimpl(ts), V
instance
t ], [ts
′, v′] 7→ [ts, f typeimpl(ts), V instancet ] als ts 6= ts′
bovendien moet in het geval van verwijdering van een instantie [ts, v] uit de instantieverzameling van
een objecttype t ∈ T , spec(t) ∈ Tobject, blijvend voldaan zijn aan definitie 2.68, zodat de instantie
[ts, v] ook —als neveneffect van deze operatie— moet worden verwijderd uit de instantieverzameling
van elk supertype t′ van t, d.i.
∀ t′ ∈ T : spec(t′) ∈ Tobject ∧ spec(t′)  spec(t)⇒ (instances(t′))new = instances(t′) \ {[ts, v]}
waarbij terug de superscriptie new is gebruikt om de nieuwe instantieverzameling aan te duiden.

2.12.8 De extentie van een objecttype
Het type van een object is onafhankelijk van de levensduur van het object. Hierdoor kunnen er voor een
objecttype zowel persistente als transie¨nte objecten zijn gecree¨erd en is het zinvol om, met betrekking tot
een gegeven databank, de verzameling te beschouwen van alle persistente instanties uit de instantieverza-
meling van een gegeven objecttype die voorkomen in deze databank. Deze verzameling wordt de extentie
van het objecttype genoemd.
Indien een object uit een databank een instantie is van het type t, dan is het bij definitie een element
van de extentie van t. Heeft een objecttype t een supertype t̂, dan is de extentie van t een deelverzameling
van de extentie van t̂.
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De formele definitie van de extentie van een objecttype
Met betrekking tot een gegeven databank kunnen de volgende definities worden ingevoerd:
Definitie 2.71 (Extentie van een objecttype) De extentie van een objecttype
t = [ts, f typeimpl(ts), V
instance
t ], ts ∈ Tobject
wordt gedefinieerd als de verzameling:
V extentt , {[oid′, N ′, ts′, v′] |[oid′, N ′, ts′, v′] ∈ V instancet }

Definitie 2.72 (Verzameling van alle extenties) De verzameling van alle extenties die m.b.t. een
gegeven databank kunnen worden beschouwd, wordt gedefinieerd als:
Vextent , {V extentt |spec(t) ∈ Tobject}

Uit definitie 2.71 volgt dat er voor elke extentie V extentt geldt dat:
V extentt ⊆ V instancet
Operatoren over de extentie van een objecttype
Voor de extentie V extentt van een objecttype t wordt er een verzameling O
extent
t van operatoren gedefinieerd.
Definitie 2.73 (Verzameling Oextentt ) De verzameling O
extent
t van operatoren die ingevoerd wordt voor




t ] is gedefinieerd als:
Oextentt , {identify : V extentt → IDΣ,
names : V extentt → ℘(IDΣ),
add name : V extentt × IDΣ → V extentt ,
remove name : V extentt × IDΣ → V extentt }
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de unaire operator identify
identify : V extentt → IDΣ
[oid,N, ts, v] 7→ oid
2. de semantiek van de unaire operator names
names : V extentt → ℘(IDΣ)
[oid,N, ts, v] 7→ N
3. de semantiek van de binaire operator add name
add name : V extentt × IDΣ → V extentt
[oid,N, ts, v], id 7→ [oid,N ∪ {id}, ts, v]
4. de semantiek van de binaire operator remove name
remove name : V extentt × IDΣ → V extentt
[oid,N, ts, v], id 7→ [oid,N \ {id}, ts, v]

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Operatoren over de verzameling van extenties
Voor de verzameling Vextent wordt er een verzameling Oextent van operatoren gedefinieerd.
Definitie 2.74 (Verzameling Oextent) De verzameling Oextent van operatoren is gedefinieerd als:
Oextent , {count : Vextent → domInteger,
min : Vextent × IDΣ → domInteger ∪ domReal,
max : Vextent × IDΣ → domInteger ∪ domReal,
sum : Vextent × IDΣ → domInteger ∪ domReal,
avg : Vextent × IDΣ → domInteger ∪ domReal}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de unaire operator count
count : Vextent → domInteger
V extentt 7→ #(V extentt )
2. de semantiek van de binaire operator min
∀ V extentt ∈ Vextent,∀ id ∈ IDΣ :
min(V extentt , id) =

minx∈{x|∃ o∈V extentt :x=.(···.(value(o),id1),··· ,idn)∧x 6=⊥ts} x
als (spec(t) = ts) ∧ (∃ id′ : s′ ∈ fprop(ts) ∪ frelat(ts), ∃ n ∈ N0 :
s′ ∈ {Integer,Real} ∧ id = path(ts, id′ : s′) = ts.id1. · · · .idn)
⊥Real in alle andere gevallen
3. de semantiek van de binaire operator max
∀ V extentt ∈ Vextent,∀ id ∈ IDΣ :
max(V extentt , id) =

maxx∈{x|∃ o∈V extentt :x=.(···.(value(o),id1),··· ,idn)∧x 6=⊥ts} x
als (spec(t) = ts) ∧ (∃ id′ : s′ ∈ fprop(ts) ∪ frelat(ts), ∃ n ∈ N0 :
s′ ∈ {Integer,Real} ∧ id = path(ts, id′ : s′) = ts.id1. · · · .idn)
⊥Real in alle andere gevallen
4. de semantiek van de binaire operator sum
∀ V extentt ∈ Vextent,∀ id ∈ IDΣ :
sum(V extentt , id) =

∑
x∈{x|∃ o∈V extentt :x=.(···.(value(o),id1),··· ,idn)∧x6=⊥ts} x
als (spec(t) = ts) ∧ (∃ id′ : s′ ∈ fprop(ts) ∪ frelat(ts), ∃ n ∈ N0 :
s′ ∈ {Integer,Real} ∧ id = path(ts, id′ : s′) = ts.id1. · · · .idn)
⊥Real in alle andere gevallen
5. de semantiek van de binaire operator avg
∀ V extentt ∈ Vextent,∀ id ∈ IDΣ :
avg(V extentt , id) =

sum(V extentt , id)
count(V extentt )
als (spec(t) = ts) ∧ (∃ id′ : s′ ∈ fprop(ts) ∪ frelat(ts), ∃ n ∈ N0 :
s′ ∈ {Integer,Real} ∧ id = path(ts, id′ : s′) = ts.id1. · · · .idn)
⊥Real in alle andere gevallen

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2.13 De formele definitie van het typesysteem
Met de definities uit de vorige deelsecties zijn alle noodzakelijke bestanddelen voor de formele definitie
van het typesysteem voorhanden.
Definitie 2.75 (Typesysteem) Het typesysteem TS wordt gedefinieerd door het triple:
TS , [ID∗Σ, T ∗, OTS ]
waarbij
• ID∗Σ de verzameling is van alle geldige identificatoren (definitie 2.9);
• T ∗ , [Tspec, Timpl, f typeimpl, Vextent, OT∗ ] een 5-tuple is, waarvan de componenten gedefinieerd worden
als:
– Tspec de verzameling van alle geldige typespecificaties (definitie 2.55),
– Timpl de verzameling van alle mogelijke type-implementaties (definitie 2.57),
– f typeimpl de implementatiefunctie voor types (definitie 2.57),
– Vextent de verzameling van alle extenties (definitie 2.72),
– OT∗ , Oenum ∪Ostruct ∪Oref ∪Oobject ∪Oextent (definities 2.14, 2.23, 2.50, 2.54 en 2.74);
• OTS , OIDΣ ∪OT ∪ (
⋃
t∈T
Oinstancet ) ∪ (
⋃
t∈{t|t∈T∧spec(t)∈Tobject}
Oextentt ) (definities 2.8, 2.70, 2.69 en
2.73).

Met de formele definitie van het typesysteem TS zijn alle types gedefinieerd die binnen het op te
bouwen formalisme zinvol kunnen worden beschouwd.
Hoofdstuk 3
De Definitie van een Restrictie: het
Restrictiesysteem
To be or not to be? . . . That’s the question.
William Shakespeare (1564–1616), Engels dramaturg en dichter. Geciteerd uit: Hamlet; derde
bedrijf, eerste scene (1602).
In hoofdstuk 2 zijn de noodzakelijke definities gegeven voor de formalisering van het concept type. Door
te steunen op de definities van literaaltype, objecttype en referentietype werd dan het concept instantie van
een type (d.i. literaal, object en referentie-instantie) en het concept extentie van een objecttype gedefinieerd.
In dit hoofdstuk staat de formele definitie van een tweede, voor het formalisme belangrijk, concept
centraal: het concept restrictie.
3.1 Enkele voorbeschouwingen
Een restrictie kan, binnen de context van het onderhavig formalisme, worden gezien als een conditie
waaraan objecten moeten voldoen opdat ze zouden kunnen deel uitmaken van een databank.
De formele definitie van een restrictie is gebaseerd op het concept restrictiesysteem. Het restric-
tiesysteem kan, in overeenstemming met het typesysteem, worden omschreven als een verzameling van
formuleringen die dusdanig samenhangen, dat zij alle mogelijke restricties kunnen definie¨ren. De ana-
logie tussen het typesysteem en het restrictiesysteem wordt ge¨ıllustreerd in figuur 3.1: net zoals types
gedefinieerd zijn als instanties van het typesysteem zullen restricties worden gedefinieerd als instanties
van het restrictiesysteem. Evenzo zullen er binnen het restrictiesysteem verschillende categoriee¨n van
restricties worden beschouwd.
Elke restrictie wordt volledig gedefinieerd door e´e´n externe restrictiespecificatie en e´e´n of meerdere
restrictie-implementaties waarin de interne aspecten van de restrictie zijn vastgelegd.
3.1.1 De restrictiespecificaties
Een restrictiespecificatie specificeert de syntaxis en de semantiek van een restrictie. De verzameling van
alle uitdrukkingen die voldoen aan de syntaxis van een restrictiespecificatie wordt genoteerd als Cspec en
zal formeel wordt gedefinieerd in dit hoofdstuk.
De syntaxis van een restrictie wordt, naar analogie met de syntaxis van een type, gedefinieerd aan
de hand van een aantal formuleringen die opnieuw zodanig opgebouwd zijn dat zij de syntaxis volledig
kunnen omschrijven. Verder wordt een restrictiespecificatie algemeen genoteerd als:
ρyX [ ]
of
ρyX [x1, . . . , xm], m ∈ N0
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Figuur 3.1: Het typesysteem en het restrictiesysteem.
waarbij y een identificator is (m.a.w. y ∈ IDΣ) die gebruikt wordt om de soort van de restrictie aan te
duiden, X een verzameling is die aangeeft voor welke concepten (objecttypes, eigenschappen, enz.) de
restrictie is gedefinieerd en xi, 1 ≤ i ≤ m, i ∈ N0 de parameters zijn van de restrictie.
De semantiek van een restrictie wordt geformaliseerd aan de hand van een Boolese functie die met
elke mogelijke instantie o van een objecttype t de Boolese waarde True, ⊥Boolean of False associeert. Als
de functie de waarde True associeert, wordt gesteld dat de instantie voldoet aan de restrictie. Resulteert
de functie in een waarde ⊥Boolean dan is het resultaat van de restrictie niet gedefinieerd. Met een
resultaatwaarde False voldoet de instantie niet aan de restrictie.
De restricties worden op basis van hun specificatie onderverdeeld, afhankelijk van het feit of zij gedefi-
nieerd zijn over e´e´n of meerdere gerelateerde objecttypes en afhankelijk van het feit of zij gedefinieerd zijn
over e´e´n instantie of over de volledige extentie van een objecttype. Zo worden er vier niet-overlappende
hoofdgroepen verkregen (cf. figuur 3.1):
• de single-type afhankelijke restricties die gedefinieerd zijn over de instantieverzameling van een
objecttype,
• de single-type afhankelijke restricties die gedefinieerd zijn voor de extentie van een objecttype,
• de multi-type afhankelijke restricties die gedefinieerd zijn over de instantieverzameling van een ob-
jecttype en
• de multi-type afhankelijke restricties die gedefinieerd zijn voor de extentie van een objecttype.
Deze onderverdeling is het resultaat van een grondige studie die wij zelf hebben gemaakt en is zodanig
gekozen dat zij de verdere integratie van de restricties in het op te bouwen formalisme vergemakkelijkt.
Bij elke hoofdgroep wordt een verzameling gedefinieerd, resp. genoteerd als Csingleinstance, C
single
extent, Cmultiinstance
en Cmultiextent, waarvan elk element een geldige specificatie is voor een restrictie uit die hoofdgroep. Omdat
de vier verzamelingen Csingleinstance, C
single
extent, Cmultiinstance en C
multi
extent elkaar niet overlappen en er buiten deze
verzamelingen geen andere restrictiespecificaties voorkomen, geldt er bij definitie dat de verzameling
{Csingleinstance, Csingleextent, Cmultiinstance, Cmultiextent}
een partitie is van de verzameling Cspec.
3.1.2 De restrictie-implementaties
Elke restrictie-implementatie legt een concrete realisatie van een restrictie vast en omvat de machine-
afhankelijke code die nodig is om de restrictie intern in het geheugen van een computersysteem voor
te stellen. Net zoals bij de type-implementaties geldt de beperking dat, niettegenstaande een restrictie
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Figuur 3.2: Het restrictiesysteem.
meerdere restrictie-implementaties kan hebben, een toepassing maar gebruik kan maken van e´e´n enkele
implementatie. Door de restrictiespecificatie strikt gescheiden te houden van de restrictie-implementaties,
wordt voorkomen dat de semantiek van de restrictie verstrikt raakt in de implementatiedetails: de impact
van een restrictie op een gegeven instantie wordt vastgelegd door de semantiek, de details voor de realisatie
van deze impact worden gegeven in de restrictie-implementaties.
3.1.3 De opbouw van het restrictiesysteem
Zoals reeds aangehaald in deelsectie 3.1.1, worden de restricties binnen dit werk in vier hoofdgroepen
onderverdeeld: de single-type afhankelijke restricties over de instantieverzameling van een objecttype, de
single-type afhankelijke restricties voor de extentie van een objecttype, de multi-type afhankelijke restricties
over de instantieverzameling van een objecttype en de multi-type afhankelijke restricties voor de extentie
van een objecttype. Elk van deze hoofdgroepen is op zijn beurt verder onderverdeeld in deelgroepen die
te zien zijn in figuur 3.2. Zoals zal blijken uit het vervolg van dit werk volstaan de restricties uit deze
hoofd- en deelgroepen voor de definitie van een objectgeorie¨nteerd databankmodel. Het kan evenwel nuttig
zijn om de voorgestelde indeling verder uit te breiden met het oog op een verdere uitbreiding van het
voorgestelde model. Hierop wordt nog kort teruggekomen in het besluit van dit werk, bij de bespreking
van de mogelijkheden tot verder onderzoek.
Binnen de groep van de single-type afhankelijke restricties die gedefinieerd zijn over de instantie-
verzameling van een objecttype wordt er een verder onderscheid gemaakt tussen domeinrestricties, “Not
null”-restricties, single-type afhankelijke waarderestricties en single-type afhankelijke transitierestricties.
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De groep van de single-type afhankelijke restricties die gedefinieerd zijn voor de extentie van een object-
type wordt onderverdeeld in zgn. sleutelrestricties en single-type afhankelijke aggregaatrestricties. Binnen
de groep van de multi-type afhankelijke restricties die gedefinieerd zijn over de instantieverzameling van
een objecttype bestaat de deelgroep van de multi-type afhankelijke waarderestricties en de deelgroep van
de multi-type afhankelijke transitierestricties. Terwijl de laatste beschouwde deelgroep van de multi-
type afhankelijke restricties die gedefinieerd zijn voor de extentie van een objecttype opgebouwd is uit de
uniciteitsrestricties, de referentie¨le restricties en de multi-type afhankelijke aggregaatrestricties.
Al deze hoofd- en deelgroepen worden in de eerstvolgende deelsecties in meer detail bestudeerd: de
single-type afhankelijke restricties die gedefinieerd zijn over de instantieverzameling van een objecttype
worden behandeld in deelsectie 3.3, de single-type afhankelijke restricties die gedefinieerd zijn voor de
extentie van een objecttype in deelsectie 3.4, de multi-type afhankelijke restricties die gedefinieerd zijn
over de instantieverzameling van een objecttype in deelsectie 3.5 en de multi-type afhankelijke restricties
die gedefinieerd zijn voor de extentie van een objecttype in deelsectie 3.6.
3.2 Expressies
Met het oog op de formele definitie van het concept restrictie in dit hoofdstuk en het concept databank-
model in hoofdstuk 4 is het noodzakelijk om eerst het concept expressie te definie¨ren.
Expressies zijn zowel belangrijk bij het onderzoek rond programmeertalen als bij het onderzoek rond
databankbeheersystemen (Gill 1976, Cleaveland 1986, Watt et al. 1990, Rishe 1992). In overeenstemming
met het werk van Rishe kan een expressie informeel worden gedefinieerd als een combinatie van literalen,
objecten, identificatoren voor literalen, identificatoren voor objecten, operatoren en haakjes (Rishe 1992).
Een expressie kan worden gee¨valueerd, wat resulteert in een instantie van een welbepaald type, d.i. een
literaal, een object of een referentie-instantie (Watt et al. 1990).
3.2.1 De formele definitie van een expressie
Voor de formele definitie van een expressie wordt gebruik gemaakt van de verzamelingen van operatoren
Oinstance (definitie 2.56) en Oextent (definitie 2.74). Een geldige expressie wordt formeel gedefinieerd aan
de hand van de volgende definitie:
Definitie 3.1 (Expressie) De verzameling van alle expressies die na evaluatie een instantie van het
type t ∈ T opleveren, ook kortweg de verzameling van alle expressies van het type t genoemd, wordt
aangeduid als
Et
De verzamelingen Et, t ∈ T , worden voor alle types tegelijk als volgt inductief gedefinieerd:
• Basisstap.
1. elk element uit het domein van t is een expressie van het type t, d.i.:
∀ t ∈ T : dom(t) ⊆ E(0)t
2. elke identificator die gehecht is aan een element van het domein van t, is een expressie van het
type t, d.i.:
∀ t ∈ T, ∀ id ∈ IDΣ : id“identificeert een element van” dom(t)⇒ id ∈ E(0)t
3. elke nul-aire operator die het domein van het type t als codomein heeft, is een expressie van
het type t, d.i.
∀ t ∈ T, ∀ id :→ dom(t) ∈ Oinstance : id() ∈ E(0)t
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4. elke nul-aire externe operator die gedefinieerd is voor een objecttype en het type t als codomein
heeft, is een expressie van het type t, d.i.






∃ ts′ ∈ Tobject : id : Signat(()→ spec(t)) ∈ Ots′ ∧
id′ = path(ts′, id : Signat(()→ spec(t)))
• Inductiestap.
1. elke expressie van het type t die opgebouwd is volgens stap k, is eveneens een expressie van het
type t in stap k + 1, d.i.
∀ t ∈ T, ∀ e ∈ E(k)t : e ∈ E(k+1)t
2. elke expressie van het type t omgeven door haken, is een expressie van het type t, d.i.
∀ t ∈ T, ∀ e ∈ E(k)t : (e) ∈ E(k+1)t
3. elke n-aire operator (n ∈ N0) die het domein van het type t als codomein heeft, is een expressie
van het type t, d.i.
∀ t ∈ T, ∀ id : V1 × · · · × Vn → dom(t) ∈ Oinstance ∪Oextent : id(e1, . . . , en) ∈ E(k+1)t
waarbij ∀ 1 ≤ i ≤ n, i ∈ N0 geldt:{
ei ∈ E(k)ti als ∃ ti ∈ T : Vi ⊆ dom(ti)
ei ∈ Vi als (Vi ⊆ IDΣ) ∨ (Vi = Vextent)
4. elke n-aire externe operator (n ∈ N0) die gedefinieerd is voor een objecttype en het type t als
codomein heeft, is een expressie van het type t, d.i.




id′(e1, . . . , en) ∈ E(k+1)t
waarbij
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ ti ∈ T : spec(ti) = tsi ∧ ei ∈ E(k)ti ) ∧
(∃ ts′ ∈ Tobject : id : Signat((id1 : ts1; . . . ; idn : tsn)→ spec(t)) ∈ Ots′ ∧
id′ = path(ts′, id : Signat((id1 : ts1; . . . ; idn : tsn)→ spec(t))))
voor elk type t ∈ T wordt de definitie van Et uiteindelijk gegeven als:
∀ t ∈ T : Et = E(∞)t

Opmerking. Het gebruik van een externe operatie in een expressie kan aanleiding geven tot neven-
effecten (d.i. andere resultaten dan hetgeen gespecificeerd is in de signatuur van de operatie). Dit is een
gevolg van de vrijheid die de maker van het objecttype geniet.
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3.2.2 De afhankelijkheden van een expressie
Uit definitie 3.1 volgt dat een expressie e ∈ E opgebouwd kan zijn uit e´e´n of meerdere identificatoren
id1, . . . , idn, n ∈ N0 die elk een element uit een welbepaald domein identificeren. In dat geval wordt
gezegd dat de expressie afhankelijk is van de veranderlijke waarden die ge¨ıdentificeerd worden door deze
identificatoren. Een expressie waarin daarentegen geen identificatoren voor domeinwaarden voorkomen,
wordt door sommige auteurs (Rishe 1992) een gesloten expressie genoemd.
Om de verzameling van de identificatoren {id1, . . . , idn}, n ∈ N0 die voorkomen in een expressie e ∈ E
te bepalen, wordt de operator depends ingevoerd.
Definitie 3.3 (Operator depends) De operator depends wordt gedefinieerd als:
depends : E → ℘(IDΣ)
e 7→ depends(e)
waarbij depends(e), met e ∈ Et, recursief wordt gedefinieerd als:
• Basisstap.
1. voor elke expressie e ∈ Et die element is van het domein van t, is de verzameling depends(e)
ledig, d.i.:
∀ e ∈ dom(t) ∩ Et : depends(e) = ∅
2. voor elke expressie e ∈ Et die een identificator is, is de verzameling depends(e) het singleton
{e}, d.i.:
∀ e ∈ IDΣ ∩ Et : depends(e) = {e}
3. voor elke expressie e ∈ Et die een nul-aire operator is, is de verzameling depends(e) ledig,
d.i.:
∀ id() ∈ Et : depends(id()) = ∅
• Recursiestap.
1. ∀ (e) ∈ Et : depends((e)) = depends(e)





Indien een expressie e ∈ E een operator uit de verzameling Oextent bevat, moet er in de expressie
eveneens een extentie van een objecttype voorkomen waarop deze operator inwerkt (cf. definitie 3.1). Om
de verzameling van alle extenties die voorkomen in een expressie te bepalen, wordt de operator edepends
ingevoerd.
Definitie 3.4 (Operator edepends) De operator edepends wordt gedefinieerd als:
edepends : E → ℘(Vextent)
e 7→ edepends(e)
waarbij edepends(e), met e ∈ Et, recursief wordt gedefinieerd als:
• Basisstap.
1. voor elke expressie e ∈ Et die element is van het domein van t, is de verzameling edepends(e)
ledig, d.i.:
∀ e ∈ dom(t) ∩ Et : edepends(e) = ∅
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2. voor elke expressie e ∈ Et die een identificator is, is de verzameling edepends(e) ledig, d.i.:
∀ e ∈ IDΣ ∩ Et : edepends(e) = ∅
3. voor elke expressie e ∈ Et die een nul-aire operator is, is de verzameling edepends(e) ledig,
d.i.:
∀ id() ∈ Et : edepends(id()) = ∅
• Recursiestap.
1. ∀ (e) ∈ Et : edepends((e)) = edepends(e)
2. ∀ id(e1, . . . , en) ∈ Et :








Verder volgt eveneens uit definitie 3.1 dat een expressie e ∈ E opgebouwd kan zijn uit e´e´n of meerdere
operatoren die elk element zijn van de verzameling Oinstance∪Oextent. De verzameling van alle operatoren
die voorkomen in een expressie wordt bepaald aan de hand van de operator fdepends.
Definitie 3.5 (Operator fdepends) De operator fdepends wordt gedefinieerd als:
fdepends : E → ℘(Oinstance ∪Oextent)
e 7→ fdepends(e)
waarbij fdepends(e), met e ∈ Et, recursief wordt gedefinieerd als:
• Basisstap.
1. voor elke expressie e ∈ Et die element is van het domein van t, is de verzameling fdepends(e)
ledig, d.i.:
∀ e ∈ dom(t) ∩ Et : fdepends(e) = ∅
2. voor elke expressie e ∈ Et die een identificator is, is de verzameling fdepends(e) ledig, d.i.:
∀ e ∈ IDΣ ∩ Et : fdepends(e) = ∅
3. voor elke expressie e ∈ Et die een nul-aire operator is, is de verzameling fdepends(e) het
singleton dat bestaat uit de nul-aire operator, d.i.:
∀ id() ∈ Et : fdepends(id()) = {id}
• Recursiestap.
1. ∀ (e) ∈ Et : fdepends((e)) = fdepends(e)
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3.2.3 De evaluatie van een expressie
Een gegeven expressie e ∈ E kan worden gee¨valueerd door middel van de zgn. evaluatie-operator (die
aangeduid wordt met het symbool “.”).
Definitie 3.6 (Evaluatie van een expressie) De evaluatie-operator . wordt gedefinieerd als:




e, v 7→ .(e, v)
waarbij .(e, v), met e ∈ Et, recursief wordt gedefinieerd als:
• Basisstap.
1. elke expressie e ∈ Et die element is van het domein van t “evalueert naar zichzelf”, d.i.:
∀ e ∈ dom(t) ∩ Et : .(e, v) = e
2. elke expressie e ∈ Et die een identificator is, die een (gerelateerde) eigenschap of component
van een (gerelateerde) eigenschap van het objecttype identificeert waarvan v een domeinwaarde
is, evalueert naar de corresponderende (gerelateerde) component uit de waarde v; alle andere
identificatoren “evalueren naar zichzelf”, d.i.:
∀ e ∈ IDΣ ∩ Et : .(e, v) =
.(· · · (.(v, id1) · · · ), idk) als ∃ ts′ ∈ Tobject, ∃ id′ : s′ ∈ fprop(ts′) ∪ frelat(ts′), ∃ k ∈ N0 :
v ∈ domts′ ∧ e = path(ts′, id′ : s′) = ts′.id1. · · · .idk
e in alle andere gevallen
3. voor de evaluatie van een expressie e ∈ Et die een nul-aire operator is, wordt deze operator
opgeroepen en uitgevoerd, d.i.:
∀ id() ∈ Et : .(id(), v) =
v.id′1. · · · .id′k() als ∃ ts′ ∈ Tobject, ∃ id′ : Signat(()→ spec(t)) ∈ Oexternts′ ,∃ k ∈ N0 :
v ∈ domts′ ∧ id = path(ts′, id′ : Signat(()→ spec(t))) = ts′.id′1. · · · .id′k
id() in alle andere gevallen
• Recursiestap.
1. ∀ (e) ∈ Et : .((e), v) = (.(e, v))
2. ∀ id(e1, . . . , en) ∈ Et : .(id(e1, . . . , en), v) =
v.id′1. · · · .id′k(.(e1, v), . . . , .(en, v))
als ∃ ts′ ∈ Tobject, ∃ id′ : Signat((id1 : s1; . . . ; idn : sn)→ spec(t)) ∈ Oexternts′ , ∃ k ∈ N0 :
v ∈ domts′ ∧ id = path(ts′, id′ : Signat((id1 : s1; . . . ; idn : sn)→ spec(t)) =
ts′.id′1. · · · .id′k
id(.(e1, v), . . . , .(en, v)) in alle andere gevallen
3. ∀ e ∈ Vextent : .(e, v) = e

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3.2.4 Operatoren over de verzameling E
Over de verzameling van expressies E wordt er een verzameling OE van operatoren gedefinieerd.
Definitie 3.7 (Verzameling OE) De verzameling OE van alle operatoren die gedefinieerd zijn over de
verzameling van expressies E wordt gedefinieerd als:
OE , {depends : E → ℘(IDΣ),
edepends : E → ℘(Vextent),
fdepends : E → ℘(Oinstance ∪Oextent),




De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de unaire operator depends
de semantiek van de operator depends wordt volledig bepaald door definitie 3.3;
2. de semantiek van de unaire operator edepends
de semantiek van de operator edepends wordt volledig bepaald door definitie 3.4;
3. de semantiek van de unaire operator fdepends
de semantiek van de operator fdepends wordt volledig bepaald door definitie 3.5;
4. de semantiek van de binaire operator .
de semantiek van de operator . wordt volledig bepaald door definitie 3.6.

3.2.5 Belangrijke deelverzamelingen van de verzameling E
Binnen de verzameling E van alle mogelijke expressies worden er drie bijzondere deelverzamelingen be-
schouwd: de deelverzameling van de transitie-expressies, de deelverzameling van de waarde-expressies en
de deelverzameling van de aggregaatexpressies.
Transitie-expressies
Een expressie wordt dan en slechts dan een transitie-expressie genoemd, als de expressie afhankelijk is
van minstens e´e´n identificator die een kandidaat nieuwe waarde identificeert en er geen operatoren in
voorkomen die inwerken op de extentie van een objecttype.
Identificatoren voor kandidaat nieuwe waarden zijn belangrijk met het oog op het invoeren van tran-
sitierestricties: bij deze restricties wordt een conditie opgelegd die moet voldaan zijn bij elke overgang
van een oude naar een nieuwe waarde. Dit wordt uitgebreid behandeld in de deelsecties 3.3.4 en 3.5.2.
Elke identificator voor een kandidaat nieuwe waarde wordt aangeduid met een superscriptie new.
Definitie 3.8 (Transitie-expressie) De verzameling Etrans van alle transitie-expressies wordt gedefi-
nieerd als:
Etrans , {e|(e ∈ E) ∧ (∃ id ∈ IDΣ : (id)new ∈ depends(e)) ∧ (fdepends(e) ∩Oextent = ∅)}

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Waarde-expressies
Een expressie wordt dan en slechts dan een waarde-expressie genoemd, als de expressie niet afhankelijke
is van identificatoren die een kandidaat nieuwe waarde identificeren en er geen operatoren in voorkomen
die inwerken op de extentie van een objecttype.
Definitie 3.9 (Waarde-expressie) De verzameling Evalue van alle waarde-expressies wordt gedefini-
eerd als:
Evalue , {e|(e ∈ E) ∧ (@ id ∈ IDΣ : (id)new ∈ depends(e)) ∧ (fdepends(e) ∩Oextent = ∅)}

Aggregaatexpressies
Een expressie wordt dan en slechts dan een aggregaatexpressie genoemd, als de expressie niet afhankelijke is
van identificatoren die een kandidaat nieuwe waarde identificeren en er minstens e´e´n operator in voorkomt
die inwerkt op de extentie van een objecttype.
Definitie 3.10 (Aggregaatexpressie) De verzameling Eaggr van alle aggregaatexpressies wordt gede-
finieerd als:
Eaggr , {e|(e ∈ E) ∧ (@ id ∈ IDΣ : (id)new ∈ depends(e)) ∧ (fdepends(e) ∩Oextent 6= ∅)}

3.3 De specificatie van de single-type afhankelijke restricties die
gedefinieerd zijn over de instantieverzameling van een
objecttype
Om de ree¨le wereld zo getrouw mogelijk te kunnen modelleren is het nuttig om aan de instanties o van
een gegeven objecttype t bijkomende restricties te kunnen opleggen.
Een single-type afhankelijke restrictie die gedefinieerd is voor de instanties van een objecttype wordt
gedefinieerd over de eigenschappen van dat objecttype. Er worden vier subgroepen van dergelijke restricties
onderscheiden: de domeinrestricties, de “not null”-restricties, de single-type afhankelijke waarderestricties
en de single-type afhankelijke transitierestricties.
De verzameling van alle mogelijke restrictiespecificaties van single-type afhankelijke restricties die
gedefinieerd zijn voor de instanties van een objecttype wordt genoteerd als Csingleinstance.
3.3.1 Domeinrestricties
Een domeinrestrictie beperkt de verzameling van de mogelijke waarden voor een eigenschap van een
objecttype of de verzameling van de mogelijke waarden voor een component van een eigenschap van een
objecttype tot de waarden van een geassocieerd domein.
Bij een eigenschap of component van een eigenschap met syntaxis “id : ts” is dit domein bij definitie
het domein domts van het type met specificatie ts (cf. definities 2.20 en 2.40). Omdat dit reeds formeel
gedefinieerd werd met de definitie van de semantiek van een gestructureerd type en de semantiek van een
objecttype, worden er in dit hoofdstuk geen nieuwe formele definities voor domeinrestricties gegeven.
3.3.2 “Not null”-restricties
Een “not null”-restrictie beperkt het domein van een eigenschap of een component van een eigenschap
van een objecttype door de exclusie van de niet-gedefinieerde waarde.
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Definitie 3.11 (“Not null”-restrictie) De “not null”-restricties worden gespecificeerd door:
• de syntaxis:
∀ t ∈ {t|t ∈ T ∧ spec(t) ∈ Tobject}, ∀ id : s ∈ fprop(spec(t)) : ρnot null{path(spec(t),id:s)}[ ] ∈ Csingleinstance
hierbij is “path(spec(t), id : s)” de padexpressie die (de component van) de eigenschap identificeert
waarvoor de “not null”-restrictie is gedefinieerd;
• de semantiek:
de semantiek van een restrictie ρnot null{path(spec(t),id:s)}[ ] met path(spec(t), id : s) = ts.id1. · · · .idn,
n ∈ N0 wordt gedefinieerd als:
ρnot null{ts.id1.··· .idn}[ ] : V
instance
t → domBoolean
o 7→ True als .(· · · (.(value(o), id1) · · · ), idn) 6= ⊥s′
o 7→ False als .(· · · (.(value(o), id1) · · · ), idn) = ⊥s′

Voorbeeld 3.1
Door de “not null”-restrictie met specificatie
ρnot null{TPersoon.Naam}[ ]
te gebruiken, wordt bijvoorbeeld afgedwongen dat het “Naam”-attribuut van objecten van het objecttype
TPersoon (cf. voorbeeld 2.6) steeds een gedefinieerde waarde moet hebben.
Evenzo kan m.b.t. hetzelfde objecttype het opgeven van een geboortedatum worden afgedwongen door
middel van de “not null”-restrictie met specificatie:
ρnot null{TPersoon.Geboortedatum}[ ]
Andere voorbeelden van “not null”-restricties worden gegeven in deelsectie B.2.2 van bijlage B. 
3.3.3 Single-type afhankelijke waarderestricties
Het domein van een attribuut (of van een component van een attribuut met een gestructureerd type) kan
verder worden beperkt door het gebruik van waarderestricties. Elke waarderestrictie wordt gekarakte-
riseerd door een waarde-expressie van het type “Boolean” die als parameter wordt meegegeven en een
conditie vastlegt. Enkel de elementen van het domein die voldoen aan deze conditie blijven behouden als
toegelaten waarden voor het betreffende attribuut (of de betreffende component).
Indien er in de opgegeven expressie geen identificatoren voorkomen van karakteristieken van gerela-
teerde objecttypes, wordt de waarderestrictie een single-type afhankelijke waarderestrictie genoemd. De
single-type afhankelijke waarderestricties vormen het onderwerp van deze deelsectie.
Bevat de opgegeven expressie wel identificatoren van karakteristieken van gerelateerde objecttypes, dan
wordt de waarderestrictie een multi-type afhankelijke waarderestrictie genoemd. De multi-type afhankelijke
waarderestricties worden formeel behandeld in deelsectie 3.5.1.
Definitie 3.12 (Single-type afhankelijke waarderestrictie) De single-type afhankelijke waarderes-
tricties worden gespecificeerd door:
• de syntaxis:
∀ t ∈ {t|t ∈ T ∧ spec(t) ∈ Tobject}, ∀ id ∈ fpath(spec(t)),
∀ e ∈ {e|e ∈ EBoolean ∩ Evalue ∧ id ∈ depends(e) ∧ depends(e) ⊆ fpath(spec(t))} :
ρvalue{id} [e] ∈ Csingleinstance
hierbij is “id” de padexpressie van (de component van) het attribuut van het objecttype waarvoor
de restrictie is gedefinieerd en is de parameter “e” de expressie die de opgelegde conditie vastlegt;
110 HOOFDSTUK 3. HET RESTRICTIESYSTEEM
• de semantiek:
de semantiek van een restrictie ρvalue{id} [e] wordt gedefinieerd als:
ρvalue{id} [e] : V
instance
t → domBoolean
o 7→ .(e,value(o)) als .(e,value(o)) ∈ domBoolean
o 7→ ⊥Boolean in alle andere gevallen

Voorbeeld 3.2
Aan de hand van de single-type afhankelijke waarderestrictie met specificatie
ρvalue{TPatient.Lichaamslengte.Waarde}[∧(<(0, TPatient.Lichaamslengte.Waarde),
≤(TPatient.Lichaamslengte.Waarde, 2.5))]
kan bijvoorbeeld worden afgedwongen dat de waarden van het “Lichaamslengte”-attribuut van objecten
van het objecttype TPatient (cf. voorbeeld 2.6) steeds positief moeten zijn en kleiner dan 2,5 meter.
Andere voorbeelden worden gegeven in deelsectie B.2.2 van bijlage B. 
3.3.4 Single-type afhankelijke transitierestricties
Een transitierestrictie heeft steeds betrekking op het aanpassen van een bestaande waarde van een attri-
buut (of van een component van een attribuut met een gestructureerd type). Meer bepaald legt een tran-
sitierestrictie een afhankelijkheid vast tussen de bestaande attribuutwaarde (of componentwaarde) —d.i.
de waarde voor de aanpassing— en de “nieuwe” attribuutwaarde (of componentwaarde) —d.i. de waarden
na de aanpassing—. Deze afhankelijkheid wordt vastgelegd door middel van een transitie-expressie van
het type “Boolean” die als parameter met de restrictie wordt meegegeven. Transitierestricties worden
nooit afgedwongen bij de aanmaak van een nieuw object. Enkel wanneer de betreffende attribuutwaarde
(of componentwaarde) bij een bestaand object gewijzigd wordt en men aldus wenst over te gaan naar een
aangepast object, wordt de verzameling van de kandidaatwaarden beperkt.
Om de kandidaat nieuwe attribuutwaarden (en componentwaarden) te onderscheiden van de oorspron-
kelijke waarden en de identificatoren van deze kandidaatwaarden te onderscheiden van de identificatoren
van de oorspronkelijk waarden, zal bij conventie steeds de superscriptie new worden gebruikt om een
kandidaatwaarde en een identificator van een kandidaatwaarde aan te duiden.
Naar analogie met de waarderestricties wordt een transitierestrictie single-type afhankelijk genoemd,
indien er geen identificatoren van karakteristieken van gerelateerde objecttypes voorkomen in haar geas-
socieerde transitie-expressie. Komen dergelijke identificatoren wel voor dan wordt de transitierestrictie
multi-type afhankelijk genoemd. De single-type afhankelijke transitierestricties worden formeel behandeld
in deze deelsectie, de multi-type afhankelijke transitierestricties in deelsectie 3.5.2.
Definitie 3.13 (Single-type afhankelijke transitierestrictie) De single-type afhankelijke transitie-
restricties worden gespecificeerd door:
• de syntaxis:
∀ t ∈ {t|t ∈ T ∧ spec(t) ∈ Tobject}, ∀ id ∈ fpath(spec(t)),
∀ e ∈ {e|e ∈ EBoolean ∩ Etrans ∧ {id, (id)new} ⊆ depends(e) ∧
depends(e) ⊆ {id′|id′ ∈ IDΣ ∧ (∃ id ∈ fpath(spec(t)) : id′ = id ∨ id′ = (id)new)}} :
ρtrans{id} [e] ∈ Csingleinstance
hierbij is “id” de padexpressie van (de component van) het attribuut van het objecttype waarvoor
de restrictie is gedefinieerd en is de parameter “e” de expressie die de afhankelijkheid tussen de
bestaande en de nieuwe waarden vastlegt;
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• de semantiek:
de semantiek van een restrictie ρtrans{id} [e] wordt gedefinieerd als:
ρtrans{id} [e] : V
instance
t × dom(t)→ domBoolean
o, (v)new 7→ .(.(e,value(o)), (v)new) als .(.(e,value(o)), (v)new) ∈ domBoolean
o, (v)new 7→ ⊥Boolean in alle andere gevallen
hierbij is (v)new de kandidaat nieuwe waarde (d.i. de waarde waarnaar men wenst over te gaan)
voor de oorspronkelijke waarde value(o) van de instantie o.

Voorbeeld 3.3
Aan de hand van de single-type afhankelijke transitierestrictie met specificatie
ρtrans{TPersoon.Burgerlijke stand.Statuut}[¬(∧(=(TPersoon.Burgerlijke stand.Statuut, “ongehuwd”)),
=((TPersoon.Burgerlijke stand.Statuut)new, “gescheiden”))]
zou bijvoorbeeld kunnen worden afgedwongen dat de waarde van de “Statuut”-component van het “Bur-
gerlijke stand”-attribuut van de objecten van het objecttype TPersoon (cf. voorbeeld 2.6) nooit kan
overgaan van een waarde “ongehuwd” naar een waarde “gescheiden”.
Met betrekking tot het objecttype TZorgenverstrekker dat gedefinieerd is in de toepassing die uitge-
werkt is in bijlage B, wordt aan de hand van de single-type afhankelijke transitierestrictie met specificatie
ρtrans{TZorgenverstrekker.Specialisatie}[⊆(TZorgenverstrekker.Specialisatie,
(TZorgenverstrekker.Specialisatie)new)]
afgedwongen dat de oude waarde van het “Specialisatie”-attribuut noodzakelijk een deelverzameling moet
zijn van de nieuwe waarde. 
3.4 De specificatie van de single-type afhankelijke restricties die
gedefinieerd zijn voor de extentie van een objecttype
De single-type afhankelijke restricties die gedefinieerd worden voor de extentie V extentt van een objecttype
t worden onderverdeeld in twee subgroepen: de sleutelrestricties en de single-type afhankelijke aggregaat-
restricties.
De verzameling van alle mogelijke restrictiespecificaties van single-type afhankelijke restricties die
gedefinieerd zijn voor de extentie van een objecttype wordt genoteerd als Csingleextent.
3.4.1 Sleutelrestricties
In bepaalde situaties kan het nuttig zijn dat de elementen van de extentie van een objecttype op een unieke
wijze kunnen worden ge¨ıdentificeerd aan de hand van de waarden die zij dragen voor een eigenschap of
een verzameling van eigenschappen van dat objecttype. Deze “identificerende” eigenschappen worden,
conform met de ODMG-specificaties (Cattell en Barry 1997), sleutels genoemd.
Wanneer een sleutel bestaat uit e´e´n eigenschap, wordt de sleutel een e´e´ndelige sleutel genoemd. Een
sleutel die bestaat uit een verzameling van eigenschappen wordt een samengestelde sleutel genoemd.
Omdat een sleutel een beperking legt op de elementen die kunnen voorkomen in de extentie van een
objecttype (er mogen in de extentie namelijk geen twee elementen voorkomen die dezelfde waarden hebben
voor de eigenschappen die deel uitmaken van de sleutel), kunnen sleutels formeel worden gedefinieerd aan
de hand van zogenoemde sleutelrestricties.
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Definitie 3.14 (Sleutelrestrictie) De sleutelrestricties worden gespecificeerd door:
• de syntaxis:
∀ t ∈ {t|t ∈ T ∧ spec(t) ∈ Tobject}, ∀ n ∈ N0, ∀ 1 ≤ i ≤ n, i ∈ N0,
∀ idi : si ∈ fchar(spec(t)) ∩ (Tliteral ∪ Treference) : ρkey{t} [id1, . . . , idn] ∈ Csingleextent
hierbij is “t” het objecttype waarvoor de sleutelrestrictie is gedefinieerd (d.i. de sleutelrestrictie is
gedefinieerd voor de extentie V extentt van het objecttype t) en zijn de parameters “idi”, 1 ≤ i ≤ n,
i ∈ N0 de identificatoren van de eigenschappen die deel uitmaken van de sleutel;
• de semantiek:
de semantiek van een restrictie ρkey{t} [id1, . . . , idn] wordt gedefinieerd als:
ρkey{t} [id1, . . . , idn] : V
extent
t → domBoolean
o 7→ True als (∀ 1 ≤ i ≤ n, i ∈ N0 : .(value(o), idi) 6= ⊥si) ∧
(∀ o′ ∈ V extentt \ {o} : .(value(o′), id1) 6= .(value(o), id1) ∨ · · · ∨
.(value(o′), idn) 6= .(value(o), idn))
o 7→ False als (∃ 1 ≤ i ≤ n, i ∈ N0 : .(value(o), idi) = ⊥si) ∨
(∃ o′ ∈ V extentt \ {o} : .(value(o′), id1) = .(value(o), id1) ∧ · · · ∧
.(value(o′), idn) = .(value(o), idn))

Opmerking. Bovenstaande definitie sluit uit dat een eigenschap die deel uitmaakt van een sleu-
tel niet-gedefinieerde waarden kan aannemen. Hierdoor is het overbodig om “not null”-restricties te
definie¨ren voor eigenschappen die voorkomen in de definitie van een sleutelrestrictie.
Voorbeeld 3.4
Met betrekking tot de extentie V extentTPersoon van het objecttype TPersoon (cf. voorbeeld 2.6) kan er door
middel van de restrictie met specificatie
ρkey{TPersoon}[Naam, V oornamen,Geboortedatum]
een samengestelde sleutel worden gedefinieerd over de eigenschappen:
“Naam : String”, “V oornamen : List(String)” en “Geboortedatum : TDatum”
Andere voorbeelden van sleutelrestricties zijn opgenomen in deelsectie B.2.2 van bijlage B. 
3.4.2 Single-type afhankelijke aggregaatrestricties
De extentie van een objecttype kan verder worden beperkt door het gebruik van aggregaatrestricties. Een
aggregaatrestrictie is opgebouwd uit operaties die inwerken op de volledige extentie van een gegeven ob-
jecttype en legt een conditie op waaraan deze extentie moet blijven voldoen na manipulatie, toevoeging of
verwijdering van instanties. Hiertoe wordt elke aggregaatrestrictie gekarakteriseerd door een aggregaatex-
pressie van het type “Boolean” die als parameter wordt meegegeven. Enkel indien voor de extentie van
het betreffende objecttype voldaan is aan de conditie die opgelegd is via deze expressie, is er voldaan aan
de aggregaatrestrictie.
Indien er in de opgegeven expressie geen identificatoren voorkomen van karakteristieken van andere
objecttypes dan het objecttype waarvoor de aggregaatrestrictie is gedefinieerd en er bovendien ook geen
andere extenties voorkomen dan de extentie van het objecttype waarvoor de aggregaatrestrictie is ge-
definieerd, wordt de restrictie een single-type afhankelijke aggregaatrestrictie genoemd. De single-type
afhankelijke aggregaatrestricties worden formeel behandeld in deze deelsectie.
Bevat de opgegeven restrictie wel identificatoren van karakteristieken van andere objecttypes, dan wordt
de aggregaatrestrictie een multi-type afhankelijke aggregaatrestrictie genoemd. De multi-type afhankelijke
aggregaatrestricties vormen het onderwerp van deelsectie 3.6.3.
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Definitie 3.15 (Single-type afhankelijke aggregaatrestrictie) De single-type afhankelijke aggregaat-
restricties worden gespecificeerd door:
• de syntaxis:
∀ t ∈ {t|t ∈ T ∧ spec(t) ∈ Tobject},
∀ e ∈ {e|e ∈ EBoolean ∩ Eaggr ∧ depends(e) ⊆ fpath(spec(t)) ∧ edepends(e) = {V extentt }} :
ρaggr{t} [e] ∈ Csingleextent
hierbij is “t” het objecttype waarvoor de aggregaatrestrictie is gedefinieerd (d.i. de aggregaatrestrictie
is gedefinieerd voor de extentie V extentt van het objecttype t) en is de parameter “e” de expressie die
de conditie van de restrictie vastlegt;
• de semantiek:
de semantiek van een restrictie ρaggr{t} [e] wordt gedefinieerd als:
ρaggr{t} [e] : V
extent
t → domBoolean
o 7→ .(e,value(o)) als .(e,value(o)) ∈ domBoolean
o 7→ ⊥Boolean in alle andere gevallen

Voorbeeld 3.5
Met de single-type afhankelijke aggregaatrestrictie met specificatie
ρaggr{TPersoon}[≤(count(V extentTPersoon), 1000)]
wordt afgedwongen dat de extentie V extentTPersoon van het objecttype TPersoon (cf. voorbeeld 2.6) nooit
meer dan duizend elementen kan bevatten. 
3.5 De specificatie van de multi-type afhankelijke restricties die
gedefinieerd zijn over de instantieverzameling van een
objecttype
Bij de definities van de single-type afhankelijke restricties uit de eerste twee besproken hoofdgroepen
wordt nergens gebruik gemaakt van identificatoren van karakteristieken van (andere) gerelateerde object-
types. Hierdoor wordt er een strenge beperking gelegd op de expressies die in aanmerking komen om
als parameter van een dergelijke restrictie te fungeren. Nochtans blijkt het praktisch nuttig te zijn om
deze strenge beperking af te zwakken en ook identificatoren van karakteristieken van (andere) gerelateerde
objecttypes toe te laten in de expressies. In deze en de volgende deelsectie worden restricties gedefinieerd
waarin dergelijke, “uitgebreidere” expressies voorkomen als parameter.
De multi-type afhankelijke restricties die gedefinieerd zijn voor de instanties van een objecttype, worden
elk gedefinieerd over de eigenschappen van de referenties van dat objecttype. Hierom hebben zij alle
betrekking op een verzameling van objecttypes die via referenties aan elkaar gerelateerd zijn. Er worden
twee subgroepen van dergelijke restricties onderscheiden: de multi-type afhankelijke waarderestricties en
de multi-type afhankelijke transitierestricties.
De verzameling van alle mogelijke restrictiespecificaties van multi-type afhankelijke restricties die ge-
definieerd zijn voor de instanties van een objecttype wordt genoteerd als Cmultiinstance.
3.5.1 Multi-type afhankelijke waarderestricties
Zoals reeds vermeld in deelsectie 3.3.3, kan een multi-type afhankelijke waarderestrictie informeel worden
gezien als een waarderestrictie waarvan de met de restrictie opgegeven expressie identificatoren bevat van
eigenschappen van gerelateerde objecttypes.
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De opgelegde beperking dat deze identificatoren noodzakelijk afkomstig moeten zijn van eigenschap-
pen van gerelateerde objecttypes is ingegeven door onze overtuiging dat het weinig zin heeft om in het
databankmodel waarderestricties te beschouwen die inwerken op objecten die niet expliciet met elkaar in
verband staan. Mocht men toch genoodzaakt zijn om dergelijke restricties in te voeren, dan kunnen deze
worden afgedwongen via de code van de applicatie die gebruik maakt van de databank. Uiteraard is deze
beperking slechts een gekozen optie en zijn alternatieve aanpakken mogelijk. Deze worden echter niet
nader beschouwd in dit werk.
Indien een eindige verzameling van objecttypes
{t1, . . . , tn}, n ∈ N0
zodanig is samengesteld dat voor elk objecttype van deze verzameling geldt dat als het objecttype “refereert
aan” een ander objecttype, dit laatste objecttype tevens behoort tot de verzameling, d.i.
∀ t ∈ {t1, . . . , tn} :
(∃ t′ ∈ {t′|t′ ∈ T ∧ spec(t′) ∈ Tobject},∃ id ∈ IDΣ : spec(t) id→spec(t′)⇒ t′ ∈ {t1, . . . , tn})
dan kunnen er m.b.t. deze verzameling multi-type afhankelijke waarderestricties worden gedefinieerd die
inwerken op de instanties uit de instantieverzamelingen van de objecttypes uit deze verzameling.
Elke multi-type afhankelijke waarderestrictie wordt gedefinieerd voor een eigenschap van een referen-
tie van een objecttype uit de beschouwde verzameling van objecttypes of voor een component van een
eigenschap van een referentie van een objecttype uit deze verzameling van objecttypes.
Definitie 3.16 (Multi-type afhankelijke waarderestrictie) De multi-type afhankelijke waarderes-
tricties worden gespecificeerd door:
• de syntaxis:
∀ n ∈ N0,
∀ {t1, . . . , tn} ∈ {{t1, . . . , tn}|(∀ t ∈ {t1, . . . , tn} : t ∈ T ∧ spec(t) ∈ Tobject) ∧
(∀ t ∈ {t1, . . . , tn} : (∃ t′ ∈ {t′|t′ ∈ T ∧ spec(t′) ∈ Tobject}, ∃ id ∈ IDΣ :
spec(t) id→spec(t′)⇒ t′ ∈ {t1, . . . , tn}))},
∀ tj ∈ {t1, . . . , tn},∀ id ∈ ~fpath(spec(tj)),
∀ e ∈ {e|e ∈ EBoolean ∩ Evalue ∧ id ∈ depends(e) ∧
depends(e) ⊆ fpath(spec(tj)) ∪~fpath(spec(tj))} :
ρvalue{id,{t1,...,tn}}[e] ∈ Cmultiinstance
hierbij is “id” de padexpressie van (de component van) de eigenschap van de referentie van het
objecttype waarvoor de restrictie is gedefinieerd, is “{t1, . . . , tn}” (n ∈ N0) de eindige verzameling
van objecttypes waarover de restrictie is gedefinieerd en is de parameter “e” de waarde-expressie die
de opgelegde conditie vastlegt;
• de semantiek:
de semantiek van een restrictie ρvalue{id,{t1,...,tn}}[e] wordt gedefinieerd als:
ρvalue{id,{t1,...,tn}}[e] : V
instance
t1 × · · · × V instancetn → domBoolean
o1, . . . , on 7→ .(e,value(oj)) als .(e,value(oj)) ∈ domBoolean
o1, . . . , on 7→ ⊥Boolean in alle andere gevallen

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Voorbeeld 3.6
Voor de instanties van het objecttype TPersoon uit de patie¨ntendatabank uit deelsectie B.2.3 van bij-
lage B en de verzameling van objecttypes
TDPatientendatabank = {TPersoon, TPatient, TZorgenverstrekker, TConsultatie,
TProbleem, TDiagnose, TBehandeling}
wordt met de multi-type afhankelijke waarderestrictie met specificatie
ρvalue{TPersoon.Kinderen.Geboortedatum.Jaar,TDPatientendatabank}[
>(TPersoon.Kinderen.Geboortedatum.Jaar,+(TPersoon.Geboortedatum.Jaar, 12))]
afgedwongen dat een kind minstens twaalf jaar jonger moet zijn dan zijn ouders.
Een andere mogelijke multi-type afhankelijke waarderestrictie voor dezelfde patie¨ntendatabank is
ρvalue{TPatient.Consultaties.Klacht.Diagnose(s).Behandeling(en).Medicatie.Nomenclatuur,TDPatientendatabank}[
∧(6=(TPatient.Consultaties.Klacht.Diagnose(s).Behandeling(en).Medicatie.Nomenclatuur,
“Penicilline”), contains element(TPatient.Allergieen, “Penicilline”))]
Door deze restrictie is het niet toegestaan om penicilline voor te schrijven aan een patie¨nt die allergisch
is aan penicilline. 
3.5.2 Multi-type afhankelijke transitierestricties
Uit deelsectie 3.3.4 volgt dat een multi-type afhankelijke transitierestrictie informeel kan worden gezien
als een transitierestrictie waarbij de met de restrictie opgegeven expressie identificatoren bevat van ei-
genschappen van objecttypes die gerelateerd zijn aan het objecttype waarvoor de restrictie is gedefinieerd.
Om een analoge reden als deze die gegeven is bij de bespreking van de multi-type afhankelijke waarde-
restricties (cf. deelsectie 3.5.1) geldt ook hier de beperking dat er in de expressie geen andere identificatoren
mogen voorkomen dan deze die afkomstig zijn van de eigenschappen van het gegeven objecttype en de
eigenschappen van de objecttypes die gerelateerd zijn aan dit objecttype. Opnieuw is dit een keuze en zijn
er alternatieve aanpakken mogelijk. Beschikt men terug over een eindige verzameling van objecttypes
{t1, . . . , tn}, n ∈ N0
die zodanig is samengesteld dat voor elk objecttype van deze verzameling geldt dat als het objecttype
“refereert aan” een ander objecttype, het objecttype “waaraan” gerefereerd wordt tevens behoort tot de
verzameling, d.i.
∀ t ∈ {t1, . . . , tn} :
(∃ t′ ∈ {t′|t′ ∈ T ∧ spec(t′) ∈ Tobject}, ∃ id ∈ IDΣ : spec(t) id→spec(t′)⇒ t′ ∈ {t1, . . . , tn})
dan kunnen er m.b.t. deze verzameling multi-type afhankelijke transitierestricties worden gedefinieerd die
inwerken op de instanties van de objecttypes uit deze verzameling.
Elke multi-type afhankelijke transitierestrictie wordt gedefinieerd voor een eigenschap van een refe-
rentie van een objecttype uit de beschouwde verzameling van objecttypes of voor een component van een
eigenschap van een referentie van een objecttype uit deze verzameling.
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Definitie 3.17 (Multi-type afhankelijke transitierestrictie) De multi-type afhankelijke transitie-
restricties worden gespecificeerd door:
• de syntaxis:
∀ n ∈ N0,
∀ {t1, . . . , tn} ∈ {{t1, . . . , tn}|(∀ t ∈ {t1, . . . , tn} : t ∈ T ∧ spec(t) ∈ Tobject) ∧
(∀ t ∈ {t1, . . . , tn} : (∃ t′ ∈ {t′|t′ ∈ T ∧ spec(t′) ∈ Tobject}, ∃ id ∈ IDΣ :
spec(t) id→spec(t′)⇒ t′ ∈ {t1, . . . , tn}))},
∀ tj ∈ {t1, . . . , tn},∀ id ∈ ~fpath(spec(tj)),
∀ e ∈ {e|e ∈ EBoolean ∩ Etrans ∧ {id, (id)new} ⊆ depends(e) ∧ depends(e) ⊆
{id′|id′ ∈ IDΣ ∧ (∃ id ∈ fpath(spec(tj)) ∪~fpath(spec(tj)) : id′ = id ∨ id′ = (id)new)}} :
ρtrans{id,{t1,...,tn}}[e] ∈ Cmultiinstance
hierbij is “id” de padexpressie van (de component van) de eigenschap van de referentie van het
objecttype waarvoor de restrictie is gedefinieerd, is “{t1, . . . , tn}” (n ∈ N0) de eindige verzameling
van objecttypes waarover de restrictie is gedefinieerd en is de parameter “e” de expressie die de
afhankelijkheid tussen de bestaande en de nieuwe waarden vastlegt;
• de semantiek:
de semantiek van een restrictie ρtrans{id,{t1,...,tn}}[e] wordt gedefinieerd als:
ρtrans{id,{t1,...,tn}}[e] : V
instance
t1 × · · ·×V instancetn × dom(t1)× · · · × dom(tn)→ domBoolean
o1, . . . , on, (v1)new, . . . , (vn)new 7→ .(.(e,value(oj)), (vj)new)
als .(.(e,value(oj)), (vj)new) ∈ domBoolean
o1, . . . , on, (v1)new, . . . , (vn)new 7→ ⊥Boolean
in alle andere gevallen
hierbij geldt er ∀ 1 ≤ i ≤ n, i ∈ N0 dat (vi)new de kandidaat nieuwe waarde is (d.i. de waarde
waarnaar men wenst over te gaan) voor de oorspronkelijke waarde value(oi) van de instantie oi.

Voorbeeld 3.7
Multi-type afhankelijke transitierestricties worden typisch gebruikt in situaties waarbij de nieuwe waarde
van een eigenschap zowel afhankelijk is van de oude waarde van de eigenschap als van de waarde van een
gerelateerde eigenschap. Dit kan bijvoorbeeld het geval zijn met looninformatie in een databanktoepassing
voor een personeelsadministratie, waarbij er een “reglement” zou kunnen bestaan dat een werknemer na
een loonaanpassing niet meer kan verdienen dan het gemiddelde van zijn oud loon en het loon van





In het voorbeeld van de patie¨ntendatabank uit deelsectie B.2.3 van bijlage B komen er geen multi-type
afhankelijke transitierestricties voor. 
3.6 De specificatie van de multi-type afhankelijke restricties die
gedefinieerd zijn voor de extentie van een objecttype
De restricties uit de vierde en laatste hoofdgroep zijn alle gedefinieerd voor de extentie van een object-
type uit een opgegeven verzameling van objecttypes en hebben alle bijkomend betrekking op (de extentie
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van) minstens e´e´n ander objecttype uit deze verzameling. Deze hoofdgroep wordt onderverdeeld in drie
subgroepen: de uniciteitrestricties, de referentie¨le restricties en de multi-type afhankelijke aggregaatres-
tricties.
De verzameling van alle mogelijke restrictiespecificaties van multi-type afhankelijke restricties die ge-
definieerd zijn voor de extentie van een objecttype wordt genoteerd als Cmultiextent.
3.6.1 Uniciteitrestricties
Elke uniciteitrestrictie is gedefinieerd voor de extentie van een objecttype uit een opgegeven eindige ver-
zameling van objecttypes. De taak van een uniciteitrestrictie bestaat erin te waken over de uniciteit van
de persistente instanties van dit objecttype: elke persistente instantie moet uniek zijn binnen de unie van
de extenties van de objecttypes uit de opgegeven verzameling van objecttypes.
Volgens de ODMG-specificaties (Cattell en Barry 1997) wordt de uniciteit van een persistent object
gegarandeerd door het gebruik van object-identificatoren. Verder kunnen er aan een persistent object e´e´n
of meerdere identificerende objectnamen zijn toegekend. Hierom worden er binnen het restrictiesysteem
twee soorten uniciteitrestricties ingevoerd: restricties die worden aangewend om de uniciteit van object-
identificatoren te garanderen en restricties die worden aangewend om de uniciteit van objectnamen te
garanderen.
Definitie 3.18 (Uniciteitrestrictie) De uniciteitrestricties worden gespecificeerd door:
• de syntaxis:
– de syntaxis van de restricties voor de uniciteit van de object-identificatoren:
∀ n ∈ N0, ∀{t1, . . . , tn} ⊂ {t|t ∈ T ∧ spec(t) ∈ Tobject}, ∀ t ∈ {t1, . . . , tn} :
ρoid{t,{t1,...,tn}}[ ] ∈ Cmultiextent
– de syntaxis van de restricties voor de uniciteit van de objectnamen:
∀ n ∈ N0, ∀{t1, . . . , tn} ⊂ {t|t ∈ T ∧ spec(t) ∈ Tobject}, ∀ t ∈ {t1, . . . , tn} :
ρname{t,{t1,...,tn}}[ ] ∈ Cmultiextent
hierbij is “t” het objecttype waarvoor de uniciteitrestrictie is gedefinieerd (d.i. de uniciteitrestrictie
is gedefinieerd voor de extentie V extentt van het objecttype t) en is “{t1, . . . , tn}” (n ∈ N0) de eindige
verzameling van objecttypes waarover de restrictie is gedefinieerd;
• de semantiek:




o 7→ True als ∀ o′ ∈ (
⋃
t∈{t1,...,tn}
V extentt ) \ {o} : identify(o′) 6= identify(o)
o 7→ False als ∃ o′ ∈ (
⋃
t∈{t1,...,tn}
V extentt ) \ {o} : identify(o′) = identify(o)
– de semantiek van een restrictie ρname{t,{t1,...,tn}}[ ] wordt gedefinieerd als:
ρname{t,{t1,...,tn}}[ ] : V
extent
t → domBoolean
o 7→ True als ∀ o′ ∈ (
⋃
t∈{t1,...,tn}
V extentt ) \ {o}, ∀ id ∈ names(o), ∀ id′ ∈ names(o′) : id 6= id′
o 7→ False als ∃ o′ ∈ (
⋃
t∈{t1,...,tn}
V extentt ) \ {o}, ∃ id ∈ names(o), ∃ id′ ∈ names(o′) : id = id′

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Voorbeeld 3.8
Met betrekking tot de extentie V extentTPersoon van het objecttype TPersoon (cf. voorbeeld 2.6) en de verza-
meling van objecttypes
TDPatientendatabank = {TPersoon, TPatient, TZorgenverstrekker, TConsultatie,
TProbleem, TDiagnose, TBehandeling}
die gedefinieerd is in deelsectie B.2.3 van bijlage B kunnen er restricties met specificaties
ρoid{TPersoon,TDPatientendatabank}[ ] en ρ
name
{TPersoon,TDPatientendatabank}[ ]
worden gedefinieerd, die respectievelijk de uniciteit garanderen —binnen de unie van de extenties van de
objecttypes uit de verzameling TDPatientendatabank— van de object-identificatoren en de namen van de
instanties uit de extentie van het objecttype TPersoon. In deelsectie B.2.3 worden er meer voorbeelden
van beide soorten uniciteitrestricties gegeven. 
3.6.2 Referentie¨le restricties
De referentie¨le restricties worden ingevoerd om de referentie¨le integriteit van een databank te kunnen
garanderen. In de context van objectgeorie¨nteerde databanken is de idee achter referentie¨le integriteit dat
referenties niet mogen “verwijzen” naar objecten die uit de databank verwijderd werden (Embley 1997).
Opdat de referentie¨le integriteit gegarandeerd zou blijven, mag een object m.a.w. niet uit de databank
worden verwijderd zolang er minstens e´e´n ander persistent object bestaat van waaruit naar het object
“verwezen” wordt.
In het onderhavig formalisme worden twee soorten van referentie¨le restricties gebruikt om referentie¨le
integriteit af te dwingen: uni-directionele referentie¨le restricties en bi-directionele referentie¨le restricties.
Een uni-directionele referentie¨le restrictie wordt steeds gedefinieerd voor een referentie van een ob-
jecttype en wordt gebruikt om te voorkomen dat deze zou “verwijzen” naar een object dat niet (langer)
persistent is. Beschikt men over een eindige verzameling van objecttypes
{t1, . . . , tn}, n ∈ N0
die zodanig is samengesteld dat voor elk objecttype van deze verzameling geldt dat als het objecttype
“refereert aan” een ander objecttype, het objecttype “waaraan” gerefereerd wordt tevens behoort tot de
verzameling, d.i.
∀ t ∈ {t1, . . . , tn} :
(∃ t′ ∈ {t′|t′ ∈ T ∧ spec(t′) ∈ Tobject},∃ id ∈ IDΣ : spec(t) id→spec(t′)⇒ t′ ∈ {t1, . . . , tn})
dan kan er voor elke referentie “id : s” van een objecttype t ∈ {t1, . . . , tn} een uni-directionele referentie¨le
restrictie worden gedefinieerd.
Definitie 3.19 (Uni-directionele referentie¨le restrictie) De uni-directionele referentie¨le restricties
worden gespecificeerd door:
• de syntaxis:
∀ n ∈ N0,
∀ {t1, . . . , tn} ∈ {{t1, . . . , tn}|(∀ t ∈ {t1, . . . , tn} : t ∈ T ∧ spec(t) ∈ Tobject) ∧
(∀ t ∈ {t1, . . . , tn} : (∃ t′ ∈ {t′|t′ ∈ T ∧ spec(t′) ∈ Tobject}, ∃ id ∈ IDΣ :
spec(t) id→spec(t′)⇒ t′ ∈ {t1, . . . , tn}))},
∀ t, t′ ∈ {t1, . . . , tn},
∀ id : s ∈ {id : s|id : s ∈ fprop(spec(t)) ∧ s ∈ {Ref (spec(t′)),SetRef (spec(t′)),
BagRef (spec(t′)),ListRef (spec(t′))}} :
ρreference{{path(spec(t),id:s)},{t1,...,tn}}[ ] ∈ Cmultiextent
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hierbij is “path(spec(t), id : s)” de padexpressie van de referentie “id : s” waarvoor de uni-
directionele referentie¨le restrictie is gedefinieerd en is “{t1, . . . , tn}” (n ∈ N0) de eindige verzameling
van objecttypes waarover de restrictie is gedefinieerd;
• de semantiek:
de semantiek van een restrictie
ρreference{{path(spec(t),id:s)},{t1,...,tn}}[ ]
wordt, met de padexpressie
path(spec(t), id : s) = ts.id1. · · · .idk, k ∈ N0
voor de referentie “id : s” en de verzameling
V =

{.(· · · .(value(o), id1), · · · , idk)}
als s = Ref (spec(t′))
{oid|contains element(.(· · · .(value(o), id1), · · · , idk), oid) = True}
als s ∈ {SetRef (spec(t′)),BagRef (spec(t′)),ListRef (spec(t′))}
van de object-identificatoren uit de waarde van de referentie “id : s” van het object o, gedefinieerd
als:
ρreference{{ts.id1.··· .idk},{t1,...,tn}}[ ] : V
extent
t → domBoolean
o 7→ True als ∀ oid ∈ V, ∃ [oid′, N ′, t′, v′] ∈ V extentt′ : oid = oid′
o 7→ ⊥Boolean als .(· · · .(value(o), id1), · · · , idk) = ⊥s
o 7→ False in alle andere gevallen

Een bi-directionele referentie¨le restrictie wordt steeds gedefinieerd over twee referenties “id : s” en
“id′ : s′” van twee objecttypes t en t′ waarbij voldaan is aan:
spec(t)
path(spec(t),id:s)→ spec(t′) ∧ spec(t′)path(spec(t
′),id′:s′)→ spec(t)
Door de restrictie worden beide referenties aan elkaar “gekoppeld” zodat de ene referentie fungeert als
de inverse van de andere en vice versa. Indien een object uit de extentie van het eerste objecttype via
de eerste referentie “refereert aan” een object uit de extentie van het tweede objecttype dan vereist de
bi-directionele referentie¨le restrictie dat het tweede object via de inverse referentie “refereert aan” het
eerste object. Beschikt men opnieuw over een eindige verzameling van objecttypes
{t1, . . . , tn}, n ∈ N0
die zodanig is samengesteld dat voor elk objecttype van deze verzameling geldt dat als het objecttype
“refereert aan” een ander objecttype, het objecttype “waaraan” gerefereerd wordt tevens behoort tot de
verzameling, d.i.
∀ t ∈ {t1, . . . , tn} :
(∃ t′ ∈ {t′|t′ ∈ T ∧ spec(t′) ∈ Tobject}, ∃ id ∈ IDΣ : spec(t) id→spec(t′)⇒ t′ ∈ {t1, . . . , tn})
en bestaan er twee objecttypes t en t′ uit deze verzameling (d.i. t, t′ ∈ {t1, . . . , tn}) waarvoor geldt:
∃ id : s ∈ fchar(spec(t)), ∃ id′ : s′ ∈ fchar(spec(t′)) : s ∈ Treference ∧ s′ ∈ Treference ∧
spec(t)
path(spec(t),id:s)→ spec(t′) ∧ spec(t′)path(spec(t
′),id′:s′)→ spec(t)
dan kan er voor de referenties “id : s” en “id′ : s′” uit deze objecttypes een bi-directionele referentie¨le
restrictie worden gedefinieerd.
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Definitie 3.20 (Bi-directionele referentie¨le restrictie) De bi-directionele referentie¨le restricties wor-
den gespecificeerd door:
• de syntaxis:
∀ n ∈ N0,
∀ {t1, . . . , tn} ∈ {{t1, . . . , tn}|(∀ t ∈ {t1, . . . , tn} : t ∈ T ∧ spec(t) ∈ Tobject) ∧
(∀ t ∈ {t1, . . . , tn} : (∃ t′ ∈ {t′|t′ ∈ T ∧ spec(t′) ∈ Tobject}, ∃ id ∈ IDΣ :
spec(t) id→spec(t′)⇒ t′ ∈ {t1, . . . , tn}))},
∀ t, t′ ∈ {t1, . . . , tn},∀ id : s ∈ fprop(spec(t)), ∀ id′ : s′ ∈ fprop(spec(t′)) :
s ∈ Treference ∧ s′ ∈ Treference ∧ spec(t)path(spec(t),id:s)→ spec(t′) ∧
spec(t′)
path(spec(t′),id′:s′)→ spec(t)⇒
ρreference{{path(spec(t),id:s),path(spec(t′),id′:s′)},{t1,...,tn}}[ ] ∈ Cmultiextent
hierbij zijn “path(spec(t), id : s)” en “path(spec(t′), id′ : s′)” de padexpressies van de referen-
ties “id : s” en “id′ : s′” waarvoor de bi-directionele referentie¨le restrictie is gedefinieerd en is
“{t1, . . . , tn}” (n ∈ N0) de eindige verzameling van objecttypes waarover de restrictie is gedefini-
eerd;
• de semantiek:
de semantiek van een restrictie
ρreference{{path(spec(t),id:s),path(spec(t′),id′:s′)},{t1,...,tn}}[ ]
wordt, met de padexpressies
path(spec(t), id : s) = ts.id1. · · · .idk, k ∈ N0
en
path(spec(t′), id′ : s′) = ts′.id′1. · · · .id′l, l ∈ N0
voor de referenties “id : s” en “id′ : s′” en de verzamelingen
V =

{.(· · · .(value(o), id1), · · · , idk)}
als s = Ref (spec(t′))
{oid′|contains element(.(· · · .(value(o), id1), · · · , idk), oid′) = True}




{.(· · · .(value(o′), id′1), · · · , id′l)}
als s′ = Ref (spec(t))
{oid|contains element(.(· · · .(value(o′), id′1), · · · , id′l), oid) = True}
als s′ ∈ {SetRef (spec(t)),BagRef (spec(t)),ListRef (spec(t))}
van de object-identificatoren uit de waarden van de resp. referenties “id : s” en “id′ : s′” van de
resp. objecten o en o′, gedefinieerd als:
ρreference{{ts.id1.··· .idk,ts′.id′1.··· .id′l},{t1,...,tn}}[ ] : V
extent
t × V extentt′ → domBoolean
o, o′ 7→ True als (identify(o) ∈ V ′ ∧ identify(o′) ∈ V ) ∨
(identify(o) 6∈ V ′ ∧ identify(o′) 6∈ V )
o, o′ 7→ ⊥Boolean als .(· · · .(value(o), id1), · · · , idk) = ⊥s ∨ .(· · · .(value(o′), id′1), · · · , id′l) = ⊥s′
o, o′ 7→ False in alle andere gevallen

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Voorbeeld 3.9
Met betrekking tot het objecttype TPersoon uit de patie¨ntendatabank uit deelsectie B.2.3 van bijlage B
en de verzameling van objecttypes
TDPatientendatabank = {TPersoon, TPatient, TZorgenverstrekker, TConsultatie,
TProbleem, TDiagnose, TBehandeling}
wordt voor de referentie “Partner : Ref (TPersoon)” een (uni-directionele) referentie¨le restrictie gede-
finieerd, die gespecificeerd is als:
ρreference{{TPersoon.Burgerlijke stand.Partner},TDPatientendatabank}[ ]
Voor de referenties “Ouders : SetRef (TPersoon)” en “Kinderen : ListRef (TPersoon)” kan bij-
voorbeeld de bi-directionele referentie¨le restrictie
ρreference{{TPersoon.Ouders,TPersoon.Kinderen},TDPatientendatabank}[ ]
worden ingevoerd. In deelsectie B.2.3 worden meer voorbeelden van referentie¨le restricties gegeven. 
3.6.3 Multi-type afhankelijke aggregaatrestricties
Een laatste te behandelen deelgroep betreft de multi-type afhankelijke aggregaatrestricties. In deelsec-
tie 3.4.2 werd reeds verduidelijkt dat een aggregaatrestrictie —single- of multi-type afhankelijk— gedefi-
nieerd is voor de extentie van een objecttype en een conditie oplegt waaraan deze extentie moet blijven
voldoen na manipulatie, toevoeging of verwijdering van instanties. Bij een multi-type afhankelijke ag-
gregaatrestrictie bevat deze conditie identificatoren van karakteristieken van andere objecttypes dan het
objecttype waarvoor de aggregaatrestrictie is gedefinieerd en/of andere extenties dan de extentie van het
objecttype waarvoor de aggregaatrestrictie is gedefinieerd.
Om een analoge reden als deze die gegeven is bij de bespreking van de multi-type afhankelijke waar-
derestricties (cf. deelsectie 3.5.1) en de multi-type afhankelijke transitierestricties (cf. deelsectie 3.5.2), is
het ook hier onze keuze dat dergelijke identificatoren en extenties noodzakelijk afkomstig moeten zijn van
gerelateerde objecttypes.
Indien een eindige verzameling van objecttypes
{t1, . . . , tn}, n ∈ N0
zodanig is samengesteld dat voor elk objecttype van deze verzameling geldt dat als het objecttype “refereert
aan” een ander objecttype, dit laatste objecttype tevens behoort tot de verzameling, d.i.
∀ t ∈ {t1, . . . , tn} :
(∃ t′ ∈ {t′|t′ ∈ T ∧ spec(t′) ∈ Tobject}, ∃ id ∈ IDΣ : spec(t) id→spec(t′)⇒ t′ ∈ {t1, . . . , tn})
dan kunnen er m.b.t. elk objecttype uit deze verzameling multi-type afhankelijke aggregaatrestricties wor-
den gedefinieerd.
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Definitie 3.21 (Multi-type afhankelijke aggregaatrestrictie) De multi-type afhankelijke aggregaat-
restricties worden gespecificeerd door:
• de syntaxis:
∀ n ∈ N0,
∀ {t1, . . . , tn} ∈ {{t1, . . . , tn}|(∀ t ∈ {t1, . . . , tn} : t ∈ T ∧ spec(t) ∈ Tobject) ∧
(∀ t ∈ {t1, . . . , tn} : (∃ t′ ∈ {t′|t′ ∈ T ∧ spec(t′) ∈ Tobject}, ∃ id ∈ IDΣ :
spec(t) id→spec(t′)⇒ t′ ∈ {t1, . . . , tn}))},
∀ tj ∈ {t1, . . . , tn},
∀ e ∈ {e|(e ∈ EBoolean ∩ Eaggr) ∧ (edepends(e) ⊆
⋃
t∈{t1,...,tn}
{V extentt }) ∧
(depends(e) ⊆ fpath(spec(tj)) ∪~fpath(spec(tj))) ∧
(edepends(e) 6= {V extenttj } ∨ depends(e) ∩~fpath(spec(tj)) 6= 0)} :
ρaggr{tj ,{t1,...,tn}}[e] ∈ Cmultiextent
hierbij is “tj” het objecttype waarvoor de multi-type afhankelijke aggregaatrestrictie is gedefinieerd
(d.i. de multi-type afhankelijke aggregaatrestrictie is gedefinieerd voor de extentie V extenttj van het ob-
jecttype tj), is “{t1, . . . , tn}” (n ∈ N0) de eindige verzameling van objecttypes waarover de restrictie
is gedefinieerd en is de parameter “e” de expressie die de conditie uit de restrictie vastlegt;
• de semantiek:
de semantiek van een restrictie ρaggr{tj ,{t1,...,tn}}[e] wordt gedefinieerd als:
ρaggr{tj ,{t1,...,tn}}[e] : V
extent
t1 × · · · × V extenttn → domBoolean
o1, . . . , on 7→ .(e,value(oj)) als .(e,value(oj)) ∈ domBoolean
o1, . . . , on 7→ ⊥Boolean in alle andere gevallen

Voorbeeld 3.10
Met betrekking tot de extentie van het objecttype TConsultatie uit de patie¨ntendatabank uit deelsec-
tie B.2.3 van bijlage B en de verzameling van objecttypes
TDPatientendatabank = {TPersoon, TPatient, TZorgenverstrekker, TConsultatie,
TProbleem, TDiagnose, TBehandeling}
zou er bijvoorbeeld met behulp van de multi-type afhankelijke aggregaatrestrictie met specificatie
ρaggr{TConsultatie,TDPatientendatabank}[≤(count(V extentTPatient), count(V extentTConsultatie))]
kunnen worden afgedwongen dat er in de databank nooit minder consultaties kunnen voorkomen dan
er patie¨nten zijn (bv. omdat een persoon pas als patie¨nt wordt beschouwd van zodra er minstens e´e´n
consultatie voor die persoon is geregistreerd). Bij de toepassing uit deelsectie B.2.3 van bijlage B komen
er geen multi-type afhankelijke aggregaatrestricties voor. 
3.7 De specificatie van een restrictie: synopsis
De verzameling Cspec van de uitdrukkingen die voldoen aan de syntaxis van een restrictie wordt gedefi-
nieerd als:
Definitie 3.22 (Restrictiespecificaties)
Cspec , Csingleinstance ∪ Csingleextent ∪ Cmultiinstance ∪ Cmultiextent

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3.8 De implementatie van een restrictie
Voor de formalisering van de restrictie-implementaties wordt uitgegaan van de volgende definitie.
Definitie 3.23 (Restrictie-implementatie) Als Cimpl de verzameling is van alle mogelijke implemen-
taties van restricties —ongeacht in welke programmeertaal of voor welke machine deze geschreven zijn—,
dan worden de restrictie-implementaties van een restrictie met specificatie cs vastgelegd door de injectieve
afbeelding:
f constrimpl : Cspec → ℘(Cimpl)
cs 7→ {p1, . . . , pn}
Hierbij is Cspec de verzameling van alle geldige restrictiespecificaties (definitie 3.22), is ℘(Cimpl) de
verzameling van alle deelverzamelingen van Cimpl en is {p1, . . . , pn}, n ∈ N0 de eindige deelverzameling
uit Cimpl die bestaat uit alle implementaties van de restrictie met specificatie cs. De afbeelding f constrimpl
wordt de implementatiefunctie voor restricties genoemd. 
3.9 Restricties
Met de definities van de specificatie van een restrictie (definitie 3.22) en de implementatie van een restrictie
(definitie 3.23) zijn alle noodzakelijke bestanddelen voor de formele definitie van een restrictie voorhanden.
3.9.1 De formele definitie van een restrictie
Definitie 3.24 (Restrictie) Een restrictie c wordt gedefinieerd als een paar:
c , [cs, f constrimpl (cs)], waarbij cs ∈ Cspec

Een restrictie c = [cs, f constrimpl (cs)] kan op basis van haar restrictiespecificatie cs als volgt verder worden
benoemd:
• als cs ∈ Csingleinstance wordt c een single-type afhankelijke restrictie over de instantieverzameling van
een objecttype genoemd;
• als cs ∈ Csingleextent wordt c een single-type afhankelijke restrictie voor de extentie van een objecttype
genoemd;
• als cs ∈ Cmultiinstance wordt c een multi-type afhankelijke restrictie over de instantieverzameling van een
objecttype genoemd en
• als cs ∈ Cmultiextent wordt c een multi-type afhankelijke restrictie voor de extentie van een objecttype
genoemd.
Als de context het toelaat en er geen verwarring mogelijk is, zal een restrictie c = [cs, f constrimpl (cs)] in
wat volgt verkort worden voorgesteld door haar restrictiespecificatie cs.
Door te steunen op de definitie van een restrictie, wordt de verzameling van alle mogelijke restricties
gedefinieerd als:
Definitie 3.25 (Verzameling C) De verzameling C van alle mogelijke restricties wordt gedefinieerd
als:
C , {c|∃ cs ∈ Cspec : c = [cs, f constrimpl (cs)]}

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3.9.2 Operatoren over de verzameling C
Over de verzameling van alle mogelijke restricties C (definitie 3.25) wordt er een verzameling OC van
operatoren gedefinieerd.
Definitie 3.26 (Verzameling OC) De verzameling OC van alle operatoren die gedefinieerd zijn over
de verzameling C van alle mogelijke restricties wordt gedefinieerd als:
OC , {spec : C → Cspec,
impl : C → ℘(Cimpl)}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de unaire operator spec
spec : C → Cspec
[cs, f constrimpl (cs)] 7→ cs
2. de semantiek van de unaire operator impl
impl : C → ℘(Cimpl)
[cs, f constrimpl (cs)] 7→ f constrimpl (cs)

3.10 De formele definitie van het restrictiesysteem
Definitie 3.27 (Restrictiesysteem) Het restrictiesysteem CS wordt gedefinieerd door het 5-tuple:
CS , [ID∗Σ, T ∗, C∗, E,OCS ]
waarbij
• ID∗Σ de verzameling is van alle geldige identificatoren (definitie 2.9);
• T ∗ , [Tspec, Timpl, f typeimpl, Vextent, OT∗ ] een 5-tuple is, waarvan de componenten gedefinieerd worden
als:
– Tspec de verzameling van alle geldige typespecificaties (definitie 2.55),
– Timpl de verzameling van alle mogelijke type-implementaties (definitie 2.57),
– f typeimpl de implementatiefunctie voor types (definitie 2.57),
– Vextent de verzameling van alle extenties (definitie 2.72)
– OT∗ , Oenum ∪Ostruct ∪Oref ∪Oobject ∪Oextent (definities 2.14, 2.23, 2.50, 2.54 en 2.74);
• C∗ , [Cspec, Cimpl, f constrimpl ] een triple is, waarvan de componenten gedefinieerd worden als:
– Cspec de verzameling van alle geldige restrictiespecificaties (definitie 3.22),
– Cimpl de verzameling van alle mogelijke restrictie-implementaties (definitie 3.23),
– f constrimpl de implementatiefunctie voor restricties (definitie 3.23);
• E de verzameling is van alle geldige expressies (definitie 3.2);
• OCS , OIDΣ ∪ OT ∪ (
⋃
t∈T
Oinstancet ) ∪ (
⋃
t∈{t|t∈T∧spec(t)∈Tobject}
Oextentt ) ∪ OE ∪ OC (definities 2.8,
2.69, 2.70, 2.73, 3.7 en 3.26).

Met de formele definitie van het restrictiesysteem CS zijn alle restricties gedefinieerd die binnen het




We live in a world of things, and our only connection with them is that we know how to
manipulate or to consume them.
Erich Fromm (1900–1980), Amerikaans psycholoog. Geciteerd uit: The Sane Society, hoofd-
stuk 5 (1955).
In dit hoofdstuk wordt een formele definitie opgebouwd van een objectgeorie¨nteerd databankmodel
dat geschikt is voor de modellering van scherpe informatie. Hierbij staan de definities van de concep-
ten databankschema en databank centraal. Een databankschema kan informeel worden omschreven als
een opzet om de componenten van een databank en hun onderlinge relaties te definie¨ren (Chorafas en
Steinmann 1993). Een databank wordt dan gedefinieerd als een instantie van een databankschema.
De werkwijze die in dit proefschrift wordt gevolgd om te komen tot de formele definitie van een
databankschema voor een objectgeorie¨nteerd databankmodel is verwant aan deze die door Paredaens et
al. wordt gebruikt voor de formele beschrijving van de structuur van het relationeel databankmodel
(Paredaens et al. 1989). Naar analogie met de definitie van een “relationeel” databankschema, die steunt
op het concept “relatieschema”, kan een databankschema voor een objectgeorie¨nteerd model worden ge-
definieerd door uit te gaan van zgn. objectschema’s.
Zowel voor de definitie van een objectschema als voor de definitie van een databankschema wordt het
concept restrictie, dat gedefinieerd is in het voorgaande hoofdstuk, gebruikt.
4.1 Objectschema’s en hun instantieverzameling
Een objectschema kan worden gezien als een opzet die toelaat om bestaansvoorwaarden op te leggen
aan objecten uit de instantieverzameling van een gegeven objecttype. Hiertoe heeft elk objectschema bij
definitie een objecttype en een —al dan niet ledige— verzameling van restricties die alle gedefinieerd zijn
over de instantieverzameling van het objecttype.
4.1.1 De formele definitie van een objectschema
Een objectschema wordt formeel als volgt gedefinieerd:
Definitie 4.1 (Objectschema) Een objectschema os is een quadruple
os , [id, t,M,Ct]
hierbij:
• is id een identificator, die de naam van het objectschema wordt genoemd, d.i. id ∈ IDΣ;
Opmerking. Nadat het objectschema is gedefinieerd, kan deze identificator als verkorte schrijfwijze
voor de specificatie van het objectschema worden gebruikt;
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• is t een objecttype, d.i. t ∈ {t|t ∈ T ∧ spec(t) ∈ Tobject};
• stelt M de betekenis1 van het objectschema voor;
• is Ct de verzameling van de restricties die gedefinieerd worden binnen het objectschema os en die
inwerken op de instanties uit de instantieverzameling van t. Voor de verzameling Ct geldt:
1. De verzameling Ct is een deelverzameling van de verzameling van alle mogelijke restricties C:
Ct ⊂ C
2. Alle elementen van Ct zijn single-type afhankelijke restricties die gedefinieerd zijn over de
instantieverzameling van een objecttype:
∀ c ∈ Ct : spec(c) ∈ Csingleinstance
3. Elke restrictie die voorkomt in Ct is noodzakelijk gedefinieerd voor de instanties uit de instan-
tieverzameling V instancet van t:
∀ [ρyX [ ], f constrimpl (ρyX [ ])] ∈ Ct, ∃ id ∈ fpath(spec(t)) : X = {id}
en
∀ m ∈ N0, ∀ [ρyX [x1, . . . , xm], f constrimpl (ρyX [x1, . . . , xm])] ∈ Ct, ∃ id ∈ fpath(spec(t)) : X = {id}

Voorbeeld 4.1
Met de objecttypes TPersoon en TPatient uit voorbeeld 2.6 kunnen bijvoorbeeld de objectschema’s
OSPersoon en OSPatient worden opgebouwd als volgt2:
OSPersoon = [OSPersoon, TPersoon,M,CTPersoon]
waarbij:
• de naam van het objectschema OSPersoon is;
• het objecttype TPersoon is;
• de betekenis M gegeven wordt als:
“Dit objectschema wordt gebruikt als specificatie van de abstractie voor mensen, zoals deze voor-
komen in de ree¨le wereld.”
• en de verzameling CTPersoon opgebouwd is als:
CTPersoon = {ρvalue{TPersoon.Geboortedatum.Jaar}[≥(1890, TPersoon.Geboortedatum.Jaar)]}
en
OSPatient = [OSPatient, TPatient,M,CTPatient]
waarbij:
• de naam van het objectschema OSPatient is;
1De betekenis van het objectschema is een informele component omdat hij verwijst naar de ree¨le wereld en de betekenis
meestal beschreven wordt in een menselijke, natuurlijke taal. In bijna alle theoretische studies wordt er weinig aandacht
besteed aan deze component (Paredaens et al. 1989). Omdat de betekenis een fundamentele eigenschap van een objectschema
is, wordt ze evenwel in de definitie opgenomen.
2Voor de beknoptheid en de leesbaarheid van de notaties zal een objectschema steeds worden ge¨ıdentificeerd door een
identificator die begint met de symbolen “OS”.
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• het objecttype TPatient is;
• de betekenis M gegeven wordt als:
“Dit objectschema wordt gebruikt als specificatie van de abstractie voor patie¨nten, zoals deze voor-
komen binnen de context van een kabinet van een huisarts.”















Andere voorbeelden van objectschema’s zijn gegeven in deelsectie B.2.2 van bijlage B. 
De verzameling van alle mogelijke objectschema’s wordt genoteerd als OS en is bij definitie de unie
van de verzameling van alle objectschema’s die voldoen aan definitie 4.1 en het singleton {⊥OS} dat het
niet-gedefinieerde objectschema ⊥OS bevat.
Definitie 4.2 (Verzameling OS) De verzameling OS van alle mogelijke objectschema’s wordt gedefi-
nieerd als:
OS , {os|os voldoet aan definitie 4.1} ∪ {⊥OS}

4.1.2 Operatoren over de verzameling van alle mogelijke objectschema’s
Voor de verzameling OS wordt er een verzameling OOS van operatoren gedefinieerd.
Definitie 4.3 (Verzameling OOS) De verzameling OOS van operatoren die gedefinieerd zijn voor de
verzameling van alle mogelijke objectschema’s OS wordt gedefinieerd als:
OOS , {= : (OS \ {⊥OS})2 → domBoolean,
6= : (OS \ {⊥OS})2 → domBoolean,
≈ : (OS \ {⊥OS})2 → domBoolean,
name : OS \ {⊥OS} → IDΣ,
type : OS \ {⊥OS} → T,
instances : OS \ {⊥OS} → {V instancet |t ∈ T},
constr : OS \ {⊥OS} → ℘(C)}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
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1. de semantiek van de binaire operator =
∀ [id, t,M,Ct], [id′, t′,M ′, C ′t′ ] ∈ OS \ {⊥OS} :
=([id, t,M,Ct], [id, t′,M ′, C ′t′ ]) =
{
True als id = id′ ∧ spec(t) = spec(t′) ∧ Ct = C ′t′
False in alle andere gevallen
2. de semantiek van de binaire operator 6=
∀ [id, t,M,Ct], [id′, t′,M ′, C ′t′ ] ∈ OS \ {⊥OS} :
6=([id, t,M,Ct], [id′, t′,M ′, C ′t′ ]) =
{
True als id 6= id′ ∨ spec(t) 6= spec(t′) ∨ Ct 6= C ′t′
False in alle andere gevallen
3. de semantiek van de binaire operator ≈
∀ [id, t,M,Ct], [id′, t′,M ′, C ′t′ ] ∈ OS \ {⊥OS} : ≈([id, t,M,Ct], [id′, t′,M ′, C ′t′ ]) =
True als (fchar(spec(t)) = fchar(spec(t′)) ∧ Ct = C ′t′) ∨ (spec(t)spec(t′)) ∨
(spec(t′)spec(t)) ∨ (∃ [id′′, t′′,M ′′, C ′′t′′ ] ∈ OS \ {⊥OS} :
spec(t)spec(t′′) ∧ spec(t′)spec(t′′))
False in alle andere gevallen
deze operator geeft aan of twee gedefinieerde objectschema’s schema-compatibel zijn, wat als volgt
wordt verwoord: twee gedefinieerde objectschema’s os en os′ zijn dan en slechts dan schema-
compatibel als
• ofwel de verzamelingen van alle karakteristieken van hun respectievelijke objecttypes gelijk zijn
en beide objectschema’s daarenboven gelijke verzamelingen van restricties hebben,
• ofwel het type van het ene objectschema erft van het type van het andere objectschema,
• ofwel er een objectschema bestaat waarvan het type een supertype is van de types van beide
objectschema’s.
Schema-compatibiliteit is een belangrijk concept bij de behandeling van de operatoren voor gegevens-
manipulatie (cf. deelsectie 4.3.2);
4. de semantiek van de unaire operator name
name : OS \ {⊥OS} → IDΣ
[id, t,M,Ct] 7→ id
5. de semantiek van de unaire operator type
type : OS \ {⊥OS} → T
[id, t,M,Ct] 7→ t
6. de semantiek van de unaire operator instances
instances : OS \ {⊥OS} → {V instancet |t ∈ T}
[id, t,M,Ct] 7→ instances(t)
7. de semantiek van de unaire operator constr
constr : OS \ {⊥OS} → ℘(C)
[id, t,M,Ct] 7→ Ct

Bemerk dat er geen operator voorzien is voor de “selectie” van de betekenis M uit een objectschema
[id, t,M,Ct]. Dit is bewust zo gekozen omwille van het informele karakter van deze component.
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4.1.3 De impact van overerving op een objectschema
Met de definitie van een objectschema
[id, t,M,Ct]
wordt er een verzameling Ct van restricties gedefinieerd. Een restrictie c uit Ct is steeds gedefinieerd over
de instantieverzameling van het objecttype t (want spec(c) ∈ Csingleinstance).
Het objecttype t kan door middel van de transitieve overervingsrelatie  gerelateerd zijn met een eindig
aantal supertypes
t̂1, . . . , t̂n, n ∈ N0
die op hun beurt deel kunnen uitmaken van definities van andere objectschema’s uit OS waardoor er ook
voor deze supertypes restricties gedefinieerd kunnen zijn.
Omdat de instanties van t door de overervingsrelatie  tevens deel uitmaken van de instantieverza-
meling van de supertypes t̂1, . . . , t̂n, n ∈ N0 (cf. definitie 2.68) gelden de restricties die gedefinieerd zijn
voor de instanties van deze supertypes t̂1, . . . , t̂n a fortiori ook voor de instanties van het subtype t.
4.1.4 De instantieverzameling van een objectschema
Wanneer een objecttype t met betrekking tot een gegeven databank opgenomen wordt in de definitie van
een objectschema
os = [id, t,M,Ct] ∈ OS \ {⊥OS}
wordt de instantieverzameling instances(t) van het objecttype —die met betrekking tot die databank werd
gedefinieerd— bij definitie beperkt. Enkel deze objecten uit instances(t) waarvoor elke restrictie uit het
objectschema, ofwel een functiewaarde True, ofwel een functiewaarde ⊥Boolean heeft, blijven behouden.
De resulterende (beperkte) instantieverzameling wordt de instantieverzameling van het objectschema ge-
noemd en voortaan genoteerd als V instanceos .
Door in de instantieverzameling van een objectschema ook objecten op te nemen waarvoor een restrictie
een functiewaarde ⊥Boolean teruggeeft, wordt er gekozen voor een “niet te strenge” behandeling van niet-
gedefinieerde waarden: niet-gedefinieerde waarden worden beschouwd als onbekende waarden en krijgen
het “voordeel van de twijfel” bij de evaluatie van de restricties. Uiteraard is een strengere aanpak
mogelijk en kan er worden geopteerd om een object te verwerpen van zodra er e´e´n restrictie resulteert in
een functiewaarde ⊥Boolean of False.
Voorbeeld 4.2
Een instantie van het objectschema OSPersoon (cf. voorbeeld 4.1) kan een niet-gedefinieerde waarde heb-
ben voor het attribuut dat ge¨ıdentificeerd wordt door de padexpressie “TPersoon.Geboortedatum.Jaar”.
Dit is mogelijk omdat de restrictie uit het objectschema, voor een niet-gedefinieerde waarde resulteert in
een functiewaarde ⊥Boolean.
Als later de niet-gedefinieerde waarde wordt vervangen door een andere (gedefinieerde) waarde moet
de restrictie opnieuw worden gee¨valueerd, met de mogelijkheid dat ditmaal de resulterende functiewaarde
True is. In een dergelijk geval blijkt het inderdaad nuttig te zijn om de instantie niet a priori te verwerpen
als instantie van het objectschema.
De resulterende functiewaarde kan ook False zijn, wat in het slechtste geval betekent dat er (tijdelijk)
—bij gebrek aan meer informatie— gegevens in de instantieverzameling aanwezig waren waarvan later is
gebleken dat zij niet conform waren met de door de restricties opgelegde voorwaarden. 
Definitie 4.4 (Instantieverzameling van een objectschema) De instantieverzameling van een (ge-
definieerd) objectschema
os = [id, t,M,Ct] ∈ OS \ {⊥OS}
wordt, met de verzameling
Cos ,
⋃
t′∈{t′|∃ [id′,t′,M ′,Ct′ ]∈OS\{⊥OS}:(spec(t′)=spec(type(os)))∨(spec(t′)≺spec(type(os)))}
Ct′
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van alle restricties die (door overerving) van toepassing zijn op de instanties van het type van het object-
schema, gedefinieerd als:
V instanceos , {o|o ∈ instances(t) ∧ (∀ c ∈ Cos : spec(c) = ρyX [ ]⇒ ρyX [ ](o) ∈ {True,⊥Boolean) ∧
(∀ m ∈ N0, ∀ c ∈ Cos : spec(c) = ρyX [x1, . . . , xm] ∧ y 6= trans⇒
ρyX [x1, . . . , xm](o) ∈ {True,⊥Boolean})}
Bovendien moet voor elke aanpassing van de toestand value(o) van een element o van V instanceos naar een
nieuwe toestand (v)new gelden dat er voldaan is aan elke transitierestrictie uit de verzameling Cos, d.i.:
∀ e ∈ E, ∀ c ∈ Cos : spec(c) = ρtransX [e]⇒ ρtransX [e](o, (v)new) ∈ {True,⊥Boolean}

De elementen uit de instantieverzameling V instanceos van een objectschema os worden de instanties van
het objectschema os genoemd.
Voorbeeld 4.3
De instantieverzameling van het objectschema OSPersoon uit het voorbeeld uit bijlage B is:
V instanceOSPersoon = {oidPersoon1, oidPersoon2, oidPersoon3, oidPersoon4,
oidPatient1, oidPatient2, oidPatient3, oidPatient4, oidPatient5,
oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4, oidV erstrekker5}
Voor de eenvoud van de notaties is elk persistent object verkort voorgesteld door zijn object-identificator
(er komen geen transie¨nte objecten voor in het voorbeeld). In deelsectie B.2.2 worden er meer voorbeelden
gegeven. 
4.2 Databankschema’s en hun instanties
Het concept databankschema wordt gedefinieerd door te steunen op de definitie van het concept object-
schema. Om informatie uit de ree¨le wereld te structureren en te representeren zijn meestal meerdere
objectschema’s nodig die elk een welomlijnde “entiteit” uit deze informatie abstraheren. Om te kunnen
formaliseren wat deze objectschema’s gemeenschappelijk hebben en om alle single- en multi-type afhan-
kelijke restricties die inwerken op de persistente instanties van meerdere objectschema’s in rekening te
kunnen brengen, wordt het concept databankschema ingevoerd.
Een databankschema kan informeel worden gezien als een opzet dat de semantiek van de gegevens uit
een databank volkomen vastlegt. Het bestaat uit een naam, een eindige verzameling van objectschema’s,
een betekenis en een eindige verzameling van restricties. Hierbij is elke restrictie, ofwel multi-type af-
hankelijk en gedefinieerd over de verzameling van objecttypes die deel uitmaken van de definities van de
objectschema’s uit het databankschema, ofwel single-type afhankelijk en gedefinieerd voor de extentie van
een objecttype uit deze verzameling.
Door enkel single-type afhankelijke restricties die gedefinieerd zijn over de instantieverzameling van
een objecttype te beschouwen binnen de objectschema’s en alle andere soorten van restricties te beschou-
wen buiten de objectschema’s, doch binnen een databankschema, worden de restricties op een theoretisch
verantwoorde manier aangewend: single-type afhankelijke restricties die gedefinieerd zijn over de instantie-
verzameling van een objecttype kunnen los van enig databankbegrip worden beschouwd, terwijl de andere
soorten van restricties alle verband houden met databankbegrippen (zoals extentie, sleutels, referentie¨le
integriteit, enz.) en daarom op het “niveau” van een databankschema worden ingevoerd.
4.2.1 De formele definitie van een databankschema
Een databankschema wordt als volgt formeel gedefinieerd:
Definitie 4.5 (Databankschema) Een databankschema ds wordt gedefinieerd door een quadruple
ds , [id,D,M,CD]
hierbij:
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• is id een identificator, die de naam van het databankschema wordt genoemd, d.i. id ∈ IDΣ
Opmerking. Nadat het databankschema is gedefinieerd, kan deze identificator als verkorte schrijf-
wijze voor de specificatie van het databankschema worden gebruikt;
• is D een eindige verzameling van gedefinieerde objectschema’s, m.a.w.
D = {os1, . . . , osn} ⊂ OS \ {⊥OS}, n ∈ N0
voor de verzameling D geldt:
1. in de verzameling D komen er geen twee objectschema’s voor met dezelfde naam, d.i.:
∀ os, os′ ∈ D : os 6= os′ ⇒ name(os) 6= name(os′)
2. in de verzameling D komen er geen twee objectschema’s voor die gedefinieerd zijn voor hetzelfde
objecttype, d.i.:
∀ os, os′ ∈ D : os 6= os′ ⇒ spec(type(os)) 6= spec(type(os′))
3. als een objectschema uit D gedefinieerd is voor een objecttype t, dan is er voor elk supertype t̂
van t een objectschema gedefinieerd dat tevens element is van de verzameling D, d.i.:
∀ os ∈ D, ∀ ts′ ∈ Tobject : spec(type(os)) ≺ ts′ ⇒ ∃ os′ ∈ D : spec(type(os′)) = ts′
4. als een objectschema uit D gedefinieerd is voor een objecttype t, dan is er voor elk gerelateerd
objecttype t′ van t een objectschema gedefinieerd dat tevens element is van de verzameling D,
d.i.:
∀ os ∈ D, ∀ ts′ ∈ Tobject :
∃ id ∈ IDΣ : spec(type(os)) id→ ts′ ⇒ ∃ os′ ∈ D : spec(type(os′)) = ts′
• stelt M de betekenis3 van het databankschema voor. Deze betekenis kan ondermeer verduidelijken
wat de objectschema’s uit de verzameling D gemeenschappelijk hebben;
• is CD de eindige verzameling van de restricties die gedefinieerd worden binnen het databankschema
ds en die inwerken op de instanties uit de instantieverzamelingen van de objectschema’s uit D.
Indien de verzameling van alle objecttypes die voorkomen in de definities van de objectschema’s uit
D wordt genoteerd als:
TD = {t|t ∈ T ∧ (∃ os ∈ D : spec(type(os)) = spec(t))}
moet voor de verzameling CD het volgende gelden:
– de verzameling CD is een deelverzameling van de verzameling C van alle mogelijke restricties:
CD ⊂ C
– alle elementen van CD zijn restricties die ofwel single-type afhankelijk zijn en gedefinieerd zijn
voor de extentie van een objecttype, ofwel multi-type afhankelijk zijn:
∀ c ∈ CD : spec(c) ∈ Csingleextent ∪ Cmultiinstance ∪ Cmultiextent
– voor elk objectschema os ∈ D worden er voor de extentie van het objecttype type(os), uni-
citeitsrestricties gedefinieerd die de uniciteit van de object-identificatoren en de objectnamen
garanderen over de extenties van alle objecttypes die voorkomen in de definities van de object-
schema’s uit D:
∀ t ∈ TD, ∃ c, c′ ∈ CD : spec(c) = ρoid{t,TD}[ ] ∧ spec(c′) = ρname{t,TD}[ ]
3De betekenis van het databankschema is een informele component omdat hij verwijst naar de ree¨le wereld en de betekenis
meestal beschreven wordt in een menselijke, natuurlijke taal. In bijna alle theoretische studies wordt er weinig aandacht
besteed aan deze component (Paredaens et al. 1989). Omdat de betekenis echter een fundamentele eigenschap van een
databankschema is, wordt ze evenwel in de definitie opgenomen.
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– voor elke referentie van het objecttype type(os) van elk objectschema os ∈ D wordt er juist
e´e´n referentie¨le restrictie gedefinieerd:
∀ t ∈ TD, ∀ id : s ∈ {id : s|id : s ∈ fprop(spec(t)) ∧ s ∈ Treference}, ∃! c ∈ CD :
(spec(c) = ρreference{{path(spec(type(t)),id:s)},TD}[ ]) ∨
(∃ t′ ∈ TD, ∃ id′ : s′ ∈ {id′ : s′|id′ : s′ ∈ fprop(spec(t′)) ∧ s′ ∈ Treference} :
spec(c) = ρreference{{path(spec(type(t)),id:s),path(spec(type(t′)),id′:s′)},TD}[ ])
– elke single-type afhankelijke restrictie uit CD is noodzakelijkerwijze gedefinieerd voor de extentie
van een objecttype uit de verzameling van alle objecttypes die voorkomen in de definities van
de objectschema’s uit D:
∀ c ∈ {c|c ∈ CD ∧ spec(c) ∈ Csingleextent}, ∃ m ∈ N0,∃ t ∈ TD : spec(c) = ρy{t}[x1, . . . , xm]
– elke multi-type afhankelijke restrictie uit CD is noodzakelijkerwijze gedefinieerd over de verza-
meling van alle objecttypes die voorkomen in de definities van de objectschema’s uit D:
∀ c ∈ {c|c ∈ CD ∧ spec(c) ∈ Cmultiinstance ∪ Cmultiextent}, ∃ m ∈ N0 :
spec(c) ∈ {ρyX [ ], ρyX [x1, . . . , xm]} ∧ TD ∈ X
– elke multi-type afhankelijke restrictie die gedefinieerd is over de instantieverzameling van een
objecttype en voorkomt in CD is noodzakelijkerwijze gedefinieerd over de instantieverzameling
van een objecttype dat voorkomt in de definitie van een objectschema uit D:
∀ c ∈ {c|c ∈ CD ∧ spec(c) ∈ Cmultiinstance}, ∃ m ∈ N0, ∃ t ∈ TD,
∃ id ∈ fpath(spec(t)) ∪~fpath(spec(t)) : spec(c) ∈ {ρyX [ ], ρyX [x1, . . . , xm]} ∧ id ∈ X
– elke multi-type afhankelijke restrictie die gedefinieerd is voor de extentie van een objecttype
en voorkomt in CD is noodzakelijkerwijze gedefinieerd voor de extentie van een objecttype dat
voorkomt in de definitie van een objectschema uit D, m.a.w.
∗ voor de uniciteitsrestricties geldt:
∀ c ∈ {c|c ∈ CD ∧ spec(c) ∈ {ρoidX [ ], ρnameX [ ]}},∃ t ∈ TD : t ∈ X
∗ voor de referentie¨le restricties geldt:
∀ c ∈ {c|c ∈ CD ∧ spec(c) = ρreferenceX [ ]},
∃ t, t′ ∈ TD,∃ id ∈ fpath(spec(t)), ∃ id′ ∈ fpath(spec(t′)) :
(id = id′ ∧ {id} ∈ X) ∨ (id 6= id′ ∧ {id, id′} ∈ X)
∗ voor de multi-type afhankelijke aggregaatrestricties geldt:
∀ c ∈ {c|c ∈ CD ∧ (∃ m ∈ N0 : spec(c) = ρaggrX [x1, . . . , xm])},∃ t ∈ TD : t ∈ X

Voorbeeld 4.4
Met de objectschema’s die gedefinieerd zijn in de toepassing uit bijlage B kan het databankschema
DSPatientendatabank worden gespecificeerd als volgt4:
DSPatientendatabank = [DSPatientendatabank,DPatientendatabank,M,CDPatientendatabank]
waarbij:
4Voor de beknoptheid en de leesbaarheid van de notaties zal een databankschema steeds worden ge¨ıdentificeerd door een
identificator die begint met de symbolen “DS”.
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• de naam van het databankschema DSPatientendatabank is;
• de eindige verzameling van objectschema’s DPatientendatabank gegeven wordt als:
DPatientendatabank = {OSPersoon,OSPatient,OSZorgenverstrekker,OSConsultatie,
OSProbleem,OSDiagnose,OSBehandeling}
• de betekenis M gegeven wordt als:
“Dit databankschema wordt gebruikt als specificatie voor de abstractie van de patie¨nteninformatie
die voorkomt in een artsenpraktijk. Het databankschema is bedoeld als prototype en abstraheert
informatie over de patie¨nt en zijn familie, elkeen die medische zorgen verstrekt aan de patie¨nt,
de consultaties van de patie¨nt, zijn/haar medische problemen, alsmede de gestelde diagnoses en
voorgeschreven medicatie en medische behandelingen.”
• en de eindige verzameling CDPatientendatabank van restricties, met
























ρreference{{TConsultatie.Klacht,TProbleem.V astgesteld tijdens},TDPatientendatabank}[ ],
ρreference{{TProbleem.Diagnose(s),TDiagnose.V oor probleem},TDPatientendatabank}[ ],
ρreference{{TDiagnose.Behandeling(en),TBehandeling.V oor diagnose},TDPatientendatabank}[ ],








De verzameling van alle mogelijke databankschema’s wordt genoteerd als DS en is bij definitie de unie
van de verzameling van alle databankschema’s die voldoen aan definitie 4.5 en het singleton {⊥DS} dat
het niet-gedefinieerde databankschema ⊥DS bevat.
Definitie 4.6 (Verzameling DS) De verzameling DS van alle mogelijke databankschema’s wordt ge-
definieerd als:
DS , {ds|ds voldoet aan definitie 4.5} ∪ {⊥DS}

4.2.2 Operatoren over de verzameling van alle mogelijke databankschema’s
Voor de verzameling DS wordt er een verzameling van operatoren ODS gedefinieerd.
Definitie 4.7 (Verzameling ODS) De verzameling ODS van operatoren die gedefinieerd zijn voor de
verzameling DS van alle mogelijke databankschema’s, wordt gedefinieerd als:
ODS , {= : (DS \ {⊥DS})2 → domBoolean,
6= : (DS \ {⊥DS})2 → domBoolean,
name : DS \ {⊥DS} → IDΣ,
schemes : DS \ {⊥DS} → ℘(OS \ {⊥OS}),
constr : DS \ {⊥DS} → ℘(C)}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de binaire operator =
∀ [id,D,M,CD], [id′, D′,M ′, C ′D′ ] ∈ DS \ {⊥DS} :
=([id,D,M,CD], [id′, D′,M ′, C ′D′ ]) =
{
True als id = id′ ∧D = D′ ∧ CD = C ′D′
False in alle andere gevallen
2. de semantiek van de unaire operator 6=
∀ [id,D,M,CD], [id′, D′,M ′, C ′D′ ] ∈ DS \ {⊥DS} :
6=([id,D,M,CD], [id′, D′,M ′, C ′D′ ]) =
{
True als id 6= id′ ∨D 6= D′ ∨ CD 6= C ′D′
False in alle andere gevallen
3. de semantiek van de unaire operator name
name : DS \ {⊥DS} → IDΣ
[id,D,M,CD] 7→ id
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4. de semantiek van de unaire operator schemes
schemes : DS \ {⊥DS} → ℘(OS \ {⊥OS})
[id,D,M,CD] 7→ D
5. de semantiek van de unaire operator constr
constr : DS \ {⊥DS} → ℘(C)
[id,D,M,CD] 7→ CD

Bemerk dat er, m.b.t. een databankschema [id,D,M,CD], eveneens geen operator voorzien is voor de
“selectie” van de betekenis M . Opnieuw is dit bewust zo gekozen omwille van het informele karakter van
de betekenis.
4.2.3 Relaties in een databankschema
In de ODMG de facto standaard (Cattell en Barry 1997) wordt er een onderscheid gemaakt tussen
attributen met een “objectwaarde” en relaties. Volgens de de facto standaard is een relatie steeds een
eigenschap van een objecttype, waardoor een component van een attribuut van een objecttype nooit een
relatie kan zijn. Karakteriserend voor elke relatie is dat zij “gekoppeld” is aan een inverse relatie. Enkel
voor de relaties wordt de referentie¨le integriteit gegarandeerd. Attributen met “objectwaarden” worden
gezien als uni-directionele “relaties”, die niet als volwaardig worden beschouwd omdat zij geen referentie¨le
integriteit garanderen.
In onderhavig formalisme worden ook de zogenoemde attributen met “objectwaarden” als volwaardige
referenties beschouwd, waarvoor de referentie¨le integriteit is gegarandeerd. Verder wordt het concept rela-
tie zodanig uitgebreid dat ook een component van een attribuut met een gestructureerd type een relatie kan
zijn en het mogelijk wordt om relatie-afhankelijke “attributen” te modelleren via de andere componenten
van het gestructureerd type (cf. relatie-afhankelijke attributen in het (E)ER-model in deelsectie 1.3.3).
Deze uitbreiding is mogelijk gemaakt en geformaliseerd door de introductie van de referentietypes
—die kunnen voorkomen als type van (een component van) een eigenschap van een objecttype— en de
vereiste dat er binnen de definitie van een databankschema juist e´e´n referentie¨le restrictie gedefinieerd
moet zijn voor elke voorkomende referentie (definitie 4.5).
Een referentie die gespecificeerd is in een (objecttype van een objectschema uit een) databankschema
wordt, afhankelijk van het soort referentie¨le restrictie die gedefinieerd is voor de referentie, een uni-
directionele of een bi-directionele referentie genoemd.
Definitie 4.8 (Uni-directionele referentie) Een referentie id′ : s′, die is gespecificeerd in een data-
bankschema [id,D,M,CD], is dan en slechts dan een uni-directionele referentie als de referentie¨le res-
trictie die voor de referentie gedefinieerd is, een uni-directionele referentie¨le restrictie is, dat is als:
∃ t ∈ TD = {t|t ∈ T ∧ (∃ os ∈ D : spec(type(os)) = spec(t))}, ∃ c ∈ CD :
spec(c) = ρreferenceX [ ] ∧ id′ : s′ ∈ {id : s|id : s ∈ fprop(spec(t)) ∧ s ∈ Treference} ∧
X = {{path(spec(t), id′ : s′)}, TD}

Definitie 4.9 (Bi-directionele referentie (of relatie)) Een referentie id′ : s′, die is gespecificeerd in
een databankschema [id,D,M,CD], is dan en slechts dan een bi-directionele referentie —ook kortweg een
relatie genoemd— als de referentie¨le restrictie die voor de referentie gedefinieerd is, een bi-directionele
referentie¨le restrictie is, dat is als:
∃ t, t′ ∈ TD = {t|t ∈ T ∧ (∃ os ∈ D : spec(type(os)) = spec(t))}, ∃ c ∈ CD,
∃ id′′ : s′′ ∈ {id′ : s′|id′ : s′ ∈ fprop(spec(t′)) ∧ s′ ∈ Treference} :
spec(c) = ρreferenceX [ ] ∧ id′ : s′ ∈ {id : s|id : s ∈ fprop(spec(t)) ∧ s ∈ Treference} ∧
X = {{path(spec(t), id′ : s′),path(spec(t′), id′′ : s′′)}, TD}

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Voorbeeld 4.5
In het databankschema “DSPatientendatabank” uit de toepassing uit deelsectie B.2.3 van bijlage B is
de referentie
Partner : Ref (TPersoon)
uit het objecttype “TPersoon” van het objectschema “OSPersoon” een voorbeeld van een uni-directionele
referentie.
M.b.t. hetzelfde objectschema is de referentie
Ouders : SetRef (TPersoon)
bijvoorbeeld een bi-directionele referentie. De referentie “Kinderen : ListRef (TPersoon)”, die noodza-
kelijk ook een bi-directionele referentie is, fungeert hierbij als inverse referentie. 
Evenals bij het (E)ER-model (cf. deelsectie 1.3.3) wordt elke bi-directionele referentie (of relatie)
gekenmerkt door een kardinaliteitsratio en twee participatievoorwaarden.
De kardinaliteitsratio geeft voor elk van de participerende referenties uit de referentie¨le restrictie het
aantal gerelateerde objecten aan die kunnen voorkomen in een waarde van (een instantie van het type
van) de referentie. Deze aantallen volgen direct uit de specificaties van de types van de respectievelijke
referenties. De mogelijke kardinaliteitsratio’s zijn:
• 1:1, wat wil zeggen dat er in de waarden van beide participerende referenties ten hoogste e´e´n object-
identificator van een gerelateerd object kan voorkomen. Dit is het geval wanneer beide referenties
een enkelwaardig referentietype hebben.
• 1:n, in dit geval heeft e´e´n van de participerende referenties een enkelwaardig referentietype en de
andere refentie een meerwaardig referentietype. In een waarde van de referentie met het enkelwaardig
referentietype kan er ten hoogste e´e´n object-identificator van een gerelateerd object voorkomen, in
een waarde van de andere referentie kunnen er een eindig aantal (n ∈ N) object-identificatoren van
gerelateerde objecten voorkomen.
• m:n, hierbij hebben beide participerende referenties een meerwaardig referentietype en kunnen er
in de waarden van beide referenties respectievelijk een eindig aantal (m ∈ N) en een eindig aantal
(n ∈ N) object-identificatoren van gerelateerde objecten voorkomen.
Voorbeeld 4.6
In het databankschema “DSPatientendatabank” van de toepassing uit deelsectie B.2.3 van bijlage B is:
• de relatie
Klacht : Ref (TProbleem)
uit het objectschema “OSConsultatie”, met als inverse de relatie
V astgesteld tijdens : Ref (TConsultatie)
uit het objectschema OSProbleem, een voorbeeld van een relatie met kardinaliteitsratio 1:1
• de relatie
Consultaties : ListRef (TConsultatie)
uit het objectschema “OSPatient”, met als inverse de relatie
Patient : Ref (TPatient)
uit het objectschema “OSConsultatie”, een voorbeeld van een relatie met kardinaliteitsratio 1:n
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• de relatie
Ouders : SetRef (TPersoon)
uit het objectschema “OSPersoon”, met als inverse de relatie
Kinderen : ListRef (TPersoon)
uit hetzelfde objectschema, een voorbeeld van een relatie met kardinaliteitsratio m:n

Met elk van de participerende referenties uit de bi-directionele referentie¨le restrictie die gedefinieerd
is voor de relatie, is er een participatievoorwaarde geassocieerd. Deze geeft aan of de niet-gedefinieerde
waarde toegelaten is als waarde van de instantie van het type van de referentie. Is de niet-gedefinieerde
waarde niet toegelaten dan moet de referentie steeds “verwijzen” naar bestaande objecten en is de parti-
cipatie van de referentie totaal. In het andere geval wordt de participatie partieel genoemd. De participa-
tievoorwaarde volgt uit het bestaan van een “not null”-restrictie die gedefinieerd is voor de betreffende
referentie: bestaat er binnen de verzameling van restricties van het objectschema voor het objecttype
waarin de referentie gedefinieerd is een “not null”-restrictie die gedefinieerd is voor de referentie, dan is
de participatie van de referentie totaal; bestaat er geen dergelijke “not null”-restrictie, dan is de partici-
patie van de referentie partieel.
4.2.4 De impact van overerving op een databankschema
Met de definitie van een databankschema
[id,D,M,CD]
wordt er een verzameling CD van restricties gedefinieerd, die alle afhankelijk zijn van e´e´n of meerdere
objecttypes uit de verzameling
TD = {t|t ∈ T ∧ (∃ os ∈ D : spec(type(os)) = spec(t))}
Elke restrictie c uit CD is ofwel:
• gedefinieerd over de instantieverzameling van een objecttype t ∈ TD (als spec(c) ∈ Cmultiinstance);
• gedefinieerd voor de extentie van een objecttype t ∈ TD (als spec(c) ∈ Csingleextent ∪ Cmultiextent en de
restrictie geen bi-directionele referentie¨le restrictie is);
• gedefinieerd voor de extenties van twee objecttypes t, t′ ∈ TD (als spec(c) ∈ Cmultiextent en de restrictie
een bi-directionele referentie¨le restrictie is).
Het objecttype t kan door middel van de transitieve overervingsrelatie  gerelateerd zijn met een eindig
aantal supertypes
t̂1, . . . , t̂n, n ∈ N0
Bij een bi-directionele referentie¨le restrictie kan ook het objecttype t′ door middel van de relatie  gere-
lateerd zijn met een aantal supertypes
t̂′1, . . . , t̂′m, m ∈ N0
Indien dergelijke supertypes bestaan voor het objecttype t (resp. t′), zijn de instanties van t (resp. t′) tevens
element van de instantieverzamelingen van de supertypes t̂1, . . . , t̂n (resp. t̂′1, . . . , t̂′m) (cf. definitie 2.68) en
zijn de restricties die gedefinieerd zijn voor de instanties van deze supertypes t̂1, . . . , t̂n (resp. t̂′1, . . . , t̂′m)
a fortiori ook van toepassing voor de instanties van het objecttype t (resp. t′).
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4.2.5 De extentie van een objectschema
Voor een gegeven objectschema
os = [id, t,M,Ct] ∈ OS \ {⊥OS}
dat voorkomt in de verzameling D′ van objectschema’s van een gegeven databankschema
ds′ = [id′, D′,M ′, C ′D′ ]
wordt de extentie V extentos gedefinieerd als de deelverzameling van de instantieverzameling V
instance
os van
het objectschema os, die opgebouwd is uit alle persistente objecten waarvoor elke restrictie uit C ′D′ —die
gedefinieerd is voor de instanties uit V instanceos — ofwel een functiewaarde True, ofwel een functiewaarde
⊥Boolean heeft.
Door in de extentie van een objectschema objecten op te nemen waarvoor een restrictie een func-
tiewaarde ⊥Boolean teruggeeft, wordt er —net als bij de definitie van de instantieverzameling van een
objecttype in deelsectie 4.1.4— geopteerd voor een “voordeel van de twijfel” bij de evaluatie van de res-
tricties. Ook hier is een strengere aanpak mogelijk en kan er worden geopteerd om een object te verwerpen
van zodra er e´e´n restrictie resulteert in een functiewaarde ⊥Boolean of False.
Definitie 4.10 (Extentie van een objectschema) Is
os = [id, t,M,Ct] ∈ OS \ {⊥OS}
een objectschema uit de verzameling D′ van een databankschema
ds′ = [id′, D′,M ′, C ′D′ ] ∈ DS \ {⊥DS}
en geldt er dat:
• D′ = {os1, . . . , osn}, n ∈ N0
• TD′ = {t|t ∈ T ∧ (∃ os ∈ D′ : spec(type(os)) = spec(t))} de verzameling is van alle objecttypes
die voorkomen in de definities van de objectschema’s uit D′
• de verzameling Cds′os van alle restricties uit het databankschema ds′ die (door overerving) van toepas-
sing zijn op de instanties van het objectschema os, bij definitie bekomen wordt als de deelverzameling
van C ′D′ (C
ds′
os ⊆ C ′D′) die enkel bestaat uit:
– de single-type afhankelijke restricties
∀ c ∈ {c|c ∈ C ′D′ ∧ spec(c) ∈ Csingleextent}, ∀ m ∈ N0 : spec(c) = ρy{t}[x1, . . . , xm] ∧
t ∈ {t|t ∈ T ∧ (spec(t) = spec(type(os)) ∨ spec(t) ≺ spec(type(os)))} ⇒ c ∈ Cds′os
– de multi-type afhankelijke waarderestricties
∀ c ∈ C ′D′ ,∀ e ∈ E, ∀ k ∈ N0 : spec(c) = ρvalue{ts.id1.··· .idk,TD′}[e] ∧
ts ∈ {ts|ts ∈ Tspec ∧ (ts = spec(type(os)) ∨ ts ≺ spec(type(os)))} ⇒ c ∈ Cds′os
– de multi-type afhankelijke transitierestricties
∀ c ∈ C ′D′ ,∀ e ∈ E, ∀ k ∈ N0 : spec(c) = ρtrans{ts.id1.··· .idk,TD′}[e] ∧
ts ∈ {ts|ts ∈ Tspec ∧ (ts = spec(type(os)) ∨ ts ≺ spec(type(os)))} ⇒ c ∈ Cds′os
– de uniciteitsrestricities
∀ c ∈ C ′D′ : (spec(c) = ρoid{t,TD′}[ ] ∨ spec(c) = ρ
name
{t,TD′}[ ]) ∧
t ∈ {t|t ∈ T ∧ (spec(t) = spec(type(os)) ∨ spec(t) ≺ spec(type(os)))} ⇒ c ∈ Cds′os
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– de referentie¨le restricties
∀ c ∈ C ′D′ , ∀ k ∈ N0 : spec(c) = ρreference{X′,TD′} [ ] ∧ id = ts.id1. · · · .idk ∈ X
′ ∧
ts ∈ {ts|ts ∈ Tspec ∧ (ts = spec(type(os)) ∨ ts ≺ spec(type(os)))} ⇒ c ∈ Cds′os
– de multi-type afhankelijke aggregaatrestricties
∀ c ∈ C ′D′ , ∀ e ∈ E : spec(c) = ρaggr{t,TD′}[e] ∧
t ∈ {t|t ∈ T ∧ (spec(t) = spec(type(os)) ∨ spec(t) ≺ spec(type(os)))} ⇒ c ∈ Cds′os
dan is de extentie V extentos van het objectschema os —m.b.t. het databankschema ds
′— bij definitie gelijk
aan de verzameling die voldoet aan:
• de verzameling V extentos is een deelverzameling van de instantieverzameling van het objectschema os,
d.i.
V extentos ⊆ instances(os)
• voor elke single-type afhankelijke restrictie uit Cds′os geldt:
∀ o ∈ V extentos , ∀ c ∈ {c|c ∈ Cds
′
os ∧ spec(c) ∈ Csingleextent}, ∀ m ∈ N0 :
spec(c) = ρyX [x1, . . . , xm]⇒ ρyX [x1, . . . , xm](o) ∈ {True,⊥Boolean}
• voor elke multi-type afhankelijke waarderestrictie uit Cds′os geldt:
∀ o1, . . . , on ∈ V extentos1 × · · · × V extentosn ,∀ e ∈ E, ∀ c ∈ Cds
′
os :
spec(c) = ρvalue{id,TD′}[e]⇒ ρ
value
{id,TD′}[e](o1, . . . , on) ∈ {True,⊥Boolean}
• voor elke uniciteitsrestrictie uit Cds′os geldt:
∀ o ∈ V extentos , ∀ c ∈ Cds
′




{t,TD′}[ ](o) = True
en
∀ o ∈ V extentos , ∀ c ∈ Cds
′




{t,TD′}[ ](o) = True
• voor elke uni-directionele referentie¨le restrictie uit Cds′os geldt:
∀ o ∈ V extentos ,∀ c ∈ Cds
′




{{id},TD′}[ ](o) ∈ {True,⊥Boolean}
• voor elke bi-directionele referentie¨le restrictie uit Cds′os geldt:
∀ os′ ∈ TD′ , ∀ id, id′ ∈ IDΣ,∀ o ∈ V extentos , ∀ o′ ∈ V extentos′ , ∀ c ∈ Cds
′
os :
spec(type(os)) id→spec(type(os′)) ∧ spec(type(os′))id
′
→spec(type(os)) ∧




• voor elke multi-type afhankelijke aggregaatrestrictie uit Cds′os geldt:
∀ o1, . . . , on ∈ V extentos1 × · · · × V extentosn ,∀ e ∈ E, ∀ c ∈ Cds
′
os :
spec(c) = ρaggr{t,TD′}[e]⇒ ρ
aggr
{t,TD′}[e](o1, . . . , on) ∈ {True,⊥Boolean}
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• bovendien moet er bij elke aanpassing van de toestanden
value(o1), . . . ,value(on)
van de elementen o1 ∈ V extentos1 , . . . , on ∈ V extentosn naar nieuwe toestanden
(v1)new, . . . , (vn)new
gelden dat er voldaan is aan elke transitierestrictie uit de verzameling CD
′
os , d.i.:
∀ e ∈ E, ∀ c ∈ CD′os :
spec(c) = ρtrans{id,TD′}[e]⇒ ρ
trans
{id,TD′}[e](o1, . . . , on, (v1)
new, . . . , (vn)new) ∈ {True,⊥Boolean}

4.2.6 Het verband tussen de extentie van een objecttype en de extentie van
een objectschema
Een objecttype t′ dat gedefinieerd is voor een gegeven databankschema
ds = [id,D,M,CD]
kan slechts persistente instanties hebben indien dit databankschema een objectschema os′ bevat (d.i.
os′ ∈ D), dat gedefinieerd is voor dit objecttype (d.i. os′ = [id′, t′,M ′, C ′t′ ]). In dit het geval behoren alle
persistente instanties van t′ tot de extentie van os′ —want in een gegeven databankschema ds kunnen er
bij definitie geen twee objectschema’s voorkomen die gedefinieerd zijn voor t′ (definitie 4.5)—. Omgekeerd
is elke persistente instantie van os′ noodzakelijk een persistente instantie van t′ (definitie 4.4), zodat er
met betrekking tot het databankschema ds geldt dat:
V extentt′ = V
extent
os′
4.2.7 De instanties van een databankschema
De verzameling van alle extenties van de objectschema’s die voorkomen in de verzameling D van een
databankschema [id,D,M,CD] wordt een instantie van het databankschema, of kortweg ook een databank
genoemd.
Definitie 4.11 (Databank) Een instantie dbds van een gedefinieerd databankschema
ds = [id,D,M,CD] ∈ DS \ {⊥DS}
wordt gedefinieerd als:
dbds , {V extentos |os ∈ D}

Volgens de bovenstaande definitie kan een objectgeorie¨nteerde databank worden gezien als e´e´n grote
verzameling van objecten waarin verzamelingen van objecten uit eenzelfde extentie (van een objectschema)
kunnen worden beschouwd. Zoals dit eveneens ge¨ıllustreerd wordt in het onderstaand voorbeeld, zijn deze
verzamelingen van objecten niet noodzakelijk disjunct.
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Figuur 4.1: De verzamelingen van objecten uit de patie¨ntendatabank.
Voorbeeld 4.7
Rekening houdend met de specificaties uit bijlage B wordt de instantie van het databankschema
“DSPatientendatabank” uit voorbeeld 4.4 gegeven als5:
{{oidPersoon1, oidPersoon2, oidPersoon3, oidPersoon4, oidPatient1, oidPatient2, oidPatient3, oidPatient4,
oidPatient5, oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4, oidV erstrekker5},
{oidPatient1, oidPatient2, oidPatient3, oidPatient4, oidPatient5},
{oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4},
{oidConsultatie11, oidConsultatie12, oidConsultatie13, oidConsultatie14, oidConsultatie15, oidConsultatie21,
oidConsultatie22, oidConsultatie31, oidConsultatie32, oidConsultatie33, oidConsultatie41, oidConsultatie42,
oidConsultatie43, oidConsultatie51},
{oidProbleem11, oidProbleem12, oidProbleem13, oidProbleem14, oidProbleem15, oidProbleem21, oidProbleem22,
oidProbleem31, oidProbleem32, oidProbleem33, oidProbleem41, oidProbleem42, oidProbleem43, oidProbleem51},
{oidDiagnose11, oidDiagnose12, oidDiagnose13, oidDiagnose14, oidDiagnose15, oidDiagnose21, oidDiagnose22,
oidDiagnose23, oidDiagnose31, oidDiagnose32, oidDiagnose33, oidDiagnose41, oidDiagnose42, oidDiagnose43,
oidDiagnose51, oidDiagnose52},
{oidBehandeling11, oidBehandeling12, oidBehandeling13, oidBehandeling14, oidBehandeling15, oidBehandeling16,
oidBehandeling21, oidBehandeling22, oidBehandeling23, oidBehandeling31, oidBehandeling32, oidBehandeling33,
oidBehandeling41, oidBehandeling42, oidBehandeling43, oidBehandeling51, oidBehandeling52}}
Deze databank is grafisch voorgesteld in figuur 4.1. In deze voorstelling zijn de verzamelingen A, B, C,










Om uiteindelijk te komen tot de definitie van het onderhavig databankmodel worden de verzamelingen OOS
en ODS van operatoren die respectievelijk gedefinieerd zijn over de verzameling van alle mogelijke object-
schema’s OS (cf.d˜efinitie 4.3) en de verzameling van alle mogelijke databankschema’s DS (cf.d˜efinitie 4.7)
5Voor de eenvoud van de notaties wordt elk persistent object verkort voorgesteld door zijn object-identificator.
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Figuur 4.2: De constructie van het databankmodel.
uitgebreid met operatoren die toelaten om een databank te definie¨ren en de gegevens uit een databank
te manipuleren. Deze uitbreidingen zijn nodig om een volledig voordeel te kunnen halen uit de expres-
sieve kracht van het datamodel en om de gebruikers eenvoudige en krachtige bevragingsfaciliteiten te
verschaffen (Su et al. 1993).
De operatoren voor de gegevensdefinitie vormen de formele basis voor de gegevensdefinitietaal (kortweg
voorgesteld door het arcroniem DDL), terwijl de operatoren voor de gegevensmanipulatie de formele basis
vormen voor de gegevensmanipulatietaal (kortweg voorgesteld door het acroniem DML).
In figuur 4.2 wordt een overzicht gegeven van alle gevolgde stappen bij de constructie van het data-
bankmodel: uitgaande van het typesysteem werden, met behulp van het restrictiesyteem, objectschema’s
en databankschema’s gedefinieerd; na het toevoegen van operatoren voor het definie¨ren (DDL) en mani-
puleren (DML) van de objecten uit de databank wordt het databankmodel bekomen.
4.3.1 Operaties voor gegevensdefinitie
De operaties voor gegevensdefinitie laten het toe om een databank aan te maken en te verwijderen. Hiertoe
zijn de volgende operatoren voorzien: Create Database, Drop Database, Create ObjectScheme,
Drop ObjectScheme, Create Characteristic, Drop Characteristic, Create DBConstraint,
Drop DBConstraint, Create OSConstraint en Drop OSConstraint.
De operator Create Database
De operator Create Database wordt gebruikt om een nieuwe databank en een nieuw databankschema aan
te maken. De naam id en de betekenis M van het nieuwe databankschema worden hierbij als parameter
meegegeven.
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Definitie 4.12 (Operator Create Database) De operator Create Database wordt gedefinieerd als:
Create Database : IDΣ × domString → DS
id,M 7→ [id, ∅,M, ∅]
De databank van het resulterende databankschema is bij definitie ledig, d.i.
dbid , ∅

Het resultaat van de operator is een ledig databankschema, dat de naam id en de betekenis M toege-
kend kreeg en een ledige databank als instantie heeft.
Voorbeeld 4.8
Het databankschema voor de patie¨ntendatabank uit bijlage B wordt aangemaakt door de instructie:
Create Database (DSPatientendatabank, “Dit databankschema wordt gebruikt als specificatie voor
de abstractie van de patie¨nteninformatie die voorkomt in een artsenpraktijk. Het databankschema is
bedoeld als prototype en abstraheert informatie over de patie¨nt en zijn familie, elkeen die medische zor-
gen verstrekt aan de patie¨nt, de consultaties van de patie¨nt, zijn/haar medische problemen, alsmede de
gestelde diagnoses en voorgeschreven medicatie en medische behandelingen.”) 
De operator Drop Database
Met behulp van de operator Drop Database kan een bestaand databankschema worden verwijderd.
Definitie 4.13 (Operator Drop Database) De operator Drop Database wordt gedefinieerd als:
Drop Database : DS \ {⊥DS} → {⊥DS}
[id,D,M,CD] 7→ ⊥DS

Het resultaat van de operator is een niet-gedefinieerd databankschema. Merk bovendien op dat er
voor niet-gedefinieerde databankschema’s geen databanken (kunnen) gedefinieerd zijn.
Voorbeeld 4.9
Het databankschema DSPatientendatabank voor de patie¨ntendatabank uit bijlage B kan worden ver-
wijderd met de instructie:
Drop Database (DSPatientendatabank)

De operator Create ObjectScheme
De operator Create ObjectScheme wordt gebruikt om een nieuw objectschema aan te maken binnen
een bestaand en gedefinieerd databankschema [id,D,M,CD], dat als parameter voor de operatie wordt
meegegeven. De naam id′, het objecttype t′ en de betekenis M ′ van het aan te maken objectschema zijn
de andere op te geven parameters.
Definitie 4.14 (Operator Create ObjectScheme) Deze operator wordt gedefinieerd als:
Create ObjectScheme : DS \ {⊥DS} × IDΣ × T × domString → DS
[id,D,M,CD], id′, t′,M ′ 7→ [id,D ∪ {[id′, t′,M ′, ∅]},M,CD′ ]
als [id,D ∪ {[id′, t′,M ′, ∅]},M,CD′ ] voldoet aan definitie 4.5
[id,D,M,CD], id′, t′,M ′ 7→ ⊥DS
in alle andere gevallen
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waarbij de verzameling CD′ , met de verzameling
TD = {t|t ∈ T ∧ (∃ os ∈ D : spec(type(os)) = spec(t))}
gedefinieerd wordt als:
CD′ ={c′|c′ ∈ C ∧ (∃ c ∈ CD : (spec(c) = ρy{X′,TD}[ ] ∧ spec(c′) = ρ
y
{X′,TD∪{t′}}[ ]) ∨
(∃ m ∈ N0 : spec(c) = ρy{X′,TD}[x1, . . . , xm] ∧ spec(c′) = ρ
y
{X′,TD∪{t′}}[x1, . . . , xm]))}
∪ {[ρoid{t′,TD∪{t′}}[ ], f constrimpl (ρoid{t′,TD∪{t′}}[ ])], [ρname{t′,TD∪{t′}}[ ], f constrimpl (ρname{t′,TD∪{t′}}[ ])]}
∪ {c′|c′ ∈ C ∧ (∃ id : ts ∈ {id : ts|id : ts ∈ fprop(spec(t′)) ∧ ts ∈ Treference} :
spec(c′) = ρreference{{path(spec(t′),id:ts)},TD∪{t′}}[ ])}
Indien het resulterend databankschema gedefinieerd is, is de instantieverzameling van het nieuwe object-
schema gedefinieerd en bij definitie ledig, d.i.
V instanceid′ , ∅

Hierbij wordt het bestaande databankschema [id,D,M,CD] dan en slechts dan uitgebreid met een
nieuw objectschema [id′, t′,M ′, ∅], als het nieuwe quadruple [id,D ∪ {[id′, t′,M ′, ∅]},M,CD′ ] voldoet aan
de definitie van een databankschema. In het andere geval resulteert de operatie in een niet-gedefinieerd
databankschema ⊥DS . De verzameling CD′ bevat de restricties die opgelegd worden door de definitie 4.5.
Dit wil zeggen dat CD′ wordt opgebouwd:
• door elke bestaande restrictie uit CD te herdefinie¨ren over de verzameling van alle objecttypes die
voorkomen in de definities van de objectschema’s uit
D ∪ {[id′, t′,M ′, ∅]}
• door uniciteitsrestricties te definie¨ren, voor de extentie van het objecttype t′, die de uniciteit van de
object-identificatoren en de objectnamen garanderen;
• door voor elke referentie van het objecttype t′ een uni-directionele referentie¨le restrictie te definie¨ren.
Voorbeeld 4.10
Om een objectschema OSPersoon met objecttype TPersoon (cf. voorbeeld 2.13) en betekenis M ′ toe te
voegen aan het databankschema [DSPatientendatabank, ∅,M, ∅], dat aangemaakt werd in voorbeeld 4.8,
dient de volgende instructie te worden gebruikt:
Create ObjectScheme(DSPatientendatabank,OSPersoon, TPersoon,M ′)
met M ′ =“Dit objectschema wordt gebruikt als specificatie van de abstractie voor mensen, zoals deze
voorkomen in de ree¨le wereld.” 
De operator Drop ObjectScheme
Met de operator Drop ObjectScheme kan een objectschema uit een databankschema worden verwij-
derd. De voorwaarde hierbij is dat het resulterende quadruple blijft voldoen aan de definitie van een
databankschema.
Definitie 4.15 (Operator Drop ObjectScheme) De operator Drop ObjectScheme wordt gedefi-
nieerd als:
Drop ObjectScheme : DS \ {⊥DS} ×OS \ {⊥OS} → DS
[id,D,M,CD], [id′, t′,M ′, Ct′ ] 7→[id,D \ {[id′, t′,M ′, Ct′ ]},M,CD′ ]
als [id,D \ {[id′, t′,M ′, Ct′ ]},M,CD′ ] voldoet aan definitie 4.5
[id,D,M,CD], [id′, t′,M ′, Ct′ ] 7→⊥DS
in alle andere gevallen
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waarbij de verzameling CD′ , met de verzamelingen
TD = {t|t ∈ T ∧ (∃ os ∈ D : spec(type(os)) = spec(t))}
en
Ct′ = {c|c ∈ CD ∧ ((spec(c) ∈ {ρoid{t′,TD}[ ], ρname{t′,TD}[ ]}) ∨
(∃ id : ts ∈ {id : ts|id : ts ∈ fprop(spec(t′)) ∧ ts ∈ Treference} :
spec(c) = ρreference{X′,TD} [ ] ∧ path(spec(t′), id : ts) ∈ X ′))}
gedefinieerd wordt als:
CD′ = {c′|c′ ∈ C ∧ (∃ c ∈ CD \ Ct′ : (spec(c) = ρy{X′,TD}[ ] ∧ spec(c′) = ρ
y
{X′,TD\{t′}}[ ]) ∨
(∃ m ∈ N0 : spec(c) = ρy{X′,TD}[x1, . . . , xm] ∧ spec(c′) = ρ
y
{X′,TD\{t′}}[x1, . . . , xm])}

Om de verzameling CD′ van restricties te bekomen, worden de restricties uit CD geherdefinieerd over
de verzameling van alle objecttypes die voorkomen in de definities van de objectschema’s uit
D \ {[id′, t′,M ′, Ct′ ]}
dit evenwel met uitsluiting van de uniciteitsrestricties voor de extentie van het verwijderde objecttype t′
en de referentie¨le restricties die gedefinieerd zijn voor de referenties uit het verwijderde objecttype t′.
Verder behoort de extentie V extentid′ van het verwijderde objectschema niet langer meer tot de betref-
fende databank van het databankschema (cf. definitie 4.11).
Voorbeeld 4.11
Om het objectschema OSPatient te verwijderen uit het databankschema DSPatientendatabank, wordt
de volgende instructie gebruikt:
Drop ObjectScheme(DSPatientendatabank,OSPatient)

De operator Create Characteristic
Met de operator Create Characteristic kan er een karakteristiek “id′′ : s′′” worden toegevoegd aan de
definitie van het type type(os′) van een objectschema os′ uit de verzameling D van objectschema’s van
een databankschema ds = [id,D,M,CD].
Definitie 4.16 (Operator Create Characteristic) Met
ds = [id,D,M,CD] en os′ = [id′, t′,M ′, Ct′ ]
wordt de operator gedefinieerd als:
Create Characteristic : DS \ {⊥DS} ×OS \ {⊥OS} × Vchar → DS
ds, os′, id′′ : s′′ 7→ [id, (D \ {[id′, t′,M ′, Ct′ ]}) ∪ {[id′, t′′,M ′, Ct′ ]},M,CD′ ]
als (os′ ∈ D) ∧ ([id, (D \ {[id′, t′,M ′, Ct′ ]}) ∪ {[id′, t′′,M ′, Ct′ ]},M,CD′ ] voldoet aan definitie 4.5)
ds, os′, id′′ : s′′ 7→ ⊥DS
in alle andere gevallen
hierbij is
t′′ = [add(spec(t′), id′′ : s′′), f typeimpl(add(spec(t
′), id′′ : s′′)), V instancet′′ ]
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en wordt de verzameling CD′ , met de verzameling




CD ∪ {c|c ∈ C ∧ spec(c) = ρreference{{path(add(spec(t′),id′′:s′′),id′′:s′′)},TD}[ ]}
als s′′ ∈ Treference
CD ∪ {c|c ∈ C ∧ (∃ id′′′ : ts′′′ ∈ {id′′′ : ts′′′|id′′′ : ts′′′ ∈ fcomp(s′′) ∧ ts′′′ ∈ Treference} :
spec(c) = ρreference{{path(add(spec(t′),id′′:s′′),id′′′:ts′′′)},TD}[ ])}
als s′′ ∈ Tstruct ∧ (∃ id′′′ : ts′′′ ∈ fcomp(s′′) : ts′′′ ∈ Treference)
CD in alle andere gevallen
De instantieverzameling V instance[id′,t′′,M ′,Ct′ ] van het aangepaste objectschema [id
′, t′′,M ′, Ct′ ] —die gelijk is
aan de instantieverzameling V instancet′′ van het aangepaste objecttype— wordt opgebouwd uit de instantie-
verzameling van het oorspronkelijke objectschema [id′, t′,M ′, Ct′ ] door het “uitbreiden” van de toestanden
van de bestaande objecten, d.i.
V instance[id′,t′′,M ′,Ct′ ] ,
{[spec(t′′), v′′]|∃ n ∈ N0,∃ [spec(t′),Struct(id1 : v1; . . . ; idn : vn)] ∈ V instance[id′,t′,M ′,Ct′ ] :
(id′′ : s′′ 6∈ fchar(spec(t′′)) ∧ v′′ = Struct(id1 : v1; . . . ; idn : vn)) ∨
(id′′ : s′′ ∈ fchar(spec(t′′)) ∧ v′′ = Struct(id1 : v1; . . . ; idn : vn; id′′ : ⊥s′′))} ∪
{[oid′′, N ′′, spec(t′′), v′′]|∃ n ∈ N0, ∃ [oid′, N ′, spec(t′),Struct(id1 : v1; . . . ; idn : vn)] ∈ V instance[id′,t′,M ′,Ct′ ] :
oid′′ = oid′ ∧N ′′ = N ′ ∧ (id′′ : s′′ 6∈ fchar(spec(t′′)) ∧ v′′ = Struct(id1 : v1; . . . ; idn : vn)) ∨
(id′′ : s′′ ∈ fchar(spec(t′′)) ∧ v′′ = Struct(id1 : v1; . . . ; idn : vn; id′′ : ⊥s′′))}

Het gedefinieerde databankschema ds wordt dan en slechts dan aangepast, als het aan te passen
objectschema os′ element is van de verzameling D van objectschema’s van ds en het resulterende quadruple
[id, (D \ {[id′, t′,M ′, Ct′ ]}) ∪ {[id′, t′′,M ′, Ct′ ]},M,CD′ ]
voldoet aan de definitie van een databankschema. In het andere geval resulteert de operatie in een niet-
gedefinieerd databankschema ⊥DS . De verzameling CD′ bevat de restricties die opgelegd zijn door de
definitie 4.5. Hiertoe wordt de verzameling CD uitgebreid met een uni-directionele referentie¨le restrictie
voor elke nieuwe referentie die ingevoerd wordt door het toevoegen van de nieuwe karakteristiek. Hierbij
wordt er een onderscheid gemaakt tussen de volgende gevallen:
• de toegevoegde karakteristiek is een referentie. In dit geval wordt er e´e´n restrictie toegevoegd;
• de toegevoegde karakteristiek heeft een gestructureerd type dat minstens e´e´n referentie bevat. In dit
geval wordt er e´e´n restrictie toegevoegd voor elke referentie uit het gestructureerde type;
• in alle andere gevallen wordt CD niet uitgebreid.
De operator Create Characteristic is noodzakelijk om referenties te kunnen toevoegen aan het
type van een objectschema uit een databankschema: enkel op deze wijze kunnen er later relaties tussen
objectschema’s worden gedefinieerd.
Voorbeeld 4.12
De instructie om in het databankschema DSPatientendatabank, aan het objecttype TPersoon van het
objectschema OSPersoon een karakteristiek
Beroep : String
toe te voegen is:
Create Characteristic(DSPatientendatabank,OSPersoon,Beroep : String)

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De operator Drop Characteristic
Deze operator wordt gebruikt om een karakteristiek “id′′ : s′′” te verwijderen uit de definitie van het
objecttype type(os′) van een objectschema os′ uit de verzameling D van objectschema’s van een datank-
schema ds = [id,D,M,CD].
Definitie 4.17 (Operator Drop Characteristic) Met
ds = [id,D,M,CD] en os′ = [id′, t′,M ′, Ct′ ]
wordt deze operator gedefinieerd als:
Drop Characteristic : DS \ {⊥DS} ×OS \ {⊥OS} × IDΣ → DS
ds, os′, id′′ 7→ [id, (D \ {[id′, t′,M ′, Ct′ ]}) ∪ {[id′, t′′,M ′, Ct′ ]},M,CD′ ]
als (os′ ∈ D) ∧ ([id, (D \ {[id′, t′,M ′, Ct′ ]}) ∪ {[id′, t′′,M ′, Ct′ ]},M,CD′ ] voldoet aan definitie 4.5)
ds, os′, id′′ 7→ ⊥DS
in alle andere gevallen
hierbij is
t′′ = [remove(spec(t′), id′′), f typeimpl(remove(spec(t
′), id′′)), V instancet′′ ]
en wordt de verzameling CD′ , met de verzameling
TD = {t|t ∈ T ∧ (∃ os ∈ D : spec(type(os)) = spec(t))}
gedefinieerd als:
• ∃ id : s ∈ fchar(spec(t′)) : id = id′′ ∧ s ∈ Treference ⇒ CD′ = (CD ∪X) \ Y waarbij:
– X de verzameling is, die bekomen wordt door de bi-directionele referentie¨le restricties die gede-
finieerd zijn voor de referentie “id : s” te herleiden tot uni-directionele referentie¨le restricties
die gedefinieerd zijn voor de aan “id : s” gekoppelde referentie, d.i.
X = {[ρreference{{id′′′},TD}[ ], f constrimpl (ρ
reference
{{id′′′},TD}[ ])]|∃ c ∈ CD, ∃ id : s ∈ fchar(spec(t′)),
∃ id′′′ ∈ IDΣ : id = id′′ ∧ s ∈ Treference ∧ spec(c) = ρreference{{path(spec(t′),id:s),id′′′},TD}[ ]}
– Y de verzameling is van alle referentie¨le restricties die gedefinieerd zijn voor de referentie
“id : s”, d.i.
Y = {c|c ∈ CD ∧ (∃ id : s ∈ fchar(spec(t′)), ∃ id′′′ ∈ IDΣ : id = id′′ ∧ s ∈ Treference ∧
(spec(c) = ρreference{{path(spec(t′),id:s)},TD}[ ] ∨ spec(c) = ρ
reference
{{path(spec(t′),id:s),id′′′},TD}[ ]))}
• ∃ id : s ∈ fchar(spec(t′)) : id = id′′ ∧ s ∈ Tstruct ∧ (∃ id′′′ : ts′′′ ∈ fcomp(s) : ts′′′ ∈ Treference)
⇒ CD′ = (CD ∪X) \ Y
waarbij:
– X de verzameling is, die bekomen wordt door de bi-directionele referentie¨le restricties die
gedefinieerd zijn voor de referenties uit het gestructureerd type met specificatie s te herleiden
tot uni-directionele referentie¨le restricties die gedefinieerd zijn voor de referenties die gekoppeld
zijn aan deze referenties, d.i.
X = {[ρreference{{id′′′′},TD}[ ], f constrimpl (ρ
reference
{{id′′′′},TD}[ ])]|∃ c ∈ CD,∃ id : s ∈ fchar(spec(t′)),
∃ id′′′′ ∈ IDΣ : id = id′′ ∧ s ∈ Tstruct ∧ (∃ id′′′ : ts′′′ ∈ fcomp(s) : ts′′′ ∈ Treference) ∧
spec(c) = ρreference{{path(spec(t′),id′′′:ts′′′),id′′′′},TD}[ ]}
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– Y de verzameling is van alle referentie¨le restricties die gedefinieerd zijn voor de referenties uit
het gestructureerd type met specificatie s, d.i.
Y = {c|c ∈ CD ∧ (∃ id : s ∈ fchar(spec(t′)), ∃ id′′′′ ∈ IDΣ : id = id′′ ∧ s ∈ Tstruct ∧
(∃ id′′′ : ts′′′ ∈ fcomp(s) : ts′′′ ∈ Treference) ∧ (spec(c) = ρreference{{path(spec(t′),id′′′:ts′′′)},TD}[ ] ∨
spec(c) = ρreference{{path(spec(t′),id′′′:ts′′′),id′′′′},TD}[ ]))}
• in alle andere gevallen geldt er dat:
CD′ = CD
De instantieverzameling V instance[id′,t′′,M ′,Ct′ ] van het aangepaste objectschema [id
′, t′′,M ′, Ct′ ] —die gelijk is
aan de instantieverzameling V instancet′′ van het aangepaste objecttype— wordt opgebouwd uit de instantie-
verzameling van het oorspronkelijke objectschema [id′, t′,M ′, Ct′ ] door het “beperken” van de toestanden
van de bestaande objecten, d.i.
V instance[id′,t′′,M ′,Ct′ ] ,
{[spec(t′′), v′′]|∃ n ∈ N0,∃ [spec(t′),Struct(id1 : v1; . . . ; idn : vn)] ∈ V instance[id′,t′,M ′,Ct′ ] :
((∃ 1 ≤ i ≤ n ∈ N0 : idi = id′′) ∧ v′′ = Struct(id1 : v1; . . . ; idi−1 : vi−1; idi+1 : vi+1; . . . ; idn : vn)) ∨
((∀ 1 ≤ i ≤ n ∈ N0 : idi 6= id′′) ∧ v′′ = Struct(id1 : v1; . . . ; idn : vn))} ∪
{[oid′′, N ′′, spec(t′′), v′′]|∃ n ∈ N0, ∃ [oid′, N ′, spec(t′),Struct(id1 : v1; . . . ; idn : vn)] ∈ V instance[id′,t′,M ′,Ct′ ] :
oid′′ = oid′ ∧N ′′ = N ′ ∧ (((∀ 1 ≤ i ≤ n ∈ N0 : idi 6= id′′) ∧ v′′ = Struct(id1 : v1; . . . ; idn : vn)) ∨
((∃ 1 ≤ i ≤ n ∈ N0 : idi = id′′) ∧ v′′ = Struct(id1 : v1; . . . ; idi−1 : vi−1; idi+1 : vi+1; . . . ; idn : vn)))}

Met de nieuwe verzameling van restricties CD′ worden de eventuele referentie¨le restricties verwijderd
die gedefinieerd werden voor de verwijderde karakteristiek. Deze verwijderingen zijn noodzakelijk opdat





Ouders : SetRef (TPersoon)
verwijderd uit het objecttype TPersoon van het objectschema OSPersoon van het databankschema
DSPatientendatabank voor de patie¨ntendatabank uit bijlage B. 
De operator Create DBConstraint
Met de operator Create DBConstraint kan aan de verzameling CD van een gedefinieerd databank-
schema [id,D,M,CD] een nieuwe restrictie c worden toegevoegd.
Definitie 4.18 (Operator Create DBConstraint) Deze operator wordt gedefinieerd als:
Create DBConstraint : DS \ {⊥DS} × C → DS
[id,D,M,CD], c 7→ [id,D,M,CD ∪ {c}] als [id,D,M,CD ∪ {c}] voldoet aan definitie 4.5
[id,D,M,CD], c 7→ ⊥DS in alle andere gevallen

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De verzameling CD wordt dan en slechts dan uitgebreid indien het quadruple
[id,D,M,CD ∪ {c}]
voldoet aan de definitie van een databankschema. In het andere geval resulteert de operatie in een niet-
gedefinieerd databankschema ⊥DS .
Door het invoeren van een bijkomende restrictie kan een instantie van het databankschema (of een
databank) verder worden beperkt: instanties die niet voldoen aan de nieuwe restrictie zullen volgens
definitie 4.11 niet langer deel uit maken van de databank.
De operator Drop DBConstraint
Deze operator laat het toe om een bestaande restrictie c te verwijderen uit de verzameling CD van een
gedefinieerd databankschema [id,D,M,CD]. De voorwaarde hierbij is dat het resulterende quadruple
blijft voldoen aan de definitie van een databankschema.
Definitie 4.19 (Operator Drop DBConstraint) De operator Drop DBConstraint wordt gedefini-
eerd als:
Drop DBConstraint : DS \ {⊥DS} × C → DS
[id,D,M,CD], c 7→ [id,D,M,CD \ {c}] als [id,D,M,CD \ {c}] voldoet aan definitie 4.5
[id,D,M,CD], c 7→ ⊥DS in alle andere gevallen

Het verwijderen van een restrictie heeft geen enkele invloed op de bestaande instanties uit een databank
(cf. definitie 4.11). Voor nieuwe instanties gelden er minder “toetredingsvoorwaarden”.
De operator Create OSConstraint
De operator Create OSConstraint kan worden gebruikt om een nieuwe restrictie c′ toe te voegen aan
de verzameling constr(os′) van een objectschema os′ uit de verzameling van objectschema’s D van een
datankschema ds = [id,D,M,CD].
Definitie 4.20 (Operator Create OSConstraint) Met
ds = [id,D,M,CD] en os′ = [id′, t′,M ′, Ct′ ]
wordt deze operator gedefinieerd als:
Create OSConstraint : DS \ {⊥DS} ×OS \ {⊥OS} × C → DS
ds, os′, c′ 7→ [id, (D \ {[id′, t′,M ′, Ct′ ]}) ∪ {[id′, t′,M ′, Ct′ ∪ {c′}]},M,CD′ ]
als (os′ ∈ D) ∧ ([id, (D \ {[id′, t′,M ′, Ct′ ]}) ∪ {[id′, t′,M ′, Ct′ ∪ {c′}]},M,CD′ ] voldoet aan definitie 4.5)
ds, os′, c′ 7→ ⊥DS
in alle andere gevallen

De verzameling Ct′ wordt dan en slechts dan uitgebreid, als het aan te passen objectschema os′ element
is van de verzameling van objectschema’s van ds en het resulterende quadruple
[id, (D \ {[id′, t′,M ′, Ct′ ]}) ∪ {[id′, t′,M ′, Ct′ ∪ {c′}]},M,CD′ ]
voldoet aan de definitie van een databankschema. In alle andere gevallen resulteert de operatie in een
niet-gedefinieerd databankschema ⊥DS .
Door het invoeren van een bijkomende restrictie kan de bestaande instantieverzameling van een ob-
jectschema verder worden beperkt: instanties die niet voldoen aan de nieuwe restrictie zullen volgens
definitie 4.4 niet langer deel uitmaken van de instantieverzameling.
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De operator Drop OSConstraint
Deze operator laat het toe om een bestaande restrictie c′ te verwijderen uit de verzameling constr(os′)
van een objectschema os′ uit de verzameling van objectschema’s D van een gedefinieerd datankschema
ds = [id,D,M,CD]. De voorwaarde hierbij is dat het resulterende quadruple blijft voldoen aan de
definitie van een databankschema.
Definitie 4.21 (Operator Drop OSConstraint) Met
ds = [id,D,M,CD] en os′ = [id′, t′,M ′, Ct′ ]
wordt deze operator gedefinieerd als:
Drop OSConstraint : DS \ {⊥DS} ×OS \ {⊥OS} × C → DS
ds, os′, c′ 7→ [id, (D \ {[id′, t′,M ′, Ct′ ]}) ∪ {[id′, t′,M ′, Ct′ \ {c′}]},M,CD′ ]
als (os′ ∈ D) ∧ ([id, (D \ {[id′, t′,M ′, Ct′ ]}) ∪ {[id′, t′,M ′, Ct′ \ {c′}]},M,CD′ ] voldoet aan definitie 4.5)
ds, os′, c′ 7→ ⊥DS
in alle andere gevallen

Het verwijderen van een restrictie uit een objectschema heeft geen enkele invloed op de bestaande
instanties uit de instantieverzameling van het objectschema (cf. definitie 4.4). Voor nieuwe instanties
gelden er minder “toetredingsvoorwaarden”.
4.3.2 Operaties voor gegevensmanipulatie
De operatoren voor gegevensmanipulatie worden zowel gebruikt voor het toevoegen, verwijderen en aan-
passen van objecten uit een databank als voor het bevragen.
Het toevoegen, verwijderen en aanpassen van objecten is noodzakelijk opdat de inhoud van de databank
zou kunnen evolueren met de tijd. Er moet immers een mechanisme voorzien zijn om objecten persistent
te maken.
In een objectgeorie¨nteerd databankbeheersysteem wordt bevraging aangewend om de objecten uit een
databank te beperken —enkel objecten (of karakteristieken van objecten) die voldoen aan vooropgestelde
criteria worden behouden— of om nieuwe objecten (of karakteristieken) af te leiden uit de bestaande
objecten (Bertino et al. 1992). Bevraging is hier zeker mogelijk en zinvol omdat elke databank gedefinieerd
is als een verzameling van verzamelingen van objecten (cf. definitie 4.11) en bevragingen enkel zinvol zijn
wanneer zij toegepast worden op verzamelingen van objecten (Bertino et al. 1992).
Het is wenselijk dat het resultaat van een gegevensmanipulatie opnieuw een volwaardige (tijdelijke)
instantie van een objectschema is, zodat het op zijn beurt verder met dezelfde operatoren kan worden
verwerkt (Su et al. 1993). In een dergelijk geval spreekt men van een gesloten bevraging. De operaties
voor gegevensmanipulatie worden zodanig gedefinieerd dat de resulterende objectalgebra gesloten is.
Om zich een beeld te kunnen vormen van welke operatoren nodig zijn voor de manipulatie van de
gegevens, kan worden uitgegaan van de algebra¨ısche formalismen die besproken werden in deelsectie 1.5.1
(Cluet et al. 1990, Su et al. 1993, Alhajj en Arkun 1993, Abiteboul et al. 1995, Nishimura et al. 1996, Rie-
del en Scholl 1997). Een vermeldenswaardige studie omtrent dezelfde vraagstelling is deze van Andersen
en Reenskaug (Andersen en Reenskaug 1993): hierin wordt een overzicht gegeven van operatoren die
zinvol kunnen worden gedefinieerd over een verzameling van objecten.
Als basis voor de onderhavige objectalgebra worden er negen operatoren ingevoerd:
• vier traditionele operatoren voor verzamelingen: de unie (∪), de doorsnede (∩), het verschil (\) en
het Cartesisch product (⊗) die alle zodanig zijn aangepast dat hun operandi geen verzamelingen
maar objectschema’s zijn;
• drie speciale “objectschema”-operatoren: de projectie-operator (Π), de extensie-operator (Θ) en de
selectie-operator (σ) en
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• twee operatoren make persistent en make transient die kunnen worden aangewend om transie¨nte
objecten persistent te maken en vice versa.
Elk van deze operatoren wordt gedefinieerd over e´e´n of meerdere objectschema’s en resulteert in een
(ander) objectschema.
De traditionele operatoren voor verzamelingen ∪, ∩ en \
In de verzamelingenleer zijn de unie-, de doorsnede- en de verschil-operator gedefinieerd voor willekeurige
verzamelingen, zonder dat er daarbij wordt gekeken naar de aard van de elementen van deze verzamelin-
gen. Omdat er gestreefd wordt naar een gesloten bevraging worden deze operatoren, binnen de context
van onderhavige objectalgebra, zodanig aangepast dat zij inwerken op (instantieverzamelingen van) ob-
jectschema’s en resulteren in een nieuw(e) (instantieverzameling van een) objectschema. Net als bij de
relationele algebra (cf. deelsectie 1.3.2) wordt er hierbij vereist dat de operandi “van dezelfde vorm” zijn
(Date 1995). Het “van dezelfde vorm zijn” van twee objectschema’s wordt geformaliseerd aan de hand
van het concept schema-compatibiliteit (cf. definitie 4.3), zodat de operatie enkel zal gedefinieerd zijn
voor schema-compatibele objectschema’s.
De parameters van de unie-, de doorsnede- en de verschil-operator zijn:
• de objectschema’s os(1) en os(2) waarop de operator inwerkt,
• de betekenis M van het resulterend objectschema,
• de identificator id die zal worden gebruikt als naam van het resulterend objectschema en
• de identificator id′ die zal worden gebruikt als naam van het type van het resulterend objectschema.
Definitie 4.22 (Unie-operator) De unie-operator wordt gedefinieerd als:
∪ : OS ×OS × domString × IDΣ × IDΣ → OS
os(1), os(2),M, id, id′ 7→ [id, t,M,Ct] als os(1) 6= ⊥OS ∧ os(2) 6= ⊥OS ∧ ≈(os(1), os(2)) = True
os(1), os(2),M, id, id′ 7→ ⊥OS in alle andere gevallen
waarbij het resulterend objectschema [id, t,M,Ct] desgevallend als volgt opgebouwd wordt:
• geldt er dat:
fchar(spec(type(os(1)))) = fchar(spec(type(os(2)))) ∧ constr(os(1)) = constr(os(2))
dan is:
– id de naam van het resulterend objectschema;
– t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(type(os(1))))( )
m.a.w., het type t “erft” alle karakteristieken van het objecttype van het objectschema os(1);
– M een informele component die de betekenis van het resulterend objectschema aangeeft;
– Ct = ∅
Opmerking. Door de overerving gelden alle restricties die gedefinieerd zijn voor de instanties
van het objectschema os(1) a fortiori voor de instanties van het nieuw objectschema;
• geldt er dat:
spec(type(os(1)))spec(type(os(2)))
dan is:
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– id de naam van het resulterend objectschema;
– t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(type(os(2))))( )
m.a.w., het type t “erft” alle karakteristieken van het objecttype van het objectschema os(2);
– M een informele component die de betekenis van het resulterend objectschema aangeeft;
– Ct = ∅
Opmerking. Door de overerving gelden alle restricties die gedefinieerd zijn voor de instanties
van het objectschema os(2) a fortiori voor de instanties van het nieuw objectschema;
• geldt er dat:
spec(type(os(2)))spec(type(os(1)))
dan is:
– id de naam van het resulterend objectschema;
– t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(type(os(1))))( )
m.a.w., het type t “erft” alle karakteristieken van het objecttype van het objectschema os(1);
– M een informele component die de betekenis van het resulterend objectschema aangeeft;
– Ct = ∅
Opmerking. Door de overerving gelden alle restricties die gedefinieerd zijn voor de instanties
van het objectschema os(1) a fortiori voor de instanties van het nieuw objectschema;
• geldt er tenslotte dat:
∃ [id′′, t′′,M ′′, C ′′t′′ ] ∈ OS \ {⊥OS} : spec(type(os(1)))spec(t′′) ∧ spec(type(os(2)))spec(t′′)
dan is:
– id de naam van het resulterend objectschema;
– t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(t′′))( )
m.a.w., het type t “erft” alle karakteristieken van het objecttype t′′;
– M een informele component die de betekenis van het resulterend objectschema aangeeft;
– Ct = ∅
Opmerking. Door de overerving gelden alle restricties die gedefinieerd zijn voor de instanties
van het objectschema [id′′, t′′,M ′′, C ′′t′′ ] a fortiori voor de instanties van het nieuw objectschema.
Desgevallend wordt de instantieverzameling V instance[id,t,M,Ct] van het resulterend objectschema [id, t,M,Ct] als




van de objectschema’s os(1) en os(2):









met instanties van het type t, d.i.
V ′os(1) = {[spec(t), v]|∃ o′ ∈ V instanceos(1) , ∃ n ∈ N0, ∃ m ∈ N0 :
fchar(spec(t)) \ {id : s|id ∈ IDΣ ∧ s ∈ Vsignat} = {id1 : s1, . . . , idn : sn} ∧
value(o′) = Struct (id′1 : v
′




m) ∧ v = Struct (id1 : v1; . . . ; idn : vn) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ m, j ∈ N0 : idi = id′j ∧ vi = v′j)}
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en
V ′os(2) = {[spec(t), v]|∃ o′ ∈ V instanceos(2) , ∃ n ∈ N0, ∃ m ∈ N0 :
fchar(spec(t)) \ {id : s|id ∈ IDΣ ∧ s ∈ Vsignat} = {id1 : s1, . . . , idn : sn} ∧
value(o′) = Struct (id′1 : v
′




m) ∧ v = Struct (id1 : v1; . . . ; idn : vn) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0,∃ 1 ≤ j ≤ m, j ∈ N0 : idi = id′j ∧ vi = v′j)}




V instance[id,t,M,Ct] , V
′
os(1) ∪ V ′os(2)

Definitie 4.23 (Doorsnede-operator) De doorsnede-operator wordt gedefinieerd als:
∩ : OS ×OS × domString × IDΣ × IDΣ → OS
os(1), os(2),M, id, id′ 7→ [id, t,M,Ct] als os(1) 6= ⊥OS ∧ os(2) 6= ⊥OS ∧ ≈(os(1), os(2)) = True
os(1), os(2),M, id, id′ 7→ ⊥OS in alle andere gevallen
waarbij het resulterend objectschema [id, t,M,Ct] desgevallend als volgt opgebouwd wordt:
• geldt er dat:
fchar(spec(type(os(1)))) = fchar(spec(type(os(2)))) ∧ constr(os(1)) = constr(os(2))
dan is:
– id de naam van het resulterend objectschema;
– t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(type(os(1))))( )
m.a.w., het type t “erft” alle karakteristieken van het objecttype van het objectschema os(1);
– M een informele component die de betekenis van het resulterend objectschema aangeeft;
– Ct = ∅
Opmerking. Door de overerving gelden alle restricties die gedefinieerd zijn voor de instanties
van het objectschema os(1) a fortiori voor de instanties van het nieuw objectschema;
• geldt er dat:
spec(type(os(1)))spec(type(os(2)))
dan is:
– id de naam van het resulterend objectschema;
– t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(type(os(2))))( )
m.a.w., het type t “erft” alle karakteristieken van het objecttype van het objectschema os(2);
– M een informele component die de betekenis van het resulterend objectschema aangeeft;
– Ct = ∅
Opmerking. Door de overerving gelden alle restricties die gedefinieerd zijn voor de instanties
van het objectschema os(2) a fortiori voor de instanties van het nieuw objectschema;
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• geldt er dat:
spec(type(os(2)))spec(type(os(1)))
dan is:
– id de naam van het resulterend objectschema;
– t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(type(os(1))))( )
m.a.w., het type t “erft” alle karakteristieken van het objecttype van het objectschema os(1);
– M een informele component die de betekenis van het resulterend objectschema aangeeft;
– Ct = ∅
Opmerking. Door de overerving gelden alle restricties die gedefinieerd zijn voor de instanties
van het objectschema os(1) a fortiori voor de instanties van het nieuw objectschema;
• geldt er tenslotte dat:
∃ [id′′, t′′,M ′′, C ′′t′′ ] ∈ OS \ {⊥OS} : spec(type(os(1)))spec(t′′) ∧ spec(type(os(2)))spec(t′′)
dan is:
– id de naam van het resulterend objectschema;
– t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(t′′))( )
m.a.w., het type t “erft” alle karakteristieken van het objecttype t′′;
– M een informele component die de betekenis van het resulterend objectschema aangeeft;
– Ct = ∅
Opmerking. Door de overerving gelden alle restricties die gedefinieerd zijn voor de instanties
van het objectschema [id′′, t′′,M ′′, C ′′t′′ ] a fortiori voor de instanties van het nieuw objectschema.
Desgevallend wordt de instantieverzameling V instance[id,t,M,Ct] van het resulterend objectschema [id, t,M,Ct] als




van de objectschema’s os(1) en os(2):









met instanties van het type t, d.i.
V ′os(1) = {[spec(t), v]|∃ o′ ∈ V instanceos(1) , ∃ n ∈ N0, ∃ m ∈ N0 :
fchar(spec(t)) \ {id : s|id ∈ IDΣ ∧ s ∈ Vsignat} = {id1 : s1, . . . , idn : sn} ∧
value(o′) = Struct (id′1 : v
′




m) ∧ v = Struct (id1 : v1; . . . ; idn : vn) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ m, j ∈ N0 : idi = id′j ∧ vi = v′j)}
en
V ′os(2) = {[spec(t), v]|∃ o′ ∈ V instanceos(2) , ∃ n ∈ N0, ∃ m ∈ N0 :
fchar(spec(t)) \ {id : s|id ∈ IDΣ ∧ s ∈ Vsignat} = {id1 : s1, . . . , idn : sn} ∧
value(o′) = Struct (id′1 : v
′




m) ∧ v = Struct (id1 : v1; . . . ; idn : vn) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ m, j ∈ N0 : idi = id′j ∧ vi = v′j)}




V instance[id,t,M,Ct] , V
′
os(1) ∩ V ′os(2)

4.3. HET DATABANKMODEL 155
Definitie 4.24 (Verschil-operator) De verschil-operator wordt gedefinieerd als:
\ : OS ×OS × domString × IDΣ × IDΣ → OS
os(1), os(2),M, id, id′ 7→ [id, t,M,Ct] als os(1) 6= ⊥OS ∧ os(2) 6= ⊥OS ∧ ≈(os(1), os(2)) = True
os(1), os(2),M, id, id′ 7→ ⊥OS in alle andere gevallen
waarbij het resulterend objectschema [id, t,M,Ct] desgevallend als volgt opgebouwd wordt:
• geldt er dat:
fchar(spec(type(os(1)))) = fchar(spec(type(os(2)))) ∧ constr(os(1)) = constr(os(2))
dan is:
– id de naam van het resulterend objectschema;
– t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(type(os(1))))( )
m.a.w., het type t “erft” alle karakteristieken van het objecttype van het objectschema os(1);
– M een informele component die de betekenis van het resulterend objectschema aangeeft;
– Ct = ∅
Opmerking. Door de overerving gelden alle restricties die gedefinieerd zijn voor de instanties
van het objectschema os(1) a fortiori voor de instanties van het nieuw objectschema;
• geldt er dat:
spec(type(os(1)))spec(type(os(2)))
dan is:
– id de naam van het resulterend objectschema;
– t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(type(os(2))))( )
m.a.w., het type t “erft” alle karakteristieken van het objecttype van het objectschema os(2);
– M een informele component die de betekenis van het resulterend objectschema aangeeft;
– Ct = ∅
Opmerking. Door de overerving gelden alle restricties die gedefinieerd zijn voor de instanties
van het objectschema os(2) a fortiori voor de instanties van het nieuw objectschema;
• geldt er dat:
spec(type(os(2)))spec(type(os(1)))
dan is:
– id de naam van het resulterend objectschema;
– t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(type(os(1))))( )
m.a.w., het type t “erft” alle karakteristieken van het objecttype van het objectschema os(1);
– M een informele component die de betekenis van het resulterend objectschema aangeeft;
– Ct = ∅
Opmerking. Door de overerving gelden alle restricties die gedefinieerd zijn voor de instanties
van het objectschema os(1) a fortiori voor de instanties van het nieuw objectschema;
156 HOOFDSTUK 4. HET OBJECTGEORIE¨NTEERD DATABANKMODEL
• geldt er tenslotte dat:
∃ [id′′, t′′,M ′′, C ′′t′′ ] ∈ OS \ {⊥OS} : spec(type(os(1)))spec(t′′) ∧ spec(type(os(2)))spec(t′′)
dan is:
– id de naam van het resulterend objectschema;
– t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(t′′))( )
m.a.w., het type t “erft” alle karakteristieken van het objecttype t′′;
– M een informele component die de betekenis van het resulterend objectschema aangeeft;
– Ct = ∅
Opmerking. Door de overerving gelden alle restricties die gedefinieerd zijn voor de instanties
van het objectschema [id′′, t′′,M ′′, C ′′t′′ ] a fortiori voor de instanties van het nieuw objectschema.
Desgevallend wordt de instantieverzameling V instance[id,t,M,Ct] van het resulterend objectschema [id, t,M,Ct] als




van de objectschema’s os(1) en os(2):









met instanties van het type t, d.i.
V ′os(1) = {[spec(t), v]|∃ o′ ∈ V instanceos(1) , ∃ n ∈ N0, ∃ m ∈ N0 :
fchar(spec(t)) \ {id : s|id ∈ IDΣ ∧ s ∈ Vsignat} = {id1 : s1, . . . , idn : sn} ∧
value(o′) = Struct (id′1 : v
′




m) ∧ v = Struct (id1 : v1; . . . ; idn : vn) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ m, j ∈ N0 : idi = id′j ∧ vi = v′j)}
en
V ′os(2) = {[spec(t), v]|∃ o′ ∈ V instanceos(2) , ∃ n ∈ N0, ∃ m ∈ N0 :
fchar(spec(t)) \ {id : s|id ∈ IDΣ ∧ s ∈ Vsignat} = {id1 : s1, . . . , idn : sn} ∧
value(o′) = Struct (id′1 : v
′




m) ∧ v = Struct (id1 : v1; . . . ; idn : vn) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ m, j ∈ N0 : idi = id′j ∧ vi = v′j)}




V instance[id,t,M,Ct] , V
′
os(1) \ V ′os(2)

Voorbeeld 4.14
Beschouw de twee schema-compatibele objectschema’sOSPatient enOSZorgenverstrekker uit de scherpe
patie¨ntendatabank van bijlage B. Dan:
• resulteert de unie
∪(OSPatient,OSZorgenverstrekker,⊥String, OSQ1, TQ1)
van deze objectschema’s in een nieuw objectschema
[OSQ1, TQ1,⊥String, CTQ1]
waarbij:
– het objectschema de naam OSQ1 heeft;
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– het objecttype TQ1 gespecificeerd is als:
Class TQ1 : TPersoon( )
– de betekenis van het resulterend objectschema niet gedefinieerd is;
– CTQ1 = ∅









is de instantieverzameling van het resulterend objectschema:
V instanceOSQ1 = {[TQ1,Struct(id′1 : “Borre”; id′2 : List(“Magda”, “Helena”);
id′3 : Struct(Dag : 6;Maand : 6; Jaar : 1936); id
′
4 : vrouwelijk;
id′5 : ⊥TAdres; id′6 : Struct(Statuut : overleden;Partner : oidPersoon1);
id′7 : ⊥SetRef (TPersoon); id′8 : List(oidPatient2))],
[TQ1,Struct(id′1 : “Janssens”; id
′
2 : List(“Jan”);
id′3 : Struct(Dag : 28;Maand : 10; Jaar : 1955); id
′
4 : mannelijk;
id′5 : Struct(Straatnaam : “Hollestraat”;Nummer : 12;
Busnummer : ⊥String;Postcode : “B-9402”;Plaatsnaam : “Ninove”;
Land : “Belgie¨”); id′6 : Struct(Statuut : gehuwd;
Partner : oidPersoon4); id′7 : Set(oidPersoon1, oidPatient1);
id′8 : List(oidPatient4))],
[TQ1,Struct(id′1 : “Janssens”; id
′
2 : List(“Kathy”);
id′3 : Struct(Dag : 19;Maand : 2; Jaar : 1960); id
′
4 : vrouwelijk;
id′5 : Struct(Straatnaam : “Denderstraat”;Nummer : 130;
Busnummer : ⊥String;Postcode : “B-9401”;Plaatsnaam : “Ninove”;
Land : “Belgie¨”); id′6 : Struct(Statuut : ongehuwd;
Partner : ⊥Ref(TPersoon)); id′7 : Set(oidPersoon1, oidPatient1);
id′8 : List( ))],
[TQ1,Struct(id′1 : “Janssens”; id
′
2 : List(“Kurt”);
id′3 : Struct(Dag : 23;Maand : 9; Jaar : 1992); id
′
4 : mannelijk;
id′5 : Struct(Straatnaam : “Hollestraat”;Nummer : 12;
Busnummer : ⊥String;Postcode : “B-9402”;Plaatsnaam : “Ninove”;
Land : “Belgie¨”); id′6 : Struct(Statuut : ongehuwd;
Partner : ⊥Ref(TPersoon)); id′7 : Set(oidPatient2, oidPersoon4);
id′8 : List( ))],
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[TQ1,Struct(id′1 : “Bosman”; id
′
2 : List(“Karel”);
id′3 : Struct(Dag : 2;Maand : 1; Jaar : 1970); id
′
4 : mannelijk;
id′5 : Struct(Straatnaam : “Berestraat”;Nummer : 12;
Busnummer : ⊥String;Postcode : “B-9400”;Plaatsnaam : “Ninove”;
Land : “Belgie¨”); id′6 : ⊥TBurgerlijke stand; id′7 : ⊥SetRef (TPersoon);
id′8 : ⊥ListRef (TPersoon))],
[TQ1,Struct(id′1 : “Foucart”; id
′
2 : List(“Walter”);
id′3 : Struct(Dag : 13;Maand : 7; Jaar : 1946); id
′
4 : mannelijk;
id′5 : Struct(Straatnaam : “Oliestraat”;Nummer : 7;
Busnummer : ⊥String;Postcode : “B-9310”;Plaatsnaam : “Aalst”;
Land : “Belgie¨”); id′6 : Struct(Statuut : gehuwd;
Partner : ⊥Ref(TPersoon)); id′7 : ⊥SetRef (TPersoon);
id′8 : ⊥ListRef (TPersoon))],
[TQ1,Struct(id′1 : “De Groote”; id
′
2 : List(“Carla”);
id′3 : Struct(Dag : 18;Maand : 9; Jaar : 1960); id
′
4 : vrouwelijk;
id′5 : Struct(Straatnaam : “Brusselsesteenweg”;Nummer : 312;
Busnummer : ⊥String;Postcode : “B-9400”;Plaatsnaam : “Ninove”;
Land : “Belgie¨”); id′6 : ⊥TBurgerlijke stand; id′7 : ⊥SetRef (TPersoon);
id′8 : ⊥ListRef (TPersoon))],
[TQ1,Struct(id′1 : “Geldof”; id
′
2 : List(“Hans”);
id′3 : Struct(Dag : 5;Maand : 11; Jaar : 1953); id
′
4 : mannelijk;
id′5 : Struct(Straatnaam : “Tulpenlaan”;Nummer : 4;
Busnummer : ⊥String;Postcode : “B-9400”;Plaatsnaam : “Ninove”;
Land : “Belgie¨”); id′6 : ⊥TBurgerlijke stand; id′7 : ⊥SetRef (TPersoon);
id′8 : ⊥ListRef (TPersoon))],
[TQ1,Struct(id′1 : “Martens”; id
′
2 : List(“Martine”);
id′3 : Struct(Dag : 16;Maand : 10; Jaar : 1953); id
′
4 : vrouwelijk;
id′5 : Struct(Straatnaam : “Kapperstraat”;Nummer : 22;
Busnummer : ⊥String;Postcode : “B-1650”;Plaatsnaam : “Beersel”;
Land : “Belgie¨”); id′6 : Struct(Statuut : gehuwd;
Partner : ⊥Ref(TPersoon)); id′7 : ⊥SetRef (TPersoon);
id′8 : ⊥ListRef (TPersoon))],
[TQ1,Struct(id′1 : “Van Belle”; id
′
2 : List(“Didier”);
id′3 : Struct(Dag : 16;Maand : 10; Jaar : 1951); id
′
4 : mannelijk;
id′5 : Struct(Straatnaam : “Parklaan”;Nummer : 89;
Busnummer : “7B”;Postcode : “B-9300”;Plaatsnaam : “Aalst”;
Land : “Belgie¨”); id′6 : ⊥TBurgerlijke stand; id′7 : ⊥SetRef (TPersoon);
id′8 : ⊥ListRef (TPersoon))]}
• resulteert de doorsnede
∩(OSPatient,OSZorgenverstrekker,⊥String, OSQ2, TQ2)
van deze objectschema’s in een nieuw objectschema
[OSQ2, TQ2,⊥String, CTQ2]
4.3. HET DATABANKMODEL 159
waarbij:
– het objectschema de naam OSQ2 heeft;
– het objecttype TQ2 gespecificeerd is als:
Class TQ2 : TPersoon( )
– de betekenis van het resulterend objectschema niet gedefinieerd is;
– CTQ2 = ∅
De instantieverzameling van het resulterend objectschema is ledig, d.i. V instanceOSQ2 = ∅;
• resulteert het verschil
\(OSPatient,OSZorgenverstrekker,⊥String, OSQ3, TQ3)
van deze objectschema’s in een nieuw objectschema
[OSQ3, TQ3,⊥String, CTQ3]
waarbij:
– het objectschema de naam OSQ3 heeft;
– het objecttype TQ3 gespecificeerd is als:
Class TQ3 : TPersoon( )
– de betekenis van het resulterend objectschema niet gedefinieerd is;
– CTQ3 = ∅









is de instantieverzameling van het resulterend objectschema:
V instanceOSQ3 = {[TQ3,Struct(id′1 : “Borre”; id′2 : List(“Magda”, “Helena”);
id′3 : Struct(Dag : 6;Maand : 6; Jaar : 1936); id
′
4 : vrouwelijk; id
′
5 : ⊥TAdres;
id′6 : Struct(Statuut : overleden;Partner : oidPersoon1); id
′
7 : ⊥SetRef (TPersoon);
id′8 : List(oidPatient2))],
[TQ3,Struct(id′1 : “Janssens”; id
′
2 : List(“Jan”);
id′3 : Struct(Dag : 28;Maand : 10; Jaar : 1955); id
′
4 : mannelijk;
id′5 : Struct(Straatnaam : “Hollestraat”;Nummer : 12;
Busnummer : ⊥String;Postcode : “B-9402”;Plaatsnaam : “Ninove”;
Land : “Belgie¨”); id′6 : Struct(Statuut : gehuwd;
Partner : oidPersoon4); id′7 : Set(oidPersoon1, oidPatient1);
id′8 : List(oidPatient4))],
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[TQ3,Struct(id′1 : “Janssens”; id
′
2 : List(“Kathy”);
id′3 : Struct(Dag : 19;Maand : 2; Jaar : 1960); id
′
4 : vrouwelijk;
id′5 : Struct(Straatnaam : “Denderstraat”;Nummer : 130;
Busnummer : ⊥String;Postcode : “B-9401”;Plaatsnaam : “Ninove”;
Land : “Belgie¨”); id′6 : Struct(Statuut : ongehuwd;
Partner : ⊥Ref(TPersoon)); id′7 : Set(oidPersoon1, oidPatient1);
id′8 : List( ))],
[TQ3,Struct(id′1 : “Janssens”; id
′
2 : List(“Kurt”);
id′3 : Struct(Dag : 23;Maand : 9; Jaar : 1992); id
′
4 : mannelijk;
id′5 : Struct(Straatnaam : “Hollestraat”;Nummer : 12;
Busnummer : ⊥String;Postcode : “B-9402”;Plaatsnaam : “Ninove”;
Land : “Belgie¨”); id′6 : Struct(Statuut : ongehuwd;
Partner : ⊥Ref(TPersoon)); id′7 : Set(oidPatient2, oidPersoon4);
id′8 : List( ))],
[TQ3,Struct(id′1 : “Bosman”; id
′
2 : List(“Karel”);
id′3 : Struct(Dag : 2;Maand : 1; Jaar : 1970); id
′
4 : mannelijk;
id′5 : Struct(Straatnaam : “Berestraat”;Nummer : 12;
Busnummer : ⊥String;Postcode : “B-9400”;Plaatsnaam : “Ninove”;
Land : “Belgie¨”); id′6 : ⊥TBurgerlijke stand; id′7 : ⊥SetRef (TPersoon);
id′8 : ⊥ListRef (TPersoon))]}

De traditionele product-operator voor verzamelingen ⊗
Volgens de verzamelingenleer is het Cartesisch product van twee verzamelingen de verzameling van alle
geordende koppels van elementen, die zodanig is opgebouwd dat het eerste element van elk koppel een
element is van de eerste verzameling en het tweede element van elk koppel een element is van de tweede
verzameling. Aldus is het Cartesisch product van twee instantieverzamelingen van objectschema’s een
verzameling van geordende koppels.
Door ons streven naar een gesloten bevraging is het echter wenselijk om te beschikken over een nieuwe
instantieverzameling (i.p.v. over een verzameling van geordende koppels). Hiertoe wordt de product-
operator ingevoerd. Deze operator kan worden gezien als een “object-algebra¨ısche” variant van het
Cartesisch product, waarbij elk geordend koppel van instanties “vervangen” wordt door e´e´n enkele in-
stantie die kan worden gezien als de “samensmelting” van de twee betreffende instanties. De resulterende
instantieverzameling kan hierom ook worden beschouwd als een “samensmelting” van de oorspronkelijke
instantieverzamelingen.
De parameters van de product-operator zijn:
• de “samen te voegen” objectschema’s os(1) en os(2),
• de betekenis M van het resulterend objectschema,
• de identificator id die zal worden gebruikt als naam van het resulterend objectschema en
• de identificator id′ die zal worden gebruikt als naam van het type van het resulterend objectschema.
Definitie 4.25 (Product-operator) De product-operator wordt gedefinieerd als:
⊗ : OS ×OS × domString × IDΣ × IDΣ → OS
os(1), os(2),M, id, id′ 7→ [id, t,M, ∅] als os(1) 6= ⊥OS ∧ os(2) 6= ⊥OS
os(1), os(2),M, id, id′ 7→ ⊥OS in alle andere gevallen
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hierbij is met de verkorte notaties ts(1) = spec(type(os(1))) ∧ ts(2) = spec(type(os(2))):
• id de naam van het resulterend objectschema;
• t ∈ T ∧ spec(t) =
Class id′(id(1)1 : s
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ft(ts(2); ts(2)) = Class id(2) : îd
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(1)
1 , . . . , îd
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1 , . . . , îd
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als ft(ts(1); ts(1)) = Class id(1) : îd
(1)
1 , . . . , îd
(1)
k ( )∧
ft(ts(2); ts(2)) = Class id(2) : îd
(2)
1 , . . . , îd
(2)
l ( )
waarbij ft(.; ts′), ts′ ∈ Tobject een geparameteriseerde transformatiefunctie is, die de specificatie van
een objecttype transformeert door de identificator van elk van zijn karakteristieken bijkomend te
“markeren” met de identificator van het objecttype met specificatie ts′. Dit is noodzakelijk omdat de
types van de “samen te voegen” objectschema’s karakteristieken kunnen hebben met dezelfde iden-
tificator. Dergelijke karakteristieken ongewijzigd samenvoegen in een nieuw type is niet toegestaan,
want dit is in tegenstrijd met de definitie van de syntaxis van een objecttype. De functie ft(.; ts′) is
formeel gedefinieerd als volgt:
ft(.; ts′) : Tobject → Tobject
ts 7→ ft(ts; ts′)
waarbij ft(ts; ts′) recursief gedefinieerd is als:
– Basisstap.
Is ts = Class id(id1 : s1; . . . ; idn : sn), n ∈ N0, dan geldt er:
ft(ts; ts′) = Class id(path(ts′, id1 : s1) : s1; . . . ; path(ts′, idn : sn) : sn)
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– Recursiestap.
1. Is ts = Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn), m,n ∈ N0, dan geldt er:
ft(ts; ts′) = Class id : ft(îd1; ts′), . . . , ft(îdm; ts′)(path(ts′, id1 : s1) : s1; . . . ;
path(ts′, idn : sn) : sn)
2. Is ts = Class id : îd1, . . . , îdm( ), m ∈ N0, dan geldt er:
ft(ts; ts′) = Class id : ft(îd1; ts′), . . . , ft(îdm; ts′)( )
• M , een informele component die de betekenis van het resulterend objectschema aangeeft.
In het geval het resulterend objectschema
os′ = ⊗(os(1), os(2),M, id, id′)
gedefinieerd is (d.i. als ⊗(os(1), os(2),M, id, id′) 6= ⊥OS), wordt de instantieverzameling V instanceos′ van os′




van de objectschema’s os(1) en os(2):
V instanceos′ ,
{[t′, v′]|(t′ = type(os′)) ∧ (v′ ∈ dom(t′)) ∧ (∃ o(1) ∈ V instanceos(1) , ∃ o(2) ∈ V instanceos(2) , ∃ l, k ∈ N0 :
value(o(1)) = Struct (id(1)1 : v
(1)




k ) ∧ value(o(2)) = Struct (id(2)1 : v(2)1 ; . . . ; id(2)l : v(2)l ) ∧
v′ = Struct (id′1 : v
′




k+l) ∧ (∀ 1 ≤ i ≤ k + l, i ∈ N0 :
(∃ 1 ≤ j ≤ k, j ∈ N0 : id′i = id(1)j ∧ v′i = v(1)j ) ∨ (∃ 1 ≤ j ≤ l, j ∈ N0 : id′i = id(2)j ∧ v′i = v(2)j )))}

Voorbeeld 4.15
Beschouw de twee objectschema’s:
• [OSHond, THond,⊥String, CTHond], dat gedefinieerd is voor een objecttype THond met typespe-
cificatie:
Class THond(Naam : String;Ras : String)
en instantieverzameling:
instances(OSHond) = {[THond,Struct (Naam : “Bram”;Ras : “Labrador”)],
[THond,Struct (Naam : “Iris”;Ras : “Maltezer”)],
[THond,Struct (Naam : “Blacky”;Ras : “Dalmatie¨r”)]}
• [OSBloem, TBloem,⊥String, CTBloem], dat gedefinieerd is voor een objecttype TBloem met type-
specificatie:
Class TBloem(Naam : String)
en instantieverzameling:
instances(OSBloem) = {[TBloem,Struct (Naam : “Iris”)],
[TBloem,Struct (Naam : “Roos”)]}
Dan resulteert het product
⊗(OSHond,OSBloem,⊥String, OSQ4, TQ4)
van deze objectschema’s in een nieuw objectschema
[OSQ4, TQ4,⊥String, ∅]
waarbij
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• het objectschema de naam OSQ4 heeft;
• het objecttype TQ4 gespecificeerd is als:
Class TQ4(THond.Naam : String;
THond.Ras : String;
TBloem.Naam : String)
• de betekenis van het resulterend objectschema niet gedefinieerd is;
• de verzameling van restricties ledig is.




is de instantieverzameling van het resulterend objectschema:
V instanceOSQ4 = {[TQ4,Struct (id′1 : “Bram”; id′2 : “Labrador”; id′3 : “Iris”)],
[TQ4,Struct (id′1 : “Iris”; id
′
2 : “Maltezer”; id
′
3 : “Iris”)],
[TQ4,Struct (id′1 : “Blacky”; id
′
2 : “Dalmatie¨r”; id
′
3 : “Iris”)],
[TQ4,Struct (id′1 : “Bram”; id
′
2 : “Labrador”; id
′
3 : “Roos”)],
[TQ4,Struct (id′1 : “Iris”; id
′
2 : “Maltezer”; id
′
3 : “Roos”)],
[TQ4,Struct (id′1 : “Blacky”; id
′
2 : “Dalmatie¨r”; id
′
3 : “Roos”)]}
Het resulterend objectschema kan op zijn beurt argument zijn van andere bevragingsoperatoren. Zo kan
bijvoorbeeld de selectie-operator worden aangewend om “alle honden terug te vinden die een bloemen-
naam hebben”. De product-operatie laat het aldus toe om verbanden terug te vinden tussen object-
schema’s die niet binnen het databankschema met elkaar gerelateerd zijn. 
De projectie-operator Π
De projectie-operatie laat toe om uit het type van een gegeven objectschema een aantal (gerelateerde)
karakteristieken te selecteren. Deze karakteristieken zijn dan bij definitie de karakteristieken van het type
van het resulterend objectschema. Hierdoor resulteert de projectie-operatie in een “beperking” van de
karakteristieken van het oorspronkelijke objectschema.
De parameters voor deze operator zijn:
• het objectschema os waarop de operator inwerkt,
• de betekenis M van het resulterend objectschema,
• de identificator id die zal worden gebruikt als naam van het resulterend objectschema,
• de identificator id′ die zal worden gebruikt als naam van het type van het resulterend objectschema
en
• de verzameling {id1, . . . , idk}, k ∈ N0 van de identificatoren van de geselecteerde karakteristieken.
Definitie 4.26 (Projectie-operator) De projectie-operator wordt gedefinieerd als:
Π : OS × domString × IDΣ × IDΣ × ℘(IDΣ) \ ∅ → OS
os,M, id, id′, {id1, . . . , idk} 7→ [id, t,M, ∅] als (os 6= ⊥OS) ∧ (∀ 1 ≤ i ≤ k, i ∈ N0,
∃ id′′ ∈ Fpath(spec(type(os))) ∪ ~Fpath(spec(type(os))) : idi = id′′)
os,M, id, id′, {id1, . . . , idk} 7→ ⊥OS in alle andere gevallen
hierbij is:
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• id de naam van het resulterend objectschema;
• t ∈ T ∧ spec(t) = Class id′(id1 : s1; . . . ; idk : sk)
• M een informele component die de betekenis van het resulterend objectschema aangeeft;
en wordt elke si, 1 ≤ i ≤ k, i ∈ N0 uit de typespecificatie spec(t) als volgt gedefinieerd:
1. indien idi niet de identificator is van een gerelateerde eigenschap of component van een gerelateerde
eigenschap van het type van het objectschema, is de specificatie si gelijk aan de specificatie van de
ge¨ıdentificeerde karakteristiek, d.i.
∃ id′′ : s′′ ∈ fprop(spec(type(os))) ∪ fsign(spec(type(os))) ∪ frelatsign(spec(type(os))) :
idi = path(spec(type(os)), id′′ : s′′)⇒ si = s′′
2. indien idi een (component van een) gerelateerde eigenschap van het type van het objectschema iden-
tificeert, wordt de specificatie si stapsgewijs opgebouwd uit de specificatie van deze ge¨ıdentificeerde
(component van de) eigenschap en de specificaties van de referentietypes die gebruikt zijn om te ko-
men tot deze (component van de) eigenschap: bij een specificatie van een meerwaardig referentietype
dient het “corresponderende collectietype” in rekening te worden gebracht, d.i.
∃ id′′ : s′′ ∈ frelat(spec(type(os))), ∃ m ∈ N0 :
idi = path(spec(type(os)), id′′ : s′′) = ts.id′′1 . · · · .id′′m ⇒ si = s(1)
waarbij s(1) als volgt wordt opgebouwd:
• s(m) = s′′
• ∀ 1 ≤ j ≤ m− 1, i ∈ N0 :
s(j) =

s(j+1) als ∃ id′′ : s′′ ∈ fprop(spec(type(os))) ∪ frelat(spec(type(os))) :
s′′ 6∈ Treference \ {Ref (ts′′)|ts′′ ∈ Tobject} ∧
path(spec(type(os)), id′′ : s′′) = ts.id′′1 . · · · .id′′j
Set(s(j+1)) als ∃ id′′ : s′′ ∈ fprop(spec(type(os))) ∪ frelat(spec(type(os))),
∃ ts′′ ∈ Tobject : s′′ = SetRef (ts′′) ∧
path(spec(type(os)), id′′ : s′′) = ts.id′′1 . · · · .id′′j
Bag(s(j+1)) als ∃ id′′ : s′′ ∈ fprop(spec(type(os))) ∪ frelat(spec(type(os))),
∃ ts′′ ∈ Tobject : s′′ = BagRef (ts′′) ∧
path(spec(type(os)), id′′ : s′′) = ts.id′′1 . · · · .id′′j
List(s(j+1)) als ∃ id′′ : s′′ ∈ fprop(spec(type(os))) ∪ frelat(spec(type(os))),
∃ ts′′ ∈ Tobject : s′′ = ListRef (ts′′) ∧
path(spec(type(os)), id′′ : s′′) = ts.id′′1 . · · · .id′′j
In het geval het resulterend objectschema
os′ = Π(os,M, id, id′, {id1, . . . , idk})
gedefinieerd is (d.i. als Π(os,M, id, id′, {id1, . . . , idk}) 6= ⊥OS), worden de instanties uit de instantie-
verzameling V instanceos′ van os
′ als volgt bekomen uit instantieverzameling V instanceos van het objectschema
os:
V instanceos′ , {[t′, v′]|∃ l ∈ N0 : t′ = type(os′) ∧ v′ ∈ dom(t′) ∧ v′ = Struct (id′1 : v′1; . . . ; id′l : v′l) ∧
(∃ o ∈ instances(os), ∀ 1 ≤ i ≤ l, i ∈ N0, ∃ m ∈ N0 : id′i = ts.id′′1 . · · · .id′′m ∧
v′i = .(· · · (.(value(o), id′′1) · · · ), id′′m))}

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Voorbeeld 4.16
M.b.t. de voorbeelddatabank uit bijlage B kan door middel van de projectie-operator
Π(OSPersoon,⊥String, OSQ5, TQ5, {TPersoon.Naam, TPersoon.V oornamen,
TPersoon.Kinderen.Geboortedatum.Jaar})
een nieuw objectschema OSQ5 worden gecree¨erd, dat resulteert in de naam en voornamen van een persoon
en de geboortejaren van zijn/haar kinderen. Het resulterend objectschema is dan:
[OSQ5, TQ5,⊥String, ∅]
waarbij
• het objectschema de naam OSQ5 heeft;
• het objecttype TQ5 gespecificeerd is als:
Class TQ5(TPersoon.Naam : String;
TPersoon.V oornamen : List(String);
TPersoon.Kinderen.Geboortedatum.Jaar : List(Integer))
• de betekenis van het resulterend objectschema niet gedefinieerd is;
• de verzameling van restricties ledig is.




is de instantieverzameling van het resulterend objectschema tenslotte:
V instanceOSQ5 = {[TQ5,Struct (id′1 : “Janssens”; id′2 : List(“Raymond”); id′3 : List(1955, 1960))],
[TQ5,Struct (id′1 : “Peeters”; id
′
2 : List(“Herman”); id
′
3 : List(1957))],
[TQ5,Struct (id′1 : “Van Durme”; id
′
2 : List(“Maria”); id
′
3 : List(1957))],
[TQ5,Struct (id′1 : “Peeters”; id
′
2 : List(“An”); id
′
3 : List( ))],
[TQ5,Struct (id′1 : “Borre”; id
′
2 : List(“Magda”, “Helena”); id
′
3 : List(1955))],
[TQ5,Struct (id′1 : “Janssens”; id
′
2 : List(“Jan”); id
′
3 : List(1992))],
[TQ5,Struct (id′1 : “Janssens”; id
′
2 : List(“Kathy”); id
′
3 : List( ))],
[TQ5,Struct (id′1 : “Janssens”; id
′
2 : List(“Kurt”); id
′
3 : List( ))],
[TQ5,Struct (id′1 : “Bosman”; id
′
2 : List(“Karel”); id
′
3 : ⊥List(Integer))],
[TQ5,Struct (id′1 : “Foucart”; id
′
2 : List(“Walter”); id
′
3 : ⊥List(Integer))],
[TQ5,Struct (id′1 : “De Groote”; id
′
2 : List(“Carla”); id
′
3 : ⊥List(Integer))],
[TQ5,Struct (id′1 : “Geldof”; id
′
2 : List(“Hans”); id
′
3 : ⊥List(Integer))],
[TQ5,Struct (id′1 : “Martens”; id
′
2 : List(“Martine”); id
′
3 : ⊥List(Integer))],
[TQ5,Struct (id′1 : “Van Belle”; id
′





Met de extensie-operator kan er aan het type van een objectschema een (afgeleid) attribuut worden toe-
gevoegd. Samen met het toe te voegen attribuut wordt er een expressie opgegeven, die vastlegt hoe de
waarde van het attribuut in een instantie van het resulterend objectschema moeten worden berekend: voor
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een gegeven instantie wordt de (afgeleide) attribuutwaarde bekomen uit de evaluatie van de expressie voor
die instantie. Hierdoor kan het resulterend objectschema worden beschouwd als een “uitbreiding” (met
een nieuwe karakteristiek) van het oorspronkelijke objectschema.
Als parameters worden bij deze operator opgegeven:
• het objectschema os waarop de operator inwerkt,
• de betekenis M van het resulterend objectschema,
• de identificator id die zal worden gebruikt als naam van het resulterend objectschema,
• de identificator id′ die zal worden gebruikt als naam van het type van het resulterend objectschema,
• het toe te voegen attribuut id′′ : ts′′ (met ts′′ ∈ Tliteral) en
• een waarde-expressie of een aggregaatexpressie die vastlegt hoe de nieuwe attribuutwaarden van de
instanties van het resulterend objectschema moeten worden berekend.
Definitie 4.27 (Extensie-operator) De extensie-operator wordt gedefinieerd als:
Θ : OS × domString × IDΣ × IDΣ × {id : ts|id : ts ∈ Vchar ∧ ts ∈ Tliteral} × E ∩ (Evalue ∪ Eaggr)→ OS
os,M, id, id′, id′′ : ts′′, e 7→ [id, t,M,Ct] als (os 6= ⊥OS) ∧ (∃ t′′ ∈ T : e ∈ Et′′ ∧ spec(t′′) = ts′′) ∧
(depends(e) ⊆ fpath(spec(type(os)))) ∧ (id′ 6= id′′) ∧
(id′′ : ts′′ 6∈ fchar(spec(type(os))))
os,M, id, id′, id′′ : ts′′, e 7→ ⊥OS in alle andere gevallen
hierbij is:
• id de naam van het resulterend objectschema;
• t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(type(os)))(id′′ : ts′′)
m.a.w., het type t “erft” alle karakteristieken van het objecttype van het objectschema os en bevat
“zelf” e´e´n karakteristiek id′′ : ts′′;
• M een informele component die de betekenis van het resulterend objectschema aangeeft;
• Ct = ∅
Opmerking. Door de overerving gelden alle restricties die gedefinieerd zijn voor de instanties van
het objectschema os a fortiori voor de instanties van het nieuw objectschema.
In het geval het resulterend objectschema
os′ = Θ(os,M, id, id′, id′′ : ts′′, e)
gedefinieerd is (d.i. als Θ(os,M, id, id′, id′′ : ts′′, e) 6= ⊥OS), worden de instanties uit de instantieverza-
meling V instanceos′ van os
′ als volgt bekomen uit de instantieverzameling V instanceos van het objectschema
os:
V instanceos′ , {[t′, v′]|∃ l ∈ N0, ∃ o ∈ instances(os) : t′ = type(os′) ∧ v′ ∈ dom(t′) ∧
v′ = Struct (id1 : v1; . . . ; idl : vl; id′′ : v′′) ∧ value(o) = Struct (id1 : v1; . . . ; idl : vl) ∧
((.(e,value(o)) ∈ domts′′ ∧ v′′ = .(e,value(o))) ∨ (.(e,value(o)) 6∈ domts′′ ∧ v′′ = ⊥ts′′))}

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Voorbeeld 4.17
M.b.t. het objectschema OSQ5 uit voorbeeld 4.16 kan door middel van de extensie-operator
Θ(OSQ5,⊥String, OSQ6, TQ6, Aantal kinderen : Integer, cardinality(TQ5.TPersoon.Kinderen))
een nieuw objectschema OSQ6 worden gecree¨erd dat een bijkomend attribuut
Aantal kinderen : Integer
heeft. De waarden van dit attribuut worden berekend aan de hand van de opgegeven expressie waarmee
het aantal kinderen van een instantie bepaald wordt. Het resulterend objectschema is dan:
[OSQ6, TQ6,⊥String, CTQ6]
waarbij
• het resulterend objectschema de naam OSQ6 heeft;
• het objecttype TQ6 gespecificeerd is als:
Class TQ6 : TQ5(Aantal kinderen : Integer)
• de betekenis van het resulterend objectschema niet gedefinieerd is;
• de verzameling CTQ6 = ∅





is de instantieverzameling van het resulterend objectschema:
V instanceOSQ6 = {[TQ6,Struct (id′1 : “Janssens”; id′2 : List(“Raymond”); id′3 : List(1955, 1960); id′4 : 2)],
[TQ6,Struct (id′1 : “Peeters”; id
′
2 : List(“Herman”); id
′
3 : List(1957); id
′
4 : 1)],
[TQ6,Struct (id′1 : “Van Durme”; id
′
2 : List(“Maria”); id
′
3 : List(1957); id
′
4 : 1)],
[TQ6,Struct (id′1 : “Peeters”; id
′
2 : List(“An”); id
′
3 : List( ); id
′
4 : 0)],
[TQ6,Struct (id′1 : “Borre”; id
′
2 : List(“Magda”, “Helena”); id
′
3 : List(1955); id
′
4 : 1)],
[TQ6,Struct (id′1 : “Janssens”; id
′
2 : List(“Jan”); id
′
3 : List(1992); id
′
4 : 1)],
[TQ6,Struct (id′1 : “Janssens”; id
′
2 : List(“Kathy”); id
′
3 : List( ); id
′
4 : 0)],
[TQ6,Struct (id′1 : “Janssens”; id
′
2 : List(“Kurt”); id
′
3 : List( ); id
′
4 : 0)],
[TQ6,Struct (id′1 : “Bosman”; id
′
2 : List(“Karel”); id
′
3 : ⊥List(Integer); id′4 : ⊥Integer)],
[TQ6,Struct (id′1 : “Foucart”; id
′
2 : List(“Walter”); id
′
3 : ⊥List(Integer); id′4 : ⊥Integer)],
[TQ6,Struct (id′1 : “De Groote”; id
′
2 : List(“Carla”); id
′
3 : ⊥List(Integer); id′4 : ⊥Integer)],
[TQ6,Struct (id′1 : “Geldof”; id
′
2 : List(“Hans”); id
′
3 : ⊥List(Integer); id′4 : ⊥Integer)],
[TQ6,Struct (id′1 : “Martens”; id
′
2 : List(“Martine”); id
′
3 : ⊥List(Integer); id′4 : ⊥Integer)],
[TQ6,Struct (id′1 : “Van Belle”; id
′
2 : List(“Didier”); id
′
3 : ⊥List(Integer); id′4 : ⊥Integer)]}

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De selectie-operator σ
De selectie-operator maakt het mogelijk om de instantieverzameling van een objectschema verder te
beperken. Hiertoe wordt de verzameling van de restricties van het objectschema uitgebreid met een bij-
komende restrictie die als parameter wordt meegegeven. Enkel de instanties die bijkomend voldoen aan
de toegevoegde restrictie zijn element van de instantieverzameling van het resulterende objectschema.
De resulterende instantieverzameling kan worden beschouwd als een “beperking” van de oorspronkelijke
instantieverzameling.
De parameters van de selectie-operator zijn:
• het objectschema os waarop de operator inwerkt,
• de betekenis M van het resulterend objectschema,
• de identificator id die zal worden gebruikt als naam van het resulterend objectschema,
• de identificator id′ die zal worden gebruikt als naam van het type van het resulterend objectschema
en
• de restrictie c die aan de verzameling van restricties van het objectschema os dient te worden
toegevoegd.
Definitie 4.28 (Selectie-operator) De selectie-operator wordt gedefinieerd als:
σ : OS × domString × IDΣ × IDΣ × C → OS
os,M, id, id′, c 7→ [id, t,M,Ct] als (os 6= ⊥OS) ∧ ([id, t,M,Ct] voldoet aan definitie 4.1)
os,M, id, id′, c 7→ ⊥OS in alle andere gevallen
hierbij is:
• id de naam van het resulterend objectschema;
• t ∈ T , waarbij:
spec(t) = Class id′ : identify(spec(type(os)))( )
m.a.w., het type t “erft” alle karakteristieken van het objecttype van het objectschema os;
• M een informele component die de betekenis van het resulterend objectschema aangeeft;
• Ct = {c}
In het geval het resulterend objectschema
os′ = σ(os,M, id, id′, c)
gedefinieerd is (d.i. als σ(os,M, id, id′, c) 6= ⊥OS), volgt de instantieverzameling V instanceos′ van os′ als
volgt uit de instantieverzameling instances(os) van os:
V instanceos′ , {[t′, v′]|∃ o ∈ instances(os) : t′ = type(os′) ∧ v′ = value(o) ∧
([t′, v′] behoort volgens definitie 4.4 tot V instanceos′ )}

Voorbeeld 4.18
M.b.t. de prototypedatabank uit bijlage B kan door middel van de selectie-operator
σ(OSPersoon,⊥String, OSQ7, TQ7, ρvalue{TQ7.Geboortedatum.Jaar}[>(TQ7.Geboortedatum.Jaar, 1969)])
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een nieuw objectschema OSQ7 worden gecree¨erd dat een (bijkomende) waarderestrictie
ρvalue{TQ7.Geboortedatum.Jaar}[>(TQ7.Geboortedatum.Jaar, 1969)]
heeft. Het resulterend objectschema is dan:
[OSQ7, TQ7,⊥String, CTQ7]
waarbij
• het objectschema de naam OSQ7 heeft;
• het objecttype TQ7 gespecificeerd is als:
Class TQ7 : TPersoon( )
• de betekenis van het resulterend objectschema niet gedefinieerd is;
• CTQ7 = {ρvalue{TQ7.Geboortedatum.Jaar}[>(TQ7.Geboortedatum.Jaar, 1969)]}
De instantieverzameling van het resulterend objectschema is opgebouwd uit alle elementen van de instan-
tieverzameling V instanceOSPersoon waarvan het geboortejaar na het jaar 1969 valt, d.i.:
V instanceOSQ7 = {[TQ7,Struct(Naam : “Janssens”;V oornamen : List(“Kurt”); . . . )],
[TQ7,Struct(Naam : “Bosman”;V oornamen : List(“Karel”); . . . )]}

De operatoren make persistent en make transient
De operatoren make persistent en make transient laten het respectievelijk toe om transie¨nte objecten
persistent te maken en persistente objecten transie¨nt te maken (cf. de bespreking van de creatie van een
object in deelsectie 2.12.4).
De parameters van de operator make persistent zijn:
• een verzameling van transie¨nte objecten die dienen persistent te worden gemaakt en alle instanties
zijn van e´e´nzelfde objectschema,
• het objectschema os van deze transie¨nte objecten en
• het databankschema ds waartoe het objectschema os behoort.
Definitie 4.29 (make persistent-operator) De operator make persistent wordt gedefinieerd als:
make persistent : ℘(
⋃
os∈OS\{⊥OS}
instances(os))×OS ×DS → OS
V, os, ds 7→ os als (os 6= ⊥OS) ∧ (ds 6= ⊥DS) ∧ (V ⊆ {[type(os), v]|[type(os), v] ∈ V instanceos }) ∧
(os ∈ schemes(ds)) ∧ (∀ [type(os), v] ∈ V, ∃ oid[type(os),v] ∈ IDΣ :
V extentos ∪ (
⋃
[type(os),v]∈V
{[oid[type(os),v], ∅, type(os), v]}) voldoet aan definitie 4.10)
V, os, ds 7→ ⊥OS in alle andere gevallen
In het geval het resulterend objectschema
os′ = make persistent(V, os, ds)
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gedefinieerd is (d.i. als make persistent(V, os, ds) 6= ⊥OS), wordt de instantieverzameling V instanceos′ van
het resulterend objectschema gedefinieerd als:
V instanceos′ , (instances(os) ∪ (
⋃
[type(os),v]∈V
{[oid[type(os),v], ∅, type(os), v]})) \ V
Bovendien moeten ook de instantieverzamelingen van alle supertypes van het type type(os) op een analoge
manier worden aangepast, d.i.
∀ t′ ∈ T : spec(t′)≺spec(type(os))⇒
V instancet′ , (instances(t′) ∪ (
⋃
[type(os),v]∈V
{[oid[type(os),v], ∅, type(os), v]})) \ V

De parameters van de operator make transient zijn:
• een verzameling van persistente objecten die dienen transie¨nt gemaakt te worden en alle instanties
zijn van e´e´nzelfde objectschema,
• het objectschema os van deze persistente objecten en
• het databankschema ds waartoe het objectschema os behoort.
Definitie 4.30 (make transient-operator) De operator make transient wordt gedefinieerd als:
make transient : ℘(
⋃
os∈OS\{⊥OS}
instances(os))×OS ×DS → OS
V, os, ds 7→ os als (os 6= ⊥OS) ∧ (ds 6= ⊥DS) ∧ (os ∈ schemes(ds)) ∧
(V ⊆ {[oid,N, type(os), v]|[oid,N, type(os), v] ∈ V extentos }) ∧
(V extentos \ V voldoet aan definitie 4.10) ∧
(∀ os′ ∈ schemes(ds) \ {os} : V extentos′ voldoet aan definitie 4.10)
V, os, ds 7→ ⊥OS in alle andere gevallen
In het geval het resulterend objectschema
os′ = make transient(V, os, ds)
gedefinieerd is (d.i. als make transient(V, os, ds) 6= ⊥OS), wordt de instantieverzameling V instanceos′ van
het resulterend objectschema gedefinieerd als:
V instanceos′ , (instances(os) ∪ (
⋃
[oid,N,type(os),v]∈V
{[type(os), v]})) \ V
Bovendien moeten ook de instantieverzamelingen van alle supertypes van het type type(os) op een analoge
manier worden aangepast, d.i.
∀ t′ ∈ T : spec(t′)≺spec(type(os))⇒
V instancet′ , (instances(t′) ∪ (
⋃
[oid,N,type(os),v]∈V
{[type(os), v]})) \ V

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Voorbeeld 4.19
M.b.t. het objectschema OSPersoon van het databankschema DSPatientendatabank uit bijlage B kan
de transie¨nte instantie:
otransient = [TPersoon,Struct(Naam : “Van Loo”;
V oornamen : List(“Bart”);
Geboortedatum : Struct(Dag : 21;Maand : 4; Jaar : 1982);
Geslacht : mannelijk;






Burgerlijke stand : ⊥TBurgerlijke stand;
Ouders : ⊥SetRef (TPersoon);
Kinderen : ⊥ListRef (TPersoon))]
persistent worden gemaakt d.m.v. de operatie:
make persistent({otransient}, OSPersoon,DSPatientendatabank)
Als resultaat van deze operatie zal de transie¨nte instantie otransient worden “opgewaardeerd” tot een
persistente instantie:
opersistent = [oido, ∅, TPersoon,Struct(Naam : “Van Loo”;
V oornamen : List(“Bart”);
Geboortedatum : Struct(Dag : 21;Maand : 4; Jaar : 1982);
Geslacht : mannelijk;






Burgerlijke stand : ⊥TBurgerlijke stand;
Ouders : ⊥SetRef (TPersoon);
Kinderen : ⊥ListRef (TPersoon))]
Deze kan opnieuw transie¨nt worden gemaakt m.b.v. de (inverse) operatie:
make transient({opersistent}, OSPersoon,DSPatientendatabank)

4.3.3 De uitbreiding van de verzameling OOS
Met de definitie van de verzameling OOS (cf. definitie 4.3) werden er reeds een aantal operatoren ingevoerd
die alle inwerken op e´e´n of meerdere objectschema’s. De verzameling OOS wordt verder uitgebreid tot de
verzameling OmodelOS .
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Definitie 4.31 (Verzameling OmodelOS )
OmodelOS , OOS ∪ {∪ : OS ×OS × domString × IDΣ × IDΣ → OS,
∩ : OS ×OS × domString × IDΣ × IDΣ → OS,
\ : OS ×OS × domString × IDΣ × IDΣ → OS,
⊗ : OS ×OS × domString × IDΣ × IDΣ → OS,
Π : OS × domString × IDΣ × IDΣ × ℘(IDΣ) \ ∅ → OS,
Θ : OS × domString × IDΣ × IDΣ ×
{id : ts|id : ts ∈ Vchar ∧ ts ∈ Tliteral} × E ∩ (Evalue ∪ Eaggr)→ OS,
σ : OS × domString × IDΣ × IDΣ × C → OS,
make persistent : ℘(
⋃
os∈OS\{⊥OS}
instances(os))×OS ×DS → OS,
make transient : ℘(
⋃
os∈OS\{⊥OS}
instances(os))×OS ×DS → OS}
De semantiek van elk van deze toegevoegde operatoren wordt volledig bepaald door de definities 4.22, 4.23,
4.24, 4.25, 4.26, 4.27, 4.28, 4.29 en 4.30. 
Omdat elk van de toegevoegde operaties voor gegevensmanipulatie inwerkt op e´e´n of meerdere object-
schema’s en resulteert in een (ander) objectschema, kan het resultaat van een operatie worden gebruikt
als argument voor een (andere) operatie en is de resulterende algebra gesloten.
4.3.4 De uitbreiding van de verzameling ODS
De definitie van de verzameling ODS (cf. definitie 4.7) wordt uitgebreid tot de verzameling OmodelDS .
Definitie 4.32 (Verzameling OmodelDS )
OmodelDS , ODS ∪ {Create Database : IDΣ × domString → DS,
Drop Database : DS \ {⊥DS} → {⊥DS},
Create ObjectScheme : DS \ {⊥DS} × IDΣ × T × domString → DS,
Drop ObjectScheme : DS \ {⊥DS} ×OS \ {⊥OS} → DS,
Create Characteristic : DS \ {⊥DS} ×OS \ {⊥OS} × Vchar → DS,
Drop Characteristic : DS \ {⊥DS} ×OS \ {⊥OS} × IDΣ → DS,
Create DBConstraint : DS \ {⊥DS} × C → DS,
Drop DBConstraint : DS \ {⊥DS} × C → DS,
Create OSConstraint : DS \ {⊥DS} ×OS \ {⊥OS} × C → DS,
Drop OSConstraint : DS \ {⊥DS} ×OS \ {⊥OS} × C → DS}
De semantiek van elk van deze toegevoegde operatoren wordt volledig bepaald door de definities 4.12, 4.13,
4.14, 4.15, 4.16, 4.17, 4.18, 4.19, 4.20 en 4.21. 
4.3.5 De formele definitie van het databankmodel
Het objectgeorie¨nteerd databankmodel wordt tenslotte als volgt formeel gedefinieerd:
Definitie 4.33 (Databankmodel) Het objectgeorie¨nteerd databankmodel DM wordt gedefinieerd door
het 7-tuple:
DM , [ID∗Σ, T ∗, C∗, E,OS,DS,ODM ]
waarbij
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• ID∗Σ de verzameling is van alle geldige identificatoren (definitie 2.9);
• T ∗ , [Tspec, Timpl, f typeimpl, Vextent, OT∗ ] een 5-tuple is, waarvan de componenten gedefinieerd worden
als:
– Tspec de verzameling van alle geldige typespecificaties (definitie 2.55),
– Timpl de verzameling van alle mogelijke type-implementaties (definitie 2.57),
– f typeimpl de implementatiefunctie voor types (definitie 2.57),
– Vextent de verzameling van alle extenties (definitie 2.72)
– OT∗ , Oenum ∪Ostruct ∪Oref ∪Oobject ∪Oextent (definities 2.14, 2.23, 2.50, 2.54 en 2.74);
• C∗ , [Cspec, Cimpl, f constrimpl ] een triple is, waarvan de componenten gedefinieerd worden als:
– Cspec de verzameling van alle geldige restrictiespecificaties (definitie 3.22),
– Cimpl de verzameling van alle mogelijke restrictie-implementaties (definitie 3.23),
– f constrimpl de implementatiefunctie voor restricties (definitie 3.23);
• E de verzameling is van alle geldige expressies (definitie 3.2);
• OS de verzameling is van alle mogelijke objectschema’s (definitie 4.2);
• DS de verzameling is van alle mogelijke databankschema’s (definitie 4.6);






Oextentt )∪OE ∪OC ∪OmodelOS ∪OmodelDS
(definities 2.8, 3.7, 2.69, 2.70, 2.73, 3.26, 4.31 en 4.32).

4.4 Gevolgtrekking
Met de definitie van het objectgeorie¨nteerd databankmodel (definitie 4.33) zijn alle definities van het
nieuwe formalisme gegeven.
Om het nut, de volledigheid en de sterkte van het formalisme te verifie¨ren wordt er nagegaan in welke
mate een databankbeheersysteem —dat volledig conform met het formalisme is gebouwd— kan voldoen
aan de “Gouden Regels” van Atkinson et al. (Atkinson et al. 1990) (cf. deelsectie 1.3.3) en wordt er
gecontroleerd of het formalisme tegemoet komt aan al de vooropgestelde vereisten.
4.4.1 Conformiteit van het opgebouwde formalisme met de “Gouden Regels”
1. Complexe objecten. Met het typesysteem (cf. definitie 2.75) beschikt het formalisme over de
nodige mechanismen om (complexe) objecten te genereren. Hierbij kan een object opgebouwd zijn
uit zowel verzamelingen, bags, lijsten, rijen, dictionaires, enumeraties als gestructureerde waarden.
Omwille van het streven naar conformiteit met de ODMG de facto standaard en om het geheel
handelbaar te houden, is het typesysteem niet volledig orthogonaal: objecten kunnen niet opgebouwd
zijn uit andere objecten; ze kunnen echter wel naar andere objecten verwijzen door middel van
referenties.
2. Object-identiteit. Bij definitie bezit elk persistent object een unieke identiteit onder de vorm van
een object-identificator (cf. definitie 2.65) die onafhankelijk is van zijn toestand.
3. Inkapseling. Het onderscheid tussen typespecificatie en type-implementatie bij de definitie van een
type (cf. definitie 2.58) weerspiegelt de inkapseling die eigen is aan de object-orie¨ntatie.
4. Types. Door het typesysteem (cf. definitie 2.75) ondersteunt het formalisme ruimschoots het con-
cept type.
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5. Overerving. Het formalisme ondersteunt overerving. Een objecttype kan karakteristieken “erven”
van e´e´n of meerdere andere objecttypes (cf. deelsectie 2.9.3). Verder speelt overerving een belangrijke
rol bij de definities van instantieverzameling van een objectschema (cf. deelsectie 4.4) en extentie
van een objectschema (cf. deelsectie 4.10).
6. Late binding. Omdat een externe operatie van een superklasse door overerving kan worden “over-
laden” in een subklasse moet elk databankbeheersysteem dat gebaseerd is op het formalisme late
binding ondersteunen.
7. Rekenkundige volledigheid. Gezien in het formalisme de keuze voor een objectgeorie¨nteerde
taal voor de implementatie van een methode is opengelaten, kan rekenkundige volledigheid worden
bekomen via de keuze van een rekenkundig volledige programmeertaal.
8. Uitbreidbaarheid. Het formalisme ondersteunt types, die door de gebruiker gedefinieerd zijn.
Verder is er geen verschil in gebruik tussen voorgedefinieerde en door de gebruiker gedefinieerde
types.
9. Persistentie. Het formalisme ondersteunt zowel transie¨nte als persistente objecten. Persistentie is
impliciet en onafhankelijk van het type van het object.
10. Secundair geheugenbeheer, concurrency en foutherstel. Dit zijn kenmerken van databank-
beheersystemen die niet van toepassing zijn voor het formele model.
11. Ad hoc bevragingsfaciliteit. De operaties voor gegevensmanipulatie (cf. deelsectie 4.3.2) bieden
een formele ondersteuning voor het ontwerp van een efficie¨nte, toepassingsonafhankelijke bevra-
gingstaal.
4.4.2 Conformiteit van het opgebouwde formalisme met de gestelde eisen
1. Conformiteit met de ODMG de facto standaard. Door te steunen op de conceptdefinities van
de ODMG de facto standaard en deze te integreren in het formalisme werd een formele onderbouw
voor het ODMG-model bekomen. Het formalisme werd verder verrijkt door de invoer van het
restrictiesysteem. Omdat de ODMG-specificatie geen gesloten bevraging heeft, werd er vanuit een
theoretische overweging geopteerd voor een aangepaste gegevensmanipulatietaal.
2. Conformiteit met de richtlijnen van G. Vossen. Het formalisme is opgebouwd naar de
minimale vereisten, richtlijnen en methodologiee¨n die gegeven zijn in het werk van Vossen (Vossen
1995). Dit komt ondermeer tot uiting bij de definitie van het typesysteem waar objecttypes worden
opgebouwd door uit te gaan van het “void”-type, de referentietypes en de literaaltypes.
3. Uitbreidbaarheid. Door de keuze voor een algebra¨ısche benadering worden databanken in het
formalisme gedefinieerd als verzamelingen van objecten. Deze aanpak leent er zich toe om veralge-
meend te worden door het gebruik van de vage verzamelingenleer die in 1965 ingevoerd werd door
L.A. Zadeh (Zadeh 1965). Verder kunnen ook de restricties worden veralgemeend door te steunen
op de vage logica (Zadeh 1975d) en de recente theorie van “veralgemeende restricties” (Zadeh 1997).
Dat dergelijke veralgemeningen uiteindelijk leiden tot een formele basis voor een “vaag en onzeker”
objectgeorie¨nteerd databankmodel wordt uiteengezet en uitgewerkt in het tweede deel van dit werk.
Het restrictiesysteem kan ook verder worden uitgebreid met zogenoemde “temporele” en “spatiale”
restricties die respectievelijk tijd en ruimte afbakenen en heel nuttig kunnen zijn voor de definitie
van een (“vaag en onzeker”) temporeel en/of spatiaal databankmodel. In de conclusie van dit werk
wordt hierop kort teruggekomen.
4. Intu¨ıtief zijn. Door de algebra¨ısche benadering resulteert het formalisme in een vrij intu¨ıtief sys-
teem van verzamelingen en operatoren die gedefinieerd zijn over deze verzamelingen. Dit “intu¨ıtief”
zijn gaat gepaard met grote verzamelingen van operatoren —zoals deze ook voorkomen in de ODMG
de facto standaard—, wat door sommigen als contra-argument wordt aangebracht. Het alternatief
is echter het werken met complexere wiskundige constructies zoals bijvoorbeeld de co-algebra’s
(Jacobs 1996) en mono¨ıden (Fegaras en Maier 1995) (cf. deelsectie 1.5.1), die op hun beurt dan
weer moeilijk te veralgemenen en/of uit te breiden zijn.
Deel II








As far as the laws of mathematics refer to reality, they are not certain, and as far as they are
certain, they do not refer to reality.
Albert Einstein (1879–1955), Amerikaans wetenschapper (geboren in Duitsland). Geciteerd
uit: Fritjof Capra, The Tao of Physics, hoofdstuk 2 (1975).
5.1 Niet-scherpe informatie als veralgemening van scherpe in-
formatie
Alle databankmodellen die werden besproken in het eerste deel van dit werk —inclusief het objectge-
orie¨nteerd databankmodel dat ontwikkeld werd in dit eerste deel— zijn zogenoemde scherpe databankmo-
dellen, wat wil zeggen dat zij bestemd zijn voor de modellering van scherpe informatie (hiermee wordt
bedoeld: scherp beschreven gegevens en hun verwantschappen). Nochtans is een groot deel van alle
beschikbare informatie in de praktijk slechts in een vage en/of onzekere vorm gekend. Het modelleren
van dergelijke informatie met behulp van een scherp databankmodel geeft dan, gezien de beperkte mo-
delleringsmogelijkheden, steevast aanleiding tot een verlies van semantiek. Het vinden van geschikte
oplossingen voor dit probleem wordt door onderzoekers uit het databankdomein ervaren als e´e´n van de
uitdagingen voor de eenentwintigste eeuw (Korth en Silberschatz 1997).
Informatie die niet scherp beschreven is en/of niet volledig geldig is, kan als volgt worden geclassificeerd
(Parsons 1996)1:
• Informatie wordt onzeker genoemd, indien niet gekend is of de informatie waar of vals is.
• Informatie wordt onnauwkeurig genoemd, indien de informatie niet zo nauwkeurig opgegeven is als
het geval zou moeten zijn.
• Informatie is vaag indien de informatie inherent vaag is.
• Informatie is inconsistent indien de informatie twee of meerdere beweringen bevat die niet tegelij-
kertijd waar kunnen zijn.
• Informatie is onvolledig indien een gegeven ontbreekt.
De concepten onzekerheid en onnauwkeurigheid duiden op een tekort aan informatie dat voortvloeit uit
een gebrek aan kennis. Hoewel er enige affiniteit tussen beide concepten bestaat, zijn zij toch orthogonaal:
zij kunnen naast elkaar of gelijktijdig voorkomen. Een voorbeeld kan dit verduidelijken: veronderstel dat
de lichaamslengte van een persoon gegeven wordt als “tussen 1m 75 en 1m 80” dan is dit gegeven, omwille
1Motro geeft een gelijkaardige classificatie (Motro 1995) waarin de onvolledigheid vervangen werd door dubbelzinnigheid:
Informatie wordt dubbelzinnig genoemd wanneer de semantiek van de informatie onvolledig gegeven is, zodanig dat meerdere
interpretaties mogelijk zijn.
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van het feit dat een persoon op een gegeven ogenblik maar e´e´n lengte heeft, onnauwkeurig gespecificeerd.
Anderzijds drukt een lichaamslengte die “mogelijks 1m 75” is een onzekerheid uit: het is niet zeker dat
de lengte van de persoon precies “1m 75” is. Onnauwkeurigheid kan gecombineerd zijn met onzekerheid
zoals dit bv. het geval is bij “mogelijks tussen 1m 75 en 1m 80”.
Het concept vaagheid wordt geassocieerd met het onvermogen om de informatie binnen precieze gren-
zen te beschrijven en representeert hierom een inherente onnauwkeurigheid. Voorbeelden van vage om-
schrijvingen van de lichaamslengte van een persoon zijn de concepten “‘klein”, “middelmatig” en “groot”.
Deze concepten zijn conjunctieve concepten omdat meerdere lengtes tegelijkertijd als bv. “klein” kunnen
worden beschouwd. Bovendien zijn het vage concepten omdat de grens tussen het al dan niet behoren
tot de waarden die omschreven worden door een vaag concept niet scherp gedefinieerd is, m.a.w. niet elke
waarde wordt in dezelfde mate als significant beschouwd voor het concept. Zo zal een lengte van “2m”
in sterkere mate als “groot” worden beschouwd dan een lengte van “1m 80”. Vage concepten kunnen
zowel worden gebruikt om een onnauwkeurigheid (bv. de persoon is “groot”), als om een combinatie van
onzekerheid en onnauwkeurigheid uit te drukken (bv. de persoon is “mogelijks groot”).
Inconsistentie beschrijft een situatie waarbij twee of meerdere gegevens conflicteren, bv. “Jan is 1m
72” en “Jan is groter dan 1m 80”. Hierbij bestaat er geen mogelijkheid om de gegevens zodanig samen
te voegen dat er een consensus ontstaat. De enige oplossing bestaat erin de informatie van de minst
betrouwbare bron te verwijderen (in de veronderstelling dat deze gekend is).
Met het concept onvolledigheid wordt het (volledig) ontbreken van informatie aangeduid. Dit kan
voortvloeien uit het niet voorhanden zijn en/of het niet relevant zijn van de informatie (in tegenstelling
tot onzekerheid en onnauwkeurigheid, waar er slechts in beperkte mate informatie voorhanden is).
Tot voor enkele jaren hebben de exacte wetenschappen in hun streven naar zekerheid en scherp
gedefinieerde theoriee¨n de realiteit wat terzijde geschoven en zich vooral geconcentreerd op informatie
die onder scherpe vorm (waar of vals) beschikbaar is. Met de introductie van de meerwaardige logica’s
(Black 1937) (en later ook (Rescher 1969)) kwam er een kentering tot stand die de aanzet vormde
tot ondermeer de vage verzamelingenleer (Zadeh 1965), de possibiliteitstheorie (Zadeh 1978, Dubois en
Prade 1988) en de vage logica (Zadeh 1975d). Deze theoriee¨n zijn thans dermate ontwikkeld dat zij
zich opdringen als keuze bij uitstek voor de formele behandeling van vage en onzekere informatie. Met
de introductie van het “rekenen met woorden” (Zadeh 1996, Zadeh 1999a) en de “theorie van vage
informatiegranulatie” (Zadeh 1997) is het fundament gelegd om al deze theoriee¨n, mits enkele kleine
herstructureringen, samen te voegen tot e´e´n enkel geheel.
De vage verzamelingenleer is uitermate geschikt voor het modelleren van vage en onnauwkeurige
informatie, de possibiliteitstheorie kan worden gebruikt voor het behandelen van onzekere informatie;
beiden worden hierom kort besproken in de eerstvolgende deelsecties. Een andere deelsectie licht het
“rekenen met woorden” en de “vage informatiegranulatie” nader toe.
5.1.1 Vage verzamelingenleer
De vage verzamelingenleer (ook de vaagverzamelingenleer genoemd) is gedefinieerd als een veralgemening
van de klassieke verzamelingenleer (Zadeh 1965). In wat volgt worden de voor dit werk belangrijke concep-
ten en definities uit de vage verzamelingenleer bondig besproken. Een meer gedetailleerd referentiewerk
is (Klir en Yuan 1995).
Vage verzamelingen
Centraal bij deze theorie staat het concept vage verzameling dat een veralgemening is van een klassieke
verzameling. Daar waar over een universum U , een klassieke verzameling V ⊆ U kan worden gedefinieerd
aan de hand van een zgn. lidmaatschapsfunctie µV die met elk element van V de waarde 1 associeert en
met alle andere elementen van U de waarde 0, d.i.
µV : U → {0, 1}
x 7→ 1 als x ∈ V
x 7→ 0 als x 6∈ V
wordt een vage verzameling (ook vaagverzameling genoemd) als volgt gedefinieerd:
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Definitie 5.1 (Vage verzameling) Een vage verzameling V˜ over een universum U wordt gedefinieerd
aan de hand van een (veralgemeende) lidmaatschapsfunctie µV˜ die met elk element x van U een lidmaat-
schapsgraad µV˜ (x) ∈ [0, 1] associeert, als volgt:
µV˜ (x) = 1 betekent dat x ten volle een element is van V˜
µV˜ (x) = 0 betekent dat x niet behoort tot V˜
µV˜ (x) ∈ ]0, 1[ betekent dat x maar in een beperkte mate behoort tot V˜

Uit bovenstaande definitie volgt dat een klassieke verzameling kan worden gezien als een speciaal geval
van een vage verzameling. Een vage verzameling V˜ over een universum U zal algemeen worden genoteerd
als2:
V˜ = {µV˜ (x)/x|∀ x ∈ U : µV˜ (x) > 0}
De ledige vage verzameling wordt eveneens voorgesteld door het symbool ∅.
Definitie 5.2 (Verzameling ℘˜(U)) De verzameling van alle mogelijke vage verzamelingen die gedefi-
nieerd kunnen worden over een universum U wordt gedefinieerd als:
℘˜(U) , {V˜ |V˜ voldoet aan definitie 5.1}

In het geval dat een vage verzameling gedefinieerd is over een universum U ⊆ R dat een deelinterval
is van het continuu¨m van de verzameling van de ree¨le getallen R, kan de lidmaatschapsfunctie worden
benaderd door een zogenoemde vormfunctie. Veel gebruikte vormfuncties zijn: de S-functie, de pi-functie
en de Π-functie. In figuur 5.1 worden enkele voorbeelden van vormfuncties getoond.
De S-functie. Deze functie wordt gekarakteriseerd door twee parameterwaarden (α, γ) ∈ R2 waarbij
er noodzakelijkerwijze moet gelden dat:
α < γ
Domeinwaarden die strikt kleiner zijn dan α worden afgebeeld op de functiewaarde 0. Domeinwaarden




heeft steeds een functiewaarde 0.5 en wordt hierom het “overgangspunt” genoemd. Voor alle overige do-
meinwaarden —die gelegen zijn in het interval [α, γ]— wordt de functiewaarde bekomen na kwadratische
interpolatie (voorbeeld (a) uit figuur 5.1). Voor elke (α, γ) ∈ R2 : α < γ en β = α+ γ
2
wordt de S-functie
formeel geschreven als (Kerre 1991):
S(.;α, γ) : U → [0, 1]
x 7→

0 als x ∈ ]−∞, α[
2(
x− α
γ − α )
2 als x ∈ [α, β]
1− 2(x− γ
γ − α )
2 als x ∈ ]β, γ]
1 als x ∈ ]γ,∞[
2Een andere, veelgebruikte notatie is: V˜ = {(x, µV˜ (x))|∀ x ∈ U : µV˜ (x) > 0}
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Figuur 5.1: Enkele voorbeelden van vormfuncties.
De pi-functie. De pi-functie heeft de vorm van een klokfunctie en wordt bekomen door aaneensluiting
van een S-functie en haar spiegelbeeld. Hierbij dienen er twee parameterwaarden (β, γ) ∈ R2 opgegeven
te worden. De parameter β wordt de bandbreedte genoemd en stelt de afstand voor tussen de twee
“overgangspunten”. Hierdoor moet er noodzakelijkerwijze gelden dat β > 0. De parameter γ is de
domeinwaarde voor het maximum van de klokfunctie (voorbeeld (b) uit figuur 5.1). Voor elk koppel
(β, γ) ∈ R2 : β > 0 wordt de pi-functie formeel geschreven als (Kerre 1991):
pi(.;β, γ) : U → [0, 1]
x 7→
{
S(x; γ − β, γ) als x ∈ ]−∞, γ[
1− S(x; γ, γ + β) als x ∈ [γ,∞[
De Π-functie. Dit is een algemene vormfunctie die opgebouwd is, gebruik makend van twee hulpfuncties
pi1 en pi3 en vier parameterwaarden (α, β, γ, δ) ∈ R4.
Voor de hulpfuncties pi1 en pi3 moet er noodzakelijkerwijze gelden dat ze beide continue afbeeldingen
zijn van het eenheidsinterval [0, 1] op zichzelf en dat ze voldoen aan de volgende voorwaarden:
pi1(0) = 0 en pi1(1) = 1
x < y ⇒ pi1(x) ≤ pi1(y), m.a.w. pi1 is stijgend
pi3(0) = 1 en pi3(1) = 0
x < y ⇒ pi1(x) ≥ pi1(y), m.a.w. pi3 is dalend
Voor de parameterwaarden (α, β, γ, δ) ∈ R4 moet er gelden dat:
α ≤ β ≤ γ ≤ δ
Voor elk paar continue afbeeldingen pi1 en pi3 die voldoen aan de vooropgestelde voorwaarden en voor
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elke (α, β, γ, δ) ∈ R4 : α ≤ β ≤ γ ≤ δ wordt de Π-functie algemeen formeel gedefinieerd als:
Π(.;α, β, γ, δ) : U → [0, 1]
x 7→

1 als (x < α) ∧ (α = β = inf(U))
0 als (x < α) ∧ (α < β)
pi1(
x− α
β − α ) als (α ≤ x < β) ∧ (α < β)
1 als β ≤ x ≤ γ
pi3(
x− γ
δ − γ ) als (γ < x ≤ δ) ∧ (γ < δ)
0 als (x > δ) ∧ (γ < δ)
1 als (x > δ) ∧ (γ = δ = sup(U))
Door haar algemeen karakter kan de Π-functie —mits een geschikte parameter- en hulpfunctiekeuze—
resulteren in een S-functie of een pi-functie (Hellendoorn 1990, Kerre 1991). Andere belangrijke vormen
zijn de zgn. trapezo¨ıdale vormfuncties (voorbeeld (c) uit figuur 5.1) en de triangulaire vormfuncties
(voorbeeld (d) uit figuur 5.1).
Een trapezo¨ıdale vormfunctie wordt bekomen door de hulpfuncties als volgt te kiezen:
pi1 : [0, 1]→ [0, 1] en pi3 : [0, 1]→ [0, 1]
x 7→ x x 7→ 1− x
Wanneer hierbij β = γ gekozen wordt, wordt een triangulaire vormfunctie bekomen. Voor de eenvoud
van de notaties wordt een trapezo¨ıdale Π-functie in het vervolg van dit werk genoteerd als:
Πτ (.;α, β, γ, δ)
De betekenis van vage verzamelingen
De lidmaatschapsgraden µV˜ (x) van de elementen x ∈ U van een vage verzameling V˜ kunnen op drie
verschillende manieren worden ge¨ınterpreteerd (Dubois en Prade 1997).
1. Graad van overeenstemming. In zijn historisch oudste interpretatie wordt µV˜ (x) gezien als een
graad die uitdrukt in welke mate het element x overeenstemt met de “prototype”-elementen van V˜
(d.i. overeenstemt met de elementen die ten volle element (zouden) zijn van V˜ ). Merk bovendien
op dat een vage verzameling met deze betekenis een intrinsiek disjunctieve interpretatie heeft, wat
wil zeggen dat er tegelijkertijd maar e´e´n element uit de vage verzameling voldoet.
Voorbeeld 5.1
Een voorbeeld van een vage verzameling waarbij de lidmaatschapsgraden ge¨ınterpreteerd worden
als graden van overeenstemming is de vage verzameling van de oude leeftijden voor mensen. De
lidmaatschapsfunctie van deze verzameling kan bijvoorbeeld gegeven worden aan de hand van de
vormfunctie (a) uit figuur 5.1. Uit deze vormfunctie is bijvoorbeeld af te leiden dat de lidmaat-
schapsgraad van de leeftijd 70 jaar en dus ook de mate waarin 70 jaar overeenstemt met een oude
leeftijd, gelijk is aan 0.77. 
2. Graad van waarheid3. In deze betekenis drukt een lidmaatschapsgraad µV˜ (x) uit in welke mate
het element x waar is binnen de vage verzameling V˜ die nu een intrinsiek conjunctieve interpretatie
heeft, wat wil zeggen dat alle elementen uit de vage verzameling tegelijkertijd voldoen.
Voorbeeld 5.2
Een voorbeeld van een vage verzameling waarbij de lidmaatschapsgraden een graad van waarheid
voorstellen is de vage verzameling die de talen voorstelt die een persoon spreekt. Deze kan bijvoor-
beeld gegeven zijn als:
{1/Nederlands, 0.6/Frans, 0.8/Engels, 0.2/Duits}
3Hiermee wordt de voorkeur gegeven aan de benaming van L.A. Zadeh (Zadeh 1997). D. Dubois & H. Prade benoemen
deze interpretatievorm als “graad van preferentie” (Dubois en Prade 1997)
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wat een “perfecte” kennis van het Nederlands (hoogste waarheid), een goede kennis van het Engels,
een matige kennis van het Frans en een minieme kennis van de Duitse taal voorstelt. 
3. Graad van onzekerheid. Deze interpretatie werd voorgesteld door L.A. Zadeh bij de introductie
van de possibiliteitstheorie (Zadeh 1978). Hierbij stelt µV˜ (x) de mate voor waarin het mogelijk is dat
een parameter p —waarvan geweten is dat hij waarden aanneemt uit het universum U— de waarde
x aanneemt, gegeven dat het geweten is dat x een waarde aanneemt uit de vage verzameling V˜ .
Omdat hierbij tegelijkertijd slechts e´e´n element uit de vage verzameling voldoet, is de interpretatie
van de vage verzameling V˜ disjunctief.
Voorbeeld 5.3
Een voorbeeld van een vage verzameling waarbij de lidmaatschapsgraden een graad van onzekerheid
voorstellen, is de vage verzameling van de mogelijke medische diagnoses die tijdens een consultatie
voor een bepaalde patie¨nt worden gesteld. Deze is bijvoorbeeld gegeven als:
{1/Driedagenkoorts, 1/Virale infectie, 0.3/Meningitis}
wat modelleert dat de geneesheer niet zeker is, maar het in dezelfde mate mogelijk acht dat de
patie¨nt lijdt aan driedagenkoorts of aan een virale infectie en dat het in (veel) mindere mate wordt
mogelijk geacht dat men te maken heeft met meningitis. 
Enkele basisconcepten omtrent vage verzamelingen
Tot de belangrijkste concepten in de vage verzamelingenleer behoren het concept α-niveauverzameling en
zijn variant strikte α-niveauverzameling, die als volgt gedefinieerd worden:
Definitie 5.3 (α-niveauverzameling en strikte α-niveauverzameling) Is V˜ een vage verzameling
die gedefinieerd is over een universum U en is α een ree¨el getal uit het eenheidsinterval, d.i. α ∈ [0, 1],
dan is de α-niveauverzameling V˜α gedefinieerd als de scherpe verzameling
V˜α , {x|x ∈ U ∧ µV˜ (x) ≥ α}
en is de strikte α-niveauverzameling V˜α¯ gedefinieerd als de scherpe verzameling
V˜α¯ , {x|x ∈ U ∧ µV˜ (x) > α}

Twee bijzondere gevallen van (strikte) α-niveauverzamelingen van een vage verzameling V˜ zijn de
drager supp(V˜ ) van de vage verzameling V˜ die gedefinieerd wordt als:
supp(V˜ ) , {x|x ∈ U ∧ µV˜ (x) > 0}
en de kern core(V˜ ) van de vage verzameling V˜ die gedefinieerd wordt als:
core(V˜ ) , {x|x ∈ U ∧ µV˜ (x) = 1}
Een vage verzameling V˜ is genormaliseerd als haar kern core(V˜ ) een niet-ledige verzameling is, d.i.
als core(V˜ ) 6= ∅. Wanneer de kern van een vage verzameling een singleton is wordt de vage verzameling
unimodaal genoemd.
De kardinaliteit van een vage verzameling wordt gedefinieerd als:
Definitie 5.4 (Kardinaliteit) Is V˜ een vage verzameling die gedefinieerd is over een discreet universum
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Is V˜ een vage verzameling die gedefinieerd is over een continuu¨m U , dan is de kardinaliteit card(V˜ ) van






Merk op dat de kardinaliteit van een vage verzameling een ree¨el getal oplevert dat het globale lid-
maatschap van alle elementen van de vage verzameling weergeeft en dus niet kan worden beschouwd als
een aanduiding voor het aantal elementen in de vage verzameling.
Lingu¨ıstische term is een ander belangrijk concept. Sommige vage verzamelingen kunnen worden
voorgesteld door een lingu¨ıstische term. Zo wordt de vage verzameling (a) uit de figuur 5.1 bijvoorbeeld
gerepresenteerd door de lingu¨ıstische term “oud” (in de context van leeftijden van mensen). Bij dergelijke
vage verzamelingen kan de linguistische term worden gebruikt als identificator voor de vage verzameling.
Bewerkingen op vage verzamelingen
De semantiek van een vage verzameling wordt vervolledigd door de definitie van een aantal bewerkingen.
Het is zeker niet de bedoeling om in deze deelsectie een volledige bespreking van alle bewerkingen te
geven; hiervoor kan worden verwezen naar (Dubois en Prade 1980, OFTA 1994, Klir en Yuan 1995). Wel
gaat enige aandacht naar een aantal bewerkingen zoals de zogenoemde “klassieke” bewerkingen, de vage
doorsneden, de vage unies en de aggregaatoperaties, omdat deze belangrijk zijn voor de veralgemening
van het scherp databankmodel dat is opgebouwd in het eerste deel van dit werk.
“Klassieke” bewerkingen. De “klassieke” bewerkingen op scherpe verzamelingen kunnen op meer-
dere manieren worden veralgemeend naar bewerkingen op vage verzamelingen. De meest gebuikelijke
veralgemening, die tevens de “standaard veralgemening” genoemd wordt, werd voorgesteld door L.A.
Zadeh (Zadeh 1965). Bij deze veralgemening worden de inclusie, de sterke inclusie en de gelijkheid van
vage verzamelingen gedefinieerd als:
Definitie 5.5 (Standaard inclusie, sterke inclusie en gelijkheid) Met V˜1 en V˜2, twee vage verza-
melingen die gedefinieerd zijn over een universum U , geldt:
• (Standaard) inclusie. V˜1 ⊆ V˜2 ⇔ ∀ x ∈ U : µV˜1(x) ≤ µV˜2(x)
• (Standaard) sterke inclusie. V˜1 v V˜2 ⇔ supp(V˜1) ⊆ core(V˜2)
• (Standaard) gelijkheid. V˜1 = V˜2 ⇔ ∀ x ∈ U : µV˜1(x) = µV˜2(x)

De veralgemening van de drie “klassieke” bewerkingen complement, doorsnede en unie wordt gedefi-
nieerd als volgt:
Definitie 5.6 (Standaard complement, doorsnede en unie) Met V˜ , V˜1 en V˜2 twee vage verzame-
lingen die gedefinieerd zijn over een universum U , geldt:
• (Standaard) complement. V˜ , {1− µV˜ (x)/x|∀ x ∈ U : 1− µV˜ (x) > 0}
• (Standaard) doorsnede. V˜1 ∩ V˜2 , {min(µV˜1(x), µV˜2(x))/x|∀ x ∈ U : min(µV˜1(x), µV˜2(x)) > 0}
• (Standaard) unie. V˜1 ∪ V˜2 , {max(µV˜1(x), µV˜2(x))/x|∀ x ∈ U : max(µV˜1(x), µV˜2(x)) > 0}

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Vage doorsneden en vage unies. De hierboven gegeven standaarddefinities voor de doorsnede en
de unie weerspiegelen slechts e´e´n mogelijke manier van veralgemening van de klassieke bewerkingen op
scherpe verzamelingen. Beide operaties kunnen algemeen worden gespecificeerd door middel van een bi-
naire operatie die gedefinieerd is over het eenheidsinterval [0, 1] en voldoet aan welbepaalde voorwaarden.
Zo kan de vage doorsnede van twee vage verzamelingen V˜1 en V˜2 —gedefinieerd over een universum
U— algemeen worden gespecificeerd aan de hand van een functie
i : [0, 1]× [0, 1]→ [0, 1]
die de lidmaatschapsgraden van een element x ∈ U in de verzamelingen V˜1 en V˜2 als argumenten heeft en
die de lidmaatschapsgraad van x in de vage doorsnede aangeeft, d.i.
∀ x ∈ U : µV˜1∩V˜2 = i(µV˜1 , µV˜2)
Opdat een algemene functie i intu¨ıtief als vage doorsnede aanvaardbaar zou zijn, moet ze daarenboven
voldoen aan de volgende axioma’s:
• Axioma i1. ∀ a ∈ [0, 1] : i(a, 1) = a (randvoorwaarde).
• Axioma i2. ∀ a, b, d ∈ [0, 1] : b ≤ d⇒ i(a, b) ≤ i(a, d) (monotoniteit).
• Axioma i3. ∀ a, b ∈ [0, 1] : i(a, b) = i(b, a) (commutativiteit).
• Axioma i4. ∀ a, b, d ∈ [0, 1] : i(a, i(b, d)) = i(i(a, b), d) (associativiteit).
Het blijkt dat functies die in de literatuur gekend zijn onder de naam t-normen voldoen aan de boven-
staande specificatie en axioma’s (Klir en Yuan 1995), zodat elke t-norm kan fungeren als vage doorsnede.
In tabel 5.1 worden enkele voorbeelden van (klassen van) t-normen gegeven. Voor een uitgebreidere
bespreking en meer voorbeelden zie (Klir en Yuan 1995).
Tabel 5.1: Voorbeelden van t-normen
Referentie Formule i(a, b) Parameterbereik
(Zadeh 1965) min(a, b)
(Yager 1980) 1−min(1, [(1− a)ω + (1− b)ω]1/ω) ω > 0
(Dubois en Prade 1980)
ab
max(a, b, α)
α ∈ [0, 1]
(Weber 1983) max(0,
a+ b+ λab− 1
1 + λ
) λ > −1
De vage unie van twee vage verzamelingen V˜1 en V˜2 —gedefinieerd over een universum U— kan evenzo
algemeen worden gespecificeerd aan de hand van een functie
u : [0, 1]× [0, 1]→ [0, 1]
die de lidmaatschapsgraden van een element x ∈ U in de verzamelingen V˜1 en V˜2 als argumenten heeft en
die de lidmaatschapsgraad van x in de vage unie aangeeft, d.i.
∀ x ∈ U : µV˜1∪V˜2 = u(µV˜1 , µV˜2)
Opdat een algemene functie u intu¨ıtief als vage unie aanvaardbaar zou zijn, moet ze voldoen aan de
volgende axioma’s:
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• Axioma u1. ∀ a ∈ [0, 1] : u(a, 0) = a (randvoorwaarde).
• Axioma u2. ∀ a, b, d ∈ [0, 1] : b ≤ d⇒ u(a, b) ≤ u(a, d) (monotoniteit).
• Axioma u3. ∀ a, b ∈ [0, 1] : u(a, b) = u(b, a) (commutativiteit).
• Axioma u4. ∀ a, b, d ∈ [0, 1] : u(a, u(b, d)) = u(u(a, b), d) (associativiteit).
Het blijkt dat functies die in de literatuur gekend zijn onder de naam t-conormen voldoen aan de
bovenstaande specificatie en axioma’s (Klir en Yuan 1995), zodat elke t-conorm kan fungeren als vage unie.
In tabel 5.2 worden enkele voorbeelden van (klassen van) t-conormen gegeven. Voor een uitgebreidere
bespreking en meer voorbeelden zie (Klir en Yuan 1995).
Tabel 5.2: Voorbeelden van t-conormen
Referentie Formule u(a, b) Parameterbereik
(Zadeh 1965) max(a, b)
(Yager 1980) min(1, (aω + bω)1/ω) ω > 0
(Dubois en Prade 1980) 1− (1− a)(1− b)
max(1− a, 1− b, α) α ∈ [0, 1]
(Weber 1983) min(1, a+ b− λ
1− λab) λ > −1
Aggregaatoperaties. Een aggregaatoperatie wordt gebruikt om verschillende vage verzamelingen op
een wenselijke manier te combineren tot e´e´n enkele vage verzameling. Een aggregaatoperatie over een
eindig aantal vage verzamelingen V˜1, . . . , V˜n, n ∈ N0 —alle gedefinieerd over een universum U— kan
algemeen worden gespecificeerd aan de hand van een functie
h : [0, 1]n → [0, 1]
die de lidmaatschapsgraden van een element x ∈ U in de verzamelingen V˜1, . . . , V˜n als argumenten heeft
en die resulteert in de lidmaatschapsgraad van x in de vage verzameling V˜ van het aggregaat, d.i.
∀ x ∈ U : µV˜ (x) = h(µV˜1(x), . . . , µV˜n(x))
Opdat een dergelijke functie h een betekenisvolle aggregaatoperatie zou zijn, dient ze minimaal te voldoen
aan de axioma’s:
• Axioma h1. h(0, . . . , 0) = 0 ∧ h(1, . . . , 1) = 1 (randvoorwaarden).
• Axioma h2. ∀ (a1, . . . , an), (b1, . . . , bn) ∈ [0, 1]n, ∀ i ∈ {1, 2, . . . , n} : ai ≤ bi ⇒
h(a1, . . . , an) ≤ h(b1, . . . , bn)
(h is niet-dalend in al zijn argumenten).
• Axioma h3. h is een continue functie (continu¨ıteit).
Indien een aggregaatoperatie respectievelijk voldoet aan de axioma’s h4 en h5, wordt ze respectievelijk
symmetrisch en idempotent genoemd.
• Axioma h4. Voor elke permutatie p over {1, 2, . . . , n} geldt er dat h(a1, . . . , an) = h(ap(1), . . . , ap(n))
(h is een symmetrische functie in al zijn argumenten).
• Axioma h5. ∀ a ∈ [0, 1] : h(a, . . . , a) = a (idempotentie).
Voorbeelden van klassen van aggregaatoperaties zijn de zgn. veralgemeende gemiddelden en de zgn.
geordende gewogen gemiddelde operaties (OWA’s). De veralgemeende gemiddelden zijn gedefinieerd als
h(a1, . . . , an;α) ,
(
aα1 + · · ·+ aαn
n
)1/α
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waarbij α de parameter is die de verschillende aggregaatoperaties onderscheidt en er moet gelden dat
α ∈ R0 en ai 6= 0, i = 1, . . . , n als α < 0.
De geordende gewogen gemiddelde operaties zijn gedefinieerd als
h(a1, . . . , an;w) , w1b1 + · · ·+ wnbn
waarbij w = (w1, . . . , wn) ∈ [0, 1]n de gewichtsfactor genoemd wordt. Er moet gelden dat
∑n
i=1 wi = 1 en
dat bi voor elke i ∈ {1, . . . , n} het ide grootste element is van a1, . . . , an, d.i. (b1, . . . , bn) is een permutatie
van (a1, . . . , an) waarbij de elementen geordend zijn als: ∀ i, j ∈ {1, . . . , n} : i < j ⇒ bi ≥ bj .
Vage relaties
Het concept vage relatie is nauw verwant met het concept vage verzameling en is een veralgemening van
het klassieke wiskundige concept relatie. Een scherpe (klassieke) relatie
R : U1 × · · · × Un → Y
tussen een eindig aantal universa
U1, . . . , Un, Y, n ∈ N0
kan worden gezien als een deelverzameling van het Cartesisch product U1 × · · · × Un × Y en wordt
gedefinieerd aan de hand van een zgn. lidmaatschapsfunctie µR die met elk (n+1)-tuple uit U1×· · ·×Un×Y
dat behoort tot de relatie R de waarde 1 associeert en met alle andere (n+1)-tuples uit U1×· · ·×Un×Y
de waarde 0, d.i.
µR : U1 × · · · × Un × Y → {0, 1}
(x1, . . . , xn, y) 7→ 1 als (x1, . . . , xn, y) ∈ R
(x1, . . . , xn, y) 7→ 0 als (x1, . . . , xn, y) 6∈ R
Een vage relatie wordt als volgt gedefinieerd:
Definitie 5.7 (Vage relatie) Een vage relatie
R˜ : U1 × · · · × Un → Y
over een eindig aantal universa
U1, . . . , Un, Y, n ∈ N0
wordt gedefinieerd aan de hand van een (veralgemeende) lidmaatschapsfunctie µR˜ die met elk (n+1)-tuple
(x1, . . . , xn, y) uit de produktverzameling U1 × · · · × Un × Y een lidmaatschapsgraad
µR˜((x1, . . . , xn, y)) ∈ [0, 1]
associeert als volgt:
µR˜((x1, . . . , xn, y)) = 1 betekent dat (x1, . . . , xn, y) ten volle een element is van R˜
µR˜((x1, . . . , xn, y)) = 0 betekent dat (x1, . . . , xn, y) niet behoort tot R˜
µR˜((x1, . . . , xn, y)) ∈ ]0, 1[ betekent dat (x1, . . . , xn, y) maar in een beperkte mate behoort tot R˜

Een vage relatie
R˜ : U1 × · · · × Un → Y
over een eindige verzameling van universa U1, . . . , Un, Y , n ∈ N0 zal algemeen worden genoteerd als4:
R˜ = {µR˜((x1, . . . , xn, y))/(x1, . . . , xn, y)|∀ (x1, . . . , xn, y) ∈ U1 × · · · × Un × Y : µR˜((x1, . . . , xn, y)) > 0}
Verder is het met de bovenstaande definitie duidelijk dat een klassieke relatie kan worden gezien als een
speciaal geval van een vage relatie.
4Een andere, veelgebruikte notatie is:
R˜ = {((x1, . . . , xn, y), µR˜((x1, . . . , xn, y)))|∀ (x1, . . . , xn, y) ∈ U1 × · · · × Un × Y : µR˜((x1, . . . , xn, y)) > 0}
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Het extensieprincipe van L.A. Zadeh
Een scherpe relatie
R : U1 × · · · × Un → Y
is vervaagd als zij zodanig uitgebreid —veralgemeend— is dat zij inwerkt op vage verzamelingen die
gedefinieerd zijn over de universa U1, . . . , Un en Y , d.i. als de veralgemening van de vorm
R˜ : ℘˜(U1)× · · · × ℘˜(Un)→ ℘˜(Y )
is.
Een principe voor het vervagen van scherpe relaties wordt een extensieprincipe genoemd. Ee´n van de
bekendste extensieprincipes is het extensieprincipe van L.A. Zadeh5 (Zadeh 1975a, Zadeh 1975b, Zadeh
1975c), dat als volgt is gedefinieerd:
Definitie 5.8 (Extensieprincipe) Zijn U1, . . . , Un en Y universa (n ∈ N0) en is
R : U1 × · · · × Un → Y
een scherpe relatie, dan wordt de vervaagde relatie R˜ van R gedefinieerd als:
R˜ : ℘˜(U1)× · · · × ℘˜(Un)→ ℘˜(Y )
V˜1, . . . , V˜n 7→ R˜(V˜1, . . . , V˜n)
Hierbij is R˜(V˜1, . . . , V˜n) de vage verzameling die over het universum Y gedefinieerd is als:
R˜(V˜1, . . . , V˜n) : Y → [0, 1]
y 7→ sup
(x1,...,xn)∈V(R,y)
min(µV˜1(x1), . . . , µV˜n(xn)), ∀ y ∈ wd(R)
y 7→ 0, ∀ y 6∈ wd(R)
waarbij wd(R) de waardenverzameling van de scherpe relatie R voorstelt, d.i.
wd(R) = {y|y ∈ Y ∧ ∃ (x1, . . . , xn) ∈ U1 × · · · × Un : R(x1, . . . , xn) = y}
en V(R,y) de verzameling is van alle n-tuples die door middel van de scherpe relatie R worden afgebeeld
op de waarde y, d.i.
V(R,y) = {(x1, . . . , xn)|(x1, . . . , xn) ∈ U1 × · · · × Un ∧R(x1, . . . , xn) = y}

Wordt de verzameling van alle relaties (scherp of vaag) genoteerd als R, dan kan het extensieprincipe
van Zadeh ook worden geschreven als een functie fext die een gegeven relatie R afbeeldt op haar vervaagde
relatie R˜, d.i.
Definitie 5.9 (Functie fext)
fext : R→ R
R 7→ R˜, waarbij R˜ bekomen wordt volgens definitie 5.8

Deze functie zal worden aangewend voor de veralgemening van de operatoren die gedefinieerd zijn in het
scherp typesysteem (zie deelsectie 6.1.1).
5In de definitie van het extensieprincipe van L.A. Zadeh wordt de t-norm van Zadeh (tabel 5.1) gebruikt. Door gebruik
te maken van andere t-normen kunnen andere definities van extensiepricipes worden gegeven. Een voorbeeld hiervan is het
voorstel van R.R. Yager (Yager 1986), dat uitgaat van de t-norm van Yager (tabel 5.1).
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5.1.2 Possibiliteitstheorie
De possibiliteitstheorie (Zadeh 1978, Dubois en Prade 1987, Dubois en Prade 1988, Dubois en Prade 1998)
is nauw verwant met de vage verzamelingenleer.
Vage maten
Het concept vage maat is belangrijk voor het modelleren van de onzekerheid die kan optreden omtrent het
al dan niet behoren van een gegeven element van een universum tot een verzameling uit een verzameling
van scherpe deelverzamelingen van het universum. Om dergelijke onzekerheid te modelleren wordt er met
elke scherpe deelverzameling een waarde geassocieerd, die ge¨ınterpreteerd wordt als graad van onzekerheid
en aangeeft in welke mate het zeker is dat het element behoort tot de betreffende deelverzameling.
Twee bijzondere types van vage maten spelen een belangrijke rol in de possibiliteitstheorie: de possi-
biliteitsmaten en de necessiteitsmaten.
Definitie 5.10 (Possibiliteitsmaat) Is U een universum, dan wordt een possibiliteitsmaat over ℘(U)
gedefinieerd als een functie
pos : ℘(U)→ [0, 1]
die voldoet aan de axioma’s:
• Axioma p1. pos(∅) = 0 en pos(U) = 1 (randvoorwaarden).
• Axioma p2. ∀ A,B ∈ ℘(U) : A ⊆ B ⇒ pos(A) ≤ pos(B) (monotoniteit).
en waarvoor er voor elke verzameling
{Ak|k ∈ K} ⊆ ℘(U)










Definitie 5.11 (Necessiteitsmaat) Is U een universum, dan wordt een necessiteitsmaat over ℘(U)
gedefinieerd als een functie
nec : ℘(U)→ [0, 1]
die voldoet aan de axioma’s:
• Axioma n1. nec(∅) = 0 en nec(U) = 1 (randvoorwaarden).
• Axioma n2. ∀ A,B ∈ ℘(U) : A ⊆ B ⇒ nec(A) ≤ nec(B) (monotoniteit).
en waarvoor er voor elke verzameling
{Ak|k ∈ K} ⊆ ℘(U)










Een possibiliteitsmaat Pos die gefinieerd is over ℘(U) geeft de mate Pos(A) aan waarin het mogelijk
geacht wordt dat een element van het universum behoort tot de verzameling A ∈ ℘(U). Een necessiteits-
maat Nec die gedefinieerd is over ℘(U) geeft de mate Nec(A) aan waarin het noodzakelijk of zeker geacht
wordt dat een element van het universum behoort tot de verzameling A ∈ ℘(U).
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Possibiliteitsdistributies
Elke possibiliteitsmaat Pos die gedefinieerd is over de machtsverzameling ℘(U) van een universum U ,
wordt op een unieke manier bepaald door een zgn. possibiliteitsdistributiefunctie
pi : U → [0, 1]
x 7→ Pos({x})
Is U een eindig universum dan geldt er dat
∀ A ∈ ℘(U) : Pos(A) = max
x∈A
pi(x)
Voor een oneindig universum U is dit veralgemeend tot
∀ A ∈ ℘(U) : Pos(A) = sup
x∈A
pi(x)
Met elke possibiliteitsdistributiefunctie die gedefinieerd is over een eindig universum U = {x1, . . . , xn},
n ∈ N0 kan er een n-tuple
pi = (pi1, . . . , pin), waarbij ∀ i ∈ {1, . . . , n} : pii , pi(xi)
worden geassocieerd die een possibiliteitsdistributie genoemd wordt.
Possibiliteitsdistributies en vage verzamelingen
Een possibiliteitsdistributie kan worden afgeleid van een eindige vage verzameling waarbij de lidmaat-
schapsgraden ge¨ınterpreteerd worden als graden van onzekerheid. Beschouw hiertoe de eindige vage
verzameling
V˜ = {µV˜ (x1)/x1, . . . , µV˜ (xn)/xn}, n ∈ N0
die gedefinieerd is over een universum U en waarvan de lidmaatschapsgraden µV˜ (xi), i ∈ {1, 2, . . . , n}
aangeven in welke mate het mogelijk is dat een variabele X —die waarden aanneemt in het universum
U— de waarde xi aanneemt. Dan geven de respectievelijke lidmaatschapsgraden uit de vage verzameling
eveneens aan in welke mate het mogelijk geacht wordt dat de waarde value(X) van X behoort tot de
respectievelijke scherpe verzamelingen {x1}, . . . , {xn} en geldt er dat
∀ x ∈ U : piX(x) = µV˜ (x)
waarbij piX de possibiliteitsdistributiefunctie is, die geassocieerd is met de variabele X. Dit betekent dat
de corresponderende possibiliteitsdistributie —genoteerd als piX— de lidmaatschapsfunctie van V˜ volgt,
m.a.w. wanneer µ de lidmaatschapsgraad is van x in V˜ , is µ eveneens de graad van mogelijkheid dat
value(X) ∈ {x} (d.i. dat value(X) = x) (Dubois en Prade 1993).
5.1.3 Het “rekenen met woorden” en “vage informatiegranulatie”
Het “rekenen met woorden”(Zadeh 1996, Zadeh en Kacprzyk 1999) beduidt een trend in het verwerken van
informatie waarbij men niet uitgaat van numerieke waarden, maar van woorden die de numerieke waarden
“beschrijven” en veelal overeenkomen met van e´e´n of meerdere (menselijke) percepties6 (Zadeh 1999b). In
tegenstelling tot numerieke waarden (die meestal scherp gegeven zijn of berekend worden) zijn percepties
vaak vaag. Hierom worden de woorden veelal gedefinieerd als identificatoren van vage verzamelingen (d.i.
als lingu¨ıstische termen). “Rekenen met woorden” wordt vooral gebruikt daar waar:
• de juiste waarden niet voldoende gekend zijn om een numerieke voorstelling ervan te verantwoorden;
• precisie niet vereist is;
6Dit is ge¨ınspireerd op de opmerkelijke menselijke capaciteit om fysische en mentale taken (bv. parkeren van een wagen,
golf spelen, een verhaal samenvatten, enz.) uit te voeren, zonder daarbij numerieke berekeningen te maken en louter te
steunen op percepties (bv. snelheid, tijd, richting, kleur, enz.).
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• het probleem niet kan worden opgelost, of de taak niet kan worden uitgevoerd met numerieke
waarden;
• het concept te complex is voor een numerieke definitie.
De “theorie van vage informatiegranulatie” (Zadeh 1997) vormt de formele onderbouw voor het “re-
kenen met woorden”. Centraal bij deze theorie staan de granulatie van informatie, de organisatie van
informatie en het causaal karakter van informatie. Granulatie heeft betrekking op de decompositie van
een geheel in verschillende onderdelen; organisatie heeft betrekking op de integratie van onderdelen in
een geheel; terwijl het causaal karakter betrekking heeft op de associatie van oorzaken en gevolgen die
samenhangen met de informatie.
Een belangrijk concept uit de “theorie van vage informatiegranulatie”, dat tevens van belang is voor
het onderhavig werk, is het concept veralgemeende restrictie dat als volgt gedefinieerd wordt:
Definitie 5.12 (Veralgemeende restrictie) Is X een variabele die gedefinieerd is over een universum
U (d.i. X kan enkel waarden aannemen uit U), dan wordt de syntaxis van een veralgemeende restrictie
gegeven als
X isr R
Hierbij is R de afdwingende relatie en is isr een variabele copula met r een discrete variabele waarvan
de waarde de manier definieert waarop X beperkt wordt door R. De semantiek van een veralgemeende
restrictie wordt volledig bepaald door de waarde van r. 
De belangrijkste soorten van veralgemeende restricties en hun corresponderende waarden voor r zijn:
1. De gelijkheidsrestricties, r = e. De semantiek van een gelijkheidsrestrictie
X ise a
wordt gedefinieerd als X = a.
2. De possibilistische restricties, r = blanco. In dit geval wordt X ge¨ınterpreteerd als een disjunc-
tieve7 variabele —d.i. een variabele die tegelijkertijd maar e´e´n waarde uit het universum U kan
aannemen— en betekent
X is R
met R een vage verzameling met lidmaatschapsfunctie µR : U → [0, 1], dat er van de vage verzame-
ling R een possibiliteitsdistributie piR wordt afgeleid, die de possibiliteitsdistributie is van X zodat
de mogelijkheid dat X = x, x ∈ U gegeven is als
piR(x) = µR(x)
Een voorbeeld van een possibilistische restrictie is
X is jong wat equivalent is met pijong(x) = µjong(x)
waarbij jong de lingu¨ıstische term is die de vage verzameling van de jonge leeftijden voorstelt.
3. De veristische restricties, r = v. Bij een dergelijke restrictie wordt X ge¨ınterpreteerd als een
conjunctieve8 variabele —d.i. een variabele die tegelijkertijd meerdere waarden uit het universum
U kan aannemen— en betekent
X isv R
7Een disjunctieve variabele wordt door Zadeh ook een possibilistische variabele genoemd, vandaar de naam possibilistische
restrictie.
8Een conjunctieve variabele wordt door Zadeh ook een veristische variabele genoemd, vandaar de naam veristische
restrictie.
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met R een vage verzameling met lidmaatschapsfunctie µR : U → [0, 1], dat er van de vage verzame-
ling R een possibiliteitsdistributie piR wordt afgeleid, die de possibiliteitsdistributie is van X zodat
de waarheid dat X = x, x ∈ U gegeven is als
piR(x) = µR(x)
Een voorbeeld van een veristische restrictie is
X isv {1.0/Nederlands, 0.8/Engels, 0.6/Frans}
wat betekent dat de waarheid dat X “Nederlands”, “Engels” en “Frans” is, respectievelijk gelijk
is aan 1.0, 0.8 en 0.6, waarbij X bijvoorbeeld een variabele is die gebruikt wordt om aan te geven
welke talen iemand spreekt.
4. De probabilistische restricties, r = p. Hierbij wordt X gezien als een toevallige veranderlijke (in
statistische zin) en betekent
X isp R
dat R de probabiliteitsdistributie van is van X.
Een voorbeeld van een probabilistische restrictie is:
X isp N(m,σ2)
wat wil zeggen dat X een normaal gedistribueerde toevallige veranderlijke is met gemiddelde waarde
m en variantie σ2. Op een analoge manier betekent
X isp {0.2/a, 0.4/b, 0.4/b}
dat X de waarden a, b en c aanneemt met respectievelijke probabiliteiten 0.2, 0.4 en 0.4.
Andere, voor dit werk minder belangrijke, soorten van veralgemeende restricties zijn de zgn. probabi-
liteitswaarderestricties, de willekeurige verzamelingrestricties en de vage graafrestricties (Zadeh 1997).
5.2 Niet-scherpe objectgeorie¨nteerde databankmodellen
Met de ontwikkeling van de vage verzamelingenleer en de possibiliteitstheorie bleven de toepassingen niet
uit. Een belangrijk toepassingsdomein is het beheer en de bevraging van informatie (Kerre et al. 1986).
Radecki was e´e´n van de eersten om de kracht van de vage verzamelingenleer met betrekking tot het beheer
van informatie te onderkennen (Radecki 1975).
5.2.1 Niet-scherpe informatie in databankmodellen
Radecki en na hem een aantal anderen hebben databankmodellen voorgesteld, die gebaseerd zijn op de vage
verzamelingenleer en bedoeld zijn voor het beheer van vage en/of onzekere informatie. Voor een algemeen
overzicht van het gebruik van vage verzamelingen in databankmodellen wordt verwezen naar (Dubois en
Prade 1996, Dubois et al. 1999). Om een overzicht te verkrijgen van de bekomen onderzoeksresultaten
wordt uitgegaan van de classificatie van niet-scherpe informatie die gegeven is in deelsectie 5.1.
Onnauwkeurige informatie in databanken
De meeste publicaties over het modelleren van onnauwkeurige informatie in databanken steunen op de
vage verzamelingenleer, possibiliteitstheorie en/of vage logica9 (Parsons 1996). Uitbreidingen werden
voorgesteld voor zowel het (E)ER-model (Ruspini 1986, Zvieli en Chen 1986, Vandenberghe en De Caluwe
1991, Vandenberghe et al. 1995), het relationele databankmodel (Bosc en Kacprzyk 1995, Petry 1996) en
de objectgeorie¨nteerde databankmodellen (De Caluwe 1997).
9Andere benaderingen, die bijvoorbeeld steunen op de “Rough Set”-theorie (Lipski 1979, Morrissey 1990), worden in dit
werk niet besproken.
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Bij een aantal van de geciteerde uitbreidingen wordt enkel de bevragingstaal van het model zodanig
uitgebreid dat zij vage verzamelingen ondersteunt en een vage bevraging van een scherpe databank mogelijk
wordt. De verschillende antwoorden worden daarbij van elkaar onderscheiden volgens de mate waarin zij
aan het gevraagde voldoen (Bosc et al. 1988, Motro 1988, Nakajima et al. 1993, Umano en Miyamoto
1993, Bosc et al. 1995). Vage bevraging kan ook mogelijk worden gemaakt door zgn. vage inferentieregels
te koppelen aan een scherpe databank (Leung et al. 1989).
Met betrekking tot de uitbreidingen van het model van de opgeslagen gegevens bestaan er verschillende
soorten benaderingen die al dan niet gecombineerd kunnen voorkomen. De meeste uitbreidingen gaan
uit van het relationele databankmodel.
Bij een eerste soort benaderingen worden er lidmaatschapsgraden toegekend aan de entiteiten van het
model (d.i. aan de tuples bij het relationele model (Baldwin en Zhou 1984, Zvelli 1986, Motro 1990, Zhou
1991, Unano en Fukami 1991) en aan de objecten bij de objectgeorie¨nteerde benaderingen (Van Gyseghem
1995)). Deze lidmaatschapsgraden worden afhankelijk van de benadering ge¨ınterpreteerd als graden van
overeenstemming(Zvelli 1986, Motro 1990, Zhou 1991, Unano en Fukami 1991) of als graden van waarheid
(Baldwin en Zhou 1984, Van Gyseghem 1995).
In andere benaderingen worden de domeinen van de gegevens uitgebreid tot vage verzamelingen.
Over elk domein wordt een zgn. similariteitsrelatie gedefinieerd, die een graad van gelijkenis tussen de
verschillende mogelijke waarden vastlegt en aldus aangeeft in welke mate de elementen uit het domein
voor elkaar kunnen worden gebruikt. Een dergelijke benadering werd zowel toegepast op het relationele
model (Buckles en Petry 1982, Buckles en Petry 1984, Prade en Testemale 1987, Shenoi en Melton 1989)
als op een objectgeorie¨nteerd model (George 1992).
Bij een laatste vermelde groep van benaderingen worden de domeinen van de gegevens uitgebreid tot
vage verzamelingen, verzamelingen van vage verzamelingen en machtsverzamelingen van verzamelingen
van vage verzamelingen (Dutta 1991). Een element uit het domein is dan respectievelijk een lidmaat-
schapsgraad, een vage verzameling of een verzameling van vage verzamelingen. Wanneer een attribuut-
waarde een lidmaatschapsgraad is, stelt deze graad de mate voor waarin de entiteit correspondeert met het
domein (bv. bij een persoonsentiteit Jan representeert een waarde 0.8 voor het attribuut “jong” de mate
waarin Jan jong is). Een vage verzameling correspondeert hierbij meestal met een possibiliteitsdistributie.
Onzekere informatie in databanken
Onzekere informatie wordt typisch behandeld door met het onzekere element een getal te associe¨ren,
dat de mate van (on)zekerheid van het element voorstelt. De manier waarop dit getal dient te wor-
den ge¨ınterpreteerd en verwerkt is afhankelijk van de onderliggende theorie. De twee meest gebruikte
onderliggende theoriee¨n zijn de probabiliteitstheorie en de possibiliteitstheorie. Een diepgaande studie
over beschikbare theoriee¨n voor het modelleren van onzekere informatie is het werk van Peter Walley
(Walley 1991, Walley 1996).
Bij het eenvoudigste gebruik van de probabiliteitstheorie wordt er een probabiliteit toegekend aan elk
tuple van een relatie (Wong 1982, Pittarelli 1994) (bij het relationeel databankmodel) of aan elk persistent
object van een objecttype (Kornatzky en Shimony 1994) (bij een objectgeorie¨nteerd databankmodel). Over
deze probabiliteiten wordt een probabiliteitsdistributie gedefinieerd, die op haar beurt bij bevragingen
wordt gebruikt om aan te geven in welke mate een tuple of een object het juiste antwoord op de vraag
weergeeft. Probabiliteitsdistributies kunnen bij het relationeel databankmodel tevens worden aangewend
om onzekere attribuutwaarden te modelleren (Barbara et al. 1990, Lee 1992). Hetzelfde geldt voor een
objectgeorie¨nteerd databankmodel waarvoor er bovendien voorstellen bestaan om ook onzekere overerving
te modelleren aan de hand van probabiliteitsdistributies (Kornatzky en Shimony 1994).
Een alternatieve, meer flexibele, theorie voor het modelleren van onzekere informatie is de possibi-
liteitstheorie (die ook kan worden gebruikt voor het modelleren van onnauwkeurige informatie). Ook
hier bestaan er meerdere soorten benaderingen die al dan niet gecombineerd kunnen voorkomen. Bij een
initie¨le soort benaderingen, gesuggereerd door Prade en Testemale, wordt een lidmaatschapsgraad toege-
kend aan elke waarde die in aanmerking komt voor het “onzeker” attribuut. Deze lidmaatschapsgraden
worden ge¨ınterpreteerd als graden van onzekerheid en representeren de onzekerheid die er bestaat over de
waarden van het attribuut (Prade en Testemale 1984). Bij de bevraging wordt er dan rekening gehouden
met deze graden om te bepalen in welke mate een gegeven tuple of object voldoet aan de vraagstelling.
Deze methode werd d.m.v. possibiliteitsdistributies uitgebreid voor meerwaardige attributen (Prade en
Testemale 1987). Bij andere benaderingen worden er lidmaatschapsgraden —die ge¨ınterpreteerd wor-
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den als graden van onzekerheid— toegekend aan de entiteiten van het model (d.i. aan de tuples bij
het relationele model (Van Schooten 1988) en aan de objecten bij de objectgeorie¨nteerde benaderingen
(Van Gyseghem 1995)).
Voor beide theoriee¨n zijn er argumenten pro en argumenten contra te vinden. Een uitgebreide verge-
lijking van de merites van de probabiliteitstheorie en de possibiliteitstheorie is onder meer te vinden in het
werk van Klir en Yuan (Klir en Yuan 1995). In het onderhavig proefschrift wordt enkel dieper ingegaan
op de possibilistische onderbouw.
Inconsistente informatie in databanken
Om te komen tot consistente databanken moeten er voor de databank een aantal integriteitsregels worden
gedefinieerd. Bij scherpe databankmodellen kan dit formeel gebeuren aan de hand van het formuleren van
restricties (cf. het werk van Paredaens et al. (Paredaens et al. 1989) voor het relationele databankmodel
en het eerste deel van dit werk voor een objectgeorie¨nteerd databankmodel).
Onvolledige informatie in databanken
Het probleem van onvolledige informatie werd reeds bestudeerd in de context van scherpe databankmo-
dellen. Een aantal oplossingen werden voorgesteld (Abiteboul et al. 1995, Parsons 1996), waarvan de
meeste gecentreerd zijn rond het gebruik van de zogenoemde null-waarde, die kan worden gezien als een
aanduiding voor een ontbrekende waarde en initieel door Codd werd ingevoerd in de context van het re-
lationele databankmodel (Codd 1979). De oorspronkelijke interpretatie voor null-waarden is “onbekend”
(Codd 1979), waarbij verondersteld wordt dat de waarde bestaat, maar niet gekend is. Thans is “geen
informatie” (Zaniolo 1982) een veel gebruikte interpretatie, waarbij men ervan uitgaat dat de waarde
ofwel onbekend is, ofwel niet bestaat, ofwel niet van toepassing is. Null-waarden kunnen formeel worden
gedefinieerd aan de hand van speciale domeinwaarden die genoteerd worden met het bodemsymbool “⊥”
(Riedel en Scholl 1997). Het gebruik van null-waarden werd ook beschouwd in de context van object-
georienteerde databankmodellen (Zicari 1990). Ook het formele model uit het eerste deel van dit werk
behandelt onvolledige informatie met behulp van null-waarden.
5.2.2 Bestaande niet-scherpe objectgeorie¨nteerde databankmodellen
Aangezien in dit tweede deel dient aangetoond te worden dat het objectgeorie¨nteerd databankmodel dat
opgebouwd werd in het eerste deel, kan worden veralgemeend tot een niet-scherp objectgeorie¨nteerd data-
bankmodel wordt hierna dieper ingegaan op de bestaande niet-scherpe (possibilistische) objectgeorie¨nteerde
databankmodellen. De besproken modellen zijn: het objectgecentreerd model van Rossazza et al., het ob-
jectgeorie¨nteerd model van Tanaka et al., het op similariteiten gebaseerde model van George, het FOOD-
model van Bordogna et al., het UFO-model van Van Gyseghem, de vage algebra van Rocacher et al., de
vage Association-algebra van Na en Park en het FIRMS-model van Mouaddib et al.
Het objectgecentreerd model van Rossazza et al.
Rossazza et al. gaan uit van een objectgecentreerd model (Rossazza 1990, Dubois et al. 1991, Ros-
sazza et al. 1997), d.i. een model waarbij alle informatie vervat is in expliciete gehelen die objecten
worden genoemd en volledig worden beschreven door een verzameling van attributen. Voor deze objecten
wordt er geen (gemeenschappelijk) gedrag gedefinieerd (Minsky 1975, Goldberg en Robson 1983). Een
object kan hierbij zowel een abstract concept als een echte entiteit voorstellen. Objecten met dezelfde
attributen worden verzameld in klassen die georganiseerd zijn in hie¨rarchiee¨n, die op hun beurt objecten
toelaten om attributen te erven van ouderklassen. Aldus worden klassen gezien als verzamelingen van
instanties en niet als prototypes voor instanties, zoals dit het geval is bij de meeste andere objectgecen-
treerde modellen. Elk attribuut heeft een domein dat de verzameling van alle toegelaten waarden voor
het attribuut vastlegt en onafhankelijk is van de klasse waaraan het attribuut wordt gehecht.
Karakteriserend voor het werk van Rossazza et al. is dat er bij elke klasse C, voor elk attribuut a
gehecht aan de klasse een verzameling van toegelaten waarden R(a,C) (het bereik van het attribuut in de
klasse genoemd) en een verzameling van typische waarden T (a,C) (het typisch bereik van het attribuut
in de klasse genoemd) gedefinieerd wordt.
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In het meest algemene geval zijn deze verzamelingen vage verzamelingen die gedefinieerd zijn over
het domein van het attribuut. Het bereik R(a,C) van een attribuut a gehecht aan een klasse C kan
een vage verzameling zijn omdat het mogelijk is dat sommige van zijn waarden als “atypisch” worden
beschouwd, d.i. ze worden als minder mogelijk of minder relevant beschouwd dan andere waarden uit het
bereik. “Atypische” waarden hebben een lidmaatschapsgraad die strikt kleiner is dan e´e´n. Het typisch
bereik T (a,C) van een attribuut a gehecht aan een klasse C kan een vage verzameling zijn omdat het
“typisch zijn” een intrinsiek graduele notie is. Een “niet-atypische” waarde is niet noodzakelijk typisch,
d.i. behoort niet noodzakelijk tot het typisch bereik, zelfs niet in beperkte mate. Wel geldt er dat:
core(T (a,C)) ⊆ supp(R(a,C))
Via het vergelijken van het bereik van de overeenkomstige attributen van twee klassen C1 en C2 kan
met zgn. “default reasoning” (Reiter 1980, Padgham 1988, Rossazza et al. 1997) worden bepaald of C1
een subklasse is van C2. Een graad van inclusie van C1 in C2 bepaalt de mate waarin C1 standaard
een subklasse is van C2. Door ook het typisch bereik te beschouwen kunnen er vier soorten graden van
inclusie worden onderscheiden —en dus ook vier soorten van “subklasse zijn”—, nl. door de combinatie
van de graden van inclusie van het bereik/typisch bereik gehecht aan klasse C1 in het bereik/typisch
bereik van dezelfde (overeenkomstige) attributen gehecht aan de klasse C2.
Een klasse C2 kan op verschillende manieren “erven van” een klasse C1:
• Typische overerving. Hierbij moet voor elk attribuut a gehecht aan de klasse C1 gelden dat:
R(a,C2) = T (a,C1)
d.i. het bereik van C2 erft van het typisch bereik van C1.
• Gewone overerving. Hierbij moet voor elk attribuut a gehecht aan de klasse C1 gelden dat:
(R(a,C2) = R(a,C1)) ∧ (T (a,C2) = T (a,C1))
d.i. het bereik van C2 erft van het bereik van C1 en het typisch bereik van C2 erft van het typisch
bereik van C1.
• “Atypische” overerving ten gevolge van een attribuut a aan de klasse C1. Hierbij moet er, na
normalisering van de vage verzamelingen, voor het attribuut a gelden dat:
R(a,C2) = R(a,C1) ∩ T (a,C2)
en geschiedt de overerving voor alle andere attributen van C1 volgens de definitie van de gewone
overerving.
De waarde van een attribuut a in een object o uit de klasse C kan onzeker zijn en wordt in dat geval
opgegeven als een possibiliteitsdistributie; het bereik P (a, o) van de mogelijke attribuutwaarden is dan de
vage verzameling waarvan de distributie is afgeleid. Naast het bereik van de mogelijke attribuutwaarden
bestaat er tevens een bereik C(a, o) van geloofwaardigheid, dat ook een vage verzameling is, maar via
“default reasoning” (Reiter 1980, Padgham 1988, Rossazza et al. 1997) wordt bepaald uit het bereik en
het typisch bereik waarmee a gehecht is aan de klasse C. Verschillende soorten van objecten worden
onderscheiden:
• Een object o uit een klasse C is een typisch object van C, als er voor elk attribuut a gehecht aan
C geldt dat
P (a, o) ⊆ T (a,C)
• Een object o uit een klasse C is een gewoon object van C, als er voor elk attribuut a gehecht aan
C geldt dat
(P (a, o) ⊆ R(a,C)) ∧ (C(a, o) ⊆ T (a,C))
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• Een object o uit een klasse C is een “atypisch” object van C ten gevolge van het attribuut a dat
gehecht is aan C, als er na normalisering van de vage verzamelingen voor het attribuut a geldt dat
P (a, o) ⊆ R(a,C) ∩ T (a,C)
en er voor elk ander attribuut a′ gehecht aan C geldt dat
(P (a′, o) ⊆ R(a′, C)) ∧ (C(a′, o) ⊆ T (a′, C))
Op basis van dit onderscheid worden er dan vage maten bepaald die de graden aangeven waarmee het
object tot een klasse behoort en waarmee het object kan worden beschouwd als een typisch element van
de klasse (Rossazza et al. 1997).
Algemeen valt bij het voorstel van Rossazza et al. nog op te merken dat onzekerheid enkel wordt
behandeld op het niveau van de waarden van de attributen. Ook het “typisch zijn” wordt enkel op dit
niveau ingevoerd. Wel worden er hierdoor verschillende gevallen van overerving en “instantie zijn van”
beschouwd.
Het objectgeorie¨nteerd model van Tanaka et al.
In het objectgeorie¨nteerd databankmodel van Tanaka et al. worden er zowel op het niveau van de structuur
van de objecten als op het niveau van het gedrag van de objecten, niet-scherpe aspecten in rekening
gebracht (Tanaka et al. 1991). Daartoe wordt het “niet scherp zijn” beschouwd op het niveau van:
• Onzekere objecten. Een onzeker object wordt gedefinieerd als een object dat een vage verzameling
is, waarvan de lidmaatschapsgraden ge¨ınterpreteerd worden als graden van onzekerheid.
• Onzekere relaties tussen objecten die op zich niet onzeker zijn. Dit komt tot uiting indien er
onzekerheid heerst over de toekenning van een object als waarde van een “relatie-attribuut” van een
(ander) object.
• Onnauwkeurige “subklasse-relaties”. Een klasse wordt in het model beschouwd als een classifica-
tiemechanisme voor een groep objecten. Een “subklasse-relatie” wordt enerzijds beschouwd als een
verdere classificatie van een groep objecten en anderzijds als een middel om structuur en methoden
over te erven (en het hergebruik van structuur en gedrag te bevorderen). Bij een onnauwkeurige
“subklasse-relatie” slaat de onnauwkeurigheid enkel op de classificatie en wordt de subclassificatie
slechts in een bepaalde mate doorgevoerd.
• Onnauwkeurige “instantie-relaties”. Door de invoering van een onnauwkeurige “instantie-relatie”
kan een object in een bepaalde mate, tegelijkertijd een instantie zijn van meer dan e´e´n klasse.
Het verwerken van deze vormen van “niet-scherp zijn” wordt mogelijk gemaakt door de introductie
van extra klassen, waarbij onderscheid gemaakt wordt tussen:
• De “Fuzzy-Object”-klassen. Een “Fuzzy-Object”-klasse moet steeds worden ingevoerd als een sub-
klasse van een scherpe (ingebouwde) klasse. Deze subklasse erft enkel het gedrag van haar super-
klasse en heeft slechts twee attributen: objectName en contents. Een waarde voor het attribuut
objectName is een vaag predikaat (bv. jong) en kan verder als attribuutwaarde bij andere objecten
worden gebruikt. Een waarde voor het attribuut contents is een lijst van tuples van de vorm
(lidmaatschapsgraad, verwijzing naar een instantie van de superklasse)
zodat een waarde voor contents een vage verzameling voorstelt. Omdat “Fuzzy-Object”-klassen
subklassen zijn, worden scherpe en niet-scherpe waarden op een polymorfe wijze behandeld zonder
dat hierbij het databankschema moet worden aangepast. Wanneer er voor een instantie van een
“Fuzzy-Object”-klasse een —overgee¨rfde— methode wordt opgeroepen, wordt deze uitgevoerd voor
elke component uit de lijst van het contents-attribuut van deze instantie en worden de verschillende
resultaten samen met de lidmaatschapsgraden van de corresponderende componenten gegroepeerd
in een nieuwe instantie van een (andere) “Fuzzy-Object”-klasse.
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• De “Fuzzy-Relationship”-klasse. Deze klasse wordt gebruikt bij het modelleren van alle onzekere
relaties tussen objecten. Elke instantie van de klasse heeft een attribuut waarvan de waarde een
tuple is van de vorm
(lidmaatschapsgraad, verwijzing naar het gerelateerd object)
Wanneer er voor een instantie van de “Fuzzy-Relationship”-klasse een methode wordt opgeroepen,
wordt deze uitgevoerd voor het gerelateerde object en wordt het resultaat samen met de lidmaat-
schapsgraad uit het tuple teruggegeven. Omdat de “Fuzzy-Relationship”-klasse op zich geen verband
heeft met de klasse van het gerelateerde object, wordt bij het modelleren van elke onzekere relatie,
d.m.v. meervoudige overerving, een nieuwe klasse gedefinieerd die zowel een subklasse is van de
klasse “Fuzzy-Relationship” als van de klasse van het gerelateerde object.
• De “Fuzzy-Class-Hierarchy”-klasse. Dit is een voor de gebruikers transparante klasse, die aange-
wend wordt om de lidmaatschapsgraden van onnauwkeurige “subklasse-relaties” bij te houden. De
“Fuzzy-Class-Hierarchy”-klasse heeft drie attributen, nl. classname, parents en children, waarvan
de respectievelijke waarden, de naam van een klasse, een lijst van superklassen en een lijst van
subklassen representeren. Elke lijst bestaat uit tuples van de vorm
(lidmaatschapsgraad, verwijzing naar een instantie van de klasse “Fuzzy-Class-Hierarchy”)
Een instantie van de “Fuzzy-Class-Hierarchy”-klasse wordt geassocieerd met elke niet ingebouwde
klasse uit het databankschema en bevat de naam van de geassocieerde klasse en twee lijsten die de
onnauwkeurigheid van de “subklasse-relaties” van deze klasse aanduiden. De lidmaatschapsgraden
uit de lijsten zijn hierbij onafhankelijk van de structuur van de niet ingebouwde klassen.
• De “Fuzzy-Instance-Of”-klasse. Dit is een voor de gebruikers transparante klasse die gebruikt
wordt voor het modelleren van onnauwkeurige “instantie-relaties”. Deze klasse heeft eveneens twee
attributen: objectName en contents, waarbij een waarde voor het attribuut contents nu een lijst is
van tuples van de vorm
(lidmaatschapsgraad, naam van de klasse waarvan het object een instantie is)
Wanneer een object in een bepaalde mate (tegelijkertijd) een instantie is van meer dan e´e´n klasse,
wordt er voor elk van deze klassen een instantie gecree¨erd, waarbij de overeenkomstige attributen
dezelfde waarden hebben. Vervolgens wordt er ook een instantie gecree¨erd van de klasse “Fuzzy-
Instance-Of”, waarin de lidmaatschapsgraden van de betreffende “instantie-relaties” worden gere-
gistreerd. Voor de gebruiker worden deze instanties verborgen gehouden en voorgesteld als e´e´n
enkel object dat met de opgegeven lidmaatschapsgraden een instantie is van de betreffende klassen.
In het model wordt voor elk object via een “tag” bijgehouden of het een niet-scherp of scherp object
is. De vergelijkingsoperatoren die gedefinieerd zijn over de instanties van de “Fuzzy-Object”-klassen zijn
uitbreidingen van de klassieke vergelijkingsoperatoren (steunende op het extensieprincipe van Zadeh (deel-
sectie 5.1.1)). Ondanks het feit dat getracht is om niet-scherpe aspecten te beschouwen op verschillende
niveaus van een objectgeorie¨nteerd databankmodel is er geen onderscheid gemaakt tussen onnauwkeurige
en onzekere informatie —alles wordt daarentegen voorgesteld onder dezelfde noemer “onzekerheid”—,
waardoor het geheel toch enige tekortkomingen vertoont.
Het op similariteiten gebaseerd model van George
In het voorstel van George worden verschillende vormen van niet scherpe informatie gemodelleerd met
behulp van zgn. similariteitsrelaties die toelaten om gelijkheid te veralgemenen tot similariteit (George
1992, George et al. 1993, George et al. 1997). Een similariteitsrelatie S˜ is hierbij een binaire vage relatie
die gedefinieerd is over een universum U , d.i.
S˜ : U × U → [0, 1]
en waarvan de lidmaatschapsfunctie µS˜ voldoet aan de eigenschappen:
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• Reflexiviteit. ∀ x ∈ U : µS˜(x, x) = 1
• Symmetrie. ∀ x, y ∈ U : µS˜(x, y) = µS˜(y, x)
• Transitiviteit. ∀ x, z ∈ U : µS˜(x, z) ≥ max{min(µS˜(x, y), µS˜(y, z))|y ∈ U}
De lidmaatschapsgraad µS˜(x, y) geeft de mate van similariteit tussen de elementen x en y aan.
Attributen worden los van een klasse gedefinieerd. Elk attribuut a heeft een domein dom van toegela-
ten waarden (indien a meerwaardig is, is het domein ℘(dom) \ {∅}). Wanneer het attribuut geassocieerd
wordt met een klasse, wordt er met deze associatie een bereik rng gedefinieerd dat de toegelaten attri-
buutwaarden voor de instanties van de klasse vastlegt. Hierbij geldt er dat rng ⊆ dom. Met elk domein
dom in het databankmodel is er een zgn. “similariteitsmatrix” geassocieerd die de mate van similariteit
µS˜(x, y) tussen elke twee elementen x en y van dom weergeeft.
De objecten van een klasse C kunnen niet-scherpe attribuutwaarden bevatten. De waarde van een
attribuut a in een instantie o van een klasse C kan buiten het bereik rngC(a) vallen. Hierom heeft
elk object oj een graad INC(rngC(ai)/oj(ai)) van lidmaatschap in de klasse C, welke afgeleid is uit de
“similariteitsmatrices” van de domeinen van zijn attributen ai en de mate waarin de attribuutwaarden
van het object verschillen van de waarden, die in het bereik van de attributen zijn vastgelegd.
Met elk attribuut ai dat geassocieerd is met een klasse C, wordt er eveneens een relevantiefactor
RLV (ai, C) geassocieerd die mede de lidmaatschapsgraden µC(oj) van de objecten oj in de klasse bepaalt:
µC(oj) = g(f(RLV (ai, C), INC(rngC(ai)/oj(ai))))
waarbij g en f functies zijn die gedefinieerd zijn voor C (f is een aggregaatoperatie die gedefinieerd is over
de attributen van C en g is de product-, minimum- of maximumfunctie afhankelijk van de “conceptuele
afstand” tussen oj en C). Een object oj wordt een vaag object in C genoemd als 0 < µC(oj) < 1. Een
(vaag) object o, dat (in een bepaalde mate) een instantie is van de klassen C1, . . . , Cn, n ∈ N0 wordt
algemeen voorgesteld door:
o = (i, < ak : ik, ak+1 : ik+1, . . . , aj : ij , . . . , am : im >,µC1(o), µC2(o), . . . , µCn(o))
waarbij i de identiteit is van o en ij de identiteit is van de waarde oj van het attribuut aj (d.i. elke
attribuutwaarde is zelf een object), ∀ j : j = 1, 2, . . . ,m.
De lidmaatschapsgraad van een klasse C in zijn superklasse Ci met attributen {a1, a2, . . . , an}, n ∈ N0
wordt op een analoge manier bepaald als:
µCi(C) = g(f(RLV (aj , Ci), INC(rngCi(aj)/rngC(aj))))
waarbij f nu afhankelijk is van de soort overervingsrelatie en INC(rngC(ai)/oj(ai)) de lidmaatschaps-
graad is van het bereik van elk (overgee¨rfd) attribuut van Ci in C (de geassocieerde relevantiefactor wordt
samen met het attribuut overgee¨rfd door de subklasse).
Met het domein dom van een niet-samengesteld (atomair) attribuut a van een klasse C wordt een
drempelwaarde Thresh(a) geassocieerd, die voor elk object van C de minimale toegelaten similariteit
tussen de waarden van het attribuut aangeeft. Hoe kleiner Thresh(a), hoe onnauwkeuriger een attribuut-
waarde mag zijn. Elk samengesteld attribuut bestaat uit atomaire attributen (op een bepaald niveau) die
elk een geassocieerde drempelwaarde hebben. Hierdoor wordt zijn drempelwaarde gezien als de vector
die samengesteld is uit de drempelwaarden van de domeinen van zijn niet-samengestelde attributen.
Bij het domein dom van een attribuut a wordt een zgn. niveau-waarde L(a) gedefinieerd die de mini-
maal toegelaten similariteit vastlegt tussen de waarden die via een unie kunnen worden samengevoegd.
Hierbij moet er gelden dat L(a) ≤ Thresh(a). De niveau-waarde wordt aangewend bij de definitie van
“redundantie”: twee objecten
o1 = (i(1), < a1 : i
(1)
1 , . . . , am : i
(1)
m >,µC1(o1), µC2(o1), . . . , µCn(o1))
en
o2 = (i(2), < a1 : i
(2)
1 , . . . , am : i
(2)
m >,µC1(o2), µC2(o2), . . . , µCn(o2))
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zijn redundant als ze ofwel een gelijke identiteit hebben, ofwel waarde-gelijk zijn, ofwel indien er voor elk
van hun attributen aj geldt dat
min{µS˜(x, y)|x, y ∈ i(1)j ∪ i(2)j } ≥ L(aj)
Voor redundante objecten is er als volgt een “Merge”-operatie gedefinieerd, die het mogelijk maakt om
de objecten “samen te voegen” tot een nieuw object o met een nieuwe identiteit i:
o = Merge(o1, o2) = (i, < a1 : i1, . . . , am : im >,µC1(o), µC2(o), . . . , µCn(o))
waarbij elke nieuwe identiteit ij een nieuw object identificeert (dat wordt bekomen door de corresponde-
rende objecten met respectievelijke identiteiten i(1)j en i
(2)
j samen te voegen) en elke µCi(o) de lidmaat-
schapsgraad is van o in de klasse Ci.
De “Merge”-operatie kan worden aangewend om de objecten van een databank volgens de onderlinge
similariteit tussen hun —overeenkomstige— attribuutwaarden te “hergroeperen”. Op deze manier kunnen
redundante objecten uit de databank worden verwijderd (na samenvoeging via de “Merge”-operatie).
Het databankmodel beschikt verder over een zgn. vage objectalgebra die opgebouwd is uit uitbreidingen
van de vijf “klassieke” operatoren —verschil, unie, product, projectie en selectie— en drie bijkomende
operatoren CNest (conjunctieve samenvoeging) en zijn inverse Unnest en DNest (disjunctieve samen-
voeging) die ingevoerd werden om het schema niveau klassen te kunnen manipuleren en samen te voegen.
Het FOOD-model van Bordogna et al.
Het FOOD-model (Bordogna et al. 1994, Lucarella et al. 1995, Bordogna et al. 1997, Bordogna et al. 1999)
is een uitbreiding van het op grafen gebaseerd objectmodel van Lucarella (Lucarella en Zanzi 1996), waarin
zowel het databankschema als de instanties worden gerepresenteerd als gerichte gelabelde grafen en waarin
de manipulatietaal wordt beschreven in termen van graaf-transformaties.
Het conceptueel schema Σ van het model van Lucarella is gedefinieerd als een quintuple (C, T,A,H, P ),
waarbij:
• C een eindige verzameling van (object-)klassen is;
• T een eindige verzameling van primitieve types is. Met elk type t ∈ T is er een verzameling van
toegelaten waarden V (t) geassocieerd;
• A een eindige verzameling van attributen is. Met elk attribuut is er een domein geassocieerd. Het
domein van een primitief attribuut is een primitief type t ∈ T , het domein van een complex attribuut
is een klasse c ∈ C;
• H ⊆ C × C de overervingsrelatie is. Dit is een partie¨le ordeningsrelatie, waarbij (ci, cj) ∈ H
betekent dat ci een subklasse is van cj ;
• P ⊆ C×A×(C∪T ) de eigenschappenrelatie is die de attributen aangeeft die met een klasse worden
geassocieerd. Indien (ci, a, cj) ∈ P betekent dit dat ci een attribuut a heeft met domein cj .
Het conceptueel schema Σ wordt voorgesteld door een gerichte gelabelde graaf G(Σ) = (N,E), waarbij:
• N = C ∪ T de verzameling is van alle knopen van de graaf. Elke klasse c ∈ C wordt voorgesteld
door een rechthoek met label c, elk type t ∈ T door een ovaal met label t;
• E = H ∪P de verzameling is van alle gelabelde zijden van de graaf. Elk element (ci, cj) ∈ H wordt
voorgesteld door een zijde van ci naar cj met label “is a”, elk element (ci, a, cj) ∈ P door een zijde
van ci naar cj met label a.
Het objectgeorie¨nteerd databanksysteem S wordt dan gedefinieerd als een quadruple (Σ, O, I, L), waarbij:
• Σ het hierboven gedefinieerde conceptueel schema is;
• O de verzameling is van alle objecten die aanwezig zijn in het systeem; V (T ) is de (deel)verzameling
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• I ⊆ (O × C) ∪ (V (T ) × T ) de instantierelatie is; elk object o ∈ O is een instantie van een klasse
c ∈ C en elke waarde v ∈ V (T ) is een instantie van een primitief type t ∈ T ;
• L ⊆ O × A× (O ∪ V (T )) de referentierelatie is; (oi, a, oj) ∈ L betekent dat oj de waarde is voor a
in het object oi.
Door middel van de instantierelatie I kan er voor de schemagraaf G(Σ) een instantiegraaf worden opge-
bouwd, waarvan de knopen corresponderen met de objecten en waarden die aanwezig zijn in het data-
bankbeheersysteem.
Voor het FOOD-model zijn de volgende uitbreidingen ingevoerd:
1. Definitie van vage attribuutwaarden. Vage attribuutwaarden worden voorgesteld door middel van
possibiliteitsdistributies die gedefinieerd zijn over het domein van het attribuut. Hiertoe wordt er een
zgn. verzameling van vage types Tv ingevoerd en wordt de uitgebreide verzameling van primitieve
types gedefinieerd als Te = T ∪ Tv. Voor deze verzameling geldt er dat: V (Te) = V (T ) ∪ V (Tv).
2. Definitie van vage klassen. Naar analogie met het voorgaande wordt de zgn. verzameling van vage
klassen Cf ingevoerd en wordt de uitgebreide verzameling van klassen gedefinieerd als Ce = C∪Cf .
3. Definitie van onzekere eigenschappen- en referentierelaties. Onzekerheid bij het associe¨ren van
een waarde met een attribuut van een object wordt geformaliseerd aan de hand van de onzekere
eigenschappenrelatie
Pu ⊆ Ce ×A× (Ce ∪ Te)
en de onzekere referentierelatie
Lu : Oe ×A× (℘(Oe) ∪ ℘(V (Te)))→ [0, 1]
waarbij Oe de uitgebreide tegenhanger is van de verzameling O.
4. Definitie van “versterkte” (onnauwkeurige) eigenschappen- en referentierelaties. Naast onzekerheid
kan er ook onnauwkeurigheid optreden bij het associe¨ren van een waarde met een attribuut van een
object. Dit wordt formeel gedefinieerd aan de hand van de “versterkte” eigenschappenrelatie
Ps ⊆ Ce ×A× (Ce ∪ Te)
en de “versterkte” referentierelatie
Ls ⊆ Oe ×A× (℘(Oe × T (Strength)) ∪ ℘(V (Te)× T (Strength)))
waarbij T (Strength) = {none, very low, low, high, very high, full} de verzameling is van de toe-
gelaten lingu¨ıstische termen voor de lingu¨ıstische veranderlijke Strength. Ook bij de elementen
van een onzekere eigenschappenrelatie kan er onnauwkeurigheid optreden. Hiertoe zijn de onzekere
“versterkte” eigenschappenrelatie
Psu ⊆ Ce ×A× (Ce ∪ Te)
en de onzekere “versterkte” referentierelatie
Lsu : Oe ×A× (℘(Oe × T (Strength)) ∪ ℘(V (Te)× T (Strength)))→ [0, 1]
ingevoerd.
5. Definitie van de “versterkte” (onnauwkeurige) instantierelatie. Deze wordt ingevoerd om toe te
laten dat een object slechts gedeeltelijk (in een bepaalde mate) een instantie is van een klasse en
wordt gedefinieerd als
If ⊆ Oe × Cf × T (Strength)
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6. Definitie van vage klassehie¨rarchiee¨n. Met de uitgebreide overervingsrelatie
Hf ⊆ Cf × Cf ×Modifiers
kan, door middel van de verzameling van namen van modificatoren Modifiers, worden uitgedrukt
in welke mate een object van een subklasse behoort tot de superklasse.
Deze uitbreidingen zijn aangewend bij de formele definitie van het uitgebreid conceptueel schema Σe en
het zgn. vaag objectgeorie¨nteerd multimediasysteem M , die door middel van een aangepaste voorstelling
grafisch kunnen worden voorgesteld (Bordogna et al. 1997, Bordogna et al. 1999).
Het UFO-model van Van Gyseghem
In het UFO-model (Van Gyseghem 1995, Van Gyseghem en De Caluwe 1997, Van Gyseghem 1998) wordt
getracht om een objectgeorie¨nteerd databankmodel zo volledig mogelijk uit te breiden naar zowel vaagheid
als onzekerheid toe. De voorgestelde uitbreiding situeert zich op verschillende modelniveaus (de waarde
van een attribuut, de definitie van een klasse, de relaties “is een instantie van” en “is een subklasse van”)
en behandelt zowel de structurele aspecten als de gedragsaspecten (Van Gyseghem 1995). De niet-scherpe
aspecten van het UFO-model kunnen worden onderverdeeld in twee soorten: de zgn. vage aspecten en de
zgn. onzekere aspecten.
Het vage gedeelte van het model bestaat uit een uitbreiding waarbij —in een objectgeorie¨nteerd
databankmodel— het concept (scherpe) verzameling vervangen wordt door het concept vage verzameling,
telkens wanneer dit mogelijk is en wanneer dit een extra waarde toevoegt aan het model. De volgende
aspecten komen hierbij aan bod (Van Gyseghem en De Caluwe 1996):
• Vage meerwaardige attributen. Deze worden gebruikt om vage “1:n” en “m:n” relaties tussen (pri-
mitieve of niet primitieve) objecten te representeren. Vage attribuutwaarden worden gemodelleerd
aan de hand van een generieke klasse “FuzzySet” die een superklasse is van een generieke klasse
“Set”.
• “Soft”-modelleren. “Soft”-modelleren laat toe om op een flexibele wijze benaderingen van de reali-
teit voor te stellen. Deze werkwijze vertoont enige overeenkomst met de notie van “Soft computing”,
waarbij men uitgaat van een vereenvoudigd model om heel snel tot het gewenste resultaat te ko-
men. In het UFO-model wordt “Soft”-modelleren ondersteund door de mogelijkheid om bij de
klassedefinitie vereiste en optionele eigenschappen te onderscheiden. Optionele eigenschappen cor-
responderen met specifieke eigenschappen van mogelijke subklassen die niet gedefinieerd zijn in het
databankschema. Zij worden niet noodzakelijk overgee¨rfd.
• Vage eigenschappen. Een vage eigenschap geldt niet noodzakelijk (in dezelfde mate) voor alle
instanties van een klasse. Met elke vage eigenschap is een drempelwaarde geassocieerd die de
minimaal vereiste mate van toepasbaarheid van de eigenschap op de instanties van de klasse vastlegt.
• Vage instanties, vage lidmaatschapsgraden en vage klassen. De relatie “is een instantie van” kan
worden vervaagd omdat de extentie van een klasse een verzameling is. Hiertoe zijn m.b.t. objecten
en klassen de concepten vage instantiegraad en vage lidmaatschapsgraad ingevoerd voor volledige
instanties van een superklasse die slechts vage (gedeeltelijke) instanties zijn van een subklasse. Een
vage instantie heeft een genormaliseerde vage verzameling van “directe” klassen. Een subklasse die
bekomen wordt door een vage beperking te definie¨ren voor een superklasse, is een vage klasse. De
extentie van een vage klasse is een vage verzameling van objecten.
• Vage specialisatie. Een vage specialisatie wordt gedefinieerd wanneer de superklasse van de specia-
lisatie een vage abstracte klasse is.
• Vage overerving. Het principe dat een subklasse de structuur en het gedrag van van een superklasse
overerft en verder specialiseert is “vervaagd” in het UFO-model: gedeeltelijke overerving introdu-
ceert een vage overervingsgraad die een bovengrens vastlegt voor de lidmaatschapsgraad van de
instanties van een subklasse in de extentie van de superklasse. Wanneer de superklasse zelf een vage
klasse is, wordt een vorm van conditionele overerving gebruikt.
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Het onzekere gedeelte van het model bestaat uit een uitbreiding waarbij possibiliteitsdistributies wor-
den gebruikt om onzekerheid in gegevens en informatie te kunnen modelleren. Een belangrijk concept
hierbij is het zgn. “rolobject” dat gebruikt wordt om de onzekere “rollen” van een object, d.i. zijn onze-
kere relaties met andere objecten of klassen, te modelleren. De volgende aspecten komen hierbij aan bod
(Van Gyseghem en De Caluwe 1996):
• Onzekere attribuutwaarden. Onzekere attribuutwaarden worden gedefinieerd aan de hand van pos-
sibiliteitsdistributies. Wanneer een object voorkomt in de context van een onzekere attribuutwaarde
—wat toegestaan is in het UFO-model—, dan treedt het op in een (tijdelijke) onzekere rol, wat
gemodelleerd wordt m.b.v. “rolobjecten”. Elke nieuwe onzekere rol definieert een nieuwe dimensie
in de hyperkubus van de “rolobjecten” die geassocieerd zijn met het object. Hierbij wordt er tevens
rekening gehouden met “verdere rolobjecten” die worden gebruikt om het gecombineerd voorkomen
van verschillende onzekere rollen te modelleren. Elk “rolobject” is initieel een duplicaat van het
origineel object en wordt aangepast naarmate er tentatieve methoden inwerken op het object in die
onzekere rol.
• Onzekere toepasbaarheid van eigenschappen. Wanneer het onzeker is of een optionele eigenschap
van toepassing is op een object, wordt de verzameling van de eigenschappen die van toepassing zijn,
gemodelleerd m.b.v. een possibiliteitsdistributie van vage verzamelingen van eigenschappen. Ook
voor het modelleren van deze vorm van onzekerheid worden “rolobjecten” gebruikt.
• Onzekere instanties. Onzekerheid m.b.t. de directe klasse waarvan een object een instantie is, wordt
gemodelleerd door het object te definie¨ren als een instantie van een possibiliteitsdistributie van
klassen. Een onzekere instantie wordt dan gemodelleerd als een tijdelijk object met geassocieerde
“rolobjecten” (e´e´n voor elke kandidaatklasse).
• Hypothetisch modelleren. Onzekere informatie over een databanktoepassing wordt gereflecteerd
in onzekerheden in het databankschema van de toepassing. Hypothetisch modelleren betekent dat
zulke (tijdelijke) onzekerheden in rekening worden gebracht, wat gebeurt door een zgn. hypothetisch
databankschema te definie¨ren.
• Onzekere eigenschappen. Een vorm van hypothetisch modelleren betreft het in rekening brengen
van de onzekerheid die kan optreden over het al dan niet insluiten van een eigenschap in de definitie
van een klasse. In een dergelijk geval worden alle instanties van de klasse analoog behandeld als bij
onzekere toepasbaarheid van eigenschappen.
• Onzekere overerving. Een andere vorm van hypothetisch modelleren betreft het behandelen van
de onzekerheid die kan optreden bij de overerving tussen klassen. Hierbij wordt zowel rekening
gehouden met de onzekerheid over de overerving van eigenschappen als met de onzekerheid over
het lidmaatschap in de superklasse van de instanties van de subklasse en gebeurt het modelleren
eveneens m.b.v. “rolobjecten”.
• Onzekerheid over vaagheid. Onzekerheid in het “vage gedeelte” wordt gemodelleerd met possibili-
teitsdistributies van lidmaatschapsgraden in de vage verzamelingen.
De vage algebra van Rocacher et al.
De vage algebra van Rocacher et al. is een uitbreiding van de zgn. EQUAL-algebra die deel uitmaakt
van het scherp objectgeorie¨nteerd databankmodel ENCORE (Shaw en Zdonik 1990). De uitbreiding is
gebaseerd op het “ODMG-93”-model (Cattell 1994) en is erop gericht om vage gegevens te kunnen voor-
stellen en manipuleren (vage bevraging). Het modelleren van onzekere gegevens wordt niet ondersteund
(Rocacher en Connan 1996).
Voor de voorstelling van vage gegevens is er een generieke klasse FuzzySet(T ) ingevoerd waarin een
aantal operatoren over vage verzamelingen gedefinieerd zijn. Speciale operatoren uit de klasse genereren
een vage verzameling van elementen van het type T . Voorbeelden van dergelijke operatoren zijn de
about-operator, die na toepassing op een geheel getal (bv. about(5)) resulteert in een vage verzameling
van gehele getallen en de uitbreidingen van de klassieke vergelijkingsoperatoren (bv. approximately equal,
a lot larger than, enz.).
202 HOOFDSTUK 5. OMTRENT NIET-SCHERPE DATABANKMODELLEN
De niet minimale verzameling van algebra¨ısche operatoren van de EQUAL-algebra (Shaw en Zdonik
1990) is gebruikt als basis voor de vage algebra. Binnen deze verzameling wordt er een onderscheid ge-
maakt tussen operatoren voor het bevragen van gegevens (select, image, project, join, union, intersection
en difference) en operatoren voor het wijzigen van gegevens (flatten, nest en unnest).
Voor de vage algebra zijn de bevragingsoperatoren als volgt uitgebreid:
• De operatoren union, intersection en difference. Deze operatoren zijn uitgebreid volgens de
“standaard veralgemening” van L.A. Zadeh.
• De select-operator. Met S˜ een vage verzameling van objecten en p een predikaat, resulteert de
operatie
select(S˜, p) = {s|(s in S˜) ∧ p(s)}
in een vage verzameling R˜ van objecten uit S˜ die alle in zekere mate —bepaald door een lidmaat-
schapsfunctie µp— voldoen aan het opgegeven predikaat p. Hierbij is de lidmaatschapsgraad µR˜(s)
van een object s uit S˜ gedefinieerd als:
µR˜(s) = min(µS˜(s), µp(s))
• De image-operator. Deze operator zorgt ervoor dat een gegeven functie f wordt toegepast op elk
object uit een gegeven vage verzameling S˜ van objecten en is gedefinieerd als:
image(S˜, f) = {f(s)|(s in S˜)}
De lidmaatschapsgraad van een object r in de resulterende vage verzameling R˜ wordt bekomen




• De project-operator. Deze operator is een uitbreiding van de image-operator en resulteert in een
vage verzameling R˜ van n-tuples die elk worden opgebouwd uit de resulterende objecten van n
gegeven functies fi, i = 1, . . . , n (n ∈ N0) die alle inwerken op een gegeven vage verzameling S˜ van
objecten. De evaluatie van een gegeven (vaag) predikaat pR˜ wordt gebruikt voor de bepaling van
de mate waarin een tuple uit R˜ overeenstemt met het vaag concept dat beschreven wordt door R˜.
Zodoende wordt de project-operator gedefinieerd als:
project(S˜, < (A1, f1), . . . , (An, fn) >, pR˜) = {< A1 : f1(s), . . . , An : fn(s) > |(s in S˜) ∧ pR(s)}




• De join-operator. De join-operatie maakt gebruik van een (vaag) predikaat p om te bepalen of
objecten uit twee gegeven vage verzamelingen S˜1 en S˜2 gerelateerd zijn met elkaar. Het resultaat
is een zgn. expliciete (vage) relatie (een vage verzameling van tuples R˜) tussen de objecten van de
twee vage verzamelingen. De operator is gedefinieerd als:
join(S˜1, S˜2, A1, A2, p) = {< A1 : s1, A2 : s2 > |(s1 in S˜1) ∧ (s2 in S˜2) ∧ p(s1, s2)}
De lidmaatschapsgraad van een tuple in de resulterende vage verzameling R˜ is hierbij:
µR˜(< A1 : s1, A2 : s2 >) = min(µS˜1(s1), µS˜2(s2), µp((s1, s2)))
Ook voor de flatten-, nest- en unnest-operatoren zijn er binnen de vage algebra gelijkaardige uit-
breidingen voorzien (Rocacher en Connan 1996).
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De vage Association-algebra van Na en Park
Het vaag objectgeorie¨nteerd datamodel (F-model) en de vage Association-algebra (FA-algebra) voor het
F-model (Na en Park 1997) zijn gedefinieerd als uitbreidingen van het datamodel van Su et al. en de
ermee samengaande Association-algebra (Su et al. 1993) (deelsectie 1.5.1).
Het F-model is opgebouwd rond de concepten vage klassen —met vage attributen— en vage associaties
(die zwakker of sterker kunnen zijn). Vage attribuutwaarden worden gemodelleerd door objecten die
lingu¨ıstische termen representeren en op dezelfde manier worden voorgesteld als de andere (vage) objecten
uit de databank. Databanken worden gerepresenteerd door een vage schemagraaf op het “meta”-niveau
en door een vage objectgraaf op het “gegevens”-niveau.
In een vage schemagraaf kunnen de (vage) klassen en de (vage) associaties tussen de klassen gelabeld
zijn met een vage lingu¨ıstische term zoals bv. “rijke persoon” of “geleerde persoon” voor vage klassen en
“kan zijn” of “goed gedefinieerd” voor de vage associaties.
In een vage objectgraaf is er met elk object van een vage klasse en met elke (vage) associatie tussen twee
objecten een lidmaatschapsgraad geassocieerd, die respectievelijk aangeeft in welke mate het object een
instantie is van de klasse en in welke mate de twee betreffende objecten geassocieerd zijn met elkaar. Een
vaag associatiepatroon (kortweg vaag patroon genoemd) wordt gedefinieerd als een verbonden subgraaf
van een vage objectgraaf. Met elk associatiepatroon is er een graad van waarheid geassocieerd. Er
bestaan vijf types van primitieve vage patronen en e´e´n complex vaag patroontype dat samengesteld is
uit primitieve vage patronen.
De FA-algebra bestaat uit zeven operatoren: twee unaire operatoren Select (σ) en Project (pi) en vijf
binaire operatoren Associate (∗), Complement (|), Union (+), Difference (−) en Intersect (•). Deze
operatoren werken alle in op vage patronen en resulteren in (andere) vage patronen. Het bewerken van een
databank is gebaseerd op het vergelijken en manipuleren van associatiepatronen van zowel homogene als
heterogene patronen van objectassociaties en het evalueren van de waarheidsgraden van deze patronen.
Zo is het bevragen bijvoorbeeld gebaseerd op het vergelijken van een patroon met een bevragingspatroon.
De waarheidsgraad geeft dan de mate aan waarin het patroon geschikt is als resultaat van de bevraging.
Aangezien kan worden aangetoond dat er voor elk vaag associatiepatroon in de vage objectgraaf van een
vage objectgeorie¨nteerde databank een algebra¨ısche expressie bestaat, is de FA-algebra compleet.
Het FIRMS-model van Mouaddib et al.
Het FIRMS-model (Mouaddib en Foucaut 1995, Mouaddib en Subtil 1997) (voluit “Fuzzy Information
Retrieval and Management System”) laat toe om zowel vage, onzekere als onvolledige informatie te
behandelen. Hiertoe zijn de concepten “genuanceerde waarde” en “genuanceerd domein” ingevoerd en is
gebruik gemaakt van het “vaag thesaurus” concept om de waarden van discrete attributen te beperken.
Een zgn. Chomsky-grammatica (Mouaddib en Subtil 1997) wordt gebruikt om de karakteristieke functies
van de thesaurustermen te genereren. In het FIRMS-model worden er geen klassehie¨rarchiee¨n beschouwd
zodat het model bezwaarlijk een objectgeorie¨nteerd model kan worden genoemd.
Drie verschillende soorten van attributen worden onderscheiden: basisattributen, berekende attributen
en aggregaatattributen. Een basisattribuut is niet samengesteld uit andere attributen en zijn waarde kan
niet worden berekend uit de waarden van andere attributen, een attribuut is een berekend attribuut als er
met het attribuut een functie is geassocieerd die toelaat om zijn waarde te berekenen en een aggregaatat-
tribuut is een attribuut dat samengesteld is uit een verzameling van attributen. Bij het beschrijven van
een object uit een beschouwde databank dient men voor elk basisattribuut een “genuanceerde waarde” op
te geven, die noodzakelijkerwijze element moet zijn van het “genuanceerde domein” van het attribuut,
dat op zijn beurt bestaat uit de verzameling van alle toegelaten associaties “waarde/nuance” voor het
betreffende attribuut. Een “waarde” kan hierbij een “klassieke” domeinwaarde zijn (bv. een getal, een
naam) of een vage waarde zijn (bv. een lingu¨ıstische term die een vage verzameling representeert). Een
“nuance” is een term die de betekenis van de geassocieerde “waarde” wijzigt (bv. “ongeveer”, “zeer”).
Een “genuanceerde waarde” bestaat dan uit een (toegelaten) associatie “waarde/nuance” en een graad
van onzekerheid die aan deze associatie is verbonden.
Een object van de databank wordt voorgesteld door een verzameling
{< a, nv, rel, agg >}
van quadruples. Hierbij bestaat elk quadruple uit een attribuut a, een “genuanceerde waarde” nv, een
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graad van relevantie rel ∈ [0, 1] —die de relevantie van het attribuut ten opzichte van de attributen uit de
andere quadruples van de verzameling weergeeft— en een verzameling agg die bestaat uit de attributen
waaruit a is samengesteld (en dus ledig is wanneer a geen aggregaatattribuut is).
Het manipuleren en bevragen van een databank gebeurt voornamelijk door de objecten te vergelijken
met zgn. profielbeschrijvingen die opgegeven zijn door de gebruiker. Een profielbeschrijving is eveneens
gedefinieerd als een verzameling
{< a, nv, imp, agg >}
van quadrupels, waarbij de componenten a, nv en agg analoog gedefinieerd zijn als bij objecten en de
component imp ∈ [0, 1] de (relatieve) graad van belangrijkheid is van het “criterium” a ten opzichte
van de andere “criteria” in het profiel. Als resultaat van een dergelijke vergelijking wordt een geordende
lijst van objecten bekomen, waarbij de ordening geschiedt op basis van zgn. graden van voldoening die
berekend worden door gebruik te maken van possibiliteitsmaten en necessiteitsmaten.
Het “vaag thesaurus” concept wordt gebruikt om verbanden tussen termen te modelleren. De (re-
latieve) “sterkte” van een verband wordt gemodelleerd door een geassocieerde lidmaatschapsgraad. Een
“vaag thesaurus” is gedefinieerd als een quadrupel
< T,R,L, I >
waarbij T een verzameling is van termen, R een verzameling is van soorten verbanden, I een verzameling
is van lidmaatschapsgraden ∈ [0, 1] en L : T ×R× T → I een functie is die resulteert in een verzameling
van (vage) verbanden tussen termen. Via deze verbanden kunnen er zgn. paden worden gecree¨erd die
toelaten om vanuit een bepaalde term een andere term te bereiken. Om de verzameling van alle geldige
paden te definie¨ren wordt een zgn. Chomsky-algebra (Mouaddib en Subtil 1997) gebruikt. De termen
van een “vaag thesaurus” worden aangewend om een object te beschrijven of een bevraging te formuleren.
Hiertoe wordt voor elke term die deel uitmaakt van de beschrijving van een object een vage verzameling
van geassocieerde termen bepaald. De gebruikte algebra bepaalt hierbij de methode om de geassocieerde
termen terug te vinden. De teruggevonden termen worden dan vergeleken met de termen die het profiel
van de bevraging beschrijven en de termen die met deze beschrijvende termen zijn geassocieerd. Daarbij
wordt er een soort “afstand” tussen het object en het profiel berekend, die wordt aangewend om de
resulterende objecten te bepalen en te ordenen.
Enkele opmerkingen omtrent deze databankmodellen
Elk van de hierboven besproken databankmodellen gaat uit van een eigen scherp databankmodel dat dan
verder wordt uitgebreid naar een niet-scherp databankmodel.
Geen enkel scherp basismodel is volledig conform met de ODMG de facto standaard. Het voorstel
van Rocacher et al. en het UFO-model bieden wel enige conformiteit en zouden mits enkele aanpassingen
kunnen conform worden gemaakt. Het model van Rossazza et al. en het FIRMS-model van Mouaddib
et al. kunnen slechts bezwaarlijk objectgeorie¨nteerd worden genoemd. Steeds meer onderzoeksgroepen
onderkennen echter de nood aan een (de facto) standaard voor conceptspecificaties. Dit resulteerde
ondermeer in een voorstel om de ODMG de facto standaard uit te breiden tot de zgn. “fuzzy”-ODMG
(FODMG) de facto standaard voor een niet-scherp objectgeorie¨nteerd databankmodel (Cross et al. 1997).
Hoewel dit initiatief nog verder dient te worden uitgewerkt, geeft het wel een indicatie van het belang
van de ODMG-specificaties voor de verdere ontwikkeling van niet-scherpe databankmodellen.
Naar een formeel databankmodel toe zijn het FOOD-model en het F-model met de ermee samengaande
FA-algebra zeker goede initiatieven. Met de vage algebra van Rocacher et al. wordt een beeld gegeven
van hoe een objectgeorie¨nteerde “niet-scherpe” algebra kan worden opgebouwd.
Het objectgeorie¨nteerd model van Tanaka et al. en vooral het UFO-model zijn de meest uitgebreide
modellen zowel op gebied van vaagheid als op gebied van onzekerheid, terwijl het op similariteiten ge-
baseerd model van George en het FIRMS-model van Mouaddib et al. opvallen door hun “alternatieve”
manier van gegevensmodelleren.
5.2.3 Naar een veralgemening van het voorgestelde scherp databankmodel
In de volgende hoofdstukken wordt een nieuw formeel databankmodel voor het beheer van niet-scherpe
informatie opgebouwd. Het scherp objectgeorie¨nteerd databankmodel dat voorgesteld werd in het eerste
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deel van dit werk, zal hierbij als basis worden gebruikt. Eerder dan de bestaande definities uit te breiden
wordt het scherp model veralgemeend. Naast aantonen dat het scherpe model kan worden veralgemeend
tot een model voor het beheer van niet-scherpe informatie is het de bedoeling om een nieuw databankmodel
op te bouwen dat:
• formeel gedefinieerd is;
• objectgeorie¨nteerd is;
• conform is met de ODMG de facto standaard, voor wat het scherpe gedeelte betreft;
• toelaat om de semantiek van de gegevens zo natuurgetrouw mogelijk te modelleren;
• toelaat om zowel onnauwkeurige, onvolledige als onzekere informatie te behandelen;
• voorziet in mogelijkheden om inconsistente informatie te voorkomen;
• voorziet in mogelijkheden om de integriteit van de databanken ten alle tijde te garanderen.
De specificaties van het UFO-model (Van Gyseghem 1995, Van Gyseghem en De Caluwe 1997,
Van Gyseghem 1998), dat een volledig en uniek overzicht biedt van de potentie¨le vage en onzekere
aspecten in een objectgeorie¨nteerd databankmodel, worden hierbij aangewend als richtlijnen.
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Hoofdstuk 6
De Definitie van een Veralgemeend
Type en zijn Instanties: het
Veralgemeend Typesysteem
The idea that information can be stored in a changing world without an overwhelming depre-
ciation of its value is false . . .
Norbert Wiener (1894–1964), Amerikaans wiskundige, grondlegger van de cybernetica. Geci-
teerd uit: The Human Use of Human Beings, hoofdstuk 7 (1950).
In een eerste stap bij het veralgemenen van het scherp databankmodel wordt het typesysteem veralge-
meend tot een veralgemeend typesysteem. Het veralgemeend typesysteem laat toe om veralgemeende types
te definie¨ren, die onmisbaar zijn voor de opbouw van het veralgemeend objectgeorie¨nteerd databankmodel.
6.1 Enkele voorbeschouwingen
Elk veralgemeend type wordt gezien als de veralgemening van een scherp type en wordt eveneens gekarak-
teriseerd door e´e´n externe typespecificatie en e´e´n of meerdere interne type-implementaties.
6.1.1 De typespecificaties
Bij de veralgemeende types wordt de syntaxis en de semantiek van het type eveneens vastgelegd door
middel van een typespecificatie. Indien de typespecificatie van een scherp type wordt voorgesteld als ts, zal
de typespecificatie van het veralgemeend type (dat de veralgemening is van dat scherp type) bij conventie
worden aangeduid als ˜˜ts.
De verzameling van alle uitdrukkingen die voldoen aan de syntaxis van een typespecificatie die voor-
komt binnen het veralgemeend typesysteem wordt genoteerd als ˜˜T spec. Het formeel definie¨ren van deze
verzameling is e´e´n van de doelstellingen van dit hoofdstuk. Zoals dit zal worden besproken in deelsec-
tie 6.1.3, blijft de onderverdeling van het typesysteem in vier niet-overlappende categoriee¨n1 behouden. Zo
wordt er in het veralgemeend typesysteem een onderscheid gemaakt tussen het veralgemeende “void”-type
˜˜Void, de categorie van de veralgemeende referentietypes, de categorie van de veralgemeende literaaltypes
en de categorie van de veralgemeende objecttypes, waarvan de verzamelingen van geldige uitdrukkingen
respectievelijk worden genoteerd als ˜˜T reference,
˜˜T literal en
˜˜T object. De verzameling
{{ ˜˜Void}, ˜˜T reference, ˜˜T literal, ˜˜T object}
is bij definitie een partitie van de verzameling ˜˜T spec.
1Het concept categorie dient ook hier ge¨ınterpreteerd te worden in de alledaagse betekenis van het woord
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Figuur 6.1: Scherpe gegevens als speciaal geval van algemene gegevens.
Ook de formele specificatie van de semantiek blijft behouden bij de veralgemeende types (cf. defini-
tie 2.1). Een belangrijk verschilpunt is, dat bij een veralgemeend type het concept (aangegeven) domein
ruimer —algemener— is gedefinieerd. Als gevolg hiervan zijn ook de verzameling van operatoren en de
verzameling van axioma’s verruimd.
De veralgemening van het concept domein
Voor de veralgemeende types wordt het concept domein per definitie veralgemeend tot een verzameling
die ook niet-scherpe gegevenselementen bevat. De bedoeling hiervan is, om naast de scherpe gegevens,
ook onnauwkeurige en onzekere gegevens te kunnen modelleren.
Eerder dan de bestaande domeinenwaarden uit te breiden met nieuwe waarden, wordt ervoor gekozen
om alle domeinwaarden te veralgemenen en uit te gaan van een uniforme voorstellingswijze voor alle
gegevens. Deze keuze is mogelijk en verantwoord omdat de scherpe gegevens slechts een deelverzameling
vormen van de verzameling van alle (algemene) gegevens die voorkomen in de ree¨le wereld (cf. figuur 6.1).
Voor de formalisering van de veralgemening van het concept domein wordt er gesteund op de vage
verzamelingenleer. Centraal hierbij staat het veralgemenen van domeinwaarden tot zogenoemde twee-
niveau vage verzamelingen (Klir en Yuan 1995), die gedefinieerd zijn over een scherpe verzameling van
vage verzamelingen, die op hun beurt gedefinieerd zijn over een scherp universum U (kortweg ook twee-
niveau vage verzamelingen die gedefinieerd zijn voor het scherp universum U genoemd). Deze twee-niveau
vage verzamelingen worden in dit werk genoteerd als
˜˜V = {µ ˜˜V (V˜ )/V˜ |∀ V˜ ∈ U
′ : µ ˜˜V (V˜ ) > 0}
waarbij U ′ ⊆ ℘˜(U) en elke vage verzameling V˜ genoteerd wordt als
V˜ = {µV˜ (x)/x|∀ x ∈ U : µV˜ (x) > 0}
De lidmaatschapsgraden µ ˜˜V (V˜ ) van de vage verzamelingen V˜ uit de twee-niveau vage verzameling
˜˜V
worden ge¨ınterpreteerd als graden van onzekerheid; de lidmaatschapsgraden µV˜ (x) van de elementen x
uit een vage verzameling V˜ , als graden van onnauwkeurigheid —d.i. als graden van overeenstemming of
als graden van waarheid— (cf. deelsectie 5.1.1).
Het gebruik van twee-niveau vage verzamelingen en de resp. interpretatie van de voorkomende lid-
maatschapsgraden als graden van onzekerheid en graden van onnauwkeurigheid, laat het toe om gegevens
op een uniforme wijze voor te stellen:
• een scherp gegeven x ∈ U wordt voorgesteld als een genormaliseerde twee-niveau vage verzameling
˜˜V die slechts e´e´n element V˜ bevat, dat op zijn beurt een genormaliseerde vage verzameling is met
e´e´n element, d.i.
˜˜V = {1/{1/x}}
• een onnauwkeurig gegeven uit een universum U wordt voorgesteld als een genormaliseerde twee-
niveau vage verzameling ˜˜V die slechts e´e´n element V˜ bevat, dat een vage verzameling is en verschilt
van alle vage verzamelingen {1/x} met x ∈ U , d.i.
˜˜V = {1/V˜ }, met ∀ x ∈ U : V˜ 6= {1/x}
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• een onzeker gegeven uit het universum U wordt voorgesteld als een twee-niveau vage verzameling
˜˜V die minstens e´e´n element V˜ bevat met lidmaatschapsgraad verschillend van e´e´n, d.i
∃ V˜ ∈ ℘˜(U) : 0 < µ ˜˜V (V˜ ) < 1
bij dit laatste kunnen de volgende twee voorkomende gevallen worden onderscheiden:
– is elke voorkomende vage verzameling V˜ een genormaliseerde vage verzameling met e´e´n element,
dan zijn de onzekere waarden scherp omschreven;
– bestaat er minstens e´e´n vage verzameling V˜ die niet genormaliseerd is of meer dan e´e´n element
bevat, dan is de corresponderende onzekere waarde onnauwkeurig omschreven.
Door aparte niveaus (van een twee-niveau vage verzameling) te gebruiken voor het modelleren van
onzekerheid en voor het modelleren van onnauwkeurigheid is het dus eveneens mogelijk om het
gecombineerd voorkomen van onzekerheid en vaagheid te modelleren. Voortaan zal het niveau voor
het modelleren van onzekerheid, kortweg het “onzeker” niveau worden genoemd en het niveau voor
het modelleren van onnauwkeurigheid het “vaag” niveau.
Het (scherp) domein van elk type uit het scherp typesysteem dat geen objecttype is, wordt in het veral-
gemeende typesysteem veralgemeend tot een domein, dat bestaat uit twee-niveau vage verzamelingen die
gedefinieerd zijn voor dit scherp domein. Hierbij wordt er een onderscheid gemaakt tussen twee mogelijke
gevallen:
1. het domein domts van het scherp type met specificatie ts wordt veralgemeend tot:
dom ˜˜ts = ℘˜(℘˜(domts))
wat de meest algemene vorm van veralgemenen is;
2. het domein domts van het scherp type met specificatie ts wordt veralgemeend tot:
dom ˜˜ts = ℘˜({{1/x}|x ∈ domts})
waardoor er geen onnauwkeurige gegevens zijn toegelaten in dom ˜˜ts. Dit is bijvoorbeeld het geval
bij de veralgemening van het domein van de Boolese gegevens (cf. deelsectie 6.5).
Voor een objecttype volgt de veralgemening van het domein intrinsiek uit de veralgemeningen van de
domeinen van de types van de eigenschappen van het objecttype.
Bij definitie bevat het domein domts van een scherp type met specificatie ts een niet-gedefinieerde
waarde ⊥ts. Omdat deze niet-gedefinieerde waarde niet uitgesloten wordt bij de definitie van de ver-
algemening dom ˜˜ts van domts, bevat het veralgemeende domein dom ˜˜ts meerdere elementen waarin de
niet-gedefinieerde waarde ⊥ts voorkomt. Elk van deze elementen stelt een niet-gedefinieerde waarde van
het veralgemeende domein dom ˜˜ts voor en kan in het veralgemeende typesysteem worden gebruikt voor het
modelleren van ontbrekende of onvolledige informatie.
Alle vage verzamelingen V˜ die gedefinieerd zijn over de domeinwaarden van een scherp type met
specificatie ts en die de niet-gedefinieerde waarde ⊥ts bevatten, d.i. µV˜ (⊥ts) 6= 0, worden bij definitie als
gelijk beschouwd. Hierom wordt de definitie van de (standaard) gelijkheid van vage verzamelingen, voor
dergelijke vage verzamelingen, als volgt uitgebreid:
Definitie 6.1 (Uitbreiding standaard gelijkheid) Zijn V˜1 en V˜2 twee vage verzamelingen die gede-
finieerd zijn over het domein domts van een scherp type t ∈ T met specificatie spec(t) = ts, dan geldt er
voortaan:
V˜1 = V˜2 ⇔ (∀ x ∈ domts : µV˜1(x) = µV˜2(x)) ∨ (µV˜1(⊥ts) 6= 0 ∧ µV˜2(⊥ts) 6= 0)

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Voor alle andere vage verzamelingen en in het bijzonder voor de twee-niveau vage verzamelingen (die
alle gedefinieerd zijn over een scherpe verzameling van vage verzamelingen), geldt deze uitbreiding niet.
Zo blijft het mogelijk om, in het geval van onzekerheid, een zinvol onderscheid te maken tussen twee niet-
gedefinieerde elementen ˜˜V 1 en
˜˜V 2 uit het veralgemeende domein dom ˜˜ts waarvoor de lidmaatschapsgraad
van de vage verzameling {1/⊥ts} (die omwille van definitie 6.1 gelijk is aan elke andere vage verzameling
die gedefinieerd is over hetzelfde universum en het element ⊥ts bevat) verschillend is, m.a.w. waarvoor
µ ˜˜V 1
({1/⊥ts}) 6= µ ˜˜V 2({1/⊥ts})
Voorbeeld 6.1
Het gegeven dat de partner van een persoon Jan mogelijk Ria is, (minder) mogelijk Els is, of mogelijk
niet-gedefinieerd is (omdat men bv. wenst rekening te houden met de mogelijkheid dat het iemand anders





deze twee-niveau vage verzamelingen zijn niet gelijk en dienen anders te worden ge¨ınterpreteerd: in het
eerste geval is gemodelleerd dat het even mogelijk geacht wordt dat de partner Ria is of niet-gedefinieerd
is; in het tweede geval is gemodelleerd dat de mogelijkheid dat de partner niet-gedefinieerd is, (zeer) klein
geacht wordt. 
Als alternatief voor het feit dat er meerdere representaties gebruikt worden voor de niet-gedefinieerde
waarde uit een veralgemeend domein, zou er voor elk veralgemeend domein dom ˜˜ts een niet-gedefinieerde
waarde ⊥ ˜˜ts kunnen worden ingevoerd. Een dergelijke aanpak zou echter voor onnodige complicaties
zorgen: ofwel sluit men de niet-gedefinieerde waarden uit de “scherpe” domeinen uit bij de veralgemening,
wat maakt dat de definities van de “scherpe” operatoren niet zomaar kunnen worden veralgemeend,
ofwel sluit men deze niet-gedefinieerde waarden niet uit en worden de definities van de operatoren over
de veralgemeende domeinen eveneens complexer (aangezien de “nieuwe” niet-gedefinieerde waarde in
rekening moet worden gebracht), wat o.m. tot complicaties leidt wanneer er een extensieprincipe wordt
toegepast (cf. de eerstvolgende deelsectie).
De verruiming van de operatoren
Het veralgemenen van het domein van een (scherp) type tot het domein van een veralgemeend type heeft
een rechtstreekse impact op de definities van de operatoren die deel uitmaken van de semantiek van het
veralgemeend type: elk van deze operatoren is namelijk gedefinieerd voor de waarden uit het domein van
het veralgemeend type.
Algemeen kunnen er bij de definitie van een veralgemeend type drie soorten voorgedefinieerde operato-
ren (en hun geassocieerde axioma’s) voorkomen: de uitgebreide operatoren, de veralgemeende operatoren
en de operatoren voor het werken met (twee-niveau) vage verzamelingen. Elk van deze soorten wordt
hieronder uitvoerig behandeld.
De uitgebreide operatoren. De uitgebreide operatoren die gedefinieerd zijn voor het domein van
een veralgemeend type zijn alle uitbreidingen van operatoren die gedefinieerd zijn voor het domein van
het scherp type waarvan het veralgemeend type een veralgemening is. Voor scherpe argumentwaarden
gedragen deze operatoren zich identiek als hun scherpe tegenhanger uit het scherp typesysteem. Komt er
in de argumentwaarden minstens e´e´n niet-scherpe waarde voor, dan resulteert de uitgebreide operator in
een niet-gedefinieerde waarde.
De verzameling van alle uitgebreide operatoren die gedefinieerd zijn over het domein van een veralge-
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Omdat elke (uitgebreide) operator uit deze verzameling gedefinieerd is als de uitbreiding van een
operator die gedefinieerd is voor het type met specificatie ts, moet er voor elke operator
˜˜Φ ∈ Oextended
(ts, ˜˜ts)
een “corresponderende” operator Φ bestaan, die gedefinieerd is voor het type met specificatie ts en bij
definitie van de vorm
Φ : domts1 × · · · × domtsn → domtsn+1
moet zijn, d.i.
Definitie 6.2 (Voorwaarde ˜˜Φ ∈ Oextended
(ts, ˜˜ts)




∀ ˜˜Φ : ˜˜X1 × · · · × ˜˜Xn → ˜˜Xn+1 ∈ Oextended(ts, ˜˜ts) , ∃ Φ : domts1 × · · · × domtsn → domtsn+1 ∈ Ots \ {⊥},
∀ 1 ≤ i ≤ n+ 1 ∈ N0 : ˜˜Xi = dom ˜˜tsi

Het is deze “corresponderende” operator Φ die zal worden aangewend om de semantiek van de uitge-
breide operator ˜˜Φ te definie¨ren: de semantiek van de operatoren uit de verzameling
Oextended
(ts, ˜˜ts)
wordt volledig vastgelegd in de verzameling van axioma’s
Aextended
(ts, ˜˜ts)
die als volgt wordt gedefinieerd:
Definitie 6.3 (Verzameling Aextended
(ts, ˜˜ts)
) De verzameling Aextended
(ts, ˜˜ts)
is zodanig opgebouwd dat er een een-
duidige correspondentie bestaat tussen de operatoren uit de verzameling Oextended
(ts, ˜˜ts)
en de axioma’s uit de
verzameling Aextended
(ts, ˜˜ts)
, d.i. met elk axioma uit Aextended
(ts, ˜˜ts)
correspondeert er juist e´e´n operator uit Oextended
(ts, ˜˜ts)
en met elke operator uit Oextended
(ts, ˜˜ts)
correspondeert er juist e´e´n axioma uit Aextended
(ts, ˜˜ts)
.
Voor een gegeven operator
˜˜Φ : dom ˜˜ts1 × · · · × dom ˜˜tsn → dom ˜˜tsn+1 ∈ O
extended
(ts, ˜˜ts)
met “corresponderende” scherpe operator
Φ : domts1 × · · · × domtsn → domtsn+1 ∈ Ots
wordt het corresponderende axioma gedefinieerd als:
∀ ˜˜x1, . . . , ˜˜xn ∈ ˜˜X1 × · · · × ˜˜Xn :
˜˜Φ(˜˜x1, . . . , ˜˜xn) =
{
f−1t (Φ(ft(˜˜x1, . . . , ˜˜xn))) als ∀ 1 ≤ i ≤ n, i ∈ N0,∃ xi ∈ domtsi : ˜˜xi = {1/{1/xi}}
{1/{1/⊥ts′}} in alle andere gevallen
waarbij ft een transformatiefunctie is, die als volgt gedefinieerd wordt:
∀ ˜˜x1, . . . , ˜˜xn ∈ dom ˜˜ts1 × · · · × dom ˜˜tsn : ft((˜˜x1, . . . , ˜˜xn)) = (x
′
1, . . . , x
′
n)
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met
∀ 1 ≤ i ≤ n : x′i =
{
xi als ˜˜x1 = {1/{1/xi}}
⊥tsi in alle andere gevallen
en f−1t een “inverse” transformatiefunctie is, die als volgt gedefinieerd wordt:
f−1t : domtsn+1 → dom ˜˜tsn+1
xn+1 7→ {1/{1/xn+1}}

De veralgemeende operatoren. De veralgemeende operatoren die gedefinieerd zijn voor het domein
van een veralgemeend type zijn alle veralgemeningen van operatoren die gedefinieerd zijn voor het domein
van het scherp type waarvan het veralgemeend type een veralgemening is. Om te komen tot de definitie
van de veralgemeende operator wordt het extensieprincipe van L.A. Zadeh (cf. deelsectie 5.1.1) gebruikt.
De verzameling van alle veralgemeende operatoren die gedefinieerd zijn over het domein van een




Omdat elke (veralgemeende) operator uit deze verzameling gedefinieerd is als de veralgemening van
een operator die gedefinieerd is voor het type met specificatie ts, moet er voor elke operator
˜˜Φ ∈ Ogeneralised
(ts, ˜˜ts)
een “corresponderende” operator Φ bestaan, die gedefinieerd is voor het type met specificatie ts en bij
definitie van de vorm
Φ : domts1 × · · · × domtsn → domtsn+1
moet zijn. Daarenboven moet er voor het domein dom ˜˜ts′ van het type
˜˜ts′ van de veralgemeende operatie
bij definitie gelden dat:
dom ˜˜ts′ = ℘˜(℘˜(domtsn+1)) ∨ dom ˜˜ts′ = ℘˜({{1/x}|x ∈ domtsn+1})
Definitie 6.4 (Voorwaarde ˜˜Φ ∈ Ogeneralised
(ts, ˜˜ts)
) Voor de operatoren uit de verzameling Ogeneralised
(ts, ˜˜ts)
wordt
de volgende bestaansvoorwaarde gedefinieerd:
∀ ˜˜Φ : ˜˜X1 × · · · × ˜˜Xn → ˜˜Xn+1 ∈ Ogeneralised
(ts, ˜˜ts)
,∃ Φ : domts1 × · · · × domtsn → domtsn+1 ∈ Ots \ {⊥} :
(∀ 1 ≤ i ≤ n+ 1 ∈ N0 : ˜˜Xi = dom ˜˜tsi) ∧
( ˜˜Xn+1 = ℘˜(℘˜(domtsn+1)) ∨ ˜˜Xn+1 = ℘˜({{1/x}|x ∈ domtsn+1}))

Het is de “corresponderende” operator Φ die zal worden aangewend om de semantiek van de veralge-
meende operator ˜˜Φ te definie¨ren: de semantiek van de operatoren uit de verzameling
Ogeneralised
(ts, ˜˜ts)
wordt volledig vastgelegd in de verzameling van axioma’s
Ageneralised
(ts, ˜˜ts)
die als volgt wordt gedefinieerd:
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Definitie 6.5 (Verzameling Ageneralised
(ts, ˜˜ts)
) De verzameling Ageneralised
(ts, ˜˜ts)
is zodanig opgebouwd dat er een
eenduidige correspondentie bestaat tussen de operatoren uit de verzameling Ogeneralised
(ts, ˜˜ts)
en de axioma’s
uit de verzameling Ageneralised
(ts, ˜˜ts)
, d.i. met elk axioma uit Ageneralised
(ts, ˜˜ts)
correspondeert er juist e´e´n operator
uit Ogeneralised
(ts, ˜˜ts)
en met elke operator uit Ogeneralised
(ts, ˜˜ts)
correspondeert er juist e´e´n axioma uit Ageneralised
(ts, ˜˜ts)
.
Voor een gegeven operator
˜˜Φ : dom ˜˜ts1 × · · · × dom ˜˜tsn → dom ˜˜tsn+1 ∈ O
generalised
(ts, ˜˜ts)
met “corresponderende” scherpe operator
Φ : domts1 × · · · × domtsn → domtsn+1 ∈ Ots




wordt de veralgemeende operator ˜˜Φ bekomen door tweemaal het extensieprincipe van L.A. Zadeh toe
te passen op de “corresponderende” operator Φ, d.i.
˜˜Φ , fext(fext(Φ))
waarbij fext de functie is die gedefinieerd is in deelsectie 5.1.1. Deze manier van veralgemenen
is verantwoord omdat het domein dom ˜˜tsn+1 van het type van de veralgemeende operatie in dit ge-




= ℘˜({{1/x}|x ∈ domtsn+1})
wordt de veralgemeende operator ˜˜Φ bekomen door tweemaal het extensieprincipe van L.A. Zadeh toe
te passen op de “corresponderende” operator Φ en daarna een transformatiefunctie ft toe te passen,
die het bekomen resultaat transformeert naar een waarde uit het domein dom ˜˜tsn+1 van het type van
de veralgemeende operatie, d.i.
˜˜Φ , ft(fext(fext(Φ)))
waarbij ft een transformatiefunctie is, die als volgt gedefinieerd wordt:




({1/x})/{1/x}|∀ {1/x} ∈ {{1/x}|x ∈ domtsn+1} : µft( ˜˜X)({1/x}) > 0}
waarbij de lidmaatschapsgraden µ
ft(
˜˜X)







Deze werkwijze garandeert dat het resultaat van de veralgemeende operatie ˜˜Φ steeds bevat is in het
domein dom ˜˜tsn+1 van het type van de veralgemeende operatie.

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De operatoren voor het werken met (twee-niveau) vage verzamelingen. Omdat alle waar-
den uit het domein van een veralgemeend type twee-niveau vage verzamelingen zijn, worden er eveneens
operatoren ingevoerd die inwerken op twee-niveau vage verzamelingen. Elk van deze operatoren kan
worden gezien als een “uitbreiding” —naar twee-niveau vage verzamelingen toe— van een operator die
gedefinieerd is voor vage verzamelingen.
Voor elk van de niveaus uit de twee-niveau vage verzamelingen wordt er een verzameling van operatoren
gedefinieerd. Zijn de elementen van het domein van het veralgemeend type met specificatie ˜˜ts, dat de
veralgemening is van het type met specificatie ts, twee-niveau vage verzamelingen die alle gedefinieerd zijn
over een universum2 Uuncertain, dat op zijn beurt een (scherpe) verzameling is van vage verzamelingen die
gedefinieerd zijn over een universum3 Ufuzzy, dan wordt de verzameling van operatoren die gedefinieerd
is voor het “onzeker” niveau genoteerd als
Ouncertain
(ts, ˜˜ts,Uuncertain)
en wordt de verzameling van operatoren die gedefinieerd is voor het “vaag” niveau genoteerd als
Ofuzzy
(ts, ˜˜ts,Uuncertain,Ufuzzy)
Deze verzamelingen worden respectievelijk gedefinieerd als:





, {µ : ℘˜(Uuncertain)× Uuncertain → dom ˜˜Real,
cardinality : ℘˜(Uuncertain)→ dom ˜˜Real,
is empty : ℘˜(Uuncertain)→ dom ˜˜Boolean,
contains element : ℘˜(Uuncertain)× Uuncertain → dom ˜˜Boolean,
α-cut : ℘˜(Uuncertain)× dom ˜˜Real → dom ˜˜Set( ˜˜ts),
α¯-cut : ℘˜(Uuncertain)× dom ˜˜Real → dom ˜˜Set( ˜˜ts),
supp : ℘˜(Uuncertain)→ dom ˜˜Set( ˜˜ts),
core : ℘˜(Uuncertain)→ dom ˜˜Set( ˜˜ts),
normalize : ℘˜(Uuncertain)→ ℘˜(Uuncertain),
= : (℘˜(Uuncertain))2 → dom ˜˜Boolean,
6= : (℘˜(Uuncertain))2 → dom ˜˜Boolean,
⊆ : (℘˜(Uuncertain))2 → dom ˜˜Boolean,
⊇ : (℘˜(Uuncertain))2 → dom ˜˜Boolean,
∪ : (℘˜(Uuncertain))2 → ℘˜(Uuncertain),
∩ : (℘˜(Uuncertain))2 → ℘˜(Uuncertain),
co : ℘˜(Uuncertain)→ ℘˜(Uuncertain),
\ : (℘˜(Uuncertain))2 → ℘˜(Uuncertain)}

en
2De notatie Uuncertain is ingegeven door het feit dat de lidmaatschapsgraden uit de vage verzamelingen die kunnen
worden gedefinieerd over dit universum, in dit werk ge¨ınterpreteerd worden als graden van onzekerheid (zie de bespreking
van de veralgemening van het concept domein).
3De notatie Ufuzzy is ingegeven door het feit dat de lidmaatschapsgraden uit de vage verzamelingen die kunnen worden
gedefinieerd over dit universum, in dit werk ge¨ınterpreteerd worden als graden van onnauwkeurigheid (zie de bespreking
van de veralgemening van het concept domein).
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, {µ : ℘˜(Uuncertain)× ℘˜(Ufuzzy)× Ufuzzy → dom ˜˜Real,
cardinality : ℘˜(Uuncertain)× ℘˜(Ufuzzy)→ dom ˜˜Real,
is empty : ℘˜(Uuncertain)× ℘˜(Ufuzzy)→ dom ˜˜Boolean,
is possibly null : ℘˜(Uuncertain)→ dom ˜˜Boolean,
contains element : ℘˜(Uuncertain)× ℘˜(Ufuzzy)× Ufuzzy → dom ˜˜Boolean,
α-cut : ℘˜(Uuncertain)× ℘˜(Ufuzzy)× dom ˜˜Real → dom ˜˜Set( ˜˜ts),
α¯-cut : ℘˜(Uuncertain)× ℘˜(Ufuzzy)× dom ˜˜Real → dom ˜˜Set( ˜˜ts),
supp : ℘˜(Uuncertain)× ℘˜(Ufuzzy)→ dom ˜˜Set( ˜˜ts),
core : ℘˜(Uuncertain)× ℘˜(Ufuzzy)→ dom ˜˜Set( ˜˜ts),
normalize : ℘˜(Uuncertain)× ℘˜(Ufuzzy)→ ℘˜(Uuncertain),
= : (℘˜(Uuncertain)× ℘˜(Ufuzzy))2 → dom ˜˜Boolean,
6= : (℘˜(Uuncertain)× ℘˜(Ufuzzy))2 → dom ˜˜Boolean,
⊆ : (℘˜(Uuncertain)× ℘˜(Ufuzzy))2 → dom ˜˜Boolean,
⊇ : (℘˜(Uuncertain)× ℘˜(Ufuzzy))2 → dom ˜˜Boolean,
∪ : (℘˜(Uuncertain)× ℘˜(Ufuzzy))2 → ℘˜(Uuncertain),
∩ : (℘˜(Uuncertain)× ℘˜(Ufuzzy))2 → ℘˜(Uuncertain),
co : ℘˜(Uuncertain)× ℘˜(Ufuzzy)→ ℘˜(Uuncertain),
\ : (℘˜(Uuncertain)× ℘˜(Ufuzzy))2 → ℘˜(Uuncertain),
is : (℘˜(Uuncertain)× ℘˜(Ufuzzy))2 → dom ˜˜Boolean,
∗= : (℘˜(Uuncertain))2 × ℘˜(Ufuzzy)→ dom ˜˜Boolean,
∗
6= : (℘˜(Uuncertain))2 × ℘˜(Ufuzzy)→ dom ˜˜Boolean,
∗⊆ : (℘˜(Uuncertain))2 × ℘˜(Ufuzzy)→ dom ˜˜Boolean,
∗⊇ : (℘˜(Uuncertain))2 × ℘˜(Ufuzzy)→ dom ˜˜Boolean,
∗
is : (℘˜(Uuncertain))2 × ℘˜(Ufuzzy)→ dom ˜˜Boolean,
+= : (℘˜(Uuncertain))2 × ℘˜(Ufuzzy)→ dom ˜˜Boolean,
+
6= : (℘˜(Uuncertain))2 × ℘˜(Ufuzzy)→ dom ˜˜Boolean,
+⊆ : (℘˜(Uuncertain))2 × ℘˜(Ufuzzy)→ dom ˜˜Boolean,
+⊇ : (℘˜(Uuncertain))2 × ℘˜(Ufuzzy)→ dom ˜˜Boolean,
+
is : (℘˜(Uuncertain))2 × ℘˜(Ufuzzy)→ dom ˜˜Boolean}

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die als volgt worden gedefinieerd:
Definitie 6.8 (Verzameling Auncertain
(ts, ˜˜ts,Uuncertain)
) De verzameling Auncertain
(ts, ˜˜ts,Uuncertain)
bestaat uit de axioma’s
voor:
• de semantiek van de binaire operator µ
µ : ℘˜(Uuncertain)× Uuncertain → dom ˜˜Real
˜˜U, x 7→ {1/{1/µ ˜˜U (x)}}
deze afbeelding geeft voor elke vage verzameling ˜˜U en voor elk element x uit het universum waarover
˜˜U gedefinieerd is, de lidmaatschapsgraad µ ˜˜U (x) —gemodelleerd als een twee-niveau vage verzameling
die gedefinieerd is voor het domein van (scherp) type Real— terug;
• de semantiek van de unaire operator cardinality
cardinality : ℘˜(Uuncertain)→ dom ˜˜Real
˜˜U 7→ {1/{1/ card( ˜˜U)}}
deze afbeelding beeldt elke vage verzameling af op haar kardinaliteit;
• de semantiek van de unaire operator is empty
is empty : ℘˜(Uuncertain)→ dom ˜˜Boolean
˜˜U 7→ {1/{1/True}}, als ∀ x ∈ Uuncertain : µ ˜˜U (x) = 0
˜˜U 7→ {1/{1/False}}, als ∃ x ∈ Uuncertain : µ ˜˜U (x) 6= 0
deze afbeelding beeldt een ledige vage verzameling af op {1/{1/True}} en een niet-ledige vage ver-
zameling op {1/{1/False}};
• de semantiek van de binaire operator contains element
contains element :℘˜(Uuncertain)× Uuncertain → dom ˜˜Boolean
˜˜U, x 7→ {1/{1/True}}, als µ ˜˜U (x) 6= 0
˜˜U, x 7→ {1/{1/False}}, als µ ˜˜U (x) = 0
• de semantiek van de binaire operator α-cut
∀ ˜˜U ∈ ℘˜(Uuncertain),∀ ˜˜α ∈ dom ˜˜Real :
α-cut( ˜˜U, ˜˜α) =

{1/{1/Set({1/{1/x1}}, . . . , {1/{1/xn}})}}
als ∃ α ∈ domReal : ˜˜α = {1/{1/α}} ∧ ˜˜Uα = {x1, . . . , xn}
{1/{1/Set( )}} als ∃ α ∈ domReal : ˜˜α = {1/{1/α}} ∧ ˜˜Uα = ∅
{1/{1/⊥
Set( ˜˜ts)}} in alle andere gevallen
• de semantiek van de binaire operator α¯-cut
∀ ˜˜U ∈ ℘˜(Uuncertain),∀ ˜˜α ∈ dom ˜˜Real :
α¯-cut( ˜˜U, ˜˜α) =

{1/{1/Set({1/{1/x1}}, . . . , {1/{1/xn}})}}
als ∃ α ∈ domReal : ˜˜α = {1/{1/α}} ∧ ˜˜U α¯ = {x1, . . . , xn}
{1/{1/Set( )}} als ∃ α ∈ domReal : ˜˜α = {1/{1/α}} ∧ ˜˜U α¯ = ∅
{1/{1/⊥
Set( ˜˜ts)}} in alle andere gevallen
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• de semantiek van de unaire operator supp
∀ ˜˜U ∈ ℘˜(Uuncertain) :
supp( ˜˜U) =

{1/{1/Set({1/{1/x1}}, . . . , {1/{1/xn}})}} als supp( ˜˜U) = {x1, . . . , xn}
{1/{1/Set( )}} als supp( ˜˜U) = ∅
{1/{1/⊥
Set( ˜˜ts)}} in alle andere gevallen
• de semantiek van de unaire operator core
∀ ˜˜U ∈ ℘˜(Uuncertain) :
core( ˜˜U) =

{1/{1/Set({1/{1/x1}}, . . . , {1/{1/xn}})}} als core( ˜˜U) = {x1, . . . , xn}
{1/{1/Set( )}} als core( ˜˜U) = ∅
{1/{1/⊥
Set( ˜˜ts)}} in alle andere gevallen
• de semantiek van de unaire operator normalize
normalize : ℘˜(Uuncertain)→ ℘˜(Uuncertain)
˜˜U 7→ normalize( ˜˜U)
waarbij de vage verzameling normalize( ˜˜U) als volgt gedefinieerd wordt:
– is ˜˜U = ∅, dan is normalize( ˜˜U) = ∅;
– is ˜˜U 6= ∅, dan wordt de vage verzameling gedefinieerd aan de hand van de lidmaatschapsfunctie
µ
normalize( ˜˜U)
, die gedefinieerd wordt als:





• de semantiek van de binaire operatoren = en 6=
= : ℘˜(Uuncertain)× ℘˜(Uuncertain)→ dom ˜˜Boolean
˜˜U1,
˜˜U2 7→ {1/{1/True}}, als ∀ x ∈ Uuncertain : µ ˜˜U1(x) = µ ˜˜U2(x)
˜˜U1,
˜˜U2 7→ {1/{1/False}}, als ∃ x ∈ Uuncertain : µ ˜˜U1(x) 6= µ ˜˜U2(x)
en
6= : ℘˜(Uuncertain)× ℘˜(Uuncertain)→ dom ˜˜Boolean
˜˜U1,
˜˜U2 7→ {1/{1/True}}, als ∃ x ∈ Uuncertain : µ ˜˜U1(x) 6= µ ˜˜U2(x)
˜˜U1,
˜˜U2 7→ {1/{1/False}}, als ∀ x ∈ Uuncertain : µ ˜˜U1(x) = µ ˜˜U2(x)
• de semantiek van de binaire operatoren ⊆ en ⊇
⊆ : ℘˜(Uuncertain)× ℘˜(Uuncertain)→ dom ˜˜Boolean
˜˜U1,
˜˜U2 7→ {1/{1/True}}, als ∀ x ∈ Uuncertain : µ ˜˜U1(x) ≤ µ ˜˜U2(x)
˜˜U1,
˜˜U2 7→ {1/{1/False}}, als ∃ x ∈ Uuncertain : µ ˜˜U1(x) > µ ˜˜U2(x)
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en
⊇ : ℘˜(Uuncertain)× ℘˜(Uuncertain)→ dom ˜˜Boolean
˜˜U1,
˜˜U2 7→ {1/{1/True}}, als ∀ x ∈ Uuncertain : µ ˜˜U1(x) ≥ µ ˜˜U2(x)
˜˜U1,
˜˜U2 7→ {1/{1/False}}, als ∃ x ∈ Uuncertain : µ ˜˜U1(x) < µ ˜˜U2(x)
• de semantiek van de binaire operator ∪
∪ : ℘˜(Uuncertain)× ℘˜(Uuncertain)→ ℘˜(Uuncertain)
˜˜U1,
˜˜U2 7→ ˜˜U1 ∪ ˜˜U2
• de semantiek van de binaire operator ∩
∩ : ℘˜(Uuncertain)× ℘˜(Uuncertain)→ ℘˜(Uuncertain)
˜˜U1,
˜˜U2 7→ ˜˜U1 ∩ ˜˜U2
• de semantiek van de unaire operator co
co : ℘˜(Uuncertain)→ ℘˜(Uuncertain)
˜˜U 7→ ˜˜U
• de semantiek van de binaire operator \
\ : ℘˜(Uuncertain)× ℘˜(Uuncertain)→ ℘˜(Uuncertain)
˜˜U1,
˜˜U2 7→ ˜˜U1 ∩ ˜˜U2

en
Definitie 6.9 (Verzameling Afuzzy
(ts, ˜˜ts,Uuncertain,Ufuzzy)




• de semantiek van de ternaire operator µ
µ : ℘˜(Uuncertain)× ℘˜(Ufuzzy)× Ufuzzy → dom ˜˜Real
˜˜U, V˜ , x 7→ {1/{1/µV˜ (x)}}, als µ ˜˜U (V˜ ) 6= 0
˜˜U, V˜ , x 7→ {1/{1/⊥Real}}, als µ ˜˜U (V˜ ) = 0
deze afbeelding geeft voor elke vage verzameling V˜ —die bevat is in een opgegeven vage verzameling
˜˜U— en voor elk element x uit het universum Ufuzzy waarover V˜ gedefinieerd is, de lidmaatschaps-
graad µV˜ (x) terug;
• de semantiek van de binaire operator cardinality
cardinality : ℘˜(Uuncertain)× ℘˜(Ufuzzy)→ dom ˜˜Real
˜˜U, V˜ 7→ {1/{1/ card(V˜ )}}, als µ ˜˜U (V˜ ) 6= 0
˜˜U, V˜ 7→ {1/{1/⊥Real}}, als µ ˜˜U (V˜ ) = 0
deze afbeelding geeft voor elke vage verzameling V˜ uit de vage verzameling ˜˜U de kardinaliteit terug;
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• de semantiek van de binaire operator is empty
is empty : ℘˜(Uuncertain)× ℘˜(Ufuzzy)→ dom ˜˜Boolean
˜˜U, V˜ 7→ {1/{1/True}}, als (µ ˜˜U (V˜ ) 6= 0) ∧ (∀ x ∈ Ufuzzy : µV˜ (x) = 0)
˜˜U, V˜ 7→ {1/{1/False}}, als (µ ˜˜U (V˜ ) 6= 0) ∧ (∃ x ∈ Ufuzzy : µV˜ (x) 6= 0)
˜˜U, V˜ 7→ {1/{1/⊥Boolean}}, als µ ˜˜U (V˜ ) = 0
deze operator wordt gebruikt om na te gaan of een vage verzameling V˜ die voorkomt in een vage
verzameling ˜˜U al dan niet ledig is;
• de semantiek van de binaire operator is possibly null
is possibly null :℘˜(Uuncertain)→ dom ˜˜Boolean
˜˜U 7→ {1/{1/True}}, als ∃ V˜ ∈ ℘˜(Ufuzzy) : (µ ˜˜U (V˜ ) 6= 0) ∧ (µV˜ (⊥ts) 6= 0)
˜˜U 7→ {1/{1/False}}, in alle andere gevallen
deze operator wordt gebruikt om na te gaan of (het mogelijk is dat) een vage verzameling ˜˜U uit de
verzameling ℘˜(Uuncertain) een element met een niet-gedefinieerde waarde bevat;
• de semantiek van de ternaire operator contains element
contains element : ℘˜(Uuncertain)× ℘˜(Ufuzzy)× Ufuzzy → dom ˜˜Boolean
˜˜U, V˜ , x 7→ {1/{1/True}}, als µ ˜˜U (V˜ ) 6= 0 ∧ µV˜ (x) 6= 0
˜˜U, V˜ , x 7→ {1/{1/False}}, als µ ˜˜U (V˜ ) 6= 0 ∧ µV˜ (x) = 0
˜˜U, V˜ , x 7→ {1/{1/⊥Boolean}}, als µ ˜˜U (V˜ ) = 0
deze operator wordt gebruikt om na te gaan of een vage verzameling V˜ die voorkomt in een vage
verzameling ˜˜U al dan niet een element x bevat;
• de semantiek van de ternaire operator α-cut
∀ ˜˜U ∈ ℘˜(Uuncertain), ∀ V˜ ∈ ℘˜(Ufuzzy),∀ ˜˜α ∈ dom ˜˜Real : α-cut(
˜˜U, V˜ , ˜˜α) =
{µ ˜˜U (V˜ )/{1/Set({1/{1/x1}}, . . . , {1/{1/xn}})}}
als (µ ˜˜U (V˜ ) 6= 0) ∧ (∃ α ∈ domReal : ˜˜α = {1/{1/α}} ∧ V˜α = {x1, . . . , xn})
{µ ˜˜U (V˜ )/{1/Set( )}} als (µ ˜˜U (V˜ ) 6= 0) ∧ (∃ α ∈ domReal : ˜˜α = {1/{1/α}} ∧ V˜α = ∅)
{1/{1/⊥
Set( ˜˜ts)}} in alle andere gevallen
• de semantiek van de ternaire operator α¯-cut
∀ ˜˜U ∈ ℘˜(Uuncertain), ∀ V˜ ∈ ℘˜(Ufuzzy),∀ ˜˜α ∈ dom ˜Real : α¯-cut( ˜˜U, V˜ , ˜˜α) =
{µ ˜˜U (V˜ )/{1/Set({1/{1/x1}}, . . . , {1/{1/xn}})}}
als (µ ˜˜U (V˜ ) 6= 0) ∧ (∃ α ∈ domReal : ˜˜α = {1/{1/α}} ∧ V˜α¯ = {x1, . . . , xn})
{µ ˜˜U (V˜ )/{1/Set( )}} als (µ ˜˜U (V˜ ) 6= 0) ∧ (∃ α ∈ domReal : ˜˜α = {1/{1/α}} ∧ V˜α¯ = ∅)
{1/{1/⊥
Set( ˜˜ts)}} in alle andere gevallen
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• de semantiek van de binaire operator supp
∀ ˜˜U ∈ ℘˜(Uuncertain),∀ V˜ ∈ ℘˜(Ufuzzy) : supp( ˜˜U, V˜ ) =
{1/{1/Set({1/{1/x1}}, . . . , {1/{1/xn}})}} als (µ ˜˜U (V˜ ) 6= 0) ∧ (supp(V˜ ) = {x1, . . . , xn})
{1/{1/Set( )}} als (µ ˜˜U (V˜ ) 6= 0) ∧ (supp(V˜ ) = ∅)
{1/{1/⊥
Set( ˜˜ts)}} in alle andere gevallen
• de semantiek van de binaire operator core
∀ ˜˜U ∈ ℘˜(Uuncertain),∀ V˜ ∈ ℘˜(Ufuzzy) : core( ˜˜U, V˜ ) =
{1/{1/Set({1/{1/x1}}, . . . , {1/{1/xn}})}} als (µ ˜˜U (V˜ ) 6= 0) ∧ (core(V˜ ) = {x1, . . . , xn})
{1/{1/Set( )}} als (µ ˜˜U (V˜ ) 6= 0) ∧ (core(V˜ ) = ∅)
{1/{1/⊥
Set( ˜˜ts)}} in alle andere gevallen
• de semantiek van de binaire operator normalize
∀ ˜˜U ∈ ℘˜(Uuncertain), ∀ V˜ ∈ ℘˜(Ufuzzy) : normalize( ˜˜U, V˜ ) = U˜ ′
waarbij de resulterende vage verzameling U˜ ′ als volgt gedefinieerd is:
– als µ ˜˜U (V˜ ) 6= 0 dan geldt er:
U˜ ′ = {µ ˜˜U (V˜ ′)/V˜ ′|V˜ ′ ∈ ℘˜(Ufuzzy) \ {V˜ } ∧ µ ˜˜U (V˜ ′) 6= 0} ∪ {µ ˜˜U (V˜ )/normalize(V˜ )}
waarbij de vage verzameling normalize(V˜ ) als volgt gedefinieerd wordt:
∗ is V˜ = ∅, dan is normalize(V˜ ) = ∅;
∗ is V˜ 6= ∅, dan wordt de vage verzameling gedefinieerd aan de hand van de lidmaatschaps-
functie µnormalize(V˜ ), die gedefinieerd is als:





– als µ ˜˜U (V˜ ) = 0 dan geldt er: U˜
′ = {1/{1/⊥ts}}
• de semantiek van de quaternaire operatoren = en 6=
= : ℘˜(Uuncertain)× ℘˜(Ufuzzy)× ℘˜(Uuncertain)× ℘˜(Ufuzzy)→ dom ˜˜Boolean
˜˜U1, V˜1,
˜˜U2, V˜2 7→ {1/{1/True}}, als (µU˜1(V˜1) 6= 0) ∧ (µU˜2(V˜2) 6= 0) ∧
(∀ x ∈ Ufuzzy : (µV˜1(x) = µV˜2(x)) ∨ (µV˜1(⊥ts) 6= 0 ∧ µV˜2(⊥ts) 6= 0))
˜˜U1, V˜1,
˜˜U2, V˜2 7→ {1/{1/False}}, als (µU˜1(V˜1) 6= 0) ∧ (µU˜2(V˜2) 6= 0) ∧
(∃ x ∈ Ufuzzy : (µV˜1(x) 6= µV˜2(x)) ∧ (µV˜1(⊥ts) = 0 ∨ µV˜2(⊥ts) = 0))
˜˜U1, V˜1,
˜˜U2, V˜2 7→ {1/{1/⊥Boolean}}, als (µU˜1(V˜1) = 0) ∨ (µU˜2(V˜2) = 0)
en
6= : ℘˜(Uuncertain)× ℘˜(Ufuzzy)× ℘˜(Uuncertain)× ℘˜(Ufuzzy)→ dom ˜˜Boolean
˜˜U1, V˜1,
˜˜U2, V˜2 7→ {1/{1/True}}, als (µU˜1(V˜1) 6= 0) ∧ (µU˜2(V˜2) 6= 0) ∧
(∃ x ∈ Ufuzzy : (µV˜1(x) 6= µV˜2(x)) ∧ (µV˜1(⊥ts) = 0 ∨ µV˜2(⊥ts) = 0))
˜˜U1, V˜1,
˜˜U2, V˜2 7→ {1/{1/False}}, als (µU˜1(V˜1) 6= 0) ∧ (µU˜2(V˜2) 6= 0) ∧
(∀ x ∈ Ufuzzy : (µV˜1(x) = µV˜2(x)) ∨ (µV˜1(⊥ts) 6= 0 ∧ µV˜2(⊥ts) 6= 0))
˜˜U1, V˜1,
˜˜U2, V˜2 7→ {1/{1/⊥Boolean}}, als (µU˜1(V˜1) = 0) ∨ (µU˜2(V˜2) = 0)
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• de semantiek van de quaternaire operatoren ⊆ en ⊇
⊆ : ℘˜(Uuncertain)× ℘˜(Ufuzzy)× ℘˜(Uuncertain)× ℘˜(Ufuzzy)→ dom ˜˜Boolean
˜˜U1, V˜1,
˜˜U2, V˜2 7→ {1/{1/True}}, als (µU˜1(V˜1) 6= 0) ∧ (µU˜2(V˜2) 6= 0) ∧
(∀ x ∈ Ufuzzy : (µV˜1(x) ≤ µV˜2(x)) ∨ (µV˜1(⊥ts) 6= 0 ∧ µV˜2(⊥ts) 6= 0))
˜˜U1, V˜1,
˜˜U2, V˜2 7→ {1/{1/False}}, als (µU˜1(V˜1) 6= 0) ∧ (µU˜2(V˜2) 6= 0) ∧
(∃ x ∈ Ufuzzy : (µV˜1(x) > µV˜2(x)) ∧ (µV˜1(⊥ts) = 0 ∨ µV˜2(⊥ts) = 0))
˜˜U1, V˜1,
˜˜U2, V˜2 7→ {1/{1/⊥Boolean}}, als (µU˜1(V˜1) = 0) ∨ (µU˜2(V˜2) = 0)
en
⊇ : ℘˜(Uuncertain)× ℘˜(Ufuzzy)× ℘˜(Uuncertain)× ℘˜(Ufuzzy)→ dom ˜˜Boolean
˜˜U1, V˜1,
˜˜U2, V˜2 7→ {1/{1/True}}, als (µU˜1(V˜1) 6= 0) ∧ (µU˜2(V˜2) 6= 0) ∧
(∃ x ∈ Ufuzzy : (µV˜1(x) ≥ µV˜2(x)) ∨ (µV˜1(⊥ts) 6= 0 ∧ µV˜2(⊥ts) 6= 0))
˜˜U1, V˜1,
˜˜U2, V˜2 7→ {1/{1/False}}, als (µU˜1(V˜1) 6= 0) ∧ (µU˜2(V˜2) 6= 0) ∧
(∀ x ∈ Ufuzzy : (µV˜1(x) < µV˜2(x)) ∧ (µV˜1(⊥ts) = 0 ∨ µV˜2(⊥ts) = 0))
˜˜U1, V˜1,
˜˜U2, V˜2 7→ {1/{1/⊥Boolean}}, als (µU˜1(V˜1) = 0) ∨ (µU˜2(V˜2) = 0)
• de semantiek van de quaternaire operator ∪
∀ ˜˜U1, ˜˜U2 ∈ ℘˜(Uuncertain), ∀ V˜1, V˜2 ∈ ℘˜(Ufuzzy) : ∪( ˜˜U1, V˜1, ˜˜U2, V˜2) =
{µ ˜˜U1(V˜ )/V˜ |V˜ ∈ ℘˜(Ufuzzy) \ {V˜1} ∧ µ ˜˜U1(V˜ ) 6= 0} ∪ {min(µ ˜˜U1(V˜1), µ ˜˜U2(V˜2))/(V˜1 ∪ V˜2)}
als µ ˜˜U1(V˜1) 6= 0 ∧ µ ˜˜U2(V˜2) 6= 0
{1/{1/⊥ts}} als µ ˜˜U1(V˜1) = 0 ∨ µ ˜˜U2(V˜2) = 0
• de semantiek van de quaternaire operator ∩
∀ ˜˜U1, ˜˜U2 ∈ ℘˜(Uuncertain), ∀ V˜1, V˜2 ∈ ℘˜(Ufuzzy) : ∩( ˜˜U1, V˜1, ˜˜U2, V˜2) =
{µ ˜˜U1(V˜ )/V˜ |V˜ ∈ ℘˜(Ufuzzy) \ {V˜1} ∧ µ ˜˜U1(V˜ ) 6= 0} ∪ {min(µ ˜˜U1(V˜1), µ ˜˜U2(V˜2))/(V˜1 ∩ V˜2)}
als µ ˜˜U1(V˜1) 6= 0 ∧ µ ˜˜U2(V˜2) 6= 0
{1/{1/⊥ts}} als µ ˜˜U1(V˜1) = 0 ∨ µ ˜˜U2(V˜2) = 0
• de semantiek van de binaire operator co
∀ ˜˜U ∈ ℘˜(Uuncertain), ∀ V˜ ∈ ℘˜(Ufuzzy) :
co( ˜˜U, V˜ ) =
{
{µ ˜˜U (V˜ ′)/V˜ ′|V˜ ′ ∈ ℘˜(Ufuzzy) \ {V˜ } ∧ µ ˜˜U (V˜ ′) 6= 0} ∪ {µ ˜˜U (V˜ )/V˜ } als µ ˜˜U (V˜ ) 6= 0
{1/{1/⊥ts}} als µ ˜˜U (V˜ ) = 0
• de semantiek van de quaternaire operator \
∀ ˜˜U1, ˜˜U2 ∈ ℘˜(Uuncertain), ∀ V˜1, V˜2 ∈ ℘˜(Ufuzzy) : \( ˜˜U1, V˜1, ˜˜U2, V˜2) =
{µ ˜˜U1(V˜ )/V˜ |V˜ ∈ ℘˜(Ufuzzy) \ {V˜1} ∧ µ ˜˜U1(V˜ ) 6= 0} ∪ {min(µ ˜˜U1(V˜1), µ ˜˜U2(V˜2))/(V˜1 ∩ V˜2)}
als µ ˜˜U1(V˜1) 6= 0 ∧ µ ˜˜U2(V˜2) 6= 0
{1/{1/⊥ts}} als µ ˜˜U1(V˜1) = 0 ∨ µ ˜˜U2(V˜2) = 0
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• de semantiek van de quaternaire operator is











als µ ˜˜U1(V˜1) 6= 0 ∧ µ ˜˜U2(V˜2) 6= 0
{1/{1/⊥Boolean}} als µ ˜˜U1(V˜1) = 0 ∨ µ ˜˜U2(V˜2) = 0
deze operator geeft aan in welke mate het waar is (of vals is) dat een vage verzameling V˜1 gelegen
is binnen de vage verzameling V˜2;
• de semantiek van de ternaire operatoren ∗=,
∗
6=, ∗⊆, ∗⊇ en
∗
is
∀ ˜˜U1, ˜˜U2 ∈ ℘˜(Uuncertain), ∀ V˜2 ∈ ℘˜(Ufuzzy) : ∗op( ˜˜U1, ˜˜U2, V˜2) =
{ inf
V˜ ∈{V˜ |V˜ ∈Ufuzzy∧µ ˜˜U1 (V˜ )6=0}
min(µ ˜˜U1(V˜ ), µop( ˜˜U1,V˜ , ˜˜U2,V˜2)({1/True}))/{1/True},
inf
V˜ ∈{V˜ |V˜ ∈Ufuzzy∧µ ˜˜U1 (V˜ ) 6=0}
min(µ ˜˜U1(V˜ ), µop( ˜˜U1,V˜ , ˜˜U2,V˜2)({1/False}))/{1/False}}
als µ ˜˜U2(V˜2) 6= 0
{1/{1/⊥Boolean}} als µ ˜˜U2(V˜2) = 0
waarbij “op” een variabele copula is, die achtereenvolgens de symbolen =, 6=, ⊆, ⊇ en is toegekend
krijgt. Deze operatoren kunnen worden gebruikt om een gegeven vage verzameling V˜2 (die moet
bevat zijn in de twee-niveau vage verzameling ˜˜U2) te vergelijken met alle vage verzamelingen die
bevat zijn in een opgegeven twee-niveau vage verzameling ˜˜U1. Om een resultaatwaarde {1/True}
te krijgen, moet elke vergelijking een resultaatwaarde {1/True} opleveren;
• de semantiek van de ternaire operatoren +=,
+
6=, +⊆, +⊇ en
+
is
∀ ˜˜U1, ˜˜U2 ∈ ℘˜(Uuncertain), ∀ V˜2 ∈ ℘˜(Ufuzzy) : +op( ˜˜U1, ˜˜U2, V˜2) =
{ sup
V˜ ∈{V˜ |V˜ ∈Ufuzzy∧µ ˜˜U1 (V˜ )6=0}
min(µ ˜˜U1(V˜ ), µop( ˜˜U1,V˜ , ˜˜U2,V˜2)({1/True}))/{1/True},
sup
V˜ ∈{V˜ |V˜ ∈Ufuzzy∧µ ˜˜U1 (V˜ ) 6=0}
min(µ ˜˜U1(V˜ ), µop( ˜˜U1,V˜ , ˜˜U2,V˜2)({1/False}))/{1/False}}
als µ ˜˜U2(V˜2) 6= 0
{1/{1/⊥Boolean}} als µ ˜˜U2(V˜2) = 0
waarbij “op” een variabele copula is, die achtereenvolgens de symbolen =, 6=, ⊆, ⊇ en is toegekend
krijgt. Deze operatoren kunnen eveneens worden gebruikt om een gegeven vage verzameling V˜2 (die
moet bevat zijn in de twee-niveau vage verzameling ˜˜U2) te vergelijken met alle vage verzamelingen
die bevat zijn in een opgegeven twee-niveau vage verzameling ˜˜U1. Om een resultaatwaarde {1/True}
te krijgen, volstaat het dat minstens e´e´n vergelijking een resultaatwaarde {1/True} oplevert;

6.1.2 De type-implementaties
De type-implementaties van een veralgemeend type leggen elk een concrete realisatie van het type vast en
omvatten de (machine-afhankelijke) code die nodig is om het veralgemeend type intern in het geheugen
van een computersysteem voor te stellen. Ook hier geldt de beperking dat een toepassing in eenzelfde
context maar gebruik kan maken van e´e´n enkele implementatie en worden de type-implementaties strikt
gescheiden gehouden van de typespecificatie om te voorkomen dat de semantiek van het veralgemeend type
verstrikt raakt in de implementatiedetails.
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Figuur 6.2: De structuur van het veralgemeend typesysteem.
6.1.3 De opbouw van het veralgemeend typesysteem
Het veralgemeend typesysteem is volledig opgebouwd in overeenstemming met het scherp typesysteem.
Zoals reeds kort werd aangestipt, worden de veralgemeende types eveneens onderverdeeld in vier hoofd-
categoriee¨n: het “void”-type, een categorie met veralgemeende referentietypes, een categorie met veral-
gemeende literaaltypes en een categorie met veralgemeende objecttypes. Volkomen analoog wordt er een
onderscheid gemaakt tussen veralgemeende enkelwaardige referentietypes en veralgemeende meerwaardige
referentietypes en bestaan er drie soorten veralgemeende literaaltypes: de veralgemeende basistypes, de ver-
algemeende collectietypes en de veralgemeende constructietypes die op hun beurt worden onderverdeeld in
veralgemeende enumeratietypes en veralgemeende gestructureerde types.
Figuur 6.2 bevat een overzicht van de structuur van het veralgemeend typesysteem.
In de eerstvolgende deelsecties worden de specificaties van de veralgemeende types uit het veralgemeend
typesysteem gedefinieerd. Na de definitie van de gebruikte symbolen (deelsectie 6.2) wordt de veralge-
meende definitie van het “void”-type gegeven in deelsectie 6.3. Daarna volgt een inleidende bespreking van
de specificaties van de veralgemeende referentietypes (deelsectie 6.4). Deze bespreking laat het toe om de
drie categorie¨n van veralgemeende literaaltypes te behandelen (deelsecties 6.5, 6.6 en 6.7). Daarna volgt
de definitie van de typespecificatie van de veralgemeende objecttypes (deelsectie 6.9). De volledige formele
definitie van de veralgemeende referentietypes volgt gezien hun verwantschap met de veralgemeende ob-
jecttypes binnen dezelfde deelsectie 6.9, na de typespecificatie van de veralgemeende objecttypes doch voor
de behandeling van de operatoren die inwerken op een veralgemeend objecttype (deelsectie 6.9.5).
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6.2 Gebruikte symbolen
Alvorens de definities te geven van de typespecificaties uit het veralgemeend typesysteem, wordt de for-
mele definitie van de verzameling van alle symbolen die nodig zijn voor de syntaxisdefinities uit het
veralgemeend formalisme gegeven.
Definitie 6.10 (Verzameling V ˜˜
symbol
) De verzameling van V ˜˜
symbol
van alle symbolen die nodig zijn
voor de syntaxisdefinities uit het veralgemeend formalisme wordt gedefinieerd als:
V ˜˜
symbol




6=, ˜˜≈, ˜˜∨, ˜˜∧, ˜˜¬, ˜˜<, ˜˜>, ˜˜≤, ˜˜≥, ˜˜⊂, ˜˜⊃,⊆, ˜˜⊆, ∗⊆, +⊆,⊇, ˜˜⊇, ∗⊇, +⊇,∪, ˜˜∪,∩, ˜˜∩, \, ˜˜\,
˜˜, ˜˜, ˜˜+, ˜˜−, ˜˜∗, ˜˜/,0,1, ↑, .,≺,,→, ˜˜Π, ˜˜Θ, ˜˜σ, ˜˜τ , ˜˜⊗, f ˜˜char, f ˜˜comp, f ˜˜path,~f ˜˜path,F ˜˜path, ~F ˜˜path, f ˜˜prop, f ˜˜relat,
f ˜˜relatsign, f ˜˜sign, α-cut, α¯-cut,
˜˜add, ˜˜add name, ˜˜add parent,Array, ˜˜Array, ˜˜avg,Bag, ˜˜Bag, ˜˜BagRef,
˜˜bind, ˜˜Boolean, cardinality, ˜˜cardinality, ˜˜Class, ˜˜clear element, co, ˜˜concat, ˜˜constr,
contains element, ˜˜contains element, ˜˜contains key, core, ˜˜count, ˜˜create, ˜˜Create Characteristic,
˜˜Create Database, ˜˜Create DBConstraint, ˜˜Create ObjectScheme, ˜˜Create OSConstraint,
˜˜delete, ˜˜depends,Dictionary, ˜˜Dictionary, ˜˜div, ˜˜dom, ˜˜Drop Characteristic, ˜˜Drop Database,
˜˜Drop DBConstraint, ˜˜Drop ObjectScheme, ˜˜Drop OSConstraint, ˜˜edepends, ˜˜Enum,False,
˜˜fdepends, ˜˜impl, ˜˜identify, ˜˜insert element after, ˜˜insert element before, ˜˜insert element first,




is, is empty, ˜˜is empty, ˜˜is instance,
is possibly null,List, ˜˜List, ˜˜ListRef,
˜˜lookup, ˜˜make persistent, ˜˜make transient, ˜˜max, ˜˜min, ˜˜mod,
˜˜name, ˜˜names,normalize, ˜˜Octet, ˜˜path, ˜˜Real, ˜˜Ref, ˜˜remove, ˜˜remove element at,
˜˜remove first element, ˜˜remove last element, ˜˜remove name, ˜˜remove parent,
˜˜replace element at, ˜˜resize, ˜˜retrieve element at, ˜˜retrieve first element, ˜˜retrieve last element,
˜˜schemes,Set, ˜˜Set, ˜˜SetRef,
˜˜set element,Signat, ˜˜size, ˜˜sizeof, ˜˜spec, ˜˜String,Struct, ˜˜Struct, ˜˜substr,
˜˜sum, supp,True, ˜˜type, ˜˜unbind, ˜˜value, ˜˜Void}

In vergelijking met de verzameling Vsymbol zijn er in de verzameling V ˜˜symbol een aantal symbolen
verdwenen en zijn er een aantal nieuwe symbolen bijgekomen (cf. definitie 2.4). De semantiek van de
nieuwe symbolen zal, voor zover dit nog niet gebeurd is, verduidelijkt worden naarmate de opbouw van
het formalisme vordert. Net als in het scherpe geval zullen deze symbolen met een vette karakterstijl
worden aangeduid om ze te onderscheiden van andere concepten.
6.3 De specificatie van het “void”-type
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, {⊥ :→ dom ˜˜
V oid
}
4. de axioma’s uit A ˜˜
V oid
:
de waarheidstabel voor de nul-aire operator ⊥
⊥
{1/{1/⊥V oid}}
deze operatie geeft steeds een niet-gedefinieerde “void”-waarde terug.

6.4 Een inleidende bespreking van de specificatie van de
veralgemeende referentietypes
Net zoals in het scherp typesysteem kan er in het veralgemeend typesysteem zowel vanuit literalen als
vanuit objecten “verwezen” worden naar objecten. Zowel het concept literaal als het concept object wordt
pas formeel gedefinieerd in de deelsecties 6.12.3 en 6.12.4. Toch is voor deze inleidende bespreking van
de veralgemeende referentietypes reeds enige notie van deze concepten noodzakelijk.
Elke literaal —ook instantie van een veralgemeend literaaltype genoemd— zal in het veralgemeend
typesysteem worden gedefinieerd als een paar
[ ˜˜ts, ˜˜v]
dat opgebouwd is uit een typespecificatie ˜˜ts van een veralgemeend literaaltype en een waarde ˜˜v die genomen
wordt uit het domein van dat veralgemeend literaaltype (cf. definitie 6.61).
Bij de objecten —ook instanties van een veralgemeend objecttype genoemd—wordt er ook in het veral-
gemeend typesysteem een onderscheid gemaakt tussen transie¨nte objecten en persistente objecten. M.b.t.
de definitie van de veralgemeende referentietypes zijn enkel de persistente objecten belangrijk. Deze zullen
elk worden gedefinieerd worden als een 7-tuple
[oid,N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ]
dat bestaat uit een object-identificator oid (die uniek is voor elk persistent object), een verzameling N van
objectnamen —die ledig kan zijn—, een typespecificatie ˜˜ts van een veralgemeend objecttype, een waarde
˜˜v ∈ dom ˜˜ts uit het domein van dat veralgemeend objecttype en drie waarden µTrue, µFalse en µ⊥Boolean
uit het eenheidsinterval [0, 1] die zullen worden gebruikt om aan te duiden in welke mate het object een
instantie is van het veralgemeend objecttype met specificatie ˜˜ts (cf. definitie 6.64). Voor elk veralgemeend
objecttype ˜˜t zal er, m.b.t. een gegeven databank, een verzameling V extent˜˜t worden gedefinieerd die de
extentie van het veralgemeend objecttype genoemd wordt en bestaat uit alle persistente objecten uit die
databank, die een instantie zijn van ˜˜t (cf. definitie 6.71).
De veralgemeende referentietypes worden ingevoerd als mogelijke bouwstenen van een veralgemeend
gestructureerd type (deelsectie 6.7.2) en een veralgemeend objecttype (deelsectie 6.9). De verzameling van
alle mogelijke uitdrukkingen die voldoen aan de syntaxis van een typespecificatie van een veralgemeend
referentietype wordt genoteerd als ˜˜T reference en formeel gedefinieerd in deelsectie 6.9.5.
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6.5 De veralgemeende literaaltypes: de specificatie van een
veralgemeend basistype
Om te komen tot een volledige specificatie van de veralgemeende basistypes worden de definities van alle
basistypes uit het scherp typesysteem veralgemeend. Hierom bestaan er veralgemeende basistypes voor het
werken met Boolese gegevens, gehele getallen, bytes, ree¨le getallen en karakterrijen.
De verzameling van alle mogelijke uitdrukkingen die voldoen aan de syntaxis van een typespecificatie
van een veralgemeend basistype wordt genoteerd als ˜˜T base en formeel gedefinieerd als:
˜˜T base , { ˜˜Boolean, ˜˜Integer, ˜˜Octet, ˜˜Real, ˜˜String}
Bij definitie geldt dat
˜˜T base ⊂ ˜˜T literal
Bij het veralgemeend basistype voor het werken met Boolese gegevens gebeurt de veralgemening door
het domein van het type Boolean (deelsectie 2.5) zodanig te veralgemenen dat er ook onzekere Boolese
waarden kunnen worden beschouwd.
Definitie 6.12 (Boolese gegevens) De typespecificatie van het veralgemeend type voor het werken met







, ℘˜({{1/x}|x ∈ domBoolean})
hierdoor is elke domeinwaarde een twee-niveau vage verzameling, die gedefinieerd is over de
verzameling van de vage verzamelingen {1/True}, {1/False} en {1/⊥Boolean}, die elk een
nauwkeurige waarde modelleren;









, dom ˜˜Set( ˜˜Boolean)}






















, { ˜˜= : (dom ˜˜
Boolean
)2 → dom ˜˜
Boolean
,
˜˜6= : (dom ˜˜
Boolean
)2 → dom ˜˜
Boolean
,
˜˜∨ : (dom ˜˜
Boolean
)2 → dom ˜˜
Boolean
,
˜˜∧ : (dom ˜˜
Boolean
)2 → dom ˜˜
Boolean
,
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– Ouncertain
(Boolean, ˜˜Boolean,{{1/x}|x∈domBoolean})
gedefinieerd is door definitie 6.6;
– Ofuzzy
(Boolean, ˜˜Boolean,{{1/x}|x∈domBoolean},domBoolean)
gedefinieerd is door definitie 6.7;
4. de axioma’s uit A ˜˜
Boolean
:
(a) de axioma’s voor de operatoren uit Ogeneralised
(Boolean, ˜˜Boolean)




(b) de axioma’s voor de operatoren uit Ouncertain
(Boolean, ˜˜Boolean,{{1/x}|x∈domBoolean})




(c) de axioma’s voor de operatoren uit Ofuzzy
(Boolean, ˜˜Boolean,{{1/x}|x∈domBoolean},domBoolean)




(d) de waarheidstabel voor de nul-aire operator ⊥
⊥
{1/{1/⊥Boolean}}
deze operatie geeft steeds een niet-gedefinieerde Boolese waarde terug.

Voor de andere veralgemeende basistypes zijn er gelijkaardige definities ingevoerd. Bij de veralgemeende
basistypes voor het werken met gehele getallen, ree¨le getallen en karakterrijen is er tevens rekening gehou-
den met onnauwkeurige domeinwaarden. Alle beschouwde definities zijn terug te vinden in deelsectie A.2
van bijlage A.
6.6 De veralgemeende literaaltypes: de specificatie van een
veralgemeend collectietype
De specificaties van de veralgemeende collectietypes zijn veralgemeningen van de specificaties van de
collectietypes uit het scherp typesysteem. Een veralgemeend collectietype is steeds gedefinieerd over een
veralgemeend type, dat eventueel op zijn beurt opnieuw een veralgemeend collectietype kan zijn. Omdat een
dergelijk “ingebed” veralgemeend collectietype op zijn beurt gedefinieerd is over een ander veralgemeend
type kan het “inbedden” —bij een geldige definitie— maar een eindig aantal keer gebeuren, zodat er
uiteindelijk een veralgemeend type moet worden opgegeven dat geen veralgemeend collectietype. Dit
veralgemeend type wordt het (meest) significante type genoemd waarover het veralgemeend collectietype
is gedefinieerd.
Naar analogie met het scherp typesysteem wordt er een onderscheid gemaakt tussen vijf soorten van
veralgemeende collectietypes: de veralgemeende verzamelingtypes, de veralgemeende bagtypes, de veralge-
meende lijsttypes, de veralgemeende rijtypes en de veralgemeende dictionairetypes.
De verzameling van alle mogelijke uitdrukkingen die voldoen aan de syntaxis van een typespecificatie
van een veralgemeend collectietype wordt genoteerd als ˜˜T collect en is per definitie een deelverzameling van
˜˜T literal, d.i.
˜˜T collect ⊂ ˜˜T literal
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Definitie 6.13 (Verzamelingen) De specificatie van het veralgemeend type voor het werken met eindige
verzamelingen wordt gedefinieerd door:
• de syntaxis:
∀ ˜˜ts ∈ ˜˜T literal : ˜˜Set( ˜˜ts) ∈ ˜˜T collect
• de semantiek:
1. het domein:
dom ˜˜Set( ˜˜ts) , ℘˜({{1/x}|x ∈ domSet( ˜˜ts)}})
waarbij dom
Set( ˜˜ts) gedefinieerd wordt volgens de domeindefinitie uit definitie 2.12;
2. de verzameling van domeinen D ˜˜Set( ˜˜ts):
D ˜˜Set( ˜˜ts) , {dom ˜˜Set( ˜˜ts), dom ˜˜Boolean, dom ˜˜Integer, dom ˜˜Real, dom ˜˜Set( ˜˜Set( ˜˜ts))} ∪D ˜˜ts
3. de verzameling van operatoren O ˜˜Set( ˜˜ts):
O ˜˜Set( ˜˜ts) , O
extended
(Set( ˜˜ts), ˜˜Set( ˜˜ts))
∪Ogeneralised
(Set( ˜˜ts), ˜˜Set( ˜˜ts))
∪Ouncertain









∪ {⊥ :→ dom ˜˜Set( ˜˜ts)}
∪ { ˜˜Φ : ˜˜X1 × · · · × ˜˜Xm → ˜˜Y |(m ∈ N0) ∧ (∃ ˜˜Φ′ : ˜˜X ′1 × · · · × ˜˜X ′m → dom ˜˜ts′ ∈ O ˜˜ts \ {⊥} :
( ˜˜Y = dom ˜˜Set( ˜˜ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (
˜˜X ′j = dom ˜˜ts ∧
˜˜Xj = dom ˜˜Set( ˜˜ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : ˜˜Xi = ˜˜X ′i)))}
waarbij
– Oextended
(Set( ˜˜ts), ˜˜Set( ˜˜ts))
, ∅
– Ogeneralised
(Set( ˜˜ts), ˜˜Set( ˜˜ts))
, { ˜˜= : (dom ˜˜Set( ˜˜ts))2 → dom ˜˜Boolean,
˜˜6= : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜⊂ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜⊃ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜⊆ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜⊇ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜cardinality : dom ˜˜Set( ˜˜ts) → dom ˜˜Integer,
˜˜is empty : dom ˜˜Set( ˜˜ts) → dom ˜˜Boolean,
˜˜∪ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜Set( ˜˜ts),
˜˜∩ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜Set( ˜˜ts),
˜˜\ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜Set( ˜˜ts),
˜˜contains element : dom ˜˜Set( ˜˜ts) × dom ˜˜ts → dom ˜˜Boolean}
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– Ouncertain
(Set( ˜˜ts), ˜˜Set( ˜˜ts),℘˜(dom
Set( ˜˜ts)
))
gedefinieerd is door definitie 6.6;
– Ofuzzy





gedefinieerd is door definitie 6.7;
4. de axioma’s uit A ˜˜Set( ˜˜ts):
(a) de axioma’s voor de operatoren uit Ogeneralised
(Set( ˜˜ts), ˜˜Set( ˜˜ts))
deze zijn gedefinieerd door de verzameling
Ageneralised
(Set( ˜˜ts), ˜˜Set( ˜˜ts))
(cf. definitie 6.5)
(b) de axioma’s voor de operatoren uit Ouncertain
(Set( ˜˜ts), ˜˜Set( ˜˜ts),℘˜(dom
Set( ˜˜ts)
))
deze zijn gedefinieerd door de verzameling
Auncertain




(c) de axioma’s voor de operatoren uit Ofuzzy





deze zijn gedefinieerd door de verzameling
Afuzzy










deze operatie geeft steeds een niet-gedefinieerde verzameling terug;
(e) de semantiek van de operatoren ˜˜Φ
∀ n,m ∈ N0, ∀ 1 ≤ i ≤ m, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0, i 6= j,
∀ ˜˜Φ : ˜˜X1 × · · · × ˜˜Xj−1 × dom ˜˜Set( ˜˜ts) ×
˜˜Xj+1 × · · · × ˜˜Xm → dom ˜˜Set( ˜˜ts′)
∈ { ˜˜Φ : ˜˜X1 × · · · × ˜˜Xm → ˜˜Y |∃ ˜˜Φ′ : ˜˜X ′1 × · · · × ˜˜X ′m → dom ˜˜ts′ ∈ O ˜˜ts \ {⊥} :
( ˜˜Y = dom ˜˜Set( ˜˜ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (
˜˜X ′j = dom ˜˜ts ∧
˜˜Xj = dom ˜˜Set( ˜˜ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : ˜˜Xi = ˜˜X ′i))},




{1/Set(v(1)1 , . . . , v(1)n1 )}
, . . . ,
µn
{1/Set(v(n)1 , . . . , v(n)nn )}
}
∈ dom ˜˜Set( ˜˜ts) :



















x een verkorte schrijfwijze is voor:
˜˜Φ′(x1, . . . , xj−1, vyx, xj+1, . . . , xm)

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Voorbeeld 6.2
Voorbeelden van specificaties van veralgemeende verzamelingtypes zijn:
˜˜Set( ˜˜Integer) en ˜˜Set( ˜˜Set( ˜˜String))

De formele definities van de typespecificaties van de andere veralgemeende collectietypes, nl. de veral-
gemeende bagtypes, de veralgemeende lijsttypes, de veralgemeende rijtypes en de veralgemeende dictionai-
retypes zijn terug te vinden in deelsectie A.2 van bijlage A.
6.7 De veralgemeende literaaltypes: de specificatie van een
veralgemeend constructietype
De veralgemeende constructietypes zijn gedefinieerd als veralgemeningen van de constructietypes uit het
scherp typesysteem. Hierdoor worden er eveneens twee categoriee¨n van veralgemeende constructietypes
onderscheiden: de veralgemeende enumeratietypes en de veralgemeende gestructureerde types.
De verzameling van alle mogelijke uitdrukkingen die voldoen aan de syntaxis van een typespecificatie
van een veralgemeend constructietype wordt genoteerd als ˜˜T construct en is bij definitie een deelverzameling
van ˜˜T literal, d.i.
˜˜T construct ⊂ ˜˜T literal
6.7.1 De veralgemeende enumeratietypes
De verzameling van alle mogelijke uitdrukkingen die voldoen aan de syntaxis van een typespecificatie van
een veralgemeend enumeratietype wordt genoteerd als ˜˜T enum. Bij definitie geldt dat:
˜˜T enum ⊂ ˜˜T construct
De typespecificatie van een veralgemeend enumeratietype
Definitie 6.14 (Veralgemeende enumeratietypes) De typespecificaties van de veralgemeende enu-
meratietypes worden gedefinieerd door:
• de syntaxis:
∀ id ∈ IDΣ, ∀ n ∈ N0, ∀ 1 ≤ i ≤ n, i ∈ N0, ∀ idi ∈ IDΣ,∀ ii ∈ N :
˜˜Enum id(id1 = i1, . . . , idn = in) ∈ ˜˜T enum ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi)
Opmerking. De identificator id wordt de naam van het veralgemeend enumeratietype genoemd.
Deze identificator kan na de definitie van het veralgemeend enumeratietype overal als verkorte





2. de verzameling van domeinen Did:
Did , {dom ˜˜Boolean, dom ˜˜Real, dom ˜˜Integer, domid, dom ˜˜Set(id)}
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3. de verzameling van operatoren Oid:
Oid , Oextended(Enum id(id1=i1,...,idn=in),id)
∪Ogeneralised(Enum id(id1=i1,...,idn=in),id)
∪Ouncertain(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)))
∪Ofuzzy(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)),domEnum id(id1=i1,...,idn=in))
∪ {⊥ :→ domid}
waarbij
– Oextended(Enum id(id1=i1,...,idn=in),id) , ∅
– Ogeneralised(Enum id(id1=i1,...,idn=in),id) , { ˜˜= : (domid)2 → dom ˜˜Boolean,
˜˜6= : (domid)2 → dom ˜˜Boolean,
˜˜< : (domid)2 → dom ˜˜Boolean,
˜˜> : (domid)2 → dom ˜˜Boolean,
˜˜≤ : (domid)2 → dom ˜˜Boolean,
˜˜≥ : (domid)2 → dom ˜˜Boolean}
– Ouncertain(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)))
gedefinieerd is door definitie 6.6;
– Ofuzzy(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)),domEnum id(id1=i1,...,idn=in))
gedefini-
eerd is door definitie 6.7;
4. de axioma’s uit Aid:
(a) de axioma’s voor de operatoren uit Ogeneralised(Enum id(id1=i1,...,idn=in),id)
deze zijn gedefinieerd door de verzameling
Ageneralised(Enum id(id1=i1,...,idn=in),id)
(cf. definitie 6.5)
(b) de axioma’s voor de operatoren uit
Ouncertain(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)))
deze zijn gedefinieerd door de verzameling
Auncertain(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)))
(cf. definitie 6.8)
(c) de axioma’s voor de operatoren uit
Ofuzzy(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)),domEnum id(id1=i1,...,idn=in))
deze zijn gedefinieerd door de verzameling
Afuzzy(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)),domEnum id(id1=i1,...,idn=in))
(cf. definitie 6.9)
(d) de waarheidstabel voor de nul-aire operator ⊥
⊥
{1/{1/⊥Enum id(id1=i1,...,idn=in)}}
deze operatie geeft steeds een niet-gedefinieerde waarde van een veralgemeend enumeratie-
type terug.

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Voorbeeld 6.3
Voorbeelden van specificaties van veralgemeende enumeratietypes zijn:
• ˜˜Enum TKleur(rood = 0, groen = 1, blauw = 2)
• ˜˜Enum TDag(1 = 1, 2 = 2, 3 = 3, 4 = 4, 5 = 5, 6 = 6, 7 = 7, 8 = 8, 9 = 9, 10 = 10, 11 = 11,
12 = 12, 13 = 13, 14 = 14, 15 = 15, 16 = 16, 17 = 17, 18 = 18, 19 = 19, 20 = 20, 21 = 21,
22 = 22, 23 = 23, 24 = 24, 25 = 25, 26 = 26, 27 = 27, 28 = 28, 29 = 29, 30 = 30, 31 = 31)
• ˜˜Enum TMaand(jan = 1, feb = 2,maa = 3, apr = 4,mei = 5, jun = 6,
jul = 7, aug = 8, sep = 9, okt = 10, nov = 11, dec = 12)
Andere voorbeelden zijn te vinden in deelsectie B.3.1 van bijlage B. 
Operaties over de veralgemeende enumeratietypes
Over de verzameling ˜˜T enum worden een aantal operatoren gedefinieerd, die de veralgemeningen zijn van
de operatoren die gedefinieerd zijn over de verzameling Tenum.
Definitie 6.15 (Verzameling O ˜˜enum) Over de verzameling
˜˜T enum worden de volgende operatoren ge-
definieerd:
O ˜˜enum , { ˜˜= : ˜˜T 2enum → dom ˜˜Boolean,
˜˜6= : ˜˜T 2enum → dom ˜˜Boolean,
˜˜add : ˜˜T enum × IDΣ × N→ ˜˜T enum,
˜˜remove : ˜˜T enum × IDΣ → ˜˜T enum}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de binaire operator ˜˜=
∀ n,m ∈ N0, ∀ ˜˜Enum id(id1 = i1, . . . , idn = in), ˜˜Enum id′(id′1 = i′1, . . . , id′m = i′m) ∈ ˜˜T enum :
˜˜=( ˜˜Enum id(id1 = i1, . . . , idn = in),
˜˜Enum id′(id′1 = i
′





{1/{1/True}} als (n = m) ∧ (id = id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ n, j ∈ N0 :
(idi = id′j) ∧ (ii = i′j))
{1/{1/False}} in alle andere gevallen
2. de semantiek van de binaire operator ˜˜6=
∀ n,m ∈ N0, ∀ ˜˜Enum id(id1 = i1, . . . , idn = in), ˜˜Enum id′(id′1 = i′1, . . . , id′m = i′m) ∈ ˜˜T enum :
˜˜6=( ˜˜Enum id(id1 = i1, . . . , idn = in), ˜˜Enum id′(id′1 = i′1, . . . , id′m = i′m)) =
{1/{1/True}} als (n 6= m) ∨ (id 6= id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 :
(idi 6= id′j) ∨ (ii 6= i′j))
{1/{1/False}} in alle andere gevallen
3. de semantiek van de ternaire operator ˜˜add
∀ n ∈ N0, ∀ ˜˜Enum id(id1 = i1, . . . , idn = in) ∈ ˜˜T enum,∀ id′ ∈ IDΣ, ∀ m′ ∈ N :
˜˜add( ˜˜Enum id(id1 = i1, . . . , idn = in), id′,m′) ={ ˜˜Enum id(id1 = i1, . . . , idn = in, id′ = m′) als (id 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id′)
˜˜Enum id(id1 = i1, . . . , idn = in) als (id = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : idi = id′)
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4. de semantiek van de binaire operator ˜˜remove
∀ n ∈ N0, ∀ ˜˜Enum id(id1 = i1, . . . , idn = in) ∈ ˜˜T enum, ∀id′ ∈ IDΣ :
˜˜remove( ˜˜Enum id(id1 = i1, . . . , idi−1 = ii−1, idi = ii, idi+1 = ii+1, . . . , idn = in), id′) =
˜˜Enum id(id1 = i1, . . . , idi−1 = ii−1, idi+1 = ii+1, . . . , idn = in)
als (n > 1) ∧ (id′ 6= id) ∧ (∃ 1 ≤ i ≤ n, i ∈ N0 : idi = id′)
˜˜Enum id(id1 = i1, . . . , idn = in)
als (n = 1) ∨ (id = id′) ∨ (∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id′)

6.7.2 De veralgemeende gestructureerde types
De veralgemeende gestructureerde types zijn gedefinieerd als veralgemeningen van de gestructureerde types
uit het scherp typesysteem. De verzameling van alle mogelijke uitdrukkingen die voldoen aan de syntaxis
van een typespecificatie van een veralgemeend gestructureerd type wordt genoteerd als ˜˜T struct. Bij definitie
geldt dat:
˜˜T struct ⊂ ˜˜T construct
De syntaxis van een component van een veralgemeend gestructureerd type
Elke component van een veralgemeend gestructureerd type bestaat uit een identificator, een variabele co-
pula en een veralgemeend type. De identificator van de component is uniek binnen het veralgemeend
gestructureerd type waarin de component is gedefinieerd. De variabele copula beduidt een zgn. gene-
rieke veralgemeende restrictie die, naar analogie met de veralgemeende restricties van L.A. Zadeh (cf.
definitie 5.12), een beperking legt op de toegelaten componentwaarden. Tegelijkertijd legt de generieke
veralgemeende restrictie ook de betekenis van de componentwaarden vast (d.i. de generieke veralgemeende
restrictie legt de interpretatie vast van de graden van onnauwkeurigheid uit de vage verzamelingen van
de twee-niveau vage verzameling).
Definitie 6.16 (Syntaxis van een component) De syntaxis van een component van een veralgemeend
gestructureerd type is gedefinieerd als
id isr ˜˜ts
waarbij:
• id ∈ IDΣ;
• ˜˜ts ∈ ˜˜T literal ∪ ˜˜T reference;
• isr ∈ {ise, is, isv} een variabele copula is, met r een discrete variabele waarvan de waarde de te
gebruiken generieke veralgemeende restrictie aanduidt. De restricties die hierbij in aanmerking
komen, worden hieronder besproken.

Ook in het veralgemeende geval wordt het type met specificatie ˜˜ts het type van de component genoemd.
Indien de typespecificatie uit de component geen veralgemeend collectietype specificeert, beperkt de
generieke veralgemeende restrictie “rechtstreeks” de domeinwaarden van het gespecificeerde type. Bij
veralgemeende collectietypes wordt de beperking “onrechtstreeks” doorgevoerd op de domeinwaarden van
het meest significante type waarover het veralgemeend collectietype is gedefinieerd.
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Voorbeeld 6.4
Bij een component:
• id isr ˜˜Integer wordt het domein van het veralgemeend type van de component “rechtstreeks”
beperkt;
• id isr ˜˜Set( ˜˜Integer) wordt het domein van het veralgemeend type van de component “onrecht-
streeks” beperkt door het domein van het type met specificatie ˜˜Integer te beperken;
• id isr ˜˜Set( ˜˜Set( ˜˜String)) wordt het domein van het veralgemeend type van de component eveneens
“onrechtstreeks” beperkt door het domein van het type met specificatie ˜˜String te beperken.

In onderhavig werk worden er drie soorten generieke veralgemeende restricties beschouwd:
1. De gelijkheidsrestricties. Deze worden aangeduid door een waarde r = e en beperken het domein
van het type van de component tot nauwkeurig omschreven domeinwaarden. M.a.w. de toegelaten
waarden voor een component
id ise ˜˜ts
worden door de generieke veralgemeende restrictie, die aangeduid wordt door de copula ise, als
volgt vastgelegt:
• is ˜˜ts 6∈ ˜˜T collect, dan is de verzameling van de toegelaten waarden:
{ ˜˜X|( ˜˜X ∈ dom ˜˜ts) ∧ (∀ X˜ ∈ ℘˜(domts) \ {{1/x}|x ∈ domts} : µ ˜˜X(X˜) = 0)}
• is ˜˜ts ∈ ˜˜T collect en is ˜˜ts′ ∈ ˜˜T literal\ ˜˜T collect de specificatie van het meest significante type waarover
˜˜ts is gedefinieerd, dan worden de toegelaten waarden voor de component bekomen door het
domein dom ˜˜ts′ van
˜˜ts′ (voor wat deze component betreft) te beperken tot de verzameling:
{ ˜˜X|( ˜˜X ∈ dom ˜˜ts′) ∧ (∀ X˜ ∈ ℘˜(domts′) \ {{1/x}|x ∈ domts′} : µ ˜˜X(X˜) = 0)}
2. De possibilistische restricties. Deze worden aangeduid door een waarde r = blanco en geven aan
dat de toegelaten waarden voor de component
id is ˜˜ts
de waarden zijn uit het domein van het veralgemeend type met specificatie ˜˜ts. Verder duidt de copula
is aan dat de identificator id een disjunctieve (possibilistische) variabele identificeert, zodat de in
de componentwaarden voorkomende graden van onnauwkeurigheid moeten worden ge¨ınterpreteerd
als graden van overeenstemming (cf. deelsectie 5.1.3).
3. De veristische restricties. Deze worden aangeduid door een waarde r = v en geven aan dat de
toegelaten waarden voor de component
id isv ˜˜ts
ook hier de domeinwaarden zijn van het veralgemeend type met specificatie ˜˜ts. De copula isv duidt
echter aan dat de identificator id een conjunctieve (veristische) variabele identificeert, zodat de in
de componentwaarden voorkomende graden van onnauwkeurigheid moeten worden ge¨ınterpreteerd
als graden van waarheid (cf. deelsectie 5.1.3).
Het kan zinvol zijn om de hierboven beschouwde opsomming van generieke veralgemeende restricties
nog verder uit te breiden. Hierop wordt nog teruggekomen in de conclusie van dit werk.
De componenten van een veralgemeend gestructureerd type kunnen op basis van hun syntaxis worden
opgedeeld in literaalcomponenten en referenties.
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Definitie 6.17 (Literaalcomponent) Een component id isr ˜˜ts van een veralgemeend gestructureerd
type wordt een literaalcomponent genoemd als en slechts als:
˜˜ts ∈ ˜˜T literal

Definitie 6.18 (Referentie) Een component id isr ˜˜ts van een veralgemeend gestructureerd type wordt
een referentie genoemd als en slechts als:
˜˜ts ∈ ˜˜T reference

De verzameling van alle mogelijke componenten
Door te steunen op definitie 6.16 wordt de verzameling V ˜˜comp van alle mogelijke componenten voor een
veralgemeend gestructureerd type ingevoerd.
Definitie 6.19 (Verzameling V ˜˜comp) De verzameling V ˜˜comp wordt gedefinieerd als:
V ˜˜comp , {id isr ˜˜ts|(id ∈ IDΣ) ∧ (isr ∈ {ise, is, isv}) ∧ ( ˜˜ts ∈ ˜˜T literal ∪ ˜˜T reference)}

Over deze verzameling worden de volgende operatoren gedefinieerd:
Definitie 6.20
= : V 2 ˜˜comp → dom ˜˜Boolean
6= : V 2 ˜˜comp → dom ˜˜Boolean
waarbij de semantiek gegeven wordt door de volgende axioma’s:
1. de semantiek van de binaire operator =
∀ id isr ˜˜ts, id′ isr′ ˜˜ts′ ∈ V ˜˜comp :
=(id isr ˜˜ts, id′ isr′ ˜˜ts′) =
{
{1/{1/True}} als (id = id′) ∧ ( ˜˜ts = ˜˜ts′)
{1/{1/False}} in alle andere gevallen
2. de semantiek van de binaire operator 6=
∀ id isr ˜˜ts, id′ isr′ ˜˜ts′ ∈ V ˜˜comp :
6=(id isr ˜˜ts, id′ isr′ ˜˜ts′) =
{
{1/{1/True}} als (id 6= id′) ∨ ( ˜˜ts 6= ˜˜ts′)
{1/{1/False}} in alle andere gevallen

De typespecificatie van een veralgemeend gestructureerd type
Definitie 6.21 (Veralgemeend gestructureerd type) De typespecificaties van de veralgemeende ge-
structureerde types worden gedefinieerd door:
• de syntaxis:
∀ id ∈ IDΣ, ∀ n ∈ N0, ∀ 1 ≤ i ≤ n, i ∈ N0,∀ idi isri ˜˜tsi ∈ V ˜˜comp :
˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn) ∈ ˜˜T struct ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi)
Opmerking. De identificator id wordt de naam van het type genoemd en kan na de definitie van
het type, overal als verkorte schrijfwijze voor de typespecificatie worden gebruikt;
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• de semantiek:
1. het domein:
dom ˜˜Struct id(id1 isr1 ˜˜ts1;...;idn isrn ˜˜tsn)
, ℘˜(℘˜(dom
Struct id(id1 isr1 ˜˜ts1;...;idn isrn ˜˜tsn)
))
waarbij dom
Struct id(id1 isr1 ˜˜ts1;...;idn isr1 ˜˜tsn)
gedefinieerd wordt als:
dom
Struct id(id1 isr1 ˜˜ts1;...;idn isr1 ˜˜tsn)
,
{Struct(id1 : v1; . . . ; idn : vn)|∀ 1 ≤ i ≤ n, i ∈ N0 : (isri ∈ {is, isv} ∧ vi ∈ dom ˜˜tsi) ∨
(isri = ise ∧ vi ∈ V valid˜˜tsi )} ∪ {⊥id}
waarbij de verzamelingen V valid˜˜tsi
, 1 ≤ i ≤ n, i ∈ N0 als volgt gedefinieerd worden:
– als ˜˜tsi 6∈ ˜˜T collect dan is:
V valid˜˜tsi
= { ˜˜X|( ˜˜X ∈ dom ˜˜tsi) ∧ (∀ X˜ ∈ ℘˜(domtsi) \ {{1/x}|x ∈ domtsi} : µ ˜˜X(X˜) = 0)}
– als ˜˜tsi ∈ ˜˜T collect en ˜˜ts′i ∈ ˜˜T literal \ ˜˜T collect is de specificatie van het meest significante type
waarover ˜˜tsi is gedefinieerd, dan wordt de verzameling V valid˜˜tsi
bekomen door uit het domein
dom ˜˜tsi
al de twee-niveau vage verzamelingen te verwijderen die minstens e´e´n collectie
bevatten waarin een element voorkomt dat geen element is van de verzameling
V ˜˜ts′i
= { ˜˜X|( ˜˜X ∈ dom ˜˜ts′i) ∧ (∀ X˜ ∈ ℘˜(domts′i) \ {{1/x}|x ∈ domts′i} : µ ˜˜X(X˜) = 0)}
van de nauwkeurig omschreven elementen uit het domein dom ˜˜ts′i , d.i.
V valid˜˜tsi
= dom ˜˜tsi \ {
˜˜X|( ˜˜X ∈ dom ˜˜tsi) ∧ (∃
˜˜Y ∈ dom ˜˜ts′i \ V ˜˜ts′i :
fcontains(
˜˜X, ˜˜Y ) = {1/{1/True}})}






˜˜ts′∈ ˜˜T literal\ ˜˜T collect
dom ˜˜ts′ → dom ˜˜Boolean
˜˜X, ˜˜Y 7→ {1/{1/True}}
als ∃ ˜˜ts ∈ { ˜˜Set( ˜˜ts′), ˜˜Bag( ˜˜ts′), ˜˜List( ˜˜ts′), ˜˜Array( ˜˜ts′), ˜˜Dictionary( ˜˜ts′′ : ˜˜ts′)} :
˜˜X ∈ dom ˜˜ts ∧ ((
˜˜ts′ 6∈ ˜˜T collect ∧ ˜˜Y ∈ dom ˜˜ts′ ∧ µ ˜˜contains element( ˜˜X, ˜˜Y )({1/True}) 6= 0) ∨
( ˜˜ts′ ∈ ˜˜T collect ∧ (∃ ˜˜Z ∈ dom ˜˜ts′ : µ ˜˜contains element( ˜˜X, ˜˜Z)({1/True}) 6= 0 ∧
fcontains(
˜˜Z, ˜˜Y ) = {1/{1/True}})))
˜˜X, ˜˜Y 7→ {1/{1/False}}
in alle andere gevallen
2. de verzameling van domeinen Did:
Did , {dom ˜˜ts| ˜˜ts ∈
˜˜T literal ∪ ˜˜T reference}
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3. de verzameling van operatoren Oid:
Oid , Oextended(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id)
∪Ogeneralised
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id)
∪Ouncertain
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id,℘˜(domStruct id(id1: ˜˜ts1;...;idn: ˜˜tsn)
))
∪Ofuzzy






∪ {⊥ :→ domid
˜˜set element : domid × {id1, . . . , idn} × dom ˜˜ts1 ∪ · · · ∪ dom ˜˜tsn → domid,
˜˜clear element : domid × {id1, . . . , idn} → domid,
. : domid × {id1, . . . , idn} → dom ˜˜ts1 ∪ · · · ∪ dom ˜˜tsn}
waarbij
– Oextended
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id)
, ∅
– Ogeneralised
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id)
, { ˜˜= : (domid)2 → dom ˜˜Boolean,
˜˜6= : (domid)2 → dom ˜˜Boolean}
– Ouncertain
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id,℘˜(domStruct id(id1: ˜˜ts1;...;idn: ˜˜tsn)
))
gedefinieerd is door definitie 6.6;
– Ofuzzy







nieerd is door definitie 6.7;
4. de axioma’s uit Aid:
(a) de axioma’s voor de operatoren uit Ogeneralised
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id)
deze zijn gedefinieerd door de verzameling
Ageneralised
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id)
(cf. definitie 6.5)
(b) de axioma’s voor de operatoren uit
Ouncertain
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id,℘˜(domStruct id(id1: ˜˜ts1;...;idn: ˜˜tsn)
))
deze zijn gedefinieerd door de verzameling
Auncertain
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id,℘˜(domStruct id(id1: ˜˜ts1;...;idn: ˜˜tsn)
))
(cf. definitie 6.8)
(c) de axioma’s voor de operatoren uit
Ofuzzy






deze zijn gedefinieerd door de verzameling
Afuzzy
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(d) de semantiek van de ternaire operator ˜˜set element






, . . . ,
µ1m1
v1m1
} , . . . , µm{
µm1
vm1




∈ dom ˜˜Struct id(id1 isr1 ˜˜ts1;...;idn isrn ˜˜tsn),
∀ idi ∈ {id1, . . . , idn}, ∀ v′ ∈ dom ˜˜ts1 ∪ · · · ∪ dom ˜˜tsn :





, . . . ,
µ1m1
v′1m1
} , . . . , µm{
µm1
v′m1




waarbij ∀ i = 1, . . . ,m, ∀ j = 1, . . . ,mi:
v′ij =

⊥id als vij = ⊥id
Struct(id1 : v
(ij)
1 ; . . . ; idi : v
′′; . . . ; idn : v
(ij)
n )
als vij = Struct(id1 : v
(ij)






v′ als v′ ∈ dom ˜˜tsi
{1/{1/⊥tsi}} als v′ 6∈ dom ˜˜tsi
hierbij is {1/{1/⊥tsi}} een niet-gedefinieerde waarde uit het domein van het veralgemeende
type met specificatie ˜˜tsi;
(e) de semantiek van de binaire operator ˜˜clear element






, . . . ,
µ1m1
v1m1
} , . . . , µm{
µm1
vm1




∈ dom ˜˜Struct id(id1 isr1 ˜˜ts1;...;idn isrn ˜˜tsn),
∀ idi ∈ {id1, . . . , idn} :





, . . . ,
µ1m1
v′1m1
} , . . . , µm{
µm1
v′m1




waarbij ∀ i = 1, . . . ,m, ∀ j = 1, . . . ,mi:
v′ij =

⊥id als vij = ⊥id
Struct(id1 : v
(ij)
1 ; . . . ; idi : {1/{1/⊥tsi}}; . . . ; idn : v(ij)n )
als vij = Struct(id1 : v
(ij)
1 ; . . . ; idn : v
(ij)
n )
hierbij is {1/{1/⊥tsi}} een niet-gedefinieerde waarde uit het domein van het veralgemeende
type met specificatie ˜˜tsi;
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(f) de semantiek van de binaire operator .






, . . . ,
µ1m1
v1m1
} , . . . , µm{
µm1
vm1




∈ dom ˜˜Struct id(id1 isr1 ˜˜ts1;...;idn isrn ˜˜tsn),






, . . . ,
µ1m1
v′1m1
} , . . . , µm{
µm1
v′m1




waarbij ∀ i = 1, . . . ,m, ∀ j = 1, . . . ,mi:
v′ij =
{
{1/{1/⊥tsi}} als vij = ⊥id
v
(ij)
i als vij = Struct(id1 : v
(ij)
1 ; . . . ; idn : v
(ij)
n )
hierbij is {1/{1/⊥tsi}} een niet-gedefinieerde waarde uit het domein van het type van de
component idi isri ˜˜tsi;
(g) de waarheidstabel voor de nul-aire operator ⊥
⊥
{1/{1/⊥id}}














˜˜Struct TDatum(Dag is TDag;
Maand is TMaand;
Jaar is ˜˜Integer)
zijn voorbeelden van specificaties van veralgemeende gestructureerde types. Voor andere voorbeelden
wordt er verwezen naar deelsectie B.3.1 van bijlage B. 
De verzameling van de componenten van een veralgemeend gestructureerd type
De verzameling van alle componenten van een gegeven veralgemeend gestructureerd type ˜˜ts ∈ ˜˜T struct kan
worden bepaald met de functie f ˜˜comp.
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Definitie 6.22 (Functie f ˜˜comp) De functie f ˜˜comp wordt gedefinieerd als:
f ˜˜comp :
˜˜T struct → ℘(V ˜˜comp)
˜˜ts 7→ f ˜˜comp( ˜˜ts)
hierbij wordt
f ˜˜comp(
˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn))
recursief gedefinieerd als:
{id1 isr1 ˜˜ts1, . . . , idn isrn ˜˜tsn} ∪ {
⋃




De identificatie van een component van een veralgemeend gestructureerd type
Door het orthogonale karakter van definitie 6.21 kan een component van een veralgemeend gestructureerd
type opnieuw een veralgemeend gestructureerd type als componenttype hebben. Dit laatste type heeft op
zijn beurt componenten, die elk op zich weer componenten kunnen hebben, enz.
Voorbeeld 6.6
Door gebruik te maken van het veralgemeend gestructureerde type TAdres uit voorbeeld 6.5 kan de
volgende typespecificatie worden opgebouwd:






In dit voorbeeld heeft het veralgemeend gestructureerde type TStudent twee componenten met identifica-
toren Thuisadres en Kameradres die elk op hun beurt veralgemeende gestructureerde componenttypes
hebben. 
Om ook op een e´e´nduidige wijze naar de componenten van een veralgemeend gestructureerd type te
kunnen verwijzen, wordt elke component —net als in het scherp typesysteem— ge¨ıdentificeerd aan de
hand van een padexpressie.
Definitie 6.23 (Padexpressies voor een veralgemeend gestructureerd type) Een padexpressie
voor de identificatie van een component van een veralgemeend gestructureerd type, wordt gedefinieerd aan
de hand van de functie ˜˜path:
˜˜path : ˜˜T struct × V ˜˜comp → ID∗Σ
˜˜ts, id′ isr′ ˜˜ts′ 7→ id ˜˜
path
, als id′ isr′ ˜˜ts′ ∈ f ˜˜comp( ˜˜ts)
˜˜ts, id′ isr′ ˜˜ts′ 7→ ⊥IDΣ , als id′ isr′ ˜˜ts′ 6∈ f ˜˜comp( ˜˜ts)
hierbij wordt id ˜˜
path
inductief gedefinieerd als:
• Basisstap. Voor een component idi isri ˜˜tsi, 1 ≤ i ≤ n, i ∈ N0 van een veralgemeend gestructureerd
type met specificatie ˜˜ts = ˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn) wordt de padexpressie id ˜˜path
genoteerd als:
id.idi
6.7. DE SPECIFICATIE VAN DE VERALGEMEENDE CONSTRUCTIETYPES 241
• Inductiestap. Voor een component id′ isr′ ˜˜ts′ van een component die als padexpressie de identificator






Bij het type TStudent uit voorbeeld 6.6 wordt:
• de component “V oornaam ise ˜˜String” ge¨ıdentificeerd door de padexpressie
TStudent.V oornaam
• de component “Postcode ise ˜˜String” van de component “Thuisadres ise Adres” ge¨ıdentificeerd
door de padexpressie
TStudent.Thuisadres.Postcode
• de component “Kameradres ise Adres” ge¨ıdentificeerd door de padexpressie
TStudent.Kameradres

Operaties over de veralgemeende gestructureerde types
Definitie 6.24 (Verzameling O ˜˜struct) Over de verzameling
˜˜T struct worden de volgende operatoren ge-
definieerd:
O ˜˜struct , { ˜˜= :
˜˜T 2struct → dom ˜˜Boolean,
˜˜6= : ˜˜T 2struct → dom ˜˜Boolean,
˜˜add : ˜˜T struct × V ˜˜comp → ˜˜T struct,
˜˜remove : ˜˜T struct × IDΣ → ˜˜T struct,
f ˜˜comp :
˜˜T struct → ℘(V ˜˜comp),
˜˜path : ˜˜T struct × V ˜˜comp → ID∗Σ,
f ˜˜path :
˜˜T struct → ℘(IDΣ)}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de binaire operator ˜˜=









˜˜ts′m) ∈ ˜˜T struct :
˜˜=( ˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn),
˜˜Struct id′(id′1 isr1




{1/{1/True}} als (n = m) ∧ (id = id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0,
∃ 1 ≤ j ≤ m, j ∈ N0 : (idi = id′j) ∧ ( ˜˜tsi = ˜˜ts′j))
{1/{1/False}} in alle andere gevallen
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2. de semantiek van de binaire operator ˜˜6=









˜˜ts′m) ∈ ˜˜T struct :
˜˜6=( ˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn), ˜˜Struct id′(id′1 isr1 ˜˜ts′1; . . . ; id′m isrm ˜˜ts′m)) =
{1/{1/True}} als (n 6= m) ∨ (id 6= id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0,
∀ 1 ≤ j ≤ m, j ∈ N0 : (idi 6= id′j) ∨ ( ˜˜tsi 6= ˜˜ts′j))
{1/{1/False}} in alle andere gevallen
3. de semantiek van de ternaire operator ˜˜add
∀ n ∈ N0, ∀ ˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn) ∈ ˜˜T struct, ∀ id′ isr′ ˜˜ts′ ∈ V ˜˜comp :
˜˜add( ˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn), id′ isr′
˜˜ts′) =
˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn; id′ isr′
˜˜ts′)
als (id 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id′)
˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn)
als (id = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : idi = id′)
4. de semantiek van de binaire operator ˜˜remove
∀ n ∈ N0, ∀ ˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn) ∈ ˜˜T struct, ∀ id′ ∈ IDΣ :
˜˜remove( ˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idi−1 isri−1 ˜˜tsi−1; idi isri ˜˜tsi;
idi+1 isri+1
˜˜tsi+1; . . . ; idn isrn ˜˜tsn), id′) =
˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idi−1 isri−1 ˜˜tsi−1; idi+1 isri+1 ˜˜tsi+1; . . . ; idn isrn ˜˜tsn)
als (n > 1) ∧ (id′ 6= id) ∧ (∃ 1 ≤ i ≤ n, i ∈ N0 : idi = id′)
˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn)
als (n = 1) ∨ (id = id′) ∨ (∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id′)
5. de semantiek van de unaire operator f ˜˜comp
de semantiek van de functie f ˜˜comp wordt volledig bepaald door definitie 6.22;
6. de semantiek van de binaire operator ˜˜path
de semantiek van de functie ˜˜path wordt volledig bepaald door definitie 6.23;
7. de semantiek van de unaire operator f ˜˜path
f ˜˜path :
˜˜T struct → ℘(IDΣ)
˜˜ts 7→ f ˜˜path(
˜˜ts)
hierbij wordt f ˜˜path(
˜˜ts) gedefinieerd als:
f ˜˜path(
˜˜ts) = {id|∃ id′ isr′ ˜˜ts′ ∈ f ˜˜comp( ˜˜ts) : id = ˜˜path( ˜˜ts, id′ isr′ ˜˜ts′)}
zodat f ˜˜path(
˜˜ts) de verzameling is van de padexpressies van alle componenten van het veralgemeend
gestructureerde type ˜˜ts.

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6.7.3 Synopsis
De verzameling ˜˜T construct van de uitdrukkingen die voldoen aan de syntaxis van een veralgemeend con-
structietype wordt uiteindelijk gedefinieerd als:
Definitie 6.25 (Veralgemeende constructietypes)
˜˜T construct , ˜˜T enum ∪ ˜˜T struct

6.8 De specificatie van de veralgemeende literaaltypes: synopsis
De verzameling ˜˜T literal van de uitdrukkingen die voldoen aan de syntaxis van een veralgemeend literaaltype
wordt gedefinieerd als:
Definitie 6.26 (Veralgemeende literaaltypes)
˜˜T literal , ˜˜T base ∪ ˜˜T collect ∪ ˜˜T construct

6.9 De specificatie van de veralgemeende objecttypes
De veralgemeende objecttypes zijn gedefinieerd als veralgemeningen van de objecttypes uit het scherp
typesysteem. Hierbij wordt de veralgemening enkel doorgevoerd voor de karakteristieken van de object-
types. Vage overerving, zoals dit ondermeer voorkomt in het FOOD-model (Bordogna et al. 1997, Bor-
dogna et al. 1999) en in het UFO-model (Van Gyseghem 1995, Van Gyseghem en De Caluwe 1997,
Van Gyseghem 1998), wordt niet beschouwd om de definities en notaties niet (nodeloos) complexer
te maken en om te blijven voldoen aan de vooropgestelde eis voor een “vrij intu¨ıtief” databankmodel.
(Scherpe) overerving blijft echter een belangrijke aspect voor de definities.
6.9.1 De specificatie van de veralgemeende objecttypes: de syntaxis
Een veralgemeend objecttype wordt evenals een scherp objecttype extern gekarakteriseerd door een aantal
eigenschappen en/of een aantal externe operaties.
De syntaxis van een eigenschap van een veralgemeend objecttype
Elke eigenschap van een veralgemeend objecttype is opgebouwd uit een identificator, een variabele copula
en een typespecificatie van een veralgemeend type. De identificator van een eigenschap is uniek binnen
de specificatie van het veralgemeend objecttype waarin de eigenschap is gedefinieerd. De variabele copula
beduidt —net zoals bij de componenten van een veralgemeend gestructureerd type (cf. deelsectie 6.7.2)—
een generieke veralgemeende restrictie, die een beperking legt op de toegelaten waarden voor de eigen-
schap. Naar analogie met de componenten van een veralgemeend gestructureerd type legt de generieke
veralgemeende restrictie ook de betekenis vast van de waarden van de eigenschap (d.i. de generieke ver-
algemeende restrictie legt opnieuw de interpretatie vast van de graden van onnauwkeurigheid uit de vage
verzamelingen van de twee-niveau vage verzameling).
Definitie 6.27 (Syntaxis van een eigenschap) De syntaxis van een eigenschap van een veralgemeend
objecttype is gedefinieerd als
id isr ˜˜ts
waarbij:
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• id ∈ IDΣ;
• ˜˜ts ∈ ˜˜T literal ∪ ˜˜T reference;
• isr ∈ {ise, is, isv} een variabele copula is, met r een discrete variabele waarvan de waarde de te
gebruiken generieke veralgemeende restrictie aanduidt.

Opnieuw worden dezelfde drie soorten van generieke veralgemeende restricties beschouwd, als deze die
besproken zijn bij de behandeling van de syntaxis van een component van een veralgemeend gestructureerd
type (cf. deelsectie 6.7.2):
1. de gelijkheidsrestricties die aangeduid worden door een waarde r = e,
2. de possibilistische restricties die aangeduid worden door een waarde r = blanco en
3. de veristische restricties die aangeduid worden door een waarde r = v.
Ook de semantiek van deze restricties blijft behouden. Terug wordt de bemerking gemaakt dat het
zinvol kan zijn om andere restricties in aanmerking te nemen.
Bij de specificatie van een veralgemeend objecttype worden er eveneens twee soorten eigenschappen on-
derscheiden: attributen en referenties.
Definitie 6.28 (Attribuut) Een eigenschap id isr ˜˜ts van een veralgemeend objecttype wordt een attri-
buut genoemd als en slechts als:
˜˜ts ∈ ˜˜T literal

Definitie 6.29 (Referentie) Een eigenschap id isr ˜˜ts van een veralgemeend objecttype wordt een refe-
rentie genoemd als en slechts als:
˜˜ts ∈ ˜˜T reference

De syntaxis van een externe operatie van een veralgemeend objecttype
Ook bij een veralgemeend objecttype heeft de gebruiker de mogelijkheid om zelf externe operaties voor
het objecttype te definie¨ren. Elke externe operatie wordt volledig gespecificeerd door een identificator, een
variabele copula isr ∈ {ise, is, isv} en een signatuur.
De identificator —of naam— van een externe operatie moet uniek zijn binnen de specificatie van
het veralgemeend objecttype waarin de externe operatie gespecificeerd is. Verschillende veralgemeende
objecttypes kunnen externe operaties met overladen namen hebben.
De identificator van de externe operatie wordt door middel van een variabele copula gekoppeld aan
de signatuur van de externe operatie. Deze copula identificeert opnieuw een generieke veralgemeende
restrictie, die zowel een restrictie legt op de toegelaten waarden voor het resultaat van de operatie,
als de betekenis vastlegt van deze waarden (d.i. de generieke veralgemeende restrictie legt opnieuw de
interpretatie vast van de graden van onnauwkeurigheid uit de vage verzamelingen van de twee-niveau vage
verzameling). Ook hier zijn de drie beschouwde soorten van generieke veralgemeende restricties de reeds
gedefinieerde (cf. deelsectie 6.7.2):
1. gelijkheidsrestricties (r = e),
2. possibilistische restricties (r = blanco) en
3. veristische restricties (r = v).
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De signatuur van een externe operatie van een veralgemeend objecttype definieert de naam en het
type van elk van de operandi en het type van het resultaat van de operatie. Ook bij het veralgemeend
typesysteem wordt het type van het resultaat van een externe operatie het type van de operatie genoemd
en heeft elke externe operatie juist e´e´n type dat, in het geval dat de operatie geen resultaatwaarden
teruggeeft, het “void”-type is.
Definitie 6.30 (Verzameling van signaturen) De verzameling V ˜˜signat van alle geldige signaturen
voor een externe operatie van een veralgemeend objecttype wordt gedefinieerd als:
1. ∀ ˜˜ts ∈ ˜˜T literal ∪ ˜˜T reference ∪ { ˜˜Void}, ∀ n ∈ N0, ∀ 1 ≤ i ≤ n, i ∈ N0, ∀ idi ∈ IDΣ,
∀ ˜˜tsi ∈ ˜˜T literal∪ ˜˜T reference :
Signat((id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn)→ ˜˜ts) ∈ V ˜˜signat ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj)
2. ∀ ˜˜ts ∈ ˜˜T literal ∪ ˜˜T reference ∪ { ˜˜Void} : Signat(( )→ ˜˜ts) ∈ V ˜˜signat

M.b.t. de signaturen uit de voorgaande definitie, is ˜˜ts het type van de operatie. In het voorkomend
geval dat de operatie argumenten heeft, blijven idi, 1 ≤ i ≤ n, i ∈ N0 de namen van de operandi, zijn ˜˜tsi,
1 ≤ i ≤ n, i ∈ N0 de specificaties van de veralgemeende types van deze operandi en zijn isri ∈ {ise, is, isv},
1 ≤ i ≤ n, i ∈ N0 variabele copula’s. Elke copula fungeert als koppeling tussen de identificator van
het argument en het veralgemeend type van het argument en identificeert een generieke veralgemeende
restrictie, die zowel een restrictie legt op de toegelaten waarden voor het argument, als de betekenis
vastlegt van deze waarden (d.i. de generieke veralgemeende restrictie legt opnieuw de interpretatie vast
van de graden van onnauwkeurigheid uit de vage verzamelingen van de twee-niveau vage verzameling).
De drie beschouwde soorten van generieke veralgemeende restricties zijn opnieuw de reeds gedefinieerde
(cf. deelsectie 6.7.2):
1. gelijkheidsrestricties (r = e),
2. possibilistische restricties (r = blanco) en
3. veristische restricties (r = v).
Het bovenstaande resulteert in de volgende formele definitie voor de syntaxis van een externe operatie:
Definitie 6.31 (Syntaxis van een externe operatie) De syntaxis van een externe operatie van een
veralgemeend objecttype is gedefinieerd als
id isr ˜˜s
waarbij:
(id ∈ IDΣ) ∧ (isr ∈ {ise, is, isv}) ∧ (˜˜s ∈ V ˜˜signat)

De verzameling van alle mogelijke karakteristieken van een veralgemeend objecttype
Uitgaande van de definities 6.27 en 6.31 wordt er een verzameling V ˜˜
char
gedefinieerd, die de veralgemening
is van de verzameling Vchar uit het scherp typesysteem.
Elke karakteristiek van een veralgemeend objecttype bestaat uit een identificator, een variabele copula
isr ∈ {ise, is, isv} en een veralgemeend type —in welk geval de karakteristiek een eigenschap is— of een
signatuur van een externe operatie —in welk geval de karakteristiek een externe operatie is—.
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Definitie 6.32 (Verzameling V ˜˜
char





, {id isr ˜˜s|(id ∈ IDΣ) ∧ (isr ∈ {ise, is, isv}) ∧ (˜˜s ∈ ˜˜T literal ∪ ˜˜T reference ∪ V ˜˜signat)}

Over de verzameling V ˜˜
char
van alle mogelijke karakteristieken worden de volgende operatoren gedefinieerd:
Definitie 6.33








waarbij de semantiek gegeven wordt door de volgende axioma’s:
1. de semantiek van de binaire operator =
∀ id isr ˜˜s, id′ isr′ ˜˜s′ ∈ V ˜˜
char
:
=(id isr ˜˜s, id′ isr′ ˜˜s′) =
{
{1/{1/True}} als (id = id′) ∧ (˜˜s = ˜˜s′)
{1/{1/False}} in alle andere gevallen
2. de semantiek van de binaire operator 6=
∀ id isr ˜˜s, id′ isr′ ˜˜s′ ∈ V ˜˜
char
:
6=(id isr ˜˜s, id′ isr′ ˜˜s′) =
{
{1/{1/True}} als (id 6= id′) ∨ (˜˜s 6= ˜˜s′)
{1/{1/False}} in alle andere gevallen

De syntaxis van een veralgemeend objecttype
Zoals reeds werd aangegeven in het begin van dit hoofdstuk, wordt de verzameling van alle mogelijke uit-
drukkingen die voldoen aan de syntaxis van een typespecificatie van een veralgemeend objecttype genoteerd
als ˜˜T object. Elk element van deze verzameling wordt aangeduid met het sleutelwoord
˜˜Class.
Definitie 6.34 (Syntaxis van een veralgemeend objecttype) De syntaxis van een veralgemeend
objecttype wordt als volgt gedefinieerd:
1. ∀ id ∈ IDΣ, ∀ n ∈ N0,∀ idi isri ˜˜si ∈ V ˜˜char, 1 ≤ i ≤ n, i ∈ N0 :
˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) ∈ ˜˜T object ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi)
2. ∀ id ∈ IDΣ, ∀ m,n ∈ N0, ∀ îdi ∈ IDΣ, 1 ≤ i ≤ m, i ∈ N0, ∀ idi isri ˜˜si ∈ V ˜˜char, 1 ≤ i ≤ n, i ∈ N0 :
˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) ∈ ˜˜T object ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0 : idi 6= îdj) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi) ∧
(∀ 1 ≤ i ≤ m, i ∈ N0 : id 6= îdi)
3. ∀ id ∈ IDΣ, ∀ m ∈ N0, ∀ îdi ∈ IDΣ, 1 ≤ i ≤ m, i ∈ N0 :
˜˜Class id : îd1, . . . , îdm( ) ∈ ˜˜T object ⇔ (∀ 1 ≤ i ≤ m, i ∈ N0 : id 6= îdi)
Hierbij is de identificator id de naam van het veralgemeend objecttype, moet er gelden dat de identifi-
catoren îdi ∈ IDΣ, i = 1, . . . , n eveneens namen zijn van veralgemeende objecttypes —deze worden ook
hier gebruikt voor de specificatie van overerving— en worden de karakteristieken die eigen zijn aan het
veralgemeend objecttype ge¨ıdentificeerd door de identificatoren idi ∈ ID, i = 1, . . . , n. 
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Opmerking. Na de definitie van de syntaxis van het veralgemeend objecttype kan de identificator id als
verkorte schrijfwijze voor deze syntaxis worden gebruikt. Ook bij de veralgemeende objecttypes mogen er
geen twee karakteristieken voorkomen die eigen zijn aan het type en dezelfde identificator hebben.
Elke type-implementatie van een veralgemeend objecttype bevat een implementatie voor elk van de
externe operaties van het objecttype.
Voorbeeld 6.8
De onderstaande typespecificaties TPersoon en TPatient, die tevens terug te vinden zijn in de veralge-
meende oplossing voor de toepassing uit bijlage B, zijn voorbeelden van specificaties van veralgemeende
objecttypes.






Burgerlijke stand ise TBurgerlijke stand;
Ouders ise ˜˜SetRef (TPersoon);
Kinderen ise
˜˜ListRef (TPersoon);
Adreswijziging ise Signat((Nieuw adres ise TAdres)→ ˜˜Void);
Wijzig burgerlijke stand ise Signat((Nieuwe burg stand ise TBurgerlijke stand)→ ˜˜Void);
V oeg kind toe ise Signat((Nieuw kind ise ˜˜Ref (TPersoon))→ ˜˜Void))
en




















V erwerk meetresultaten ise Signat((Meetresultaten ise ˜˜List(TMeetresultaat))→ ˜˜Void);
V erwerk consultaties ise Signat((Consultaties ise ˜˜ListRef (TConsultatie))→ ˜˜Void);
V oeg kind toe ise Signat((Nieuw kind ise ˜˜Ref (TPatient))→ ˜˜Void))
Hierbij karakteriseren de symbolen ˜˜Ref, ˜˜SetRef en
˜˜ListRef (typespecificaties van) veralgemeende referen-
tietypes. Deze specificaties worden formeel gedefinieerd in deelsectie 6.9.5. Meer uitleg over alle andere
voorkomende typespecificaties en andere voorbeelden zijn te vinden in deelsectie B.3.1 van bijlage B. 
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6.9.2 De specificatie van de veralgemeende objecttypes: de semantiek
De bespreking van de semantiek van een veralgemeend objecttype begint bij de definities van de semantiek
van overerving en de semantiek van referenties. Vervolgens worden de definities van het (aangegeven)
domein, de verzameling van domeinen, de verzameling van operatoren en de verzameling van axioma’s
van een veralgemeend objecttype gegeven.
De semantiek van de overerving
Voor de specificatie van overerving wordt er een combinatie-operatie ˜˜⊕ ingevoerd die het toelaat om twee
(scherpe) verzamelingen van karakteristieken te combineren tot een nieuwe verzameling van karakteris-
tieken. Hierbij wordt de resulterende verzameling, net als bij de operator ⊕ uit het scherp typesysteem
(cf. definitie 2.36), stapsgewijs opgebouwd door de eerste verzameling van karakteristieken te combineren
met elk van de karakteristieken uit de tweede verzameling.
Definitie 6.35 (Combinatie-operatie) De combinatie-operatie ˜˜⊕ wordt als volgt gedefinieerd:







{id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn}, {id′1 isr′1 ˜˜s′1, . . . , id′m isr′m ˜˜s′m} 7→




) , {V |(V ∈ ℘(V ˜˜
char
)) ∧ (V 6= ∅) ∧ (∀ idi isri ˜˜si, idj isrj ˜˜sj ∈ V :
6=(idi isri ˜˜si, idj isrj ˜˜sj) = {1/{1/True}} ⇒ idi 6= idj)}
en bij definitie geldt dat:
{id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn} ˜˜⊕{id′ isr′ ˜˜s′} ,{
{id1 isr1 ˜˜s1, . . . , idi isr′ ˜˜s′, . . . , idn isrn ˜˜sn} als ∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi
{id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn, id′ isr′ ˜˜s′} als ∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi
en
{id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn} ˜˜⊕{id′1 isr′1 ˜˜s′1, . . . , id′m isr′m ˜˜s′m} ,
{id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn} ˜˜⊕{id′1 isr′1 ˜˜s′1} ˜˜⊕ · · · ˜˜⊕{id′m isr′m ˜˜s′m}

Deze combinatie-operatie wordt gebruikt bij de definitie van een karakteristieke functie f ˜˜char die het
toelaat om de verzameling van alle karakteristieken van een veralgemeend objecttype te bepalen.
Definitie 6.36 (Karakteristieke functie) De karakteristieke functie f ˜˜char wordt gedefinieerd als:
f ˜˜char :
˜˜T object → ℘(V ˜˜char)
˜˜ts 7→ V ˜˜ts
hierbij wordt:
• het objecttype ˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) afgebeeld op:
Vid , ∆Vid , {id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn}
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• het objecttype ˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) afgebeeld op:
Vid , V (n1)bid1 ˜˜⊕ · · · ˜˜⊕V (nm)bidm ˜˜⊕∆Vid
= V (n1)bid1 ˜˜⊕ · · · ˜˜⊕V (nm)bidm ˜˜⊕{id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn}
waarbij de verzamelingen V (ni)bidi , 1 ≤ i ≤ m, i ∈ N0 inductief gedefinieerd worden als:
V
(ni)bidi , V (ni−1)bidi ˜˜⊕∆V (ni)bidi
V
(0)bidi , ∆V (0)bidi





(n1)bid1 ˜˜⊕ · · · ˜˜⊕V (nm)bidm ˜˜⊕{id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn}
=∆V (0)bid1 ˜˜⊕ · · · ˜˜⊕∆V (n1)bid1 ˜˜⊕ · · · ˜˜⊕∆V (0)bidm ˜˜⊕ · · · ˜˜⊕∆V (nm)bidm ˜˜⊕{id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn}
Daar elke component ∆V (ni)bidi een verzameling van karakteristieken voorstelt, volgt na het uitwerken
van de ˜˜⊕-operaties dat Vid ∈ ℘(V ˜˜char).
• het objecttype ˜˜Class id : îd1, . . . , îdm( ) afgebeeld op:
Vid , V (n1)bid1 ˜˜⊕ · · · ˜˜⊕V (nm)bidm
waarbij de verzamelingen V (ni)bidi , 1 ≤ i ≤ m, i ∈ N0 opnieuw inductief gedefinieerd worden als:
V
(ni)bidi , V (ni−1)bidi ˜˜⊕∆V (ni)bidi
V
(0)bidi , ∆V (0)bidi

Voorbeeld 6.9
Voor de veralgemeende objecttypes TPersoon en TPatient, waarvan de syntaxis gegeven is in voor-
beeld 6.8, levert de karakteristieke functie respectievelijk de verzameling van karakteristieken VTPersoon
en VTPatient op, waarbij VTPersoon (= f ˜˜char(TPersoon)) volgens de voorgaande definitie gelijk is aan:






Burgerlijke stand ise TBurgerlijke stand,
Ouders ise ˜˜SetRef (TPersoon),
Kinderen ise
˜˜ListRef (TPersoon),
Adreswijziging ise Signat((Nieuw adres ise TAdres)→ ˜˜Void),
Wijzig burgerlijke stand ise Signat((Nieuwe burg stand ise TBurgerlijke stand)→ ˜˜Void),
V oeg kind toe ise Signat((Nieuw kind ise ˜˜Ref (TPersoon))→ ˜˜Void)}
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en VTPatient (= f ˜˜char(TPatient)) gelijk is aan:
VTPatient = VTPersoon ˜˜⊕∆VTPatient


















V erwerk meetresultaten ise Signat((Meetresultaten ise ˜˜List(TMeetresultaat))→ ˜˜Void),
V erwerk consultaties ise Signat((Consultaties ise ˜˜ListRef (TConsultatie))→ ˜˜Void),
V oeg kind toe ise Signat((Nieuw kind ise ˜˜Ref (TPatient))→ ˜˜Void)}
wat na uitwerking leidt tot:






Burgerlijke stand ise TBurgerlijke stand,
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Adreswijziging ise Signat((Nieuw adres ise TAdres)→ ˜˜Void),
Wijzig burgerlijke stand ise Signat((Nieuwe burg stand ise TBurgerlijke stand)→ ˜˜Void),
V erwerk meetresultaten ise Signat((Meetresultaten ise ˜˜List(TMeetresultaat))→ ˜˜Void),
V erwerk consultaties ise Signat((Consultaties ise ˜˜ListRef (TConsultatie))→ ˜˜Void),
V oeg kind toe ise Signat((Nieuw kind ise ˜˜Ref (TPatient))→ ˜˜Void)}

De semantiek van de overerving volgt uit de definitie van de karakteristieke functie f ˜˜char (definitie 6.36).
In het geval van overerving definieert deze functie —volkomen analoog als bij scherpe objecttypes— hoe de
verzameling van alle karakteristieken van het subtype is opgebouwd als combinatie van de verzamelingen
van karakteristieken van de betrokken supertypes (cf. deelsectie 2.9.3). De notaties voor overerving blijven
behouden bij veralgemeende objecttypes: in de typespecificaties
˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) ∈ ˜˜T object
en
˜˜Class id : îd1, . . . , îdm( ) ∈ ˜˜T object
wordt aangegeven dat het veralgemeend objecttype met identificator id “erft van” de veralgemeende ob-
jecttypes met identificatoren îdi, 1 ≤ i ≤ m, i ∈ N0.
Net als in het scherpe typesysteem introduceert het “erven van” een (partie¨le) transitieve overervings-
relatie die hier gedefinieerd is over de verzameling ˜˜T object en opnieuw genoteerd wordt als .
De semantiek van een referentie
Net als bij een scherp objecttype kunnen er in de specificatie van een veralgemeend objecttype twee soorten
referenties voorkomen (cf. definitie 6.34): referenties die gedefinieerd zijn als component van een attri-
buut van het veralgemeend objecttype —in welk geval het attribuut noodzakelijkerwijze een veralgemeend
gestructureerd type moet hebben (cf. definitie 6.18)— en referenties die gedefinieerd zijn als eigenschap
van het veralgemeend objecttype (cf. definitie 6.29). Een referentie wordt in het veralgemeend typesysteem
aangewend om vanuit een veralgemeend objecttype met specificatie ˜˜ts1 ∈ ˜˜T object te “refereren aan” een
veralgemeend objecttype met specificatie ˜˜ts2 ∈ ˜˜T object. Voor de formele definitie van dit “refereren aan”
is de definitie vereist van de syntaxis van de elementen van de verzameling ˜˜T reference.
Definitie 6.37 (Syntaxis van ˜˜T reference) De verzameling




{ ˜˜Ref ( ˜˜ts), ˜˜SetRef ( ˜˜ts), ˜˜BagRef ( ˜˜ts), ˜˜ListRef ( ˜˜ts)}

De volledige definitie van de typespecificatie van de veralgemeende referentietypes (en dus ook de de-
finitie van de semantiek van een veralgemeend referentietype) wordt gegeven in deelsectie 6.9.5.
Het “refereren aan” wordt formeel gedefinieerd als:
Definitie 6.38 (Refereren)
∀ ˜˜ts1, ˜˜ts2 ∈ ˜˜T object : ˜˜ts1 “refereert aan” ˜˜ts2 ⇔
(∃ id isr ˜˜s ∈ f ˜˜char(
˜˜ts1) : ˜˜s ∈ { ˜˜Ref ( ˜˜ts2), ˜˜SetRef ( ˜˜ts2), ˜˜BagRef ( ˜˜ts2), ˜˜ListRef ( ˜˜ts2)}) ∨
(˜˜s ∈ ˜˜T struct ∧ (∃ id′ isr′ ˜˜s′ ∈ f ˜˜comp(˜˜s) : ˜˜s′ ∈ { ˜˜Ref ( ˜˜ts2), ˜˜SetRef ( ˜˜ts2), ˜˜BagRef ( ˜˜ts2), ˜˜ListRef ( ˜˜ts2)}))

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Net als in het scherpe typesysteem introduceert het “refereren aan” een aantal partie¨le relaties, die
alle gedefinieerd zijn over de verzameling ˜˜T object en alle referentierelaties worden genoemd. Opnieuw
wordt de referentierelatie die ge¨ıntroduceerd wordt door de referentie met identificator id genoteerd als
id→ en resulteert het achtereenvolgend toepassen van referentierelaties in een verzameling van met elkaar
gerelateerde veralgemeende objecttypes.
Het domein van een veralgemeend objecttype
Het domein van een veralgemeend objecttype met specificatie ˜˜ts wordt gedefinieerd door te steunen op de
definitie van de karakteristieke functie f ˜˜char (definitie 6.36):
• wordt de verzameling van alle eigenschappen van het veralgemeend objecttype, geschreven als
{id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn}, n ∈ N0
dan wordt het domein van het veralgemeend objecttype gedefinieerd als de unie van:
– de verzameling van de mogelijke gestructureerde waarden die (rechtstreeks) bekomen worden
uit de toegelaten waarden voor deze eigenschappen,
– het singleton dat bestaat uit de niet-gedefinieerde objectwaarde voor het veralgemeend object-
type en
– de domeinen van de subtypes van het veralgemeend objecttype;
• is de verzameling van alle eigenschappen van het veralgemeend objecttype ledig, dan wordt het
domein van het veralgemeend objecttype gedefinieerd als de unie van het singleton dat bestaat uit
de niet-gedefinieerde objectwaarde voor het veralgemeend objecttype en de domeinen van de subtypes
van het veralgemeend objecttype.
Definitie 6.39 (Domein van een veralgemeend objecttype)
∀ ˜˜ts ∈ ˜˜T object :
dom ˜˜ts ,

{Struct (id1 : v1; . . . ; idn : vn)|∀ 1 ≤ i ≤ n, i ∈ N0 :





˜˜ts) \ {id isr ˜˜s|id ∈ IDΣ ∧ ˜˜s ∈ V ˜˜signat} = {id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn}, n ∈ N0





˜˜ts) \ {id isr ˜˜s|id ∈ IDΣ ∧ ˜˜s ∈ V ˜˜signat} = ∅
waarbij de verzamelingen V valid˜˜si , 1 ≤ i ≤ n, i ∈ N0 desgevallend als volgt gedefinieerd worden:
• als ˜˜si 6∈ ˜˜T collect dan is:
V valid˜˜si = {
˜˜X|( ˜˜X ∈ dom˜˜si) ∧ (∀ X˜ ∈ ℘˜(domsi) \ {{1/x}|x ∈ domsi} : µ ˜˜X(X˜) = 0)}
• als ˜˜si ∈ ˜˜T collect en ˜˜ts′i ∈ ˜˜T literal \ ˜˜T collect is de specificatie van het meest significante type waarover
˜˜si is gedefinieerd, dan wordt de verzameling V valid˜˜si bekomen door uit het domein dom˜˜si al de twee-
niveau vage verzamelingen te verwijderen die minstens e´e´n collectie bevatten waarin een element
voorkomt dat geen element is van de verzameling
V ˜˜ts′i
= { ˜˜X|( ˜˜X ∈ dom ˜˜ts′i) ∧ (∀ X˜ ∈ ℘˜(domts′i) \ {{1/x}|x ∈ domts′i} : µ ˜˜X(X˜) = 0)}
van de nauwkeurig omschreven elementen uit het domein dom ˜˜ts′i , d.i.
V valid˜˜si = dom˜˜si \ {
˜˜X|( ˜˜X ∈ dom˜˜si) ∧ (∃
˜˜Y ∈ dom ˜˜ts′i \ V ˜˜ts′i : fcontains(
˜˜X, ˜˜Y ) = {1/{1/True}})}
6.9. DE SPECIFICATIE VAN DE VERALGEMEENDE OBJECTTYPES 253






˜˜ts′∈ ˜˜T literal\ ˜˜T collect
dom ˜˜ts′ → dom ˜˜Boolean
˜˜X, ˜˜Y 7→ {1/{1/True}}
als ∃ ˜˜ts ∈ { ˜˜Set( ˜˜ts′), ˜˜Bag( ˜˜ts′), ˜˜List( ˜˜ts′), ˜˜Array( ˜˜ts′), ˜˜Dictionary( ˜˜ts′′ : ˜˜ts′)} :
˜˜X ∈ dom ˜˜ts ∧ ((
˜˜ts′ 6∈ ˜˜T collect ∧ ˜˜Y ∈ dom ˜˜ts′ ∧ µ ˜˜contains element( ˜˜X, ˜˜Y )({1/True}) 6= 0) ∨
( ˜˜ts′ ∈ ˜˜T collect ∧ (∃ ˜˜Z ∈ dom ˜˜ts′ : µ ˜˜contains element( ˜˜X, ˜˜Z)({1/True}) 6= 0 ∧
fcontains(
˜˜Z, ˜˜Y ) = {1/{1/True}})))
˜˜X, ˜˜Y 7→ {1/{1/False}} in alle andere gevallen

In tegenstelling tot de domeinen van de andere veralgemeende types, is het domein van een veral-
gemeend objecttype een scherpe verzameling van scherpe tuple-waarden. De veralgemening volgt louter
uit de veralgemeningen van de domeinen van de veralgemeende types van de eigenschappen van het ver-
algemeend objecttype en het gebruik van generieke veralgemeende restricties. Verder legt bovenstaande
definitie op een formele wijze de semantiek vast, van de variabele copula’s isri uit alle eigenschappen
idi isri ˜˜si, i = 1, . . . , n van het veralgemeend objecttype.
De verzameling van domeinen D ˜˜ts
Definitie 6.40 (Verzameling van domeinen) Voor elk veralgemeend objecttype ˜˜ts ∈ ˜˜T object wordt de
verzameling van domeinen D ˜˜ts gedefinieerd als:
D ˜˜ts , {dom ˜˜ts| ˜˜ts ∈
˜˜T literal ∪ ˜˜T reference ∪ ˜˜T object}

De verzameling van operatoren O ˜˜ts
Definitie 6.41 (Verzameling van operatoren) Voor elk veralgemeend objecttype ˜˜ts ∈ ˜˜T object wordt
de verzameling van operatoren O ˜˜ts gedefinieerd als





1. Ointern˜˜ts , { ˜˜= : (dom ˜˜ts)
2 → dom ˜˜
Boolean
,
˜˜6= : (dom ˜˜ts)2 → dom ˜˜Boolean,
˜˜set element : dom ˜˜ts × {id|(id ∈ IDΣ) ∧ (∃ id′ isr′
˜˜ts′ ∈ f ˜˜char(
˜˜ts) :
˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference ∧ id′ = id)} ×
⋃
˜˜ts′∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts′ → dom ˜˜ts,
˜˜clear element : dom ˜˜ts × {id|(id ∈ IDΣ) ∧ (∃ id′ isr′
˜˜ts′ ∈ f ˜˜char(
˜˜ts) :
˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference ∧ id′ = id)} → dom ˜˜ts,
. : dom ˜˜ts × {id|(id ∈ IDΣ) ∧ (∃ id′ isr′
˜˜ts′ ∈ f ˜˜char(
˜˜ts) :
˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference ∧ id′ = id)} →
⋃
˜˜ts′∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts′ ,
⊥ :→ dom ˜˜ts}
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2. Oextern˜˜ts , f ˜˜char(
˜˜ts) \ {id isr ˜˜s|(id ∈ IDΣ) ∧ (˜˜s ∈ ˜˜T literal ∪ ˜˜T reference)}

De verzameling van axioma’s A ˜˜ts
Definitie 6.42 (Verzameling van axioma’s) Voor een veralgemeend objecttype ˜˜ts ∈ ˜˜T object zijn de
axioma’s uit A ˜˜ts:
1. de semantiek van de binaire operator ˜˜=
(a) ∀ n,m ∈ N0, ∀ Struct (id1 : v1; . . . ; idn : vn),Struct (id′1 : v′1; . . . ; id′m : v′m) ∈ dom ˜˜ts \ {⊥ ˜˜ts} :
˜˜=(Struct (id1 : v1; . . . ; idn : vn),Struct (id′1 : v
′





{1/{1/True}} als (n = m) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0,∃ 1 ≤ j ≤ n, j ∈ N0 :
idi = id′j ∧ vi = v′j)
{1/{1/False}} in alle andere gevallen
(b) ∀ X ∈ dom ˜˜ts : ( ˜˜=(X,⊥ ˜˜ts) = {1/{1/⊥Boolean}}) ∧ ( ˜˜=(⊥ ˜˜ts, X) = {1/{1/⊥Boolean}})
2. de semantiek van de binaire operator ˜˜6=
(a) ∀ n,m ∈ N0, ∀ Struct (id1 : v1; . . . ; idn : vn),Struct (id′1 : v′1; . . . ; id′m : v′m) ∈ dom ˜˜ts \ {⊥ ˜˜ts} :
˜˜6=(Struct (id1 : v1; . . . ; idn : vn),Struct (id′1 : v′1; . . . ; id′m : v′m)) =
{1/{1/True}} als (n 6= m) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0,∀ 1 ≤ j ≤ n, j ∈ N0 :
idi 6= id′j ∨ vi 6= v′j)
{1/{1/False}} in alle andere gevallen
(b) ∀ X ∈ dom ˜˜ts : (
˜˜6=(X,⊥ ˜˜ts) = {1/{1/⊥Boolean}}) ∧ (
˜˜6=(⊥ ˜˜ts, X) = {1/{1/⊥Boolean}})
3. de semantiek van de ternaire operator ˜˜set element
(a) ∀ n ∈ N0, ∀ Struct (id1 : v1; . . . ; idn : vn) ∈ dom ˜˜ts \ {⊥ ˜˜ts},
∀ idi ∈ {id1, . . . , idn}, ∀ v ∈
⋃
˜˜ts∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts :
˜˜set element(Struct (id1 : v1; . . . ; idn : vn), idi, v) =
Struct (id1 : v1; . . . ; idi : v; . . . ; idn : vn)
als ∃ id′ isr′ ˜˜ts′ ∈ {id′ isr′ ˜˜s′|id′ isr′ ˜˜s′ ∈ f ˜˜char(
˜˜ts) ∧ ˜˜s′ 6∈ V ˜˜signat} : id′ = idi ∧ v ∈ dom ˜˜ts′
Struct (id1 : v1; . . . ; idi : {1/{1/⊥ts′}}; . . . ; idn : vn)
als ∃ id′ isr′ ˜˜ts′ ∈ {id′ isr′ ˜˜s′|id′ isr′ ˜˜s′ ∈ f ˜˜char(
˜˜ts) ∧ ˜˜s′ 6∈ V ˜˜signat} : id′ = idi ∧ v 6∈ dom ˜˜ts′
hierbij is {1/{1/⊥ts′}} een niet-gedefinieerde waarde uit het domein van het type van de ka-
rakteristiek id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) die ge¨ıdentificeerd wordt door de identificator idi;
(b) ∀ id ∈ {id1, . . . , idn}, ∀ v ∈
⋃
˜˜ts∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts :
˜˜set element(⊥ ˜˜ts, id, v) = ⊥ ˜˜ts
4. de semantiek van de binaire operator ˜˜clear element
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(a) ∀ n ∈ N0, ∀ Struct (id1 : v1; . . . ; idn : vn) ∈ dom ˜˜ts \ {⊥ ˜˜ts},∀ idi ∈ {id1, . . . , idn} :
˜˜clear element(Struct (id1 : v1; . . . ; idn : vn), idi) =
Struct (id1 : v1; . . . ; idi : {1/{1/⊥ts′}}; . . . ; idn : vn)
hierbij is {1/{1/⊥ts′}} een niet-gedefinieerde waarde uit het domein van het type van de ka-
rakteristiek idi isr′
˜˜ts′ ∈ f ˜˜char(
˜˜ts) die ge¨ıdentificeerd wordt door de identificator idi;
(b) ∀ id ∈ {id1, . . . , idn} : ˜˜clear element(⊥ ˜˜ts, id) = ⊥ ˜˜ts
5. de semantiek van de binaire operator .
(a) ∀ n ∈ N0, ∀ Struct (id1 : v1; . . . ; idn : vn) ∈ dom ˜˜ts \ {⊥ ˜˜ts},∀ idi ∈ {id1, . . . , idn} :
.(Struct (id1 : v1; . . . ; idn : vn), idi) = vi
(b) ∀ idi ∈ {id1, . . . , idn} : .(⊥ ˜˜ts, idi) = {1/{1/⊥ts′}}
hierbij is {1/{1/⊥ts′}} een niet-gedefinieerde waarde uit het domein van het type van de ka-
rakteristiek idi isr′
˜˜ts′ ∈ f ˜˜char(
˜˜ts) die ge¨ıdentificeerd wordt door de identificator idi;
6. de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥ ˜˜ts
deze operatie geeft steeds een niet-gedefinieerde waarde van het veralgemeend objecttype terug;
7. de semantiek van de operatoren uit Oextern˜˜ts
de semantiek van elk van de operatoren uit Oextern˜˜ts wordt extern vastgelegd. Hierom worden met
betrekking tot deze operatoren geen axioma’s in A ˜˜ts opgenomen.

Met deze laatste definitie is de typespecificatie van de veralgemeende objecttypes volledig.
6.9.3 De verzameling van de eigenschappen en componenten van
eigenschappen van een veralgemeend objecttype
Het is nuttig om een vereenvoudigde notatie in te voeren voor de verzameling van alle eigenschappen
en componenten van eigenschappen van een veralgemeend objecttype. Hiertoe wordt de functie f ˜˜prop
gedefinieerd.
Definitie 6.43 (Functie f ˜˜prop) De functie f ˜˜prop wordt gedefinieerd als:
f ˜˜prop :
˜˜T object → ℘(V ˜˜char)
˜˜ts 7→ f ˜˜prop( ˜˜ts)
hierbij wordt f ˜˜prop(
˜˜ts) gedefinieerd als:
f ˜˜prop(
˜˜ts) = {id′ isr′ ˜˜s′|(id′ isr′ ˜˜s′ ∈ {id isr ˜˜s|id isr ˜˜s ∈ f ˜˜char(
˜˜ts) ∧ ˜˜s 6∈∈ V ˜˜signat}) ∨
(∃ id′′ isr′′ ˜˜s′′ ∈ f ˜˜char(
˜˜ts) : ˜˜s′′ ∈ ˜˜T struct ∧ id′ isr′ ˜˜s′ ∈ f ˜˜comp( ˜˜s′′)) ∨
(∃ id′′ isr′′ ˜˜s′′ ∈ f ˜˜char(
˜˜ts), ∃ ˜˜ts′ ∈ ˜˜T struct : ˜˜s′′ ∈ X ˜˜ts′ ∧ id
′ isr′ ˜˜s′ ∈ f ˜˜comp( ˜˜ts′)) ∨
(∃ id′′ isr′′ ˜˜s′′ ∈ f ˜˜char(
˜˜ts), ∃ ˜˜ts′ ∈ ˜˜T struct : ( ˜˜s′′ ∈ ˜˜T struct) ∧
(∃ id′′′ isr′′′ ˜˜s′′′ ∈ f ˜˜comp( ˜˜s′′) : ˜˜s′′′ ∈ X ˜˜ts′ ∧ id
′ isr′ ˜˜s′ ∈ f ˜˜comp( ˜˜ts′)))}
waarbij de verzameling X ˜˜ts′ inductief gedefinieerd is als:
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• Basisstap:
{ ˜˜Set( ˜˜ts′), ˜˜Bag( ˜˜ts′), ˜˜List( ˜˜ts′), ˜˜Array( ˜˜ts′)} ⊂ X ˜˜ts′
• Inductiestap:
∀ ˜˜ts ∈ X ˜˜ts′ :
˜˜Set( ˜˜ts) ∈ X ˜˜ts′ ∧
˜˜Bag( ˜˜ts) ∈ X ˜˜ts′ ∧
˜˜List( ˜˜ts) ∈ X ˜˜ts′ ∧
˜˜Array( ˜˜ts) ∈ X ˜˜ts′

Volgens bovenstaande definitie is de verzameling f ˜˜prop(
˜˜ts) opgebouwd uit:
1. de (overgee¨rfde) eigenschappen van het veralgemeend objecttype met specificatie ˜˜ts;
2. de componenten van de (overgee¨rfde) eigenschappen van ˜˜ts die een veralgemeend gestructureerd type
hebben;
3. de componenten van de veralgemeende gestructureerde types die voorkomen in de typespecificatie
van een ˜˜Set, ˜˜Bag, ˜˜List of ˜˜Array veralgemeend collectietype, dat op zijn beurt voorkomt als type
van een (overgee¨rfde) eigenschap van ˜˜ts;
4. de componenten van de veralgemeende gestructureerde types die voorkomen in de typespecificatie van
een ˜˜Set, ˜˜Bag, ˜˜List of ˜˜Array veralgemeend collectietype, dat op zijn beurt voorkomt als type van
een component van een (overgee¨rfde) eigenschap van ˜˜ts die een veralgemeend gestructureerd type
heeft.
De componenten uit de drie laatste punten van deze opsomming worden componenten van een eigenschap
van het veralgemeend objecttype met specificatie ˜˜ts genoemd.
6.9.4 De verzameling van de externe operaties van een veralgemeend object-
type
Tevens wordt er voor de volledigheid een functie f ˜˜sign ingevoerd, die de verzameling van alle externe
operaties van een veralgemeend objecttype teruggeeft.
Definitie 6.44 (Functie f ˜˜sign) De functie f ˜˜sign wordt gedefinieerd als:
f ˜˜sign :
˜˜T object → ℘(V ˜˜char)




˜˜ts) , {id isr ˜˜s|∃ id′ isr′ ˜˜s′ ∈ f ˜˜char(
˜˜ts) : ˜˜s′ ∈ V ˜˜signat ∧=(id isr ˜˜s, id
′ isr′ ˜˜s′) = {1/{1/True}}}

Naast de functies f ˜˜prop en f ˜˜sign worden er nog andere operatoren gedefinieerd die inwerken op een ver-
algemeend objecttype. Hiertoe is echter de volledige typespecificatie van de veralgemeende referentietypes
vereist. Omdat met het voorgaande al het nodige voorhanden is, worden de veralgemeende referentietypes
formeel gespecificeerd in de eerstvolgende deelsectie. Daarna volgt de definitie van de andere operatoren
die gedefinieerd zijn over de verzameling ˜˜T object.
6.9.5 De specificatie van de veralgemeende referentietypes
Bij de formele specificatie van de veralgemeende referentietypes wordt gebruik gemaakt van de verzameling
˜˜T object van alle mogelijke uitdrukkingen die voldoen aan de syntaxis van een typespecificatie van een
veralgemeend objecttype. Tevens wordt er een onderscheid gemaakt tussen enkelwaardige veralgemeende
referentietypes en meerwaardige veralgemeende referentietypes.
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De enkelwaardige veralgemeende referentietypes
Het domein van elk enkelwaardig veralgemeend referentietype is gedefinieerd als een veralgemening van
het domein van een scherp enkelwaardig referentietype (deelsectie 2.9.6). Hierbij identificeert elke object-
identificator die voorkomt in de domeinwaarden e´e´n element uit het domein van het gerelateerde veral-
gemeend objecttype, d.i. het veralgemeend objecttype dat gespecificeerd wordt door de syntaxis van het
veralgemeend referentietype.
Definitie 6.45 (Enkelwaardig veralgemeend referentietype) De typespecificaties van de enkelwaar-
dige veralgemeende referentietypes worden gedefinieerd door:
• de syntaxis:





, ℘˜({{1/x}|x ∈ dom
Ref( ˜˜ts)})
waarbij het domein dom
Ref( ˜˜ts) gedefinieerd wordt volgens de domeindefinitie uit definitie 2.46,
d.i.
dom
Ref( ˜˜ts) , {oid|(oid ∈ IDΣ) ∧ (∃ [oid′, N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ] ∈ V extent˜˜t :
oid′ = oid)} ∪ {⊥
Ref( ˜˜ts)}
met V extent˜˜t , de extentie van het veralgemeend objecttype
˜˜t met specificatie ˜˜spec(˜˜t) = ˜˜ts (defi-
nities 6.70 en 6.71);








, dom ˜˜Set( ˜˜Ref( ˜˜ts)), dom ˜˜Ref( ˜˜ts), dom ˜˜ts} ∪
(
⋃
˜˜ts′∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts′)






(Ref( ˜˜ts), ˜˜Ref( ˜˜ts))
∪Ogeneralised
(Ref( ˜˜ts), ˜˜Ref( ˜˜ts))
∪Ouncertain









∪ {⊥ :→ dom ˜˜
Ref( ˜˜ts)
,
↑ : dom ˜˜
Ref( ˜˜ts)
→ ℘˜(dom ˜˜ts),
˜˜set element : dom ˜˜
Ref( ˜˜ts)
× {id|(id ∈ IDΣ) ∧ (∃ id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) :
id′ = id ∧ ˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference)}
×
⋃
˜˜ts′∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts′ → dom ˜˜ts,
˜˜clear element : dom ˜˜
Ref( ˜˜ts)
× {id|(id ∈ IDΣ) ∧ (∃ id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) :
id′ = id ∧ ˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference)} → dom ˜˜ts,
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. : dom ˜˜
Ref( ˜˜ts)
× {id|(id ∈ IDΣ) ∧ (∃ id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) : id′ = id ∧
˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference)} →
⋃




(Ref( ˜˜ts), ˜˜Ref( ˜˜ts))
, ∅
– Ogeneralised
(Ref( ˜˜ts), ˜˜Ref( ˜˜ts))
, { ˜˜= : (dom ˜˜
Ref( ˜˜ts)
)2 → dom ˜˜
Boolean
,
˜˜6= : (dom ˜˜
Ref( ˜˜ts)




(Ref( ˜˜ts), ˜˜Ref( ˜˜ts),℘˜(dom
Ref( ˜˜ts)
))
gedefinieerd is door de definitie 6.6;
– Ofuzzy





gedefinieerd is door de definitie 6.7;
4. de axioma’s uit A ˜˜
Ref( ˜˜ts)
:
(a) de axioma’s voor de operatoren uit Ogeneralised
(Ref( ˜˜ts), ˜˜Ref( ˜˜ts))
deze zijn gedefinieerd door de verzameling
Ageneralised
(Ref( ˜˜ts), ˜˜Ref( ˜˜ts))
(cf. definitie 6.5)
(b) de axioma’s voor de operatoren uit Ouncertain
(Ref( ˜˜ts), ˜˜Ref( ˜˜ts),℘˜(dom
Ref( ˜˜ts)
))
deze zijn gedefinieerd door de verzameling
Auncertain




(c) de axioma’s voor de operatoren uit Ofuzzy





deze zijn gedefinieerd door de verzameling
Afuzzy






(d) de semantiek van de unaire operator ↑
∀ n ∈ N0, ∀ ˜˜oid =
{
µ1







↑( ˜˜oid) = {µ1/↑(v1), . . . , µn/↑(vn)}
waarbij de lidmaatschapsgraden µi, 1 ≤ i ≤ n, i ∈ N0 ge¨ınterpreteerd worden als graden
van onzekerheid en er geldt dat:
∀ 1 ≤ i ≤ n : ↑(vi) =
{
˜˜v als vi = oid
⊥ ˜˜ts als vi = ⊥Ref( ˜˜ts)
met ˜˜v, de waarde die benoemd wordt door de object-identificator oid, m.a.w. ˜˜v is de waarde
van het object [oid,N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ] waaraan gerefereerd wordt (cf. defini-
tie van het domein dom ˜˜
Ref( ˜˜ts)
) en ⊥ ˜˜ts de niet-gedefinieerde waarde uit het domein van
het veralgemeend objecttype met specificatie ˜˜ts;
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(e) de semantiek van de ternaire operator ˜˜set element
∀ ˜˜oid ∈ dom ˜˜
Ref( ˜˜ts)
,∀ id′ ∈ {id|(id ∈ IDΣ) ∧ (∃ id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) : id′ = id ∧
˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference)},
∀ ˜˜v′ ∈
⋃
˜˜ts∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts :
˜˜set element( ˜˜oid, id′, ˜˜v′) =
{ ˜˜set element(˜˜v, id′, ˜˜v′) als ∃ ˜˜v ∈ dom ˜˜ts : ↑( ˜˜oid) = {1/˜˜v}
⊥ ˜˜ts in alle andere gevallen
(f) de semantiek van de binaire operator ˜˜clear element
∀ ˜˜oid ∈ dom ˜˜
Ref( ˜˜ts)
,∀ id′ ∈ {id|(id ∈ IDΣ) ∧ (∃ id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) : id′ = id ∧
˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference)} :
˜˜clear element( ˜˜oid, id′) =
{ ˜˜clear element(˜˜v, id′) als ∃ ˜˜v ∈ dom ˜˜ts : ↑( ˜˜oid) = {1/˜˜v}
⊥ ˜˜ts in alle andere gevallen
(g) de semantiek van de binaire operator .
∀ n ∈ N0, ∀ ˜˜oid =
{
µ1







∀ id′ ∈ {id|(id ∈ IDΣ) ∧ (∃ id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) :
id′ = id ∧ ˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference)} :
.( ˜˜oid, id′) = ˜˜V
waarbij de waarde ˜˜V als volgt wordt bekomen:
i. bouw de drie-niveau vage verzameling
˜˜˜
V op, door op de waarden van de vage verza-
meling
↑( ˜˜oid) = {µ1/˜˜v1, . . . , µn/˜˜vn}










Opmerking. De lidmaatschapsgraden uit deze drie-niveau vage verzameling zijn als
volgt te interpreteren:
– de lidmaatschapsgraden uit het derde niveau zijn —door constructie— de lidmaat-
schapsgraden uit de vage verzameling ↑( ˜˜oid) en worden hierom eveneens ge¨ınterpre-
teerd als graden van onzekerheid;
– de lidmaatschapsgraden uit het tweede niveau zijn de lidmaatschapsgraden uit het
tweede niveau van de twee-niveau vage verzamelingen .(˜˜vi, id′), 1 ≤ i ≤ n, i ∈ N0
(want .(˜˜vi, id′) is element van het domein van de eigenschap die ge¨ıdentificeerd
wordt door de identificator id′) en worden hierom, volgens de interpretatie van de
lidmaatschapsgraden uit de veralgemeende domeinwaarden, eveneens ge¨ınterpreteerd
als graden van onzekerheid;
– de lidmaatschapsgraden uit het eerste niveau zijn de lidmaatschapsgraden uit het
eerste niveau van de twee-niveau vage verzamelingen .(˜˜vi, id′), 1 ≤ i ≤ n, i ∈ N0 en
worden hierom ge¨ınterpreteerd als graden van onnauwkeurigheid;
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ii. de waarde ˜˜V wordt dan bekomen door deze drie-niveau vage verzameling
˜˜˜
V als volgt
om te vormen tot een twee-niveau vage verzameling, die element is van het domein
dom ˜˜ts′ van het type van de eigenschap die ge¨ıdentificeerd wordt door de identificator
id′:
˜˜V = {µ ˜˜V (X˜)|∀ X˜ ∈ ℘˜(domts′) : µ ˜˜V (X˜) > 0}
waarbij de lidmaatschapsgraden µ ˜˜V (X˜) gedefinieerd worden als:





( ˜˜X), µ ˜˜X(X˜))
door deze werkwijze worden de graden van onzekerheid uit het resultaat bekomen uit de
“combinatie” van de graden van onzekerheid uit het derde niveau van de drie-niveau
vage verzameling met de graden van onzekerheid uit het tweede niveau van de drie-
niveau vage verzameling. De graden van onnauwkeurigheid blijven ongewijzigd;




deze operatie geeft steeds een niet-gedefinieerde enkelwaardige referentie terug.

Voorbeeld 6.10
Veronderstel dat er een veralgemeend objecttype met specificatie TPersoon bestaat, dan is
˜˜Ref (TPersoon)
een voorbeeld van een specificatie van een enkelwaardig veralgemeend referentietype. 
Door de operatoren ˜˜set element en ˜˜clear element slechts effectief te laten inwerken op de waarde
van een eigenschap van een gerelateerd veralgemeend object, die bekomen wordt via een scherp gede-
finieerde domeinwaarde van een veralgemeend referentietype —in andere gevallen is het resultaat een
niet-gedefinieerde domeinwaarde—, wordt voorkomen dat objecten worden gewijzigd in niet-scherpe con-
text. Wanneer er immers gerefereerd wordt aan meerdere kandidaatobjecten en het toegelaten is om al
deze kandidaatobjecten via de referentie —d.i. in een niet-scherpe context— te wijzigen, kan men foutieve
informatie verkrijgen: ook de kandidaten die niet het juiste object zijn, worden gewijzigd!
Voorbeeld 6.11
Veronderstel dat er onzekerheid bestaat omtrent de enige partner van een persoon en dat er drie mogelijke
kandidaten zijn. Veronderstel verder dat het toegelaten is om de leeftijd van de partner van die persoon
gelijk te stellen aan 30 jaar en dat deze wijziging effectief zou worden doorgevoerd voor alle kandidaten,
dan zou de leeftijdswijziging voor twee kandidaten onterecht —en mogelijks foutief— zijn. 
In het doctoraatsproefschrift van Van Gyseghem (Van Gyseghem 1995) is een methode uitgewerkt om
bovenstaand probleem op te lossen: in het geval van onzekerheid worden de wijzigingen doorgevoerd op
zgn. (tijdelijk) gecree¨erde rolobjecten (cf. de bespreking van het UFO-model in deelsectie 5.2.2); pas na
het verkrijgen van zekerheid worden de gegevens uit de rolobjecten effectief gekopieerd naar het zekere
object en worden de corresponderende rolobjecten verwijderd.
Met onderhavig formalisme is het niet toegelaten om objecten te wijzigen via een referentie zolang er
nog andere kandidaatobjecten bestaan. Rechtstreeks wijzigen van objecten is wel mogelijk.
Door rolobjecten in te voeren en de operatoren van een enkelwaardig veralgemeend referentietype aan
te passen, kan de methode van Van Gyseghem ook in het formalisme worden ingepast. Een andere
vermeldenswaardige studie, waarin een andere visie over dezelfde problematiek naar voor wordt gebracht,
werd uitgevoerd door Bosc (Bosc et al. 1999).
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De meerwaardige veralgemeende referentietypes
De elementen uit het domein van een meerwaardig veralgemeend referentietype kunnen worden gezien
als twee-niveau vage verzamelingen met eindige collecties van (eventueel onzekere) object-identificatoren.
Elke object-identificator wordt opnieuw gebruikt als “wijzer” naar e´e´n element uit het domein van het
veralgemeend objecttype dat gespecificeerd wordt door de syntaxis van het veralgemeend referentietype
en ook hier het gerelateerd veralgemeend objecttype wordt genoemd. Hierdoor refereert elk element uit
het domein van een meerwaardig veralgemeend referentietype aan een (niet-scherp gedefinieerde) eindige
collectie van elementen van het domein van het gerelateerd objecttype.
Binnen het domein van een meerwaardig veralgemeend referentietype kan maar e´e´n soort collecties
voorkomen. Er wordt een onderscheid gemaakt tussen domeinen die gedefinieerd zijn voor verzamelingen
(in welk geval het referentietype wordt aangegeven met een typegenerator ˜˜SetRef), domeinen die gedefi-
nieerd zijn voor bags (in welk geval het referentietype wordt aangegeven met een typegenerator ˜˜BagRef)
en domeinen die gedefinieerd zijn voor lijsten (in welk geval het referentietype wordt aangegeven met een
typegenerator ˜˜ListRef).
Definitie 6.46 (Meerwaardig veralgemeend referentietype) De typespecificaties van de meerwaar-
dige veralgemeende referentietypes worden gedefinieerd door:
• de syntaxis:
∀ ˜˜ts ∈ ˜˜T object : ( ˜˜SetRef ( ˜˜ts) ∈ ˜˜T reference)
∧ ( ˜˜BagRef ( ˜˜ts) ∈ ˜˜T reference) ∧ ( ˜˜ListRef ( ˜˜ts) ∈ ˜˜T reference)
• de semantiek:
– een meerwaardig veralgemeend referentietype ˜˜SetRef ( ˜˜ts), ˜˜ts ∈ ˜˜T object heeft bij definitie de-
zelfde semantiek als het veralgemeend verzamelingtype dat zou gedefinieerd zijn over het enkel-
waardig veralgemeend referentietype ˜˜Ref ( ˜˜ts) (cf. definitie 6.13);
– een meerwaardig veralgemeend referentietype ˜˜BagRef (
˜˜ts), ˜˜ts ∈ ˜˜T object heeft bij definitie de-
zelfde semantiek als het veralgemeend bagtype dat zou gedefinieerd zijn over het enkelwaardig
veralgemeend referentietype ˜˜Ref ( ˜˜ts) (cf. definitie A.26);
– een meerwaardig veralgemeend referentietype ˜˜ListRef ( ˜˜ts), ˜˜ts ∈ ˜˜T object heeft bij definitie de-
zelfde semantiek als het veralgemeend lijsttype dat zou gedefinieerd zijn over het enkelwaardig
veralgemeend referentietype ˜˜Ref ( ˜˜ts) (cf. definitie A.27);

Opmerking. Om analoge syntactische redenen als bij de bespreking van de scherpe meerwaardige
referentietypes (cf. deelsectie 2.9.6), zijn de meerwaardige veralgemeende referentietypes niet gedefinieerd
als veralgemeende collectietypes.
Voorbeeld 6.12




voorbeelden van specificaties van meerwaardige veralgemeende referentietypes. 
De verzameling van de eigenschappen en componenten van eigenschappen van een
veralgemeend referentietype
Het gerelateerd veralgemeend objecttype is een “volwaardig” veralgemeend objecttype —m.a.w. is een ele-
ment van de verzameling ˜˜T object— dat eigenschappen kan bevatten die op hun beurt componenten kunnen
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hebben. Dergelijke “gerelateerde” eigenschappen en “gerelateerde” componenten worden de eigenschap-
pen en componenten van het veralgemeend referentietype genoemd.
De verzameling van alle eigenschappen van een veralgemeend referentietype en hun componenten wordt
formeel gedefinieerd aan de hand van een functie f ˜˜relat. Aangezien een eigenschap of een component van
een veralgemeend referentietype een referentie kan zijn (cf. definities 6.18 en 6.29), waarvan het veralge-
meend referentietype opnieuw eigenschappen en componenten kan hebben, die ook beschouwd worden als
componenten en eigenschappen van het eerste veralgemeend referentietype, enz. wordt de functie f ˜˜relat
gedefinieerd als:
Definitie 6.47 (Functie f ˜˜relat) De functie f ˜˜relat wordt gedefinieerd als:
f ˜˜relat :
˜˜T reference → ℘(V ˜˜char)
˜˜ts 7→ f ˜˜relat(
˜˜ts)
hierbij stelt f ˜˜relat(
˜˜ts) de verzameling voor van alle eigenschappen en componenten van het veralgemeend
referentietype met specificatie ˜˜ts, wat als volgt inductief gedefinieerd wordt:
• Basisstap. Bij definitie zijn alle eigenschappen van het gerelateerd veralgemeend objecttype eigen-
schappen van het veralgemeend referentietype en geldt hetzelfde voor hun componenten, d.i.:
∀ ˜˜ts ∈ { ˜˜Ref ( ˜˜ts′), ˜˜SetRef ( ˜˜ts′), ˜˜BagRef ( ˜˜ts′), ˜˜ListRef ( ˜˜ts′)} : f ˜˜prop( ˜˜ts′) ⊆ f ˜˜relat(
˜˜ts)
hierbij is f ˜˜prop de functie die de verzameling van alle eigenschappen en componenten van eigen-
schappen van een gegeven veralgemeend objecttype teruggeeft (definitie 6.43).
• Inductiestap. Als, m.b.t. het veralgemeend referentietype met specificatie ˜˜ts, een eigenschap of com-
ponent uit f ˜˜relat(
˜˜ts) een referentie is, zijn alle eigenschappen (resp. componenten van eigenschappen)
van het veralgemeend referentietype van deze referentie tevens eigenschappen (resp. componenten)
van het veralgemeend referentietype met specificatie ˜˜ts, d.i.:
∀ id′ isr′ ˜˜s′ ∈ f ˜˜relat(
˜˜ts) :
˜˜s′ ∈ { ˜˜Ref ( ˜˜ts′), ˜˜SetRef ( ˜˜ts′), ˜˜BagRef ( ˜˜ts′), ˜˜ListRef ( ˜˜ts′)} ⇒ f ˜˜prop( ˜˜ts′) ⊂ f ˜˜relat(
˜˜ts)

De verzameling van de externe operaties van een veralgemeend referentietype
Voor het gerelateerd veralgemeend objecttype kunnen er ook externe operaties zijn gespecificeerd. Een
dergelijke “gerelateerde” externe operatie wordt een externe operatie van het referentietype genoemd.
De verzameling van alle externe operaties van een gegeven veralgemeend referentietype wordt formeel
gedefinieerd aan de hand van de functie f ˜˜relatsign.
Definitie 6.48 (Functie f ˜˜relatsign) De functie f ˜˜relatsign wordt gedefinieerd als:
f ˜˜relatsign :
˜˜T reference → ℘(V ˜˜char)
˜˜ts 7→ f ˜˜relatsign(
˜˜ts)
hierbij is f ˜˜relatsign(
˜˜ts) de verzameling van alle externe operaties van het veralgemeend referentietype met
specificatie ˜˜ts en geldt de volgende inductieve definitie:
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• Basisstap. Bij definitie zijn alle externe operaties van het gerelateerd veralgemeend objecttype ex-
terne operaties van het veralgemeend referentietype, d.i.:
∀ ˜˜ts ∈ { ˜˜Ref ( ˜˜ts′), ˜˜SetRef ( ˜˜ts′), ˜˜BagRef ( ˜˜ts′), ˜˜ListRef ( ˜˜ts′)} : f ˜˜sign(
˜˜ts′) ⊆ f ˜˜relatsign(
˜˜ts)
hierbij is f ˜˜sign de functie die de verzameling van alle externe operaties van een gegeven veralgemeend
objecttype teruggeeft (definitie 6.44).
• Inductiestap. Als, m.b.t. het veralgemeend referentietype met specificatie ˜˜ts, een eigenschap of
component van een eigenschap uit f ˜˜relat(
˜˜ts) een referentie is, zijn alle externe operaties van het
veralgemeend referentietype van deze referentie tevens externe operaties van het veralgemeend refe-
rentietype met specificatie ˜˜ts, d.i.:
∀ id′ isr′ ˜˜s′ ∈ f ˜˜relat(
˜˜ts) :
˜˜s′ ∈ { ˜˜Ref ( ˜˜ts′), ˜˜SetRef ( ˜˜ts′), ˜˜BagRef ( ˜˜ts′), ˜˜ListRef ( ˜˜ts′)} ⇒ f ˜˜sign(
˜˜ts′) ⊂ f ˜˜relatsign(
˜˜ts)

Operaties over de veralgemeende referentietypes
Over de verzameling ˜˜T reference worden de volgende operatoren gedefinieerd:





, {f ˜˜relat :
˜˜T reference → ℘(V ˜˜char)
f ˜˜relatsign :
˜˜T reference → ℘(V ˜˜char)}
waarbij de semantiek gegeven wordt door:
1. de semantiek van unaire operator f ˜˜relat
de semantiek van de operator f ˜˜relat wordt volledig bepaald door definitie 6.47;
2. de semantiek van unaire operator f ˜˜relatsign
de semantiek van de operator f ˜˜relatsign wordt volledig bepaald door definitie 6.48.

Hiermee zijn de veralgemeende referentietypes volledig gedefinieerd en zijn al de nodige operatoren
voorhanden om de bespreking van de veralgemeende objecttypes te vervolledigen.
6.9.6 De verzameling van de gerelateerde eigenschappen en componenten
van eigenschappen van een veralgemeend objecttype
Ook voor een veralgemeend objecttype wordt de verzameling van alle “gerelateerde” eigenschappen en
componenten van eigenschappen gedefinieerd. Hiertoe wordt er ook over de verzameling ˜˜T object een
functie f ˜˜relat gedefinieerd.
Definitie 6.50 (Functie f ˜˜relat) De functie f ˜˜relat wordt gedefinieerd als:
f ˜˜relat :
˜˜T object → ℘(V ˜˜char)
˜˜ts 7→ f ˜˜relat(
˜˜ts)
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waarbij f ˜˜relat(
˜˜ts) gedefinieerd wordt als:
f ˜˜relat(
˜˜ts) = {id′ isr′ ˜˜s′|∃ id′′ isr′′ ˜˜s′′ ∈ f ˜˜prop( ˜˜ts) : ˜˜s′′ ∈ ˜˜T reference ∧ id′ isr′ ˜˜s′ ∈ f ˜˜relat(
˜˜s′′)}

Opmerking. Dit is geen recursieve definitie. De functie f ˜˜relat, die voorkomt binnen de accolades, werkt
in op de specificatie van een veralgemeend referentietype en is aldus de functie f ˜˜relat zoals die gedefinieerd
werd door definitie 6.47.
6.9.7 De verzameling van de gerelateerde externe operaties van een
veralgemeend objecttype
Vervolgens wordt er ook voor de veralgemeende objecttypes een functie f ˜˜relatsign gedefinieerd. Deze functie
geeft de verzameling terug, van alle externe operaties die “gerelateerd” zijn aan een opgegeven (specificatie
van een) veralgemeend objecttype.
Definitie 6.51 (Functie f ˜˜relatsign) De functie f ˜˜relatsign wordt gedefinieerd als:
f ˜˜relatsign :
˜˜T object → ℘(V ˜˜char)
˜˜ts 7→ f ˜˜relatsign(
˜˜ts)
waarbij f ˜˜relatsign(
˜˜ts) gedefinieerd wordt als:
f ˜˜relatsign(
˜˜ts) = {id′ isr′ ˜˜s′|∃ id′′ isr′′ ˜˜s′′ ∈ f ˜˜prop( ˜˜ts) : ˜˜s′′ ∈ ˜˜T reference ∧ id′ isr′ ˜˜s′ ∈ f ˜˜relatsign(
˜˜s′′)}

Opmerking. Dit is geen recursieve definitie omdat de functie f ˜˜relatsign die voorkomt binnen de accolades
inwerkt op de specificatie van een veralgemeend referentietype en aldus de functie f ˜˜relatsign is, zoals die
gedefinieerd werd door definitie 6.48.
6.9.8 De identificatie van een karakteristiek
Naar analogie met het scherp typesysteem worden er in het veralgemeend typesysteem padexpressies ge-
definieerd voor de al dan niet “gerelateerde” karakteristieken en de componenten van de al dan niet
“gerelateerde” karakteristieken van een veralgemeend objecttype.
Definitie 6.52 (Padexpressies voor een veralgemeend objecttype) De padexpressies voor de al
dan niet gerelateerde (overgee¨rfde) karakteristieken en voor de componenten van deze al dan niet gerela-
teerde (overgee¨rfde) karakteristieken van een veralgemeend objecttype worden formeel gedefinieerd aan de
hand van de functie ˜˜path:
˜˜path : ˜˜T object × V ˜˜char → ID
∗
Σ
˜˜ts, id isr ˜˜s 7→ idpath, als id isr ˜˜s ∈ f ˜˜prop( ˜˜ts) ∪ f ˜˜relat(
˜˜ts) ∪ f ˜˜sign(
˜˜ts) ∪ f ˜˜relatsign(
˜˜ts)
˜˜ts, id isr s˜ 7→ ⊥IDΣ , in alle andere gevallen
hierbij geldt voor idpath dat:
• Indien id isr ˜˜s ∈ f ˜˜prop( ˜˜ts) wordt idpath gedefinieerd als:
1. voor een eigenschap id isr ˜˜s is de padexpressie idpath opgebouwd als:
˜˜ts.id
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2. voor een component id isr ˜˜s van een eigenschap id′ isr′ ˜˜s′ ∈ f ˜˜char(
˜˜ts) met een veralgemeend
gestructureerd type (d.i. ˜˜s′ ∈ ˜˜T struct), wordt de padexpressie idpath als volgt inductief gedefini-
eerd:
– Basisstap. Is ˜˜s′ = ˜˜Struct id′′(id′′1 isr
′′
1
˜˜s′′1; . . . ; id′′n isr
′′
n
˜˜s′′n), n ∈ N0 en geldt er dat
∃ 1 ≤ i ≤ n, i ∈ N0 : id′′i isr′′i ˜˜s′′i = id isr ˜˜s dan wordt de padexpressie idpath opgebouwd
als:
˜˜ts.id′.id′′i
– Inductiestap. Voor een component id isr ˜˜s van een component die als padexpressie de
identificator id′ heeft, wordt de padexpressie idpath gedefinieerd als:
id′.id
3. voor een component id isr ˜˜s van een veralgemeend gestructureerd type met specificatie ˜˜s′′ dat
voorkomt in de typespecificatie ˜˜s′ van een veralgemeend collectietype met typegenerator ˜˜Set,
˜˜Bag, ˜˜List of ˜˜Array, dat op zijn beurt voorkomt als type van een (overgee¨rfde) eigenschap
id′ isr′ ˜˜s′ ∈ f ˜˜char(
˜˜ts), wordt de padexpressie idpath op een analoge wijze gedefinieerd als in het
vorig punt, d.i.:
– Basisstap. Is ˜˜s′′ = ˜˜Struct id′′(id′′1 isr
′′
1
˜˜s′′1; . . . ; id′′n isr′′n
˜˜s′′n), n ∈ N0 en geldt er dat
∃ 1 ≤ i ≤ n, i ∈ N0 : id′′i isr′′i ˜˜s′′i = id isr ˜˜s dan wordt de padexpressie idpath opgebouwd
als:
˜˜ts.id′.id′′i
– Inductiestap. Voor een component id isr ˜˜s van een component die als padexpressie de
identificator id′ heeft, wordt de padexpressie idpath gedefinieerd als:
id′.id
4. voor een component id isr ˜˜s van een veralgemeend gestructureerd type met specificatie ˜˜s′′ dat
voorkomt in de typespecificatie ˜˜s′ van een veralgemeend collectietype met typegenerator ˜˜Set,
˜˜Bag, ˜˜List of ˜˜Array, dat op zijn beurt voorkomt als type van een component id′ isr′ ˜˜s′ van een
(overgee¨rfde) eigenschap van de beschouwde typespecificatie ˜˜ts, wordt de padexpressie idpath
gedefinieerd als:
– Basisstap. Is ˜˜s′′ = ˜˜Struct id′′(id′′1 isr
′′
1
˜˜s′′1; . . . ; id′′n isr
′′
n
˜˜s′′n), n ∈ N0, dan geldt er dat
∃ 1 ≤ i ≤ n, i ∈ N0 : id′′i isr′′i ˜˜s′′i = id isr ˜˜s en is de padexpressie voor de component
id′ isr′ ˜˜s′ opgebouwd als ˜˜ts.id′1. · · · .id′m, m ∈ N0 (cf. punt 2) dan wordt de padexpressie
idpath gedefinieerd als:
˜˜ts.id′1. · · · .id′m.id′′i
– Inductiestap. Voor een component id isr ˜˜s van een component die als padexpressie de
identificator id′ heeft, wordt de padexpressie idpath gedefinieerd als:
id′.id
• Indien id isr ˜˜s ∈ f ˜˜relat(
˜˜ts) wordt idpath gedefinieerd als:
wordt een referentie
id′ isr′ ˜˜s′ ∈ f ˜˜prop( ˜˜ts), ˜˜s′ ∈ { ˜˜Ref ( ˜˜ts′), ˜˜SetRef ( ˜˜ts′), ˜˜BagRef ( ˜˜ts′), ˜˜ListRef ( ˜˜ts′)}
ge¨ıdentificeerd door de padexpressie
˜˜ts.id′1. · · · .id′m, m ∈ N0
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(die opgebouwd is volgens de hierboven gegeven definities) en wordt een al dan niet overgee¨rfde
eigenschap of component van een al dan niet overgee¨rfde eigenschap
id isr ˜˜s ∈ f ˜˜prop( ˜˜ts′)
van het veralgemeend type van deze referentie als eigenschap of component van een eigenschap van
het veralgemeend objecttype ge¨ıdentificeerd door de padexpressie
˜˜ts′.id1. · · · .idn, n ∈ N0
(die eveneens opgebouwd is volgens de hierboven gegeven definities), dan wordt de padexpressie
idpath van id isr ˜˜s als gerelateerde eigenschap of component van een gerelateerde eigenschap van
het veralgemeend objecttype ˜˜ts gedefinieerd als:
˜˜ts.id′1. · · · .id′m.id1. · · · .idn
• Indien id isr ˜˜s ∈ f ˜˜sign(
˜˜ts) wordt idpath gedefinieerd als:
voor een externe operatie id isr ˜˜s ∈ f ˜˜sign(
˜˜ts) van het veralgemeend objecttype met specificatie ˜˜ts
wordt de padexpressie idpath gedefinieerd als:
˜˜ts.id
• Indien id isr ˜˜s ∈ f ˜˜relatsign(
˜˜ts) wordt idpath gedefinieerd als:
voor een al dan niet overgee¨rfde externe operatie id isr ˜˜s van het veralgemeend type van een refe-
rentie
id′ isr′ ˜˜s′ ∈ f ˜˜prop( ˜˜ts), ˜˜s′ ∈ { ˜˜Ref ( ˜˜ts′), ˜˜SetRef ( ˜˜ts′), ˜˜BagRef ( ˜˜ts′), ˜˜ListRef ( ˜˜ts′)}
die ge¨ıdentificeerd wordt door de padexpressie
˜˜ts.id1. · · · .idn, n ∈ N0
(die opgebouwd is volgens de hierboven gegeven definities), wordt de padexpressie idpath als volgt
gedefinieerd:
˜˜ts.id1. · · · .idn.id

6.9.9 Operaties over de veralgemeende objecttypes
Definitie 6.53 (Verzameling O ˜˜
object




, { ˜˜= : ˜˜T 2object → dom ˜˜Boolean,
˜˜6= : ˜˜T 2object → dom ˜˜Boolean,
˜˜≈ : ˜˜T 2object → dom ˜˜Boolean,
≺ : ˜˜T 2object → dom ˜˜Boolean,
 : ˜˜T 2object → dom ˜˜Boolean,
id→ : ˜˜T 2object → dom ˜˜Boolean, waarbij id ∈ IDΣ,
˜˜identify : ˜˜T object → IDΣ,
˜˜add : ˜˜T object × V ˜˜char →
˜˜T object,
˜˜add parent : ˜˜T 2object → ˜˜T object,
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˜˜remove : ˜˜T object × IDΣ → ˜˜T object,
˜˜remove parent : ˜˜T object × IDΣ → ˜˜T object,
f ˜˜char :
˜˜T object → ℘(V ˜˜char),
f ˜˜prop :
˜˜T object → ℘(V ˜˜char),
f ˜˜sign :
˜˜T object → ℘(V ˜˜char),
f ˜˜relat :
˜˜T object → ℘(V ˜˜char),
f ˜˜relatsign :
˜˜T object → ℘(V ˜˜char),




˜˜T object → ℘(IDΣ),
~f ˜˜path :
˜˜T object → ℘(IDΣ),
F ˜˜path :
˜˜T object → ℘(IDΣ),
~F ˜˜path :
˜˜T object → ℘(IDΣ)}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de unaire operator ˜˜identify
˜˜identify : ˜˜T object → IDΣ
˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) 7→ id
˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) 7→ id
˜˜Class id : îd1, . . . , îdm( ) 7→ id
2. de semantiek van de binaire operator ˜˜=
∀ ˜˜ts, ˜˜ts′ ∈ ˜˜T object :
˜˜=( ˜˜ts, ˜˜ts′) =
{
{1/{1/True}} als ( ˜˜identify( ˜˜ts) = ˜˜identify( ˜˜ts′)) ∧ (f ˜˜char(
˜˜ts) = f ˜˜char(
˜˜ts′))
{1/{1/False}} in alle andere gevallen
3. de semantiek van de binaire operator ˜˜6=
∀ ˜˜ts, ˜˜ts′ ∈ ˜˜T object :
˜˜6=( ˜˜ts, ˜˜ts′) =
{
{1/{1/True}} als ( ˜˜identify( ˜˜ts) 6= ˜˜identify( ˜˜ts′)) ∨ (f ˜˜char(
˜˜ts) 6= f ˜˜char(
˜˜ts′))
{1/{1/False}} in alle andere gevallen
4. de semantiek van de binaire operatoren ≺ en 




˜˜s′1; . . . ; id′n′ isr
′
n′
˜˜s′n′) ∈ ˜˜T object :
(id, id′) = ≺(id′, id) = (id′, id) = ≺(id, id′) = {1/{1/False}}
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˜˜s′1; . . . ; id′n′ isr
′
n′
˜˜s′n′) ∈ ˜˜T object :
((id′, id) = ≺(id, id′) = {1/{1/False}}) ∧ (id, id′) = ≺(id′, id) ={
{1/{1/True}} als ∃ 1 ≤ i ≤ m, i ∈ N0 : (id′ = îdi) ∨ ((îdi, id′) = {1/{1/True}})
{1/{1/False}} in alle andere gevallen
• ∀ ˜˜Class id : îd1, . . . , îdm( ), ˜˜Class id′(id′1 isr′1 ˜˜s′1; . . . ; id′n′ isr′n′ ˜˜s′n′) ∈ ˜˜T object :
((id′, id) = ≺(id, id′) = {1/{1/False}})∧(id, id′) = ≺(id′, id) ={
{1/{1/True}} als ∃ 1 ≤ i ≤ m, i ∈ N0 : (id′ = îdi) ∨ ((îdi, id′) = {1/{1/True}})
{1/{1/False}} in alle andere gevallen
• ∀ ˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn),
˜˜Class id′ : îd′1, . . . , îd′m′(id′1 isr
′
1
˜˜s′1; . . . ; id′n′ isrn′
˜˜s′n′) ∈ ˜˜T object :
(id, id′) = ≺(id′, id) ={
{1/{1/True}} als ∃ 1 ≤ i ≤ m, i ∈ N0 : (id′ = îdi) ∨ ((îdi, id′) = {1/{1/True}})
{1/{1/False}} in alle andere gevallen
• ∀ ˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn), ˜˜Class id′ : îd′1, . . . , îd′m′( ) ∈ ˜˜T object :
(id, id′) = ≺(id′, id) ={
{1/{1/True}} als ∃ 1 ≤ i ≤ m, i ∈ N0 : (id′ = îdi) ∨ ((îdi, id′) = {1/{1/True}})
{1/{1/False}} in alle andere gevallen
• ∀ ˜˜Class id : îd1, . . . , îdm( ),
˜˜Class id′ : îd′1, . . . , îd′m′(id′1 isr
′
1
˜˜s′1; . . . ; id′n′ isrn′
˜˜s′n′) ∈ ˜˜T object :
(id, id′) = ≺(id′, id) ={
{1/{1/True}} als ∃ 1 ≤ i ≤ m, i ∈ N0 : (id′ = îdi) ∨ ((îdi, id′) = {1/{1/True}})
{1/{1/False}} in alle andere gevallen
• ∀ ˜˜Class id : îd1, . . . , îdm( ), ˜˜Class id′ : îd′1, . . . , îd′m′( ) ∈ ˜˜T object :
(id, id′) = ≺(id′, id) ={
{1/{1/True}} als ∃ 1 ≤ i ≤ m, i ∈ N0 : (id′ = îdi) ∨ ((îdi, id′) = {1/{1/True}})
{1/{1/False}} in alle andere gevallen
5. de semantiek van de binaire operator ˜˜≈
∀ ˜˜ts, ˜˜ts′ ∈ ˜˜T object :
˜˜≈( ˜˜ts, ˜˜ts′) =

{1/{1/True}} als (f ˜˜char(
˜˜ts) = f ˜˜char(
˜˜ts′)) ∨ ( ˜˜ts ˜˜ts′) ∨ ( ˜˜ts′ ˜˜ts)∨
(∃ ˜˜ts′′ ∈ ˜˜T object : ˜˜ts ˜˜ts′′ ∧ ˜˜ts′ ˜˜ts′′)
{1/{1/False}} in alle andere gevallen
deze operator geeft aan of twee specificaties van veralgemeende objecttypes type-compatibel zijn, wat
als volgt wordt verwoord: twee typespecificaties ˜˜ts en ˜˜ts′ zijn dan en slechts dan type-compatibel als
ofwel
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• beide typespecificaties gelijke verzamelingen van karakteristieken hebben, ofwel
• de ene typespecificatie erft van de andere typespecificatie, ofwel
• beide typespecificaties een gemeenschappelijk veralgemeend supertype hebben;
6. de semantiek van de binaire operatoren id→ met id ∈ IDΣ
∀ id ∈ IDΣ, ∀ ˜˜ts1, ˜˜ts2 ∈ ˜˜T object : id→( ˜˜ts1, ˜˜ts2) =
{1/{1/True}} als ∃ id′ isr′ ˜˜s′ ∈ f ˜˜prop( ˜˜ts1) : ( ˜˜path( ˜˜ts1, id′ isr′ ˜˜s′) = id) ∧
( ˜˜s′ ∈ { ˜˜Ref ( ˜˜ts2), ˜˜SetRef ( ˜˜ts2), ˜˜BagRef ( ˜˜ts2), ˜˜ListRef ( ˜˜ts2)})
{1/{1/False}} in alle andere gevallen
7. de semantiek van de binaire operator ˜˜add
• ∀ ˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) ∈ ˜˜T object, ∀ id′ isr′ ˜˜s′ ∈ V ˜˜char :
˜˜add( ˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn), id′ isr′
˜˜s′) =
˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn; id′ isr′
˜˜s′)
als (id 6= id′) ∧ (id′ isr′ ˜˜s′ 6∈ {id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn})
˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
als (id = id′) ∨ (id′ isr′ ˜˜s′ ∈ {id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn})
• ∀ ˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) ∈ ˜˜T object, ∀ id′ isr′ ˜˜s′ ∈ V ˜˜char :
˜add( ˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn), id′ isr′
˜˜s′) =
˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn; id′ isr′
˜˜s′)
als (id 6= id′) ∧ (∀ 1 ≤ i ≤ m, i ∈ N0 : id′ 6= îdi) ∧
(id′ isr′ ˜˜s′ 6∈ {id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn})
˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
als (id = id′) ∨ (∃ 1 ≤ i ≤ m, i ∈ N0 : id′ = îdi) ∨
(id′ isr′ ˜˜s′ ∈ {id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn})
• ∀ ˜˜Class id : îd1, . . . , îdm( ) ∈ ˜˜T object,∀ id′ isr′ ˜˜s′ ∈ V ˜˜char :
˜add( ˜˜Class id : îd1, . . . , îdm( ), id′ isr′
˜˜s′) ={ ˜˜Class id : îd1, . . . , îdm(id′ isr′ ˜˜s′) als (id 6= id′) ∧ (∀ 1 ≤ i ≤ m, i ∈ N0 : id′ 6= îdi)
˜˜Class id : îd1, . . . , îdm( ) als (id = id′) ∨ (∃ 1 ≤ i ≤ m, i ∈ N0 : id′ = îdi)
8. de semantiek van de binaire operator ˜˜add parent
• ∀ ˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn), ˜˜Class id′(id′1 isr′1 ˜˜s′1; . . . ; id′n′ isr′n′ ˜˜s′n′) ∈ ˜˜T object :




˜˜s′1; . . . ; id′n′ isr
′
n′
˜˜s′n′)) ={ ˜˜Class id : id′(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) als (id 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi)
˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) als (id = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi)
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• ∀ ˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn),
˜˜Class id′ : îd′1, . . . , îd′m′(id′1 isr
′
1
˜˜s′1; . . . ; id′n′ isrn′
˜˜s′n′) ∈ ˜˜T object :
˜˜add parent( ˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn),
˜˜Class id′ : îd′1, . . . , îd′m′(id′1 isr
′
1
˜˜s′1; . . . ; id′n′ isrn′
˜˜s′n′)) ={ ˜˜Class id : id′(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) als (id 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi)
˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) als (id = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi)
• ∀ ˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn), ˜˜Class id′ : îd′1, . . . , îd′m′( ) ∈ ˜˜T object :
˜˜add parent( ˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn),
˜˜Class id′ : îd′1, . . . , îd′m′( )) ={ ˜˜Class id : id′(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) als (id 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi)
˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) als (id = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi)




˜˜s′1; . . . ; id′n′ isr
′
n′
˜˜s′n′) ∈ ˜˜T object :








˜˜Class id : îd1, . . . , îdm, id′(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
als (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi) ∧ (id 6= id′)
˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
als (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi) ∨ (id = id′)
• ∀ ˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn),
˜˜Class id′ : îd′1, . . . , îd′m′(id′1 isr
′
1
˜˜s′1; . . . ; id′n′ isrn′
˜˜s′n′) ∈ ˜˜T object :
˜˜add parent( ˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn),
˜˜Class id′ : îd′1, . . . , îd′m′(id′1 isr
′
1
˜˜s′1; . . . ; id′n′ isrn′
˜˜s′n′)) =
˜˜Class id : îd1, . . . , îdm, id′(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
als (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi) ∧ (id 6= id′)
˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
als (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi) ∨ (id = id′)
• ∀ ˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn), ˜˜Class id′ : îd′1, . . . , îd′m′( ) ∈ ˜˜T object :
˜˜add parent( ˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn),
˜˜Class id′ : îd′1, . . . , îd′m′( )) =
˜˜Class id : îd1, . . . , îdm, id′(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
als (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id′ 6= idi) ∧ (id 6= id′)
˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
als (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0 : id′ = idi) ∨ (id = id′)
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• ∀ ˜˜Class id : îd1, . . . , îdm( ), ˜˜Class id′(id′1 isr′1 ˜˜s′1; . . . ; id′n′ isr′n′ ˜˜s′n′) ∈ ˜˜T object :








˜˜Class id : îd1, . . . , îdm, id′(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
als (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′) ∧ (id 6= id′)
˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
als (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′) ∨ (id = id′)
• ∀ ˜˜Class id : îd1, . . . , îdm( ),
˜˜Class id′ : îd′1, . . . , îd′m′(id′1 isr
′
1
˜˜s′1; . . . ; id′n′ isrn′
˜˜s′n′) ∈ ˜˜T object :
˜˜add parent( ˜˜Class id : îd1, . . . , îdm( ),
˜˜Class id′ : îd′1, . . . , îd′m′(id′1 isr
′
1
˜˜s′1; . . . ; id′n′ isrn′
˜˜s′n′)) ={ ˜˜Class id : îd1, . . . , îdm, id′( ) als (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′) ∧ (id 6= id′)
˜˜Class id : îd1, . . . , îdm( ) als (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′) ∨ (id = id′)
• ∀ ˜˜Class id : îd1, . . . , îdm( ), ˜˜Class id′ : îd′1, . . . , îd′m′( ) ∈ ˜˜T object :
˜˜add parent( ˜˜Class id : îd1, . . . , îdm( ),
˜˜Class id′ : îd′1, . . . , îd′m′( )) ={ ˜˜Class id : îd1, . . . , îdm, id′( ) als (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′) ∧ (id 6= id′)
˜˜Class id : îd1, . . . , îdm( ) als (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′) ∨ (id = id′)
9. de semantiek van de binaire operator ˜˜remove
• ∀ ˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) ∈ ˜˜T object, ∀ id′ ∈ IDΣ :
˜˜remove( ˜˜Class id(id1 isr1 ˜˜s1; . . . ; idi−1 isri−1 ˜˜si−1; idi isri ˜˜si;
idi+1 isri+1 ˜˜si+1; . . . ; idn isrn ˜˜sn), id′) =
˜˜Class id(id1 isr1 ˜˜s1; . . . ; idi−1 isri−1 ˜˜si−1; idi+1 isri+1 ˜˜si+1; . . . ; idn isrn ˜˜sn)
als (n > 1) ∧ (id′ 6= id) ∧ (∃ 1 ≤ i ≤ n, i ∈ N0 : idi = id′)
˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
als (n = 1) ∨ (id = id′) ∨ (∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id′)
• ∀ ˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) ∈ ˜˜T object, ∀ id′ ∈ IDΣ :
˜˜remove( ˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idi−1 isri−1 ˜˜si−1;
idi isri ˜˜si; idi+1 isri+1 ˜˜si+1; . . . ; idn isrn ˜˜sn), id′) =
˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idi−1 isri−1 ˜˜si−1;
idi+1 isri+1 ˜˜si+1; . . . ; idn isrn ˜˜sn)
als (id′ 6= id) ∧ (∃ 1 ≤ i ≤ n, i ∈ N0 : idi = id′)
˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
als (id = id′) ∨ (∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id′)
• ∀ ˜˜Class id : îd1, . . . , îdm( ) ∈ ˜˜T object,∀ id′ ∈ IDΣ :
˜˜remove( ˜˜Class id : îd1, . . . , îdm( ), id′) =
˜˜Class id : îd1, . . . , îdm( )
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10. de semantiek van de binaire operator ˜˜remove parent
• ∀ ˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) ∈ ˜˜T object, ∀ id′ ∈ IDΣ :
˜˜remove parent( ˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn), id′) =
˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
• ∀ ˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) ∈ ˜˜T object, ∀ id′ ∈ IDΣ :
˜˜remove parent( ˜˜Class id : îd1, . . . , îdi−1, îdi, îdi+1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn),
id′) =
˜˜Class id : îd1, . . . , îdi−1, îdi+1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)
als ∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′
˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) als ∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′
• ∀ ˜˜Class id : îd1, . . . , îdm( ) ∈ ˜˜T object, ∀ id′ ∈ IDΣ :
˜˜remove parent( ˜˜Class id : îd1, . . . , îdi−1, îdi, îdi+1, . . . , îdm( ), id′) ={ ˜˜Class id : îd1, . . . , îdi−1, îdi+1, . . . , îdm( ) als (m > 1) ∧ (∃ 1 ≤ i ≤ m, i ∈ N0 : îdi = id′)
˜˜Class id : îd1, . . . , îdm( ) als (m = 1) ∨ (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id′)
11. de semantiek van de unaire operator f ˜˜char
de semantiek van de karakteristieke functie f ˜˜char wordt volledig bepaald door definitie 6.36;
12. de semantiek van de unaire operator f ˜˜prop
de semantiek van de functie f ˜˜prop wordt volledig bepaald door definitie 6.43;
13. de semantiek van de unaire operator f ˜˜sign
de semantiek van de functie f ˜˜sign wordt volledig bepaald door definitie 6.44;
14. de semantiek van de unaire operator f ˜˜relat
de semantiek van de functie f ˜˜relat wordt volledig bepaald door definitie 6.50;
15. de semantiek van de unaire operator f ˜˜relatsign
de semantiek van de functie f ˜˜relatsign wordt volledig bepaald door definitie 6.51;
16. de semantiek van de binaire operator ˜˜path
de semantiek van de functie ˜˜path wordt volledig bepaald door definitie 6.52;
17. de semantiek van de unaire operator f ˜˜path
f ˜˜path :
˜˜T object → ℘(IDΣ)
˜˜ts 7→ f ˜˜path(
˜˜ts)
hierbij wordt f ˜˜path(
˜˜ts) gedefinieerd als:
f ˜˜path(
˜˜ts) = {id|∃ id′ isr′ ˜˜s′ ∈ f ˜˜prop( ˜˜ts) : id = ˜˜path( ˜˜ts, id′ isr′ ˜˜s′)}
zodat f ˜˜path(
˜˜ts) de verzameling is van de padexpressies van alle eigenschappen en alle componenten
van eigenschappen van het veralgemeend objecttype met specificatie ˜˜ts;
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18. de semantiek van de unaire operator ~f ˜˜path
~f ˜˜path :
˜˜T object → ℘(IDΣ)
˜˜ts 7→ ~f ˜˜path(
˜˜ts)
hierbij wordt ~f ˜˜path(
˜˜ts) gedefinieerd als:
~f ˜˜path(
˜˜ts) = {id|∃ id′ isr′ ˜˜s′ ∈ f ˜˜relat(
˜˜ts) : id = ˜˜path( ˜˜ts, id′ isr′ ˜˜s′)}
zodat ~f ˜˜path(
˜˜ts) de verzameling is van de padexpressies van alle “gerelateerde” eigenschappen en alle
componenten van “gerelateerde” eigenschappen van het veralgemeend objecttype met specificatie ˜˜ts;
19. de semantiek van de unaire operator F ˜˜path
F ˜˜path :
˜˜T object → ℘(IDΣ)
˜˜ts 7→ F ˜˜path(
˜˜ts)
hierbij wordt F ˜˜path(
˜˜ts) gedefinieerd als:
F ˜˜path(
˜˜ts) = {id|∃ id′ isr′ ˜˜s′ ∈ f ˜˜prop( ˜˜ts) ∪ f ˜˜sign(
˜˜ts) : id = ˜˜path( ˜˜ts, id′ isr′ ˜˜s′)}
zodat F ˜˜path(
˜˜ts) de verzameling is van de padexpressies van alle (componenten van) eigenschappen
en externe operaties van het veralgemeend objecttype met specificatie ˜˜ts;
20. de semantiek van de unaire operator ~F ˜˜path
~F ˜˜path :
˜˜T object → ℘(IDΣ)
˜˜ts 7→ ~F ˜˜path(
˜˜ts)
hierbij wordt ~F ˜˜path(
˜˜ts) gedefinieerd als:
~F ˜˜path(
˜˜ts) = {id|∃ id′ isr′ ˜˜s′ ∈ f ˜˜relat(
˜˜ts) ∪ f ˜˜relatsign(
˜˜ts) : id = ˜˜path( ˜˜ts, id′ isr′ ˜˜s′)}
zodat ~F ˜˜path(
˜˜ts) de verzameling is van de padexpressies van alle “gerelateerde” (componenten van)
eigenschappen en externe operaties van het veralgemeend objecttype met specificatie ˜˜ts.

6.10 De specificatie van een veralgemeend type: synopsis
De verzameling ˜˜T spec van alle uitdrukkingen die voldoen aan de syntaxis van een veralgemeend type wordt
gedefinieerd als:
Definitie 6.54 (Typespecificaties)
˜˜T spec , { ˜˜Void} ∪ ˜˜T reference ∪ ˜˜T literal ∪ ˜˜T object

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Naar analogie met het scherp typesysteem wordt, met het oog op de veralgemening van het concept ex-
pressie in volgend hoofdstuk (deelsectie 7.2), de verzameling O ˜˜instance van alle operatoren die gedefinieerd
zijn voor het domein van een typespecificatie uit de verzameling ˜˜T spec gedefinieerd als:
Definitie 6.55 (Verzameling O ˜˜instance) De verzameling O ˜˜instance wordt gedefinieerd als de unie van







6.11 De implementatie van een veralgemeend type
De type-implementaties van een veralgemeend type worden bekomen via een veralgemeende implementa-
tiefunctie ˜˜f typeimpl, die als volgt wordt geformaliseerd:
Definitie 6.56 (Type-implementatie) Als ˜˜T impl de oneindige verzameling is van alle mogelijke im-
plementaties voor veralgemeende types —ongeacht in welke programmeertaal of voor welke machine deze
geschreven zijn—, dan worden de type-implementaties van een veralgemeend type met specificatie ˜˜ts vast-
gelegd door de injectieve afbeelding:
˜˜
f typeimpl :
˜˜T spec → ℘( ˜˜T impl)
˜˜ts 7→ {p1, . . . , pn}
Hierbij is ˜˜T spec de verzameling van alle geldige specificaties voor een veralgemeend type (definitie 6.54), is
℘( ˜˜T impl) de verzameling van alle deelverzamelingen van
˜˜T impl en is {p1, . . . , pn}, n ∈ N0 de eindige deel-
verzameling van ˜˜T impl, die bestaat uit alle implementaties van het veralgemeend type met specificatie ˜˜ts.
De afbeelding ˜˜f typeimpl wordt de (veralgemeende) implementatiefunctie voor veralgemeende types genoemd.

6.12 Veralgemeende types en instanties van veralgemeende
types
Met de definities van de specificatie van een veralgemeend type (definitie 6.54) en de implementatie van een
veralgemeend type (definitie 6.56) zijn alle noodzakelijke bestanddelen gegeven voor de formele definitie
van een veralgemeend type. De veralgemeende types worden —net als de scherpe types— op basis van hun
typespecificatie onderverdeeld in: het “void”-type, veralgemeende literaaltypes, veralgemeende objecttypes
en veralgemeende referentietypes.
Naar analogie met het scherp typesysteem worden er, m.b.t. de veralgemeende types uit het veralge-
meend typesysteem, drie soorten van instanties onderscheiden: de literalen (of instanties van een veralge-
meend literaaltype), de objecten (of instanties van een veralgemeend objecttype) en de referentie-instanties
(of instanties van een veralgemeend referentietype) (cf. figuur 6.3).
Met betrekking tot het “void”-type worden er geen instanties gedefinieerd.
6.12.1 De formele definitie van een veralgemeend type
Definitie 6.57 (Veralgemeend type) Elk veralgemeend type ˜˜t wordt gedefinieerd als een triple:
˜˜t , [ ˜˜ts, ˜˜f typeimpl( ˜˜ts), V instance˜˜t ]
waarbij ˜˜ts ∈ ˜˜T spec en V instance˜˜t de verzameling is van alle instanties van dat veralgemeend type. 
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Figuur 6.3: Literalen, objecten en referentie-instanties als instanties van veralgemeende types.
De verzameling V instance˜˜t wordt de instantieverzameling van het veralgemeend type
˜˜t genoemd en
formeel gedefinieerd in deelsectie 6.12.6.
Als de context het toelaat en er geen verwarring mogelijk is, zal een veralgemeend type
˜˜t = [ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ]
in wat volgt verkort gepresenteerd worden door zijn typespecificatie ˜˜ts.
Definitie 6.58 (Verzameling ˜˜T ) De verzameling ˜˜T van alle mogelijke veralgemeende types wordt ge-
definieerd als:
˜˜T , {˜˜t|∃ ˜˜ts ∈ ˜˜T spec : ˜˜t = [ ˜˜ts, ˜˜f typeimpl( ˜˜ts), V instance˜˜t ]}

6.12.2 Het “void”-type
Definitie 6.59 (“Void”-type) Het (veralgemeend) “void”-type wordt gedefinieerd als het triple:
˜˜t , [ ˜˜Void, ˜˜f typeimpl(
˜˜Void), ∅]

Het (veralgemeend) “void”-type heeft bij definitie geen instanties.
6.12.3 De veralgemeende literaaltypes en literalen
De formele definitie van een veralgemeend literaaltype
Definitie 6.60 (Veralgemeend literaaltype) Een veralgemeend literaaltype ˜˜t wordt gedefinieerd als
een triple:
˜˜t , [ ˜˜ts, ˜˜f typeimpl( ˜˜ts), V instance˜˜t ]
waarbij er geldt dat:
˜˜ts ∈ ˜˜T literal

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Afhankelijk van de typespecificatie ˜˜ts kan het veralgemeend literaaltype ˜˜t als volgt verder worden
benoemd:
• Als ˜˜ts ∈ ˜˜T base wordt ˜˜t een veralgemeend basistype genoemd,
• als ˜˜ts ∈ ˜˜T collect wordt ˜˜t een veralgemeend collectietype genoemd,
• als ˜˜ts ∈ ˜˜T enum wordt ˜˜t een veralgemeend enumeratietype genoemd en
• als ˜˜ts ∈ ˜˜T struct wordt ˜˜t een veralgemeend gestructureerd type genoemd.
Voorbeeld 6.13
Voorbeelden van veralgemeende literaaltypes zijn:
• [ ˜˜Set( ˜˜String), ˜˜f typeimpl( ˜˜Set( ˜˜String)), V instance˜˜Set( ˜˜String)] (cf. voorbeeld 6.2),
• [TKleur, ˜˜f typeimpl(TKleur), V instanceTKleur ] (cf. voorbeeld 6.3) en
• [TAdres, ˜˜f typeimpl(TAdres), V instanceTAdres ] (cf. voorbeeld 6.5).
Andere voorbeelden zijn te vinden in bijlage B. 
Literalen
Definitie 6.61 (Literaal) Elke literaal ˜˜l is gedefinieerd als een paar:
˜˜
l , [ ˜˜ts, ˜˜v]
waarbij ˜˜ts de typespecificatie van een veralgemeend literaaltype is (m.a.w. ˜˜ts ∈ ˜˜T literal) en ˜˜v een element
is van het domein van dat veralgemeend literaaltype (m.a.w. ˜˜v ∈ dom ˜˜ts). 
Hierbij duidt de typespecificatie ˜˜ts het type van de literaal aan en wordt ˜˜v de waarde van de literaal
genoemd. De literaal ˜˜l wordt een instantie van het veralgemeend literaaltype ˜˜t = [ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ]
genoemd.
Net als in het scherp typesysteem worden de literalen op basis van hun typespecificatie ˜˜ts onderverdeeld
in atomaire literalen, collectieliteralen en gestructureerde literalen:
• een literaal ˜˜l = [ ˜˜ts, ˜˜v] is dan en slechts dan een atomaire literaal als geldt dat: ˜˜ts ∈ ˜˜T base ∪ ˜˜T enum,
• een literaal ˜˜l = [ ˜˜ts, ˜˜v] is dan en slechts dan een collectieliteraal als geldt dat: ˜˜ts ∈ ˜˜T collect en
• een literaal ˜˜l = [ ˜˜ts, ˜˜v] is dan en slechts dan een gestructureerde literaal als geldt dat: ˜˜ts ∈ ˜˜T struct.
Indien het mogelijk is dat de waarde van de literaal ˜˜l niet gedefinieerd is —d.i., als ˜˜l = [ ˜˜ts, ˜˜v] en
is possibly null(˜˜v) = {1/{1/True}}—, wordt de literaal een null-literaal genoemd.
Voorbeeld 6.14
Met de veralgemeende types uit voorbeeld 6.13 is:
• [TKleur, {1/{1/rood}, .8/{1/blauw}}] een voorbeeld van een atomaire literaal —met als onzekere
waarde: mogelijks “rood” en (minder) mogelijks “blauw”—, is
• [ ˜˜Set( ˜˜String), {1/{1/Set({1/{1/“Filip”}},
{1/{1/“Astrid”}, .5/{1/“Mathilde”}}, {1/{1/“Laurent”}})}}]
een voorbeeld van een collectieliteraal —met als (zekere) waarde de verzameling die bestaat uit:
zeker “Filip” en “Laurent” en zeker ofwel “Astrid”, ofwel “Mathilde”— en is
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een voorbeeld van een gestructureerde literaal.

6.12.4 De veralgemeende objecttypes en objecten
De formele definitie van een veralgemeend objecttype
Definitie 6.62 (Veralgemeend objecttype) Een veralgemeend objecttype ˜˜t wordt gedefinieerd als een
triple:
˜˜t , [ ˜˜ts, ˜˜f typeimpl( ˜˜ts), V instance˜˜t ]
waarbij er geldt dat:
˜˜ts ∈ ˜˜T object

Voorbeeld 6.15
Voorbeelden van veralgemeende objecttypes zijn:
• [TPersoon, ˜˜f typeimpl(TPersoon), V instanceTPersoon] en
• [TPatient, ˜˜f typeimpl(TPatient), V instanceTPatient] (cf. voorbeeld 6.8).
Andere voorbeelden worden gegeven in bijlage B. 
Objecten
Ook bij de instanties van een veralgemeend objecttype wordt er een onderscheid gemaakt tussen transie¨nte
objecten en persistente objecten.
Elk object heeft opnieuw een typespecificatie ˜˜ts ∈ ˜˜T object die het veralgemeend objecttype van het object
specificeert, een eigen toestand ˜˜v ∈ dom ˜˜ts en een bepaald gedrag. Indien de toestand van een object niet
gedefinieerd is —d.i., als ˜˜v = ⊥ ˜˜ts—, wordt het object een null-object genoemd.
Typerend voor objecten met een veralgemeend objecttype is, dat zij elk gekenmerkt worden door drie
waarden µTrue, µFalse en µ⊥Boolean uit het eenheidsinterval [0, 1], die samen worden gebruikt om —
afhankelijk van de context waarin het object wordt beschouwd— aan te duiden in welke mate het object
een instantie is van het beschouwde veralgemeend objecttype, veralgemeend objectschema (wat besproken
wordt in deelsectie 8.1) of veralgemeend databankschema (wat besproken wordt in deelsectie 8.2). De
waarde µTrue geeft aan in welke mate het waar is dat het object een instantie is, de waarde µFalse geeft
aan in welke mate dit niet het geval is, terwijl de waarde µ⊥Boolean specificeert in welke mate dit niet
gedefinieerd is. Door een aparte voorstelling te gebruiken voor de mate van “waar zijn”, de mate van “vals
zijn” en de mate van “niet-gedefinieerd zijn”, wordt de (on)zekerheid omtrent het al dan niet “instantie
zijn van” op een semantisch rijkere manier gemodelleerd dan in andere modellen4.
4Het gebruik van twee waarden µTrue en µFalse voor het modelleren van waarheid is verwant met het concept “vage
waarheidswaarde W˜ (prop) van een propositie of bewering prop die aan de realiteit kan worden getoetst”, dat door Van
Schooten gedefinieerd is als (Van Schooten 1988):
W˜ (prop) = {pi(W (prop) = True)/True, pi(W (prop) = False)/False}
Het gebruik van de derde waarde µ⊥Boolean wordt ingegeven door het beschouwen van niet-gedefinieerde waarden in de
domeinen van de veralgemeende types.
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Tabel 6.1: Bijzondere waarden voor µTrue, µFalse en µ⊥Boolean
Waarde voor µTrue Waarde voor µFalse Waarde voor µ⊥Boolean Betekenis
1 0 0 waar
0 1 0 vals
0 0 1 niet-gedefinieerd
1 1 1 onbekend
In tabel 6.1 is een overzicht gegeven van enkele bijzondere waarden voor µTrue, µFalse en µ⊥Boolean .
Persistente objecten worden opnieuw bijkomend gekenmerkt door een unieke object-identificator oid
en een al dan niet ledige scherpe verzameling van objectnamen N .
De formele definitie van een transie¨nt object. Een transie¨nt object wordt gedefinieerd als:
Definitie 6.63 (Transie¨nt object) Elk transie¨nt object ˜˜o wordt gedefinieerd als een 5-tuple:
˜˜o , [ ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ]
waarbij ˜˜ts ∈ ˜˜T object de specificatie van een veralgemeend objecttype is, ˜˜v ∈ dom ˜˜ts een element is van
het domein van dat veralgemeend objecttype en µTrue, µFalse, µ⊥Boolean ∈ [0, 1] de drie waarden zijn die
gebruikt worden om het al dan niet “instantie zijn van” te modelleren. 
Hierbij duidt de typespecificatie ˜˜ts het type van het transie¨nt object aan en wordt ˜˜v de toestand
van het transie¨nt object genoemd. Het transie¨nt object ˜˜o wordt tevens een transie¨nte instantie van het
veralgemeend objecttype
˜˜t = [ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ]
genoemd.
De formele definitie van een persistent object. Een (persistent) object wordt gedefinieerd als:
Definitie 6.64 (Persistent object) Elk (persistent) object ˜˜o wordt gedefinieerd als een 7-tuple:
˜˜o , [oid,N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ]
waarbij oid ∈ IDΣ een identificator is die uniek is voor dat object, N ∈ ℘(IDΣ) een al dan niet ledige
verzameling van identificatoren is, ˜˜ts ∈ ˜˜T object de specificatie een veralgemeend objecttype is, ˜˜v ∈ dom ˜˜ts
een element is van het domein van dat veralgemeend objecttype en µTrue, µFalse, µ⊥Boolean ∈ [0, 1] de drie
waarden zijn, die gebruikt worden om het al dan niet “instantie zijn van” te modelleren. 
Net als in het scherp typesysteem wordt oid de object-identificator genoemd en worden de elementen
uit de verzameling N de namen van het object genoemd. Verder wordt het veralgemeend objecttype dat
gespecificeerd wordt door de specificatie ˜˜ts het type van het object genoemd en wordt ˜˜v de toestand van
het object genoemd. Het persistent object ˜˜o wordt tevens een persistente instantie van het veralgemeend
objecttype
˜˜t = [ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ]
genoemd.
Een object kan maar instantie zijn van e´e´n enkel veralgemeend objecttype. Indien een veralgemeend
objecttype ˜˜t via de overervingsrelatie  met andere veralgemeende objecttypes gerelateerd is, kunnen de
instanties van ˜˜t —door het principe van polymorfisme— voorkomen op elke plaats waar een instantie van
een supertype van ˜˜t wordt verwacht (Cardelli en Wegner 1985).
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Voorbeeld 6.16
Met de veralgemeende objecttypes uit voorbeeld 6.15 is:
[oidPersoon4, ∅, TPersoon,Struct(Naam : {1/{1/“Peeters”}};
V oornamen : {1/{1/List({1/{1/“An”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/28}};Maand : {1/{1/8}};
Jaar : {1/{1/1957}})}};
Geslacht : {1/{1/vrouwelijk}};










Kinderen : {1/{1/List({1/{1/oidPatient4}})}}), 1, 0, 0]
bijvoorbeeld een persistente instantie van het veralgemeend objecttype TPersoon. Andere voorbeelden
van objecten worden gegeven in bijlage B. 
6.12.5 De veralgemeende referentietypes en referentie-instanties
De formele definitie van een veralgemeend referentietype
Definitie 6.65 (Veralgemeend referentietype) Een veralgemeend referentietype ˜˜t wordt gedefinieerd
als een triple:
˜˜t , [ ˜˜ts, ˜˜f typeimpl( ˜˜ts), V instance˜˜t ]
waarbij er geldt dat:
˜˜ts ∈ ˜˜T reference

Voorbeeld 6.17
Voorbeelden van veralgemeende referentietypes zijn:
• [ ˜˜Ref(TPersoon), ˜˜f typeimpl( ˜˜Ref(TPersoon)), V instance˜˜Ref(TPersoon)] (cf. voorbeeld 6.10) en
• [ ˜˜BagRef (TPersoon), ˜˜f typeimpl( ˜˜BagRef (TPersoon)), V instance˜˜BagRef (TPersoon)] (cf. voorbeeld 6.12).

Referentie-instanties
Definitie 6.66 (Referentie-instantie) Elke referentie-instantie ˜˜r wordt gedefinieerd als een paar:
˜˜r , [ ˜˜ts, ˜˜v]
waarbij ˜˜ts de specificatie is van een veralgemeend referentietype (m.a.w. ˜˜ts ∈ ˜˜T reference) en ˜˜v een element
is van het domein van dat veralgemeend referentietype (m.a.w. ˜˜v ∈ dom ˜˜ts). 
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De typespecificatie ˜˜ts duidt het type van de referentie-instantie aan, terwijl ˜˜v de waarde van de referentie-
instantie wordt genoemd.
De referentie-instanties worden op basis van hun typespecificatie ˜˜ts onderverdeeld in enkelwaardige
referentie-instanties en meerwaardige referentie-instanties:
• een referentie-instantie ˜˜r = [ ˜˜ts, ˜˜v] is dan en slechts dan een enkelwaardige referentie-instantie als
geldt dat:
∃ ˜˜ts′ ∈ ˜˜T object : ˜˜ts = ˜˜Ref ( ˜˜ts′)
• een referentie-instantie ˜˜r = [ ˜˜ts, ˜˜v] is dan en slechts dan een meerwaardige referentie-instantie als
geldt dat:
∃ ˜˜ts′ ∈ ˜˜T object : ˜˜ts ∈ { ˜˜SetRef ( ˜˜ts′), ˜˜BagRef ( ˜˜ts′), ˜˜ListRef ( ˜˜ts′)}
Indien het mogelijk is dat de waarde van de referentie-instantie niet gedefinieerd is —d.i., als ˜˜r = [ ˜˜ts, ˜˜v]
en is possibly null(˜˜v) = {1/{1/True}}—, wordt de referentie-instantie een null-referentie genoemd.
Voorbeeld 6.18
Met de veralgemeende referentietypes uit voorbeeld 6.17 is:
• [ ˜˜Ref (TPersoon), {1/{1/oidPersoon1}, {.8/{1/oidPersoon4}}]
een voorbeeld van een enkelwaardige referentie-instantie;
• [ ˜˜BagRef (TPersoon), {1/{1/Bag({1/{1/oidPersoon1}}, {1/{1/oidPersoon5}})}}]
een voorbeeld van een meerwaardige referentie-instantie.

6.12.6 De instantieverzameling van een veralgemeend type
De verzameling van alle instanties die met betrekking tot een gegeven databank gecree¨erd zijn voor een
bepaald veralgemeend type, wordt de instantieverzameling van dat veralgemeend type genoemd. Deze
verzameling maakt deel uit van de formele definitie van het veralgemeend type (definitie 6.57).
De formele definitie van de instantieverzameling van een veralgemeend type
De instantieverzameling van het “void”-type is bij definitie steeds ledig. Voor de instantieverzameling
van de andere veralgemeende types geldt er bij definitie dat elke instantie van het veralgemeend type
noodzakelijk een element moet zijn van de instantieverzameling van het veralgemeend type. Is het be-
treffende type een veralgemeend objecttype ˜˜t en heeft dat veralgemeend objecttype een supertype
̂˜˜
t, dan




Definitie 6.67 (Instantieverzameling van een veralgemeend type) De instantieverzameling van
een veralgemeend type ˜˜t = [ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ] wordt gedefinieerd als:
• ˜˜ts = ˜˜Void⇒ V instance˜˜t , ∅
• ˜˜ts ∈ ˜˜T literal ∪ ˜˜T reference ⇒ V instance˜˜t , {[
˜˜ts′, ˜˜v′]| ˜˜ts′ = ˜˜ts}
• ˜˜ts ∈ ˜˜T object ⇒ V instance˜˜t , {[oid





˜˜ts′ = ˜˜ts) ∨ ( ˜˜ts′  ˜˜ts)} ∪
{[ ˜˜ts′, ˜˜v′, µ′True, µ′False, µ′⊥Boolean ]|( ˜˜ts′ = ˜˜ts) ∨ ( ˜˜ts′  ˜˜ts)}

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Definitie 6.62 sluit niet uit dat er veralgemeende objecttypes bestaan waarvan de instantieverzame-
ling bij conventie ledig is. Dergelijke types worden abstracte veralgemeende objecttypes genoemd. De
specificatie van de eigenschappen en het gedrag van een abstract veralgemeend objecttype wordt een ab-
stracte veralgemeende klasse genoemd. Abstracte veralgemeende objecttypes kunnen uitsluitend abstracte
veralgemeende objecttypes als supertypes hebben.
Operatoren over de instantieverzameling van een veralgemeend type
Over de instantieverzameling V instance˜˜t van een veralgemeend type
˜˜t wordt er een verzameling Oinstance˜˜t
van operatoren gedefinieerd.
Indien het gegeven type ˜˜t een veralgemeend objecttype is, geldt de volgende definitie:




objecttype ˜˜t = [ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ],
˜˜ts ∈ ˜˜T object wordt de verzameling Oinstance˜˜t gedefinieerd als:
Oinstance˜˜t
, { ˜˜type : V instance˜˜t →
˜˜T spec,
˜˜value : V instance˜˜t → dom ˜˜ts,
˜˜is instance : V instance˜˜t → dom ˜˜Boolean}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de unaire operator ˜˜type
˜˜type : V instance˜˜t →
˜˜T spec
[ ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ] 7→ ˜˜ts
[oid,N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ] 7→ ˜˜ts
2. de semantiek van de unaire operator ˜˜value
˜˜value : V instance˜˜t → dom ˜˜ts
[ ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ] 7→ ˜˜v
[oid,N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ] 7→ ˜˜v
3. de semantiek van de unaire operator ˜˜is instance
˜˜is instance : V instance˜˜t → dom ˜˜Boolean



















Voor de andere veralgemeende types geldt de definitie:




type ˜˜t = [ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ],
˜˜ts 6∈ ˜˜T object wordt de verzameling Oinstance˜˜t gedefinieerd als:
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Oinstance˜˜t
, { ˜˜type : V instance˜˜t →
˜˜T spec,
˜˜value : V instance˜˜t → dom ˜˜ts}
Waarbij de semantiek van deze operatoren vastgelegd wordt door de axioma’s:
1. de semantiek van de unaire operator ˜˜type
˜˜type : V instance˜˜t →
˜˜T spec
[ ˜˜ts, ˜˜v] 7→ ˜˜ts
2. de semantiek van de unaire operator ˜˜value
˜˜value : V instance˜˜t → dom ˜˜ts
[ ˜˜ts, ˜˜v] 7→ ˜˜v

6.12.7 Operatoren over de verzameling ˜˜T
Voor de verzameling ˜˜T van alle mogelijke veralgemeende types (definitie 6.58) wordt er een verzameling
O ˜˜T van operatoren gedefinieerd.
Definitie 6.70 (Verzameling O ˜˜T ) De verzameling O ˜˜T van alle operatoren die gedefinieerd zijn voor
de verzameling ˜˜T van alle mogelijke veralgemeende types wordt gedefinieerd als:
O ˜˜T , { ˜˜spec :
˜˜T → ˜˜T spec,
˜˜impl : ˜˜T → ℘( ˜˜T impl),
˜˜instances : ˜˜T → {V instance˜˜t |
˜˜t ∈ ˜˜T},
˜˜dom : ˜˜T → {dom ˜˜ts| ˜˜ts ∈
˜˜T spec},










De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de unaire operator ˜˜spec
˜˜spec : ˜˜T → ˜˜T spec
[ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ] 7→
˜˜ts
2. de semantiek van de unaire operator ˜˜impl
˜˜impl : ˜˜T → ℘( ˜˜T impl)
[ ˜˜ts, ˜˜f typeimpl(
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3. de semantiek van de unaire operator ˜˜instances
˜˜instances : ˜˜T → {V instance˜˜t |
˜˜t ∈ ˜˜T}
[ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ] 7→ V
instance
˜˜t
4. de semantiek van de unaire operator ˜˜dom
˜˜dom : ˜˜T → {dom ˜˜ts| ˜˜ts ∈
˜˜T spec}
[ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ] 7→ dom ˜˜ts
5. de semantiek van de unaire operator ˜˜create





[ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ],
˜˜v 7→ [ ˜˜ts, ˜˜f typeimpl( ˜˜ts), V instance˜˜t ∪ {[
˜˜ts, ˜˜v, 1, 0, 0]}], als ˜˜ts ∈ ˜˜T object ∧
˜˜v ∈ dom ˜˜ts ∧ (@
˜˜o′ ∈ V instance˜˜t : (
˜˜type( ˜˜o′) = ˜˜ts) ∧ ( ˜˜value( ˜˜o′) = ˜˜v))
[ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ],
˜˜v 7→ [ ˜˜ts, ˜˜f typeimpl( ˜˜ts), V instance˜˜t ∪ {[
˜˜ts, ˜˜v]}], als ˜˜ts 6∈ ˜˜T object ∧ ˜˜v ∈ dom ˜˜ts
[ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ],
˜˜v 7→ [ ˜˜ts, ˜˜f typeimpl( ˜˜ts), V instance˜˜t ], in alle andere gevallen
bovendien moet in het geval van toevoeging van een instantie [ ˜˜ts, ˜˜v, 1, 0, 0] aan de instantieverza-
meling van een veralgemeend objecttype ˜˜t ∈ ˜˜T , ˜˜spec(˜˜t) ∈ ˜˜T object, blijvend voldaan zijn aan defini-
tie 6.67, zodat de instantie ook —als neveneffect van deze operatie— moet worden toegevoegd aan
de instantieverzameling van elk supertype ˜˜t′ van ˜˜t, d.i.
∀ ˜˜t′ ∈ ˜˜T : ˜˜spec(˜˜t′) ∈ ˜˜T object ∧ ˜˜spec(˜˜t′)  ˜˜spec(˜˜t)⇒
( ˜˜instances(˜˜t′))new = ˜˜instances(˜˜t′) ∪ {[ ˜˜ts, ˜˜v, 1, 0, 0]}
waarbij de superscriptie new is gebruikt om de nieuwe instantieverzameling aan te duiden;
6. de semantiek van de unaire operator ˜˜delete





[ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ], [





[ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t \ {[




⊥Boolean ]}], als ˜˜ts ∈ ˜˜T object ∧ ˜˜ts = ˜˜ts′
[ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ], [




⊥Boolean ] 7→ [ ˜˜ts, ˜˜f typeimpl( ˜˜ts), V instance˜˜t ], als
˜˜ts 6= ˜˜ts′
[ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ], [
˜˜ts′, ˜˜v′] 7→ [ ˜˜ts, ˜˜f typeimpl( ˜˜ts), V instance˜˜t \ {[
˜˜ts′, ˜˜v′]}], als ˜˜ts 6∈ ˜˜T object ∧ ˜˜ts = ˜˜ts′
[ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ], [
˜˜ts′, ˜˜v′] 7→ [ ˜˜ts, ˜˜f typeimpl( ˜˜ts), V instance˜˜t ], als
˜˜ts 6= ˜˜ts′
bovendien moet in het geval van verwijdering van een instantie [ ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ] uit
de instantieverzameling van een veralgemeend objecttype ˜˜t ∈ ˜˜T , ˜˜spec(˜˜t) ∈ ˜˜T object, blijvend voldaan
zijn aan definitie 6.67, zodat de instantie ook —als neveneffect van deze operatie— moet worden
verwijderd uit de instantieverzameling van elk supertype ˜˜t′ van ˜˜t, d.i.
∀ ˜˜t′ ∈ ˜˜T : ˜˜spec(˜˜t′) ∈ ˜˜T object ∧ ˜˜spec(˜˜t′)  ˜˜spec(˜˜t)⇒
( ˜˜instances(˜˜t′))new = ˜˜instances(˜˜t′) \ {[ ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ]}
waarbij terug de superscriptie new is gebruikt om de nieuwe instantieverzameling aan te duiden. 
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6.12.8 De extentie van een veralgemeend objecttype
Met betrekking tot een gegeven databank, wordt de verzameling van alle persistente instanties uit de
instantieverzameling van een gegeven veralgemeend objecttype de extentie van dat veralgemeend objecttype
genoemd.
Indien een persistent object een instantie is van het veralgemeend objecttype ˜˜t, dan is het bij definitie
een element van de extentie van ˜˜t. Heeft een veralgemeend objecttype ˜˜t een supertype
̂˜˜
t, dan moet de
extentie van ˜˜t een deelverzameling zijn van de extentie van
̂˜˜
t.
De formele definitie van de extentie van een veralgemeend objecttype
Met betrekking tot een gegeven databank kunnen de volgende definities worden ingevoerd:
Definitie 6.71 (Extentie van een veralgemeend objecttype) De extentie van een veralgemeend ob-
jecttype
˜˜t = [ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ],
˜˜ts ∈ ˜˜T object
wordt gedefinieerd als de verzameling:
V extent˜˜t
, {[oid,N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ]|[oid,N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ] ∈ V instance˜˜t }

Definitie 6.72 (Verzameling van alle extenties) De verzameling van alle mogelijke extenties wordt
gedefinieerd als:
V ˜˜extent , {V extent˜˜t | ˜˜spec(
˜˜t) ∈ ˜˜T object}

Uit definitie 6.71 volgt dat er steeds geldt dat:
V extent˜˜t
⊆ V instance˜˜t
Operatoren over de extentie van een veralgemeend objecttype
Voor de extentie V extent˜˜t van een veralgemeend objecttype
˜˜t wordt er een verzameling van operatoren
Oextent˜˜t
gedefinieerd.
Definitie 6.73 (Verzameling Oextent˜˜t ) Voor een veralgemeend objecttype
˜˜t = [ ˜˜ts, ˜˜f typeimpl(
˜˜ts), V instance˜˜t ]
wordt de verzameling Oextent˜˜t van operatoren gedefinieerd als:
Oextent˜˜t
, { ˜˜identify : V extent˜˜t → IDΣ,
˜˜names : V extent˜˜t → ℘(IDΣ),








De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de unaire operator ˜˜identify
˜˜identify : V extent˜˜t → IDΣ
[oid,N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ] 7→ oid
6.12. VERALGEMEENDE TYPES EN INSTANTIES VAN VERALGEMEENDE TYPES 285
2. de semantiek van de unaire operator ˜˜names
˜˜names : V extent˜˜t → ℘(IDΣ)
[oid,N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ] 7→ N
3. de semantiek van de binaire operator ˜˜add name
˜˜add name : V extent˜˜t × IDΣ → V
extent
˜˜t
[oid,N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ], id 7→ [oid,N ∪ {id}, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ]
4. de semantiek van de binaire operator ˜˜remove name
˜˜remove name : V extent˜˜t × IDΣ → V
extent
˜˜t
[oid,N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ], id 7→ [oid,N \ {id}, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ]

Operatoren over de verzameling van extenties
Voor de verzameling V ˜˜extent wordt er een verzameling O ˜˜extent van operatoren gedefinieerd.
Definitie 6.74 (Verzameling O ˜˜extent) De verzameling O ˜˜extent van operatoren wordt gedefinieerd als:
O ˜˜extent , { ˜˜count : V ˜˜extent → dom ˜˜Integer,
˜˜min : V ˜˜extent × IDΣ → dom ˜˜Integer ∪ dom ˜˜Real,
˜˜max : V ˜˜extent × IDΣ → dom ˜˜Integer ∪ dom ˜˜Real,
˜˜sum : V ˜˜extent × IDΣ → dom ˜˜Integer ∪ dom ˜˜Real,
˜˜avg : V ˜˜extent × IDΣ → dom ˜˜Integer ∪ dom ˜˜Real}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de unaire operator ˜˜count
˜˜count : V ˜˜extent → dom ˜˜Integer
V extent˜˜t
7→ {1/{1/#(V extent˜˜t )}}
2. de semantiek van de binaire operator ˜˜min
∀ V extent˜˜t ∈ V ˜˜extent,∀ id ∈ IDΣ :
˜˜min(V extent˜˜t , id) =
{1/{1/min
x∈{x|∃ ˜˜o∈V extent˜˜t :.(···.(
˜˜value(˜˜o),id1),··· ,idn)={1/{1/x}}∧x 6=⊥s′}
x}}
als ( ˜˜spec(˜˜t) = ˜˜ts) ∧ (∃ id′ ise ˜˜s′ ∈ f ˜˜prop( ˜˜ts) ∪ f ˜˜relat(
˜˜ts),∃ n ∈ N0 :
˜˜s′ ∈ { ˜˜Integer, ˜˜Real} ∧ id = ˜˜path( ˜˜ts, id′ ise ˜˜s′) = ˜˜ts.id1. · · · .idn)
{1/{1/⊥Real}} in alle andere gevallen
3. de semantiek van de binaire operator ˜˜max





x∈{x|∃ ˜˜o∈V extent˜˜t :.(···.(
˜˜value(˜˜o),id1),··· ,idn)={1/{1/x}}∧x6=⊥s′}
x}}
als ( ˜˜spec(˜˜t) = ˜˜ts) ∧ (∃ id′ ise ˜˜s′ ∈ f ˜˜prop( ˜˜ts) ∪ f ˜˜relat(
˜˜ts),∃ n ∈ N0 :
˜˜s′ ∈ { ˜˜Integer, ˜˜Real} ∧ id = ˜˜path( ˜˜ts, id′ ise ˜˜s′) = ˜˜ts.id1. · · · .idn)
{1/{1/⊥Real}} in alle andere gevallen
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4. de semantiek van de binaire operator ˜˜sum





x∈{x|∃ ˜˜o∈V extent˜˜t :.(···.(
˜˜value(˜˜o),id1),··· ,idn)={1/{1/x}}∧x6=⊥s′}
x}}
als ( ˜˜spec(˜˜t) = ˜˜ts) ∧ (∃ id′ ise ˜˜s′ ∈ f ˜˜prop( ˜˜ts) ∪ f ˜˜relat(
˜˜ts), ∃ n ∈ N0 :
˜˜s′ ∈ { ˜˜Integer, ˜˜Real} ∧ id = ˜˜path( ˜˜ts, id′ ise ˜˜s′) = ˜˜ts.id1. · · · .idn)
{1/{1/⊥Real}} in alle andere gevallen
5. de semantiek van de binaire operator ˜˜avg









als ( ˜˜spec(˜˜t) = ˜˜ts) ∧ (∃ id′ ise ˜˜s′ ∈ f ˜˜prop( ˜˜ts) ∪ f ˜˜relat(
˜˜ts), ∃ n ∈ N0 :
˜˜s′ ∈ { ˜˜Integer, ˜˜Real} ∧ id = ˜˜path( ˜˜ts, id′ ise ˜˜s′) = ˜˜ts.id1. · · · .idn)
{1/{1/⊥Real}} in alle andere gevallen

6.13 De formele definitie van het veralgemeend typesysteem
Het veralgemeend typesysteem wordt uiteindelijk formeel gedefinieerd als:
Definitie 6.75 (Veralgemeend typesysteem) Het veralgemeend typesysteem GTS wordt gedefinieerd
door het triple:
GTS , [ID∗Σ,
˜˜T ∗, OGTS ]
waarbij
• ID∗Σ de verzameling is van alle geldige identificatoren (definitie 2.9);
• ˜˜T ∗ , [ ˜˜T spec, ˜˜T impl, ˜˜f typeimpl, V ˜˜extent, O ˜˜T∗ ] een 5-tuple is, waarvan de componenten gedefinieerd worden
als:
– ˜˜T spec de verzameling van alle geldige typespecificaties (definitie 6.54),
– ˜˜T impl de verzameling van alle mogelijke type-implementaties (definitie 6.56),
– ˜˜f typeimpl de implementatiefunctie voor veralgemeende types (definitie 6.56),
– V ˜˜extent de verzameling van alle extenties (definitie 6.72),
– O ˜˜T∗ , O ˜˜enum ∪O ˜˜struct ∪O ˜˜ref ∪O ˜˜object ∪O ˜˜extent (definities 6.15, 6.24, 6.49, 6.53 en 6.74);




) ∪ ( ⋃
˜˜t∈{˜˜t|˜˜t∈ ˜˜T∧ ˜˜spec(˜˜t)∈ ˜˜T object}
Oextent˜˜t
) (definities 2.8, 6.68, 6.70
en 6.73).

Met de formele definitie van het veralgemeend typesysteem GTS zijn alle veralgemeende types gedefi-
nieerd die binnen het op te bouwen formalisme zinvol kunnen worden beschouwd.
Hoofdstuk 7
De Definitie van een Specifieke
Veralgemeende Restrictie: het
Veralgemeend Restrictiesysteem
I seem to have been only like a boy playing on the seashore, and diverting myself in now and
then finding a smoother pebble or a prettier shell than ordinary, whilst the great ocean of truth
lay all undiscovered before me.
Sir Isaac Newton (1642–1727), Engels wiskundige en fysicus. Geciteerd uit: Memoirs of
Newton, volume 2, hoofdstuk 27, David Brewster (ed.), 1855.
Een volgende stap tot de veralgemening van het scherp databankmodel bestaat uit de veralgemening
van het restrictiesysteem. Het bekomen veralgemeend restrictiesysteem legt vast hoe specifieke veralge-
meende restricties kunnen worden gedefinieerd. Specifieke veralgemeende restricties zullen in het veralge-
meend databankmodel dezelfde rol vervullen als restricties in het scherp databankmodel.
7.1 Enkele voorbeschouwingen
Elke specifieke veralgemeende restrictie wordt, naar analogie met de restricties uit het scherp restric-
tiesysteem, volledig gedefinieerd door e´e´n externe restrictiespecificatie en e´e´n of meerdere restrictie-
implementaties die de interne aspecten vastleggen en kan evenals een “klassieke” restrictie informeel
gezien worden als een conditie waaraan de objecten moeten voldoen opdat ze deel zouden kunnen uitma-
ken van een databank.
7.1.1 De restrictiespecificaties
In de restrictiespecificatie wordt de syntaxis en de semantiek van de specifieke veralgemeende restric-
tie vastgelegd. De verzameling van alle uitdrukkingen die voldoen aan de syntaxis van een specifieke
veralgemeende restrictie uit het op te bouwen veralgemeend restrictiesysteem, wordt genoteerd als ˜˜Cspec.
De syntaxis van een specifieke veralgemeende restrictie wordt gedefinieerd aan de hand van een aantal
formuleringen die zodanig opgebouwd zijn dat zij de syntaxis volledig kunnen omschrijven. Een restric-
tiespecificatie wordt in het veralgemeend restrictiesysteem algemeen genoteerd als:
˜˜ρyX [ ]
of
˜˜ρyX [x1, . . . , xm], m ∈ N0
Ook hier is y een identificator (m.a.w. y ∈ IDΣ) die gebruikt wordt om de soort van de restrictie aan
te duiden, is X een verzameling die aangeeft voor welke veralgemeende types, eigenschappen, enz. de
restrictie gedefinieerd is en zijn xi, 1 ≤ i ≤ m, i ∈ N0 de parameters van de restrictie.
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De semantiek van een specifieke veralgemeende restrictie wordt geformaliseerd door een zgn. “veralge-
meende Boolese functie” die met elke mogelijke instantie ˜˜o van een veralgemeend objecttype ˜˜t een element
associeert, dat genomen wordt uit het domein van het veralgemeend basistype ˜˜Boolean voor het werken








en wordt er gesteld dat µTrue de graad van onzekerheid is dat de instantie voldoet aan de restrictie, dat
µFalse de graad van onzekerheid voorstelt dat de instantie niet voldoet aan de restrictie en dat µ⊥Boolean de
graad van onzekerheid is dat het resultaat van de restrictie voor de beschouwde instantie niet gedefinieerd
is.
De specifieke veralgemeende restricties worden, net als de restricties uit het scherp restrictiesysteem,
ingedeeld in vier niet-overlappende hoofdgroepen:
• de single-type afhankelijke restricties die gedefinieerd zijn over de instantieverzameling van een
veralgemeend objecttype,
• de single-type afhankelijke restricties die gedefinieerd zijn voor de extentie van een veralgemeend
objecttype,
• de multi-type afhankelijke restricties die gedefinieerd zijn over de instantieverzameling van een ver-
algemeend objecttype en
• de multi-type afhankelijke restricties die gedefinieerd zijn voor de extentie van een veralgemeend
objecttype.
Ook hier wordt er voor elke hoofdgroep een scherpe verzameling van geldige restrictiespecificaties gedefini-
eerd, die resp. genoteerd wordt als ˜˜Csingleinstance,
˜˜Csingleextent,
˜˜Cmultiinstance en
˜˜Cmultiextent. Omdat deze vier verzamelin-
gen elkaar niet overlappen en er buiten deze verzamelingen geen andere restrictiespecificaties voorkomen,
geldt er bij definitie dat de verzameling
{ ˜˜Csingleinstance, ˜˜Csingleextent, ˜˜Cmultiinstance, ˜˜Cmultiextent}
een partitie is van de verzameling ˜˜Cspec.
7.1.2 De restrictie-implementaties
Ook met betrekking tot het veralgemeend restrictiesysteem legt elke restrictie-implementatie een concrete
realisatie van een restrictie vast en omvat het de machine-afhankelijke code die nodig is om de restrictie
intern in het geheugen van een computersysteem voor te stellen.
Verder geldt opnieuw de beperking dat een toepassing in eenzelfde context maar gebruik kan maken
van e´e´n enkele implementatie en worden de restrictie-implementaties strikt gescheiden gehouden van de
restrictiespecificatie om te voorkomen dat de semantiek van de veralgemeende restrictie verstrikt raakt in
de implementatiedetails.
7.1.3 De opbouw van het veralgemeend restrictiesysteem
In het veralgemeend restrictiesysteem worden er, zoals hierboven reeds vermeld is, vier hoofdgroepen van
specifieke veralgemeende restricties onderscheiden. Elk van deze hoofdgroepen is op zijn beurt verder
onderverdeeld in deelgroepen, wat ge¨ıllustreerd is in figuur 7.1.
Binnen de groep van de single-type afhankelijke restricties die gedefinieerd zijn over de instantieverza-
meling van een veralgemeend objecttype wordt er een onderscheid gemaakt tussen domeinrestricties, “Not
null”-restricties, zekerheidsrestricties, single-type afhankelijke waarderestricties en single-type afhanke-
lijke transitierestricties. De groep van de single-type afhankelijke restricties die gedefinieerd zijn voor de
extentie van een veralgemeend objecttype wordt onderverdeeld in zgn. sleutelrestricties en single-type af-
hankelijke aggregaatrestricties. Binnen de groep van de multi-type afhankelijke restricties die gedefinieerd
zijn over de instantieverzameling van een veralgemeend objecttype bestaat de deelgroep van de multi-type
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Figuur 7.1: Het veralgemeend restrictiesysteem.
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afhankelijke waarderestricties en de deelgroep van de multi-type afhankelijke transitierestricties. De laatst
beschouwde deelgroep van de multi-type afhankelijke restricties die gedefinieerd zijn voor de extentie van
een veralgemeend objecttype is opgebouwd uit de uniciteitsrestricties, de referentie¨le restricties en de
multi-type afhankelijke aggregaatrestricties. Al deze hoofd- en deelgroepen worden in de eerstvolgende
deelsecties verder in detail behandeld en formeel beschreven. Alvorens te kunnen beginnen met deze
formele beschrijvingen, is het noodzakelijk om dieper in te gaan op de veralgemening van het concept
expressie.
7.2 Expressies
Het concept expressie dat wordt ingevoerd voor de opbouw van het veralgemeend databankmodel, is
een veralgemening van het concept expressie zoals dit is gedefinieerd met betrekking tot het scherp
typesysteem. Hierbij kan een expressie informeel worden gezien als een combinatie van literalen van
een veralgemeend literaaltype, objecten van een veralgemeend objecttype, identificatoren voor literalen,
identificatoren voor objecten, operatoren en haakjes. Na evaluatie levert een expressie een instantie op
van een welbepaald veralgemeend type.
7.2.1 De formele definitie van een expressie
Voor de formele definitie van een expressie wordt gebruik gemaakt van de verzamelingen van operatoren
O ˜˜instance (definitie 6.55) en O ˜˜extent (definitie 6.74).
Definitie 7.1 (Expressie) De verzameling van alle expressies die na evaluatie een instantie van het
veralgemeend type ˜˜t ∈ ˜˜T opleveren, ook kortweg de verzameling van alle expressies van het veralgemeend
type ˜˜t genoemd, wordt aangeduid als
˜˜E ˜˜t
De verzamelingen ˜˜E ˜˜t,
˜˜t ∈ ˜˜T , worden voor alle veralgemeende types tegelijk als volgt inductief gedefinieerd:
• Basisstap.
1. elk element uit het domein van ˜˜t is een expressie van het veralgemeend type ˜˜t, d.i.:
∀ ˜˜t ∈ ˜˜T : ˜˜dom(˜˜t) ⊆ ˜˜E(0)˜˜t
2. elke identificator die gehecht is aan een element van het domein van ˜˜t, is een expressie van het
veralgemeend type ˜˜t, d.i.:
∀ ˜˜t ∈ ˜˜T , ∀ id ∈ IDΣ : id“identificeert een element van” ˜˜dom(˜˜t)⇒ id ∈ ˜˜E(0)˜˜t
3. elke nul-aire operator die het domein van het veralgemeend type ˜˜t als codomein heeft, is een
expressie van het veralgemeend type ˜˜t, d.i.
∀ ˜˜t ∈ ˜˜T , ∀ id :→ ˜˜dom(˜˜t) ∈ O ˜˜instance : id() ∈
˜˜E(0)˜˜t
4. elke nul-aire externe operator die gedefinieerd is voor een veralgemeend objecttype en het ver-
algemeend type ˜˜t als codomein heeft, is een expressie van het veralgemeend type ˜˜t, d.i.




: id′() ∈ ˜˜E(0)˜˜t
waarbij
∃ ˜˜ts′ ∈ ˜˜T object : id isr Signat(()→ ˜˜spec(˜˜t)) ∈ O ˜˜ts′ ∧
id′ = ˜˜path( ˜˜ts′, id isr Signat(()→ ˜˜spec(˜˜t)))
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• Inductiestap.
1. elke expressie van het veralgemeend type ˜˜t die opgebouwd is volgens stap k, is eveneens een
expressie van het veralgemeend type ˜˜t in stap k + 1, d.i.
∀ ˜˜t ∈ ˜˜T , ∀ e ∈ ˜˜E(k)˜˜t : e ∈
˜˜E(k+1)˜˜t
2. elke expressie van het veralgemeend type ˜˜t omgeven door haken, is een expressie van het ver-
algemeend type ˜˜t, d.i.
∀ ˜˜t ∈ ˜˜T , ∀ e ∈ ˜˜E(k)˜˜t : (e) ∈
˜˜E(k+1)˜˜t
3. elke n-aire operator (n ∈ N0) die het domein van het veralgemeend type ˜˜t als codomein heeft,
is een expressie van het veralgemeend type ˜˜t, d.i.
∀ ˜˜t ∈ ˜˜T , ∀ id : V1 × · · · × Vn → ˜˜dom(˜˜t) ∈ O ˜˜instance ∪O ˜˜extent : id(e1, . . . , en) ∈
˜˜E(k+1)˜˜t
waarbij ∀ 1 ≤ i ≤ n, i ∈ N0 geldt:{
ei ∈ ˜˜E(k)˜˜ti als ∃
˜˜ti ∈ ˜˜T : Vi ⊆ ˜˜dom(˜˜ti)
ei ∈ Vi als (Vi ⊆ IDΣ) ∨ (Vi = V ˜˜extent)
4. elke n-aire externe operator (n ∈ N0) die gedefinieerd is voor een veralgemeend objecttype en
het veralgemeend type ˜˜t als codomein heeft, is een expressie van het veralgemeend type ˜˜t, d.i.





id′(e1, . . . , en) ∈ ˜˜E(k+1)˜˜t
waarbij
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ ˜˜ti ∈ ˜˜T : ˜˜spec(˜˜ti) = ˜˜tsi ∧ ei ∈ ˜˜E(k)˜˜ti ) ∧
(∃ ˜˜ts′ ∈ ˜˜T object : id isr Signat((id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn)→ ˜˜spec(˜˜t)) ∈ O ˜˜ts′ ∧
id′ = ˜˜path( ˜˜ts′, id isr Signat((id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn)→ ˜˜spec(˜˜t))))
voor elk veralgemeend type ˜˜t ∈ ˜˜T wordt de definitie van ˜˜E ˜˜t uiteindelijk gegeven als:
∀ ˜˜t ∈ ˜˜T : ˜˜E ˜˜t =
˜˜E(∞)˜˜t

Opmerking. Het gebruik van een externe operatie in een expressie kan ook in het veralgemeende geval
aanleiding geven tot neveneffecten (d.i. andere resultaten dan hetgeen gespecificeerd is in de signatuur
van de operatie).
Definitie 7.2 (Verzameling ˜˜E) De verzameling ˜˜E wordt gedefinieerd als de verzameling van alle mo-
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7.2.2 De afhankelijkheden van een expressie
Een expressie e ∈ ˜˜E kan zijn opgebouwd uit een eindig aantal identificatoren id1, . . . , idn (n ∈ N0),
die elk een element uit een welbepaald domein identificeren. Om deze verzameling van identificatoren
gemakkelijk te kunnen bepalen, wordt de operator ˜˜depends ingevoerd.
Definitie 7.3 (Operator ˜˜depends) De operator ˜˜depends wordt gedefinieerd als:
˜˜depends : ˜˜E → ℘(IDΣ)
e 7→ ˜˜depends(e)
waarbij ˜˜depends(e), met e ∈ ˜˜E ˜˜t, recursief wordt gedefinieerd als:
• Basisstap.
1. voor elke expressie e ∈ ˜˜E ˜˜t die element is van het domein van ˜˜t, is de verzameling
˜˜depends(e)
ledig, d.i.:
∀ e ∈ ˜˜dom(˜˜t) ∩ ˜˜E ˜˜t :
˜˜depends(e) = ∅
2. voor elke expressie e ∈ ˜˜E ˜˜t die een identificator is, is de verzameling
˜˜depends(e) het singleton
{e}, d.i.:
∀ e ∈ IDΣ ∩ ˜˜E ˜˜t :
˜˜depends(e) = {e}
3. voor elke expressie e ∈ ˜˜E ˜˜t die een nul-aire operator is, is de verzameling
˜˜depends(e) ledig,
d.i.:
∀ id() ∈ ˜˜E ˜˜t :
˜˜depends(id()) = ∅
• Recursiestap.
1. ∀ (e) ∈ ˜˜E ˜˜t :
˜˜depends((e)) = ˜˜depends(e)
2. ∀ id(e1, . . . , en) ∈ ˜˜E ˜˜t :





Indien een expressie e ∈ ˜˜E een operator uit de verzameling O ˜˜extent bevat, moet er in de expressie
eveneens een extentie van een veralgemeend objecttype voorkomen waarop deze operator inwerkt (cf.
definitie 7.1). Om de verzameling van alle extenties die voorkomen in een expressie te bepalen, wordt de
operator ˜˜edepends ingevoerd.
Definitie 7.4 (Operator ˜˜edepends) De operator ˜˜edepends wordt gedefinieerd als:
˜˜edepends : ˜˜E → ℘(V ˜˜extent)
e 7→ ˜˜edepends(e)
waarbij ˜˜edepends(e), met e ∈ ˜˜E ˜˜t, recursief wordt gedefinieerd als:
• Basisstap.
1. voor elke expressie e ∈ ˜˜E ˜˜t die element is van het domein van ˜˜t, is de verzameling
˜˜edepends(e)
ledig, d.i.:
∀ e ∈ ˜˜dom(˜˜t) ∩ ˜˜E ˜˜t :
˜˜edepends(e) = ∅
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2. voor elke expressie e ∈ ˜˜E ˜˜t die een identificator is, is de verzameling
˜˜edepends(e) ledig, d.i.:
∀ e ∈ IDΣ ∩ ˜˜E ˜˜t :
˜˜edepends(e) = ∅
3. voor elke expressie e ∈ ˜˜E ˜˜t die een nul-aire operator is, is de verzameling
˜˜edepends(e) ledig,
d.i.:
∀ id() ∈ ˜˜E ˜˜t :
˜˜edepends(id()) = ∅
• Recursiestap.
1. ∀ (e) ∈ ˜˜E ˜˜t :
˜˜edepends((e)) = ˜˜edepends(e)
2. ∀ id(e1, . . . , en) ∈ ˜˜E ˜˜t :








Verder kan een expressie e ∈ ˜˜E eveneens zijn opgebouwd uit e´e´n of meerdere operatoren die elk
element zijn van de verzameling O ˜˜instance ∪ O ˜˜extent. De verzameling van alle operatoren die voorkomen
in een expressie wordt bepaald aan de hand van de operator ˜˜fdepends.
Definitie 7.5 (Operator ˜˜fdepends) De operator ˜˜fdepends wordt gedefinieerd als:
˜˜fdepends : ˜˜E → ℘(O ˜˜instance ∪O ˜˜extent)
e 7→ ˜˜fdepends(e)
waarbij ˜˜fdepends(e), met e ∈ ˜˜E ˜˜t, recursief wordt gedefinieerd als:
• Basisstap.
1. voor elke expressie e ∈ ˜˜E ˜˜t die element is van het domein van ˜˜t, is de verzameling
˜˜fdepends(e)
ledig, d.i.:
∀ e ∈ ˜˜dom(˜˜t) ∩ ˜˜E ˜˜t :
˜˜fdepends(e) = ∅
2. voor elke expressie e ∈ ˜˜E ˜˜t die een identificator is, is de verzameling
˜˜fdepends(e) ledig, d.i.:
∀ e ∈ IDΣ ∩ ˜˜E ˜˜t :
˜˜fdepends(e) = ∅
3. voor elke expressie e ∈ ˜˜E ˜˜t die een nul-aire operator is, is de verzameling
˜˜fdepends(e) het
singleton dat bestaat uit de nul-aire operator, d.i.:
∀ id() ∈ ˜˜E ˜˜t :
˜˜fdepends(id()) = {id}
• Recursiestap.
1. ∀ (e) ∈ ˜˜E ˜˜t :
˜˜fdepends((e)) = ˜˜fdepends(e)
2. ∀ id(e1, . . . , en) ∈ ˜˜E ˜˜t :
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7.2.3 De evaluatie van een expressie
Een gegeven expressie e ∈ ˜˜E kan worden gee¨valueerd door middel van de zgn. evaluatie-operator (die
aangeduid wordt met het symbool “.”).
Definitie 7.6 (Evaluatie van een expressie) De evaluatie-operator . wordt gedefinieerd als:





e, ˜˜v 7→ .(e, ˜˜v)
waarbij .(e, ˜˜v), met e ∈ ˜˜E ˜˜t, recursief wordt gedefinieerd als:
• Basisstap.
1. elke expressie e ∈ ˜˜E ˜˜t die element is van het domein van ˜˜t “evalueert naar zichzelf”, d.i.:
∀ e ∈ ˜˜dom(˜˜t) ∩ ˜˜E ˜˜t : .(e, ˜˜v) = e
2. elke expressie e ∈ ˜˜E ˜˜t die een identificator is, die een (gerelateerde) eigenschap of component
van een (gerelateerde) eigenschap van het objecttype identificeert waarvan ˜˜v een domeinwaarde
is, evalueert naar de corresponderende (gerelateerde) component uit de waarde ˜˜v; alle andere
identificatoren “evalueren naar zichzelf”, d.i.:
∀ e ∈ IDΣ ∩ ˜˜E ˜˜t : .(e, ˜˜v) =
.(· · · (.(˜˜v, id1) · · · ), idk) als ∃ ˜˜ts′ ∈ ˜˜T object,∃ id′ isr′ ˜˜s′ ∈ f ˜˜prop( ˜˜ts′) ∪ f ˜˜relat(
˜˜ts′),∃ k ∈ N0 :
˜˜v ∈ dom ˜˜ts′ ∧ e =
˜˜path( ˜˜ts′, id′ isr′ ˜˜s′) = ˜˜ts′.id1. · · · .idk
e in alle andere gevallen
3. voor de evaluatie van een expressie e ∈ ˜˜E ˜˜t die een nul-aire operator is, wordt deze operator
opgeroepen en uitgevoerd, d.i.:
∀ id() ∈ ˜˜E ˜˜t : .(id(), ˜˜v) =
˜˜v.id′1. · · · .id′k() als ∃ ˜˜ts′ ∈ ˜˜T object,∃ id′ isr′ Signat(()→ ˜˜spec(˜˜t)) ∈ Oextern˜˜ts′ , ∃ k ∈ N0 :
˜˜v ∈ dom ˜˜ts′ ∧ id =
˜˜path( ˜˜ts′, id′ isr′ Signat(()→ ˜˜spec(˜˜t))) = ˜˜ts′.id′1. · · · .id′k
id() in alle andere gevallen
• Recursiestap.
1. ∀ (e) ∈ ˜˜E ˜˜t : .((e), ˜˜v) = (.(e, ˜˜v))
2. ∀ id(e1, . . . , en) ∈ ˜˜E ˜˜t : .(id(e1, . . . , en), ˜˜v) =
˜˜v.id′1. · · · .id′k(.(e1, ˜˜v), . . . , .(en, ˜˜v))
als ∃ ˜˜ts′ ∈ ˜˜T object, ∃ id′ isr′ Signat((id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)→ ˜˜spec(˜˜t)) ∈ Oextern˜˜ts′ ,
∃ k ∈ N0 :
˜˜v ∈ dom ˜˜ts′ ∧ id =
˜˜path( ˜˜ts′, id′ isr′ Signat((id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn)→ ˜˜spec(˜˜t)) =
˜˜ts′.id′1. · · · .id′k
id(.(e1, ˜˜v), . . . , .(en, ˜˜v)) in alle andere gevallen
3. ∀ e ∈ V ˜˜extent : .(e, ˜˜v) = e

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7.2.4 Operatoren over de verzameling ˜˜E
Over de verzameling van expressies ˜˜E wordt er een verzameling O ˜˜E van operatoren gedefinieerd.
Definitie 7.7 (Verzameling O ˜˜E) De verzameling O ˜˜E van alle operatoren die gedefinieerd zijn over de
verzameling van expressies ˜˜E wordt gedefinieerd als:
O ˜˜E , {
˜˜depends : ˜˜E → ℘(IDΣ),
˜˜edepends : ˜˜E → ℘(V ˜˜extent),
˜˜fdepends : ˜˜E → ℘(O ˜˜instance ∪O ˜˜extent),





De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de unaire operator ˜˜depends
de semantiek van de operator ˜˜depends wordt volledig bepaald door definitie 7.3;
2. de semantiek van de unaire operator ˜˜edepends
de semantiek van de operator ˜˜edepends wordt volledig bepaald door definitie 7.4;
3. de semantiek van de unaire operator ˜˜fdepends
de semantiek van de operator ˜˜fdepends wordt volledig bepaald door definitie 7.5;
4. de semantiek van de binaire operator .
de semantiek van de operator . wordt volledig bepaald door definitie 7.6.

7.2.5 Belangrijke deelverzamelingen van de verzameling ˜˜E
Binnen de verzameling ˜˜E van alle mogelijke expressies worden er drie deelverzamelingen beschouwd: de
deelverzameling van de transitie-expressies, de deelverzameling van de waarde-expressies en de deelver-
zameling van de aggregaatexpressies.
Transitie-expressies
Een expressie wordt dan en slechts dan een transitie-expressie genoemd, als de expressie afhankelijk is
van minstens e´e´n identificator die een kandidaat nieuwe waarde identificeert en er geen operatoren in
voorkomen die inwerken op de extentie van een veralgemeend objecttype.
Identificatoren voor kandidaat nieuwe waarden zijn belangrijk met het oog op het invoeren van tran-
sitierestricties. Deze restricties worden uitgebreid behandeld in de deelsecties 7.3.5 en 7.5.2. Elke iden-
tificator voor een kandidaat nieuwe waarde wordt opnieuw aangeduid met een superscriptie new.
Definitie 7.8 (Transitie-expressie) De verzameling ˜˜Etrans van alle transitie-expressies wordt gedefi-
nieerd als:
˜˜Etrans , {e|(e ∈ ˜˜E) ∧ (∃ id ∈ IDΣ : (id)new ∈ ˜˜depends(e)) ∧ ( ˜˜fdepends(e) ∩O ˜˜extent = ∅)}

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Waarde-expressies
Een expressie wordt dan en slechts dan een waarde-expressie genoemd, als de expressie niet afhankelijke
is van identificatoren die een kandidaat nieuwe waarde identificeren en er geen operatoren in voorkomen
die inwerken op de extentie van een veralgemeend objecttype.
Definitie 7.9 (Waarde-expressie) De verzameling ˜˜Evalue van alle waarde-expressies wordt gedefini-
eerd als:
˜˜Evalue , {e|(e ∈ ˜˜E) ∧ (@ id ∈ IDΣ : (id)new ∈ ˜˜depends(e)) ∧ ( ˜˜fdepends(e) ∩O ˜˜extent = ∅)}

Aggregaatexpressies
Een expressie wordt dan en slechts dan een aggregaatexpressie genoemd, als de expressie niet afhankelijke is
van identificatoren die een kandidaat nieuwe waarde identificeren en er minstens e´e´n operator in voorkomt
die inwerkt op de extentie van een veralgemeend objecttype.
Definitie 7.10 (Aggregaatexpressie) De verzameling ˜˜Eaggr van alle aggregaatexpressies wordt gede-
finieerd als:
˜˜Eaggr , {e|(e ∈ ˜˜E) ∧ (@ id ∈ IDΣ : (id)new ∈ ˜˜depends(e)) ∧ ( ˜˜fdepends(e) ∩O ˜˜extent 6= ∅)}

7.3 De specificatie van de single-type afhankelijke restricties die
gedefinieerd zijn over de instantieverzameling van een
veralgemeend objecttype
Over de eigenschappen en de componenten van eigenschappen van een instantie ˜˜o van een veralgemeend
objecttype ˜˜t kunnen er meerdere single-type afhankelijke restricties worden gedefinieerd. Deze kunnen
worden onderverdeeld in vijf subgroepen: de domeinrestricties, de “not null”-restricties, de zekerheids-
restricties, de single-type afhankelijke waarderestricties en de single-type afhankelijke transitierestricties.
7.3.1 Domeinrestricties
In een veralgemeende context beperkt een domeinrestrictie de verzameling van de mogelijke waarden
voor een eigenschap met syntaxis “id isr ˜˜ts” van een veralgemeend objecttype tot de deelverzameling van
het domein van het veralgemeend type met specificatie ˜˜ts die bepaald wordt door de generieke veralge-
meende restrictie die wordt aangeduid met de variabele copula isr. Omdat deze deelverzameling reeds
formeel gedefinieerd is door middel van de definitie van het domein van een veralgemeend gestructureerd
type (definitie 6.21) en de definitie van het domein van een veralgemeend objecttype (definitie 6.39) wor-
den er binnen het veralgemeend restrictiesysteem geen nieuwe formele definities voor domeinrestricties
beschouwd.
7.3.2 “Not null”-restricties
Een “not null”-restrictie die gedefinieerd is voor een eigenschap of een component van een eigenschap van
een veralgemeend objecttype behoudt alle instanties van dat type waarvoor het mogelijk is dat de waarde
van de opgegeven eigenschap of component gedefinieerd is. Het resultaat van de restrictie geeft aan in
welke mate het mogelijk is dat de betreffende waarde gedefinieerd is.
Definitie 7.11 (“Not null”-restrictie) De veralgemeende “not null”-restricties, die alle gedefinieerd
zijn voor een eigenschap van een veralgemeend objecttype of voor een component van een eigenschap van
een veralgemeend objecttype, worden gespecificeerd door:
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• de syntaxis:
∀ ˜˜t ∈ {˜˜t|˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object}, ∀ id′ isr′ ˜˜s′ ∈ f ˜˜prop( ˜˜spec(˜˜t)) :
˜˜ρnot null{ ˜˜path( ˜˜spec(˜˜t),id′ isr′ ˜˜s′)}[ ] ∈
˜˜Csingleinstance
hierbij is “ ˜˜path( ˜˜spec(˜˜t), id′ isr′ ˜˜s′)” de padexpressie die (de component van) de eigenschap identi-
ficeert waarvoor de “not null”-restrictie is gedefinieerd;
• de semantiek:
de semantiek van een restrictie ˜˜ρnot null
{ ˜˜path( ˜˜spec(˜˜t),id′ isr′ ˜˜s′)}
[ ] met
˜˜path( ˜˜spec(˜˜t), id′ isr′ ˜˜s′) = ˜˜ts.id1. · · · .idn, n ∈ N0
wordt gedefinieerd als:
˜˜ρnot null{ ˜˜ts.id1.··· .idn}
[ ] : V instance˜˜t → dom ˜˜Boolean
˜˜o 7→ {µTrue/{1/True}, µFalse/{1/False}}














Door het gebruik van de “not null”-restrictie met specificatie ˜˜ρnot null{TPersoon.Geboortedatum}[ ] wordt bijvoor-
beeld afgedwongen dat de waarde van het “Geboortedatum”-attribuut van instanties van het veralge-
meend objecttype TPersoon (cf. voorbeeld 6.8) minstens e´e´n (mogelijke) gedefinieerde waarde moet
bevatten.
Toegepast op een “Persoon”-object ˜˜o met een attribuutwaarde
Geboortedatum : {.5/{1/datum1}, .8/{.8/datum2, 1/datum3, .8/datum4},
.9/{1/datum5}, .2/{1/⊥TDatum}}
is het resultaat van deze restrictie:
˜˜ρnot null{TPersoon.Geboortedatum}[ ](˜˜o) = {.9/{1/True}, .2/{1/False}}
Andere voorbeelden van “not null”-restricties worden gegeven in deelsectie B.3.2 van bijlage B. 
7.3.3 Zekerheidsrestricties
Nieuw ten opzichte van het scherp restrictiesysteem is de definitie van zgn. zekerheidsrestricties . Een
zekerheidsrestrictie beperkt het domein van een eigenschap of van een component van een eigenschap van
een veralgemeend objecttype door de exclusie van de onzekere waarden. Omdat een zekerheidsrestrictie
niet uitsluit dat de resterende (zekere) domeinwaarden onnauwkeurig zijn, worden zekerheidsrestricties
niet gedefinieerd als generieke veralgemeende restricties (cf. deelsecties 6.7.2 en 6.9.1). Dit zou onnodige
complicaties met zich mee brengen, aangezien voorkomende graden van onnauwkeurigheid ook in dit
geval nog verder ge¨ınterpreteerd moeten worden (d.i. als graden van overeenstemming of als graden van
waarheid).
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Definitie 7.12 (Zekerheidsrestrictie) De zekerheidsrestricties, die alle gedefinieerd zijn voor een ei-
genschap van een veralgemeend objecttype of voor een component van een eigenschap van een veralgemeend
objecttype, worden gespecificeerd door:
• de syntaxis:
∀ ˜˜t ∈ {˜˜t|˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object},∀ id′ isr′ ˜˜s′ ∈ f ˜˜prop( ˜˜spec(˜˜t)) :
˜˜ρcertain{ ˜˜path( ˜˜spec(˜˜t),id′ isr′ ˜˜s′)}[ ] ∈
˜˜Csingleinstance
hierbij is “ ˜˜path( ˜˜spec(˜˜t), id′ isr′ ˜˜s′)” de padexpressie die (de component van) de eigenschap identi-
ficeert waarvoor de zekerheidsrestrictie is gedefinieerd;
• de semantiek:
de semantiek van een restrictie ˜˜ρcertain
{ ˜˜path( ˜˜spec(˜˜t),id′ isr′ ˜˜s′)}
[ ] met
˜˜path( ˜˜spec(˜˜t), id′ isr′ ˜˜s′) = ˜˜ts.id1. · · · .idn, n ∈ N0
wordt gedefinieerd als:
˜˜ρcertain{ ˜˜ts.id1.··· .idn}
[ ] : V instance˜˜t → dom ˜˜Boolean
˜˜o 7→{1/{1/True}} als ∃ {1/X˜} ∈ dom ˜˜s′ : .(· · · (.(
˜˜value(˜˜o), id1) · · · ), idn) = {1/X˜}
˜˜o 7→{1/{1/False}} als @ {1/X˜} ∈ dom ˜˜s′ : .(· · · (.(
˜˜value(˜˜o), id1) · · · ), idn) = {1/X˜}

Voorbeeld 7.2
Met de zekerheidsrestrictie die gespecificeerd wordt als:
˜˜ρcertain{TPersoon.Geboortedatum}[ ]
wordt bijvoorbeeld afgedwongen dat de waarde van het “Geboortedatum”-attribuut van objecten van
het objecttype TPersoon (cf. voorbeeld 6.8) steeds een zekere waarde moet zijn. In deelsectie B.3.2 van
bijlage B zijn nog andere voorbeelden van zekerheidsrestricties gegeven. 
7.3.4 Single-type afhankelijke waarderestricties
Ook in het veralgemeend restrictiesysteem worden er waarderestricties beschouwd. Elke waarderestrictie
is gedefinieerd voor een attribuut of voor component van een attribuut van een veralgemeend objecttype
en beperkt het domein van het type van deze attribuut of component. Enkel de elementen waarvoor het
mogelijk is dat zij voldoen aan de met de restrictie opgegeven conditie, blijven behouden als toegelaten
waarden. Het resultaat van de waarderestrictie geeft aan in welke mate de betreffende attribuut- of
componentwaarde (mogelijk) voldoet aan de opgegeven conditie.
Indien de waarde-expressie van het veralgemeend type ˜˜Boolean, die de met de restrictie opgegeven
conditie vastlegt en als parameter wordt meegegeven, geen identificatoren van karakteristieken van gerela-
teerde objecttypes bevat, wordt de waarderestrictie een single-type afhankelijke waarderestrictie genoemd.
De single-type afhankelijke waarderestricties worden formeel gedefinieerd in deze deelsectie.
Bevat deze waarde-expressie wel identificatoren van karakteristieken van gerelateerde objecttypes dan
wordt de waarderestrictie een multi-type afhankelijke waarderestrictie genoemd. De multi-type afhankelijke
waarderestricties worden formeel behandeld in deelsectie 7.5.1.
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Definitie 7.13 (Single-type afhankelijke waarderestrictie) De single-type afhankelijke waarderes-
tricties worden gespecificeerd door:
• de syntaxis:
∀ ˜˜t ∈ {˜˜t|˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object}, ∀ id ∈ f ˜˜path( ˜˜spec(
˜˜t)),
∀ e ∈ {e|e ∈ ˜˜E ˜˜
Boolean
∩ ˜˜Evalue ∧ id ∈ ˜˜depends(e) ∧ ˜˜depends(e) ⊆ f ˜˜path( ˜˜spec(
˜˜t))} :
˜˜ρvalue{id} [e] ∈ ˜˜Csingleinstance
hierbij is “id” de padexpressie van (de component van) het attribuut van het veralgemeend objecttype
waarvoor de restrictie is gedefinieerd en is de parameter “e” de expressie die de opgelegde conditie
vastlegt;
• de semantiek:
de semantiek van een restrictie ˜˜ρvalue{id} [e] wordt gedefinieerd als:





˜˜o 7→ .(e, ˜˜value(˜˜o)) als .(e, ˜˜value(˜˜o)) ∈ dom ˜˜
Boolean
˜˜o 7→ {1/{1/⊥Boolean}} in alle andere gevallen

Voorbeeld 7.3




{1/{Πτ (x; 0, 0, 2.2, 2.4)/x|∀ x ∈ domReal : Πτ (x; 0, 0, 2.2, 2.4) > 0}},
{Πτ (x; 0, 0, 2.2, 2.4)/x|∀ x ∈ domReal : Πτ (x; 0, 0, 2.2, 2.4) > 0})]
wordt afgedwongen dat het “Lichaamslengte”-attribuut van objecten van het veralgemeend objecttype
TPatient (cf. voorbeeld 6.8) enkel (voor mensen) relevante waarden kan aannemen. Dit gebeurt door na
te gaan in welke mate een attribuutwaarde gelegen is binnen de opgegeven vage verzameling van relevante
waarden
{Πτ (x; 0, 0, 2.2, 2.4)/x|∀ x ∈ domReal : Πτ (x; 0, 0, 2.2, 2.4) > 0}
Omdat de betreffende attribuutwaarden onzeker kunnen zijn en het gewenst is dat de restrictie strikt
wordt toegepast —d.i. van zodra e´e´n mogelijke waarde niet voldoet aan de restrictie, voldoet de waarde in
zijn geheel niet—, wordt hierbij de operator
∗
is gebruikt. Andere voorbeelden van single-type afhankelijke
waarderestricties worden gegeven in deelsectie B.3.2 van bijlage B. 
7.3.5 Single-type afhankelijke transitierestricties
Elke transitierestrictie is gedefinieerd voor een attribuut of voor een component van een attribuut van
een veralgemeend objecttype en beperkt —via een opgelegde conditie onder de vorm van een transitie-
expressie van het veralgemeend type ˜˜Boolean— de kandidaatwaarden bij de overgang naar een “nieuwe”
attribuut- of componentwaarde. Om ze te onderscheiden van de oorspronkelijke waarden, worden de
kandidaatwaarden en hun identificatoren bij conventie steeds aangeduid met een superscriptie new. Enkel
de kandidaatwaarden waarvoor het mogelijk is dat zij voldoen aan de met de restrictie opgegeven conditie
blijven behouden als kandidaatwaarde. Het resultaat van de transitierestrictie geeft aan in welke mate
de betreffende kandidaat attribuut- of componentwaarde (mogelijk) voldoet aan de opgegeven conditie.
Een transitierestrictie is single-type afhankelijk indien de met de restrictie opgegeven transistie-expressie
geen identificatoren van karakteristieken van gerelateerde objecttypes bevat. Bevat deze transistie-expressie
300 HOOFDSTUK 7. HET VERALGEMEEND RESTRICTIESYSTEEM
daarentegen wel dergelijke identificatoren, dan wordt de transitierestrictie multi-type afhankelijk genoemd.
De single-type afhankelijke transitierestricties worden formeel behandeld in deze deelsectie. Multi-type
afhankelijke transitierestricties worden formeel gedefinieerd in deelsectie 7.5.2.
Definitie 7.14 (Single-type afhankelijke transitierestrictie) De single-type afhankelijke transitie-
restricties worden gespecificeerd door:
• de syntaxis:
∀ ˜˜t ∈ {˜˜t|˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object},∀ id ∈ f ˜˜path( ˜˜spec(
˜˜t)),
∀ e ∈ {e|e ∈ ˜˜E ˜˜
Boolean
∩ ˜˜Etrans ∧ {id, (id)new} ⊆ ˜˜depends(e) ∧
˜˜depends(e) ⊆ {id′|id′ ∈ IDΣ ∧ (∃ id ∈ f ˜˜path( ˜˜spec(
˜˜t)) : id′ = id ∨ id′ = (id)new)}} :
˜˜ρtrans{id} [e] ∈ ˜˜Csingleinstance
hierbij is “id” de padexpressie van (de component van) het attribuut van het veralgemeend objecttype
waarvoor de restrictie is gedefinieerd en is de parameter “e” de expressie die de afhankelijkheid
tussen de bestaande en de nieuwe waarden vastlegt;
• de semantiek:
de semantiek van een restrictie ˜˜ρtrans{id} [e] wordt gedefinieerd als:
˜˜ρtrans{id} [e] : V
instance
˜˜t
× ˜˜dom(˜˜t)→ dom ˜˜
Boolean
˜˜o, (˜˜v)new 7→ .(.(e, ˜˜value(˜˜o)), (˜˜v)new) als .(.(e, ˜˜value(˜˜o)), (˜˜v)new) ∈ dom ˜˜
Boolean
˜˜o, (˜˜v)new 7→ {1/{1/⊥Boolean}} in alle andere gevallen
hierbij is (˜˜v)new de kandidaat nieuwe waarde (d.i. de waarde waarnaar men wenst over te gaan)
voor de oorspronkelijke waarde ˜˜value(˜˜o) van de instantie ˜˜o.

Voorbeeld 7.4
Met behulp van de single-type afhankelijke transitierestrictie met specificatie
˜˜ρtrans{TPersoon.Burgerlijke stand.Statuut}[
˜˜¬(˜˜∧( ˜˜=(TPersoon.Burgerlijke stand.Statuut, {1/{1/“ongehuwd”}})),
˜˜=((TPersoon.Burgerlijke stand.Statuut)new, {1/{1/“gescheiden”}}))]
zou bijvoorbeeld kunnen worden afgedwongen dat de waarde van de “Statuut”-component van het “Bur-
gerlijke stand”-attribuut van de objecten van het veralgemeend objecttype TPersoon (cf. voorbeeld 6.8)
nooit kan overgaan van een scherpe waarde “ongehuwd” naar een scherpe waarde “gescheiden”. Andere
voorbeelden zijn opgenomen in deelsectie B.3.2 van bijlage B. 
7.4 De specificatie van de single-type afhankelijke restricties die
gedefinieerd zijn voor de extentie van een veralgemeend
objecttype
Bij de single-type afhankelijke restricties die gedefinieerd zijn voor de extentie V extent˜˜t van een veralge-
meend objecttype ˜˜t kan er een onderscheid worden gemaakt tussen sleutelrestricties en single-type afhan-
kelijke aggregaatrestricties.
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7.4.1 Sleutelrestricties
Ook in het veralgemeend restrictiesysteem worden er sleutelrestricties beschouwd en wordt er een on-
derscheid gemaakt tussen restricties die een eendelige sleutel definie¨ren —d.i. restricties die gedefinieerd
zijn over e´e´n enkele eigenschap— en restricties die een samengestelde sleutel definie¨ren —d.i. restricties
die gedefinieerd zijn over meerdere eigenschappen— (cf. deelsectie 3.4.1). Typerend is dat een sleutel
in het veralgemeende geval uitsluitend mag gedefinieerd zijn over eigenschappen waarvan de generieke
veralgemeende restrictie een gelijkheidsrestrictie is. Deze vereiste is ingegeven door het feit dat dergelijke
eigenschappen bij definitie enkel niet-vage waarden kunnen aannemen en het, semantisch gezien, geen zin
heeft om de uniciteit van een object af te dwingen op basis van vage waarden.
Aangezien het daarenboven ook geen zin heeft om onzekere waarden toe te laten, kan pas voor een
gegeven object aan de sleutelrestrictie voldaan zijn indien er voor elke eigenschap waarover de sleutel
gedefinieerd is, geldt dat:
• het object geen niet-gedefinieerde of onzekere eigenschapwaarde heeft;
• in het geval de eigenschap een gestructureerd type heeft, het object geen onzekere componentwaarden
heeft.
Definitie 7.15 (Sleutelrestrictie) De sleutelrestricties worden gespecificeerd door:
• de syntaxis:
∀ ˜˜t ∈ {˜˜t|˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object}, ∀ n ∈ N0, ∀ 1 ≤ i ≤ n, i ∈ N0,
∀ idi ise ˜˜si ∈ {id ise ˜˜s|id ise ˜˜s ∈ f ˜˜char( ˜˜spec(
˜˜t)) ∩ ( ˜˜T literal ∪ ˜˜T reference) ∧
¬(˜˜s ∈ ˜˜T struct ∧ (∃ id′ isr′ ˜˜s′ ∈ f ˜˜comp(˜˜s) : isr′ 6= ise))} :
˜˜ρkey{˜˜t} [id1, . . . , idn] ∈
˜˜Csingleextent
hierbij is “˜˜t” het veralgemeend objecttype waarvoor de sleutelrestrictie is gedefinieerd (d.i. de sleu-
telrestrictie is gedefinieerd voor de extentie V extent˜˜t van het veralgemeend objecttype
˜˜t) en zijn de
parameters “idi”, 1 ≤ i ≤ n, i ∈ N0 de identificatoren van de eigenschappen die deel uitmaken van
de sleutel;
• de semantiek:
de semantiek van een restrictie ˜˜ρkey{˜˜t} [id1, . . . , idn] wordt gedefinieerd als:





˜˜o 7→ {1/{1/True}} als voldaan is aan de restrictieconditie
˜˜o 7→ {1/{1/False}} in alle andere gevallen
waarbij de restrictieconditie uitdrukt dat:
1. er in het object ˜˜o geen onzekere en geen niet-gedefinieerde sleutelwaarden mogen voorkomen,
2. er eveneens geen onzekere componentwaarden van gestructureerde sleutelwaarden mogen voor-
komen en
3. de combinatie van de sleutelwaarden moet uniek zijn over de extentie van het opgegeven veral-
gemeend objecttype ˜˜t;
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dit wordt formeel geschreven als:
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ ˜˜X ∈ {{1/X˜}|{1/X˜} ∈ dom˜˜si ∧ {1/X˜} 6= {1/{1/⊥si}}} :
.( ˜˜value(˜˜o), idi) =
˜˜X) ∧
(∀ id ise ˜˜s ∈ {id ise ˜˜s|(id ise ˜˜s ∈ f ˜˜char( ˜˜spec(
˜˜t))) ∧ (˜˜s ∈ ˜˜T struct) ∧
(∃ idi ∈ {id1, . . . , idn} : idi = id)}, ∀ id′ isr′ ˜˜s′ ∈ f ˜˜comp(˜˜s), ∃ {1/X˜} ∈ dom ˜˜s′ :
( ˜˜path( ˜˜spec(˜˜t, id′ isr′ ˜˜s′) = id′1. · · · .id′m) ∧ (.(· · · (.( ˜˜value(˜˜o), id′1) · · · ), id′m)) = {1/X˜})) ∧
(∀ ˜˜o′ ∈ V extent˜˜t \ {˜˜o} : (.(
˜˜value( ˜˜o′), id1) 6= .( ˜˜value(˜˜o), id1)) ∨ · · · ∨
(.( ˜˜value( ˜˜o′), idn) 6= .( ˜˜value(˜˜o), idn)))
waarbij er voor alle 1 ≤ i ≤ n, i ∈ N0 geldt dat {1/{1/⊥si}} een niet-gedefinieerde waarde is uit
het domein van ˜˜si.

Opmerking. Door de bovenstaande definitie mag een eigenschap uit een sleutel geen niet-gedefinieerde
en geen onzekere waarden aannemen. Hierdoor is het niet nodig om “not null”-restricties en zekerheids-
restricties te definie¨ren voor eigenschappen die voorkomen in de definitie van een sleutelrestrictie.
Voorbeeld 7.5
Met betrekking tot de extentie V extentTPersoon van het veralgemeend objecttype TPersoon (cf. voorbeeld 6.8)
kan er aan de hand van de specifieke veralgemeende restrictie met specificatie
˜˜ρkey{TPersoon}[Naam, V oornamen]
een samengestelde sleutel worden gedefinieerd over de eigenschappen
Naam ise
˜˜String en V oornamen ise ˜˜List( ˜˜String)
Andere voorbeelden zijn opgenomen in deelsectie B.3.2 van bijlage B. 
7.4.2 Single-type afhankelijke aggregaatrestricties
Elke aggregaatrestrictie is gedefinieerd voor een veralgemeend objecttype en wordt gebruikt om een conditie
te definie¨ren waaraan de volledige extentie van dat veralgemeend objecttype moet blijven voldoen na
manipulatie, toevoeging of verwijdering van instanties. De als parameter met de restrictie opgegeven
aggregaatexpressie van het veralgemeend type ˜˜Boolean —die de opgelegde conditie vastlegt— bevat
minstens e´e´n operatie die inwerkt op de volledige extentie van het veralgemeend objecttype.
Indien de opgegeven aggregaatexpressie geen identificatoren bevat van karakteristieken van andere
veralgemeende objecttypes, dan het veralgemeend objecttype waarvoor de aggregaatrestrictie gedefinieerd is,
wordt de restrictie een single-type afhankelijke aggregaatrestrictie genoemd. Dergelijke aggregaatrestricties
vormen het onderwerp van deze deelsectie.
Bevat de opgegeven aggregaatexpressie wel dergelijke identificatoren, dan wordt de aggregaatrestrictie
een multi-type afhankelijke aggregaatrestrictie genoemd. De multi-type afhankelijke aggregaatrestricties
worden formeel gedefinieerd in deelsectie 7.6.3.
Definitie 7.16 (Single-type afhankelijke aggregaatrestrictie) De single-type afhankelijke aggregaat-
restricties worden gespecificeerd door:
• de syntaxis:
∀ ˜˜t ∈ {˜˜t|˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object},
∀ e ∈ {e|e ∈ ˜˜E ˜˜
Boolean
∩ ˜˜Eaggr ∧ ˜˜depends(e) ⊆ f ˜˜path( ˜˜spec(
˜˜t)) ∧ ˜˜edepends(e) = {V extent˜˜t }} :
˜˜ρaggr{˜˜t} [e] ∈
˜˜Csingleextent
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hierbij is “˜˜t” het veralgemeend objecttype waarvoor de aggregaatrestrictie is gedefinieerd (d.i. de
aggregaatrestrictie is gedefinieerd voor de extentie V extent˜˜t van het veralgemeend objecttype
˜˜t) en is
de parameter “e” de aggregaatexpressie die de conditie van de restrictie vastlegt;
• de semantiek:
de semantiek van een restrictie ˜˜ρaggr{˜˜t} [e] wordt gedefinieerd als:





˜˜o 7→ .(e, ˜˜value(˜˜o)) als .(e, ˜˜value(˜˜o)) ∈ dom ˜˜
Boolean
˜˜o 7→ {1/{1/⊥Boolean}} in alle andere gevallen

Voorbeeld 7.6
Met betrekking tot het veralgemeend objecttype TPersoon (cf. voorbeeld 6.8), kan aan de hand van de
single-type afhankelijke aggregaatrestrictie met specificatie
˜˜ρaggr{TPersoon}[
˜˜≤( ˜˜count(V extentTPersoon), {1/{Πτ (x; 990, 1000, 1000, 1010)/x|∀ x ∈ R : Πτ (x; 0, 0, 2.2, 2.4) > 0}})]
worden afgedwongen dat de extentie V extentTPersoon ten hoogste “rond de duizend” elementen bevat. 
7.5 De specificatie van de multi-type afhankelijke restricties die
gedefinieerd zijn over de instantieverzameling van een
veralgemeend objecttype
In overeenstemming met het scherp restrictiesysteem, worden de multi-type afhankelijke restricties die
gedefinieerd zijn voor een instantie van een veralgemeend objecttype elk gedefinieerd over de eigenschap-
pen van de referenties van dat veralgemeend objecttype. Hierom hebben zij steeds betrekking op een
verzameling van veralgemeende objecttypes die met elkaar gerelateerd zijn via referenties. Binnen deze
groep van restricties wordt er een onderscheid gemaakt tussen multi-type afhankelijke waarderestricties
en multi-type afhankelijke transitierestricties.
7.5.1 Multi-type afhankelijke waarderestricties
Naar analogie met de multi-type afhankelijke waarderestricties uit het scherp restrictiesysteem, kan elke
multi-type afhankelijke waarderestrictie informeel worden gezien als een waarderestrictie waarvan de door
de restrictie opgelegde conditie wordt vastgelegd door een waarde-expressie —van het veralgemeend type
˜˜Boolean— die identificatoren bevat van eigenschappen van gerelateerde objecttypes.
Indien een eindige verzameling van veralgemeende objecttypes
{˜˜t1, . . . , ˜˜tn}, n ∈ N0
zodanig is samengesteld dat voor elk objecttype van deze verzameling geldt dat als het objecttype “refereert
aan” een ander objecttype, dit laatste objecttype tevens behoort tot de verzameling, d.i.
∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} :
(∃ ˜˜t′ ∈ {˜˜t′|˜˜t′ ∈ ˜˜T ∧ ˜˜spec(˜˜t′) ∈ ˜˜T object}, ∃ id ∈ IDΣ : ˜˜spec(˜˜t) id→ ˜˜spec(˜˜t′)⇒ ˜˜t′ ∈ {˜˜t1, . . . , ˜˜tn})
dan kunnen er m.b.t. deze verzameling multi-type afhankelijke waarderestricties worden gedefinieerd,
die inwerken op de instanties uit de instantieverzamelingen van de veralgemeende objecttypes uit deze
verzameling.
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Elke multi-type afhankelijke waarderestrictie wordt gedefinieerd voor een eigenschap van een referentie
van een veralgemeend objecttype uit de beschouwde verzameling van veralgemeende objecttypes of voor
een component van een eigenschap van een referentie van een veralgemeend objecttype uit de beschouwde
verzameling van veralgemeende objecttypes.
Definitie 7.17 (Multi-type afhankelijke waarderestrictie) De multi-type afhankelijke waarderes-
tricties worden gespecificeerd door:
• de syntaxis:
∀ n ∈ N0,
∀ {˜˜t1, . . . , ˜˜tn} ∈ {{˜˜t1, . . . , ˜˜tn}|(∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} : ˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object) ∧
(∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} : (∃ ˜˜t′ ∈ {˜˜t′|˜˜t′ ∈ ˜˜T ∧ ˜˜spec(˜˜t′) ∈ ˜˜T object}, ∃ id ∈ IDΣ :
˜˜spec(˜˜t) id→ ˜˜spec(˜˜t′)⇒ ˜˜t′ ∈ {˜˜t1, . . . , ˜˜tn}))},
∀ ˜˜tj ∈ {˜˜t1, . . . , ˜˜tn},∀ id ∈ ~f ˜˜path( ˜˜spec(
˜˜tj)),
∀ e ∈ {e|e ∈ ˜˜E ˜˜
Boolean
∩ ˜˜Evalue ∧ id ∈ ˜˜depends(e) ∧
˜˜depends(e) ⊆ f ˜˜path( ˜˜spec(




hierbij is “id” de padexpressie van (de component van) de eigenschap van de referentie van het
veralgemeend objecttype waarvoor de restrictie is gedefinieerd, is “{˜˜t1, . . . , ˜˜tn}” (n ∈ N0) de eindige
verzameling van veralgemeende objecttypes waarover de restrictie is gedefinieerd en is de parameter
“e” de waarde-expressie die de opgelegde conditie vastlegt;
• de semantiek:
de semantiek van een restrictie ˜˜ρvalue{id,{˜˜t1,...,˜˜tn}}
[e] wordt gedefinieerd als:
˜˜ρvalue{id,{˜˜t1,...,˜˜tn}}
[e] : V instance˜˜t1
× · · · × V instance˜˜tn → dom ˜˜Boolean
˜˜o1, . . . , ˜˜on 7→ .(e, ˜˜value(˜˜oj)) als .(e, ˜˜value(˜˜oj)) ∈ dom ˜˜Boolean
˜˜o1, . . . , ˜˜on 7→ {1/{1/⊥Boolean}} in alle andere gevallen

Voorbeeld 7.7
Voor de instanties van het veralgemeend objecttype TPersoon uit de voorbeelddatabank uit deelsec-
tie B.3.3 van bijlage B en de verzameling van veralgemeende objecttypes
TDPatientendatabank = {TPersoon, TPatient, TZorgenverstrekker, TConsultatie,
TProbleem, TDiagnose, TBehandeling}
drukt de multi-type afhankelijke waarderestrictie met specificatie
˜˜ρvalue{TPersoon.Kinderen.Geboortedatum.Jaar,TDPatientendatabank}[
˜˜>(TPersoon.Kinderen.Geboortedatum.Jaar, ˜˜+(TPersoon.Geboortedatum.Jaar,
{1/{S(x; 11, 15)/x|∀ x ∈ domReal : S(x; 11, 15) > 0}}))]
uit dat het heel onwaarschijnlijk is dat een kind minder dan dertien jaar jonger is dan zijn ouders. 
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7.5.2 Multi-type afhankelijke transitierestricties
Elke multi-type afhankelijke transitierestrictie kan informeel worden gezien als een transitierestrictie waar-
van de door de restrictie opgelegde conditie wordt vastgelegd door een transitie-expressie —van het ver-
algemeend type ˜˜Boolean— die identificatoren bevat van eigenschappen van gerelateerde objecttypes.
Beschikt men over een eindige verzameling
{˜˜t1, . . . , ˜˜tn}, n ∈ N0
van veralgemeende objecttypes, die zodanig is samengesteld dat voor elk objecttype van deze verzameling
geldt dat als het objecttype “refereert aan” een ander objecttype, het objecttype “waaraan” gerefereerd
wordt tevens behoort tot de verzameling, d.i.
∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} :
(∃ ˜˜t′ ∈ {˜˜t′|˜˜t′ ∈ ˜˜T ∧ ˜˜spec(˜˜t′) ∈ ˜˜T object}, ∃ id ∈ IDΣ : ˜˜spec(˜˜t) id→ ˜˜spec(˜˜t′)⇒ ˜˜t′ ∈ {˜˜t1, . . . , ˜˜tn})
dan kunnen er m.b.t. deze verzameling multi-type afhankelijke transitierestricties gedefinieerd worden,
die inwerken op de instanties uit de instantieverzamelingen van de veralgemeende objecttypes uit deze
verzameling.
Elke multi-type afhankelijke transitierestrictie wordt gedefinieerd voor een eigenschap van een referen-
tie van een veralgemeend objecttype uit de beschouwde verzameling van veralgemeende objecttypes of voor
een component van een eigenschap van een referentie van een veralgemeend objecttype uit de beschouwde
verzameling van veralgemeende objecttypes.
Definitie 7.18 (Multi-type afhankelijke transitierestrictie) De multi-type afhankelijke transitie-
restricties worden gespecificeerd door:
• de syntaxis:
∀ n ∈ N0,
∀ {˜˜t1, . . . , ˜˜tn} ∈ {{˜˜t1, . . . , ˜˜tn}|(∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} : ˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object) ∧
(∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} : (∃ ˜˜t′ ∈ {˜˜t′|˜˜t′ ∈ ˜˜T ∧ ˜˜spec(˜˜t′) ∈ ˜˜T object},∃ id ∈ IDΣ :
˜˜spec(˜˜t) id→ ˜˜spec(˜˜t′)⇒ ˜˜t′ ∈ {˜˜t1, . . . , ˜˜tn}))},
∀ ˜˜tj ∈ {˜˜t1, . . . , ˜˜tn}, ∀ id ∈ ~f ˜˜path( ˜˜spec(
˜˜tj)),
∀ e ∈ {e|e ∈ ˜˜E ˜˜
Boolean
∩ ˜˜Etrans ∧ {id, (id)new} ⊆ ˜˜depends(e) ∧ ˜˜depends(e) ⊆
{id′|id′ ∈ IDΣ ∧ (∃ id ∈ f ˜˜path( ˜˜spec(
˜˜tj)) ∪~f ˜˜path( ˜˜spec(
˜˜tj)) : id′ = id ∨ id′ = (id)new)}} :
˜˜ρtrans{id,{˜˜t1,...,˜˜tn}}
[e] ∈ ˜˜Cmultiinstance
hierbij is “id” de padexpressie van (de component van) de eigenschap van de referentie van het
veralgemeend objecttype waarvoor de restrictie is gedefinieerd, is “{˜˜t1, . . . , ˜˜tn}” (n ∈ N0) de eindige
verzameling van veralgemeende objecttypes waarover de restrictie is gedefinieerd en is de parameter
“e” de expressie die de afhankelijkheid tussen de bestaande en de nieuwe waarden vastlegt;
• de semantiek:
de semantiek van een restrictie ˜˜ρtrans{id,{˜˜t1,...,˜˜tn}}
[e] wordt gedefinieerd als:
˜˜ρtrans{id,{˜˜t1,...,˜˜tn}}
[e] : V instance˜˜t1
× · · ·×V instance˜˜tn ×
˜˜dom(˜˜t1)× · · · × ˜˜dom(˜˜tn)→ dom ˜˜Boolean
˜˜o1, . . . , ˜˜on, (˜˜v1)new, . . . , (˜˜vn)new 7→ .(.(e, ˜˜value(˜˜oj)), (˜˜vj)new)
als .(.(e, ˜˜value(˜˜oj)), (˜˜vj)new) ∈ dom ˜˜Boolean
˜˜o1, . . . , ˜˜on, (˜˜v1)new, . . . , (˜˜vn)new 7→ {1/{1/⊥Boolean}}
in alle andere gevallen
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hierbij geldt er ∀ 1 ≤ i ≤ n, i ∈ N0 dat (˜˜vi)new de kandidaat nieuwe waarde is (d.i. de waarde
waarnaar men wenst over te gaan) voor de oorspronkelijke waarde ˜˜value(˜˜oi) van de instantie ˜˜oi.

7.6 De specificatie van de multi-type afhankelijke restricties die
gedefinieerd zijn voor de extentie van een veralgemeend
objecttype
De multi-type afhankelijke restricties die gedefinieerd zijn voor de extentie van een veralgemeend objecttype
hebben alle betrekking op de extenties van de veralgemeende objecttypes uit een opgegeven verzameling
van veralgemeende objecttypes waartoe het betreffende veralgemeend objecttype noodzakelijk moet beho-
ren. Naar analogie met het scherp restrictiesysteem wordt er bij deze multi-type afhankelijke restricties
een onderscheid gemaakt tussen uniciteitrestricties, referentie¨le restricties en multi-type afhankelijke ag-
gregaatrestricties.
7.6.1 Uniciteitrestricties
Ook binnen het veralgemeend restrictiesysteem worden er definities beschouwd voor uniciteitrestricties.
Elke uniciteitrestrictie is gedefinieerd voor een veralgemeend objecttype uit een opgegeven verzameling
van veralgemeende objecttypes en kan worden aangewend om de uniciteit te garanderen van de persis-
tente instanties van dat veralgemeend objecttype: elke persistente instantie moet uniek zijn binnen de
unie van de extenties van de veralgemeende objecttypes uit de opgegeven verzameling van veralgemeende
objecttypes. Twee soorten uniciteitrestricties worden beschouwd: restricties om de uniciteit van de object-
identificatoren te garanderen en restricties om de uniciteit van de objectnamen te garanderen.
Definitie 7.19 (Uniciteitrestrictie) De uniciteitrestricties worden gespecificeerd door:
• de syntaxis:
– de syntaxis van de restricties voor de uniciteit van de object-identificatoren:
∀ n ∈ N0, ∀{˜˜t1, . . . , ˜˜tn} ⊂ {˜˜t|˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object}, ∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} :
˜˜ρoid{˜˜t,{˜˜t1,...,˜˜tn}}
[ ] ∈ ˜˜Cmultiextent
– de syntaxis van de restricties voor de uniciteit van de objectnamen:
∀ n ∈ N0, ∀{˜˜t1, . . . , ˜˜tn} ⊂ {˜˜t|˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object}, ∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} :
˜˜ρname{˜˜t,{˜˜t1,...,˜˜tn}}
[ ] ∈ ˜˜Cmultiextent
hierbij is “˜˜t” het veralgemeend objecttype waarvoor de uniciteitrestrictie is gedefinieerd (d.i. de
uniciteitrestrictie is gedefinieerd voor de extentie V extent˜˜t van het objecttype
˜˜t) en is “{˜˜t1, . . . , ˜˜tn}”
(n ∈ N0) de eindige verzameling van veralgemeende objecttypes waarover de restrictie is gedefinieerd;
• de semantiek:
– de semantiek van een restrictie ˜˜ρoid{˜˜t,{˜˜t1,...,˜˜tn}}
[ ] wordt gedefinieerd als:
˜˜ρoid{˜˜t,{˜˜t1,...,˜˜tn}}
[ ] : V extent˜˜t → dom ˜˜Boolean




) \ {˜˜o} : ˜˜identify( ˜˜o′) 6= ˜˜identify(˜˜o)




) \ {˜˜o} : ˜˜identify( ˜˜o′) = ˜˜identify(˜˜o)
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– de semantiek van een restrictie ˜˜ρname{˜˜t,{˜˜t1,...,˜˜tn}}
[ ] wordt gedefinieerd als:
˜˜ρname{˜˜t,{˜˜t1,...,˜˜tn}}
[ ] : V extent˜˜t → dom ˜˜Boolean
˜˜o 7→ {1/{1/True}}




) \ {˜˜o}, ∀ id ∈ ˜˜names(˜˜o),∀ id′ ∈ ˜˜names( ˜˜o′) : id 6= id′
˜˜o 7→ {1/{1/False}}




) \ {˜˜o}, ∃ id ∈ ˜˜names(˜˜o),∃ id′ ∈ ˜˜names( ˜˜o′) : id = id′

Voorbeeld 7.8
Met betrekking tot de extentie V extentTPersoon van het veralgemeend objecttype TPersoon (cf. voorbeeld 6.8)
en de verzameling van veralgemeende objecttypes
TDPatientendatabank = {TPersoon, TPatient, TZorgenverstrekker, TConsultatie,
TProbleem, TDiagnose, TBehandeling}
die gedefinieerd is in deelsectie B.3.3 van bijlage B, kunnen er restricties met specificaties
˜˜ρoid{TPersoon,TDPatientendatabank}[ ] en
˜˜ρname{TPersoon,TDPatientendatabank}[ ]
worden gedefinieerd, die respectievelijk de uniciteit garanderen —binnen de verzameling van de extenties
van de veralgemeende objecttypes uit de verzameling TDPatientendatabank— van de object-identificatoren
en de namen van de instanties uit de extentie van het veralgemeend objecttype TPersoon. In deelsec-
tie B.3.3 worden er meer voorbeelden gegeven van beide soorten uniciteitrestricties. 
7.6.2 Referentie¨le restricties
Naar analogie met het scherp restrictiesysteem worden er twee soorten referentie¨le restricties ingevoerd:
uni-directionele referentie¨le restricties en bi-directionele referentie¨le restricties.
Een uni-directionele referentie¨le restrictie wordt gedefinieerd voor een referentie van een veralgemeend
objecttype en wordt gebruikt om te voorkomen dat deze (mogelijkerwijze) zou “verwijzen” naar een object
dat niet (langer) persistent is.
Beschikt men over een eindige verzameling van veralgemeende objecttypes
{˜˜t1, . . . , ˜˜tn}, n ∈ N0
die zodanig is samengesteld dat voor elk objecttype van deze verzameling geldt dat als het objecttype
“refereert aan” een ander objecttype, het objecttype “waaraan” gerefereerd wordt tevens behoort tot de
verzameling, d.i.
∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} :
(∃ ˜˜t′ ∈ {˜˜t′|˜˜t′ ∈ ˜˜T ∧ ˜˜spec(˜˜t′) ∈ ˜˜T object}, ∃ id ∈ IDΣ : ˜˜spec(˜˜t) id→ ˜˜spec(˜˜t′)⇒ ˜˜t′ ∈ {˜˜t1, . . . , ˜˜tn})
dan kan er voor elke referentie “id isr ˜˜s” van een veralgemeend objecttype ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} een uni-
directionele referentie¨le restrictie worden gedefinieerd.
Definitie 7.20 (Uni-directionele referentie¨le restrictie) De uni-directionele referentie¨le restricties
worden gespecificeerd door:
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• de syntaxis:
∀ n ∈ N0,
∀ {˜˜t1, . . . , ˜˜tn} ∈ {{˜˜t1, . . . , ˜˜tn}|(∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} : ˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object) ∧
(∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} : (∃ ˜˜t′ ∈ {˜˜t′|˜˜t′ ∈ ˜˜T ∧ ˜˜spec(˜˜t′) ∈ ˜˜T object}, ∃ id ∈ IDΣ :
˜˜spec(˜˜t) id→ ˜˜spec(˜˜t′)⇒ ˜˜t′ ∈ {˜˜t1, . . . , ˜˜tn}))},
∀ ˜˜t, ˜˜t′ ∈ {˜˜t1, . . . , ˜˜tn},
∀ id isr ˜˜s ∈ {id isr ˜˜s|id isr ˜˜s ∈ f ˜˜prop( ˜˜spec(˜˜t)) ∧ ˜˜s ∈ { ˜˜Ref ( ˜˜spec(˜˜t′)), ˜˜SetRef ( ˜˜spec(˜˜t′)),
˜˜BagRef ( ˜˜spec(
˜˜t′)), ˜˜ListRef ( ˜˜spec(
˜˜t′))}} :
˜˜ρreference
{{ ˜˜path( ˜˜spec(˜˜t),id isr ˜˜s)},{˜˜t1,...,˜˜tn}}
[ ] ∈ ˜˜Cmultiextent
hierbij is “ ˜˜path( ˜˜spec(˜˜t), id isr ˜˜s)” de padexpressie van de referentie “id isr ˜˜s” waarvoor de uni-
directionele referentie¨le restrictie is gedefinieerd en is “{˜˜t1, . . . , ˜˜tn}” (n ∈ N0) de eindige verzameling
van veralgemeende objecttypes waarover de restrictie is gedefinieerd;
• de semantiek:
de semantiek van een restrictie
˜˜ρreference
{{ ˜˜path( ˜˜spec(˜˜t),id isr ˜˜s)},{˜˜t1,...,˜˜tn}}
[ ]
wordt, met de padexpressie
˜˜path( ˜˜spec(˜˜t), id isr ˜˜s) = ˜˜ts.id1. · · · .idk, k ∈ N0
voor de referentie “id isr ˜˜s” en de verzameling
V =






als ˜˜s = ˜˜Ref ( ˜˜spec(˜˜t′))
{oid′|∃ ˜˜X ∈ dom ˜˜
Ref( ˜˜spec( ˜˜t′))
, ∃ oid′ ∈ dom
Ref( ˜˜spec( ˜˜t′))
:
µ ˜˜contains element(.(···.( ˜˜value(˜˜o),id1),··· ,idk), ˜˜X)({1/True}) 6= 0 ∧ µ ˜˜X({1/oid
′}) 6= 0}
als ˜˜s ∈ { ˜˜SetRef ( ˜˜spec(˜˜t′)), ˜˜BagRef ( ˜˜spec(˜˜t′)), ˜˜ListRef ( ˜˜spec(˜˜t′))}
van de object-identificatoren uit de waarde van de referentie “id isr ˜˜s” van het object ˜˜o, gedefinieerd
als:
˜˜ρreference{{ ˜˜ts.id1.··· .idk},{˜˜t1,...,˜˜tn}}
[ ] : V extent˜˜t → dom ˜˜Boolean
˜˜o 7→ {1/{1/True}} als ∀ oid ∈ V, ∃ [oid′, N ′, ˜˜t′, ˜˜v′, µ′True, µ′False, µ′⊥Boolean ] ∈ V extent˜˜t′ :
oid = oid′
˜˜o 7→ {1/{1/⊥Boolean}} als is possibly null(.(· · · .( ˜˜value(˜˜o), id1), · · · , idk)) = {1/{1/True}}
˜˜o 7→ {1/{1/False}} in alle andere gevallen

Een bi-directionele referentie¨le restrictie wordt steeds gedefinieerd over twee referenties “id isr ˜˜s” en
“id′ isr′ ˜˜s′” van twee veralgemeende objecttypes ˜˜t en ˜˜t′ waarbij voldaan is aan:
˜˜spec(˜˜t)
˜˜path( ˜˜spec(˜˜t),id isr ˜˜s)→ ˜˜spec(˜˜t′) ∧ ˜˜spec(˜˜t′)
˜˜path( ˜˜spec( ˜˜t′),id′ isr′ ˜˜s′)→ ˜˜spec(˜˜t)
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Ook in het veralgemeende geval worden beide referenties door middel van de restrictie aan elkaar “gekop-
peld”, zodat de ene referentie fungeert als de inverse van de andere en vice versa. Indien een object uit de
extentie van het eerste veralgemeend objecttype via de eerste referentie “refereert aan” een object uit de
extentie van het tweede veralgemeend objecttype, dan vereist de bi-directionele referentie¨le restrictie dat
het tweede object via de inverse referentie “refereert aan” het eerste object.
Beschikt men opnieuw over een eindige verzameling van veralgemeende objecttypes
{˜˜t1, . . . , ˜˜tn}, n ∈ N0
die zodanig is samengesteld dat voor elk objecttype van deze verzameling geldt dat als het objecttype
“refereert aan” een ander objecttype, het objecttype “waaraan” gerefereerd wordt tevens behoort tot de
verzameling, d.i.
∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} :
(∃ ˜˜t′ ∈ {˜˜t′|˜˜t′ ∈ ˜˜T ∧ ˜˜spec(˜˜t′) ∈ ˜˜T object}, ∃ id ∈ IDΣ : ˜˜spec(˜˜t) id→ ˜˜spec(˜˜t′)⇒ ˜˜t′ ∈ {˜˜t1, . . . , ˜˜tn})
en bestaan er twee elementen ˜˜t en ˜˜t′ uit deze verzameling (d.i. ˜˜t, ˜˜t′ ∈ {˜˜t1, . . . , ˜˜tn}) waarvoor geldt dat:
∃ id isr ˜˜s ∈ f ˜˜char( ˜˜spec(
˜˜t)),∃ id′ isr′ ˜˜s′ ∈ f ˜˜char( ˜˜spec(
˜˜t′)) : ˜˜s ∈ ˜˜T reference ∧ ˜˜s′ ∈ ˜˜T reference ∧
˜˜spec(˜˜t)
˜˜path( ˜˜spec(˜˜t),id isr ˜˜s)→ ˜˜spec(˜˜t′) ∧ ˜˜spec(˜˜t′)
˜˜path( ˜˜spec( ˜˜t′),id′ isr′ ˜˜s′)→ ˜˜spec(˜˜t)
dan kan er voor de referenties “id isr ˜˜s” en “id′ isr′ ˜˜s′” een bi-directionele referentie¨le restrictie worden
gedefinieerd.
Definitie 7.21 (Bi-directionele referentie¨le restrictie) De bi-directionele referentie¨le restricties wor-
den gespecificeerd door:
• de syntaxis:
∀ n ∈ N0,
∀ {˜˜t1, . . . , ˜˜tn} ∈ {{˜˜t1, . . . , ˜˜tn}|(∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} : ˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object) ∧
(∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} : (∃ ˜˜t′ ∈ {˜˜t′|˜˜t′ ∈ ˜˜T ∧ ˜˜spec(˜˜t′) ∈ ˜˜T object},∃ id ∈ IDΣ :
˜˜spec(˜˜t) id→ ˜˜spec(˜˜t′)⇒ ˜˜t′ ∈ {˜˜t1, . . . , ˜˜tn}))},
∀ ˜˜t, ˜˜t′ ∈ {˜˜t1, . . . , ˜˜tn}, ∀ id isr ˜˜s ∈ f ˜˜prop( ˜˜spec(˜˜t)), ∀ id′ isr′ ˜˜s′ ∈ f ˜˜prop( ˜˜spec(˜˜t′)) :
˜˜s ∈ ˜˜T reference ∧ ˜˜s′ ∈ ˜˜T reference ∧ ˜˜spec(˜˜t)
˜˜path( ˜˜spec(˜˜t),id isr ˜˜s)→ ˜˜spec(˜˜t′) ∧
˜˜spec(˜˜t′)
˜˜path( ˜˜spec( ˜˜t′),id′ isr′ ˜˜s′)→ ˜˜spec(˜˜t)⇒
˜˜ρreference
{{ ˜˜path( ˜˜spec(˜˜t),id isr ˜˜s), ˜˜path( ˜˜spec( ˜˜t′),id′ isr′ ˜˜s′)},{˜˜t1,...,˜˜tn}}
[ ] ∈ ˜˜Cmultiextent
hierbij zijn “ ˜˜path( ˜˜spec(˜˜t), id isr ˜˜s)” en “ ˜˜path( ˜˜spec(˜˜t′), id′ isr′ ˜˜s′)” de padexpressies van de refe-
renties “id isr ˜˜s” en “id′ isr′ ˜˜s′” waarvoor de bi-directionele referentie¨le restrictie is gedefinieerd
en is “{˜˜t1, . . . , ˜˜tn}” (n ∈ N0) de eindige verzameling van veralgemeende objecttypes waarover de
restrictie is gedefinieerd;
• de semantiek:
de semantiek van een restrictie
˜˜ρreference
{{ ˜˜path( ˜˜spec(˜˜t),id isr ˜˜s), ˜˜path( ˜˜spec( ˜˜t′),id′ isr′ ˜˜s′)},{˜˜t1,...,˜˜tn}}
[ ]
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wordt, met de padexpressies
˜˜path( ˜˜spec(˜˜t), id isr ˜˜s) = ˜˜ts.id1. · · · .idk, k ∈ N0
en
˜˜path( ˜˜spec(˜˜t′), id′ isr′ ˜˜s′) = ˜˜ts′.id′1. · · · .id′l, l ∈ N0
voor de referenties “id isr ˜˜s” en “id′ isr′ ˜˜s′” en de verzamelingen
V =






als ˜˜s = ˜˜Ref ( ˜˜spec(˜˜t′))
{oid′|∃ ˜˜X ∈ dom ˜˜
Ref( ˜˜spec( ˜˜t′))
, ∃ oid′ ∈ dom
Ref( ˜˜spec( ˜˜t′))
:
µ ˜˜contains element(.(···.( ˜˜value(˜˜o),id1),··· ,idk), ˜˜X)({1/True}) 6= 0 ∧ µ ˜˜X({1/oid
′}) 6= 0}




{oid|∃ oid ∈ dom
Ref( ˜˜spec(˜˜t)) : µ.(···.( ˜˜value( ˜˜o′),id′1),··· ,id′l)
({1/oid}) 6= 0}
als ˜˜s′ = ˜˜Ref ( ˜˜spec(˜˜t))
{oid|∃ ˜˜X ∈ dom ˜˜
Ref( ˜˜spec(˜˜t))
, ∃ oid ∈ dom
Ref( ˜˜spec(˜˜t)) :
µ ˜˜contains element(.(···.( ˜˜value( ˜˜o′),id′1),··· ,id′l), ˜˜X)
({1/True}) 6= 0 ∧ µ ˜˜X({1/oid}) 6= 0}
als ˜˜s′ ∈ { ˜˜SetRef ( ˜˜spec(˜˜t)), ˜˜BagRef ( ˜˜spec(˜˜t)), ˜˜ListRef ( ˜˜spec(˜˜t))}
van de object-identificatoren uit de waarden van de resp. referenties “id isr ˜˜s” en “id′ isr′ ˜˜s′” van
de resp. objecten ˜˜o en ˜˜o′, gedefinieerd als:
˜˜ρreference
{{ ˜˜ts.id1.··· .idk, ˜˜ts′.id′1.··· .id′l},{˜˜t1,...,˜˜tn}}





˜˜o, ˜˜o′ 7→ {1/{1/True}} als ( ˜˜identify(˜˜o) ∈ V ′ ∧ ˜˜identify( ˜˜o′) ∈ V ) ∨
( ˜˜identify(˜˜o) 6∈ V ′ ∧ ˜˜identify( ˜˜o′) 6∈ V )
˜˜o, ˜˜o′ 7→ {1/{1/⊥Boolean}} als is possibly null(.(· · · .( ˜˜value(˜˜o), id1), · · · , idk)) = {1/{1/True}} ∨
is possibly null(.(· · · .( ˜˜value( ˜˜o′), id′1), · · · , id′l)) = {1/{1/True}}
˜˜o, ˜˜o′ 7→ {1/{1/False}} in alle andere gevallen

Voorbeeld 7.9
De uni-directionele referentie¨le restrictie die gedefinieerd is voor de referentie
Partner ise
˜˜Ref (TPersoon)
van het veralgemeend objecttype TPersoon —uit de patie¨ntendatabank die gegeven is in deelsectie B.3.3
van bijlage B— en de verzameling van veralgemeende objecttypes
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Met betrekking tot hetzelfde veralgemeend objecttype TPersoon en dezelfde verzameling van veralge-
meende objecttypes TDPatientendatabank wordt de specificatie van de bi-directionele referentie¨le restrictie
die gedefinieerd is voor de referenties
Ouders ise ˜˜Set( ˜˜Ref(TPersoon)) en Kinderen ise ˜˜List( ˜˜Ref(TPersoon))
gegeven als:
˜˜ρreference{{TPersoon.Ouders,TPersoon.Kinderen},TDPatientendatabank}[ ]
In deelsectie B.3.3 worden er meer voorbeelden van referentie¨le restricties gegeven. 
7.6.3 Multi-type afhankelijke aggregaatrestricties
Elke multi-type afhankelijke aggregaatrestrictie is gedefinieerd voor de extentie van een veralgemeend ob-
jecttype en legt een conditie op waaraan deze extentie moet blijven voldoen na manipulatie, toevoeging of
verwijdering van instanties. Deze conditie wordt vastgelegd door een aggregaatexpressie —van het veralge-
meend type ˜˜Boolean— die identificatoren bevat van karakteristieken van andere veralgemeende objecttypes
dan het veralgemeend objecttype waarvoor de aggregaatrestrictie is gedefinieerd (deelsectie 7.4.2).
Indien een eindige verzameling van veralgemeende objecttypes
{˜˜t1, . . . , ˜˜tn}, n ∈ N0
zodanig is samengesteld dat voor elk objecttype van deze verzameling geldt dat als het objecttype “refereert
aan” een ander objecttype, dit laatste objecttype tevens behoort tot de verzameling, d.i.
∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} :
(∃ ˜˜t′ ∈ {˜˜t′|˜˜t′ ∈ ˜˜T ∧ ˜˜spec(˜˜t′) ∈ ˜˜T object}, ∃ id ∈ IDΣ : ˜˜spec(˜˜t) id→ ˜˜spec(˜˜t′)⇒ ˜˜t′ ∈ {˜˜t1, . . . , ˜˜tn})
dan kunnen er m.b.t. elk veralgemeend objecttype uit deze verzameling multi-type afhankelijke aggregaat-
restricties worden gedefinieerd.
Definitie 7.22 (Multi-type afhankelijke aggregaatrestrictie) De multi-type afhankelijke aggregaat-
restricties worden gespecificeerd door:
• de syntaxis:
∀ n ∈ N0,
∀ {˜˜t1, . . . , ˜˜tn} ∈ {{˜˜t1, . . . , ˜˜tn}|(∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} : ˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object) ∧
(∀ ˜˜t ∈ {˜˜t1, . . . , ˜˜tn} : (∃ ˜˜t′ ∈ {˜˜t′|˜˜t′ ∈ ˜˜T ∧ ˜˜spec(˜˜t′) ∈ ˜˜T object},∃ id ∈ IDΣ :
˜˜spec(˜˜t) id→ ˜˜spec(˜˜t′)⇒ ˜˜t′ ∈ {˜˜t1, . . . , ˜˜tn}))},
∀ ˜˜tj ∈ {˜˜t1, . . . , ˜˜tn},
∀ e ∈ {e|(e ∈ ˜˜E ˜˜
Boolean
∩ ˜˜Eaggr) ∧ ( ˜˜edepends(e) ⊆
⋃
˜˜t∈{˜˜t1,...,˜˜tn}
{V extent˜˜t }) ∧
( ˜˜depends(e) ⊆ f ˜˜path( ˜˜spec(
˜˜tj)) ∪~f ˜˜path( ˜˜spec(
˜˜tj))) ∧
( ˜˜edepends(e) 6= {V extent˜˜tj } ∨
˜˜depends(e) ∩~f ˜˜path( ˜˜spec(
˜˜tj)) 6= 0)} :
˜˜ρaggr{˜˜tj ,{˜˜t1,...,˜˜tn}}
[e] ∈ ˜˜Cmultiextent
hierbij is “˜˜tj” het veralgemeend objecttype waarvoor de multi-type afhankelijke aggregaatrestrictie
is gedefinieerd (d.i. de restrictie is gedefinieerd voor de extentie V extent˜˜tj
van het objecttype ˜˜tj), is
“{˜˜t1, . . . , ˜˜tn}” (n ∈ N0) de eindige verzameling van veralgemeende objecttypes waarover de restrictie
is gedefinieerd en is de parameter “e” de aggregaatexpressie die de conditie uit de restrictie vastlegt;
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• de semantiek:
de semantiek van een restrictie ˜˜ρaggr{˜˜tj ,{˜˜t1,...,˜˜tn}}
[e] wordt gedefinieerd als:
˜˜ρaggr{˜˜tj ,{˜˜t1,...,˜˜tn}}
[e] : V extent˜˜t1
× · · · × V extent˜˜tn → dom ˜˜Boolean
˜˜o1, . . . , ˜˜on 7→ .(e, ˜˜value(˜˜oj)) als .(e, ˜˜value(˜˜oj)) ∈ dom ˜˜Boolean
˜˜o1, . . . , ˜˜on 7→ {1/{1/⊥Boolean}} in alle andere gevallen

Voorbeeld 7.10
Met betrekking tot de extentie van het veralgemeend objecttype TConsultatie die gedefinieerd is in de
patie¨ntendatabank uit deelsectie B.3.3 van bijlage B en de verzameling van veralgemeende objecttypes
TDPatientendatabank = {TPersoon, TPatient, TZorgenverstrekker, TConsultatie,
TProbleem, TDiagnose, TBehandeling}
zou er bijvoorbeeld aan de hand van een multi-type afhankelijke aggregaatrestrictie met specificatie
˜˜ρaggr{TConsultatie,TDPatientendatabank}[
˜˜≤( ˜˜count(V extentTPatient), ˜˜count(V extentTConsultatie))]
kunnen worden afgedwongen dat V extentTPatient nooit meer elementen mag bevatten dan V
extent
TConsultatie. 
7.7 De specificatie van een veralgemeende restrictie: synopsis
De verzameling ˜˜Cspec van de uitdrukkingen die voldoen aan de syntaxis van een specifieke veralgemeende
restrictie wordt gedefinieerd als:
Definitie 7.23 (Restrictiespecificaties)
˜˜Cspec , ˜˜Csingleinstance ∪ ˜˜Csingleextent ∪ ˜˜Cmultiinstance ∪ ˜˜Cmultiextent

7.8 De implementatie van een veralgemeende restrictie
Om te komen tot de formalisering van de restrictie-implementaties van een specifieke veralgemeende
restrictie wordt uitgegaan van de volgende definitie:
Definitie 7.24 (Restrictie-implementatie) Als ˜˜Cimpl de verzameling is van alle mogelijke implemen-
taties van specifieke veralgemeende restricties —ongeacht in welke programmeertaal of voor welke machine
deze geschreven zijn—, dan worden de restrictie-implementaties van een specifieke veralgemeende restric-
tie met specificatie ˜˜cs vastgelegd door de injectieve afbeelding:
˜˜
f constrimpl :
˜˜Cspec → ℘( ˜˜Cimpl)
˜˜cs 7→ {p1, . . . , pn}
Hierbij is ˜˜Cspec de verzameling van alle geldige restrictiespecificaties (definitie 7.23), is ℘(
˜˜Cimpl) de
verzameling van alle deelverzamelingen van ˜˜Cimpl en is {p1, . . . , pn}, n ∈ N0 de eindige deelverzameling
van ˜˜Cimpl, die bestaat uit alle implementaties van de specifieke veralgemeende restrictie met specificatie
˜˜cs. De afbeelding ˜˜f constrimpl wordt de implementatiefunctie voor specifieke veralgemeende restricties genoemd.

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7.9 Specifieke veralgemeende restricties
Met de definities van de specificatie van een specifieke veralgemeende restrictie (definitie 7.23) en de imple-
mentatie van een specifieke veralgemeende restrictie (definitie 7.24) zijn alle noodzakelijke bestanddelen
voor de formele definitie van een specifieke veralgemeende restrictie voorhanden.
7.9.1 De formele definitie van een specifieke veralgemeende restrictie
Definitie 7.25 (Specifieke veralgemeende restrictie) Een specifieke veralgemeende restrictie ˜˜c wordt
gedefinieerd als een paar:
˜˜c , [ ˜˜cs, ˜˜f constrimpl ( ˜˜cs)], waarbij ˜˜cs ∈ ˜˜Cspec

Een specifieke veralgemeende restrictie ˜˜c = [ ˜˜cs, ˜˜f constrimpl ( ˜˜cs)] wordt, afhankelijk van haar restrictiespe-
cificatie ˜˜cs, als volgt verder benoemd:
• als ˜˜cs ∈ ˜˜Csingleinstance wordt ˜˜c een single-type afhankelijke restrictie over de instantieverzameling van
een veralgemeend objecttype genoemd;
• als ˜˜cs ∈ ˜˜Csingleextent wordt ˜˜c een single-type afhankelijke restrictie voor de extentie van een veralgemeend
objecttype genoemd;
• als ˜˜cs ∈ ˜˜Cmultiinstance wordt ˜˜c een multi-type afhankelijke restrictie over de instantieverzameling van
een veralgemeend objecttype genoemd en
• als ˜˜cs ∈ ˜˜Cmultiextent wordt ˜˜c een multi-type afhankelijke restrictie voor de extentie van een veralgemeend
objecttype genoemd.
Als de context het toelaat en er geen verwarring mogelijk is, zal een specifieke veralgemeende restrictie
˜˜c = [ ˜˜cs, ˜˜f constrimpl ( ˜˜cs)] in wat volgt verkort voorgesteld worden door haar restrictiespecificatie ˜˜cs.
De verzameling ˜˜C van alle mogelijke specifieke veralgemeende restricties wordt gedefinieerd als:
Definitie 7.26 (Verzameling ˜˜C) De verzameling ˜˜C van alle mogelijke specifieke veralgemeende res-
tricties wordt gedefinieerd als:
˜˜C , {˜˜c|∃ ˜˜cs ∈ ˜˜Cspec : ˜˜c = [ ˜˜cs, ˜˜f constrimpl ( ˜˜cs)]}

7.9.2 Operatoren over de verzameling ˜˜C
Over de verzameling ˜˜C wordt er een verzameling van operatoren O ˜˜C gedefinieerd.
Definitie 7.27 (Verzameling O ˜˜C) De verzameling O ˜˜C van alle operatoren die gedefinieerd zijn over
de verzameling ˜˜C van alle mogelijke specifieke veralgemeende restricties wordt gedefinieerd als:
O ˜˜C , { ˜˜spec :
˜˜C → ˜˜Cspec,
˜˜impl : ˜˜C → ℘( ˜˜Cimpl)}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
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1. de semantiek van de unaire operator ˜˜spec
˜˜spec : ˜˜C → ˜˜Cspec
[ ˜˜cs, ˜˜f constrimpl ( ˜˜cs)] 7→ ˜˜cs
2. de semantiek van de unaire operator ˜˜impl
˜˜impl : ˜˜C → ℘( ˜˜Cimpl)
[ ˜˜cs, ˜˜f constrimpl ( ˜˜cs)] 7→ ˜˜f constrimpl ( ˜˜cs)

7.10 De formele definitie van het veralgemeend
restrictiesysteem
Definitie 7.28 (Veralgemeend restrictiesysteem) Het veralgemeend restrictiesysteem GCS wordt
gedefinieerd door het 5-tuple:
GCS , [ID∗Σ,
˜˜T ∗, ˜˜C∗, ˜˜E,OGCS ]
waarbij
• ID∗Σ de verzameling is van alle geldige identificatoren (definitie 2.9);
• ˜˜T ∗ , [ ˜˜T spec, ˜˜T impl, ˜˜f typeimpl, V ˜˜extent, O ˜˜T∗ ] een 5-tuple is, waarvan de componenten gedefinieerd worden
als:
– ˜˜T spec de verzameling van alle geldige typespecificaties (definitie 6.54),
– ˜˜T impl de verzameling van alle mogelijke type-implementaties (definitie 6.56),
– ˜˜f typeimpl de implementatiefunctie voor veralgemeende types (definitie 6.56),
– V ˜˜extent de verzameling van alle extenties (definitie 6.72),
– O ˜˜T∗ , O ˜˜enum ∪O ˜˜struct ∪O ˜˜ref ∪O ˜˜object ∪O ˜˜extent (definities 6.15, 6.24, 6.49, 6.53 en 6.74);
• ˜˜C∗ , [ ˜˜Cspec, ˜˜Cimpl, ˜˜f constrimpl ] een triple is, waarvan de componenten gedefinieerd worden als:
– ˜˜Cspec de verzameling van alle geldige restrictiespecificaties (definitie 7.23),
– ˜˜Cimpl de verzameling van alle mogelijke restrictie-implementaties (definitie 7.24),
– ˜˜f constrimpl de implementatiefunctie voor specifieke veralgemeende restricties (definitie 7.24);
• ˜˜E de verzameling is van alle geldige expressies die kunnen worden beschouwd m.b.t. het veralgemeend
typesysteem (definitie 7.2);




) ∪ ( ⋃
˜˜t∈{˜˜t|˜˜t∈ ˜˜T∧ ˜˜spec(˜˜t)∈ ˜˜T object}
Oextent˜˜t
) ∪ O ˜˜E ∪ O ˜˜C (definities 2.8,
6.68, 6.69, 6.70, 6.73, 7.7 en 7.27).

Met de formele definitie van het veralgemeend restrictiesysteem GCS zijn alle specifieke veralgemeende




It is change, continuing change, and inevitable change, that is the dominant factor in society
today. No sensible decision can be made any longer without taking into account not only the
world as it is, but the world as it will be . . .
Isaac Asimov (1920–1992), Amerikaans auteur (geboren in Rusland). Geciteerd uit: My
Own View, The Encyclopedia of Science Fiction, Robert Holdstock (ed.), 1978; herdrukt in:
Asimov on Science Fiction, 1981.
Gebruik makend van de definities van het veralgemeend typesysteem (hoofdstuk 6) en het veralgemeend
restrictiesysteem (hoofdstuk 7) wordt in dit hoofdstuk het veralgemeend objectgeorie¨nteerd databankmo-
del gedefinieerd. Hiertoe worden vooreerst de concepten veralgemeend objectschema en veralgemeend
databankschema ingevoerd. Deze beide concepten worden gedefinieerd als veralgemeningen van hun
scherpe, gelijknamige tegenhangers: objectschema en databankschema (hoofdstuk 4). Daarna worden
er (aan)gepaste operatoren gedefinieerd voor de gegevensdefinitie en -manipulatie. Deze operatoren vor-
men samen met de concepten veralgemeend objectschema en veralgemeend databankschema uiteindelijk
de noodzakelijke componenten voor de definitie van het veralgemeend databankmodel.
8.1 Veralgemeende objectschema’s en hun instantieverzameling
Als veralgemening van het concept objectschema kan het concept veralgemeend objectschema worden
gezien als een constructie die het toelaat om (bijkomende) specifieke veralgemeende restricties op te
leggen aan de instanties van een veralgemeend objecttype. Elk veralgemeend objectschema is opgebouwd
uit een naam id, een veralgemeend objecttype ˜˜t, een informele component ˜˜M die de betekenis aangeeft en
een vage verzameling ˜˜C ˜˜t die gedefinieerd is over de deelverzameling van
˜˜Csingleinstance die opgebouwd is uit alle
specifieke veralgemeende restricties die gedefinieerd zijn over de instantieverzameling van het beschouwde
veralgemeend objecttype ˜˜t.
De lidmaatschapsgraden uit de vage verzameling ˜˜C ˜˜t worden alle ge¨ınterpreteerd als graden van waar-
heid (of preferentie) (cf. deelsectie 5.1.1) en geven aan in welke mate de beschouwde specifieke veralge-
meende restricties relevant zijn voor het beschouwde veralgemeende objecttype.
8.1.1 De formele definitie van een veralgemeend objectschema
Een veralgemeend objectschema wordt formeel als volgt gedefinieerd:
Definitie 8.1 (Veralgemeend objectschema) Elk veralgemeend objectschema ˜˜os is gedefinieerd door
een quadruple
˜˜os , [id, ˜˜t, ˜˜M, ˜˜C ˜˜t]
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hierbij is:
• id een identificator, die de naam van het objectschema wordt genoemd, d.i. id ∈ IDΣ;
Opmerking. Nadat het veralgemeend objectschema is gedefinieerd, kan deze identificator als ver-
korte schrijfwijze voor de specificatie van het veralgemeend objectschema worden gebruikt;
• ˜˜t een veralgemeend objecttype, d.i. ˜˜t ∈ {˜˜t|˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) ∈ ˜˜T object};
• ˜˜M een informele component waarin de betekenis van het veralgemeend objectschema kan worden
vastgelegd 1;
• ˜˜C ˜˜t de vage verzameling van de specifieke veralgemeende restricties die gedefinieerd worden binnen
het veralgemeend objectschema ˜˜os. Deze vage verzameling is gedefinieerd over het universum:
{˜˜c|˜˜c ∈ ˜˜C ∧ ˜˜spec(˜˜c) ∈ ˜˜Csingleinstance ∧
(∃ id ∈ f ˜˜path( ˜˜spec(
˜˜t)), ∃ y ∈ {not null, certain, value, trans}, ∃ e ∈ ˜˜E :
˜˜spec(˜˜c) = ˜˜ρy{id}[ ] ∨ ˜˜spec(˜˜c) = ˜˜ρy{id}[e])}
zodat voor elke restrictie uit ˜˜C ˜˜t noodzakelijk geldt dat zij single-type afhankelijk is en gedefinieerd




Met de veralgemeende objecttypes TPersoon en TPatient uit voorbeeld 6.8 kunnen de volgende veral-
gemeende objectschema’s GOSPersoon en GOSPatient worden opgebouwd 2:
GOSPersoon = [GOSPersoon, TPersoon, ˜˜M, ˜˜CTPersoon]
waarbij:
• de naam van het veralgemeend objectschema GOSPersoon is;
• het veralgemeend objecttype TPersoon is;
• de betekenis ˜˜M gegeven wordt als:
“Dit veralgemeend objectschema wordt gebruikt als specificatie van de abstractie voor mensen,
zoals deze voorkomen in de ree¨le wereld.”





˜˜≥({1/{1/1890, .8/1889, .6/1888, .4/1887, .2/1886}},
TPersoon.Geboortedatum.Jaar)]}
en
GOSPatient = [GOSPatient, TPatient, ˜˜M, ˜˜CTPatient]
waarbij:
1Deze component heeft weinig theoretisch belang en is in hoofdzaak toegevoegd voor de volledigheid van de definities.
2Voor de beknoptheid en de leesbaarheid van de notaties zullen veralgemeende objectschema’s ge¨ıdentificeerd worden
door identificatoren die beginnen met de symbolen “GOS”.
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• de naam van het veralgemeend objectschema GOSPatient is;
• het veralgemeend objecttype TPatient is;
• de betekenis ˜˜M gegeven wordt als:
“Dit veralgemeend objectschema wordt gebruikt als specificatie van de abstractie voor patie¨nten,
zoals deze voorkomen binnen de context van een kabinet van een huisarts.”















{1/{Πτ (x; 0, 3, 27, 30)/x|∀ x ∈ domReal : Πτ (x; 0, 3, 27, 30) > 0}},




{1/{Πτ (x; 0, 3, 27, 30)/x|∀ x ∈ domReal : Πτ (x; 0, 3, 27, 30) > 0}},










{1/{Πτ (x; 0, 0, 2.2, 2.4)/x|∀ x ∈ domReal : Πτ (x; 0, 0, 2.2, 2.4) > 0}},
{Πτ (x; 0, 0, 2.2, 2.4)/x|∀ x ∈ domReal : Πτ (x; 0, 0, 2.2, 2.4) > 0})],
1/ ˜˜ρvalue{TPatient.Lichaamslengte.Datum.Jaar}[





{1/{Πτ (x; 1, 1, 350, 600)/x|∀ x ∈ domReal : Πτ (x; 1, 1, 350, 600) > 0}},
{Πτ (x; 1, 1, 350, 600)/x|∀ x ∈ domReal : Πτ (x; 1, 1, 350, 600) > 0})],
1/ ˜˜ρvalue{TPatient.Lichaamsgewicht.Datum.Jaar}[
˜˜≥({1/{1/1890, .8/1889, .6/1888, .4/1887, .2/1886}},
TPatient.Lichaamsgewicht.Datum.Jaar)]}
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Merk op dat er in het voorbeeld voor gekozen wordt om sommige veralgemeende restricties als minder
relevant te beschouwen. De impact van deze keuze wordt nader toegelicht bij de bespreking van de
instantieverzameling van een veralgemeend objectschema (deelsectie 8.1.4). Andere voorbeelden van
veralgemeende objectschema’s worden gegeven in deelsectie B.3.2 van bijlage B. 
De verzameling van alle mogelijke veralgemeende objectschema’s wordt genoteerd als GOS en is bij
definitie de unie van de verzameling van alle veralgemeende objectschema’s die voldoen aan definitie 8.1
en het singleton {⊥GOS} dat het niet-gedefinieerde veralgemeend objectschema ⊥GOS bevat.
Definitie 8.2 (Verzameling GOS) De verzameling GOS van alle mogelijke veralgemeende objectschema’s
wordt gedefinieerd als:
GOS , { ˜˜os| ˜˜os voldoet aan definitie 8.1} ∪ {⊥GOS}

8.1.2 Operatoren over de verzameling van alle mogelijke veralgemeende
objectschema’s
Voor de verzameling GOS wordt er een verzameling van operatoren OGOS gedefinieerd.
Definitie 8.3 (Verzameling OGOS) De verzameling van operatoren OGOS die gedefinieerd zijn voor de
verzameling van alle mogelijke veralgemeende objectschema’s GOS wordt gedefinieerd als:
OGOS , { ˜˜= : (GOS \ {⊥GOS})2 → dom ˜˜Boolean,
˜˜6= : (GOS \ {⊥GOS})2 → dom ˜˜Boolean,
˜˜≈ : (GOS \ {⊥GOS})2 → dom ˜˜Boolean,
˜˜name : GOS \ {⊥GOS} → IDΣ,
˜˜type : GOS \ {⊥GOS} → ˜˜T ,
˜˜instances : GOS \ {⊥GOS} → {V instance˜˜t |
˜˜t ∈ ˜˜T},
˜˜constr : GOS \ {⊥GOS} → ℘˜( ˜˜C)}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de binaire operator ˜˜=
∀ [id, ˜˜t, ˜˜M, ˜˜C ˜˜t], [id′,
˜˜t′, ˜˜M ′, ˜˜C ′ ˜˜t′ ] ∈ GOS \ {⊥GOS} :
˜˜=([id, ˜˜t, ˜˜M, ˜˜C ˜˜t], [id
′, ˜˜t′, ˜˜M ′, ˜˜C ′ ˜˜t′ ]) =
{
{1/{1/True}} als id = id′ ∧ ˜˜spec(˜˜t) = ˜˜spec(˜˜t′) ∧ ˜˜C ˜˜t =
˜˜C ′ ˜˜t′
{1/{1/False}} in alle andere gevallen
2. de semantiek van de binaire operator ˜˜6=
∀ [id, ˜˜t, ˜˜M, ˜˜C ˜˜t], [id′,
˜˜t′, ˜˜M ′, ˜˜C ′ ˜˜t′ ] ∈ GOS \ {⊥GOS} :
˜˜6=([id, ˜˜t, ˜˜M, ˜˜C ˜˜t], [id′,
˜˜t′, ˜˜M ′, ˜˜C ′ ˜˜t′ ]) =
{
{1/{1/True}} als id 6= id′ ∨ ˜˜spec(˜˜t) 6= ˜˜spec(˜˜t′) ∨ ˜˜C ˜˜t 6=
˜˜C ′ ˜˜t′
{1/{1/False}} in alle andere gevallen
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3. de semantiek van de binaire operator ˜˜≈
∀ [id, ˜˜t, ˜˜M, ˜˜C ˜˜t], [id′,
˜˜t′, ˜˜M ′, ˜˜C ′ ˜˜t′ ] ∈ GOS \ {⊥GOS} : ˜˜≈([id,
˜˜t, ˜˜M, ˜˜C ˜˜t], [id
′, ˜˜t′, ˜˜M ′, ˜˜C ′ ˜˜t′ ]) =
{1/{1/True}} als (f ˜˜char( ˜˜spec(
˜˜t)) = f ˜˜char(
˜˜spec(˜˜t′)) ∧ ˜˜C ˜˜t =
˜˜C ′ ˜˜t′) ∨
( ˜˜spec(˜˜t)  ˜˜spec(˜˜t′)) ∨ ( ˜˜spec(˜˜t′)  ˜˜spec(˜˜t)) ∨
(∃ [id′′, ˜˜t′′, ˜˜M ′′, ˜˜C ′′t′′ ] ∈ GOS \ {⊥GOS} :
( ˜˜spec(˜˜t)  ˜˜spec( ˜˜t′′)) ∧ ( ˜˜spec(˜˜t′)  ˜˜spec( ˜˜t′′)))
{1/{1/False}} in alle andere gevallen
deze operator geeft aan of twee gedefinieerde veralgemeende objectschema’s schema-compatibel zijn,
wat als volgt verwoord wordt: twee gedefinieerde veralgemeende objectschema’s ˜˜os en ˜˜os′ zijn dan
en slechts dan schema-compatibel als
• ofwel de verzamelingen van alle karakteristieken van hun respectievelijke veralgemeende object-
types gelijk zijn en ze daarenboven gelijke verzamelingen van veralgemeende restricties hebben,
• ofwel het type van het ene veralgemeend objectschema erft van het type van het andere veral-
gemeend objectschema,
• ofwel er een veralgemeend objectschema bestaat waarvan het type een supertype is van de types
van beide veralgemeende objectschema’s;
4. de semantiek van de unaire operator ˜˜name
˜˜name : GOS \ {⊥GOS} → IDΣ
[id, ˜˜t, ˜˜M, ˜˜C ˜˜t] 7→ id
5. de semantiek van de unaire operator ˜˜type
˜˜type : GOS \ {⊥GOS} → ˜˜T
[id, ˜˜t, ˜˜M, ˜˜C ˜˜t] 7→ ˜˜t
6. de semantiek van de unaire operator ˜˜instances
˜˜instances : GOS \ {⊥GOS} → {V instance˜˜t |
˜˜t ∈ ˜˜T}
[id, ˜˜t, ˜˜M, ˜˜C ˜˜t] 7→
˜˜instances(˜˜t)
7. de semantiek van de unaire operator ˜˜constr
˜˜constr : GOS \ {⊥GOS} → ℘˜( ˜˜C)
[id, ˜˜t, ˜˜M, ˜˜C ˜˜t] 7→
˜˜C ˜˜t

8.1.3 De impact van overerving op een veralgemeend objectschema
Met de definitie van een veralgemeend objectschema
˜˜os = [id, ˜˜t, ˜˜M, ˜˜C ˜˜t]
wordt er een vage verzameling ˜˜C ˜˜t van specifieke veralgemeende restricties gedefinieerd, die alle gedefinieerd
zijn over de instantieverzameling V instance˜˜t van het veralgemeend objecttype
˜˜t (want ˜˜spec(˜˜c) ∈ ˜˜Csingleinstance).
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Het veralgemeend objecttype ˜˜t kan door middel van de transitieve overervingsrelatie  gerelateerd zijn
met een eindig aantal supertypes
˜˜̂
t1, . . . ,
˜˜̂
tn, n ∈ N0
die op hun beurt deel kunnen uitmaken van definities van andere veralgemeende objectschema’s uit GOS
waardoor er ook voor de instanties van deze supertypes specifieke veralgemeende restricties gedefinieerd
kunnen zijn.
Omdat de instanties van ˜˜t door de overervingsrelatie  tevens deel uitmaken van de instantieverzame-
ling van de supertypes
˜˜̂
t1, . . . ,
˜˜̂
tn, n ∈ N0 (cf. definitie 6.67) gelden de specifieke veralgemeende restricties
die definieerd zijn voor de instanties van deze supertypes
˜˜̂
t1, . . . ,
˜˜̂
tn a fortiori ook voor de instanties van
het subtype ˜˜t.
8.1.4 De instantieverzameling van een veralgemeend objectschema
Wanneer een veralgemeend objecttype ˜˜t met betrekking tot een gegeven databank opgenomen wordt in de
definitie van een veralgemeend objectschema
˜˜os = [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] ∈ GOS \ {⊥GOS}
wordt de instantieverzameling ˜˜instances(˜˜t) van het veralgemeend objecttype —die met betrekking tot die
databank gedefinieerd is— bij definitie beperkt. Enkel deze objecten uit ˜˜instances(˜˜t) die “voldoen aan”
alle specifieke veralgemeende restricties die gedefinieerd zijn voor de instanties uit de instantieverzame-
ling van het veralgemeend objecttype, blijven behouden. De resulterende (beperkte) instantieverzameling
wordt de instantieverzameling van het veralgemeend objectschema genoemd en voortaan genoteerd als
V instance˜˜os .
De vage verzameling van alle specifieke veralgemeende restricties die gedefinieerd zijn voor de instanties
uit de instantieverzameling V instance˜˜t van een veralgemeend objecttype
˜˜t, dat voorkomt in de definitie van
een veralgemeend objectschema ˜˜os, wordt genoteerd als ˜˜C ˜˜os.
Definitie 8.4 (Verzameling ˜˜C ˜˜os) De vage verzameling
˜˜C ˜˜os is gedefinieerd als de unie van de vage
verzameling ˜˜C ˜˜t en alle vage verzamelingen van specifieke veralgemeende restricties die deel uitmaken van
een veralgemeend objectschema dat gedefinieerd is voor een supertype van ˜˜t, d.i.
˜˜C ˜˜os ,
⋃
˜˜t′∈{ ˜˜t′|∃ [id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜
t′ ]∈GOS\{⊥GOS}:(
˜˜spec( ˜˜t′)= ˜˜spec( ˜˜type( ˜˜os)))∨( ˜˜spec( ˜˜t′)≺ ˜˜spec( ˜˜type( ˜˜os)))}
˜˜C ˜˜t′

De mate waarin een gegeven instantie van ˜˜t een instantie is van het beschouwde veralgemeend ob-
jectschema ˜˜os wordt aangegeven door haar waarden µTrue, µFalse en µ⊥Boolean (deelsectie 6.12.4), die
alle berekend worden uit de resultaten van het toepassen —op deze instantie— van alle restricties die
behoren tot ˜˜C ˜˜os. Indien er geldt dat
µTrue = 0, µFalse = 1 en µ⊥Boolean = 0
voldoet de instantie niet aan de betreffende restricties en dus ook niet aan de definitie van het beschouwde
veralgemeend objectschema3.
3Naar analogie met het scherpe geval, wordt er hiermee ook gekozen voor een “niet te strenge” behandeling van niet-
gedefinieerde waarden en geldt voor niet-gedefinieerde waarden het “voordeel van de twijfel” (cf. deelsectie 4.1.4).
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Hierom wordt de instantieverzameling ˜˜instances( ˜˜os) van een veralgemeend objectschema
˜˜os = [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] ∈ GOS \ {⊥GOS}
formeel gedefinieerd als de verzameling die bekomen wordt uit de instantieverzameling ˜˜instances(˜˜t) van
het veralgemeend objecttype ˜˜t, door enkel deze objecten ˜˜o te behouden waarvoor er, na het berekenen van







Het bepalen van de waarden voor µTrue, µFalse en µ⊥Boolean
De nieuwe waarden voor µTrue, µFalse en µ⊥Boolean die samen aangeven in welke mate een object ˜˜o een
instantie is van een gegeven veralgemeend objectschema ˜˜os worden berekend uit:
• de oude waarden µoldTrue, µoldFalse en µold⊥Boolean uit het object ˜˜o,
• de lidmaatschapsgraden µ ˜˜C ˜˜os(
˜˜c) van de restricties ˜˜c uit de vage verzameling ˜˜C ˜˜os en
• de lidmaatschapsgraden van de elementen {1/True}, {1/False} en {1/⊥Boolean} uit de resultaten
van het toepassen van de restricties ˜˜c uit de vage verzameling ˜˜C ˜˜os op het object ˜˜o.
De waarden voor µTrue, µFalse en µ⊥Boolean worden bepaald volgens de definitie:
Definitie 8.5 (Waarden van µTrue, µFalse en µ⊥Boolean) Voor een gegeven veralgemeend objectschema
˜˜os = [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] ∈ GOS \ {⊥GOS}
en een gegeven instantie
˜˜o ∈ V instance˜˜t
worden µTrue, µFalse en µ⊥Boolean als volgt berekend:
• Vooreerst worden de restricties die geen single-type afhankelijke transitierestrictie zijn, in rekening
gebracht. Dit gebeurt in de volgende stappen:
1. Bepaal de vage verzameling ˜˜C ˜˜os van alle specifieke veralgemeende restricties die van toepassing
zijn op de instanties uit de instantieverzameling V instance˜˜t van het veralgemeend objecttype
˜˜t
dat voorkomt in de definitie van het veralgemeend objectschema ˜˜os en gedefinieerd is volgens
definitie 8.4.
2. Bepaal de verzameling ˜˜X, die bestaat uit alle restricties ˜˜c die behoren tot de vage verzameling
˜˜C ˜˜os en geen single-type afhankelijke transitierestrictie zijn, d.i.
˜˜X = {˜˜c|(˜˜c ∈ ˜˜C) ∧ (∀ id ∈ IDΣ, ∀ e ∈ ˜˜E : ˜˜spec(˜˜c) 6= ˜˜ρtrans{id} [e]) ∧ (µ ˜˜C ˜˜os(
˜˜c) 6= 0)}





worden uit de resultaten van het inwerken van de restricties uit ˜˜X op de instantie ˜˜o. Hierbij
wordt:
– rekening gehouden met de relevantie van elke restrictie, d.i. de lidmaatschapsgraad van de
restrictie in de vage verzameling ˜˜C ˜˜os;
4De nieuw berekende waarden voor µTrue, µFalse en µ⊥Boolean drukken de mate van het al dan niet “instantie zijn
van” van het beschouwde objectschema uit.
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– de veralgemeende (associatieve) ˜˜∧-operator (definitie 6.12) gebruikt om de resultaten te
aggregeren tot e´e´n enkele waarde uit het domein dom ˜˜
Boolean
.





















– de functie I gedefinieerd is door:
I : [0, 1]× [0, 1]→ [0, 1]
w, µ 7→
{
1 als w ≤ µ
µ in alle andere gevallen
– de functie J gedefinieerd is door5:
J : [0, 1]× [0, 1]→ [0, 1]
w, µ 7→
{
0 als 1− w ≥ µ
µ in alle andere gevallen

































• Heeft men te maken met de aanpassing van de toestand
˜˜value(˜˜o)
van ˜˜o naar een nieuwe toestand (˜˜v)new, dan worden eveneens de single-type afhankelijke transitie-
restricties in rekening gebracht. Dit gebeurt met de volgende (analoge) extra stappen:
1. Bepaal de verzameling ˜˜Y , die bestaat uit alle single-type afhankelijke transitierestricties ˜˜c die
behoren tot de vage verzameling ˜˜C ˜˜os, d.i.
˜˜Y = {˜˜c|(˜˜c ∈ ˜˜C) ∧ (∃ id ∈ IDΣ,∃ e ∈ ˜˜E : ˜˜spec(˜˜c) = ˜˜ρtrans{id} [e]) ∧ (µ ˜˜C ˜˜os(
˜˜c) 6= 0)}





worden uit de resultaten van het inwerken van de restricties uit ˜˜Y op de instantie ˜˜o (rekening
houdend met de nieuwe waarde (˜˜v)new). Hierbij wordt:
– rekening gehouden met de relevantie van elke restrictie, d.i. de lidmaatschapsgraad van de
restrictie in de vage verzameling ˜˜C ˜˜os;
5Functies “van de vorm” I en J worden in de literatuur resp. “residuele implicatoren” en “residuele co-implicatoren”
genoemd (De Baets en Mesiar 1996, De Baets 1997).
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– de veralgemeende (associatieve) ˜˜∧-operator (definitie 6.12) gebruikt om de resultaten te
aggregeren tot e´e´n enkele waarde uit het domein dom ˜˜
Boolean
.






















– de functie I gedefinieerd is door:
I : [0, 1]× [0, 1]→ [0, 1]
w, µ 7→
{
1 als w ≤ µ
µ in alle andere gevallen
– de functie J gedefinieerd is door:
J : [0, 1]× [0, 1]→ [0, 1]
w, µ 7→
{
0 als 1− w ≥ µ
µ in alle andere gevallen
3. De waarden voor µTrue, µFalse en µ⊥Boolean worden tenslotte bekomen door de in het eerste


































Door te kiezen voor een zgn. residuele implicator en een residuele co-implicator (de functies I en J)
(De Baets en Mesiar 1996, De Baets 1997) en deze te laten inwerken op de graad van waarheid w van een
restrictie binnen de vage verzameling ˜˜C ˜˜os en de betreffende lidmaatschapsgraad µ van de respectievelijke
elementen {1/True}, {1/False} en {1/⊥Boolean} uit het resultaat van de toepassing van de restrictie op
de instantie ˜˜o, wordt de graad van waarheid w ge¨ınterpreteerd als een soort drempelwaarde:
• door de keuze van de functie I, die toegepast wordt voor het bepalen van de lidmaatschapsgraad
van het element {1/True}, geldt het volgende:
– voldoet een instantie aan de restrictie met een lidmaatschapsgraad µ voor {1/True} die groter
dan of gelijk is aan de graad van waarheid w (d.i. w ≤ µ), dan voldoet de instantie —voor wat
deze restrictie betreft— volkomen aan de definitie van het veralgemeend objectschema, wat
formeel uitgedrukt wordt door I(w, µ) = 1;
– in het andere geval voldoet de instantie —voor wat deze restrictie betreft— slechts met graad
µ aan de definitie van het veralgemeend objectschema, wat formeel uitgedrukt wordt door
I(w, µ) = µ;
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• de keuze voor de functie J , die toegepast wordt voor het bepalen van de lidmaatschapsgraad van
het element {1/False} en het bepalen van de lidmaatschapsgraad van het element {1/⊥Boolean},
wordt als volgt verantwoord:
– voldoet een instantie aan de restrictie met een lidmaatschapsgraad µ voor {1/False} (of
{1/⊥Boolean}) die kleiner dan of gelijk is aan het “complement van” de graad van waarheid w
(d.i. µ ≤ 1−w), dan voldoet de instantie —voor wat deze restrictie betreft— volkomen aan de
definitie van het veralgemeend objectschema, wat formeel uitgedrukt wordt door J(w, µ) = 0
(d.i. de mate van “vals zijn” of “niet-gedefinieerd zijn” is nul);
– in het andere geval voldoet de instantie —voor wat deze restrictie betreft— niet aan de definitie
van het veralgemeend objectschema met een graad µ (d.i. de mate van “vals zijn” is µ) of is de
instantie —voor wat deze restrictie betreft— niet gedefinieerd met een graad µ (d.i. de mate
van “niet-gedefinieerd zijn” is µ);
Merk op dat het bepalen van de nieuwe waarde voor µTrue als volgt kan worden vereenvoudigd
• zonder transitierestricties in rekening te brengen:









Dit is te danken aan de semantiek van de onderliggende Kleene logica: uitwerking volgens het extensie-
pricipe van L.A. Zadeh leert dat de veralgemeende operator ˜˜∧ (cf. definitie 6.12) in dit geval de volgende
lidmaatschapsgraad oplevert:
µ ˜˜∧( ˜˜U, ˜˜V )({1/True}) = max(min(µ ˜˜U ({1/True}), µ ˜˜V ({1/True})))
= min(µ ˜˜U ({1/True}), µ ˜˜V ({1/True}))
In figuur 8.1 wordt het resultaat van het bepalen van de nieuwe waarde voor µTrue van een object
˜˜o ge¨ıllustreerd aan de hand van twee voorbeelden. Voor beide voorbeelden wordt verondersteld dat
µoldTrue = 1, dat de verzameling
˜˜C ˜˜os slechts twee restricties bevat en dat deze restricties geen single-type
afhankelijke transitierestricties zijn. De graden van waarheid van deze restricties worden resp. genoteerd
als w1 en w2. In het eerste voorbeeld is er verondersteld dat w1 = w2 = 1; in het tweede voorbeeld is
w1 = 1 en w2 = 0.6. Op de X-as worden de mogelijke lidmaatschapsgraden van het element {1/True} uit
het resultaat van het toepassen van de eerste restrictie op het object ˜˜o weergegeven. Op de Y-as worden
de mogelijke lidmaatschapsgraden van het element {1/True} uit het resultaat van het toepassen van
de tweede restrictie op het object ˜˜o weergegeven. De “geaggregeerde” lidmaatschapsgraad µTrue wordt
aangegeven op de Z-as. Uit de figuur blijkt duidelijk dat de nieuwe waarde voor µTrue gelijk is aan nul,
van zodra er ten minste e´e´n restrictie bestaat waarvoor de lidmaatschapsgraad van het element {1/True}
uit het resultaat na toepassing van de restrictie nul is.
Het bepalen van de nieuwe waarden voor µFalse en µ⊥Boolean kan niet worden herleid tot een soort-
gelijke vereenvoudigde vorm. Dit is vooreerst te wijten aan het feit dat de ∧-operator volgens de se-
mantiek van de Kleene logica (definitie 2.11) voor meerdere combinaties van domeinwaarden resulteert
in een waarde µFalse en µ⊥Boolean , waardoor het extensiepricipe van L.A. Zadeh niet zomaar kan worden
vereenvoudigd. Verder is in dit proefschrift ook de keuze gemaakt om te werken met algemene vage
verzamelingen die niet noodzakelijk genormaliseerd zijn: normaliseren leidt immers in bepaalde gevallen
tot informatieverlies. Zo worden de vage verzamelingen
{.6/{1/True}} en {1/{1/True}}
bijvoorbeeld beide genormormaliseerd tot
{1/{1/True}}
waardoor het (voor deze toepassing) toch wel belangrijk onderscheid tussen beide verdwijnt. Daarenboven
is het moeilijker om normalisatie af te dwingen over alle operaties, dit omdat gebruikers zelf met een
bepaalde vrijheid van werken externe operaties kunnen definie¨ren voor veralgemeende objecttypes.
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Figuur 8.1: Twee voorbeelden van het bepalen van de waarde voor µTrue.
De formele definitie van de instantieverzameling van een veralgemeend objectschema
Door gebruik te maken van de definitie voor de nieuwe waarden voor µTrue, µFalse en µ⊥Boolean , wordt
de instantieverzameling van een veralgemeend objecttype formeel gedefinieerd als:
Definitie 8.6 (Instantieverzameling van een veralgemeend objectschema) De instantieverzame-
ling van een gedefinieerd veralgemeend objectschema
˜˜os = [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] ∈ GOS \ {⊥GOS}
wordt gedefinieerd door:
V instance˜˜os , {˜˜o|˜˜o ∈
˜˜instances(˜˜t) ∧ ˜˜is instance(˜˜o) 6= {1/{1/False}}}
waarbij de nieuwe waarden voor de componenten µTrue, µFalse en µ⊥Boolean van ˜˜o worden bekomen
volgens definitie 8.5.
Bovendien moet er bij elke aanpassing van de toestand
˜˜value(˜˜o)
van een element ˜˜o van V instance˜˜os naar een nieuwe toestand (
˜˜v)new blijvend voldaan zijn aan de voorwaarde:
˜˜is instance(˜˜o) 6= {1/{1/False}}

De elementen uit de instantieverzameling V instance˜˜os van een veralgemeend objectschema
˜˜os worden de
instanties van het veralgemeend objectschema ˜˜os genoemd.
Voorbeeld 8.2
De instantieverzameling van het veralgemeend objectschema GOSPersoon uit het voorbeeld uit bijlage B
is:
V instanceGOSPersoon = {oidPersoon1, oidPersoon2, oidPersoon3, oidPersoon4, oidPatient1, oidPatient2, oidPatient3,
oidPatient4, oidPatient5, oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4,
oidV erstrekker5}
Voor de eenvoud van de notaties is elke persistente instantie verkort voorgesteld door zijn object-
identificator (er komen geen transie¨nte instanties voor in het voorbeeld). In deelsectie B.3.2 worden
er meer voorbeelden van instantieverzamelingen van veralgemeende objectschema’s gegeven. 
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8.2 Veralgemeende databankschema’s en hun instanties
Het concept veralgemeend databankschema wordt ingevoerd als veralgemening van het concept databank-
schema. Elk veralgemeend databankschema is opgebouwd uit een naam id, een eindige verzameling ˜˜D van
veralgemeende objectschema’s, een betekenis ˜˜M en een vage verzameling ˜˜C ˜˜D die gedefinieerd is over een
deelverzameling van ˜˜Csingleextent ∪ ˜˜Cmultiinstance ∪ ˜˜Cmultiextent die enkel specifieke veralgemeende restricties bevat die,
ofwel multi-type afhankelijk zijn en gedefinieerd zijn over de verzameling van de veralgemeende objecttypes
uit de veralgemeende objectschema’s van ˜˜D, ofwel single-type afhankelijk zijn en gedefinieerd zijn voor de
extentie van een veralgemeend objecttype uit deze verzameling.
Ook de lidmaatschapsgraden uit de vage verzameling ˜˜C ˜˜D worden alle ge¨ınterpreteerd als graden van
waarheid (of preferentie) (cf. deelsectie 5.1.1) en geven aan in welke mate de beschouwde specifieke
veralgemeende restricties relevant zijn voor de beschouwde verzameling ˜˜D van veralgemeende objecttypes.
8.2.1 De formele definitie van een veralgemeend databankschema
Een veralgemeend databankschema wordt als volgt formeel gedefinieerd:
Definitie 8.7 (Veralgemeend databankschema) Elk veralgemeend databankschema ˜˜ds is gedefini-
eerd door een quadruple
˜˜
ds , [id, ˜˜D, ˜˜M, ˜˜C ˜˜D]
hierbij is:
• id een identificator, die de naam van het databankschema wordt genoemd, d.i. id ∈ IDΣ
Opmerking. Nadat het veralgemeend databankschema is gedefinieerd, kan deze identificator als
verkorte schrijfwijze voor de specificatie van het veralgemeend databankschema worden gebruikt;
• ˜˜D een eindige verzameling van veralgemeende objectschema’s; m.a.w.
˜˜D = { ˜˜os1, . . . , ˜˜osn} ⊂ GOS \ {⊥GOS}, n ∈ N0
voor deze verzameling ˜˜D geldt:
– in de verzameling ˜˜D komen er geen twee veralgemeende objectschema’s voor die gedefinieerd
zijn voor hetzelfde veralgemeend objecttype, d.i.:
∀ ˜˜os, ˜˜os′ ∈ ˜˜D : ˜˜os 6= ˜˜os′ ⇒ ˜˜spec( ˜˜type( ˜˜os)) 6= ˜˜spec( ˜˜type( ˜˜os′))
– als een veralgemeend objectschema uit ˜˜D gedefinieerd is voor een veralgemeend objecttype ˜˜t,
dan is er voor elk supertype
̂˜˜
t van ˜˜t een veralgemeend objectschema gedefinieerd dat tevens
element is van de verzameling ˜˜D, d.i.:
∀ ˜˜os ∈ ˜˜D, ∀ ˜˜ts′ ∈ ˜˜T object : ˜˜spec( ˜˜type( ˜˜os)) ≺ ˜˜ts′ ⇒ ∃ ˜˜os′ ∈ ˜˜D : ˜˜spec( ˜˜type( ˜˜os′)) = ˜˜ts′
– als een veralgemeend objectschema uit ˜˜D gedefinieerd is voor een veralgemeend objecttype ˜˜t,
dan is er voor elk gerelateerd veralgemeend objecttype ˜˜t′ van ˜˜t een veralgemeend objectschema
gedefinieerd dat tevens element is van de verzameling ˜˜D, d.i.:
∀ ˜˜os ∈ ˜˜D, ∀ ˜˜ts′ ∈ ˜˜T object :
∃ id ∈ IDΣ : ˜˜spec( ˜˜type( ˜˜os)) id→ ˜˜ts′ ⇒ ∃ ˜˜os′ ∈ ˜˜D : ˜˜spec( ˜˜type( ˜˜os′)) = ˜˜ts′
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• ˜˜M de betekenis6 van het veralgemeend databankschema. Deze betekenis kan ondermeer verduidelij-
ken wat de veralgemeende objectschema’s uit de verzameling ˜˜D gemeenschappelijk hebben;
• ˜˜C ˜˜D de vage verzameling van de specifieke veralgemeende restricties die gedefinieerd worden binnen
het veralgemeend databankschema ˜˜ds en die inwerken op de instanties uit de instantieverzamelin-
gen van de veralgemeende objectschema’s uit ˜˜D. Deze vage verzameling is gedefinieerd over een
universum U waarvoor, indien de verzameling van alle veralgemeende objecttypes die voorkomen in
de definities van de objectschema’s uit ˜˜D wordt genoteerd als:
˜˜T ˜˜D = {
˜˜t|˜˜t ∈ ˜˜T ∧ (∃ ˜˜os ∈ ˜˜D : ˜˜spec( ˜˜type( ˜˜os)) = ˜˜spec(˜˜t))}
het volgende moet gelden:
– het universum U is een deelverzameling van de verzameling ˜˜C van alle mogelijke specifieke
veralgemeende restricties:
U ⊂ ˜˜C
– alle elementen uit het universum U zijn specifieke veralgemeende restricties die ofwel single-
type afhankelijk zijn en gedefinieerd zijn voor de extentie van een veralgemeend objecttype, ofwel
multi-type afhankelijk zijn:
∀ ˜˜c ∈ U : ˜˜spec(˜˜c) ∈ ˜˜Csingleextent ∪ ˜˜Cmultiinstance ∪ ˜˜Cmultiextent
– elke single-type afhankelijke restrictie uit U is noodzakelijkerwijze gedefinieerd voor de extentie
van een veralgemeend objecttype uit de verzameling van alle veralgemeende objecttypes die
voorkomen in de definities van de veralgemeende objectschema’s uit ˜˜D:
∀ ˜˜c ∈ {˜˜c|˜˜c ∈ U ∧ ˜˜spec(˜˜c) ∈ ˜˜Csingleextent}, ∃ m ∈ N0, ∃ ˜˜t ∈ ˜˜T ˜˜D : ˜˜spec(˜˜c) = ˜˜ρ
y
{˜˜t}[x1, . . . , xm]
– elke multi-type afhankelijke restrictie uit U is noodzakelijkerwijze gedefinieerd over de verza-
meling van alle veralgemeende objecttypes die voorkomen in de definities van de veralgemeende
objectschema’s uit ˜˜D:
∀ ˜˜c ∈ {˜˜c|˜˜c ∈ U ∧ ˜˜spec(˜˜c) ∈ ˜˜Cmultiinstance ∪ ˜˜Cmultiextent}, ∃ m ∈ N0 :
˜˜spec(˜˜c) ∈ { ˜˜ρyX [ ], ˜˜ρyX [x1, . . . , xm]} ∧ ˜˜T ˜˜D ∈ X
– elke multi-type afhankelijke restrictie uit U , die gedefinieerd is over de instantieverzameling
van een veralgemeend objecttype is noodzakelijkerwijze gedefinieerd over de instantieverzame-
ling van een veralgemeend objecttype dat voorkomt in de definitie van een veralgemeend object-
schema uit ˜˜D:
∀ ˜˜c ∈ {˜˜c|˜˜c ∈ U ∧ ˜˜spec(˜˜c) ∈ ˜˜Cmultiinstance}, ∃ m ∈ N0, ∃ ˜˜t ∈ ˜˜T ˜˜D,
∃ id ∈ f ˜˜path( ˜˜spec(
˜˜t)) ∪~f ˜˜path( ˜˜spec(
˜˜t)) : ˜˜spec(˜˜c) ∈ { ˜˜ρyX [ ], ˜˜ρyX [x1, . . . , xm]} ∧ id ∈ X
– elke multi-type afhankelijke restrictie uit U , die gedefinieerd is voor de extentie van een veral-
gemeend objecttype, is noodzakelijkerwijze gedefinieerd voor de extentie van een veralgemeend
objecttype dat voorkomt in de definitie van een veralgemeend objectschema uit ˜˜D, m.a.w.
∗ voor de uniciteitsrestricties geldt:
∀ ˜˜c ∈ {˜˜c|˜˜c ∈ U ∧ ˜˜spec(˜˜c) ∈ { ˜˜ρoidX [ ], ˜˜ρnameX [ ]}}, ∃ ˜˜t ∈ ˜˜T ˜˜D :
˜˜t ∈ X
6Deze component heeft weinig theoretisch belang en is in hoofdzaak toegevoegd voor de volledigheid van de definities.
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∗ voor de referentie¨le restricties geldt:
∀ ˜˜c ∈ {˜˜c|˜˜c ∈ U ∧ ˜˜spec(˜˜c) = ˜˜ρreferenceX [ ]},
∃ ˜˜t, ˜˜t′ ∈ ˜˜T ˜˜D, ∃ id ∈ f ˜˜path( ˜˜spec(
˜˜t)), ∃ id′ ∈ f ˜˜path( ˜˜spec(
˜˜t′)) :
(id = id′ ∧ {id} ∈ X) ∨ (id 6= id′ ∧ {id, id′} ∈ X)
∗ voor de multi-type afhankelijke aggregaatrestricties geldt:
∀ ˜˜c ∈ {˜˜c|˜˜c ∈ U ∧ (∃ m ∈ N0 : ˜˜spec(˜˜c) = ˜˜ρaggrX [x1, . . . , xm])}, ∃ ˜˜t ∈ ˜˜T ˜˜D :
˜˜t ∈ X
verder moet voor de vage verzameling ˜˜C ˜˜D gelden dat:
– voor elk veralgemeend objectschema ˜˜os ∈ ˜˜D worden er voor de extentie van het veralge-
meend objecttype ˜˜type( ˜˜os), uniciteitsrestricties gedefinieerd die de uniciteit van de object-
identificatoren en de objectnamen garanderen over de extenties van alle veralgemeende object-
types die voorkomen in de definities van de veralgemeende objectschema’s uit ˜˜D:
∀ ˜˜t ∈ ˜˜T ˜˜D, ∃ ˜˜c,
˜˜c′ ∈ U : ˜˜spec(˜˜c) = ˜˜ρoid{˜˜t, ˜˜T ˜˜
D
}[ ] ∧ µ ˜˜C ˜˜
D
(˜˜c) 6= 0 ∧ ˜˜spec( ˜˜c′) = ˜˜ρname{˜˜t, ˜˜T ˜˜
D
}[ ] ∧ µ ˜˜C ˜˜
D
( ˜˜c′) 6= 0
– voor elke referentie van het veralgemeend objecttype ˜˜type( ˜˜os) van elk veralgemeend object-
schema ˜˜os ∈ ˜˜D wordt er juist e´e´n referentie¨le restrictie gedefinieerd:
∀ ˜˜t ∈ ˜˜T ˜˜D, ∀ id isr ˜˜s ∈ {id isr ˜˜s|id isr ˜˜s ∈ f ˜˜prop( ˜˜spec(
˜˜t)) ∧ ˜˜s ∈ ˜˜T reference}, ∃! ˜˜c ∈ U :
(µ ˜˜C ˜˜
D
(˜˜c) 6= 0) ∧ (( ˜˜spec(˜˜c) = ˜˜ρreference




(∃ ˜˜t′ ∈ ˜˜T ˜˜D,∃ id
′ isr′ ˜˜s′ ∈ {id′ isr′ ˜˜s′|id′ isr′ ˜˜s′ ∈ f ˜˜prop( ˜˜spec(˜˜t′)) ∧ ˜˜s′ ∈ ˜˜T reference} :
˜˜spec(˜˜c) = ˜˜ρreference






Met de veralgemeende objectschema’s die gedefinieerd zijn in de toepassing uit bijlage B kan het veral-
gemeend databankschema GDSPatientendatabank als volgt worden gespecificeerd 7:




• de naam van het veralgemeend databankschema GDSPatientendatabank is;




• de betekenis ˜˜M gegeven wordt als:
“Dit veralgemeend databankschema wordt gebruikt als specificatie voor de abstractie van de in-
formatie over patie¨nten die voorkomt in een artsenpraktijk. Het databankschema is bedoeld als
prototype en abstraheert informatie over de patie¨nt en zijn familie, elkeen die medische zorgen
verstrekt aan de patie¨nt, de consultaties van de patie¨nt, zijn/haar medische problemen, alsmede de
gestelde diagnoses en voorgeschreven medicatie en medische behandelingen.”
7Voor de beknoptheid en de leesbaarheid van de notaties zullen veralgemeende databankschema’s ge¨ıdentificeerd worden
door identificatoren die beginnen met de symbolen “GDS”.
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1/ ˜˜ρoid{TPersoon, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρname{TPersoon, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρoid{TPatient, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρname{TPatient, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρoid{TZorgenverstrekker, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρname{TZorgenverstrekker, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρoid{TConsultatie, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρname{TConsultatie, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρoid{TProbleem, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρname{TProbleem, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρoid{TDiagnose, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρname{TDiagnose, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρoid{TBehandeling, ˜˜T ˜˜
DPatientendatabank
}[ ],
















































1/ ˜˜ρkey{TPersoon}[Naam, V oornamen,Geboortedatum],
1/ ˜˜ρkey{TPatient}[PatientID],
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1/ ˜˜ρkey{TZorgenverstrekker}[Identificatie],
1/ ˜˜ρkey{TConsultatie}[Geneesheer, Patient,Klacht],




{1/{.4/10, .6/11, .8/12, 1/13}}))]}

De verzameling van alle mogelijke veralgemeende databankschema’s wordt genoteerd als GDS en is bij
definitie de unie van de verzameling van alle veralgemeende databankschema’s die voldoen aan definitie 8.7
en het singleton {⊥GDS} dat het niet-gedefinieerde veralgemeend databankschema ⊥GDS bevat.
Definitie 8.8 (Verzameling GDS) De verzameling GDS van alle mogelijke veralgemeende databank-
schema’s wordt gedefinieerd als:
GDS , { ˜˜ds| ˜˜ds voldoet aan definitie 8.7} ∪ {⊥GDS}

8.2.2 Operatoren over de verzameling van alle mogelijke veralgemeende
databankschema’s
Voor de verzameling GDS wordt er een verzameling van operatoren OGDS gedefinieerd.
Definitie 8.9 (Verzameling OGDS) De verzameling OGDS van operatoren die gedefinieerd zijn voor
de verzameling GDS van alle mogelijke veralgemeende databankschema’s wordt gedefinieerd als:
OGDS , { ˜˜= : (GDS \ {⊥GDS})2 → dom ˜˜Boolean,
˜˜6= : (GDS \ {⊥GDS})2 → dom ˜˜Boolean,
˜˜name : GDS \ {⊥GDS} → IDΣ,
˜˜schemes : GDS \ {⊥GDS} → ℘(GOS \ {⊥GOS}),
˜˜constr : GDS \ {⊥GDS} → ℘˜( ˜˜C)}
De semantiek van deze operatoren wordt gegeven door de volgende axioma’s:
1. de semantiek van de binaire operator ˜˜=
∀ [id, ˜˜D, ˜˜M, ˜˜C ˜˜D], [id
′, ˜˜D′, ˜˜M ′, ˜˜C ′ ˜˜D′ ] ∈ GDS \ {⊥GDS} :
˜˜=([id, ˜˜D, ˜˜M, ˜˜C ˜˜D], [id
′, ˜˜D′, ˜˜M ′, ˜˜C ′ ˜˜D′ ]) =
{
{1/{1/True}} als id = id′ ∧ ˜˜D = ˜˜D′ ∧ ˜˜C ˜˜D =
˜˜C ′ ˜˜D′
{1/{1/False}} in alle andere gevallen
2. de semantiek van de binaire operator ˜˜6=
∀ [id, ˜˜D, ˜˜M, ˜˜C ˜˜D], [id
′, ˜˜D′, ˜˜M ′, ˜˜C ′ ˜˜D′ ] ∈ GDS \ {⊥GDS} :
˜˜6=([id, ˜˜D, ˜˜M, ˜˜C ˜˜D], [id
′, ˜˜D′, ˜˜M ′, ˜˜C ′ ˜˜D′ ]) =
{
{1/{1/True}} als id 6= id′ ∨ ˜˜D 6= ˜˜D′ ∨ ˜˜C ˜˜D 6=
˜˜C ′ ˜˜D′
{1/{1/False}} in alle andere gevallen
3. de semantiek van de unaire operator ˜˜name
˜˜name : GDS \ {⊥GDS} → IDΣ
[id, ˜˜D, ˜˜M, ˜˜C ˜˜D] 7→ id
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4. de semantiek van de unaire operator ˜˜schemes
˜˜schemes : GDS \ {⊥GDS} → ℘(GOS \ {⊥GOS})
[id, ˜˜D, ˜˜M, ˜˜C ˜˜D] 7→
˜˜D
5. de semantiek van de unaire operator ˜˜constr
˜˜constr : GDS \ {⊥GDS} → ℘˜( ˜˜C)
[id, ˜˜D, ˜˜M, ˜˜C ˜˜D] 7→
˜˜C ˜˜D

8.2.3 Relaties in een veralgemeend databankschema
Met de definitie van een veralgemeend databankschema (definitie 8.7) is bepaald dat er voor elke referentie
die voorkomt in de definitie van het veralgemeend objecttype van een veralgemeend objectschema uit een
veralgemeend databankschema juist e´e´n referentie¨le restrictie is gedefinieerd. Een dergelijke referentie
wordt ofwel een uni-directionele referentie ofwel een bi-directionele referentie genoemd, afhankelijk van
het feit of haar corresponderende referentie¨le restrictie uni-directioneel of bi-directioneel is.
Definitie 8.10 (Uni-directionele referentie) Een referentie id′ isr′ ˜˜s′ uit een veralgemeend data-
bankschema ˜˜ds = [id, ˜˜D, ˜˜M, ˜˜C ˜˜D] wordt dan en slechts dan uni-directioneel genoemd, als de referentie¨le
restrictie die voor de referentie gedefinieerd is, uni-directioneel is. Dit is als:
∃ ˜˜t ∈ ˜˜T ˜˜D = {
˜˜t|˜˜t ∈ ˜˜T ∧ (∃ ˜˜os ∈ ˜˜D : ˜˜spec( ˜˜type( ˜˜os)) = ˜˜spec(˜˜t))}, ∃ ˜˜c ∈ ˜˜C ˜˜D :
˜˜spec(˜˜c) = ˜˜ρreferenceX [ ] ∧ id′ isr′ ˜˜s′ ∈ {id isr ˜˜s|id isr ˜˜s ∈ f ˜˜prop( ˜˜spec(˜˜t)) ∧ ˜˜s ∈ ˜˜T reference} ∧
X = {{ ˜˜path( ˜˜spec(˜˜t), id′ isr′ ˜˜s′)}, ˜˜T ˜˜D}

Definitie 8.11 (Bi-directionele referentie (of relatie)) Een referentie id′ isr′ ˜˜s′ uit een veralge-
meend databankschema ˜˜ds = [id, ˜˜D, ˜˜M, ˜˜C ˜˜D] wordt dan en slechts dan een bi-directionele referentie —ook
kortweg een relatie— genoemd,8 als de referentie¨le restrictie die voor de referentie gedefinieerd is, bi-
directioneel is. Dit is als:
∃ ˜˜t, ˜˜t′ ∈ ˜˜T ˜˜D = {
˜˜t|˜˜t ∈ ˜˜T ∧ (∃ ˜˜os ∈ ˜˜D : ˜˜spec( ˜˜type( ˜˜os)) = ˜˜spec(˜˜t))}, ∃ ˜˜c ∈ ˜˜C ˜˜D,
∃ id′′ isr′′ ˜˜s′′ ∈ {id′ isr′ ˜˜s′|id′ isr′ ˜˜s′ ∈ f ˜˜prop( ˜˜spec(˜˜t′)) ∧ ˜˜s′ ∈ ˜˜T reference} :
˜˜spec(˜˜c) = ˜˜ρreferenceX [ ] ∧ id′ isr′ ˜˜s′ ∈ {id isr ˜˜s|id isr ˜˜s ∈ f ˜˜prop( ˜˜spec(˜˜t)) ∧ ˜˜s ∈ ˜˜T reference} ∧
X = {{ ˜˜path( ˜˜spec(˜˜t), id′ isr′ ˜˜s′), ˜˜path( ˜˜spec(˜˜t′), id′′ isr′′ ˜˜s′′)}, ˜˜T ˜˜D}

Voorbeeld 8.4
In het veralgemeend databankschema “GDSPatientendatabank” van de toepassing uit deelsectie B.3.3
van bijlage B is de referentie
Partner ise
˜˜Ref (TPersoon)
8Hiermee wordt het concept relatie bedoeld volgens de terminologie van de ODMG de facto standaard.
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uit het veralgemeend objecttype “TPersoon” van het veralgemeend objectschema “GOSPersoon” een
voorbeeld van een uni-directionele referentie.
M.b.t. hetzelfde veralgemeend objectschema is de referentie
Ouders ise ˜˜SetRef (TPersoon)
bijvoorbeeld een bi-directionele referentie. De referentie “Kinderen ise ˜˜ListRef (TPersoon)” die even-
eens een bi-directionele referentie is, fungeert hierbij als inverse referentie. 
Ook in het veralgemeend geval wordt elke relatie gekenmerkt door een kardinaliteitsratio en twee
participatievoorwaarden, die gedefinieerd zijn zoals in het scherp databankmodel.
8.2.4 De impact van overerving op een veralgemeend databankschema
Met de definitie van een veralgemeend databankschema
[id, ˜˜D, ˜˜M, ˜˜C ˜˜D]
wordt er een vage verzameling ˜˜C ˜˜D van specifieke veralgemeende restricties gedefinieerd, die alle afhankelijk
zijn van e´e´n of meerdere veralgemeende objecttypes uit de verzameling
˜˜T ˜˜D = {
˜˜t|˜˜t ∈ ˜˜T ∧ (∃ ˜˜os ∈ ˜˜D : ˜˜spec( ˜˜type( ˜˜os)) = ˜˜spec(˜˜t))}
Elke specifieke veralgemeende restrictie ˜˜c uit ˜˜C ˜˜D (d.i., waarvoor er geldt dat µ ˜˜C ˜˜
D
(˜˜c) 6= 0) is ofwel:
• gedefinieerd over de instantieverzameling van een objecttype ˜˜t ∈ ˜˜T ˜˜D (als ˜˜spec(˜˜c) ∈
˜˜Cmultiinstance);
• gedefinieerd voor de extentie van een objecttype ˜˜t ∈ ˜˜T ˜˜D (als ˜˜spec(˜˜c) ∈
˜˜Csingleextent ∪ ˜˜Cmultiextent en de
restrictie geen bi-directionele referentie¨le restrictie is);
• gedefinieerd voor de extenties van twee objecttypes ˜˜t, ˜˜t′ ∈ ˜˜T ˜˜D (als ˜˜spec(˜˜c) ∈
˜˜Cmultiextent en de restrictie
een bi-directionele referentie¨le restrictie is).
Het veralgemeend objecttype ˜˜t kan door middel van de transitieve overervingsrelatie  gerelateerd zijn
met een eindig aantal supertypes
˜˜̂
t1, . . . ,
˜˜̂
tn, n ∈ N0
Bij een bi-directionele referentie¨le restrictie kan ook het veralgemeend objecttype ˜˜t′ door middel van de
relatie  gerelateerd zijn met een eindig aantal supertypes
˜̂˜
t′1, . . . ,
˜̂˜
t′m, m ∈ N0
Indien dergelijke supertypes bestaan, zijn de instanties van ˜˜t (resp. ˜˜t′) tevens element van de instan-
tieverzamelingen van de supertypes
˜˜̂




t′1, . . . ,
˜̂˜
t′m) (cf. definitie 6.67) en zijn de restricties
die gedefinieerd zijn voor de instanties van de supertypes
˜˜̂




t′1, . . . ,
˜̂˜
t′m) a fortiori ook van
toepassing voor de instanties van het veralgemeend objecttype ˜˜t (resp. ˜˜t′).
8.2.5 De extentie van een veralgemeend objectschema
Voor een gegeven veralgemeend objectschema
˜˜os = [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] ∈ GOS \ {⊥GOS}
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dat voorkomt in de verzameling ˜˜D′ van veralgemeende objectschema’s van een gegeven veralgemeend
databankschema
˜˜
ds′ = [id′, ˜˜D′, ˜˜M ′, ˜˜C ′ ˜˜D′ ] ∈ GDS \ {⊥GDS}
wordt de extentie V extent˜˜os informeel gedefinieerd als de deelverzameling van de instantieverzameling
V instance˜˜os van het veralgemeend objectschema
˜˜os, die opgebouwd is uit alle persistente objecten die “vol-




van alle specifieke veral-
gemeende restricties die behoren tot de vage verzameling ˜˜C ′ ˜˜D′ en (door overerving) van toepassing zijn
op de instanties uit de instantieverzameling V instance˜˜os .




) Voor een gegeven veralgemeend objectschema
˜˜os = [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] ∈ GOS \ {⊥GOS}
dat voorkomt in de verzameling ˜˜D′ van veralgemeende objectschema’s van een gegeven veralgemeend
databankschema
˜˜
ds′ = [id′, ˜˜D′, ˜˜M ′, ˜˜C ′ ˜˜D′ ] ∈ GDS \ {⊥GDS}
en met
˜˜T ˜˜D′ = {
˜˜t|˜˜t ∈ ˜˜T ∧ (∃ ˜˜os ∈ ˜˜D′ : ˜˜spec( ˜˜type( ˜˜os)) = ˜˜spec(˜˜t))}
de verzameling van alle veralgemeende objecttypes die voorkomen in de definities van de objectschema’s









⊆ ˜˜C ′ ˜˜D′) die enkel
bestaat uit:
• de single-type afhankelijke restricties
∀ ˜˜c ∈ {˜˜c|˜˜c ∈ ˜˜C ∧ ˜˜spec(˜˜c) ∈ ˜˜Csingleextent}, ∀ m ∈ N0 : µ ˜˜C′ ˜˜
D′
(˜˜c) 6= 0 ∧ ˜˜spec(˜˜c) = ˜˜ρy{˜˜t}[x1, . . . , xm] ∧
˜˜t ∈ {˜˜t|˜˜t ∈ ˜˜T ∧ ( ˜˜spec(˜˜t) = ˜˜spec( ˜˜type( ˜˜os)) ∨ ˜˜spec(˜˜t) ≺ ˜˜spec( ˜˜type( ˜˜os)))}
⇒ µ ˜˜C ˜˜ds′˜˜os
(˜˜c) = µ ˜˜C′ ˜˜
D′
(˜˜c)
• de multi-type afhankelijke waarderestricties
∀ ˜˜c ∈ ˜˜C, ∀ e ∈ ˜˜E, ∀ k ∈ N0 : µ ˜˜C′ ˜˜
D′
(˜˜c) 6= 0 ∧ ˜˜spec(˜˜c) = ˜˜ρvalue{ ˜˜ts.id1.··· .idk, ˜˜T ˜˜
D′}
[e] ∧
˜˜ts ∈ { ˜˜ts| ˜˜ts ∈ ˜˜T spec ∧ ( ˜˜ts = ˜˜spec( ˜˜type( ˜˜os)) ∨ ˜˜ts ≺ ˜˜spec( ˜˜type( ˜˜os)))} ⇒ µ ˜˜C ˜˜ds′˜˜os
(˜˜c) = µ ˜˜C′ ˜˜
D′
(˜˜c)
• de multi-type afhankelijke transitierestricties
∀ ˜˜c ∈ ˜˜C, ∀ e ∈ ˜˜E, ∀ k ∈ N0 : µ ˜˜C′ ˜˜
D′
(˜˜c) 6= 0 ∧ ˜˜spec(˜˜c) = ˜˜ρtrans{ ˜˜ts.id1.··· .idk, ˜˜T ˜˜
D′}
[e] ∧
˜˜ts ∈ { ˜˜ts| ˜˜ts ∈ ˜˜T spec ∧ ( ˜˜ts = ˜˜spec( ˜˜type( ˜˜os)) ∨ ˜˜ts ≺ ˜˜spec( ˜˜type( ˜˜os)))} ⇒ µ ˜˜C ˜˜ds′˜˜os




∀ ˜˜c ∈ ˜˜C : µ ˜˜C′ ˜˜
D′
(˜˜c) 6= 0 ∧ ( ˜˜spec(˜˜c) = ˜˜ρoid{˜˜t, ˜˜T ˜˜
D′}
[ ] ∨ ˜˜spec(˜˜c) = ˜˜ρname{˜˜t, ˜˜T ˜˜
D′}
[ ]) ∧
˜˜t ∈ {˜˜t|˜˜t ∈ ˜˜T ∧ ( ˜˜spec(˜˜t) = ˜˜spec( ˜˜type( ˜˜os)) ∨ ˜˜spec(˜˜t) ≺ ˜˜spec( ˜˜type( ˜˜os)))}
⇒ µ ˜˜C ˜˜ds′˜˜os
(˜˜c) = µ ˜˜C′ ˜˜
D′
(˜˜c)
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• de referentie¨le restricties
∀ ˜˜c ∈ ˜˜C, ∀ k ∈ N0 : µ ˜˜C′ ˜˜
D′
(˜˜c) 6= 0 ∧ ˜˜spec(˜˜c) = ˜˜ρreference
{X′, ˜˜T ˜˜
D′}
[ ] ∧ id = ˜˜ts.id1. · · · .idk ∈ X ′ ∧
˜˜ts ∈ { ˜˜ts| ˜˜ts ∈ ˜˜T spec ∧ ( ˜˜ts = ˜˜spec( ˜˜type( ˜˜os)) ∨ ˜˜ts ≺ ˜˜spec( ˜˜type( ˜˜os)))} ⇒ µ ˜˜C ˜˜ds′˜˜os
(˜˜c) = µ ˜˜C′ ˜˜
D′
(˜˜c)
• de multi-type afhankelijke aggregaatrestricties
∀ ˜˜c ∈ ˜˜C, ∀ e ∈ ˜˜E : µ ˜˜C′ ˜˜
D′




˜˜t ∈ {˜˜t|˜˜t ∈ ˜˜T ∧ ( ˜˜spec(˜˜t) = ˜˜spec( ˜˜type( ˜˜os)) ∨ ˜˜spec(˜˜t) ≺ ˜˜spec( ˜˜type( ˜˜os)))}
⇒ µ ˜˜C ˜˜ds′˜˜os




De mate waarin een instantie van ˜˜os behoort tot de extentie van ˜˜os wordt aangegeven door haar
waarden µTrue, µFalse en µ⊥Boolean (deelsectie 6.12.4), die alle berekend worden uit de resultaten van het






µTrue = 0, µFalse = 1 en µ⊥Boolean = 0
voldoet de instantie niet aan de betreffende restricties en dus ook niet aan de definitie van het beschouwde
veralgemeend databankschema9. De instantie kan dan bij definitie niet behoren tot de extentie van het
beschouwde veralgemeend objectschema.
Hierom wordt de extentie V extent˜˜os van een veralgemeend objectschema
˜˜os = [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] ∈ GOS \ {⊥GOS}
formeel gedefinieerd als de verzameling die bekomen wordt uit de instantieverzameling V instance˜˜os van het
veralgemeend objectschema ˜˜os, door enkel deze objecten ˜˜o te behouden waarvoor er, na het berekenen van







Het bepalen van de waarden voor µTrue, µFalse en µ⊥Boolean
De nieuwe waarden voor µTrue, µFalse en µ⊥Boolean die samen aangeven in welke mate een object ˜˜o behoort
tot de extentie van een gegeven veralgemeend objectschema ˜˜os worden berekend uit:
• de oude waarden µoldTrue, µoldFalse en µold⊥Boolean uit het object ˜˜o,
• de lidmaatschapsgraden µ ˜˜C ˜˜ds′˜˜os





• de lidmaatschapsgraden van de elementen {1/True}, {1/False} en {1/⊥Boolean} uit de resultaten




op het object ˜˜o.
De waarden voor µTrue, µFalse en µ⊥Boolean worden, op een vrij analoge wijze als in deelsectie 8.1.4,
bepaald volgens de definitie:
9Naar analogie met het scherpe geval, wordt er opnieuw gekozen voor een “niet te strenge” behandeling van niet-
gedefinieerde waarden en geldt voor niet-gedefinieerde waarden het “voordeel van de twijfel” (cf. deelsectie 4.2.5).
10De nieuw berekende waarden voor µTrue, µFalse en µ⊥Boolean drukken de mate uit van het al dan niet “instantie zijn
van” van het beschouwde databankschema.
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Definitie 8.13 (Waarden van µTrue, µFalse en µ⊥Boolean) Voor een gegeven objectschema
˜˜os = [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] ∈ GOS \ {⊥GOS}
dat voorkomt in de verzameling van veralgemeende objectschema’s ˜˜D′ = { ˜˜os1, . . . , ˜˜osn}, n ∈ N0 van een
gegeven veralgemeend databankschema
˜˜
ds′ = [id′, ˜˜D′, ˜˜M ′, ˜˜C ′ ˜˜D′ ] ∈ GDS \ {⊥GDS}
en een gegeven instantie ˜˜o ∈ V instance˜˜os worden µTrue, µFalse en µ⊥Boolean als volgt berekend:
• Vooreerst worden de restricties die geen multi-type afhankelijke transitierestrictie zijn, in rekening
gebracht. Dit gebeurt in de volgende stappen:
1. Bepaal de verzameling ˜˜T ˜˜D′ van alle veralgemeende objecttypes die voorkomen in de definities
van de veralgemeende objectschema’s uit ˜˜D′, d.i.
˜˜T ˜˜D′ = {
˜˜t|˜˜t ∈ ˜˜T ∧ (∃ ˜˜os ∈ ˜˜D′ : ˜˜spec( ˜˜type( ˜˜os)) = ˜˜spec(˜˜t))}




van alle specifieke veralgemeende restricties die behoren tot
de vage verzameling ˜˜C ′ ˜˜D′ en van toepassing zijn op de instanties uit de instantieverzameling
V instance˜˜os . Deze vage verzameling is gedefinieerd volgens definitie 8.12.





geen multi-type afhankelijke transitierestrictie zijn, d.i.
˜˜X = {˜˜c|(˜˜c ∈ ˜˜C) ∧ (∀ id ∈ IDΣ, ∀ e ∈ ˜˜E : ˜˜spec(˜˜c) 6= ˜˜ρtrans{id, ˜˜T ˜˜
D′}
[e]) ∧ (µ ˜˜C ˜˜ds′˜˜os
(˜˜c) 6= 0)}





worden uit de resultaten van het inwerken van de restricties uit ˜˜X op de instantie ˜˜o. Hierbij
wordt:
– rekening gehouden met de relevantie van elke restrictie, d.i. de lidmaatschapsgraad van de





– de veralgemeende (associatieve) ˜˜∧-operator (definitie 6.12) gebruikt om de resultaten te
aggregeren tot e´e´n enkele waarde uit het domein dom ˜˜
Boolean
.





















– de functie I gedefinieerd is door:
I : [0, 1]× [0, 1]→ [0, 1]
w, µ 7→
{
1 als w ≤ µ
µ in alle andere gevallen
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– de functie J gedefinieerd is door:
J : [0, 1]× [0, 1]→ [0, 1]
w, µ 7→
{
0 als 1− w ≥ µ
µ in alle andere gevallen
– de functie Eval gedefinieerd is door:
Eval : ˜˜C × V instance˜˜os → dom ˜˜Boolean
˜˜c, ˜˜o 7→ Eval(˜˜c, ˜˜o)
waarbij de vage verzameling Eval(˜˜c, ˜˜o) aangeeft in welke mate de individuele instantie ˜˜o
voldoet aan de restrictie ˜˜c. Deze vage verzameling is gedefinieerd als11:
∗ is ˜˜c een uniciteitsrestrictie, een single-type afhankelijke restrictie of een uni-directionele
referentie¨le restrictie, m.a.w.
˜˜c ∈ {˜˜c|˜˜c ∈ ˜˜C ∧ µ ˜˜C ˜˜ds′˜˜os
(˜˜c) 6= 0 ∧ (( ˜˜spec(˜˜c) = ˜˜ρoid{˜˜t, ˜˜T ˜˜
D′}
∨ ˜˜spec(˜˜c) = ˜˜ρname{˜˜t, ˜˜T ˜˜
D′}
) ∨




Eval(˜˜c, ˜˜o) , ˜˜spec(˜˜c)(˜˜o)
∗ is ˜˜c een multi-type afhankelijke waarderestrictie of een multi-type afhankelijke aggre-
gaatrestrictie, m.a.w.
˜˜c ∈ {˜˜c|˜˜c ∈ ˜˜C ∧ µ ˜˜C ˜˜ds′˜˜os
(˜˜c) 6= 0 ∧ ((∃ id ∈ IDΣ, ∃ e ∈ ˜˜E : ˜˜spec(˜˜c) = ˜˜ρvalue{id, ˜˜T ˜˜
D′}
[e]) ∨








˜˜spec(˜˜c)(˜˜o1, . . . , ˜˜oi−1, ˜˜o, ˜˜oi+1, . . . , ˜˜on)
als ∀ (˜˜o1, . . . , ˜˜oi−1, ˜˜oi+1, . . . , ˜˜on) ∈ V :
˜˜spec(˜˜c)(˜˜o1, . . . , ˜˜oi−1, ˜˜o, ˜˜oi+1, . . . , ˜˜on) 6= {1/{1/False}}
{1/{1/False}} in alle andere gevallen
waarbij V de verzameling is van alle (n − 1)-tuples van reeds bestaande persistente
instanties waarvoor de restrictie ˜˜c zinvol kan worden gee¨valueerd, d.i.
V , {(˜˜o1, . . . , ˜˜oi−1, ˜˜oi+1, . . . , ˜˜on)|
(˜˜o1, . . . , ˜˜oi−1, ˜˜oi+1, . . . , ˜˜on) ∈ V extent˜˜os1 × · · · × V
extent
˜˜osi−1




˜˜spec(˜˜c)(˜˜o1, . . . , ˜˜oi−1, ˜˜o, ˜˜oi+1, . . . , ˜˜on) 6= {1/{1/⊥Boolean}}}
11De functie Eval wordt gebruikt omdat de verzameling ˜˜X multi-type afhankelijke restricties kan bevatten die slechts
zinvol kunnen worden gee¨valueerd over meerdere instanties. Om te weten in welke mate de individuele instantie ˜˜o voldoet
aan een dergelijke restrictie, wordt de restrictie gee¨valueerd voor alle zinvolle combinaties van instanties (die ˜˜o bevatten)
en worden de resultaten geaggregeerd.
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∗ is ˜˜c een bi-directionele referentie¨le restrictie, m.a.w.
˜˜c ∈ {˜˜c|˜˜c ∈ ˜˜C ∧ µ ˜˜C ˜˜ds′˜˜os
(˜˜c) 6= 0 ∧ (∃ id, id′ ∈ IDΣ : ˜˜spec(˜˜c) = ˜˜ρreference{{id,id′}, ˜˜T ˜˜
D′}
[ ]}
is bovendien ˜˜spec(˜˜c) = ˜˜ρreference
{{id,id′}, ˜˜T ˜˜
D′}
[ ] en is ˜˜os′ ∈ ˜˜D′ het “gerelateerde” veralgemeend
objectschema, m.a.w.
˜˜spec( ˜˜type( ˜˜os)) id→ ˜˜spec( ˜˜type( ˜˜os′)) en ˜˜spec( ˜˜type( ˜˜os′))id
′






˜˜spec(˜˜c)(˜˜o, ˜˜o′) als ∀ ˜˜o′ ∈ V : ˜˜spec(˜˜c)(˜˜o, ˜˜o′) 6= {1/{1/False}}
{1/{1/False}} in alle andere gevallen
waarbij V de verzameling is van alle reeds bestaande persistente instanties waarvoor
de restrictie ˜˜c zinvol kan worden gee¨valueerd, d.i.
V , { ˜˜o′| ˜˜o′ ∈ V extent˜˜os′ ∧ ˜˜spec(˜˜c)(˜˜o,
˜˜o′) 6= {1/{1/⊥Boolean}}}

































• Heeft men te maken met de aanpassing van de toestanden
˜˜value(˜˜o1), . . . ,
˜˜value(˜˜on)




(˜˜v1)new, . . . , (˜˜vn)new
dan worden eveneens de multi-type afhankelijke transitierestricties in rekening gebracht. Dit gebeurt
met de volgende (analoge) extra stappen:
1. Bepaal de verzameling ˜˜Y van alle multi-type afhankelijke transitierestricties ˜˜c die behoren tot





˜˜Y = {˜˜c|(˜˜c ∈ ˜˜C) ∧ (∃ id ∈ IDΣ, ∃ e ∈ ˜˜E : ˜˜spec(˜˜c) = ˜˜ρtrans{id, ˜˜T ˜˜
D′}
[e]) ∧ (µ ˜˜C ˜˜ds′˜˜os
(˜˜c) 6= 0)}





worden uit de resultaten van het inwerken van de restricties uit ˜˜Y op de instantie ˜˜o (rekening
houdend met de nieuwe waarden (˜˜v1)new, . . . , (˜˜vn)new). Hierbij wordt:
– rekening gehouden met de relevantie van elke restrictie, d.i. de lidmaatschapsgraad van de





– de veralgemeende (associatieve) ˜˜∧-operator (definitie 6.12) gebruikt om de resultaten te
aggregeren tot e´e´n enkele waarde uit het domein dom ˜˜
Boolean
.
338 HOOFDSTUK 8. HET VERALGEMEEND DATABANKMODEL





















– de functie I gedefinieerd is door:
I : [0, 1]× [0, 1]→ [0, 1]
w, µ 7→
{
1 als w ≤ µ
µ in alle andere gevallen
– de functie J gedefinieerd is door:
J : [0, 1]× [0, 1]→ [0, 1]
w, µ 7→
{
0 als 1− w ≥ µ
µ in alle andere gevallen
– de functie Eval gedefinieerd is door:
Eval : ˜˜C × V instance˜˜os → dom ˜˜Boolean
˜˜c, ˜˜o 7→ Eval(˜˜c, ˜˜o)
waarbij de vage verzameling Eval(˜˜c, ˜˜o) opnieuw aangeeft in welke mate de individuele




˜˜spec(˜˜c)(˜˜o1, . . . , ˜˜oi−1, ˜˜o, ˜˜oi+1, . . . , ˜˜on, (˜˜v1)new, . . . , (˜˜vn)new)
als ∀ (˜˜o1, . . . , ˜˜oi−1, ˜˜oi+1, . . . , ˜˜on) ∈ V :
˜˜spec(˜˜c)(˜˜o1, . . . , ˜˜oi−1, ˜˜o, ˜˜oi+1, . . . , ˜˜on) 6= {1/{1/False}}
{1/{1/False}} in alle andere gevallen
waarbij V de verzameling is van alle (n−1)-tuples van reeds bestaande persistente instan-
ties waarvoor de restrictie ˜˜c zinvol kan worden gee¨valueerd, d.i.
V , {(˜˜o1, . . . , ˜˜oi−1, ˜˜oi+1, . . . , ˜˜on)|
(˜˜o1, . . . , ˜˜oi−1, ˜˜oi+1, . . . , ˜˜on) ∈ V extent˜˜os1 × · · · × V
extent
˜˜osi−1




˜˜spec(˜˜c)(˜˜o1, . . . , ˜˜oi−1, ˜˜o, ˜˜oi+1, . . . , ˜˜on, (˜˜v1)new, . . . , (˜˜vn)new) 6= {1/{1/⊥Boolean}}}
3. De waarden voor µTrue, µFalse en µ⊥Boolean worden tenslotte bekomen door de in het eerste
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Uit deze definitie blijkt dat de waarden voor µTrue, µFalse en µ⊥Boolean bij de extentie van een veralge-
meend objectschema vrij analoog berekend worden als bij de instantieverzameling van een veralgemeend
objectschema (cf. definitie 8.5). Het verschil is te wijten aan het feit dat er voor multi-type afhanke-
lijke waarderestricties, multi-type afhankelijke aggregaatrestricties en bi-directionele referentie¨le restric-
ties meerdere objecten nodig zijn voor de evaluatie van de restrictie. Om te bepalen in welke mate een
gegeven object voldoet aan een dergelijke restrictie wordt uitgegaan van de verzameling van alle n-tuples
van objecten, die het gegeven object bevatten en waarvoor de restrictie zinvol kan worden gee¨valueerd.
Bestaat er een n-tuple uit deze verzameling waarvoor de restrictie na evaluatie het resultaat vals (d.i.
{1/{1/False}}) terug geeft, dan voldoet het gegeven object niet aan de restrictie. In het andere geval
volgt de mate waarin het object voldoet aan de restrictie uit de aggregatie —m.b.v. de veralgemeende
˜˜∧-operator— van de bekomen evaluaties.
De formele definitie van de extentie van een veralgemeend objectschema
Door gebruik te maken van de definitie voor de nieuwe waarden voor µTrue, µFalse en µ⊥Boolean , wordt
de extentie van een veralgemeend objectschema formeel gedefinieerd als:
Definitie 8.14 (Extentie van een veralgemeend objectschema) De extentie van een gedefinieerd
veralgemeend objectschema
˜˜os = [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] ∈ GOS \ {⊥GOS}
uit de verzameling ˜˜D′ = { ˜˜os1, . . . , ˜˜osn}, n ∈ N0 van een gedefinieerd veralgemeend databankschema
˜˜
ds′ = [id′, ˜˜D′, ˜˜M ′, ˜˜C ′ ˜˜D′ ] ∈ GDS \ {⊥GDS}
wordt gedefinieerd als:
V extent˜˜os , {˜˜o|˜˜o ∈ V instance˜˜os ∧
˜˜is instance(˜˜o) 6= {1/{1/False}}}
waarbij de nieuwe waarden voor de componenten µTrue, µFalse en µ⊥Boolean van ˜˜o worden bekomen
volgens definitie 8.13.
Bovendien moet er voor elke aanpassing van de toestanden
˜˜value(˜˜o1), . . . ,
˜˜value(˜˜on)
van de elementen ˜˜o1 ∈ V extent˜˜os1 , . . . , ˜˜on ∈ V
extent
˜˜osn
naar nieuwe toestanden (˜˜v1)new, . . . , (˜˜vn)new blijvend
voldaan zijn aan de voorwaarde:
˜˜is instance(˜˜o) 6= {1/{1/False}}

8.2.6 Het verband tussen de extentie van een veralgemeend objecttype en
de extentie van een veralgemeend objectschema
Een veralgemeend objecttype ˜˜t′ dat gedefinieerd is voor een gegeven veralgemeend databankschema ˜˜ds =
[id, ˜˜D, ˜˜M, ˜˜C ˜˜D] kan slechts persistente instanties hebben indien dit veralgemeend databankschema een ver-
algemeen objectschema ˜˜os′ bevat (d.i. ˜˜os′ ∈ ˜˜D) dat gedefinieerd is voor dit veralgemeend objecttype (d.i.
˜˜os′ = [id′, ˜˜t′, ˜˜M ′, ˜˜C ′ ˜˜t′ ]). In dit het geval behoren alle persistente instanties van
˜˜t′ tot de extentie van ˜˜os′
—want in een gegeven veralgemeend databankschema ˜˜ds kunnen er bij definitie geen twee veralgemeende
objectschema’s voorkomen die gedefinieerd zijn voor ˜˜t′ (definitie 8.7)—. Omgekeerd is elke persistente in-
stantie van ˜˜os′ noodzakelijkerwijze een persistente instantie van ˜˜t′ (definitie 8.6), zodat er met betrekking
tot het veralgemeend databankschema ˜˜ds geldt dat:
V extent˜˜t′
= V extent˜˜os′
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8.2.7 De instanties van een veralgemeend databankschema
De verzameling van alle extenties van de veralgemeende objectschema’s die voorkomen in de verzameling
˜˜D van een veralgemeend databankschema ˜˜ds = [id, ˜˜D, ˜˜M, ˜˜C ˜˜D] wordt een instantie van het veralgemeend
databankschema, of kortweg ook een (veralgemeende) databank genoemd.
Definitie 8.15 ((Veralgemeende) databank) Een instantie db ˜˜
ds
van een gedefinieerd veralgemeend
databankschema
˜˜




, {V extent˜˜os | ˜˜os ∈
˜˜D}

Volgens de bovenstaande definitie kan een objectgeorie¨nteerde databank ook in het veralgemeende geval
worden gezien als e´e´n grote verzameling van objecten waarin verzamelingen van objecten uit eenzelfde
extentie (van een veralgemeend objectschema) kunnen worden beschouwd.
Voorbeeld 8.5
Rekening houdend met de specificaties uit bijlage B wordt de instantie van het veralgemeend databank-
schema GDSPatientendatabank uit voorbeeld 8.3 gegeven als12:
{{oidPersoon1, oidPersoon2, oidPersoon3, oidPersoon4, oidPatient1, oidPatient2, oidPatient3, oidPatient4,
oidPatient5, oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4, oidV erstrekker5},
{oidPatient1, oidPatient2, oidPatient3, oidPatient4, oidPatient5},
{oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4},
{oidConsultatie11, oidConsultatie12, oidConsultatie13, oidConsultatie14, oidConsultatie15, oidConsultatie21,
oidConsultatie22, oidConsultatie31, oidConsultatie32, oidConsultatie33, oidConsultatie41, oidConsultatie42,
oidConsultatie43, oidConsultatie51},
{oidProbleem11, oidProbleem12, oidProbleem13, oidProbleem14, oidProbleem15, oidProbleem21, oidProbleem22,
oidProbleem31, oidProbleem32, oidProbleem33, oidProbleem41, oidProbleem42, oidProbleem43, oidProbleem51},
{oidDiagnose11, oidDiagnose12, oidDiagnose13, oidDiagnose14, oidDiagnose15, oidDiagnose21, oidDiagnose22,
oidDiagnose23, oidDiagnose31, oidDiagnose32, oidDiagnose33, oidDiagnose41, oidDiagnose42, oidDiagnose43,
oidDiagnose44, oidDiagnose51, oidDiagnose52},
{oidBehandeling11, oidBehandeling12, oidBehandeling13, oidBehandeling14, oidBehandeling15, oidBehandeling16,
oidBehandeling21, oidBehandeling22, oidBehandeling23, oidBehandeling31, oidBehandeling32, oidBehandeling33,
oidBehandeling41, oidBehandeling42, oidBehandeling43, oidBehandeling51, oidBehandeling52}}

8.3 Het veralgemeend databankmodel
Het veralgemeend databankmodel wordt naar analogie met het scherp databankmodel bekomen door de
verzamelingen OGOS en OGDS van operatoren die respectievelijk gedefinieerd zijn voor de verzameling
van alle mogelijke veralgemeende objectschema’s GOS (cf. definitie 8.3) en voor de verzameling van alle
mogelijke veralgemeende databankschema’s GDS (cf. definitie 8.9), uit te breiden met operatoren voor
gegevensdefinitie en operatoren voor gegevensmanipulatie.
Figuur 8.2 geeft een overzicht van alle gevolgde stappen bij de constructie van het veralgemeend
databankmodel: volkomen analoog als bij het scherp databankmodel wordt gebruik gemaakt van het veral-
gemeend typesysteem en het veralgemeend restrictiesyteem om veralgemeende objectschema’s en veralge-
meende databankschema’s te definie¨ren, waarna er operatoren voor gegevensdefinitie (DDL) en gegevens-
manipulatie (DML) worden toegevoegd om te komen tot de definitie van het veralgemeend databankmodel.
12Voor de eenvoud van de notaties wordt elk persistent object verkort voorgesteld door zijn object-identificator.
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Figuur 8.2: De constructie van het veralgemeend databankmodel.
8.3.1 Operaties voor gegevensdefinitie
Voor gegevensdefinitie zijn de volgende operatoren voorzien: ˜˜Create Database, ˜˜Drop Database,
˜˜Create ObjectScheme, ˜˜Drop ObjectScheme, ˜˜Create Characteristic, ˜˜Drop Characteristic,
˜˜Create DBConstraint, ˜˜Drop DBConstraint, ˜˜Create OSConstraint en ˜˜Drop OSConstraint.
De operator ˜˜Create Database
De operator ˜˜Create Database wordt gebruikt om een nieuwe databank en een nieuw veralgemeend
databankschema aan te maken. De naam id en de betekenis ˜˜M van het aan te maken veralgemeend
databankschema worden hierbij als parameter meegegeven.
Definitie 8.16 (Operator ˜˜Create Database) De operator ˜˜Create Database wordt gedefinieerd als:
˜˜Create Database : IDΣ × dom ˜˜String → GDS
id, ˜˜M 7→ [id, ∅, ˜˜M, ∅]
De databank van het resulterende veralgemeend databankschema is bij definitie ledig, d.i.
dbid , ∅

Het resultaat van de operator is een ledig veralgemeend databankschema, dat de naam id en de
betekenis ˜˜M toegekend kreeg en een ledige databank als instantie heeft.
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De operator ˜˜Drop Database
De operator ˜˜Drop Database wordt gebruikt om een gedefinieerd veralgemeend databankschema te ver-
wijderen.
Definitie 8.17 (Operator ˜˜Drop Database) De operator ˜˜Drop Database wordt gedefinieerd als:
˜˜Drop Database : GDS \ {⊥GDS} → {⊥GDS}
[id, ˜˜D, ˜˜M, ˜˜C ˜˜D] 7→ ⊥GDS

Het resultaat van de operator is een niet-gedefinieerd veralgemeend databankschema. Merk bovendien
op dat er voor niet-gedefinieerde veralgemeende databankschema’s geen databanken kunnen gedefinieerd
zijn.
De operator ˜˜Create ObjectScheme
De operator ˜˜Create ObjectScheme wordt gebruikt om een nieuw veralgemeend objectschema aan te
maken binnen een bestaand en gedefinieerd veralgemeend databankschema [id, ˜˜D, ˜˜M, ˜˜C ˜˜D] dat als para-
meter voor de operatie meegegeven wordt. De andere op te geven parameters zijn de naam id′, het
veralgemeend objecttype ˜˜t′ en de betekenis ˜˜M ′ van het aan te maken veralgemeend objectschema.
Definitie 8.18 (Operator ˜˜Create ObjectScheme) Deze operator wordt gedefinieerd als:
˜˜Create ObjectScheme : GDS \ {⊥GDS} × IDΣ × ˜˜T × dom ˜˜String → GDS
[id, ˜˜D, ˜˜M, ˜˜C ˜˜D], id
′, ˜˜t′, ˜˜M ′ 7→ [id, ˜˜D ∪ {[id′, ˜˜t′, ˜˜M ′, ∅]}, ˜˜M, ˜˜C ˜˜D′ ]
als [id, ˜˜D ∪ {[id′, ˜˜t′, ˜˜M ′, ∅]}, ˜˜M, ˜˜C ˜˜D′ ] voldoet aan definitie 8.7
[id, ˜˜D, ˜˜M, ˜˜C ˜˜D], id
′, ˜˜t′, ˜˜M ′ 7→ ⊥GDS
in alle andere gevallen
waarbij de vage verzameling ˜˜C ˜˜D′ , met de verzameling
˜˜T ˜˜D = {
˜˜t|˜˜t ∈ ˜˜T ∧ (∃ ˜˜os ∈ ˜˜D : ˜˜spec( ˜˜type( ˜˜os)) = ˜˜spec(˜˜t))}
gedefinieerd wordt als:
˜˜C ˜˜D′ = {µ ˜˜C ˜˜
D′
( ˜˜c′)/ ˜˜c′| ˜˜c′ ∈ ˜˜C ∧ (∃ ˜˜c ∈ ˜˜C : µ ˜˜C ˜˜
D
(˜˜c) 6= 0 ∧ µ ˜˜C ˜˜
D′
( ˜˜c′) = µ ˜˜C ˜˜
D
(˜˜c) ∧









(∃ m ∈ N0 : ˜˜spec(˜˜c) = ˜˜ρy{X′, ˜˜T ˜˜
D
}
[x1, . . . , xm] ∧ ˜˜spec( ˜˜c′) = ˜˜ρy{X′, ˜˜T ˜˜
D
∪{ ˜˜t′}}
[x1, . . . , xm])))}






{ ˜˜t′, ˜˜T ˜˜
D
∪{ ˜˜t′}}[ ])], 1/[






{ ˜˜t′, ˜˜T ˜˜
D
∪{ ˜˜t′}}[ ])]}
∪ {1/ ˜˜c′| ˜˜c′ ∈ ˜˜C ∧ (∃ id isr ˜˜ts ∈ {id isr ˜˜ts|id isr ˜˜ts ∈ f ˜˜prop( ˜˜spec(˜˜t′)) ∧ ˜˜ts ∈ ˜˜T reference} :
˜˜spec( ˜˜c′) = ˜˜ρreference




Indien het resulterend veralgemeend databankschema gedefinieerd is, is de instantieverzameling van het
nieuwe veralgemeend objectschema gedefinieerd en bij definitie ledig, d.i.
V instanceid′ , ∅

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Naar analogie met het scherp databankmodel wordt het bestaand databankschema [id, ˜˜D, ˜˜M, ˜˜C ˜˜D] dan
en slechts dan uitgebreid met een nieuw veralgemeend objectschema [id′, ˜˜t′, ˜˜M ′, ∅] als het nieuwe quadruple
[id, ˜˜D ∪ {[id′, ˜˜t′, ˜˜M ′, ∅]}, ˜˜M, ˜˜C ˜˜D′ ] voldoet aan de definitie van een veralgemeend databankschema. In het
andere geval resulteert de operatie in een niet-gedefinieerd veralgemeend databankschema ⊥GDS . De vage
verzameling ˜˜C ˜˜D′ bevat de specifieke veralgemeende restricties die opgelegd worden door de definitie 8.7.
Dit wil zeggen dat ˜˜C ˜˜D′ opgebouwd wordt:
• door elke bestaande restrictie uit ˜˜C ˜˜D te herdefinie¨ren over de verzameling van alle veralgemeende
objecttypes die voorkomen in de definities van de veralgemeende objectschema’s uit
˜˜D ∪ {[id′, ˜˜t′, ˜˜M ′, ∅]}
• door uniciteitsrestricties te definie¨ren voor de extentie van het veralgemeend objecttype ˜˜t′, die de
uniciteit van de object-identificatoren en de objectnamen garanderen;
• door een uni-directionele referentie¨le restrictie te definie¨ren voor elke referentie uit het veralgemeend
objecttype ˜˜t′.
De operator ˜˜Drop ObjectScheme
Met de operator ˜˜Drop ObjectScheme kan een veralgemeend objectschema worden verwijderd uit een
veralgemeend databankschema. De voorwaarde hierbij is dat het resulterend quadruple blijft voldoen aan
de definitie van een veralgemeend databankschema.
Definitie 8.19 (Operator ˜˜Drop ObjectScheme) De operator ˜˜Drop ObjectScheme wordt gedefi-
nieerd als:
˜˜Drop ObjectScheme : GDS \ {⊥GDS} ×GOS \ {⊥GOS} → GDS
[id, ˜˜D, ˜˜M, ˜˜C ˜˜D], [id,
˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ] 7→[id,
˜˜D \ {[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]},
˜˜M, ˜˜C ˜˜D′ ]
als [id, ˜˜D \ {[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]},
˜˜M, ˜˜C ˜˜D′ ] voldoet aan definitie 8.7
[id, ˜˜D, ˜˜M, ˜˜C ˜˜D], [id
′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ] 7→⊥GDS
in alle andere gevallen
waarbij de vage verzameling ˜˜C ˜˜D′ , met de verzamelingen
˜˜T ˜˜D = {
˜˜t|˜˜t ∈ ˜˜T ∧ (∃ ˜˜os ∈ ˜˜D : ˜˜spec( ˜˜type( ˜˜os)) = ˜˜spec(˜˜t))}
en
C ˜˜t′ = {˜˜c|˜˜c ∈ C ∧ µ ˜˜C ˜˜
D
(˜˜c) 6= 0 ∧ (( ˜˜spec(˜˜c) ∈ { ˜˜ρoid{ ˜˜t′, ˜˜T ˜˜
D
}[ ],
˜˜ρname{ ˜˜t′, ˜˜T ˜˜
D
}[ ]}) ∨





[ ] ∧ ˜˜path( ˜˜spec(˜˜t′), id isr ˜˜ts) ∈ X ′))}
gedefinieerd wordt als:
˜˜C ˜˜D′ = {µ ˜˜C ˜˜
D′
( ˜˜c′)/ ˜˜c′| ˜˜c′ ∈ ˜˜C \ C ˜˜t′ ∧ (∃ ˜˜c ∈
˜˜C : µ ˜˜C ˜˜
D
(˜˜c) 6= 0 ∧ µ ˜˜C ˜˜
D′
( ˜˜c′) = µ ˜˜C ˜˜
D
(˜˜c) ∧









(∃ m ∈ N0 : ˜˜spec(˜˜c) = ˜˜ρy{X′, ˜˜T ˜˜
D
}
[x1, . . . , xm] ∧ ˜˜spec( ˜˜c′) = ˜˜ρy{X′, ˜˜T ˜˜
D
\{ ˜˜t′}}
[x1, . . . , xm])))}

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Om de vage verzameling ˜˜C ˜˜D′ van specifieke veralgemeende restricties te bekomen, worden de restric-
ties uit ˜˜C ˜˜D geherdefinieerd over de verzameling van alle veralgemeende objecttypes die voorkomen in de
definities van de veralgemeende objectschema’s uit
˜˜D \ {[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]}
dit evenwel met uitsluiting van de uniciteitsrestricties voor de extentie van het verwijderde veralgemeend
objecttype ˜˜t′ en de referentie¨le restricties die gedefinieerd zijn voor de referenties uit het verwijderde
veralgemeend objecttype ˜˜t′.
Verder behoort de extentie V extentid′ van het verwijderde veralgemeend objectschema niet langer meer
tot de betreffende databank van het veralgemeend databankschema (cf. definitie 8.15).
De operator ˜˜Create Characteristic
De operator ˜˜Create Characteristic laat het toe om een karakteristiek “id′′ isr′′ ˜˜s′′” toe te voegen aan
de definitie van het veralgemeend objecttype ˜˜type( ˜˜os′) van een veralgemeend objectschema ˜˜os′ uit de verza-
meling ˜˜D van veralgemeende objectschema’s van een veralgemeend databankschema ˜˜ds = [id, ˜˜D, ˜˜M, ˜˜C ˜˜D].
Definitie 8.20 (Operator ˜˜Create Characteristic) Met
˜˜
ds = [id, ˜˜D, ˜˜M, ˜˜C ˜˜D] en
˜˜os′ = [id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]
wordt de operator gedefinieerd als:
˜˜Create Characteristic : GDS \ {⊥GDS} ×GOS \ {⊥GOS} × V ˜˜char → GDS
˜˜
ds, ˜˜os′, id′′ isr′′ ˜˜s′′ 7→ [id, ( ˜˜D \ {[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]}) ∪ {[id
′, ˜˜t′′, ˜˜M ′, ˜˜C ˜˜t′ ]},
˜˜M, ˜˜C ˜˜D′ ]
als ( ˜˜os′ ∈ ˜˜D) ∧ ([id, ( ˜˜D \ {[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]}) ∪ {[id
′, ˜˜t′′, ˜˜M ′, ˜˜C ˜˜t′ ]},
˜˜M, ˜˜C ˜˜D′ ] voldoet aan definitie 8.7)
˜˜
ds, ˜˜os′, id′′ isr′′ ˜˜s′′ 7→ ⊥GDS
in alle andere gevallen
hierbij is
˜˜t′′ = [ ˜˜add( ˜˜spec(˜˜t′), id′′ isr′′ ˜˜s′′), ˜˜f typeimpl(
˜˜add( ˜˜spec(˜˜t′), id′′ isr′′ ˜˜s′′)), V instance˜˜t′′ ]
en wordt de vage verzameling ˜˜C ˜˜D′ , met de verzameling
˜˜T ˜˜D = {
˜˜t|˜˜t ∈ ˜˜T ∧ (∃ ˜˜os ∈ ˜˜D : ˜˜spec( ˜˜type( ˜˜os)) = ˜˜spec(˜˜t))}
gedefinieerd als:
˜˜C ˜˜D′ =
˜˜C ˜˜D ∪ {1/˜˜c|˜˜c ∈
˜˜C ∧ ˜˜spec(˜˜c) = ˜˜ρreference




als ˜˜s′′ ∈ ˜˜T reference
˜˜C ˜˜D ∪ {1/˜˜c|˜˜c ∈
˜˜C ∧ (∃ id′′′ isr′′′ ˜˜ts′′′ ∈ {id′′′ isr′′′ ˜˜ts′′′|id′′′ isr′′′ ˜˜ts′′′ ∈ f ˜˜comp( ˜˜s′′) ∧ ˜˜ts′′′ ∈ ˜˜T reference} :
˜˜spec(˜˜c) = ˜˜ρreference




als ˜˜s′′ ∈ ˜˜T struct ∧ (∃ id′′′ isr′′′ ˜˜ts′′′ ∈ f ˜˜comp( ˜˜s′′) : ˜˜ts′′′ ∈ ˜˜T reference)
˜˜C ˜˜D in alle andere gevallen
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De instantieverzameling V instance
[id′,˜˜t′′, ˜˜M ′, ˜˜C ˜˜
t′ ]
van het aangepaste veralgemeende objectschema [id′, ˜˜t′′, ˜˜M ′, ˜˜C ˜˜t′ ]
—die gelijk is aan de instantieverzameling V instance˜˜t′′ van het aangepaste veralgemeend objecttype— wordt
opgebouwd uit de instantieverzameling V instance
[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜
t′ ]
van het oorspronkelijke veralgemeend objectschema
[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ] door het “uitbreiden” van de toestanden van de bestaande objecten, d.i.
V instance
[id′,˜˜t′′, ˜˜M ′, ˜˜C ˜˜t′ ]
,
{[ ˜˜spec(˜˜t′′), ˜˜v′′]|∃ n ∈ N0, ∃ [ ˜˜spec(˜˜t′),Struct(id1 : v1; . . . ; idn : vn)] ∈ V instance[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜
t′ ]
:
(id′′ isr′′ ˜˜s′′ 6∈ f ˜˜char( ˜˜spec(
˜˜t′′)) ∧ ˜˜v′′ = Struct(id1 : v1; . . . ; idn : vn)) ∨
(id′′ isr′′ ˜˜s′′ ∈ f ˜˜char( ˜˜spec(
˜˜t′′)) ∧ ˜˜v′′ = Struct(id1 : v1; . . . ; idn : vn; id′′ : {1/{1/⊥s′′}}))} ∪
{[oid′′, N ′′, ˜˜spec(˜˜t′′), ˜˜v′′]|∃ n ∈ N0,∃ [oid′, N ′, ˜˜spec(˜˜t′),Struct(id1 : v1; . . . ; idn : vn)] ∈ V instance[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜
t′ ]
:
oid′′ = oid′ ∧N ′′ = N ′ ∧ (id′′ isr′′ ˜˜s′′ 6∈ f ˜˜char( ˜˜spec(
˜˜t′′)) ∧ ˜˜v′′ = Struct(id1 : v1; . . . ; idn : vn)) ∨
(id′′ isr′′ ˜˜s′′ ∈ f ˜˜char( ˜˜spec(
˜˜t′′)) ∧ ˜˜v′′ = Struct(id1 : v1; . . . ; idn : vn; id′′ : {1/{1/⊥s′′}}))}
waarbij {1/{1/⊥s′′}} een niet-gedefinieerde waarde is uit het domein dom ˜˜s′′ van het veralgemeende type
met specificatie ˜˜s′′. 
Het bestaand veralgemeend databankschema ˜˜ds wordt dan en slechts dan aangepast, als het aan te
passen veralgemeend objectschema ˜˜os′ element is van de verzameling ˜˜D van veralgemeende objectschema’s
van ˜˜ds en het resulterende quadruple
[id, ( ˜˜D \ {[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]}) ∪ {[id
′, ˜˜t′′, ˜˜M ′, ˜˜C ˜˜t′ ]},
˜˜M, ˜˜C ˜˜D′ ]
voldoet aan de definitie van een veralgemeend databankschema. In het andere geval resulteert de operatie
in een niet-gedefinieerd veralgemeend databankschema ⊥GDS . De verzameling ˜˜C ˜˜D′ bevat de specifieke
veralgemeende restricties die opgelegd zijn door de definitie 8.7. Dit wil zeggen dat:
˜˜C ˜˜D uitgebreid wordt met een uni-directionele referentie¨le restrictie voor elke nieuwe referentie die in-
gevoerd wordt door het toevoegen van de nieuwe karakteristiek. Hiertoe worden de volgende gevallen
onderscheiden:
• de toegevoegde karakteristiek is een referentie. In dit geval wordt er e´e´n restrictie toegevoegd;
• de toegevoegde karakteristiek heeft een veralgemeend gestructureerd type dat minstens e´e´n referentie
bevat. In dit geval wordt er e´e´n restrictie toegevoegd voor elke referentie uit het veralgemeend
gestructureerde type;
• in alle andere gevallen wordt ˜˜C ˜˜D niet uitgebreid.
De operator ˜˜Create Characteristic is noodzakelijk om referenties te kunnen toevoegen aan het
veralgemeend type van een veralgemeend objectschema uit een veralgemeend databankschema: enkel op
deze wijze kunnen er later relaties tussen veralgemeende objectschema’s worden gedefinieerd.
De operator ˜˜Drop Characteristic
Deze operator laat het toe om een karakteristiek “id′′ isr′′ ˜˜s′′” te verwijderen uit de definitie het veral-
gemeend objecttype ˜˜type( ˜˜os′) van een veralgemeend objectschema ˜˜os′ uit de verzameling ˜˜D van veralge-
meende objectschema’s van een veralgemeend datankschema ˜˜ds = [id, ˜˜D, ˜˜M, ˜˜C ˜˜D].
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Definitie 8.21 (Operator ˜˜Drop Characteristic) Met
˜˜
ds = [id, ˜˜D, ˜˜M, ˜˜C ˜˜D] en
˜˜os′ = [id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]
wordt deze operator gedefinieerd als:
˜˜Drop Characteristic : GDS \ {⊥GDS} ×GOS \ {⊥GOS} × IDΣ → GDS
˜˜
ds, ˜˜os′, id′′ 7→ [id, ( ˜˜D \ {[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]}) ∪ {[id
′, ˜˜t′′, ˜˜M ′, ˜˜C ˜˜t′ ]},
˜˜M, ˜˜C ˜˜D′ ]
als ( ˜˜os′ ∈ ˜˜D) ∧ ([id, ( ˜˜D \ {[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]}) ∪ {[id
′, ˜˜t′′, ˜˜M ′, ˜˜C ˜˜t′ ]},
˜˜M, ˜˜C ˜˜D′ ] voldoet aan definitie 8.7)
˜˜
ds, ˜˜os′, id′′ 7→ ⊥GDS
in alle andere gevallen
hierbij is
˜˜t′′ = [ ˜˜remove( ˜˜spec(˜˜t′), id′′), ˜˜f typeimpl( ˜˜remove( ˜˜spec(
˜˜t′), id′′)), V instance˜˜t′′ ]
en wordt de vage verzameling ˜˜C ˜˜D′ , met de verzameling
˜˜T ˜˜D = {
˜˜t|˜˜t ∈ ˜˜T ∧ (∃ ˜˜os ∈ ˜˜D : ˜˜spec( ˜˜type( ˜˜os)) = ˜˜spec(˜˜t))}
gedefinieerd als:
• ∃ id isr ˜˜s ∈ f ˜˜char( ˜˜spec(
˜˜t′)) : id = id′′ ∧ ˜˜s ∈ ˜˜T reference
⇒ ˜˜C ˜˜D′ = {µ ˜˜C ˜˜
D′
(˜˜c)/˜˜c|˜˜c ∈ ˜˜C \ Y ∧ µ ˜˜C ˜˜
D
∪ ˜˜X(
˜˜c) 6= 0 ∧ µ ˜˜C ˜˜
D′





– ˜˜X de vage verzameling is, die bekomen wordt door de bi-directionele referentie¨le restricties
die gedefinieerd zijn voor de referentie “id isr ˜˜s” te herleiden tot uni-directionele referentie¨le
restricties die gedefinieerd zijn voor de aan “id isr ˜˜s” gekoppelde referentie, d.i.









[ ])]|∃ ˜˜c ∈ ˜˜C,
∃ id isr ˜˜s ∈ f ˜˜char( ˜˜spec(
˜˜t′)), ∃ id′′′ ∈ IDΣ : µ ˜˜C ˜˜
D
(˜˜c) 6= 0 ∧ id = id′′ ∧ ˜˜s ∈ ˜˜T reference ∧
˜˜spec(˜˜c) = ˜˜ρreference




– Y de verzameling is van alle referentie¨le restricties die gedefinieerd zijn voor de referentie
“id isr ˜˜s”, d.i.
Y = {˜˜c|˜˜c ∈ ˜˜C ∧ µ ˜˜C ˜˜
D
(˜˜c) 6= 0 ∧ (∃ id isr ˜˜s ∈ f ˜˜char( ˜˜spec(
˜˜t′)), ∃ id′′′ ∈ IDΣ :









• ∃ id isr ˜˜s ∈ f ˜˜char( ˜˜spec(
˜˜t′)) : id = id′′∧ ˜˜s ∈ ˜˜T struct∧ (∃ id′′′ isr′′′ ˜˜ts′′′ ∈ f ˜˜comp(˜˜s) : ˜˜ts′′′ ∈ ˜˜T reference)
⇒ ˜˜C ˜˜D′ = {µ ˜˜C ˜˜
D′
(˜˜c)/˜˜c|˜˜c ∈ ˜˜C \ Y ∧ µ ˜˜C ˜˜
D
∪ ˜˜X(
˜˜c) 6= 0 ∧ µ ˜˜C ˜˜
D′
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– ˜˜X de vage verzameling is, die bekomen wordt door de bi-directionele referentie¨le restricties die
gedefinieerd zijn voor de referenties uit het veralgemeend gestructureerd type met specificatie ˜˜s
te herleiden tot uni-directionele referentie¨le restricties die gedefinieerd zijn voor de referenties
die gekoppeld zijn aan deze referenties, d.i.









[ ])]|∃ ˜˜c ∈ ˜˜C, ∃ id isr ˜˜s ∈ f ˜˜char( ˜˜spec(
˜˜t′)),
∃ id′′′′ ∈ IDΣ : µ ˜˜C ˜˜
D
(˜˜c) 6= 0 ∧ id = id′′ ∧ ˜˜s ∈ ˜˜T struct ∧ (∃ id′′′ isr′′′ ˜˜ts′′′ ∈ f ˜˜comp(˜˜s) :




– Y de verzameling is van alle referentie¨le restricties die gedefinieerd zijn voor de referenties uit
het veralgemeend gestructureerd type met specificatie ˜˜s, d.i.
Y = {˜˜c|˜˜c ∈ ˜˜C ∧ µ ˜˜C ˜˜
D
(˜˜c) 6= 0 ∧ (∃ id isr ˜˜s ∈ f ˜˜char( ˜˜spec(
˜˜t′)), ∃ id′′′′ ∈ IDΣ :
id = id′′ ∧ ˜˜s ∈ ˜˜T struct ∧ (∃ id′′′ isr′′′ ˜˜ts′′′ ∈ f ˜˜comp(˜˜s) : ˜˜ts′′′ ∈ ˜˜T reference) ∧
( ˜˜spec(˜˜c) = ˜˜ρreference









• in alle andere gevallen geldt er dat:
˜˜C ˜˜D′ =
˜˜C ˜˜D
De instantieverzameling V instance
[id′,˜˜t′′, ˜˜M ′, ˜˜C ˜˜
t′ ]
van het aangepaste veralgemeend objectschema [id′, ˜˜t′′, ˜˜M ′, ˜˜C ˜˜t′ ]
—die gelijk is aan de instantieverzameling V instance˜˜t′′ van het aangepaste veralgemeend objecttype— wordt
opgebouwd uit de instantieverzameling V instance
[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜
t′ ]
van het oorspronkelijke veralgemeend objectschema
[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ] door het “beperken” van de toestanden van de bestaande objecten, d.i.
V instance
[id′, ˜˜t′′, ˜˜M ′, ˜˜C ˜˜
t′ ]
,
{[ ˜˜spec( ˜˜t′′), ˜˜v′′]|∃ n ∈ N0, ∃ [ ˜˜spec(˜˜t′),Struct(id1 : v1; . . . ; idn : vn)] ∈ V instance[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜
t′ ]
:
((∃ 1 ≤ i ≤ n ∈ N0 : idi = id′′) ∧ ˜˜v′′ = Struct(id1 : v1; . . . ; idi−1 : vi−1; idi+1 : vi+1; . . . ; idn : vn)) ∨
((∀ 1 ≤ i ≤ n ∈ N0 : idi 6= id′′) ∧ ˜˜v′′ = Struct(id1 : v1; . . . ; idn : vn))} ∪
{[oid′′, N ′′, ˜˜spec( ˜˜t′′), ˜˜v′′]|∃ n ∈ N0,∃ [oid′, N ′, ˜˜spec(˜˜t′),Struct(id1 : v1; . . . ; idn : vn)] ∈ V instance[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜
t′ ]
:
oid′′ = oid′ ∧N ′′ = N ′ ∧ (((∀ 1 ≤ i ≤ n ∈ N0 : idi 6= id′′) ∧ ˜˜v′′ = Struct(id1 : v1; . . . ; idn : vn)) ∨
((∃ 1 ≤ i ≤ n ∈ N0 : idi = id′′) ∧ ˜˜v′′ = Struct(id1 : v1; . . . ; idi−1 : vi−1; idi+1 : vi+1; . . . ; idn : vn)))}

Met de nieuwe verzameling van specifieke veralgemeende restricties ˜˜C ˜˜D′ worden de eventuele refe-
rentie¨le restricties die gedefinieerd werden voor de verwijderde karakteristiek, verwijderd. Deze verwij-
deringen zijn noodzakelijk opdat het resulterend veralgemeend databankschema zou kunnen voldoen aan
definitie 8.7.
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De operator ˜˜Create DBConstraint
Met behulp van de operator ˜˜Create DBConstraint kan er een nieuwe specifieke veralgemeende restrictie
˜˜c met een lidmaatschapsgraad µ worden toegevoegd aan de vage verzameling ˜˜C ˜˜D van een gedefinieerd
veralgemeend databankschema [id, ˜˜D, ˜˜M, ˜˜C ˜˜D].
Definitie 8.22 (Operator ˜˜Create DBConstraint) Deze operator wordt gedefinieerd als:
˜˜Create DBConstraint : GDS \ {⊥GDS} × ˜˜C × [0, 1]→ GDS
[id, ˜˜D, ˜˜M, ˜˜C ˜˜D],
˜˜c, µ 7→ [id, ˜˜D, ˜˜M, ˜˜C ˜˜D ∪ {µ/c}] als [id,
˜˜D, ˜˜M, ˜˜C ˜˜D ∪ {µ/c}] voldoet aan definitie 8.7
[id, ˜˜D, ˜˜M, ˜˜C ˜˜D],
˜˜c, µ 7→ ⊥GDS in alle andere gevallen

De verzameling ˜˜C ˜˜D wordt dan en slechts dan uitgebreid indien het quadruple
[id, ˜˜D, ˜˜M, ˜˜C ˜˜D ∪ {µ/˜˜c}]
voldoet aan de definitie van een veralgemeend databankschema. In het andere geval resulteert de operatie
in een niet-gedefinieerd veralgemeend databankschema ⊥GDS .
Door het invoeren van een bijkomende specifieke veralgemeende restrictie kan een instantie van het
veralgemeend databankschema (of een databank) verder worden beperkt: instanties die niet voldoen aan
de nieuwe restrictie zullen volgens definitie 8.15 niet langer deel uitmaken van de databank.
De operator ˜˜Drop DBConstraint
Deze operator laat het toe om een bestaande specifieke veralgemeende restrictie ˜˜c te verwijderen uit de vage
verzameling ˜˜C ˜˜D van een gedefinieerd veralgemeend databankschema [id,
˜˜D, ˜˜M, ˜˜C ˜˜D]. De voorwaarde hierbij
is dat het resulterende quadruple blijft voldoen aan de definitie van een veralgemeend databankschema.
Definitie 8.23 (Operator ˜˜Drop DBConstraint) De operator ˜˜Drop DBConstraint wordt gedefini-
eerd als:
˜˜Drop DBConstraint : GDS \ {⊥GDS} × ˜˜C → GDS
[id, ˜˜D, ˜˜M, ˜˜CD], ˜˜c 7→ [id, ˜˜D, ˜˜M, ˜˜C ˜˜D ∩ {1/c}] als [id,
˜˜D, ˜˜M, ˜˜C ˜˜D ∩ {1/c}] voldoet aan definitie 8.7
[id, ˜˜D, ˜˜M, ˜˜CD], ˜˜c 7→ ⊥GDS in alle andere gevallen

Het verwijderen van een specifieke veralgemeende restrictie heeft geen enkele invloed op de bestaande
instanties uit een databank (cf. definitie 8.15). Voor nieuwe instanties gelden er minder “toetredingsvoor-
waarden”.
De operator ˜˜Create OSConstraint
De operator ˜˜Create OSConstraint kan worden gebruikt om een nieuwe specifieke veralgemeende res-
trictie ˜˜c′ met lidmaatschapsgraad µ toe te voegen aan de vage verzameling ˜˜constr( ˜˜os′) van een veralge-
meend objectschema ˜˜os′ uit de verzameling van veralgemeende objectschema’s ˜˜D van een veralgemeend
datankschema ˜˜ds = [id, ˜˜D, ˜˜M, ˜˜C ˜˜D].
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Definitie 8.24 (Operator ˜˜Create OSConstraint) Met
˜˜
ds = [id, ˜˜D, ˜˜M, ˜˜C ˜˜D] en
˜˜os′ = [id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]
wordt deze operator gedefinieerd als:
˜˜Create OSConstraint : GDS \ {⊥GDS} ×GOS \ {⊥GOS} × ˜˜C × [0, 1]→ GDS
˜˜
ds, ˜˜os′, ˜˜c′, µ 7→ [id, ( ˜˜D \ {[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]}) ∪ {[id
′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ∪ {µ/
˜˜c′}]}, ˜˜M, ˜˜C ˜˜D′ ]
als ( ˜˜os′ ∈ ˜˜D) ∧ ([id′, ( ˜˜D \ {[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]}) ∪ {[id
′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ∪ {µ/
˜˜c′}]}, ˜˜M, ˜˜C ˜˜D′ ]
voldoet aan definitie 8.7)
˜˜
ds, ˜˜os′, ˜˜c′, µ 7→ ⊥GDS
in alle andere gevallen

De vage verzameling ˜˜C ˜˜t′ wordt dan en slechts dan uitgebreid, als het aan te passen veralgemeend ob-
jectschema ˜˜os′ element is van de verzameling van veralgemeende objectschema’s van ˜˜ds en het resulterende
quadruple
[id, ( ˜˜D \ {[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]}) ∪ {[id
′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ∪ {µ/
˜˜c′}]}, ˜˜M, ˜˜C ˜˜D′ ]
voldoet aan de definitie van een veralgemeend databankschema. In het andere geval resulteert de operatie
in een niet-gedefinieerd veralgemeend databankschema ⊥GDS .
Door het invoeren van een bijkomende restrictie kan de bestaande instantieverzameling van een veral-
gemeend objectschema verder worden beperkt: instanties die niet voldoen aan de nieuwe restrictie zullen
volgens definitie 8.6 niet langer deel uitmaken van de instantieverzameling.
De operator ˜˜Drop OSConstraint
Deze operator laat het toe om een bestaande specifieke veralgemeende restrictie ˜˜c′ te verwijderen uit
de vage verzameling ˜˜constr( ˜˜os′) van een veralgemeend objectschema ˜˜os′ uit de verzameling van veral-
gemeende objectschema’s ˜˜D van een gedefinieerd veralgemeend datankschema ˜˜ds = [id, ˜˜D, ˜˜M, ˜˜C ˜˜D]. De
voorwaarde hierbij is dat het resulterende quadruple blijft voldoen aan de definitie van een veralgemeend
databankschema.
Definitie 8.25 (Operator ˜˜Drop OSConstraint) Met
˜˜
ds = [id, ˜˜D, ˜˜M, ˜˜C ˜˜D] en
˜˜os′ = [id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]
wordt deze operator gedefinieerd als:
˜˜Drop OSConstraint : GDS \ {⊥GDS} ×GOS \ {⊥GOS} × ˜˜C → GDS
˜˜
ds, ˜˜os′, ˜˜c′ 7→ [id, ( ˜˜D \ {[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]}) ∪ {[id
′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ∩ {1/
˜˜c′}]}, ˜˜M, ˜˜C ˜˜D′ ]
als ( ˜˜os′ ∈ ˜˜D) ∧ ([id, ( ˜˜D \ {[id′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ]}) ∪ {[id
′, ˜˜t′, ˜˜M ′, ˜˜C ˜˜t′ ∩ {1/
˜˜c′}]}, ˜˜M, ˜˜C ˜˜D′ ]
voldoet aan definitie 4.5)
˜˜
ds, ˜˜os′, ˜˜c′ 7→ ⊥GDS
in alle andere gevallen

Het verwijderen van een specifieke veralgemeende restrictie uit een veralgemeend objectschema heeft
geen enkele invloed op de bestaande instanties uit de instantieverzameling van het veralgemeend object-
schema (cf. definitie 8.6). Voor nieuwe instanties gelden er minder “toetredingsvoorwaarden”.
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8.3.2 Operaties voor gegevensmanipulatie
Er worden tien operatoren voorzien voor gegevensmanipulatie:
• vier traditionele operatoren voor verzamelingen: de unie (˜˜∪), de doorsnede (˜˜∩), het verschil (˜˜\) en
het Cartesisch product ( ˜˜⊗), die alle zodanig aangepast zijn dat hun operandi geen verzamelingen
maar veralgemeende objectschema’s zijn;
• vier “objectschema”-operatoren: de projectie-operator ( ˜˜Π), de extensie-operator ( ˜˜Θ), de selectie-
operator (˜˜σ) en de drempel-operator (˜˜τ);
• twee operatoren ˜˜make persistent en ˜˜make transient die kunnen worden aangewend om transie¨nte
objecten persistent te maken en vice versa.
Elk van deze operatoren wordt gedefinieerd over e´e´n of meerdere veralgemeende objectschema’s en resul-
teert in een (ander) veralgemeend objectschema.
De traditionele operatoren voor verzamelingen ˜˜∪, ˜˜∩ en ˜˜\
De unie-, de doorsnede - en de verschil-operator werken alle in op schema-compatibele veralgemeende
objectschema’s en resulteren in een (nieuw) veralgemeend objectschema.
De parameters van de unie-, de doorsnede- en de verschil-operator zijn:
• de veralgemeende objectschema’s ˜˜os(1) en ˜˜os(2) waarop de operator inwerkt,
• de betekenis ˜˜M van het resulterend veralgemeend objectschema,
• de identificator id die zal worden gebruikt als naam van het resulterend veralgemeend objectschema
en
• de identificator id′ die zal worden gebruikt als naam van het veralgemeend type van het resulterend
veralgemeend objectschema.
Definitie 8.26 (Unie-operator) De unie-operator wordt gedefinieerd als:
˜˜∪ : GOS ×GOS × dom ˜˜String × IDΣ × IDΣ → GOS
˜˜os(1), ˜˜os(2), ˜˜M, id, id′ 7→ [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] als ˜˜os(1) 6= ⊥GOS ∧ ˜˜os(2) 6= ⊥GOS ∧ ˜˜≈( ˜˜os(1), ˜˜os(2)) = {1/{1/True}}
˜˜os(1), ˜˜os(2), ˜˜M, id, id′ 7→ ⊥GOS in alle andere gevallen
waarbij het resulterend veralgemeend objectschema [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] desgevallend als volgt opgebouwd wordt:
• geldt er dat:
f ˜˜char(
˜˜spec( ˜˜type( ˜˜os(1)))) = f ˜˜char(
˜˜spec( ˜˜type( ˜˜os(2)))) ∧ ˜˜constr( ˜˜os(1)) = ˜˜constr( ˜˜os(2))
dan is:
– id de naam van het resulterend veralgemeend objectschema;
– ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec( ˜˜type( ˜˜os(1))))( )
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype
van het veralgemeend objectschema ˜˜os(1);
– ˜˜M een informele component die de betekenis van het resulterend veralgemeend objectschema
aangeeft;
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– ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gede-
finieerd zijn voor de instanties van het veralgemeend objectschema ˜˜os(1) a fortiori voor de
instanties van het nieuw veralgemeend objectschema;
• geldt er dat:
˜˜spec( ˜˜type( ˜˜os(1))) ˜˜spec( ˜˜type( ˜˜os(2)))
dan is:
– id de naam van het resulterend veralgemeend objectschema;
– ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec( ˜˜type( ˜˜os(2))))( )
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype
van het veralgemeend objectschema ˜˜os(2);
– ˜˜M een informele component die de betekenis van het resulterend veralgemeend objectschema
aangeeft;
– ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gede-
finieerd zijn voor de instanties van het veralgemeend objectschema ˜˜os(2) a fortiori voor de
instanties van het nieuw veralgemeend objectschema;
• geldt er dat:
˜˜spec( ˜˜type( ˜˜os(2))) ˜˜spec( ˜˜type( ˜˜os(1)))
dan is:
– id de naam van het resulterend veralgemeend objectschema;
– ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec( ˜˜type( ˜˜os(1))))( )
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype
van het veralgemeend objectschema ˜˜os(1);
– ˜˜M een informele component die de betekenis van het resulterend veralgemeend objectschema
aangeeft;
– ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gede-
finieerd zijn voor de instanties van het veralgemeend objectschema ˜˜os(1) a fortiori voor de
instanties van het nieuw veralgemeend objectschema;
• geldt er tenslotte dat:
∃ [id′′, ˜˜t′′, ˜˜M ′′, ˜˜C ′′˜˜t′′ ] ∈ GOS \ {⊥GOS} : ˜˜spec(
˜˜type( ˜˜os(1))) ˜˜spec(˜˜t′′) ∧ ˜˜spec( ˜˜type( ˜˜os(2))) ˜˜spec(˜˜t′′)
dan is:
– id de naam van het resulterend veralgemeend objectschema;
– ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec(˜˜t′′))( )
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype
van het veralgemeend objectschema ˜˜t′′;
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– ˜˜M een informele component die de betekenis van het resulterend veralgemeend objectschema
aangeeft;
– ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gedefi-
nieerd zijn voor de instanties van het veralgemeend objectschema [id′′, ˜˜t′′, ˜˜M ′′, ˜˜C ′′˜˜t′′ ] a fortiori
voor de instanties van het nieuw veralgemeend objectschema.
Desgevallend wordt de instantieverzameling V instance
[id,˜˜t, ˜˜M, ˜˜C ˜˜t]
van het resulterend veralgemeend objectschema
[id, ˜˜t, ˜˜M, ˜˜C ˜˜t] als volgt bekomen uit de instantieverzamelingen V
instance
˜˜os(1)
en V instance˜˜os(2) van de veralgemeende
objectschema’s ˜˜os(1) en ˜˜os(2):
• transformeer de instantieverzamelingen V instance˜˜os(1) en V instance˜˜os(2) naar de verzamelingen V ′˜˜os(1) en
V ′˜˜os(2) met instanties van het resulterend type
˜˜t, d.i.
V ′˜˜os(1) = {[ ˜˜spec(˜˜t), ˜˜v, µTrue, µFalse, µ⊥Boolean ]|∃
˜˜o′ ∈ V instance˜˜os(1) , ∃ n ∈ N0, ∃ m ∈ N0 :
f ˜˜char(
˜˜spec(˜˜t)) \ {id isr ˜˜s|id ∈ IDΣ ∧ ˜˜s ∈ V ˜˜signat} = {id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn} ∧
˜˜value( ˜˜o′) = Struct (id′1 : v
′




m) ∧ ˜˜v = Struct (id1 : v1; . . . ; idn : vn) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0,∃ 1 ≤ j ≤ m, j ∈ N0 : idi = id′j ∧ ˜˜=(vi, v′j) = {1/{1/True}}) ∧











V ′˜˜os(2) = {[ ˜˜spec(˜˜t), ˜˜v, µTrue, µFalse, µ⊥Boolean ]|∃
˜˜o′ ∈ V instance˜˜os(2) , ∃ n ∈ N0, ∃ m ∈ N0 :
f ˜˜char(
˜˜spec(˜˜t)) \ {id isr ˜˜s|id ∈ IDΣ ∧ ˜˜s ∈ V ˜˜signat} = {id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn} ∧
˜˜value( ˜˜o′) = Struct (id′1 : v
′




m) ∧ ˜˜v = Struct (id1 : v1; . . . ; idn : vn) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0,∃ 1 ≤ j ≤ m, j ∈ N0 : idi = id′j ∧ ˜˜=(vi, v′j) = {1/{1/True}}) ∧










• de verzameling V instance
[id,˜˜t, ˜˜M, ˜˜C ˜˜t]





[id,˜˜t, ˜˜M, ˜˜C ˜˜t]
, {[ ˜˜spec(˜˜t), ˜˜v, µTrue, µFalse, µ⊥Boolean ]|
((∃ ˜˜o1 ∈ V ′˜˜os(1) :
˜˜value(˜˜o1) = ˜˜v) ∧ (∀ ˜˜o2 ∈ V ′˜˜os(2) :
˜˜value(˜˜o2) 6= ˜˜v) ∧










((∀ ˜˜o1 ∈ V ′˜˜os(1) :
˜˜value(˜˜o1) 6= ˜˜v) ∧ (∃ ˜˜o2 ∈ V ′˜˜os(2) :
˜˜value(˜˜o2) = ˜˜v) ∧










((∃ ˜˜o1 ∈ V ′˜˜os(1) :
˜˜value(˜˜o1) = ˜˜v) ∧ (∃ ˜˜o2 ∈ V ′˜˜os(2) :
˜˜value(˜˜o2) = ˜˜v) ∧
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Definitie 8.27 (Doorsnede-operator) De doorsnede-operator wordt gedefinieerd als:
˜˜∩ : GOS ×GOS × dom ˜˜String × IDΣ × IDΣ → GOS
˜˜os(1), ˜˜os(2), ˜˜M, id, id′ 7→ [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] als ˜˜os(1) 6= ⊥GOS ∧ ˜˜os(2) 6= ⊥GOS ∧ ˜˜≈( ˜˜os(1), ˜˜os(2)) = {1/{1/True}}
˜˜os(1), ˜˜os(2), ˜˜M, id, id′ 7→ ⊥GOS in alle andere gevallen
waarbij het resulterend veralgemeend objectschema [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] desgevallend als volgt opgebouwd wordt:
• geldt er dat:
f ˜˜char(
˜˜spec( ˜˜type( ˜˜os(1)))) = f ˜˜char(
˜˜spec( ˜˜type( ˜˜os(2)))) ∧ ˜˜constr( ˜˜os(1)) = ˜˜constr( ˜˜os(2))
dan is:
– id de naam van het resulterend veralgemeend objectschema;
– ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec( ˜˜type( ˜˜os(1))))( )
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype
van het veralgemeend objectschema ˜˜os(1);
– ˜˜M een informele component die de betekenis van het resulterend veralgemeend objectschema
aangeeft;
– ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gede-
finieerd zijn voor de instanties van het veralgemeend objectschema ˜˜os(1) a fortiori voor de
instanties van het nieuw veralgemeend objectschema;
• geldt er dat:
˜˜spec( ˜˜type( ˜˜os(1))) ˜˜spec( ˜˜type( ˜˜os(2)))
dan is:
– id de naam van het resulterend veralgemeend objectschema;
– ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec( ˜˜type( ˜˜os(2))))( )
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype
van het veralgemeend objectschema ˜˜os(2);
– ˜˜M een informele component die de betekenis van het resulterend veralgemeend objectschema
aangeeft;
– ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gede-
finieerd zijn voor de instanties van het veralgemeend objectschema ˜˜os(2) a fortiori voor de
instanties van het nieuw veralgemeend objectschema;
• geldt er dat:
˜˜spec( ˜˜type( ˜˜os(2))) ˜˜spec( ˜˜type( ˜˜os(1)))
dan is:
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– id de naam van het resulterend veralgemeend objectschema;
– ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec( ˜˜type( ˜˜os(1))))( )
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype
van het veralgemeend objectschema ˜˜os(1);
– ˜˜M een informele component die de betekenis van het resulterend veralgemeend objectschema
aangeeft;
– ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gede-
finieerd zijn voor de instanties van het veralgemeend objectschema ˜˜os(1) a fortiori voor de
instanties van het nieuw veralgemeend objectschema;
• geldt er tenslotte dat:
∃ [id′′, ˜˜t′′, ˜˜M ′′, ˜˜C ′′˜˜t′′ ] ∈ GOS \ {⊥GOS} : ˜˜spec(
˜˜type( ˜˜os(1))) ˜˜spec(˜˜t′′) ∧ ˜˜spec( ˜˜type( ˜˜os(2))) ˜˜spec(˜˜t′′)
dan is:
– id de naam van het resulterend veralgemeend objectschema;
– ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec(˜˜t′′))( )
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype
van het veralgemeend objectschema ˜˜t′′;
– ˜˜M een informele component die de betekenis van het resulterend veralgemeend objectschema
aangeeft;
– ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gedefi-
nieerd zijn voor de instanties van het veralgemeend objectschema [id′′, ˜˜t′′, ˜˜M ′′, ˜˜C ′′˜˜t′′ ] a fortiori
voor de instanties van het nieuw veralgemeend objectschema.
Desgevallend wordt de instantieverzameling V instance
[id,˜˜t, ˜˜M, ˜˜C ˜˜t]
van het resulterend veralgemeend objectschema
[id, ˜˜t, ˜˜M, ˜˜C ˜˜t] als volgt bekomen uit de instantieverzamelingen V
instance
˜˜os(1)
en V instance˜˜os(2) van de veralgemeende
objectschema’s ˜˜os(1) en ˜˜os(2):
• transformeer de instantieverzamelingen V instance˜˜os(1) en V instance˜˜os(2) naar de verzamelingen V ′˜˜os(1) en
V ′˜˜os(2) met instanties van het resulterend type
˜˜t, d.i.
V ′˜˜os(1) = {[ ˜˜spec(˜˜t), ˜˜v, µTrue, µFalse, µ⊥Boolean ]|∃
˜˜o′ ∈ V instance˜˜os(1) , ∃ n ∈ N0, ∃ m ∈ N0 :
f ˜˜char(
˜˜spec(˜˜t)) \ {id isr ˜˜s|id ∈ IDΣ ∧ ˜˜s ∈ V ˜˜signat} = {id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn} ∧
˜˜value( ˜˜o′) = Struct (id′1 : v
′




m) ∧ ˜˜v = Struct (id1 : v1; . . . ; idn : vn) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0,∃ 1 ≤ j ≤ m, j ∈ N0 : idi = id′j ∧ ˜˜=(vi, v′j) = {1/{1/True}}) ∧
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en
V ′˜˜os(2) = {[ ˜˜spec(˜˜t), ˜˜v, µTrue, µFalse, µ⊥Boolean ]|∃
˜˜o′ ∈ V instance˜˜os(2) , ∃ n ∈ N0, ∃ m ∈ N0 :
f ˜˜char(
˜˜spec(˜˜t)) \ {id isr ˜˜s|id ∈ IDΣ ∧ ˜˜s ∈ V ˜˜signat} = {id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn} ∧
˜˜value( ˜˜o′) = Struct (id′1 : v
′




m) ∧ ˜˜v = Struct (id1 : v1; . . . ; idn : vn) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ m, j ∈ N0 : idi = id′j ∧ ˜˜=(vi, v′j) = {1/{1/True}}) ∧










• de verzameling V instance
[id,˜˜t, ˜˜M, ˜˜C ˜˜t]





[id,˜˜t, ˜˜M, ˜˜C ˜˜t]
, {[ ˜˜spec(˜˜t), ˜˜v, µTrue, µFalse, µ⊥Boolean ]|
(∃ ˜˜o1 ∈ V ′˜˜os(1) :
˜˜value(˜˜o1) = ˜˜v) ∧ (∃ ˜˜o2 ∈ V ′˜˜os(2) :
˜˜value(˜˜o2) = ˜˜v) ∧











Definitie 8.28 (Verschil-operator) De verschil-operator wordt gedefinieerd als:
˜˜\ : GOS ×GOS × dom ˜˜String × IDΣ × IDΣ → GOS
˜˜os(1), ˜˜os(2), ˜˜M, id, id′ 7→ [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] als ˜˜os(1) 6= ⊥GOS ∧ ˜˜os(2) 6= ⊥GOS ∧ ˜˜≈( ˜˜os(1), ˜˜os(2)) = {1/{1/True}}
˜˜os(1), ˜˜os(2), ˜˜M, id, id′ 7→ ⊥GOS in alle andere gevallen
waarbij het resulterend veralgemeend objectschema [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] desgevallend als volgt opgebouwd wordt:
• geldt er dat:
f ˜˜char(
˜˜spec( ˜˜type( ˜˜os(1)))) = f ˜˜char(
˜˜spec( ˜˜type( ˜˜os(2)))) ∧ ˜˜constr( ˜˜os(1)) = ˜˜constr( ˜˜os(2))
dan is:
– id de naam van het resulterend veralgemeend objectschema;
– ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec( ˜˜type( ˜˜os(1))))( )
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype
van het veralgemeend objectschema ˜˜os(1);
– ˜˜M een informele component die de betekenis van het resulterend veralgemeend objectschema
aangeeft;
– ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gede-
finieerd zijn voor de instanties van het veralgemeend objectschema ˜˜os(1) a fortiori voor de
instanties van het nieuw veralgemeend objectschema;
• geldt er dat:
˜˜spec( ˜˜type( ˜˜os(1))) ˜˜spec( ˜˜type( ˜˜os(2)))
dan is:
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– id de naam van het resulterend veralgemeend objectschema;
– ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec( ˜˜type( ˜˜os(2))))( )
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype
van het veralgemeend objectschema ˜˜os(2);
– ˜˜M een informele component die de betekenis van het resulterend veralgemeend objectschema
aangeeft;
– ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gede-
finieerd zijn voor de instanties van het veralgemeend objectschema ˜˜os(2) a fortiori voor de
instanties van het nieuw veralgemeend objectschema;
• geldt er dat:
˜˜spec( ˜˜type( ˜˜os(2))) ˜˜spec( ˜˜type( ˜˜os(1)))
dan is:
– id de naam van het resulterend veralgemeend objectschema;
– ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec( ˜˜type( ˜˜os(1))))( )
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype
van het veralgemeend objectschema ˜˜os(1);
– ˜˜M een informele component die de betekenis van het resulterend veralgemeend objectschema
aangeeft;
– ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gede-
finieerd zijn voor de instanties van het veralgemeend objectschema ˜˜os(1) a fortiori voor de
instanties van het nieuw veralgemeend objectschema;
• geldt er tenslotte dat:
∃ [id′′, ˜˜t′′, ˜˜M ′′, ˜˜C ′′˜˜t′′ ] ∈ GOS \ {⊥GOS} : ˜˜spec(
˜˜type( ˜˜os(1))) ˜˜spec(˜˜t′′) ∧ ˜˜spec( ˜˜type( ˜˜os(2))) ˜˜spec(˜˜t′′)
dan is:
– id de naam van het resulterend veralgemeend objectschema;
– ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec(˜˜t′′))( )
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype
van het veralgemeend objectschema ˜˜t′′;
– ˜˜M een informele component die de betekenis van het resulterend veralgemeend objectschema
aangeeft;
– ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gedefi-
nieerd zijn voor de instanties van het veralgemeend objectschema [id′′, ˜˜t′′, ˜˜M ′′, ˜˜C ′′˜˜t′′ ] a fortiori
voor de instanties van het nieuw veralgemeend objectschema.
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Desgevallend wordt de instantieverzameling V instance
[id,˜˜t, ˜˜M, ˜˜C ˜˜t]
van het resulterend veralgemeend objectschema
[id, ˜˜t, ˜˜M, ˜˜C ˜˜t] als volgt bekomen uit de instantieverzamelingen V
instance
˜˜os(1)
en V instance˜˜os(2) van de veralgemeende
objectschema’s ˜˜os(1) en ˜˜os(2):
• transformeer de instantieverzamelingen V instance˜˜os(1) en V instance˜˜os(2) naar de verzamelingen V ′˜˜os(1) en
V ′˜˜os(2) met instanties van het resulterend type
˜˜t, d.i.
V ′˜˜os(1) = {[ ˜˜spec(˜˜t), ˜˜v, µTrue, µFalse, µ⊥Boolean ]|∃
˜˜o′ ∈ V instance˜˜os(1) , ∃ n ∈ N0, ∃ m ∈ N0 :
f ˜˜char(
˜˜spec(˜˜t)) \ {id isr ˜˜s|id ∈ IDΣ ∧ ˜˜s ∈ V ˜˜signat} = {id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn} ∧
˜˜value( ˜˜o′) = Struct (id′1 : v
′




m) ∧ ˜˜v = Struct (id1 : v1; . . . ; idn : vn) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ m, j ∈ N0 : idi = id′j ∧ ˜˜=(vi, v′j) = {1/{1/True}}) ∧











V ′˜˜os(2) = {[ ˜˜spec(˜˜t), ˜˜v, µTrue, µFalse, µ⊥Boolean ]|∃
˜˜o′ ∈ V instance˜˜os(2) , ∃ n ∈ N0, ∃ m ∈ N0 :
f ˜˜char(
˜˜spec(˜˜t)) \ {id isr ˜˜s|id ∈ IDΣ ∧ ˜˜s ∈ V ˜˜signat} = {id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn} ∧
˜˜value( ˜˜o′) = Struct (id′1 : v
′




m) ∧ ˜˜v = Struct (id1 : v1; . . . ; idn : vn) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ m, j ∈ N0 : idi = id′j ∧ ˜˜=(vi, v′j) = {1/{1/True}}) ∧










• de verzameling V instance
[id,˜˜t, ˜˜M, ˜˜C ˜˜t]





[id,˜˜t, ˜˜M, ˜˜C ˜˜t]
, {[ ˜˜spec(˜˜t), ˜˜v, µTrue, µFalse, µ⊥Boolean ]|
((∃ ˜˜o1 ∈ V ′˜˜os(1) :
˜˜value(˜˜o1) = ˜˜v) ∧ (∀ ˜˜o2 ∈ V ′˜˜os(2) :
˜˜value(˜˜o2) 6= ˜˜v) ∧










((∃ ˜˜o1 ∈ V ′˜˜os(1) :
˜˜value(˜˜o1) = ˜˜v) ∧ (∃ ˜˜o2 ∈ V ′˜˜os(2) :
˜˜value(˜˜o2) = ˜˜v) ∧












Beschouw de twee schema-compatibele veralgemeende objectschema’s
GOSPatient en GOSZorgenverstrekker
uit de veralgemeende patie¨ntendatabank van bijlage B. Dan:
• resulteert de unie
˜˜∪(GOSPatient,GOSZorgenverstrekker, {1/{1/⊥String}}, GOSQ1, TQ1)
van deze objectschema’s in een nieuw veralgemeend objectschema
[GOSQ1, TQ1, {1/{1/⊥String}}, ˜˜CTQ1]
waarbij:
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– het veralgemeend objectschema de naam GOSQ1 heeft;
– het veralgemeend objecttype TQ1 gespecificeerd is als:
˜˜Class TQ1 : TPersoon( )
– de betekenis van het resulterend veralgemeend objectschema niet gedefinieerd is;
– ˜˜CTQ1 = ∅









is de instantieverzameling van het resulterend veralgemeend objectschema:
V instanceGOSQ1 = {[TQ1,Struct(id′1 : {1/{1/“Borre”}}; id′2 : {1/{1/List({1/{1/“Magda”}},
{1/{1/“Helena”}})}}; id′3 : {1/{1/Struct(Dag : {1/{1/6}};Maand : {1/{1/6}};
Jaar : {1/{1/1936}})}}; id′4 : {1/{1/vrouwelijk}}; id′5 : {1/{1/⊥TAdres}}; id′6 :
{1/{1/Struct(Statuut : {1/{1/overleden}};Partner : {1/{1/oidPersoon1}})}};
id′7 : {1/{1/⊥SetRef (TPersoon)}}; id′8 : {1/{1/List({1/{1/oidPatient2}})}}), 1, 0, 0],
[TQ1,Struct(id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Jan”}})}};
id′3 : {1/{1/Struct(Dag : {1/{1/28}};Maand : {1/{1/10}}; Jaar : {1/{1/1955}})}}; id′4 :
{1/{1/mannelijk}}; id′5 : {1/{1/Struct(Straatnaam : {1/{1/“Hollestraat”}};Nummer :
{1/{1/12}};Busnummer : {1/{1/⊥String}};Postcode : {1/{1/“B-9402”}};Plaatsnaam :
{1/{1/“Ninove”}};Land : {1/{1/“Belgie¨”}})}}; id′6 : {1/{1/Struct(Statuut :
{1/{1/gehuwd}};Partner : {1/{1/oidPersoon4}})}}; id′7 : {1/{1/Set({1/{1/oidPersoon1}},
{1/{1/oidPatient1}})}}; id′8 : {1/{1/List({1/{1/oidPatient4}})}}), 1, 0, 0],
[TQ1,Struct(id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Kathy”}})}};
id′3 : {1/{1/Struct(Dag : {1/{1/19}};Maand : {1/{1/2}};Jaar : {1/{1/1960}})}}; id′4 :
{1/{1/vrouwelijk}}; id′5 : {1/{1/Struct(Straatnaam : {1/{1/“Denderstraat”}};Nummer :
{1/{1/130}};Busnummer : {1/{1/⊥String}};Postcode : {1/{1/“B-9401”}};Plaatsnaam :
{1/{1/“Ninove”}};Land : {1/{1/“Belgie¨”}})}}; id′6 : {1/{1/Struct(Statuut :
{1/{1/ongehuwd}};Partner : {1/{1/⊥Ref(TPersoon)}})}}; id′7 :
{1/{1/Set({1/{1/oidPersoon1}}, {1/{1/oidPatient1}})}}; id′8 : {1/{1/List( )}}), 1, 0, 0],
[TQ1,Struct(id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Kurt”}})}};
id′3 : {1/{1/Struct(Dag : {1/{1/23}};Maand : {1/{1/9}};Jaar : {1/{1/1992}})}}; id′4 :
{1/{1/mannelijk}}; id′5 : {1/{1/Struct(Straatnaam : {1/{1/“Hollestraat”}};Nummer :
{1/{1/12}};Busnummer : {1/{1/⊥String}};Postcode : {1/{1/“B-9402”}};Plaatsnaam :
{1/{1/“Ninove”}};Land : {1/{1/“Belgie¨”}})}}; id′6 : {1/{1/Struct(Statuut :
{1/{1/ongehuwd}};Partner : {1/{1/⊥Ref(TPersoon)}})}}; id′7 :
{1/{1/Set({1/{1/oidPatient2}}, {1/{1/oidPersoon4}})}}; id′8 : {1/{1/List( )}}), 1, 0, 0],
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[TQ1,Struct(id′1 : {1/{1/“Bosman”}}; id′2 : {1/{1/List({1/{1/“Karel”}})}};
id′3 : {1/{1/Struct(Dag : {1/{1/2}};Maand : {1/{1/1}}; Jaar : {1/{1/1970}})}}; id′4 :
{1/{1/mannelijk}}; id′5 : {1/{1/Struct(Straatnaam : {1/{1/“Berestraat”}};Nummer :
{1/{1/12}};Busnummer : {1/{1/⊥String}};Postcode : {1/{1/“B-9400”}};Plaatsnaam :
{1/{1/“Ninove”}};Land : {1/{1/“Belgie¨”}})}}; id′6 : {1/{1/⊥TBurgerlijke stand}};
id′7 : {1/{1/⊥SetRef (TPersoon)}}; id′8 : {1/{1/⊥ListRef (TPersoon)}}), 1, 0, 0],
[TQ1,Struct(id′1 : {1/{1/“Foucart”}}; id′2 : {1/{1/List({1/{1/“Walter”}})}};
id′3 : {1/{1/Struct(Dag : {1/{1/13}};Maand : {1/{1/7}}; Jaar : {1/{1/1946)}}; id′4 :
{1/{1/mannelijk}}; id′5 : {1/{1/Struct(Straatnaam : {1/{1/“Oliestraat”}};Nummer :
{1/{1/7}};Busnummer : {1/{1/⊥String}};Postcode : {1/{1/“B-9310”}};Plaatsnaam :
{1/{1/“Aalst”}};Land : {1/{1/“Belgie¨”}})}}; id′6 : {1/{1/Struct(Statuut : {1/{1/gehuwd}};
Partner : {1/{1/⊥Ref(TPersoon)}})}}; id′7 : {1/{1/⊥SetRef (TPersoon)}};
id′8 : {1/{1/⊥ListRef (TPersoon)}}), 1, 0, 0],
[TQ1,Struct(id′1 : {1/{1/“De Groote”}}; id′2 : {1/{1/List({1/{1/“Carla”}})}};
id′3 : {1/{1/Struct(Dag : {1/{1/18}};Maand : {1/{1/9}}; Jaar : {1/{1/1960}})}}; id′4 :
{1/{1/vrouwelijk}}; id′5 : {1/{1/Struct(Straatnaam : {1/{1/“Brusselsesteenweg”}};Nummer :
{1/{1/312}};Busnummer : {1/{1/⊥String}};Postcode : {1/{1/“B-9400”}};Plaatsnaam :
{1/{1/“Ninove”}};Land : {1/{1/“Belgie¨”}})}}; id′6 : {1/{1/⊥TBurgerlijke stand}};
id′7 : {1/{1/⊥SetRef (TPersoon)}}; id′8 : {1/{1/⊥ListRef (TPersoon)}}), 1, 0, 0],
[TQ1,Struct(id′1 : {1/{1/“Geldof”}}; id′2 : {1/{1/List({1/{1/“Hans”}})}};
id′3 : {1/{1/Struct(Dag : {1/{1/5}};Maand : {1/{1/11}}; Jaar : {1/{1/1953}})}}; id′4 :
{1/{1/mannelijk}}; id′5 : {1/{1/Struct(Straatnaam : {1/{1/“Tulpenlaan”}};Nummer :
{1/{1/4}};Busnummer : {1/{1/⊥String}};Postcode : {1/{1/“B-9400”}};Plaatsnaam :
{1/{1/“Ninove”}};Land : {1/{1/“Belgie¨”}})}}; id′6 : {1/{1/⊥TBurgerlijke stand}};
id′7 : {1/{1/⊥SetRef (TPersoon)}}; id′8 : {1/{1/⊥ListRef (TPersoon)}}), 1, 0, 0],
[TQ1,Struct(id′1 : {1/{1/“Martens”}}; id′2 : {1/{1/List({1/{1/“Martine”}})}};
id′3 : {1/{1/Struct(Dag : {1/{1/16}};Maand : {1/{1/10}}; Jaar : {1/{1/1953}})}}; id′4 :
{1/{1/vrouwelijk}}; id′5 : {1/{1/Struct(Straatnaam : {1/{1/“Kapperstraat”}};Nummer :
{1/{1/22}};Busnummer : {1/{1/⊥String}};Postcode : {1/{1/“B-1650”}};Plaatsnaam :
{1/{1/“Beersel”}};Land : {1/{1/“Belgie¨”}})}}; id′6 : {1/{1/Struct(Statuut : {1/{1/gehuwd}};
Partner : {1/{1/⊥Ref(TPersoon)}})}}; id′7 : {1/{1/⊥SetRef (TPersoon)}};
id′8 : {1/{1/⊥ListRef (TPersoon)}}), 1, 0, 0],
[TQ1,Struct(id′1 : {1/{1/“Van Belle”}}; id′2 : {1/{1/List({1/{1/“Didier”}})}};
id′3 : {1/{1/Struct(Dag : {1/{1/16}};Maand : {1/{1/10}}; Jaar : {1/{1/1951}})}}; id′4 :
{1/{1/mannelijk}}; id′5 : {1/{1/Struct(Straatnaam : {1/{1/“Parklaan”}};Nummer :
{1/{1/89}};Busnummer : {1/{1/“7B”}};Postcode : {1/{1/“B-9300”}};Plaatsnaam :
{1/{1/“Aalst”}};Land : {1/{1/“Belgie¨”}})}}; id′6 : {1/{1/⊥TBurgerlijke stand}};
id′7 : {1/{1/⊥SetRef (TPersoon)}}; id′8 : {1/{1/⊥ListRef (TPersoon)}}), 1, 0, 0]}
• resulteert de doorsnede
˜˜∩(GOSPatient,GOSZorgenverstrekker, {1/{1/⊥String}}, GOSQ2, TQ2)
van deze veralgemeende objectschema’s in een nieuw veralgemeend objectschema
[GOSQ2, TQ2, {1/{1/⊥String}}, ˜˜CTQ2]
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waarbij:
– het veralgemeend objectschema de naam GOSQ2 heeft;
– het veralgemeend objecttype TQ2 gespecificeerd is als:
˜˜Class TQ2 : TPersoon( )
– de betekenis van het resulterend veralgemeend objectschema niet gedefinieerd is;
– ˜˜CTQ2 = ∅
De instantieverzameling van het resulterend veralgemeend objectschema is ledig, d.i. V instanceGOSQ2 = ∅;
• resulteert het verschil
˜˜\(GOSPatient,GOSZorgenverstrekker, {1/{1/⊥String}}, GOSQ3, TQ3)
van deze veralgemeende objectschema’s in een nieuw veralgemeend objectschema
[GOSQ3, TQ3, {1/{1/⊥String}}, ˜˜CTQ3]
waarbij:
– het veralgemeend objectschema de naam GOSQ3 heeft;
– het veralgemeend objecttype TQ3 gespecificeerd is als:
˜˜Class TQ3 : TPersoon( )
– de betekenis van het resulterend veralgemeend objectschema niet gedefinieerd is;
– ˜˜CTQ3 = ∅









is de instantieverzameling van het resulterend veralgemeend objectschema:
V instanceGOSQ3 = {[TQ1,Struct(id′1 : {1/{1/“Borre”}}; id′2 : {1/{1/List({1/{1/“Magda”}},
{1/{1/“Helena”}})}}; id′3 : {1/{1/Struct(Dag : {1/{1/6}};Maand : {1/{1/6}};
Jaar : {1/{1/1936}})}}; id′4 : {1/{1/vrouwelijk}}; id′5 : {1/{1/⊥TAdres}}; id′6 :
{1/{1/Struct(Statuut : {1/{1/overleden}};Partner : {1/{1/oidPersoon1}})}};
id′7 : {1/{1/⊥SetRef (TPersoon)}}; id′8 : {1/{1/List({1/{1/oidPatient2}})}}), 1, 0, 0],
[TQ1,Struct(id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Jan”}})}};
id′3 : {1/{1/Struct(Dag : {1/{1/28}};Maand : {1/{1/10}}; Jaar : {1/{1/1955}})}}; id′4 :
{1/{1/mannelijk}}; id′5 : {1/{1/Struct(Straatnaam : {1/{1/“Hollestraat”}};Nummer :
{1/{1/12}};Busnummer : {1/{1/⊥String}};Postcode : {1/{1/“B-9402”}};Plaatsnaam :
{1/{1/“Ninove”}};Land : {1/{1/“Belgie¨”}})}}; id′6 : {1/{1/Struct(Statuut : {1/{1/gehuwd}};
Partner : {1/{1/oidPersoon4}})}}; id′7 : {1/{1/Set({1/{1/oidPersoon1}},
{1/{1/oidPatient1}})}}; id′8 : {1/{1/List({1/{1/oidPatient4}})}}), 1, 0, 0],
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[TQ1,Struct(id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Kathy”}})}};
id′3 : {1/{1/Struct(Dag : {1/{1/19}};Maand : {1/{1/2}}; Jaar : {1/{1/1960}})}}; id′4 :
{1/{1/vrouwelijk}}; id′5 : {1/{1/Struct(Straatnaam : {1/{1/“Denderstraat”}};Nummer :
{1/{1/130}};Busnummer : {1/{1/⊥String}};Postcode : {1/{1/“B-9401”}};Plaatsnaam :
{1/{1/“Ninove”}};Land : {1/{1/“Belgie¨”}})}}; id′6 : {1/{1/Struct(Statuut :
{1/{1/ongehuwd}};Partner : {1/{1/⊥Ref(TPersoon)}})}}; id′7 :
{1/{1/Set({1/{1/oidPersoon1}}, {1/{1/oidPatient1}})}}; id′8 : {1/{1/List( )}}), 1, 0, 0],
[TQ1,Struct(id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Kurt”}})}};
id′3 : {1/{1/Struct(Dag : {1/{1/23}};Maand : {1/{1/9}}; Jaar : {1/{1/1992}})}}; id′4 :
{1/{1/mannelijk}}; id′5 : {1/{1/Struct(Straatnaam : {1/{1/“Hollestraat”}};Nummer :
{1/{1/12}};Busnummer : {1/{1/⊥String}};Postcode : {1/{1/“B-9402”}};Plaatsnaam :
{1/{1/“Ninove”}};Land : {1/{1/“Belgie¨”}})}}; id′6 : {1/{1/Struct(Statuut :
{1/{1/ongehuwd}};Partner : {1/{1/⊥Ref(TPersoon)}})}}; id′7 :
{1/{1/Set({1/{1/oidPatient2}}, {1/{1/oidPersoon4}})}}; id′8 : {1/{1/List( )}}), 1, 0, 0],
[TQ1,Struct(id′1 : {1/{1/“Bosman”}}; id′2 : {1/{1/List({1/{1/“Karel”}})}};
id′3 : {1/{1/Struct(Dag : {1/{1/2}};Maand : {1/{1/1}}; Jaar : {1/{1/1970}})}}; id′4 :
{1/{1/mannelijk}}; id′5 : {1/{1/Struct(Straatnaam : {1/{1/“Berestraat”}};Nummer :
{1/{1/12}};Busnummer : {1/{1/⊥String}};Postcode : {1/{1/“B-9400”}};Plaatsnaam :
{1/{1/“Ninove”}};Land : {1/{1/“Belgie¨”}})}}; id′6 : {1/{1/⊥TBurgerlijke stand}};
id′7 : {1/{1/⊥SetRef (TPersoon)}}; id′8 : {1/{1/⊥ListRef (TPersoon)}}), 1, 0, 0]}

De traditionele product-operator voor verzamelingen ˜˜⊗
De product-operator laat toe om twee veralgemeende objectschema’s “samen te voegen”. Elke instantie
van het resulterend veralgemeend objectschema wordt bekomen uit de “samensmelting” van een instantie
van het eerste veralgemeend objectschema en een instantie van het tweede veralgemeend objectschema.
De parameters van de product-operator zijn:
• de “samen te voegen” veralgemeende objectschema’s ˜˜os(1) en ˜˜os(2),
• de betekenis ˜˜M van het resulterend veralgemeend objectschema,
• de identificator id die zal worden gebruikt als naam van het resulterend veralgemeend objectschema
en
• de identificator id′ die zal worden gebruikt als naam van het veralgemeend type van het resulterend
veralgemeend objectschema.
Definitie 8.29 (Product-operator) De product-operator wordt gedefinieerd als:
˜˜⊗ : GOS ×GOS × dom ˜˜String × IDΣ × IDΣ → GOS
˜˜os(1), ˜˜os(2), ˜˜M, id, id′ 7→ [id, ˜˜t, ˜˜M, ∅] als ˜˜os(1) 6= ⊥GOS ∧ ˜˜os(2) 6= ⊥GOS
˜˜os(1), ˜˜os(2), ˜˜M, id, id′ 7→ ⊥GOS in alle andere gevallen
hierbij is met de verkorte notaties ˜˜ts(1) = ˜˜spec( ˜˜type( ˜˜os(1))) ∧ ˜˜ts(2) = ˜˜spec( ˜˜type( ˜˜os(2))):
• id de naam van het resulterend objectschema;
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als ˜˜f t( ˜˜ts(1); ˜˜ts(1)) =
˜˜Class id(1) : îd
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˜˜Class id′ : îd
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f t( ˜˜ts(2); ˜˜ts(2)) =
˜˜Class id(2) : îd
(2)
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als ˜˜f t( ˜˜ts(1); ˜˜ts(1)) =
˜˜Class id(1) : îd
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f t( ˜˜ts(2); ˜˜ts(2)) =
˜˜Class id(2) : îd
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als ˜˜f t( ˜˜ts(1); ˜˜ts(1)) =
˜˜Class id(1) : îd
(1)
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f t( ˜˜ts(2); ˜˜ts(2)) =
˜˜Class id(2) : îd
(2)
1 , . . . , îd
(2)
l ( )
˜˜Class id′ : îd
(1)




1 , . . . , îd
(2)
l ( )
als ˜˜f t( ˜˜ts(1); ˜˜ts(1)) =
˜˜Class id(1) : îd
(1)
1 , . . . , îd
(1)
k ( ) ∧
˜˜
f t( ˜˜ts(2); ˜˜ts(2)) =
˜˜Class id(2) : îd
(2)




˜˜ts′), ˜˜ts′ ∈ ˜˜T object een geparameteriseerde transformatiefunctie is, die de specificatie
van een veralgemeend objecttype transformeert door de identificator van elk van zijn karakteristie-
ken bijkomend te “markeren” met de identificator van het veralgemeend objecttype met specificatie
˜˜ts′. Dit is noodzakelijk omdat de veralgemeende types van de “samen te voegen” veralgemeende ob-
jectschema’s karakteristieken kunnen hebben met dezelfde identificator. Dergelijke karakteristieken
ongewijzigd samenvoegen in een nieuw veralgemeend type is niet toegestaan, aangezien dit tegen-





˜˜ts′) : ˜˜T object → ˜˜T object
˜˜ts 7→ ˜˜f t( ˜˜ts; ˜˜ts′)
waarbij ˜˜f t( ˜˜ts;
˜˜ts′) recursief gedefinieerd is als:
– Basisstap.
Is ˜˜ts = ˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn), n ∈ N0, dan geldt er:
˜˜
f t( ˜˜ts;
˜˜ts′) = ˜˜Class id( ˜˜path( ˜˜ts′, id1 isr1 ˜˜s1) isr1 ˜˜s1; . . . ;
˜˜path( ˜˜ts′, idn isrn ˜˜sn) isrn ˜˜sn)
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– Recursiestap.
1. Is ˜˜ts = ˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn), m,n ∈ N0, dan geldt er:
˜˜
f t( ˜˜ts;
˜˜ts′) = ˜˜Class id : ˜˜f t(îd1;
˜˜ts′), . . . , ˜˜f t(îdm;
˜˜ts′)(
˜˜path( ˜˜ts′, id1 isr1 ˜˜s1) isr1 ˜˜s1; . . . ;
˜˜path( ˜˜ts′, idn isrn ˜˜sn) isrn ˜˜sn)
2. Is ˜˜ts = ˜˜Class id : îd1, . . . , îdm( ), m ∈ N0, dan geldt er:
˜˜
f t( ˜˜ts;
˜˜ts′) = ˜˜Class id : ˜˜f t(îd1;
˜˜ts′), . . . , ˜˜f t(îdm;
˜˜ts′)( )
• ˜˜M , een informele component die de betekenis van het resulterend veralgemeend objectschema aan-
geeft.
In het geval het resulterend veralgemeend objectschema
˜˜os′ = ˜˜⊗( ˜˜os(1), ˜˜os(2), ˜˜M, id, id′)
gedefinieerd is (d.i. als ˜˜⊗( ˜˜os(1), ˜˜os(2), ˜˜M, id, id′) 6= ⊥GOS), wordt de instantieverzameling V instance˜˜os′ van
˜˜os′
als volgt bekomen uit instantieverzamelingen V instance˜˜os(1) en V
instance
˜˜os(2)
van de veralgemeende objectschema’s
˜˜os(1) en ˜˜os(2):
V instance˜˜os′
, {[˜˜t′, ˜˜v′, µ′True, µ′False, µ′⊥Boolean ]|(˜˜t′ = ˜˜type( ˜˜os′)) ∧ ( ˜˜v′ ∈ ˜˜dom(˜˜t′)) ∧
(∃ ˜˜o(1) ∈ V instance˜˜os(1) , ∃ ˜˜o(2) ∈ V instance˜˜os(2) , ∃ l, k ∈ N0 :
˜˜value(˜˜o(1)) = Struct (id(1)1 : v
(1)




k ) ∧ ˜˜value(˜˜o(2)) = Struct (id(2)1 : v(2)1 ; . . . ; id(2)l : v(2)l ) ∧
˜˜v′ = Struct (id′1 : v
′




k+l) ∧ (∀ 1 ≤ i ≤ k + l, i ∈ N0 :
(∃ 1 ≤ j ≤ k, j ∈ N0 : id′i = id(1)j ∧ v′i = v(1)j ) ∨ (∃ 1 ≤ j ≤ l, j ∈ N0 : id′i = id(2)j ∧ v′i = v(2)j ))) ∧












Beschouw de twee veralgemeende objectschema’s:
• [GOSHond, THond, {1/{1/⊥String}}, ˜˜CTHond], dat gedefinieerd is voor een veralgemeend object-
type THond met typespecificatie:
˜˜Class THond(Naam ise ˜˜String;Ras isv ˜˜String)
en instantieverzameling:
˜˜instances(GOSHond) =
{[THond,Struct (Naam : {1/{1/“Bram”}};Ras : {1/{1/“Labrador”}}), 1, 0, 0],
[THond,Struct (Naam : {1/{1/“Iris”}};Ras : {1/{.8/“Maltezer”, .6/“Pekinees”}}), 1, 0, 0],
[THond,Struct (Naam : {1/{1/“Blacky”}};Ras : {1/{1/“Duitse herder”},
.8/{1/“Mechelse herder”}}), 1, 0, 0]}
• [GOSBloem, TBloem, {1/{1/⊥String}}, ˜˜CTBloem], dat gedefinieerd is voor een veralgemeend ob-
jecttype TBloem de typespecificatie:
˜˜Class TBloem(Naam ise ˜˜String)
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en instantieverzameling:
˜˜instances(GOSBloem) = {[TBloem,Struct (Naam : {1/{1/“Iris”}, .3/{1/“Violet”}}), 1, 0, 0],
[TBloem,Struct (Naam : {1/{1/“Roos”}}), 1, 0, 0]}
Dan resulteert het product
˜˜⊗(GOSHond,GOSBloem, {1/{1/⊥String}}, GOSQ4, TQ4)
van deze veralgemeende objectschema’s in een nieuw veralgemeend objectschema
[GOSQ4, TQ4, {1/{1/⊥String}}, ∅]
waarbij
• het veralgemeend objectschema de naam GOSQ4 heeft;
• het veralgemeend objecttype TQ4 gespecificeerd is als:
˜˜Class TQ4(THond.Naam : ˜˜String;
THond.Ras : ˜˜String;
TBloem.Naam : ˜˜String)
• de betekenis van het resulterend veralgemeend objectschema niet gedefinieerd is;
• de verzameling van specifieke veralgemeende restricties ledig is.




is de instantieverzameling van het resulterend objectschema:
V instanceGOSQ4 =
{[TQ4,Struct (id′1 : {1/{1/“Bram”}}; id′2 : {1/{1/“Labrador”}};
id′3 : {1/{1/“Iris”}, .3/{1/“Violet”}}), 1, 0, 0],
[TQ4,Struct (id′1 : {1/{1/“Iris”}}; id′2 : {1/{.8/“Maltezer”, .6/“Pekinees”}};
id′3 : {1/{1/“Iris”}, .3/{1/“Violet”}}), 1, 0, 0],
[TQ4,Struct (id′1 : {1/{1/“Blacky”}}; id′2 : {1/{1/“Duitse herder”}, 1/{.8/“Mechelse herder”}};
id′3 : {1/{1/“Iris”}, .3/{1/“Violet”}}), 1, 0, 0],
[TQ4,Struct (id′1 : {1/{1/“Bram”}}; id′2 : {1/{1/“Labrador”}}; id′3 : {1/{1/“Roos”}}), 1, 0, 0],
[TQ4,Struct (id′1 : {1/{1/“Iris”}}; id′2 : {1/{.8/“Maltezer”, .6/“Pekinees”}};
id′3 : {1/{1/“Roos”}}), 1, 0, 0],
[TQ4,Struct (id′1 : {1/{1/“Blacky”}}; id′2 : {1/{1/“Duitse herder”}, .8/{1/“Mechelse herder”}};
id′3 : {1/{1/“Roos”}}), 1, 0, 0]}

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De projectie-operator ˜˜Π
De projectie-operatie laat toe om uit het veralgemeend type van een gegeven veralgemeend objectschema
een aantal (gerelateerde) karakteristieken te selecteren. Deze karakteristieken zijn bij definitie de karak-
teristieken van het veralgemeend type van het resulterend veralgemeend objectschema.
De parameters voor deze operator zijn:
• het veralgemeend objectschema ˜˜os waarop de operator inwerkt,
• de betekenis ˜˜M van het resulterend veralgemeend objectschema,
• de identificator id die zal worden gebruikt als naam van het resulterend veralgemeend objectschema,
• de identificator id die zal worden gebruikt als naam van het veralgemeend type van het resulterend
veralgemeend objectschema en
• de verzameling {id1, . . . , idk}, k ∈ N0 van de identificatoren van de geselecteerde karakteristieken.
Definitie 8.30 (Projectie-operator) De projectie-operator wordt gedefinieerd als:
˜˜Π : GOS × dom ˜˜String × IDΣ × IDΣ × ℘(IDΣ) \ ∅ → GOS
˜˜os, ˜˜M, id, id′, {id1, . . . , idk} 7→[id, ˜˜t, ˜˜M, ∅] als ( ˜˜os 6= ⊥GOS) ∧ (∀ 1 ≤ i ≤ k, i ∈ N0,
∃ id′′ ∈ F ˜˜path( ˜˜spec(
˜˜type( ˜˜os))) ∪ ~F ˜˜path( ˜˜spec(
˜˜type( ˜˜os))) : idi = id′′)
˜˜os, ˜˜M, id, id′, {id1, . . . , idk} 7→⊥GOS in alle andere gevallen
hierbij is:
• id de naam van het resulterend veralgemeend objectschema;
• ˜˜t ∈ ˜˜T ∧ ˜˜spec(˜˜t) = ˜˜Class id′(id1 isr1 ˜˜s1; . . . ; idk isrk ˜˜sk)
• ˜˜M een informele component die de betekenis van het resulterend objectschema aangeeft;
• isri, 1 ≤ i ≤ k, i ∈ N0 de variabele copula die voorkomt in de karakteristiek (of component van de
karakteristiek) die ge¨ıdentificeerd wordt door de identificator idi, d.i.
∀ 1 ≤ i ≤ k, i ∈ N0 : idi = ˜˜path( ˜˜spec( ˜˜type( ˜˜os)), id′′ isr′′ ˜˜s′′)⇒ isri = isr′′
en wordt elke ˜˜si, 1 ≤ i ≤ k, i ∈ N0 uit de typespecificatie ˜˜spec(˜˜t) als volgt gedefinieerd:
1. indien idi niet de identificator is van een gerelateerde eigenschap of component van een gerelateerde
eigenschap van het veralgemeend type van het veralgemeend objectschema, is de specificatie ˜˜si gelijk
aan de specificatie van de ge¨ıdentificeerde karakteristiek, d.i.
∃ id′′ isr′′ ˜˜s′′ ∈ f ˜˜prop( ˜˜spec( ˜˜type( ˜˜os))) ∪ f ˜˜sign( ˜˜spec(
˜˜type( ˜˜os))) ∪ f ˜˜relatsign( ˜˜spec(
˜˜type( ˜˜os))) :
idi =
˜˜path( ˜˜spec( ˜˜type( ˜˜os)), id′′ isr′′ ˜˜s′′)⇒ ˜˜si = ˜˜s′′
2. indien idi een gerelateerde eigenschap of component van een gerelateerde eigenschap van het veral-
gemeend type van het veralgemeend objectschema identificeert, wordt de specificatie ˜˜si stapsgewijs
opgebouwd uit de specificaties van de betreffende veralgemeende referentietypes en de specificatie
van de ge¨ıdentificeerde karakteristiek: bij een meerwaardig veralgemeend referentietype dient het
“corresponderende veralgemeend collectietype” in rekening te worden gebracht, d.i.
∃ id′′ isr′′ ˜˜s′′ ∈ f ˜˜relat( ˜˜spec(
˜˜type( ˜˜os))), ∃ m ∈ N0 :
idi =
˜˜path( ˜˜spec( ˜˜type( ˜˜os)), id′′ isr′′ ˜˜s′′) = ˜˜ts.id′′1 . · · · .id′′m ⇒ ˜˜si = ˜˜s(1)
waarbij ˜˜s(1) als volgt stapsgewijs wordt opgebouwd:
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• ˜˜s(m) = ˜˜s′′
• ∀ 1 ≤ j ≤ m− 1, i ∈ N0 :
˜˜s(j) =

˜˜s(j+1) als ∃ id′′ isr′′ ˜˜s′′ ∈ f ˜˜prop( ˜˜spec( ˜˜type( ˜˜os))) ∪ f ˜˜relat( ˜˜spec(
˜˜type( ˜˜os))) :
˜˜s′′ 6∈ ˜˜T reference \ { ˜˜Ref( ˜˜ts′′)| ˜˜ts′′ ∈ ˜˜T object} ∧
˜˜path( ˜˜spec( ˜˜type( ˜˜os)), id′′ isr′′ ˜˜s′′) = ˜˜ts.id′′1 . · · · .id′′j
˜˜Set(˜˜s(j+1)) als ∃ id′′ isr′′ ˜˜s′′ ∈ f ˜˜prop( ˜˜spec( ˜˜type( ˜˜os))) ∪ f ˜˜relat( ˜˜spec(
˜˜type( ˜˜os))),
∃ ˜˜ts′′ ∈ ˜˜T object : ˜˜s′′ = ˜˜SetRef( ˜˜ts′′) ∧
˜˜path( ˜˜spec( ˜˜type( ˜˜os)), id′′ isr′′ ˜˜s′′) = ˜˜ts.id′′1 . · · · .id′′j
˜˜Bag(˜˜s(j+1)) als ∃ id′′ isr′′ ˜˜s′′ ∈ f ˜˜prop( ˜˜spec( ˜˜type( ˜˜os))) ∪ f ˜˜relat( ˜˜spec(
˜˜type( ˜˜os))),
∃ ˜˜ts′′ ∈ ˜˜T object : ˜˜s′′ = ˜˜BagRef( ˜˜ts′′) ∧
˜˜path( ˜˜spec( ˜˜type( ˜˜os)), id′′ isr′′ ˜˜s′′) = ˜˜ts.id′′1 . · · · .id′′j
˜˜List(˜˜s(j+1)) als ∃ id′′ isr′′ ˜˜s′′ ∈ f ˜˜prop( ˜˜spec( ˜˜type( ˜˜os))) ∪ f ˜˜relat( ˜˜spec(
˜˜type( ˜˜os))),
∃ ˜˜ts′′ ∈ ˜˜T object : ˜˜s′′ = ˜˜ListRef( ˜˜ts′′) ∧
˜˜path( ˜˜spec( ˜˜type( ˜˜os)), id′′ isr′′ ˜˜s′′) = ˜˜ts.id′′1 . · · · .id′′j
In het geval het resulterend veralgemeend objectschema
˜˜os′ = ˜˜Π( ˜˜os, ˜˜M, id, id′, {id1, . . . , idk})
gedefinieerd is (d.i. als ˜˜Π( ˜˜os, ˜˜M, id, id′, {id1, . . . , idk}) 6= ⊥GOS), worden de instanties uit de instantie-
verzameling V instance˜˜os′
van ˜˜os′ als volgt bekomen uit instantieverzameling V instance˜˜os van het veralgemeend
objectschema ˜˜os:
V instance˜˜os′
, {[˜˜t′, ˜˜v′, µ′True, µ′False, µ′⊥Boolean ]|∃ l ∈ N0 : ˜˜t′ = ˜˜type( ˜˜os′) ∧ ˜˜v′ ∈ ˜˜dom(˜˜t′) ∧
˜˜v′ = Struct (id′1 : v
′




l) ∧ (∃ ˜˜o ∈ ˜˜instances( ˜˜os), ∀ 1 ≤ i ≤ l, i ∈ N0, ∃ m ∈ N0 :
id′i =













M.b.t. de voorbeelddatabank uit bijlage B kan door middel van de projectie-operator
˜˜Π(GOSPersoon, {1/{1/⊥String}}, GOSQ5, TQ5, {TPersoon.Naam, TPersoon.V oornamen,
TPersoon.Kinderen.Geboortedatum.Jaar})
een nieuw veralgemeend objectschema GOSQ5 worden gecree¨erd, dat resulteert in de naam en voornamen
van een persoon en de geboortejaren van zijn/haar kinderen. Het resulterend objectschema is:
[GOSQ5, TQ5, {1/{1/⊥String}}, ∅]
waarbij
• het resulterend objectschema de naam GOSQ5 heeft;
• het objecttype TQ5 gespecificeerd is als:
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• de betekenis van het resulterend objectschema niet gedefinieerd is
• de verzameling van restricties ledig is




is de instantieverzameling van het resulterend veralgemeend objectschema tenslotte:
V instanceGOSQ5 = {[TQ5,Struct (id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Raymond”}})}};
id′3 : {1/{1/List({1/{1/1955}}, {1/{1/1960}})}}), 1, 0, 0],
[TQ5,Struct (id′1 : {1/{1/“Peeters”}}; id′2 : {1/{1/List({1/{1/“Herman”}})}};
id′3 : {1/{1/List({1/{1/1957}})}}), 1, 0, 0],
[TQ5,Struct (id′1 : {1/{1/“Van Durme”}}; id′2 : {1/{1/List({1/{1/“Maria”}})}};
id′3 : {1/{1/List({1/{1/1957}})}}), 1, 0, 0],
[TQ5,Struct (id′1 : {1/{1/“Peeters”}}; id′2 : {1/{1/List({1/{1/“An”}})}};
id′3 : {1/{1/List( )}}), 1, 0, 0],
[TQ5,Struct (id′1 : {1/{1/“Borre”}}; id′2 : {1/{1/List({1/{1/“Magda”}},
{1/{1/“Helena”}})}}; id′3 : {1/{1/List({1/{1/1955}})}}), 1, 0, 0],
[TQ5,Struct (id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Jan”}})}};
id′3 : {1/{1/List({1/{1/1992}})}}), 1, 0, 0],
[TQ5,Struct (id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Kathy”}})}};
id′3 : {1/{1/List( )}}), 1, 0, 0],
[TQ5,Struct (id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Kurt”}})}};
id′3 : {1/{1/List( )}}), 1, 0, 0],
[TQ5,Struct (id′1 : {1/{1/“Bosman”}}; id′2 : {1/{1/List({1/{1/“Karel”}})}};
id′3 : {1/{1/⊥List(Integer)}}), 1, 0, 0],
[TQ5,Struct (id′1 : {1/{1/“Foucart”}}; id′2 : {1/{1/List({1/{1/“Walter”}})}};
id′3 : {1/{1/⊥List(Integer)}}), 1, 0, 0],
[TQ5,Struct (id′1 : {1/{1/“De Groote”}}; id′2 : {1/{1/List({1/{1/“Carla”}})}};
id′3 : {1/{1/⊥List(Integer)}}), 1, 0, 0],
[TQ5,Struct (id′1 : {1/{1/“Geldof”}}; id′2 : {1/{1/List({1/{1/“Hans”}})}};
id′3 : {1/{1/⊥List(Integer)}}), 1, 0, 0],
[TQ5,Struct (id′1 : {1/{1/“Martens”}}; id′2 : {1/{1/List({1/{1/“Martine”}})}};
id′3 : {1/{1/⊥List(Integer)}}), 1, 0, 0],
[TQ5,Struct (id′1 : {1/{1/“Van Belle”}}; id′2 : {1/{1/List({1/{1/“Didier”}})}};
id′3 : {1/{1/⊥List(Integer)}}), 1, 0, 0]}

De extensie-operator ˜˜Θ
De extensie-operator laat toe om een (afgeleid) attribuut toe te voegen aan het veralgemeend type van een
veralgemeend objectschema. Samen met het toe te voegen attribuut wordt er een expressie opgegeven, die
vastlegt hoe de waarde van het attribuut in een instantie van het resulterend veralgemeend objectschema
moeten worden berekend: voor een gegeven instantie wordt de (afgeleide) attribuutwaarde bekomen uit
de evaluatie van de expressie voor die instantie.
Als parameters worden bij deze operator opgegeven:
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• het veralgemeend objectschema ˜˜os waarop de operator inwerkt,
• de betekenis ˜˜M van het resulterend veralgemeend objectschema,
• de identificator id die zal worden gebruikt als naam van het resulterend veralgemeend objectschema,
• de identificator id′ die zal worden gebruikt als naam van het veralgemeend type van het resulterend
veralgemeend objectschema,
• het toe te voegen attribuut id′′ isr′′ ˜˜ts′′ (met ˜˜ts′′ ∈ ˜˜T literal) en
• een waarde-expressie of een aggregaatexpressie die vastlegt hoe de nieuwe attribuutwaarden van de
instanties van het resulterend veralgemeend objectschema moeten worden berekend.
Definitie 8.31 (Extensie-operator) De extensie-operator wordt gedefinieerd als:
˜˜Θ : GOS × dom ˜˜String × IDΣ × IDΣ × {id isr
˜˜ts|id isr ˜˜ts ∈ V ˜˜
char
∧ ˜˜ts ∈ ˜˜T literal} ×
˜˜E ∩ ( ˜˜Evalue ∪ ˜˜Eaggr)→ GOS
˜˜os, ˜˜M, id, id′, id′′ isr′′ ˜˜ts′′, e 7→ [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] als ( ˜˜os 6= ⊥GOS) ∧ (∃
˜˜t′′ ∈ ˜˜T : e ∈ ˜˜E ˜˜t ∧ ˜˜spec(
˜˜t′′) = ˜˜ts′′)
∧ ( ˜˜depends(e) ⊆ f ˜˜path( ˜˜spec(
˜˜type( ˜˜os)))) ∧ (id′ 6= id′′)
∧ (id′′ isr′′ ˜˜ts′′ 6∈ f ˜˜char( ˜˜spec(
˜˜type( ˜˜os))))
˜˜os, ˜˜M, id, id′, id′′ isr′′ ˜˜ts′′, e 7→ ⊥GOS in alle andere gevallen
hierbij is:
• id de naam is van het resulterend objectschema;
• ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec( ˜˜type( ˜˜os)))(id′′ isr′′ ˜˜ts′′)
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype van het
veralgemeend objectschema ˜˜os en bevat zelf e´e´n karakteristiek id′′ isr′′ ˜˜ts′′;
• ˜˜M een informele component die de betekenis van het resulterend objectschema aangeeft;
• ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gedefinieerd
zijn voor de instanties van het veralgemeend objectschema ˜˜os a fortiori voor de instanties van het
nieuw veralgemeend objectschema.
In het geval het resulterend veralgemeend objectschema
˜˜os′ = ˜˜Θ( ˜˜os, ˜˜M, id, id′, id′′ isr′′ ˜˜ts′′, e)
gedefinieerd is (d.i. als ˜˜Θ( ˜˜os, ˜˜M, id, id′, id′′ isr′′ ˜˜ts′′) 6= ⊥GOS), worden de instanties uit de instantiever-
zameling V instance˜˜os′
van ˜˜os′ als volgt bekomen uit de instantieverzameling V instance˜˜os van het veralgemeend
objectschema ˜˜os:
V instance˜˜os′
, {[˜˜t′, ˜˜v′, µ′True, µ′False, µ′⊥Boolean ]|∃ l ∈ N0, ∃ ˜˜o ∈ ˜˜instances( ˜˜os) : ˜˜t′ = ˜˜type( ˜˜os′) ∧
˜˜v′ ∈ ˜˜dom(˜˜t′) ∧ ˜˜v′ = Struct (id1 : v1; . . . ; idl : vl; id′′ : v′′) ∧ ˜˜value(˜˜o) = Struct (id1 : v1; . . . ; idl : vl) ∧
((.(e, ˜˜value(˜˜o)) ∈ dom ˜˜ts′′ ∧ v
′′ = .(e, ˜˜value(˜˜o))) ∨ (.(e, ˜˜value(˜˜o)) 6∈ dom ˜˜ts′′ ∧ v
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waarbij {1/{1/⊥ts′′}} een niet-gedefinieerde waarde is uit het domein dom ˜˜ts′′ van het veralgemeend type
met specificatie ˜˜ts′′ 
Voorbeeld 8.9
M.b.t. het veralgemeend objectschemaGOSQ5 uit voorbeeld 8.8 kan door middel van de extensie-operator
˜˜Θ(GOSQ5, {1/{1/⊥String}}, GOSQ6, TQ6, Aantal kinderen is ˜˜Integer,
˜˜cardinality(TQ5.TPersoon.Kinderen))
een nieuw veralgemeend objectschema GOSQ6 worden gecree¨erd dat een bijkomend attribuut
Aantal kinderen is ˜˜Integer
heeft. De waarden van dit attribuut worden berekend aan de hand van een opgegeven expressie waarmee
het aantal kinderen van een instantie bepaald wordt. Het resulterend veralgemeend objectschema is dan:
[GOSQ6, TQ6, {1/{1/⊥String}}, ˜˜CTQ6]
waarbij
• het resulterend objectschema de naam GOSQ6 heeft;
• het veralgemeende objecttype TQ6 gespecificeerd is als:
˜˜Class TQ6 : TQ5(Aantal kinderen is ˜˜Integer)
• de betekenis van het resulterend veralgemeend objectschema niet gedefinieerd is;
• de verzameling ˜˜CTQ6 = ∅





is de instantieverzameling van het resulterend veralgemeend objectschema:
V instanceGOSQ6 = {[TQ6,Struct (id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Raymond”}})}};
id′3 : {1/{1/List({1/{1/1955}}, {1/{1/1960}})}}; id′4 : {1/{1/2}}), 1, 0, 0],
[TQ6,Struct (id′1 : {1/{1/“Peeters”}}; id′2 : {1/{1/List({1/{1/“Herman”}})}};
id′3 : {1/{1/List({1/{1/1957}})}}; id′4 : {1/{1/1}}), 1, 0, 0],
[TQ6,Struct (id′1 : {1/{1/“Van Durme”}}; id′2 : {1/{1/List({1/{1/“Maria”}})}};
id′3 : {1/{1/List({1/{1/1957}})}}; id′4 : {1/{1/1}}), 1, 0, 0],
[TQ6,Struct (id′1 : {1/{1/“Peeters”}}; id′2 : {1/{1/List({1/{1/“An”}})}};
id′3 : {1/{1/List( )}}; id′4 : {1/{1/0}}), 1, 0, 0],
[TQ6,Struct (id′1 : {1/{1/“Borre”}}; id′2 : {1/{1/List({1/{1/“Magda”}},
{1/{1/“Helena”}})}}; id′3 : {1/{1/List({1/{1/1955}})}}; id′4 : {1/{1/1}}), 1, 0, 0],
[TQ6,Struct (id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Jan”}})}};
id′3 : {1/{1/List({1/{1/1992}})}}; id′4 : {1/{1/1}}), 1, 0, 0],
[TQ6,Struct (id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Kathy”}})}};
id′3 : {1/{1/List( )}}; id′4 : {1/{1/0}}), 1, 0, 0],
[TQ6,Struct (id′1 : {1/{1/“Janssens”}}; id′2 : {1/{1/List({1/{1/“Kurt”}})}};
id′3 : {1/{1/List( )}}; id′4 : {1/{1/0}}), 1, 0, 0],
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[TQ6,Struct (id′1 : {1/{1/“Bosman”}}; id′2 : {1/{1/List({1/{1/“Karel”}})}};
id′3 : {1/{1/⊥List(Integer)}}; id′4 : {1/{1/⊥Integer}}), 1, 0, 0],
[TQ6,Struct (id′1 : {1/{1/“Foucart”}}; id′2 : {1/{1/List({1/{1/“Walter”}})}};
id′3 : {1/{1/⊥List(Integer)}}; id′4 : {1/{1/⊥Integer}}), 1, 0, 0],
[TQ6,Struct (id′1 : {1/{1/“De Groote”}}; id′2 : {1/{1/List({1/{1/“Carla”}})}};
id′3 : {1/{1/⊥List(Integer)}}; id′4 : {1/{1/⊥Integer}}), 1, 0, 0],
[TQ6,Struct (id′1 : {1/{1/“Geldof”}}; id′2 : {1/{1/List({1/{1/“Hans”}})}};
id′3 : {1/{1/⊥List(Integer)}}; id′4 : {1/{1/⊥Integer}}), 1, 0, 0],
[TQ6,Struct (id′1 : {1/{1/“Martens”}}; id′2 : {1/{1/List({1/{1/“Martine”}})}};
id′3 : {1/{1/⊥List(Integer)}}; id′4 : {1/{1/⊥Integer}}), 1, 0, 0],
[TQ6,Struct (id′1 : {1/{1/“Van Belle”}}; id′2 : {1/{1/List({1/{1/“Didier”}})}};
id′3 : {1/{1/⊥List(Integer)}}; id′4 : {1/{1/⊥Integer}}), 1, 0, 0]}

De selectie-operator ˜˜σ
De selectie-operator maakt het mogelijk om de instantieverzameling van een veralgemeend objectschema
verder te beperken. Hiertoe wordt de verzameling van de specifieke veralgemeende restricties van het
veralgemeend objectschema uitgebreid met een bijkomende restrictie die als parameter is meegegeven.
Enkel de instanties die voldoen aan de toegevoegde restrictie zijn element van de instantieverzameling
van het resulterende veralgemeend objectschema.
De parameters van de selectie-operator zijn:
• het veralgemeend objectschema ˜˜os waarop de operator inwerkt,
• de betekenis ˜˜M van het resulterend veralgemeend objectschema,
• de identificator id die zal worden gebruikt als naam van het resulterend veralgemeend objectschema,
• de identificator id′ die zal worden gebruikt als naam van het veralgemeend type van het resulterend
veralgemeend objectschema en
• de specifieke veralgemeende restrictie ˜˜c die aan de verzameling van specifieke veralgemeende restric-
ties van het veralgemeend objectschema ˜˜os dient te worden toegevoegd.
Definitie 8.32 (Selectie-operator) De selectie-operator wordt gedefinieerd als:
˜˜σ : GOS × dom ˜˜String × IDΣ × IDΣ ×
˜˜C → GOS
˜˜os, ˜˜M, id, id′, ˜˜c 7→ [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] als ( ˜˜os 6= ⊥GOS) ∧ ([id, ˜˜t,
˜˜M, ˜˜C ˜˜t] voldoet aan definitie 8.1)
˜˜os, ˜˜M, id, id′, ˜˜c 7→ ⊥GOS in alle andere gevallen
hierbij is:
• id de naam van het resulterend veralgemeend objectschema;
• ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec( ˜˜type( ˜˜os)))( )
m.a.w., het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype van het
veralgemeend objectschema ˜˜os;
• ˜˜M een informele component die de betekenis van het resulterend objectschema aangeeft;
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• ˜˜C ˜˜t = {1/˜˜c}
In het geval het resulterend veralgemeend objectschema
˜˜os′ = ˜˜σ( ˜˜os, ˜˜M, id, id′, ˜˜c)
gedefinieerd is (d.i. als ˜˜σ( ˜˜os, ˜˜M, id, id′, ˜˜c) 6= ⊥GOS), volgt de instantieverzameling V instance˜˜os′ van
˜˜os′ als
volgt uit de instantieverzameling ˜˜instances( ˜˜os) van ˜˜os:
V instance˜˜os′
, {[˜˜t′, ˜˜v′, µ′True, µ′False, µ′⊥Boolean ]|∃ ˜˜o ∈ ˜˜instances( ˜˜os) : ˜˜t′ = ˜˜type( ˜˜os′) ∧ ˜˜v′ = ˜˜value(˜˜o) ∧










M.b.t. de prototypedatabank uit bijlage B kan door middel van de selectie-operator
˜˜σ(GOSPersoon, {1/{1/⊥String}}, GOSQ7, TQ7,
˜˜ρvalue{TQ7.Geboortedatum.Jaar}[
˜˜>(TQ7.Geboortedatum.Jaar, {1/{1/1969}})])




heeft. Het resulterend veralgemeend objectschema is dan:
[GOSQ7, TQ7, {1/{1/⊥String}}, ˜˜CTQ7]
waarbij
• het resulterend veralgemeend objectschema de naam GOSQ7 heeft;
• het veralgemeende objecttype TQ7 gespecificeerd is als:
˜˜Class TQ7 : TPersoon( )
• de betekenis van het resulterend veralgemeend objectschema niet gedefinieerd is;
• ˜˜CTQ7 = {1/ ˜˜ρvalue{TQ7.Geboortedatum.Jaar}[ ˜˜>(TQ7.Geboortedatum.Jaar, {1/{1/1969}})]}
De instantieverzameling van het resulterend veralgemeend objectschema is opgebouwd uit alle ele-
menten van de instantieverzameling V instanceGOSPersoon waarvan het geboortejaar (mogelijks) na 1969 valt,
d.i.:
V instanceGOSQ7 = {
[TQ7,Struct(Naam : {1/{1/“Janssens”}};V oornamen : {1/{1/List({1/{1/“Kurt”}})}}; . . . ],
[TQ7,Struct(Naam : {1/{1/“Bosman”}};V oornamen : {1/{1/List({1/{1/“Karel”}})}}; . . . ]}

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De drempel-operator ˜˜τ
De drempel-operator is nieuw ten opzichte van het scherp databankmodel en is ingevoerd om de instan-
tieverzameling van een veralgemeend objectschema te kunnen beperken tot deze instanties waarvan de
lidmaatschapsgraden welbepaalde opgegeven drempelwaarden niet overschrijden.
De parameters van de drempel-operator zijn:
• het veralgemeend objectschema ˜˜os waarop de operator inwerkt,
• de betekenis ˜˜M van het resulterend veralgemeend objectschema,
• de identificator id die zal worden gebruikt als naam van het resulterend veralgemeend objectschema,
• de identificator id′ die zal worden gebruikt als naam van het veralgemeend type van het resulterend
veralgemeend objectschema en
• drie drempelwaarden τTrue, τFalse en τ⊥Boolean . Om element te zijn van de instantieverzameling
van het resulterend veralgemeend objectschema moet voor de lidmaatschapsgraden van een instantie











(µTrue ≥ τTrue) ∧ (µFalse ≤ τFalse) ∧ (µ⊥Boolean ≤ τ⊥Boolean)
zodat
– τTrue de kleinste toegelaten waarde is voor de mate van het “waar zijn” dat de instantie
“instantie is van”,
– τFalse de grootste toegelaten waarde is voor de mate van het “vals zijn” dat de instantie
“instantie is van” en
– τ⊥Boolean de grootste toegelaten waarde is voor de mate van het “niet-gedefinieerd zijn” dat
de instantie “instantie is van”.
Definitie 8.33 (Drempel-operator) De drempel-operator wordt gedefinieerd als:
˜˜τ : GOS × dom ˜˜String × IDΣ × IDΣ × [0, 1]
3 → GOS
˜˜os, ˜˜M, id, id′, (τTrue, τFalse, τ⊥Boolean) 7→ [id, ˜˜t, ˜˜M, ˜˜C ˜˜t] als ( ˜˜os 6= ⊥GOS) ∧
([id, ˜˜t, ˜˜M, ˜˜C ˜˜t] voldoet aan definitie 8.1)
˜˜os, ˜˜M, id, id′, (τTrue, τFalse, τ⊥Boolean) 7→ ⊥GOS in alle andere gevallen
hierbij is:
• id de naam van het resulterend veralgemeend objectschema;
• ˜˜t ∈ ˜˜T , waarbij:
˜˜spec(˜˜t) = ˜˜Class id′ : ˜˜identify( ˜˜spec( ˜˜type( ˜˜os)))( )
m.a.w. het veralgemeend type ˜˜t “erft” alle karakteristieken van het veralgemeend objecttype van het
veralgemeend objectschema ˜˜os;
• ˜˜M een informele component die de betekenis van het resulterend veralgemeend objectschema aan-
geeft;
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• ˜˜C ˜˜t = ∅
Opmerking. Door de overerving gelden alle specifieke veralgemeende restricties die gedefinieerd
zijn voor de instanties van het veralgemeend objectschema ˜˜os a fortiori voor de instanties van het
nieuw veralgemeend objectschema.
In het geval het resulterend veralgemeend objectschema
˜˜os′ = ˜˜τ( ˜˜os, ˜˜M, id, id′, τTrue, τFalse, τ⊥Boolean)
gedefinieerd is (d.i. als ˜˜σ( ˜˜os, ˜˜M, id, id′, τTrue, τFalse, τ⊥Boolean) 6= ⊥GOS), wordt de instantieverzameling
V instance˜˜os′
van ˜˜os′ als volgt bekomen uit de instantieverzameling ˜˜instances( ˜˜os) van het objectschema ˜˜os:
V instance˜˜os′











(µ′True ≥ τTrue) ∧ (µ′False ≤ τFalse) ∧ (µ′⊥Boolean ≤ τ⊥Boolean)}

Voorbeeld 8.11
M.b.t. de voorbeelddatabank uit bijlage B kan door middel van de drempel-operator
˜˜τ(GOSPatient, {1/{1/⊥String}}, GOSQ8, TQ8, (.8, 0, 0))
een nieuw veralgemeend objectschema
[GOSQ8, TQ8, {1/{1/⊥String}}, ˜˜CTQ8]
worden gecree¨erd waarbij
• de naam van het resulterend veralgemeend objectschema GOSQ8 is;
• het veralgemeende objecttype TQ8 gespecificeerd is als:
˜˜Class TQ8 : TPatient( )
• de betekenis van het resulterend veralgemeend objectschema niet gedefinieerd is;
• ˜˜CTQ8 = ∅
De instantieverzameling van het resulterend veralgemeend objectschema is opgebouwd uit alle ele-
menten van de instantieverzameling V instanceGOSPatient waarvoor
• de mate dat het waar is dat de instantie een “instantie is van” V instanceGOSPatient groter dan of gelijk is
aan 0.8,
• de mate dat het vals is dat de instantie een “instantie is van” V instanceGOSPatient gelijk is aan nul en
• de mate dat het “niet-gedefinieerd zijn” dat de instantie een “instantie is van” V instanceGOSPatient eveneens
gelijk is aan nul.

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De operatoren ˜˜make persistent en ˜˜make transient
De operatoren ˜˜make persistent en ˜˜make transient laten het respectievelijk toe om transie¨nte objecten
persistent te maken en persistente objecten transie¨nt te maken.
De parameters van de operator ˜˜make persistent zijn:
• een verzameling van transie¨nte objecten die dienen persistent te worden gemaakt en alle instanties
zijn van e´e´nzelfde veralgemeend objectschema,
• het veralgemeend objectschema ˜˜os van deze transie¨nte objecten en
• het veralgemeend databankschema ˜˜ds waartoe het veralgemeend objectschema ˜˜os behoort.
Definitie 8.34 ( ˜˜make persistent-operator) De operator ˜˜make persistent wordt gedefinieerd als:
˜˜make persistent : ℘(
⋃
˜˜os∈GOS\{⊥GOS}
˜˜instances( ˜˜os))×GOS ×GDS → GOS
V, ˜˜os, ˜˜ds 7→ ˜˜os als ( ˜˜os 6= ⊥GOS) ∧ ( ˜˜ds 6= ⊥GDS) ∧ ( ˜˜os ∈ ˜˜schemes( ˜˜ds)) ∧
(V ⊆ {[ ˜˜type( ˜˜os), ˜˜v, µTrue, µFalse, µ⊥Boolean ]|[ ˜˜type( ˜˜os), ˜˜v, µTrue, µFalse, µ⊥Boolean ] ∈ V instance˜˜os }) ∧
(∀ [ ˜˜type( ˜˜os), ˜˜v, µTrue, µFalse, µ⊥Boolean ] ∈ V, ∃ oid[ ˜˜type( ˜˜os),˜˜v] ∈ IDΣ :
V extent˜˜os ∪ (
⋃
[ ˜˜type( ˜˜os),˜˜v,µTrue,µFalse,µ⊥Boolean ]∈V
{[oid
[ ˜˜type( ˜˜os),˜˜v]
, ∅, ˜˜type( ˜˜os), ˜˜v, µTrue, µFalse, µ⊥Boolean ]})
voldoet aan definitie 8.14)
V, ˜˜os, ˜˜ds 7→ ⊥GOS in alle andere gevallen
In het geval het resulterend veralgemeend objectschema
˜˜os′ = ˜˜make persistent(V, ˜˜os, ˜˜ds)
gedefinieerd is (d.i. als ˜˜make persistent(V, ˜˜os, ˜˜ds) 6= ⊥GOS), wordt de instantieverzameling V instance˜˜os′
van het resulterend objectschema gedefinieerd als:
V instance˜˜os′
, ( ˜˜instances( ˜˜os) ∪
(
⋃
[ ˜˜type( ˜˜os),˜˜v,µTrue,µFalse,µ⊥Boolean ]∈V
{[oid
[ ˜˜type( ˜˜os),˜˜v]
, ∅, ˜˜type( ˜˜os), ˜˜v, µTrue, µFalse, µ⊥Boolean ]})) \ V
Bovendien moeten ook de instantieverzamelingen van alle supertypes van het veralgemeend type ˜˜type( ˜˜os)
op een analoge manier worden aangepast, d.i.
∀ ˜˜t′ ∈ ˜˜T : ˜˜spec(˜˜t′)≺ ˜˜spec( ˜˜type( ˜˜os))⇒
V instance˜˜t′
, ( ˜˜instances(˜˜t′) ∪
(
⋃
[ ˜˜type( ˜˜os),˜˜v,µTrue,µFalse,µ⊥Boolean ]∈V
{[oid
[ ˜˜type( ˜˜os),˜˜v]
, ∅, ˜˜type( ˜˜os), ˜˜v, µTrue, µFalse, µ⊥Boolean ]})) \ V

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De parameters van de operator ˜˜make transient zijn:
• een verzameling van persistente objecten die dienen transie¨nt te worden gemaakt en alle instanties
zijn van e´e´nzelfde veralgemeend objectschema,
• het veralgemeend objectschema ˜˜os van deze persistente objecten en
• het veralgemeend databankschema ˜˜ds waartoe het veralgemeend objectschema ˜˜os behoort.
Definitie 8.35 ( ˜˜make transient-operator) De operator ˜˜make transient wordt gedefinieerd als:
˜˜make transient : ℘(
⋃
˜˜os∈GOS\{⊥GOS}
˜˜instances( ˜˜os))×GOS ×GDS → GOS
V, ˜˜os, ˜˜ds 7→ ˜˜os als ( ˜˜os 6= ⊥GOS) ∧ ( ˜˜ds 6= ⊥GDS) ∧ ( ˜˜os ∈ ˜˜schemes( ˜˜ds)) ∧
(V ⊆ {[oid,N, ˜˜type( ˜˜os), ˜˜v, µTrue, µFalse, µ⊥Boolean ]|
[oid,N, ˜˜type( ˜˜os), ˜˜v, µTrue, µFalse, µ⊥Boolean ] ∈ V extent˜˜os }) ∧
(V extent˜˜os \ V voldoet aan definitie 8.14) ∧
(∀ ˜˜os′ ∈ ˜˜schemes( ˜˜ds) \ { ˜˜os} : V extent˜˜os′ voldoet aan definitie 8.14)
V, ˜˜os, ˜˜ds 7→ ⊥GOS in alle andere gevallen
In het geval het resulterend veralgemeend objectschema
˜˜os′ = ˜˜make transient(V, ˜˜os, ˜˜ds)
gedefinieerd is (d.i. als ˜˜make transient(V, ˜˜os, ˜˜ds) 6= ⊥GOS), wordt de instantieverzameling V instance˜˜os′
van het resulterend objectschema gedefinieerd als:
V instance˜˜os′
, ( ˜˜instances( ˜˜os) ∪
(
⋃
[oid,N, ˜˜type( ˜˜os),˜˜v,µTrue,µFalse,µ⊥Boolean ]∈V
{[ ˜˜type( ˜˜os), ˜˜v, µTrue, µFalse, µ⊥Boolean ]})) \ V
Bovendien moeten ook de instantieverzamelingen van alle supertypes van het veralgemeend type ˜˜type( ˜˜os)
op een analoge manier worden aangepast, d.i.
∀ ˜˜t′ ∈ ˜˜T : ˜˜spec(˜˜t′)≺ ˜˜spec( ˜˜type( ˜˜os))⇒
V instance˜˜t′
, ( ˜˜instances(˜˜t′) ∪
(
⋃
[oid,N, ˜˜type( ˜˜os),˜˜v,µTrue,µFalse,µ⊥Boolean ]∈V
{[ ˜˜type( ˜˜os), ˜˜v, µTrue, µFalse, µ⊥Boolean ]})) \ V

Voorbeeld 8.12
M.b.t. het veralgemeend objectschema GOSPersoon van het veralgemeend databankschema
GDSPatientendatabank uit bijlage B kan de transie¨nte instantie:
˜˜otransient = [TPersoon,Struct(Naam : {1/{1/“Van Loo”}};
V oornamen : {1/{1/List({1/{1/“Bart”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/21}};Maand : {1/{1/4}};
Jaar : {1/{1/1982}})}};
Geslacht : {1/{1/mannelijk}};
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}})}}), 1, 0, 0]
persistent worden gemaakt d.m.v. de operatie:
˜˜make persistent({˜˜otransient}, GOSPersoon,GDSPatientendatabank)
Als resultaat van deze operatie zal de transie¨nte instantie ˜˜otransient worden “opgewaardeerd” tot een
persistente instantie:
˜˜opersistent = [oid˜˜o, ∅, TPersoon,Struct(Naam : {1/{1/“Van Loo”}};
V oornamen : {1/{1/List({1/{1/“Bart”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/21}};Maand : {1/{1/4}};
Jaar : {1/{1/1982}})}};
Geslacht : {1/{1/mannelijk}};












}})}}), 1, 0, 0]
Deze kan opnieuw transie¨nt worden gemaakt d.m.v. de (inverse) operatie:
˜˜make transient({˜˜opersistent}, GOSPersoon,GDSPatientendatabank)

8.3.3 De uitbreiding van de verzameling OGOS
Met de definitie van de verzameling OGOS (cf. definitie 8.3) werden er reeds een aantal operaties ingevoerd
die inwerken op e´e´n of meerdere veralgemeende objectschema’s. Deze verzameling wordt uitgebreid tot
de verzameling OmodelGOS .
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Definitie 8.36 (Verzameling OmodelGOS )
OmodelGOS , OGOS ∪ { ˜˜∪ : GOS ×GOS × dom ˜˜String × IDΣ × IDΣ → GOS,
˜˜∩ : GOS ×GOS × dom ˜˜String × IDΣ × IDΣ → GOS,
˜˜\ : GOS ×GOS × dom ˜˜String × IDΣ × IDΣ → GOS,
˜˜⊗ : GOS ×GOS × dom ˜˜String × IDΣ × IDΣ → GOS,
˜˜Π : GOS × dom ˜˜String × IDΣ × IDΣ × ℘(IDΣ) \ ∅ → GOS,
˜˜Θ : GOS × dom ˜˜String × IDΣ × IDΣ ×
{id isr ˜˜ts|id isr ˜˜ts ∈ V ˜˜
char
∧ ˜˜ts ∈ ˜˜T literal} × ˜˜E ∩ ( ˜˜Evalue ∪ ˜˜Eaggr)→ GOS,
˜˜σ : GOS × dom ˜˜String × IDΣ × IDΣ ×
˜˜C → GOS,
˜˜τ : GOS × dom ˜˜String × IDΣ × IDΣ × [0, 1]
3 → GOS,
˜˜make persistent : ℘(
⋃
˜˜os∈GOS\{⊥GOS}
˜˜instances( ˜˜os))×GOS ×GDS → GOS,
˜˜make transient : ℘(
⋃
˜˜os∈GOS\{⊥GOS}
˜˜instances( ˜˜os))×GOS ×GDS → GOS}
De semantiek van elk van deze toegevoegde operatoren wordt volledig bepaald door de definities 8.26, 8.27,
8.28, 8.29, 8.30, 8.31, 8.32, 8.33, 8.34 en 8.35. 
Aangezien elk van de toegevoegde operaties voor gegevensmanipulatie gedefinieerd is over e´e´n of
meerdere veralgemeende objectschema’s en resulteert in een (ander) veralgemeend objectschema, is de
resulterende algebra gesloten en kan het resultaat van een operatie worden gebruikt als argument voor
een (andere) operatie.
8.3.4 De uitbreiding van de verzameling OGDS
De definitie van de verzameling OGDS (cf. definitie 8.9) wordt uitgebreid tot de verzameling OmodelGDS .
Definitie 8.37 (Verzameling OmodelGDS )
OmodelGDS , OGDS ∪ { ˜˜Create Database : IDΣ × dom ˜˜String → GDS,
˜˜Drop Database : GDS \ {⊥GDS} → {⊥GDS},
˜˜Create ObjectScheme : GDS \ {⊥GDS} × IDΣ × ˜˜T × dom ˜˜String → GDS,
˜˜Drop ObjectScheme : GDS \ {⊥GDS} ×GOS \ {⊥GOS} → GDS,
˜˜Create Characteristic : GDS \ {⊥GDS} ×GOS \ {⊥GOS} × V ˜˜char → GDS,
˜˜Drop Characteristic : GDS \ {⊥GDS} ×GOS \ {⊥GOS} × IDΣ → GDS,
˜˜Create DBConstraint : GDS \ {⊥GDS} × ˜˜C × [0, 1]→ GDS,
˜˜Drop DBConstraint : GDS \ {⊥GDS} × ˜˜C → GDS,
˜˜Create OSConstraint : GDS \ {⊥GDS} ×GOS \ {⊥GOS} × ˜˜C × [0, 1]→ GDS,
˜˜Drop OSConstraint : GDS \ {⊥GDS} ×GOS \ {⊥GOS} × ˜˜C → GDS}
De semantiek van elk van deze toegevoegde operatoren wordt volledig bepaald door de definities 8.16, 8.17,
8.18, 8.19, 8.20, 8.21, 8.22, 8.23, 8.24 en 8.25. 
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8.3.5 De formele definitie van het veralgemeend databankmodel
Het veralgemeend objectgeorie¨nteerd databankmodel wordt tenslotte formeel gedefinieerd als:
Definitie 8.38 (Veralgemeend databankmodel) Het veralgemeend objectgeorie¨nteerd databankmo-
del GDM wordt gedefinieerd door het 7-tuple:
GDM , [ID∗Σ,
˜˜T ∗, ˜˜C∗, ˜˜E,GOS,GDS,OGDM ]
waarbij
• ID∗Σ de verzameling is van alle geldige identificatoren (definitie 2.9);
• ˜˜T ∗ , [ ˜˜T spec, ˜˜T impl, ˜˜f typeimpl, V ˜˜extent, O ˜˜T∗ ] een 5-tuple is, waarvan de componenten gedefinieerd worden
als:
– ˜˜T spec de verzameling van alle geldige typespecificaties (definitie 6.54),
– ˜˜T impl de verzameling van alle mogelijke type-implementaties (definitie 6.56),
– ˜˜f typeimpl de implementatiefunctie voor veralgemeende types (definitie 6.56),
– V ˜˜extent de verzameling van alle extenties (definitie 6.72),
– O ˜˜T∗ , O ˜˜enum ∪O ˜˜struct ∪O ˜˜ref ∪O ˜˜object ∪O ˜˜extent (definities 6.15, 6.24, 6.49, 6.53 en 6.74);
• ˜˜C∗ , [ ˜˜Cspec, ˜˜Cimpl, ˜˜f constrimpl ] een triple is, waarvan de componenten gedefinieerd worden als:
– ˜˜Cspec de verzameling van alle geldige restrictiespecificaties (definitie 7.23),
– ˜˜Cimpl de verzameling van alle mogelijke restrictie-implementaties (definitie 7.24),
– ˜˜f constrimpl de implementatiefunctie voor specifieke veralgemeende restricties (definitie 7.24);
• ˜˜E de verzameling is van alle geldige expressies (definitie 7.2);
• GOS de verzameling is van alle mogelijke veralgemeende objectschema’s (definitie 8.2);
• GDS de verzameling is van alle mogelijke veralgemeende databankschema’s (definitie 8.8);





˜˜t∈{˜˜t|˜˜t∈ ˜˜T∧ ˜˜spec(˜˜t)∈ ˜˜T object}
Oextent˜˜t
)∪O ˜˜E∪O ˜˜C ∪OmodelGOS ∪OmodelGDS
(definities 2.8, 6.68, 6.70, 6.73, 7.27, 7.7, 8.36 en 8.37).

Met de definitie van het veralgemeend objectgeorie¨nteerd databankmodel (definitie 8.38) zijn alle de-
finities van het nieuwe veralgemeend formalisme gegeven.
Conclusie
Bijdragen van dit proefschrift
Met dit proefschrift hebben wij een bijdrage willen leveren tot de verdere ontwikkeling van semantisch
rijkere databankmodellen. Daarbij werd uitgegaan van een objectgeorie¨nteerde aanpak en werd gestreefd
naar conformiteit met de ODMG de facto standaard. Tegelijkertijd hebben wij gepoogd om een oplossing
te bieden voor de twee belangrijkste algemeen bekritiseerde tekortkomingen van het ODMG-model, nl.
het ontbreken van een formele definitie ervoor en vooral het gemis aan een voorziening in de formulering
van restricties. Daarenboven werd er rekening gehouden met twee kritieken die veelal van toepassing zijn
op formele objectgeorie¨nteerde databankmodellen: het niet kunnen behandelen van niet-gedefinieerde
gegevens en het niet gesloten zijn van de verzameling van de onderliggende bevragingsoperatoren. Wij
denken dat de originaliteit van onze bijdrage erin ligt, dat wij op een eigen, ge¨ıntegreerde wijze een
oplossing geboden hebben voor de vier geciteerde problemen in het door ons voorgestelde model.
Met betrekking tot het onderzoek naar objectgeorie¨nteerde databankmodellen voor het modelleren
van scherpe gegevens levert dit werk een originele bijdrage onder de vorm van een formele definitie van
een databankmodel, waarin de ODMG de facto standaard volledig kan worden beschreven, en waarmee
daarenboven restricties kunnen worden behandeld. Bijkomend originele bijdragen hiertoe waren:
• het opbouwen van een classificatie voor de types uit de ODMG-de facto standaard;
• het invoeren van referentietypes, wat toelaat om op een uniforme wijze referenties en relaties (in de
ODMG betekenis) te definie¨ren;
• het opbouwen van een typesysteem dat steunt op een onderliggende driewaardige Kleene-logica en
hierdoor bijkomend geschikt is voor het modelleren van “niet-gedefinieerde” gegevens;
• het geven van een volledige semantische definitie van de types die voorkomen in het typesysteem,
hierbij rekening houdende met de formalisering van een “niet-gedefinieerde” domeinwaarde;
• het geven van een classificatie voor de restricties die kunnen worden beschouwd m.b.t. een object-
georie¨nteerd databankmodel;
• het definie¨ren en opbouwen van een restrictiesysteem dat toelaat om alle restricties te definie¨ren
die nodig zijn om zowel de inherente semantiek als de contextuele semantische integriteit van de
databankgegevens te kunnen vastleggen;
• het geven van een, voor objectgeorie¨nteerde databankmodellen, unieke en intu¨ıtieve benadering
voor de integratie van restricties, waarbij werd rekening gehouden met de impact van overerving
op de restricties;
• het definie¨ren (binnen het model) van operatoren voor gegevensdefinitie;
• het definie¨ren (binnen het model) van operatoren voor gegevensmanipulatie, die alle inwerken op
(uniforme) objectschema’s en samen de basis vormen voor een gesloten bevraging;
• de integratie —d.m.v. expressies— van de basisoperatoren voor gegevensmanipulatie en van de
operatoren die gedefinieerd zijn door de gebruiker(s), zodat deze op een formeel vastgelegde wijze
kunnen worden aangewend bij de bevraging van een databank.
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In het tweede deel van dit werk hebben wij aangetoond dat ons scherp databankmodel kan worden
veralgemeend tot een databankmodel dat geschikt is voor het modelleren van onnauwkeurige en onzekere
informatie. Hiermee werd eveneens een bijdrage geleverd tot het onderzoek naar objectgeorie¨nteerde
databankmodellen voor het modelleren van onnauwkeurige en onzekere gegevens. De originaliteit van de
veralgemening blijkt ondermeer uit13:
• de eigen aanpak om een scherp databankmodel te veralgemenen, eerder dan dit uit te breiden;
• het behoud van de overeenkomst met de ODMG de facto standaard, voor wat betreft het speciale
“scherpe” geval;
• het aanwenden van twee-niveau vage verzamelingen om te komen tot een uniforme modellering van
(algemene) gegevens;
• de definitie en het gebruik van specifieke veralgemeende restricties;
• het aanwenden van veralgemeende restricties (hier generieke veralgemeende restricties genoemd),
zoals deze door Zadeh zijn gedefinieerd en de daarmee gepaard gaande toepassing van de theorie
van vage informatiegranulatie;
• het gebruik van een veralgemening van de driewaardige Kleene-logica voor het modelleren van (vage)
waarheid, waardoor het model bijkomend geschikt is voor het modelleren van “niet-gedefinieerde”
gegevens;
• het gebruiken van drie lidmaatschapsgraden om uit te drukken in welke mate een object een “in-
stantie is van” het beschouwde objecttype, objectschema of databankschema. Door verfijnder dan
gebruikelijk de mate van “waar zijn”, de mate van “vals zijn” en een de mate van “niet-gedefinieerd
zijn” in aanmerking te nemen, wordt het “instantie zijn van” op een semantisch rijkere manier ge-
modelleerd en wordt aldus beter gestreefd naar een maximaal behoud aan informatie in het model;
• het gebruik van speciaal ontworpen aggregaatoperatoren die toelaten om de (vage) waarheid te
bepalen van het “instantie zijn van”;
• het definie¨ren (binnen het model) van veralgemeende operatoren voor gegevensdefinitie;
• het definie¨ren (binnen het model) van veralgemeende operatoren voor gegevensmanipulatie die alle
inwerken op (uniforme) veralgemeende objectschema’s;
• het gesloten zijn van de veralgemeende bevragingsoperatoren en de mogelijkheid om dezelfde opera-
toren te laten inwerken op zowel scherpe, onnauwkeurige, niet-gedefinieerde als onzekere gegevens.
Toepasbaarheid
Zoals dit ge¨ıllustreerd is in appendix B, is het hier opgebouwde veralgemeend databankmodel bruikbaar
voor de (theoretische) modellering van gegevens. Het kan rechtstreeks als leidraad worden gebruikt bij
de implementatie van de conceptuele laag van een objectgeorie¨nteerd databankbeheersysteem. Omtrent
de implementeerbaarheid van het veralgemeende model kan evenwel het volgende opgemerkt worden.
Het gebruik van het extensieprincipe van Zadeh als grondslag voor de veralgemeende definitie van veel
operatoren die gedefinieerd zijn over een (continu) universum, brengt mee dat de verzameling V(R,y)
(definitie 5.8) een oneindig aantal elementen kan bevatten. In de praktijk is hier dus nood aan benade-
ringen voor de implementaties. Deze problematiek (De Baets et al. 1989), waaromtrent nog steeds actief
onderzoek verricht wordt, ligt uiteraard buiten het bestel van ons werk.
Afgezien van dergelijke potentie¨le implementatieproblemen wensen wij duidelijk te stellen dat het
onze bedoeling is geweest om een zo volledig en algemeen mogelijk theoretisch model voor te stellen. Het
wordt aan de toekomstige systeemontwerper overgelaten om uit te maken welke delen van het model hij
wenst te implementeren en hoe dit dient te gebeuren.
13De basisideee¨n rond het gebruik van restricties in scherpe en veralgemeende objectgeorie¨nteerde databankmodellen
werden reeds gepubliceerd in (De Tre´ en De Caluwe 1998). In (De Tre´ en De Caluwe 1999a) werd dieper ingegaan op
de classificatie van de (specifieke veralgemeende) restricties, terwijl de idee voor het aanwenden van meerdere lidmaat-
schapsgraden voor het modelleren van het “instantie zijn van” in de context van een objectgeorie¨nteerd databankmodel is
voorgesteld in (De Tre´ en De Caluwe 1999b). Het datamodel zelf wordt uitgebreid voorgesteld in (De Tre´ et al. 2000).
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Mogelijkheden voor uitbreidingen en verder onderzoek
De modellering van —vage en onzekere— temporele en/of spatiale databanken is perfect mogelijk bin-
nen het raamwerk van het door ons voorgestelde model. Voor toepasselijke tijdsmodellering bijvoor-
beeld, verwijzen we naar een eigen tijdsmodel in “vage en onzekere” objectgeorie¨nteerde databanken
(De Tre´ et al. 1997a, De Tre´ et al. 1997b, De Caluwe et al. 1999, De Caluwe et al. 2000), voor het
gebruik van restricties voor het modelleren van spatiale en temporele informatie naar (Brodsky en
Kornatzky 1995, Belussi et al. 1998), waarop uitbreidingen zouden kunnen worden gesteund.
Desgewenst kan ons model ook verder uitgebreid worden met de meer geavanceerde concepten van
vage overerving, vaag gedrag, vage eigenschappen, rolobjecten, . . . zoals gedefinieerd in het UFO model
(Van Gyseghem 1995, Van Gyseghem en De Caluwe 1997).
Voorts vermelden we dat voor de benadering van het concept onzekerheid andere keuzen zouden kun-
nen worden gemaakt dan de vrij conservatieve, possibilistische modellering waarvoor wij in ons werk
geopteerd hebben. De ruimere interpretatie zoals deze beschreven is door Walley (Walley 1996), is bij-
voorbeeld een andere mogelijke keuze. Zo ook zou het mogelijk zijn om nog meer generieke veralgemeende
restricties (Zadeh 1997) in te voeren. Bij dergelijke uitbreidingen, die het model veel complexer zouden
maken, dient met het oog op de praktische toepassingen uiteraard de toename aan complexiteit van het
model afgewogen te worden tegen de relevantie van de uitbreiding. Bijkomend voorafgaand theoretisch
onderzoek in een ruimere context dan data(bank)modellering is nog zeker eerst hiertoe nodig.
Er kan tenslotte gedacht worden aan de toevoeging van extra faciliteiten die de gebruiker de moge-
lijkheid zouden bieden rechtstreeks linguistische termen te kunnen gebruiken voor de omschrijving van
de gegevens en hun samenhang, voor het “rekenen met woorden”, zoals voorgestaan door Zadeh in recent
theoretisch werk (Zadeh en Kacprzyk 1999, Zadeh 1999b) dat geheel nieuwe perspectieven opent.
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Bijlage A
Definities
In deze bijlage zijn de definities opgenomen van alle typespecificaties die voorkomen in het het formalisme.
De typespecificaties uit het scherp typesysteem zijn gegroepeerd in deelsectie A.1, de typespecificaties uit
het veralgemeend typesysteem in deelsectie A.2.
A.1 Typespecificaties uit het typesysteem
A.1.1 De specificatie van het “void”-type





domV oid , {⊥V oid}
2. de verzameling van domeinen DV oid:
DV oid , {domV oid}
3. de verzameling van operatoren OV oid:
OV oid , {⊥ :→ domV oid}
4. de axioma’s uit AV oid:
de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥V oid
deze operatie geeft steeds een niet-gedefinieerde “void”-waarde terug.

A.1.2 De specificatie van de referentietypes
De enkelwaardige referentietypes
Definitie A.2 (Enkelwaardig referentietype) De typespecificaties van de enkelwaardige referentie-
types worden gedefinieerd door:
• de syntaxis:
∀ ts ∈ Tobject : Ref (ts) ∈ Treference
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384 BIJLAGE A. DEFINITIES
• de semantiek:
1. het domein:
domRef(ts) , {oid|(oid ∈ IDΣ) ∧ (∃ [oid′, N, ts, v] ∈ V extentt : oid′ = oid)} ∪ {⊥Ref(ts)}
waarbij V extentt de extentie is van het objecttype t met specificatie spec(t) = ts (definities 2.70
en 2.71);
2. de verzameling van domeinen DRef(ts)




3. de verzameling van operatoren ORef(ts):
ORef(ts) , {= : (domRef(ts))2 → domBoolean,
6= : (domRef(ts))2 → domBoolean,
↑ : domRef(ts) → domts,
set element : domRef(ts) × {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) :





clear element : domRef(ts) × {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) :
id′ = id ∧ ts′ ∈ Tliteral ∪ Treference)} → domts,
. : domRef(ts) × {id|(id ∈ IDΣ) ∧






4. de axioma’s uit ARef(ts):
(a) de semantiek van de binaire operatoren = en 6=
uit de definitie van domRef(ts) volgt dat:
domRef(ts) \ {⊥Ref(ts)} ⊆ IDΣ
hierdoor hebben de binaire operatoren = en 6= dezelfde semantiek als de gelijknamige
binaire operatoren = en 6= die gedefinieerd zijn over IDΣ (definitie 2.8). Voor niet-
gedefinieerde argumentwaarden geldt er bij definitie:
∀ x ∈ domRef(ts) : relat(x,⊥Ref(ts)) = relat(⊥Ref(ts), x) = ⊥Boolean
waarbij “relat” een variabele copula is die achtereenvolgens de symbolen = en 6= aanneemt;
(b) de semantiek van de unaire operator ↑
i. ∀ oid ∈ domRef(ts) \ {⊥Ref(ts)} : ↑(oid) = v
waarbij v de waarde is die benoemd wordt door de object-identificator oid, m.a.w.
v is de waarde van het object [oid,N, ts, v] waaraan gerefereerd wordt (cf. de definitie
van het domein domRef(ts));
ii. ↑(⊥Ref(ts)) = ⊥ts
waarbij ⊥ts een niet-gedefinieerde waarde voorstelt uit het domein van het objecttype
met specificatie ts;
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(c) de semantiek van de ternaire operator set element




∀ id ∈ {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) : id′ = id ∧ ts′ ∈ Tliteral ∪ Treference)} :
set element(oid, id, v) = set element(↑(oid), id, v)
(d) de semantiek van de binaire operator clear element
∀ oid ∈ domRef(ts),
∀ id ∈ {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) : id′ = id ∧ ts′ ∈ Tliteral ∪ Treference)} :
clear element(oid, id) = clear element(↑(oid), id)
(e) de semantiek van de binaire operator .
∀ oid ∈ domRef(ts),
∀ id ∈ {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) : id′ = id ∧ ts′ ∈ Tliteral ∪ Treference)} :
.(oid, id) = .(↑(oid), id)
(f) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥Ref(ts)
deze operatie geeft steeds een niet-gedefinieerde enkelwaardige referentie terug.

De meerwaardige referentietypes
Definitie A.3 (Meerwaardig referentietype) De typespecificaties van de meerwaardige referentiety-
pes worden gedefinieerd door:
• de syntaxis:
∀ ts ∈ Tobject : (SetRef (ts) ∈ Treference)
∧ (BagRef (ts) ∈ Treference) ∧ (ListRef (ts) ∈ Treference)
• de semantiek:
– een meerwaardig referentietype SetRef (ts), ts ∈ Tobject heeft bij definitie dezelfde semantiek
als het verzamelingtype dat zou gedefinieerd zijn over het enkelwaardig referentietype Ref(ts)
(cf. definitie 2.12);
– een meerwaardig referentietype BagRef (ts), ts ∈ Tobject heeft bij definitie dezelfde seman-
tiek als het bagtype dat zou gedefinieerd zijn over het enkelwaardig referentietype Ref(ts) (cf.
definitie A.10);
– een meerwaardig referentietype ListRef (ts), ts ∈ Tobject heeft bij definitie dezelfde seman-
tiek als het lijsttype dat zou gedefinieerd zijn over het enkelwaardig referentietype Ref(ts) (cf.
definitie A.11);

386 BIJLAGE A. DEFINITIES
A.1.3 De literaaltypes: de specificatie van een basistype
Het basistype voor het werken met Boolese gegevens
Definitie A.4 (Boolese gegevens) De typespecificatie van het type voor het werken met Boolese gege-






2. de verzameling van domeinen DBoolean:
DBoolean , {domBoolean}
3. de verzameling van operatoren OBoolean:
OBoolean , {= : (domBoolean)2 → domBoolean,
6= : (domBoolean)2 → domBoolean,
∨ : (domBoolean)2 → domBoolean,
∧ : (domBoolean)2 → domBoolean,
¬ : domBoolean → domBoolean,
⊥ :→ domBoolean}
4. de axioma’s uit ABoolean:
(a) de waarheidstabel voor de binaire operator =
= True False ⊥Boolean
True True False ⊥Boolean
False False True ⊥Boolean
⊥Boolean ⊥Boolean ⊥Boolean ⊥Boolean
(b) de waarheidstabel voor de binaire operator 6=
6= True False ⊥Boolean
True False True ⊥Boolean
False True False ⊥Boolean
⊥Boolean ⊥Boolean ⊥Boolean ⊥Boolean
(c) de waarheidstabel voor de binaire operator ∨
∨ True False ⊥Boolean
True True True True
False True False ⊥Boolean
⊥Boolean True ⊥Boolean ⊥Boolean
(d) de waarheidstabel voor de binaire operator ∧
∧ True False ⊥Boolean
True True False ⊥Boolean
False False False False
⊥Boolean ⊥Boolean False ⊥Boolean
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(f) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥Boolean
deze operatie geeft steeds een niet-gedefinieerde Boolese waarde terug.

De basistypes voor het werken met gehele getallen
Voor het werken met gehele getallen wordt in de ODMG-specificaties een onderscheid gemaakt tussen de
vier basistypes: “Short”, “Long”, “Unsigned short”, “Unsigned long” die alle implementatievormen zijn
—elk met een eigen precisie— van een algemeen type voor het werken met gehele getallen. Deze types
worden formeel gedefinieerd aan de hand van een algemeen type Integer.
Definitie A.5 (Gehele getallen) De typespecificatie van het algemeen type voor het werken met gehele





domInteger , Z ∪ {⊥Integer}
2. de verzameling van domeinen DInteger:
DInteger , {domBoolean, domInteger}
3. de verzameling van operatoren OInteger:
OInteger , {= : (domInteger)2 → domBoolean,
6= : (domInteger)2 → domBoolean,
< : (domInteger)2 → domBoolean,
> : (domInteger)2 → domBoolean,
≤ : (domInteger)2 → domBoolean,
≥ : (domInteger)2 → domBoolean,
+ : (domInteger)2 → domInteger,
− : (domInteger)2 → domInteger,
∗ : (domInteger)2 → domInteger,
div : (domInteger)2 → domInteger,
mod : (domInteger)2 → domInteger,
⊥ :→ domInteger}
4. de axioma’s uit AInteger:
(a) de semantiek van de binaire operatoren =, 6=, <, >, ≤ en ≥
omdat domInteger \ {⊥Integer} bij definitie gelijk is aan de totaal geordende verzameling
van de gehele getallen Z wordt gesteld dat de binaire operatoren =, 6=, <, >, ≤ en ≥,
wanneer zij beperkt worden tot de verzameling:
domInteger \ {⊥Integer}
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dezelfde semantiek hebben als de gelijknamige orderelaties =, 6=, <, >, ≤ en ≥ die gede-
finieerd zijn over Z2. Voor niet-gedefinieerde argumentwaarden geldt er bij definitie:
∀ x ∈ domInteger : relat(x,⊥Integer) = relat(⊥Integer, x) = ⊥Boolean
waarbij “relat” een variabele copula is die achtereenvolgens de symbolen =, 6=, <, >, ≤
en ≥ aanneemt;
(b) de semantiek van de binaire operatoren +, −, ∗, div en mod
om dezelfde reden als hierboven wordt eveneens gesteld dat de binaire operatoren +, −, ∗,
div en mod, wanneer zij beperkt worden tot de verzameling:
domInteger \ {⊥Integer}
dezelfde semantiek hebben als de gelijknamige operaties +, −, ∗, div en mod bij Z. Voor
niet-gedefinieerde argumentwaarden geldt er nu:
∀ x ∈ domInteger : op(x,⊥Integer) = op(⊥Integer, x) = ⊥Integer
waarbij “op” een variabele copula is die achtereenvolgens de symbolen +, −, ∗, div en
mod toegekend krijgt;
(c) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥Integer
deze operatie geeft steeds een niet-gedefinieerd geheel getal terug.

Het basistype voor het werken met bytes






domOctet , {0,1}8 ∪ {⊥Octet}
2. de verzameling van domeinen DOctet:
DOctet , {domBoolean, domInteger, domOctet}
3. de verzameling van operatoren OOctet:
OOctet , {= : (domOctet)2 → domBoolean,
6= : (domOctet)2 → domBoolean,
< : (domOctet)2 → domBoolean,
> : (domOctet)2 → domBoolean,
≤ : (domOctet)2 → domBoolean,
≥ : (domOctet)2 → domBoolean,
∨ : (domOctet)2 → domOctet,
∧ : (domOctet)2 → domOctet,
¬ : domOctet → domOctet,
 : domOctet → domOctet,
 : domOctet → domOctet,
⊥ :→ domOctet}
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4. de axioma’s uit AOctet:
(a) de semantiek van de binaire operatoren =, 6=, <, >, ≤ en ≥
i. ∀ (x7, x6, x5, x4, x3, x2, x1, x0), (y7, y6, y5, y4, y3, y2, y1, y0) ∈ domOctet \ {⊥Octet} :







ii. ∀ (x7, x6, x5, x4, x3, x2, x1, x0) ∈ domOctet :
relat((x7, x6, x5, x4, x3, x2, x1, x0),⊥Octet) =
relat(⊥Octet, (x7, x6, x5, x4, x3, x2, x1, x0)) = ⊥Boolean
hierbij is “relat” een variabele copula die achtereenvolgens de symbolen =, 6=, <, >, ≤ en
≥ toegekend krijgt;
(b) de semantiek van de binaire operator ∨
i. ∀ (x7, x6, x5, x4, x3, x2, x1, x0), (y7, y6, y5, y4, y3, y2, y1, y0) ∈ domOctet \ {⊥Octet} :
∨((x7, x6, x5, x4, x3, x2, x1, x0), (y7, y6, y5, y4, y3, y2, y1, y0)) =
(x7 ∨ y7, x6 ∨ y6, x5 ∨ y5, x4 ∨ y4, x3 ∨ y3, x2 ∨ y2, x1 ∨ y1, x0 ∨ y0)
waarbij 0 ∨ 0 = 0 en (0 ∨ 1) = (1 ∨ 0) = (1 ∨ 1) = 1;
ii. ∀ (x7, x6, x5, x4, x3, x2, x1, x0) ∈ domOctet :
∨((x7, x6, x5, x4, x3, x2, x1, x0),⊥Octet) =
∨(⊥Octet, (x7, x6, x5, x4, x3, x2, x1, x0)) = ⊥Octet
(c) de semantiek van de binaire operator ∧
i. ∀ (x7, x6, x5, x4, x3, x2, x1, x0), (y7, y6, y5, y4, y3, y2, y1, y0) ∈ domOctet \ {⊥Octet} :
∧((x7, x6, x5, x4, x3, x2, x1, x0), (y7, y6, y5, y4, y3, y2, y1, y0)) =
(x7 ∧ y7, x6 ∧ y6, x5 ∧ y5, x4 ∧ y4, x3 ∧ y3, x2 ∧ y2, x1 ∧ y1, x0 ∧ y0)
waarbij 1 ∧ 1 = 1 en (0 ∧ 1) = (1 ∧ 0) = (0 ∧ 0) = 0;
ii. ∀ (x7, x6, x5, x4, x3, x2, x1, x0) ∈ domOctet :
∧((x7, x6, x5, x4, x3, x2, x1, x0),⊥Octet) =
∧(⊥Octet, (x7, x6, x5, x4, x3, x2, x1, x0)) = ⊥Octet
(d) de semantiek van de unaire operator ¬
i. ∀ (x7, x6, x5, x4, x3, x2, x1, x0) ∈ domOctet \ {⊥Octet} :
¬(x7, x6, x5, x4, x3, x2, x1, x0) = (¬x7,¬x6,¬x5,¬x4,¬x3,¬x2,¬x1,¬x0)
waarbij ¬1 = 0 en ¬0 = 1;
ii. ¬(⊥Octet) = ⊥Octet
(e) de semantiek van de unaire operatoren  en 
i. ∀ (x7, x6, x5, x4, x3, x2, x1, x0) ∈ domOctet \ {⊥Octet} :
(x7, x6, x5, x4, x3, x2, x1, x0) = (x6, x5, x4, x3, x2, x1, x0, 0)
ii. (⊥Octet) = ⊥Octet
en
i. ∀ (x7, x6, x5, x4, x3, x2, x1, x0) ∈ domOctet \ {⊥Octet} :
(x7, x6, x5, x4, x3, x2, x1, x0) = (0, x7, x6, x5, x4, x3, x2, x1)
ii. (⊥Octet) = ⊥Octet
(f) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥Octet
deze operatie geeft steeds een niet-gedefinieerde byte terug.

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De basistypes voor het werken met ree¨le getallen
Voor het werken met ree¨le getallen onderscheidt het ODMG-voorstel twee basistypes: “Float” en “Double”
die implementatievormen zijn —elk met een eigen precisie— van een algemeen type voor het werken met
ree¨le getallen. Deze types worden formeel gedefinieerd aan de hand van een algemeen type Real.
Definitie A.7 (Ree¨le getallen) De typespecificatie van het algemeen type voor het werken met ree¨le





domReal , R ∪ {⊥Real}
2. de verzameling van domeinen DReal:
DReal , {domBoolean, domReal}
3. de verzameling van operatoren OReal:
OReal , {= : (domReal)2 → domBoolean,
6= : (domReal)2 → domBoolean,
< : (domReal)2 → domBoolean,
> : (domReal)2 → domBoolean,
≤ : (domReal)2 → domBoolean,
≥ : (domReal)2 → domBoolean,
+ : (domReal)2 → domReal,
− : (domReal)2 → domReal,
∗ : (domReal)2 → domReal,
/ : (domReal)2 → domReal,
⊥ :→ domReal}
4. de axioma’s uit AReal:
(a) de semantiek van de binaire operatoren =, 6=, <, >, ≤ en ≥
omdat domReal \ {⊥Real} bij definitie gelijk is aan de totaal geordende verzameling van de
ree¨le getallen R wordt gesteld dat de binaire operatoren =, 6=, <, >, ≤ en ≥, wanneer zij
beperkt worden tot de verzameling:
domReal \ {⊥Real}
dezelfde semantiek hebben als de gelijknamige orderelaties =, 6=, <, >, ≤ en ≥ die gede-
finieerd zijn over R2. Voor niet-gedefinieerde argumentwaarden geldt er bij definitie:
∀ x ∈ domReal : relat(x,⊥Real) = relat(⊥Real, x) = ⊥Boolean
waarbij “relat” een variabele copula is die achtereenvolgens de symbolen =, 6=, <, >, ≤
en ≥ aanneemt;
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(b) de semantiek van de binaire operatoren +, −, ∗ en /
om dezelfde reden als hierboven wordt eveneens gesteld dat de binaire operaties +, −,
∗ en /, wanneer zij beperkt worden tot de verzameling:
domReal \ {⊥Real}
dezelfde semantiek hebben als de gelijknamige operatoren +, −, ∗ en / bij R. Voor niet-
gedefinieerde argumentwaarden geldt er nu:
∀ x ∈ domReal : op(x,⊥Real) = op(⊥Real, x) = ⊥Real
waarbij “op” een variabele copula is die achtereenvolgens de symbolen +, −, ∗, div en
mod toegekend krijgt;
(c) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥Real
deze operatie geeft steeds een niet-gedefinieerd ree¨el getal terug.

De basistypes voor het werken met karakterrijen
De ODMG de facto standaard kent twee basistypes voor het werken met karakterrijen: “Char” en “String”.
Omdat het type “Char” kan worden gezien als een speciaal geval van het type “String”, volstaat voor
het formalisme de definitie van het type “String”. De hieronder gegeven formele definitie steunt op het
concept totaal geordend alfabet (cf. definities 2.5 en 2.6).
Definitie A.8 (Karakterrijen) De typespecificatie van het type voor het werken met de karakterrijen
die opgebouwd zijn met de symbolen van een totaal geordend alfabet






domString , {x1, . . . , xk|k ∈ N0 ∧ ∀ 1 ≤ i ≤ k, i ∈ N0 : xi ∈ Σ} ∪ {⊥String}
is de verzameling van alle mogelijke karakterrijen die kunnen gedefinieerd worden over het
totaal geordend alfabet Σ = {a1, . . . , an}.
Opmerking. Een karakterrij w = x1, . . . , xk wordt gewoonlijk genoteerd zonder komma’s en
omgeven door aanhalingstekens, d.i. als
w = “x1 · · ·xk”
2. de verzameling van domeinen DString:
DString , {domBoolean, domInteger, domString}
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3. de verzameling van operatoren OString:
OString , {= : (domString)2 → domBoolean,
6= : (domString)2 → domBoolean,
< : (domString)2 → domBoolean,
> : (domString)2 → domBoolean,
≤ : (domString)2 → domBoolean,
≥ : (domString)2 → domBoolean,
concat : (domString)2 → domString,
sizeof : domString → domInteger,
substr : domString × (domInteger)2 → domString,
⊥ :→ domString}
4. de axioma’s uit AString:
(a) de semantiek van de binaire operator =
i. ∀ k, l ∈ N0, ∀ w = “x1 · · ·xk”, w′ = “x′1 · · ·x′l” ∈ domString \ {⊥String} :
=(w,w′) = ((k = l) ∧ (∀ 1 ≤ i ≤ k, i ∈ N0 : xi = x′i))
ii. ∀ w ∈ domString : =(w,⊥String) = ⊥Boolean ∧=(⊥String, w) = ⊥Boolean
(b) de semantiek van de binaire operator 6=
i. ∀ k, l ∈ N0, ∀ w = “x1 · · ·xk”, w′ = “x′1 · · ·x′l” ∈ domString \ {⊥String} :
6=(w,w′) = ((k 6= l) ∨ (∃ 1 ≤ i ≤ min(k, l), i ∈ N0 : xi 6= x′i))
ii. ∀ w ∈ domString : 6=(w,⊥String) = ⊥Boolean ∧ 6=(⊥String, w) = ⊥Boolean
(c) de semantiek van de binaire operatoren <, >, ≤ en ≥
i. ∀ k, l ∈ N0, ∀ w = “x1 · · ·xk”, w′ = “x′1 · · ·x′l” ∈ domString \ {⊥String} :
relat(w,w′) ≡ xj relat x′j met j = mini∈{i|1≤i≤min(k,l),i∈N0∧xi 6=x′i} i
als ∃ 1 ≤ i ≤ min(k, l), i ∈ N0 : xi 6= x′i
<(w,w′) = ≤(w,w′) = >(w′, w) = ≥(w′, w) = True
als (k < l) ∧ (∀ 1 ≤ i ≤ k, i ∈ N0 : xi = x′i)
ii. ∀ w ∈ domString : relat(w,⊥String) = relat(⊥String, w) = ⊥Boolean
hierbij is “relat” een variabele copula die achtereenvolgens de symbolen <, >, ≤ en ≥
toegekend krijgt;
(d) de semantiek van de binaire operator concat
i. ∀ k, l ∈ N0, ∀ w = “x1 · · ·xk”, w′ = “x′1 · · ·x′l” ∈ domString \ {⊥String} :
concat(w,w′) = ww′ = “x1 · · ·xkx′1 · · ·x′l”
ii. ∀ w ∈ domString : concat(w,⊥String) = concat(⊥String, w) = ⊥String
(e) de semantiek van de unaire operator sizeof
sizeof : domString → domInteger
“x1 · · ·xk” 7→ k
⊥String 7→ ⊥Integer
(f) de semantiek van de ternaire operator substr
substr : domString × (domInteger)2 → domString
“x1 · · ·xk”, i, j 7→ “xi · · ·xi+j” als 1 ≤ i ≤ j ≤ k
“x1 · · ·xk”, i, j 7→ ⊥String in alle andere gevallen
⊥String, i, j 7→ ⊥String
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(g) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥String
deze operatie geeft steeds een niet-gedefinieerde karakterrij terug.

A.1.4 De literaaltypes: de specificatie van een collectietype
De verzamelingtypes
Een verzameling is een ongeordende collectie van elementen, waarin geen duplicaten toegelaten zijn.
Definitie A.9 (Verzamelingen) De specificatie van het algemeen type voor het werken met eindige
verzamelingen wordt gedefinieerd door:
• de syntaxis:
∀ ts ∈ Tliteral : Set(ts) ∈ Tcollect
• de semantiek:
1. het domein:
domSet(ts) , {Set(v1, . . . , vn)|(n ∈ N0) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : vi ∈ domts) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0,∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ vi 6= vj)} ∪ {Set( ),⊥Set(ts)}
waarbij Set( ) de ledige verzameling voorstelt en ⊥Set(ts) een niet-gedefinieerde domeinwaarde
aanduidt;
2. de verzameling van domeinen DSet(ts):
DSet(ts) , {domBoolean, domInteger, domSet(ts)} ∪Dts
waarbij Dts de verzameling van domeinen is, die bepaald wordt door de semantiek van het type
met specificatie ts;
3. de verzameling van operatoren OSet(ts):
OSet(ts) , {= : (domSet(ts))2 → domBoolean,
6= : (domSet(ts))2 → domBoolean,
⊂ : (domSet(ts))2 → domBoolean,
⊃ : (domSet(ts))2 → domBoolean,
⊆ : (domSet(ts))2 → domBoolean,
⊇ : (domSet(ts))2 → domBoolean,
cardinality : domSet(ts) → domInteger,
is empty : domSet(ts) → domBoolean,
∪ : (domSet(ts))2 → domSet(ts),
∩ : (domSet(ts))2 → domSet(ts),
\ : (domSet(ts))2 → domSet(ts),
contains element : domSet(ts) × domts → domBoolean,
⊥ :→ domSet(ts)} ∪ {Φ : X1 × · · · ×Xm → Y |(m ∈ N0) ∧
(∃ Φ′ : X ′1 × · · · ×X ′m → domts′ ∈ Ots \ {⊥} : (Y = domSet(ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 :
(X ′j = domts ∧Xj = domSet(ts)) ∧ (∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : Xi = X ′i)))}
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4. de axioma’s uit ASet(ts):
(a) de semantiek van de unaire operator cardinality
cardinality : domSet(ts) → domInteger
Set(v1, . . . , vn) 7→ n
Set( ) 7→ 0
⊥Set(ts) 7→ ⊥Integer
door deze afbeelding wordt elke gedefinieerde verzameling afgebeeld op haar aantal elemen-
ten;
(b) de semantiek van de unaire operator is empty
is empty : domSet(ts) → domBoolean
Set(v1, . . . , vn) 7→ False
Set( ) 7→ True
⊥Set(ts) 7→ ⊥Boolean
deze afbeelding beeldt elke niet-ledige verzameling af op het symbool False, de ledige verza-
meling op het symbool True en een niet-gedefinieerde verzameling op een niet-gedefinieerde
Boolese waarde;
(c) de semantiek van de binaire operator =
i. =(Set( ),Set( )) = True
ii. ∀ X ∈ domSet(ts) \ {⊥Set(ts),Set( )} : =(X,Set( )) = False ∧=(Set( ), X) = False
iii. ∀ n,m ∈ N0,∀ Set(v1, . . . , vn),Set(v′1, . . . , v′m) ∈ domSet(ts) \ {⊥Set(ts),Set( )} :
=(Set(v1, . . . , vn),Set(v′1, . . . , v
′
m)) =
(cardinality(Set(v1, . . . , vn)) = cardinality(Set(v′1, . . . , v
′
m))) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ m, j ∈ N0 : vi = v′j)
iv. ∀ X ∈ domSet(ts) : (=(X,⊥Set(ts)) = ⊥Boolean) ∧ (=(⊥Set(ts), X) = ⊥Boolean)
(d) de semantiek van de binaire operator 6=
i. 6=(Set( ),Set( )) = False
ii. ∀ X ∈ domSet(ts) \ {⊥Set(ts),Set( )} : 6=(X,Set( )) = True ∧ 6=(Set( ), X) = True
iii. ∀ n,m ∈ N0,∀ Set(v1, . . . , vn),Set(v′1, . . . , v′m) ∈ domSet(ts) \ {⊥Set(ts),Set( )} :
6=(Set(v1, . . . , vn),Set(v′1, . . . , v′m)) =
(cardinality(Set(v1, . . . , vn)) 6= cardinality(Set(v′1, . . . , v′m))) ∨
(∃ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0 : vi 6= v′j)
iv. ∀ X ∈ domSet(ts) : ( 6=(X,⊥Set(ts)) = ⊥Boolean) ∧ (6=(⊥Set(ts), X) = ⊥Boolean)
(e) de semantiek van de binaire operatoren ⊂, ⊃, ⊆, ⊇, ∪, ∩ en \
bij definitie krijgt het element
Set(v1, . . . , vn) van domSet(ts) \ {⊥Set(ts),Set( )}
dezelfde semantiek als de wiskundige verzameling {v1, . . . , vn}. Tevens geldt bij definitie
dat het element
Set( ) van domSet(ts) \ {⊥Set(ts)}
dezelfde semantiek heeft als de ledige verzameling ∅. Hierdoor is het ook zinvol om bij
definitie te stellen dat de binaire operaties ⊂, ⊃, ⊆, ⊇, ∪, ∩ en \ die gedefinieerd zijn
over:
(domSet(ts) \ {⊥Set(ts)})2
dezelfde semantiek krijgen als de overeenkomstige operaties ⊂, ⊃, ⊆, ⊇, ∪, ∩ en \ uit de
klassieke verzamelingenleer. Voor niet-gedefinieerde argumentwaarden geldt er bij definitie:
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i. ∀ X ∈ domSet(ts) : relat(X,⊥Set(ts)) = relat(⊥Set(ts), X) = ⊥Boolean
waarbij “relat” een variabele copula is die achtereenvolgens de symbolen ⊂, ⊃, ⊆ en
⊇ toegekend krijgt;
ii. ∀ X ∈ domSet(ts) : op(X,⊥Set(ts)) = op(⊥Set(ts), X) = ⊥Set(ts)
waarbij “op” een variabele copula is die achtereenvolgens de symbolen ∪, ∩ en \ aan-
neemt;
(f) de semantiek van de binaire operator contains element
i. ∀ n ∈ N0,∀ v ∈ domts, ∀ Set(v1, . . . , vn) ∈ domSet(ts) \ {⊥Set(ts),Set( )} :
contains element(Set(v1, . . . , vn), v) =
{
True als ∃ 1 ≤ i ≤ n, i ∈ N0 : v = vi
False als ∀ 1 ≤ i ≤ n, i ∈ N0 : v 6= vi
ii. ∀ v ∈ domts : contains element(Set( ), v) = False
iii. ∀ v ∈ domts : contains element(⊥Set(ts), v) = ⊥Boolean
(g) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥Set(ts)
deze operatie geeft steeds een niet-gedefinieerde verzameling terug;
(h) de semantiek van de operatoren Φ
∀ n,m ∈ N0, ∀ 1 ≤ i ≤ m, i ∈ N0,∀ 1 ≤ j ≤ m, j ∈ N0, i 6= j,
∀ Φ : X1 × · · · ×Xj−1 × domSet(ts) ×Xj+1 × · · · ×Xm → domSet(ts′) ∈
{Φ : X1 × · · · ×Xm → Y | ∃ Φ′ : X ′1 × · · · ×X ′m → domts′ ∈ Ots \ {⊥} :
(Y = domSet(ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (X ′j = domts ∧Xj = domSet(ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : Xi = X ′i))},
∀ xi ∈ Xi, ∀ Set(v1, . . . , vn) ∈ domSet(ts) :
Φ(x1, . . . , xj−1,Set(v1, . . . , vn), xj+1, . . . , xm) =
Set(Φ′(x1, . . . , xj−1, v1, xj+1, . . . , xm), . . . ,Φ′(x1, . . . , xj−1, vn, xj+1, . . . , xm))

De bagtypes
Een bag is een ongeordende collectie van elementen waarin duplicaten kunnen voorkomen.
Definitie A.10 (Bags) De typespecificatie van het algemeen type voor het werken met eindige bags wordt
gedefinieerd door:
• de syntaxis:
∀ ts ∈ Tliteral : Bag(ts) ∈ Tcollect
• de semantiek:
1. het domein:
domBag(ts) , {Bag(v1, . . . , vn)|(n ∈ N0) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : vi ∈ domts)}
∪ {Bag( ),⊥Bag(ts)}
waarbij Bag( ) de ledige bag voorstelt en ⊥Bag(ts) een niet-gedefinieerde domeinwaarde aan-
duidt;
2. de verzameling van domeinen DBag(ts):
DBag(ts) , {domBoolean, domInteger, domBag(ts)} ∪Dts
waarbij Dts de verzameling van domeinen is, die bepaald wordt door de semantiek van het type
met specificatie ts;
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3. de verzameling van operatoren OBag(ts):
OBag(ts) , {= : (domBag(ts))2 → domBoolean,
6= : (domBag(ts))2 → domBoolean,
cardinality : domBag(ts) → domInteger,
is empty : domBag(ts) → domBoolean,
count : domBag(ts) × domts → domInteger,
+ : (domBag(ts))2 → domBag(ts),
∪ : (domBag(ts))2 → domBag(ts),
∩ : (domBag(ts))2 → domBag(ts),
\ : (domBag(ts))2 → domBag(ts),
contains element : domBag(ts) × domts → domBoolean,
⊥ :→ domBag(ts)} ∪ {Φ : X1 × · · · ×Xm → Y |(m ∈ N0) ∧
(∃ Φ′ : X ′1 × · · · ×X ′m → domts′ ∈ Ots \ {⊥} : (Y = domBag(ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 :
(X ′j = domts ∧Xj = domBag(ts)) ∧ (∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : Xi = X ′i)))}
4. de axioma’s uit ABag(ts):
(a) de semantiek van de unaire operator cardinality
cardinality : domBag(ts) → domInteger
Bag(v1, . . . , vn) 7→ n
Bag( ) 7→ 0
⊥Bag(ts) 7→ ⊥Integer
door deze afbeelding wordt elke gedefinieerde bag afgebeeld op haar aantal elementen;
(b) de semantiek van de unaire operator is empty
is empty : domBag(ts) → domBoolean
Bag(v1, . . . , vn) 7→ False
Bag( ) 7→ True
⊥Bag(ts) 7→ ⊥Boolean
deze afbeelding beeldt elke niet-ledige bag af op het symbool False, de ledige bag op het
symbool True en een niet-gedefinieerde Bag op een niet-gedefinieerde Boolese waarde;
(c) de semantiek van de binaire operator count
count : domBag(ts) × domts → domInteger
Bag(v1, . . . , vn), v 7→ i, het aantal keer dat v voorkomt in Bag(v1, . . . , vn)
Bag( ), v 7→ 0
⊥Bag(ts), v 7→ ⊥Integer
(d) de semantiek van de binaire operator =
i. =(Bag( ),Bag( )) = True
ii. ∀ X ∈ domBag(ts) \ {⊥Bag(ts),Bag( )} :
(=(X,Bag( )) = False) ∧ (=(Bag( ), X) = False)
iii. ∀ n,m ∈ N0,∀ Bag(v1, . . . , vn),Bag(v′1, . . . , v′m) ∈ domBag(ts) \ {⊥Bag(ts),Bag( )} :
=(Bag(v1, . . . , vn),Bag(v′1, . . . , v
′
m)) =
(cardinality(Bag(v1, . . . , vn)) = cardinality(Bag(v′1, . . . , v
′
m))) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0 : count(Bag(v1, . . . , vn), vi) = count(Bag(v′1, . . . , v′m), vi))
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iv. ∀ X ∈ domBag(ts) : (=(X,⊥Bag(ts)) = ⊥Boolean) ∧ (=(⊥Bag(ts), X) = ⊥Boolean)
(e) de semantiek van de binaire operator 6=
i. 6=(Bag( ),Bag( )) = False
ii. ∀ X ∈ domBag(ts) \ {⊥Bag(ts),Bag( )} :
(6=(X,Bag( )) = True) ∧ ( 6=(Bag( ), X) = True)
iii. ∀ n,m ∈ N0, ∀ Bag(v1, . . . , vn),Bag(v′1, . . . , v′m) ∈ domBag(ts) \ {⊥Bag(ts),Bag( )} :
6=(Bag(v1, . . . , vn),Bag(v′1, . . . , v′m)) =
(cardinality(Bag(v1, . . . , vn)) 6= cardinality(Bag(v′1, . . . , v′m))) ∨
(∃ 1 ≤ i ≤ n, i ∈ N0 : count(Bag(v1, . . . , vn), vi) 6= count(Bag(v′1, . . . , v′m), vi))
iv. ∀ X ∈ domBag(ts) : ( 6=(X,⊥Bag(ts)) = ⊥Boolean) ∧ ( 6=(⊥Bag(ts), X) = ⊥Boolean)
(f) de semantiek van de binaire operator +
i. ∀ X ∈ domBag(ts) \ {⊥Bag(ts)} : +(Bag( ), X) = +(X,Bag( )) = X
ii. ∀ n,m ∈ N0, ∀ Bag(v1, . . . , vn),Bag(v′1, . . . , v′m) ∈ domBag(ts) \ {⊥Bag(ts),Bag( )} :
+(Bag(v1, . . . , vn),Bag(v′1, . . . , v
′
m)) = Bag(v1, . . . , vn, v
′
1, . . . , v
′
m)
iii. ∀ X ∈ domBag(ts) : +(X,⊥Bag(ts)) = +(⊥Bag(ts), X) = ⊥Bag(ts)
(g) de semantiek van de binaire operator ∪
i. ∀ X ∈ domBag(ts) \ {⊥Bag(ts)} : ∪(Bag( ), X) = ∪(X,Bag( )) = X
ii. ∀ n,m ∈ N0, ∀ Bag(v1, . . . , vn),Bag(v′1, . . . , v′m) ∈ domBag(ts) \ {⊥Bag(ts),Bag( )} :
∪(Bag(v1, . . . , vn),Bag(v′1, . . . , v′m)) = Bag(v′′1 , . . . , v′′l )
waarbij voldaan is aan:
max(m,n) ≤ l ≤ m+ n, l ∈ N0
en
∀ 1 ≤ i ≤ l, i ∈ N0 : count(Bag(v′′1 , . . . , v′′l ), v′′i ) =
max(count(Bag(v1, . . . , vn), v′′i ), count(Bag(v
′





iii. ∀ X ∈ domBag(ts) : ∪(X,⊥Bag(ts)) = ∪(⊥Bag(ts), X) = ⊥Bag(ts)
(h) de semantiek van de binaire operator ∩
i. ∀ X ∈ domBag(ts) \ {⊥Bag(ts)} : ∩(Bag( ), X) = ∩(X,Bag( )) = Bag( )
ii. ∀ n,m ∈ N0, ∀ Bag(v1, . . . , vn),Bag(v′1, . . . , v′m) ∈ domBag(ts) \ {⊥Bag(ts),Bag( )} :
∩(Bag(v1, . . . , vn),Bag(v′1, . . . , v′m)) ={
Bag(v′′1 , . . . , v
′′
l ) als ∃ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ m, j ∈ N0 : vi = v′j
Bag( ) als ∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0 : vi 6= v′j
waarbij in het eerste geval voldaan is aan:
1 ≤ l ≤ min(m,n), l ∈ N0
en
∀ 1 ≤ i ≤ n, i ∈ N0 : count(Bag(v′′1 , . . . , v′′l ), v′′i ) =
min(count(Bag(v1, . . . , vn), v′′i ), count(Bag(v
′





iii. ∀ X ∈ domBag(ts) : ∩(X,⊥Bag(ts)) = ∩(⊥Bag(ts), X) = ⊥Bag(ts)
(i) de semantiek van de binaire operator \
i. ∀ X ∈ domBag(ts) \ {⊥Bag(ts)} : \(X,Bag( )) = X ∧ \(Bag( ), X) = Bag( )
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ii. ∀ n,m ∈ N0,∀ Bag(v1, . . . , vn),Bag(v′1, . . . , v′m) ∈ domBag(ts) \ {⊥Bag(ts),Bag( )} :
\(Bag(v1, . . . , vn),Bag(v′1, . . . , v′m)) =
Bag(v′′1 , . . . , v
′′
l ) als ∀ 1 ≤ i ≤ n, i ∈ N0,∃ 1 ≤ j ≤ m, j ∈ N0 : vi = v′j ∧
count(Bag(v1, . . . , vn), vi) > count(Bag(v′1, . . . , v
′
m), v′j)
Bag( ) als ∃ 1 ≤ i ≤ n, i ∈ N0,∀ 1 ≤ j ≤ m, j ∈ N0, vi 6= v′j ∨
count(Bag(v1, . . . , vn), vi) ≤ count(Bag(v′1, . . . , v′m), v′j)
waarbij in het eerste geval voldaan is aan:
1 ≤ l ≤ n, l ∈ N0
en
∀ 1 ≤ i ≤ n, i ∈ N0 : count(Bag(v′′1 , . . . , v′′l ), v′′i ) =
count(Bag(v1, . . . , vn), v′′i )− count(Bag(v′1, . . . , v′m), v′′i )
iii. ∀ X ∈ domBag(ts) : \(X,⊥Bag(ts)) = \(⊥Bag(ts), X) = ⊥Bag(ts)
(j) de semantiek van de binaire operator contains element
i. ∀ n ∈ N0, ∀ v ∈ domts, ∀ Bag(v1, . . . , vn) ∈ domBag(ts) \ {⊥Bag(ts),Bag( )} :
contains element(Bag(v1, . . . , vn), v) =
{
True als ∃ 1 ≤ i ≤ n, i ∈ N0 : v = vi
False als ∀ 1 ≤ i ≤ n, i ∈ N0 : v 6= vi
ii. ∀ v ∈ domts : contains element(Bag( ), v) = False
iii. ∀ v ∈ domts : contains element(⊥Bag(ts), v) = ⊥Boolean
(k) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥Bag(ts)
deze operatie geeft steeds een niet-gedefinieerde bag terug;
(l) de semantiek van de operatoren Φ
∀ n,m ∈ N0, ∀ 1 ≤ i ≤ m, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0, i 6= j,
∀ Φ : X1 × · · · ×Xj−1 × domBag(ts) ×Xj+1 × · · · ×Xm → domBag(ts′) ∈
{Φ : X1 × · · · ×Xm → Y | ∃ Φ′ : X ′1 × · · · ×X ′m → domts′ ∈ Ots \ {⊥} :
(Y = domBag(ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (X ′j = domts ∧Xj = domBag(ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : Xi = X ′i))},
∀ xi ∈ Xi, ∀ Bag(v1, . . . , vn) ∈ domBag(ts) :
Φ(x1, . . . , xj−1,Bag(v1, . . . , vn), xj+1, . . . , xm) =
Bag(Φ′(x1, . . . , xj−1, v1, xj+1, . . . , xm), . . . ,Φ′(x1, . . . , xj−1, vn, xj+1, . . . , xm))

De lijsttypes
Een lijst is een geordende collectie van elementen waarin duplicaten mogen voorkomen. De ordening
gebeurt aan de hand van een indexering, waarbij het eerste element in de lijst steeds de indexwaarde nul
krijgt.
Definitie A.11 (Lijsten) De typespecificatie van het algemeen type voor het werken met eindige lijsten
wordt gedefinieerd door:
• de syntaxis:
∀ ts ∈ Tliteral : List(ts) ∈ Tcollect




{List(v0, . . . , vn)|(n ∈ N) ∧ (∀ 0 ≤ i ≤ n, i ∈ N : vi ∈ domts)} ∪ {List( ),⊥List(ts)}
waarbij List( ) de ledige lijst voorstelt en ⊥List(ts) een niet-gedefinieerde domeinwaarde aan-
duidt;
2. de verzameling van domeinen DList(ts):
DList(ts) , {domBoolean, domInteger, domList(ts)} ∪Dts
waarbij Dts de verzameling van domeinen is, die bepaald wordt door de semantiek van het type
met specificatie ts;
3. de verzameling van operatoren OList(ts):
OList(ts) , {= : (domList(ts))2 → domBoolean,
6= : (domList(ts))2 → domBoolean,
cardinality : domList(ts) → domInteger,
is empty : domList(ts) → domBoolean,
insert element first : domList(ts) × domts → domList(ts),
insert element last : domList(ts) × domts → domList(ts),
insert element before : domList(ts) × domInteger × domts → domList(ts),
insert element after : domList(ts) × domInteger × domts → domList(ts),
remove first element : domList(ts) → domList(ts),
remove last element : domList(ts) → domList(ts),
remove element at : domList(ts) × domInteger → domList(ts),
retrieve first element : domList(ts) → domts,
retrieve last element : domList(ts) → domts,
retrieve element at : domList(ts) × domInteger → domts,
replace element at : domList(ts) × domInteger × domts → domList(ts),
contains element : domList(ts) × domts → domBoolean,
concat : (domList(ts))2 → domList(ts),
⊥ :→ domList(ts)} ∪ {Φ : X1 × · · · ×Xm → Y |(m ∈ N0) ∧
(∃ Φ′ : X ′1 × · · · ×X ′m → domts′ ∈ Ots \ {⊥} : (Y = domList(ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 :
(X ′j = domts ∧Xj = domList(ts)) ∧ (∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : Xi = X ′i)))}
4. de axioma’s uit AList(ts):
(a) de semantiek van de unaire operator cardinality
cardinality : domList(ts) → domInteger
List(v0, . . . , vn) 7→ n+ 1
List( ) 7→ 0
⊥List(ts) 7→ ⊥Integer
door deze afbeelding wordt elke gedefinieerde lijst afgebeeld op haar aantal elementen;
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(b) de semantiek van de unaire operator is empty
is empty : domList(ts) → domBoolean
List(v0, . . . , vn) 7→ False
List( ) 7→ True
⊥List(ts) 7→ ⊥Boolean
deze afbeelding beeldt elke niet-ledige lijst af op het symbool False, de ledige lijst op het
symbool True en een niet-gedefinieerde lijst op een niet-gedefinieerde Boolese waarde;
(c) de semantiek van de binaire operator =
i. =(List( ),List( )) = True
ii. ∀ X ∈ domList(ts) \ {⊥List(ts),List( )} : (=(X,List( )) = False) ∧ (=(List( ), X) =
False)
iii. ∀ n,m ∈ N,∀ List(v0, . . . , vn),List(v′0, . . . , v′m) ∈ domList(ts) \ {⊥List(ts),List( )} :
=(List(v0, . . . , vn),List(v′0, . . . , v
′
m)) =
(cardinality(List(v0, . . . , vn)) = cardinality(List(v′0, . . . , v
′
m))) ∧
(∀ 0 ≤ i ≤ n, i ∈ N0 : vi = v′i)
iv. ∀ X ∈ domList(ts) : (=(X,⊥List(ts)) = ⊥Boolean) ∧ (=(⊥List(ts), X) = ⊥Boolean)
(d) de semantiek van de binaire operator 6=
i. 6=(List( ),List( )) = False
ii. ∀ X ∈ domList(ts) \ {⊥List(ts),List( )} : ( 6=(X,List( )) = True) ∧ ( 6=(List( ), X) =
True)
iii. ∀ n,m ∈ N,∀ List(v0, . . . , vn),List(v′0, . . . , v′m) ∈ domList(ts) \ {⊥List(ts),List( )} :
6=(List(v0, . . . , vn),List(v′0, . . . , v′m)) =
(cardinality(List(v0, . . . , vn)) 6= cardinality(List(v′0, . . . , v′m))) ∨
(∃ 0 ≤ i ≤ n, i ∈ N0 : vi 6= v′i)
iv. ∀ X ∈ domList(ts) : ( 6=(X,⊥List(ts)) = ⊥Boolean) ∧ (6=(⊥List(ts), X) = ⊥Boolean)
(e) de semantiek van de binaire operatoren insert element first en insert element last
i. ∀ v ∈ domts : (insert element first(List( ), v) = List(v))∧
(insert element last(List( ), v) = List(v))
ii. ∀ v ∈ domts, ∀ n ∈ N, ∀ List(v0, . . . , vn) ∈ domList(ts) \ {⊥List(ts),List( )} :
(insert element first(List(v0, . . . , vn), v) = List(v, v0, . . . , vn)) ∧
(insert element last(List(v0, . . . , vn), v) = List(v0, . . . , vn, v))
iii. ∀ v ∈ domts : (insert element first(⊥List(ts), v) = ⊥List(ts))∧
(insert element last(⊥List(ts), v) = ⊥List(ts))
(f) de semantiek van de ternaire operatoren insert element before en
insert element after
i. ∀ v ∈ domts, ∀ i ∈ domInteger, ∀ X ∈ {⊥List(ts),List( )} :
(insert element before(X, i, v) = ⊥List(ts)) ∧
(insert element after(X, i, v) = ⊥List(ts))
ii. ∀ v ∈ domts, ∀ n ∈ N, ∀ 0 ≤ i ≤ n, i ∈ domInteger \ {⊥Integer},
∀ List(v0, . . . , vn) ∈ domList(ts) \ {⊥List(ts),List( )} :
(insert element before(List(v0, . . . , vn), i, v) = List(v0, . . . , v, vi, . . . , vn)) ∧
(insert element after(List(v0, . . . , vn), i, v) = List(v0, . . . , vi, v, . . . , vn, v))
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iii. ∀ v ∈ domts, ∀ n ∈ N, ∀ i > n, i ∈ domInteger \ {⊥Integer},
∀ List(v0, . . . , vn) ∈ domList(ts) \ {⊥List(ts),List( )} :
(insert element before(List(v0, . . . , vn), i, v) = ⊥List(ts)) ∧
(insert element after(List(v0, . . . , vn), i, v) = ⊥List(ts))
iv. ∀ v ∈ domts, ∀ X ∈ domList(ts) :
(insert element before(X,⊥Integer, v) = ⊥List(ts)) ∧
(insert element after(X,⊥Integer, v) = ⊥List(ts))
(g) de semantiek van de unaire operatoren remove first element en
remove last element
i. remove first element(List( )) = ⊥List(ts) ∧
remove last element(List( )) = ⊥List(ts)
ii. ∀ n ∈ N, ∀ List(v0, . . . , vn) ∈ domList(ts) \ {⊥List(ts),List( )} :
(remove first element(List(v0, . . . , vn) = List(v1, . . . , vn)) ∧
(remove last element(List(v0, . . . , vn) = List(v0, . . . , vn−1))
iii. remove first element(⊥List(ts)) = ⊥List(ts) ∧
remove last element(⊥List(ts)) = ⊥List(ts)
(h) de semantiek van de binaire operator remove element at
i. ∀ i ∈ domInteger : remove element at(List( ), i) = ⊥List(ts)
ii. ∀ n ∈ N, ∀ List(v0, . . . , vn) ∈ domList(ts) \ {⊥List(ts),List( )},
∀ 0 ≤ i ≤ n, i ∈ domInteger \ {⊥Integer} :
remove element at(List(v0, . . . , vi−1, vi, vi+1, . . . , vn), i) =
List(v0, . . . , vi−1, vi+1, . . . , vn)
iii. ∀ n ∈ N, ∀ List(v0, . . . , vn) ∈ domList(ts) \ {⊥List(ts),List( )},
∀ i > n, i ∈ domInteger \ {⊥Integer} :
remove element at(List(v0, . . . , vn), i) = ⊥List(ts)
iv. ∀ X ∈ domList(ts) : remove element at(X,⊥Integer) = ⊥List(ts)
(i) de semantiek van de unaire operatoren retrieve first element en
retrieve last element
i. retrieve first element(List( )) = ⊥ts ∧ retrieve last element(List( )) = ⊥ts
ii. ∀ n ∈ N, ∀ List(v0, . . . , vn) ∈ domList(ts) \ {⊥List(ts),List( )} :
(retrieve first element(List(v0, . . . , vn) = v0) ∧
(retrieve last element(List(v0, . . . , vn) = vn)
iii. retrieve first element(⊥List(ts)) = ⊥ts ∧ retrieve last element(⊥List(ts)) = ⊥ts
(j) de semantiek van de binaire operator retrieve element at
i. ∀ i ∈ domInteger : retrieve element at(List( ), i) = ⊥ts
ii. ∀ n ∈ N, ∀ List(v0, . . . , vn) ∈ domList(ts) \ {⊥List(ts),List( )},
∀ 0 ≤ i ≤ n, i ∈ domInteger \ {⊥Integer} :
retrieve element at(List(v0, . . . , vn), i) = vi
iii. ∀ n ∈ N, ∀ List(v0, . . . , vn) ∈ domList(ts) \ {⊥List(ts),List( )},
∀ i > n, i ∈ domInteger \ {⊥Integer} :
retrieve element at(List(v0, . . . , vn), i) = ⊥ts
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iv. ∀ X ∈ domList(ts) : retrieve element at(X,⊥Integer) = ⊥ts
(k) de semantiek van de ternaire operator replace element at
i. ∀ v ∈ domts, ∀ i ∈ domInteger, ∀ X ∈ {⊥List(ts),List( )} :
replace element at(X, i, v) = ⊥List(ts)
ii. ∀ n ∈ N, ∀ v ∈ domts, ∀ 0 ≤ i ≤ n, i ∈ domInteger \ {⊥Integer},
∀ List(v0, . . . , vn) ∈ domList(ts) \ {⊥List(ts),List( )} :
replace element at(List(v0, . . . , vi−1, vi, vi+1, . . . , vn), i, v) =
List(v0, . . . , vi−1, v, vi+1, . . . , vn)
iii. ∀ v ∈ domts, ∀ n ∈ N, ∀ i > n, i ∈ domInteger \ {⊥Integer},
∀ List(v0, . . . , vn) ∈ domList(ts) \ {⊥List(ts),List( )} :
replace element at(List(v0, . . . , vn), i, v) = ⊥List(ts)
iv. ∀ v ∈ domts, ∀ X ∈ domList(ts) : replace element at(X,⊥Integer, v) = ⊥List(ts)
(l) de semantiek van de binaire operator contains element
i. ∀ n ∈ N, ∀ v ∈ domts, ∀ List(v0, . . . , vn) ∈ domList(ts) \ {⊥List(ts),List( )} :
contains element(List(v0, . . . , vn), v) =
{
True als ∃ 0 ≤ i ≤ n, i ∈ N : v = vi
False als ∀ 0 ≤ i ≤ n, i ∈ N : v 6= vi
ii. ∀ v ∈ domts : contains element(List( ), v) = False
iii. ∀ v ∈ domts : contains element(⊥List(ts), v) = ⊥Boolean
(m) de semantiek van de binaire operator concat
i. ∀ X ∈ domList(ts) : concat(X,⊥List(ts)) = concat(⊥List(ts), X) = ⊥List(ts)
ii. ∀ X ∈ domList(ts) \ {⊥List(ts)} : concat(List( ), X) = concat(X,List( )) = X
iii. ∀ n,m ∈ N,∀ List(v0, . . . , vn),List(v′0, . . . , v′m) ∈ domList(ts) \ {⊥List(ts),List( )} :
concat(List(v0, . . . , vn),List(v′0, . . . , v
′
m)) = List(v0, . . . , vn, v
′
0, . . . , v
′
m)
(n) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥List(ts)
deze operatie geeft steeds een niet-gedefinieerde lijst terug;
(o) de semantiek van de operatoren Φ
∀ n,m ∈ N0, ∀ 1 ≤ i ≤ m, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0, i 6= j,
∀ Φ : X1 × · · · ×Xj−1 × domList(ts) ×Xj+1 × · · · ×Xm → domList(ts′) ∈
{Φ : X1 × · · · ×Xm → Y | ∃ Φ′ : X ′1 × · · · ×X ′m → domts′ ∈ Ots \ {⊥} :
(Y = domList(ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (X ′j = domts ∧Xj = domList(ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : Xi = X ′i))},
∀ xi ∈ Xi,∀ List(v1, . . . , vn) ∈ domList(ts) :
Φ(x1, . . . , xj−1,List(v1, . . . , vn), xj+1, . . . , xm) =
List(Φ′(x1, . . . , xj−1, v1, xj+1, . . . , xm), . . . ,Φ′(x1, . . . , xj−1, vn, xj+1, . . . , xm))

De rijtypes
Een rij is een geordende collectie van een dynamisch, eindig aantal elementen, die kunnen worden gelo-
kaliseerd aan de hand van hun positie. De positie van een element van een rij wordt vastgelegd aan de
hand van een indexering, waarbij het eerste element in de rij de indexwaarde e´e´n krijgt.
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Definitie A.12 (Rijen) De typespecificatie van het algemeen type voor het werken met rijen wordt ge-
definieerd door:
• de syntaxis:
∀ ts ∈ Tliteral : Array(ts) ∈ Tcollect
• de semantiek:
1. het domein:
domArray(ts) , {Array(v1, . . . , vn)|(n ∈ N0) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : vi ∈ domts)}
∪ {Array( ),⊥Array(ts)}
waarbij Array( ) de ledige rij voorstelt en ⊥Array(ts) een niet-gedefinieerde domeinwaarde
aanduidt;
2. de verzameling van domeinen DArray(ts):
DArray(ts) , {domBoolean, domInteger, domArray(ts)} ∪Dts
waarbij Dts de verzameling van domeinen is, die bepaald wordt door de semantiek van het type
met specificatie ts;
3. de verzameling van operatoren OArray(ts):
OArray(ts) , {= : (domArray(ts))2 → domBoolean,
6= : (domArray(ts))2 → domBoolean,
size : domArray(ts) → domInteger,
is empty : domArray(ts) → domBoolean,
replace element at : domArray(ts) × domInteger × domts → domArray(ts),
remove element at : domArray(ts) × domInteger → domArray(ts),
retrieve element at : domArray(ts) × domInteger → domts,
contains element : domArray(ts) × domts → domBoolean,
resize : domArray(ts) × domInteger → domArray(ts),
⊥ :→ domArray(ts)} ∪ {Φ : X1 × · · · ×Xm → Y |(m ∈ N0) ∧
(∃ Φ′ : X ′1 × · · · ×X ′m → domts′ ∈ Ots \ {⊥} : (Y = domArray(ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 :
(X ′j = domts ∧Xj = domArray(ts)) ∧ (∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : Xi = X ′i)))}
4. de axioma’s uit AArray(ts):
(a) de semantiek van de unaire operator size
size : domArray(ts) → domInteger
Array(v1, . . . , vn) 7→ n
Array( ) 7→ 0
⊥Array(ts) 7→ ⊥Integer
door deze afbeelding wordt elke gedefinieerde rij afgebeeld op haar grootte;
(b) de semantiek van de unaire operator is empty
is empty : domArray(ts) → domBoolean
Array(v1, . . . , vn) 7→ False
Array( ) 7→ True
⊥Array(ts) 7→ ⊥Boolean
deze afbeelding beeldt elke niet-ledige rij af op het symbool False, de ledige rij op het
symbool True en een niet-gedefinieerde rij op een niet-gedefinieerde Boolese waarde;
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(c) de semantiek van de binaire operator =
i. =(Array( ),Array( )) = True
ii. ∀ X ∈ domArray(ts) \ {⊥Array(ts),Array( )} :
(=(X,Array( )) = False) ∧ (=(Array( ), X) = False)
iii. ∀ n,m ∈ N0,∀ Array(v1, . . . , vn),Array(v′1, . . . , v′m)
∈ domArray(ts) \ {⊥Array(ts),Array( )} :
=(Array(v1, . . . , vn),Array(v′1, . . . , v
′
m)) =
(size(Array(v1, . . . , vn)) = size(Array(v′1, . . . , v
′
m)))∧(∀ 1 ≤ i ≤ n, i ∈ N0 : vi = v′i)
iv. ∀ X ∈ domArray(ts) : (=(X,⊥Array(ts)) = ⊥Boolean) ∧ (=(⊥Array(ts), X) = ⊥Boolean)
(d) de semantiek van de binaire operator 6=
i. 6=(Array( ),Array( )) = False
ii. ∀ X ∈ domArray(ts) \ {⊥Array(ts),Array( )} :
( 6=(X,Array( )) = True) ∧ ( 6=(Array( ), X) = True)
iii. ∀ n,m ∈ N0,∀ Array(v1, . . . , vn),Array(v′1, . . . , v′m)
∈ domArray(ts) \ {⊥Array(ts),Array( )} :
6=(Array(v1, . . . , vn),Array(v′1, . . . , v′m)) =
(size(Array(v1, . . . , vn)) 6= size(Array(v′1, . . . , v′m)))∨(∃ 1 ≤ i ≤ n, i ∈ N0 : vi 6= v′i)
iv. ∀ X ∈ domArray(ts) : ( 6=(X,⊥Array(ts)) = ⊥Boolean) ∧ ( 6=(⊥Array(ts), X) = ⊥Boolean)
(e) de semantiek van de ternaire operator replace element at
i. ∀ v ∈ domts, ∀ i ∈ domInteger, ∀ X ∈ {⊥Array(ts),Array( )} :
replace element at(X, i, v) = ⊥Array(ts)
ii. ∀ n ∈ N0, ∀ v ∈ domts, ∀ 1 ≤ i ≤ n, i ∈ domInteger \ {⊥Integer},
∀ Array(v1, . . . , vn) ∈ domArray(ts) \ {⊥Array(ts),Array( )} :
replace element at(Array(v1, . . . , vi−1, vi, vi+1, . . . , vn), i, v) =
Array(v1, . . . , vi−1, v, vi+1, . . . , vn)
iii. ∀ v ∈ domts, ∀ n ∈ N, ∀ i > n, i ∈ domInteger \ {⊥Integer},
∀ Array(v0, . . . , vn) ∈ domArray(ts) \ {⊥Array(ts),Array( )} :
replace element at(Array(v0, . . . , vn), i, v) = ⊥Array(ts)
iv. ∀ v ∈ domts, ∀ X ∈ domArray(ts) : replace element at(X,⊥Integer, v) = ⊥Array(ts)
(f) de semantiek van de binaire operator remove element at
i. ∀ i ∈ domInteger : remove element at(Array( ), i) = ⊥Array(ts)
ii. ∀ n ∈ N0, ∀ 1 ≤ i ≤ n, i ∈ domInteger \ {⊥Integer},
∀ Array(v1, . . . , vn) ∈ domArray(ts) \ {⊥Array(ts),Array( )} :
remove element at(Array(v1, . . . , vi−1, vi, vi+1, . . . , vn), i) =
Array(v1, . . . , vi−1,⊥ts, vi+1, . . . , vn)
iii. ∀ n ∈ N, ∀ Array(v0, . . . , vn) ∈ domArray(ts) \ {⊥Array(ts),Array( )},
∀ i > n, i ∈ domInteger \ {⊥Integer} :
remove element at(Array(v0, . . . , vn), i) = ⊥Array(ts)
iv. ∀ X ∈ domArray(ts) : remove element at(X,⊥Integer) = ⊥Array(ts)
(g) de semantiek van de binaire operator retrieve element at
i. ∀ i ∈ domInteger : retrieve element at(Array( ), i) = ⊥ts
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ii. ∀ n ∈ N0,∀ 1 ≤ i ≤ n, i ∈ domInteger \ {⊥Integer},
∀ Array(v1, . . . , vn) ∈ domArray(ts) \ {⊥Array(ts),Array( )} :
retrieve element at(Array(v1, . . . , vn), i) = vi
iii. ∀ n ∈ N, ∀ i > n, i ∈ domInteger \ {⊥Integer},
∀ Array(v0, . . . , vn) ∈ domArray(ts) \ {⊥Array(ts),Array( )} :
retrieve element at(Array(v0, . . . , vn), i) = ⊥ts
iv. ∀ X ∈ domArray(ts) : retrieve element at(X,⊥Integer) = ⊥ts
(h) de semantiek van de binaire operator contains element
i. ∀ n ∈ N0,∀ v ∈ domts, ∀ Array(v1, . . . , vn) ∈ domArray(ts) \ {⊥Array(ts),Array( )} :
contains element(Array(v1, . . . , vn), v) =
{
True als ∃ 1 ≤ i ≤ n, i ∈ N : vi = n
False als ∀ 1 ≤ i ≤ n, i ∈ N : vi 6= v
ii. ∀ v ∈ domts : contains element(Array( ), v) = False
iii. ∀ v ∈ domts : contains element(⊥Array(ts), v) = ⊥Boolean
(i) de semantiek van de binaire operator resize
i. ∀ X ∈ domArray(ts) : resize(X,⊥Integer) = ⊥Array(ts)
ii. ∀ i ∈ domInteger : resize(⊥Array(ts), i) = ⊥Array(ts)
iii. ∀ n ∈ N0,∀ Array(v1, . . . , vn) ∈ domArray(ts) \ {⊥Array(ts)} :
(resize(Array( ), 0) = Array( )) ∧ (resize(Array(v1, . . . , vn), 0) = Array( ))
iv. ∀ i > 0, i ∈ domInteger \ {⊥Integer} : (resize(Array( ), i) = Array(⊥ts, . . . ,⊥ts)
waarbij er i elementen met waarden ⊥ts toegevoegd worden aan de ledige rij;
v. ∀ n ∈ N0,∀ 1 ≤ i ≤ n, i ∈ domInteger \ {⊥Integer},
∀ Array(v1, . . . , vn) ∈ domArray(ts) \ {⊥Array(ts),Array( )} :
resize(Array(v1, . . . , vn), i) = Array(v1, . . . , vi)
waarbij de laatste n− i elementen verloren gaan;
vi. ∀ n ∈ N0,∀ i > n, i ∈ domInteger \ {⊥Integer},
∀ Array(v1, . . . , vn) ∈ domArray(ts) \ {⊥Array(ts),Array( )} :
resize(Array(v1, . . . , vn), i) = Array(v1, . . . , vn,⊥ts, . . . ,⊥ts)
waarbij er n− i elementen met waarden ⊥ts toegevoegd worden achteraan de rij;
(j) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥Array(ts)
deze operatie geeft steeds een niet-gedefinieerde rij terug;
(k) de semantiek van de operatoren Φ
∀ n,m ∈ N0, ∀ 1 ≤ i ≤ m, i ∈ N0,∀ 1 ≤ j ≤ m, j ∈ N0, i 6= j,
∀ Φ : X1 × · · · ×Xj−1 × domArray(ts) ×Xj+1 × · · · ×Xm → domArray(ts′) ∈
{Φ : X1 × · · · ×Xm → Y | ∃ Φ′ : X ′1 × · · · ×X ′m → domts′ ∈ Ots \ {⊥} :
(Y = domArray(ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (X ′j = domts ∧Xj = domArray(ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : Xi = X ′i))},
∀ xi ∈ Xi,∀ Array(v1, . . . , vn) ∈ domArray(ts) :
Φ(x1, . . . , xj−1,Array(v1, . . . , vn), xj+1, . . . , xm) =
Array(Φ′(x1, . . . , xj−1, v1, xj+1, . . . , xm), . . . ,Φ′(x1, . . . , xj−1, vn, xj+1, . . . , xm))

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De dictionairetypes
Een dictionaire is een ongeordende sequentie van (sleutel, waarde)-koppels, waarin geen sleutelduplicaten
toegelaten zijn.
Definitie A.13 (Dictionaires) De typespecificatie van het algemeen type voor het werken met dictio-
naires wordt gedefinieerd door:
• de syntaxis:
∀ ts′, ts ∈ Tliteral : Dictionary(ts′ : ts) ∈ Tcollect
• de semantiek:
1. het domein:
domDictionary(ts′:ts) , {Dictionary(v′1 : v1, . . . , v′n : vn)|(n ∈ N0) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0 : v′i ∈ domts′ ∧ vi ∈ domts) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ v′i 6= v′j)}
∪ {Dictionary( ),⊥Dictionary(ts′:ts)}
waarbij Dictionary( ) de ledige dictionaire voorstelt en ⊥Dictionary(ts′:ts) een niet-gedefinieerde
domeinwaarde aanduidt;
2. de verzameling van domeinen DDictionary(ts′:ts):
DDictionary(ts′:ts) , {domBoolean, domInteger, domDictionary(ts′:ts), domts, domts′}
3. de verzameling van operatoren ODictionary(ts′:ts):
ODictionary(ts′:ts) , {= : (domDictionary(ts′:ts))2 → domBoolean,
6= : (domDictionary(ts′:ts))2 → domBoolean,
size : domDictionary(ts′:ts) → domInteger,
is empty : domDictionary(ts′:ts) → domBoolean,
bind : domDictionary(ts′:ts) × domts′ × domts → domDictionary(ts′:ts),
unbind : domDictionary(ts′:ts) × domts′ → domDictionary(ts′:ts),
lookup : domDictionary(ts′:ts) × domts′ → domts,
contains element : domDictionary(ts′:ts) × domts → domBoolean,
contains key : domDictionary(ts′:ts) × domts′ → domBoolean,
⊥ :→ domDictionary(ts′:ts)}
4. de axioma’s uit ADictionary(ts′:ts):
(a) de semantiek van de unaire operator size
size : domDictionary(ts′:ts) → domInteger
Dictionary(v′1 : v1, . . . , v
′
n : vn) 7→ n
Dictionary( ) 7→ 0
⊥Dictionary(ts′:ts) 7→ ⊥Integer
door deze afbeelding wordt elke gedefinieerde dictionaire afgebeeld op zijn grootte;
(b) de semantiek van de unaire operator is empty
is empty : domDictionary(ts′:ts) → domBoolean
Dictionary(v′1 : v1, . . . , v
′
n : vn) 7→ False
Dictionary( ) 7→ True
⊥Dictionary(ts′:ts) 7→ ⊥Boolean
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deze afbeelding beeldt elke niet-ledige dictionaire af op het symbool False, de ledige dictio-
naire op het symbool True en een niet-gedefinieerde dictionaire op een niet-gedefinieerde
Boolese waarde;
(c) de semantiek van de binaire operator =
i. =(Dictionary( ),Dictionary( )) = True
ii. ∀ X ∈ domDictionary(ts′:ts) \ {⊥Dictionary(ts′:ts),Dictionary( )} :
(=(X,Dictionary( )) = False) ∧ (=(Dictionary( ), X) = False)
iii. ∀ n,m ∈ N0, ∀ Dictionary(v′1 : v1, . . . , v′n : vn),Dictionary(u′1 : u1, . . . , u′m : um)
∈ domDictionary(ts′:ts) \ {⊥Dictionary(ts′:ts),Dictionary( )} :




1 : u1, . . . , u
′
m : um)) =
(size(Dictionary(v′1 : v1, . . . , v
′
n : vn)) = size(Dictionary(u
′
1 : u1, . . . , u
′
m : um))) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0 : v′i = u′i ∧ vi = ui)
iv. ∀ X ∈ domDictionary(ts′:ts) :
(=(X,⊥Dictionary(ts′:ts)) = ⊥Boolean) ∧ (=(⊥Dictionary(ts′:ts), X) = ⊥Boolean)
(d) de semantiek van de binaire operator 6=
i. 6=(Dictionary( ),Dictionary( )) = False
ii. ∀ X ∈ domDictionary(ts′:ts) \ {⊥Dictionary(ts′:ts),Dictionary( )} :
( 6=(X,Dictionary( )) = True) ∧ ( 6=(Dictionary( ), X) = True)
iii. ∀ n,m ∈ N0, ∀ Dictionary(v′1 : v1, . . . , v′n : vn),Dictionary(u′1 : u1, . . . , u′m : um)
∈ domDictionary(ts′:ts) \ {⊥Dictionary(ts′:ts),Dictionary( )} :
6=(Dictionary(v′1 : v1, . . . , v′n : vn),Dictionary(u′1 : u1, . . . , u′m : um)) =
(size(Dictionary(v′1 : v1, . . . , v
′
n : vn)) 6= size(Dictionary(u′1 : u1, . . . , u′m : um))) ∨
(∃ 1 ≤ i ≤ n, i ∈ N0 : v′i 6= u′i ∨ vi 6= ui)
iv. ∀ X ∈ domDictionary(ts′:ts) :
(6=(X,⊥Dictionary(ts′:ts)) = ⊥Boolean) ∧ (6=(⊥Dictionary(ts′:ts), X) = ⊥Boolean)
(e) de semantiek van de ternaire operator bind
i. ∀ v′ ∈ domts′ , ∀ v ∈ domts, ∀ n ∈ N0, ∀ Dictionary(v′1 : v1, . . . , v′n : vn)
∈ domDictionary(ts′:ts) \ {⊥Dictionary(ts′:ts)} :
bind(Dictionary(v′1 : v1, . . . , v
′
n : vn), v
′, v) ={
Dictionary(v′1 : v1, . . . , v
′
n : vn) als ∃ 1 ≤ i ≤ n, i ∈ N0 : v′i = v′
Dictionary(v′1 : v1, . . . , v
′
n : vn, v
′ : v) als ∀ 1 ≤ i ≤ n, i ∈ N0 : v′i 6= v′
ii. ∀ v′ ∈ domts′ , ∀ v ∈ domts : bind(⊥Dictionary(ts′:ts), v′, v) = ⊥Dictionary(ts′:ts)
(f) de semantiek van de binaire operator unbind
i. ∀ v′ ∈ domts′ , ∀ n ∈ N0, ∀ Dictionary(v′1 : v1, . . . , v′n : vn)
∈ domDictionary(ts′:ts) \ {⊥Dictionary(ts′:ts),Dictionary( )} :
unbind(Dictionary(v′1 : v1, . . . , v
′
n : vn), v
′) =
Dictionary(v′1 : v1, . . . , v
′
i−1 : vi−1, v
′
i+1 : vi+1, . . . , v
′
n : vn)
als ∃ 1 ≤ i ≤ n, i ∈ N0 : v′i = v′
Dictionary(v′1 : v1, . . . , v
′
n : vn) als ∀ 1 ≤ i ≤ n, i ∈ N0 : v′i 6= v′
ii. ∀ v′ ∈ domts′ : unbind(Dictionary( ), v′) = ⊥Dictionary(ts′:ts)
iii. ∀ v′ ∈ domts′ : unbind(⊥Dictionary(ts′:ts), v′) = ⊥Dictionary(ts′:ts)
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(g) de semantiek van de binaire operator lookup
i. ∀ v′ ∈ domts′ , ∀ n ∈ N0, ∀ Dictionary(v′1 : v1, . . . , v′n : vn)
∈ domDictionary(ts′:ts) \ {⊥Dictionary(ts′:ts),Dictionary( )} :
lookup(Dictionary(v′1 : v1, . . . , v
′
n : vn), v
′) ={
vi als ∃ 1 ≤ i ≤ n, i ∈ N0 : v′i = v′
⊥s als ∀ 1 ≤ i ≤ n, i ∈ N0 : v′i 6= v′
ii. ∀ v′ ∈ domts′ : lookup(Dictionary( ), v′) = ⊥ts
iii. ∀ v′ ∈ domts′ : lookup(⊥Dictionary(ts′:ts), v′) = ⊥ts
(h) de semantiek van de binaire operator contains element
i. ∀ n ∈ N0, ∀ v ∈ domts, ∀ Dictionary(v′1 : v1, . . . , v′n : vn)
∈ domDictionary(ts′:ts) \ {⊥Dictionary(ts′:ts),Dictionary( )} :
contains element(Dictionary(v′1 : v1, . . . , v
′
n : vn), v) ={
True als ∃ 1 ≤ i ≤ n, i ∈ N0 : vi = v
False als ∀ 1 ≤ i ≤ n, i ∈ N0 : vi 6= v
ii. ∀ v ∈ domts : contains element(Dictionary( ), v) = False
iii. ∀ v ∈ domts : contains element(⊥Dictionary(ts′:ts), v) = ⊥Boolean
(i) de semantiek van de binaire operator contains key
i. ∀ v′ ∈ domts′ , ∀ n ∈ N0, ∀ Dictionary(v′1 : v1, . . . , v′n : vn)
∈ domDictionary(ts′:ts) \ {⊥Dictionary(ts′:ts),Dictionary( )} :
contains key(Dictionary(v′1 : v1, . . . , v
′
n : vn), v
′) ={
True als ∃ 1 ≤ i ≤ n, i ∈ N0 : v′i = v′
False als ∀ 1 ≤ i ≤ n, i ∈ N0 : v′i 6= v′
ii. ∀ v′ ∈ domts′ : contains key(Dictionary( ), v′) = False
iii. ∀ v′ ∈ domts′ : contains key(⊥Dictionary(ts′:ts), v′) = ⊥Boolean
(j) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥Dictionary(ts′:ts)
deze operatie geeft steeds een niet-gedefinieerde dictionaire terug.

A.1.5 De literaaltypes: de specificatie van een constructietype
De enumeratietypes
Definitie A.14 (Enumeratietypes) De typespecificaties van de enumeratietypes worden gedefinieerd
door:
• de syntaxis:
∀ id ∈ IDΣ, ∀ n ∈ N0, ∀ 1 ≤ i ≤ n, i ∈ N0, ∀ idi ∈ IDΣ,∀ ii ∈ N :
Enum id(id1 = i1, . . . , idn = in) ∈ Tenum ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi)
Opmerking. De identificator id wordt de naam van het enumeratietype genoemd. Deze identifi-
cator kan na de definitie van het enumeratietype overal als verkorte schrijfwijze voor de specificatie
van het type gebruikt worden;
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• de semantiek:
1. het domein:
domEnum id(id1=i1,...,idn=in) , {id1, . . . , idn} ∪ {⊥id}
2. de verzameling van domeinen Did:
Did , {domBoolean, domInteger, domid}
3. de verzameling van operatoren Oid:
Oid , {= : (domid)2 → domBoolean,
6= : (domid)2 → domBoolean,
< : (domid)2 → domBoolean,
> : (domid)2 → domBoolean,
≤ : (domid)2 → domBoolean,
≥ : (domid)2 → domBoolean,
⊥ :→ domid}
4. de axioma’s uit Aid:
(a) de semantiek van de binaire operatoren =, 6=, <, >, ≤ en ≥
i. ∀ idi, idj ∈ domEnum id(id1=i1,...,idn=in) \ {⊥id} : idi relat idj ≡ ii relat ij
ii. ∀ x ∈ domEnum id(id1=i1,...,idn=in) : x relat ⊥id = ⊥id relat x = ⊥Boolean
hierbij is “relat” een variabele copula die achtereenvolgens de symbolen =, 6=,<, >, ≤ en
≥ toegekend krijgt;
(b) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥id
deze operatie geeft steeds een niet-gedefinieerde waarde van een enumeratietype terug.

De gestructureerde types
Definitie A.15 (Gestructureerde types) De typespecificaties van de gestructureerde types worden ge-
definieerd door:
• de syntaxis:
∀ id ∈ IDΣ, ∀ n ∈ N0, ∀ 1 ≤ i ≤ n, i ∈ N0,∀ idi : tsi ∈ Vcomp :
Struct id(id1 : ts1; . . . ; idn : tsn) ∈ Tstruct ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi)
Opmerkingen. De identificator id wordt de naam van het gestructureerd type genoemd. Ook hier
kan deze identificator, nadat het gestructureerd type gedefinieerd werd, als verkorte schrijfwijze voor




{Struct(id1 : v1; . . . ; idn : vn)|(∀ 1 ≤ i ≤ n, i ∈ N0 : vi ∈ domtsi)} ∪ {⊥id}
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2. de verzameling van domeinen Did:
Did , {domts|ts ∈ Tliteral ∪ Treference}
3. de verzameling van operatoren Oid:
Oid , {= : (domid)2 → domBoolean,
6= : (domid)2 → domBoolean,
set element : domid × {id1, . . . , idn} × domts1 ∪ · · · ∪ domtsn → domid,
clear element : domid × {id1, . . . , idn} → domid,
. : domid × {id1, . . . , idn} → domts1 ∪ · · · ∪ domtsn ,
⊥ :→ domid}
4. de axioma’s uit Aid:
(a) de semantiek van de binaire operator =
i. ∀ n ∈ N0, ∀ Struct(id1 : v1; . . . ; idn : vn),
Struct(id1 : v′1; . . . ; idn : v
′
n) ∈ domStruct id(id1:ts1;...;idn:tsn) \ {⊥id} :
=(Struct(id1 : v1; . . . ; idn : vn),Struct(id1 : v′1; . . . ; idn : v
′
n)) ={
True als ∀ 1 ≤ i ≤ n, i ∈ N0 : vi = v′i
False in alle andere gevallen
ii. ∀ X ∈ domStruct id(id1:ts1;...;idn:tsn) : (=(X,⊥id) = ⊥Boolean)∧(=(⊥id, X) = ⊥Boolean)
(b) de semantiek van de binaire operator 6=
i. ∀ n ∈ N0, ∀ Struct(id1 : v1; . . . ; idn : vn),
Struct(id1 : v′1; . . . ; idn : v
′
n) ∈ domStruct id(id1:ts1;...;idn:tsn) \ {⊥id} :
6=(Struct(id1 : v1; . . . ; idn : vn),Struct(id1 : v′1; . . . ; idn : v′n)) ={
True als ∃ 1 ≤ i ≤ n, i ∈ N0 : vi 6= v′i
False in alle andere gevallen
ii. ∀ X ∈ domStruct id(id1:ts1;...;idn:tsn) : ( 6=(X,⊥id) = ⊥Boolean)∧(6=(⊥id, X) = ⊥Boolean)
(c) de semantiek van de ternaire operator set element
i. ∀ n ∈ N0, ∀ Struct(id1 : v1; . . . ; idn : vn) ∈ domStruct id(id1:ts1;...;idn:tsn) \ {⊥id},
∀ idi ∈ {id1, . . . , idn}, ∀ v ∈ domts1 ∪ · · · ∪ domtsn :
set element(Struct(id1 : v1; . . . ; idn : vn), idi, v) ={
Struct(id1 : v1; . . . ; idi : v; . . . ; idn : vn) als v ∈ domtsi
Struct(id1 : v1; . . . ; idi : ⊥tsi ; . . . ; idn : vn) als v 6∈ domtsi
hierbij is ⊥tsi een niet-gedefinieerde waarde van het type met specificatie tsi;
ii. ∀ n ∈ N0, ∀ idi ∈ {id1, . . . , idn}, ∀ v ∈ domts1 ∪ · · · ∪ domtsn :
set element(⊥id, idi, v) = ⊥id
(d) de semantiek van de binaire operator clear element
i. ∀ n ∈ N0, ∀ idi ∈ {id1, . . . , idn},
∀ Struct(id1 : v1; . . . ; idn : vn) ∈ domStruct id(id1:ts1;...;idn:tsn) \ {⊥id} :
clear element(Struct(id1 : v1; . . . ; idn : vn), idi) =
Struct(id1 : v1; . . . ; idi : ⊥tsi ; . . . ; idn : vn)
hierbij is ⊥tsi een niet-gedefinieerde waarde van het type met specificatie tsi;
ii. ∀ n ∈ N0, ∀ idi ∈ {id1, . . . , idn} : clear element(⊥id, idi) = ⊥id
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(e) de semantiek van de binaire operator .
i. ∀ n ∈ N0,∀ idi ∈ {id1, . . . , idn},
∀ Struct(id1 : v1; . . . ; idn : vn) ∈ domStruct id(id1:ts1;...;idn:tsn) \ {⊥id} :
.(Struct(id1 : v1; . . . ; idn : vn), idi) = vi
ii. ∀ n ∈ N0,∀ idi ∈ {id1, . . . , idn} : .(⊥id, idi) = ⊥tsi
hierbij is ⊥tsi een niet-gedefinieerde waarde van het type van de component idi : tsi;
(f) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥id
deze operatie geeft steeds een niet-gedefinieerde waarde van een gestructureerd type terug.

A.1.6 De specificatie van de objecttypes
Definitie A.16 (Objecttype) De typespecificaties van de objecttypes worden gedefinieerd door:
• de syntaxis:
1. ∀ id ∈ IDΣ, ∀ n ∈ N0, ∀ idi : si ∈ Vchar, 1 ≤ i ≤ n, i ∈ N0 :
Class id(id1 : s1; . . . ; idn : sn) ∈ Tobject ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj)∧(∀ 1 ≤ i ≤ n, i ∈ N0 : idi 6= id)
2. ∀ id ∈ IDΣ, ∀ m,n ∈ N0, ∀ îdi ∈ IDΣ, 1 ≤ i ≤ m, i ∈ N0,∀ idi : si ∈ Vchar, 1 ≤ i ≤ n, i ∈ N0 :
Class id : îd1, . . . , îdm(id1 : s1; . . . ; idn : sn) ∈ Tobject ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0,∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0 : idi 6= îdj) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi) ∧ (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id)
3. ∀ id ∈ IDΣ, ∀ m ∈ N0,∀ îdi ∈ IDΣ, 1 ≤ i ≤ m, i ∈ N0 :
Class id : îd1, . . . , îdm( ) ∈ Tobject ⇔ (∀ 1 ≤ i ≤ m, i ∈ N0 : îdi 6= id)
hierbij stelt de identificator id de naam van het objecttype voor, zijn de identificatoren îdi ∈ IDΣ,
i = 1, . . . , n tevens namen van objecttypes en wordt de andere groep van identificatoren idi ∈ ID,
i = 1, . . . , n gebruikt om de karakteristieken te identificeren die eigen zijn aan het objecttype;
• de semantiek:
1. het domein:
∀ ts ∈ Tobject : domts ,









als fchar(ts) \ {id : s|id ∈ IDΣ ∧ s ∈ Vsignat} = ∅
2. de verzameling van domeinen Dts:
Dts , {domts|ts ∈ Tliteral ∪ Treference ∪ Tobject}
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3. de verzameling van operatoren Ots:
Ots , Ointernts ∪Oexternts
waarbij:
(a) Ointernts , {= : (domts)2 → domBoolean,
6= : (domts)2 → domBoolean,
set element : domts × {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) :




clear element : domts × {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) :
ts′ ∈ Tliteral ∪ Treference ∧ id′ = id)} → domts,
. : domts × {id|(id ∈ IDΣ) ∧ (∃ id′ : ts′ ∈ fchar(ts) :





(b) Oexternts , {id : s|id : s ∈ fchar(ts) ∧ s ∈ Vsignat}
4. de axioma’s uit Ats:
(a) de semantiek van de binaire operator =
i. ∀ n,m ∈ N0,∀ Struct (id1 : v1; . . . ; idn : vn),
Struct (id′1 : v
′




m) ∈ domts\{⊥ts} :
=(Struct (id1 : v1; . . . ; idn : vn),Struct (id′1 : v
′





True als (n = m) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ n, j ∈ N0 : idi = id′j ∧ vi = v′j)
False in alle andere gevallen
ii. ∀ X ∈ domts : (=(X,⊥ts) = ⊥Boolean) ∧ (=(⊥ts, X) = ⊥Boolean)
(b) de semantiek van de binaire operator 6=
i. ∀ n,m ∈ N0,∀ Struct (id1 : v1; . . . ; idn : vn),
Struct (id′1 : v
′




m) ∈ domts\{⊥ts} :
6=(Struct (id1 : v1; . . . ; idn : vn),Struct (id′1 : v′1; . . . ; id′m : v′m)) ={
True als (n 6= m) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : idi 6= id′j ∨ vi 6= v′j)
False in alle andere gevallen
ii. ∀ X ∈ domts : ( 6=(X,⊥id) = ⊥Boolean) ∧ ( 6=(⊥id, X) = ⊥Boolean)
(c) de semantiek van de ternaire operator set element
i. ∀ n ∈ N0, ∀ Struct (id1 : v1; . . . ; idn : vn) ∈ domts \ {⊥ts},




set element(Struct (id1 : v1; . . . ; idn : vn), idi, v) =
Struct (id1 : v1; . . . ; idi : v; . . . ; idn : vn)
als ∃ id′ : ts′ ∈ {id′ : s′|id′ : s′ ∈ fchar(ts) ∧ s′ 6∈ Vsignat} : id′ = idi ∧ v ∈ domts′
Struct (id1 : v1; . . . ; idi : ⊥ts′ ; . . . ; idn : vn)
als ∃ id′ : ts′ ∈ {id′ : s′|id′ : s′ ∈ fchar(ts) ∧ s′ 6∈ Vsignat} : id′ = idi ∧ v 6∈ domts′
hierbij is ⊥ts′ een niet-gedefinieerde waarde uit het domein van het type met specificatie
ts′;
ii. ∀ id ∈ {id1, . . . , idn}, ∀ v ∈
⋃
ts∈Tliteral∪Treference
domts : set element(⊥ts, id, v) = ⊥ts
A.2. TYPESPECIFICATIES UIT HET VERALGEMEEND TYPESYSTEEM 413
(d) de semantiek van de binaire operator clear element
i. ∀ n ∈ N0,∀ Struct (id1 : v1; . . . ; idn : vn) ∈ domts \ {⊥ts}, ∀ idi ∈ {id1, . . . , idn} :
clear element(Struct (id1 : v1; . . . ; idn : vn), idi) =
Struct (id1 : v1; . . . ; idi : ⊥ts′ ; . . . ; idn : vn)
hierbij is ⊥ts′ een niet-gedefinieerde waarde uit het domein van het type (met speci-
ficatie) ts′ van de karakteristiek idi : ts′ ∈ fchar(ts) die ge¨ıdentificeerd wordt door de
identificator idi;
ii. ∀ id ∈ {id1, . . . , idn} : clear element(⊥ts, id) = ⊥ts
(e) de semantiek van de binaire operator .
i. ∀ n ∈ N0,∀ Struct (id1 : v1; . . . ; idn : vn) ∈ domts \ {⊥ts}, ∀ idi ∈ {id1, . . . , idn} :
.(Struct (id1 : v1; . . . ; idn : vn), idi) = vi
ii. ∀ idi ∈ {id1, . . . , idn} : .(⊥ts, idi) = ⊥ts′
hierbij is ⊥ts′ een niet-gedefinieerde waarde uit het domein van het type (met spe-
cificatie) ts′ van de karakteristiek idi : ts′ ∈ fchar(ts) die ge¨ıdentificeerd wordt door de
identificator idi;
(f) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥id
deze operatie geeft steeds een niet-gedefinieerde waarde van een objecttype terug;
(g) de semantiek van de operatoren uit Oexternts
de semantiek van elk van de operatoren uit Oexternts wordt extern vastgelegd. Hierom wor-
den met betrekking tot deze operatoren geen axioma’s in Ats opgenomen.

A.2 Typespecificaties uit het veralgemeend typesysteem
A.2.1 De specificatie van het “void”-type





















, {⊥ :→ dom ˜˜
V oid
}
4. de axioma’s uit A ˜˜
V oid
:
de waarheidstabel voor de nul-aire operator ⊥
⊥
{1/{1/⊥V oid}}
deze operatie geeft steeds een niet-gedefinieerde “void”-waarde terug.

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A.2.2 De specificatie van de veralgemeende referentietypes
De enkelwaardige veralgemeende referentietypes
Definitie A.18 (Enkelwaardig veralgemeend referentietype) De typespecificaties van de enkelwaar-
dige veralgemeende referentietypes worden gedefinieerd door:
• de syntaxis:





, ℘˜({{1/x}|x ∈ dom
Ref( ˜˜ts)})
waarbij het domein dom
Ref( ˜˜ts) gedefinieerd wordt volgens de domeindefinitie uit definitie 2.46,
d.i.
dom
Ref( ˜˜ts) , {oid|(oid ∈ IDΣ) ∧ (∃ [oid′, N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ] ∈ V extent˜˜t :
oid′ = oid)} ∪ {⊥
Ref( ˜˜ts)}
met V extent˜˜t , de extentie van het veralgemeend objecttype
˜˜t met specificatie ˜˜spec(˜˜t) = ˜˜ts (defi-
nities 6.70 en 6.71);








, dom ˜˜Set( ˜˜Ref( ˜˜ts)), dom ˜˜Ref( ˜˜ts), dom ˜˜ts} ∪
(
⋃
˜˜ts′∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts′)






(Ref( ˜˜ts), ˜˜Ref( ˜˜ts))
∪Ogeneralised
(Ref( ˜˜ts), ˜˜Ref( ˜˜ts))
∪Ouncertain









∪ {⊥ :→ dom ˜˜
Ref( ˜˜ts)
,
↑ : dom ˜˜
Ref( ˜˜ts)
→ ℘˜(dom ˜˜ts),
˜˜set element : dom ˜˜
Ref( ˜˜ts)
× {id|(id ∈ IDΣ) ∧ (∃ id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) :
id′ = id ∧ ˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference)}
×
⋃
˜˜ts′∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts′ → dom ˜˜ts,
˜˜clear element : dom ˜˜
Ref( ˜˜ts)
× {id|(id ∈ IDΣ) ∧ (∃ id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) :
id′ = id ∧ ˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference)} → dom ˜˜ts,
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. : dom ˜˜
Ref( ˜˜ts)
× {id|(id ∈ IDΣ) ∧ (∃ id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) : id′ = id ∧
˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference)} →
⋃




(Ref( ˜˜ts), ˜˜Ref( ˜˜ts))
, ∅
– Ogeneralised
(Ref( ˜˜ts), ˜˜Ref( ˜˜ts))
, { ˜˜= : (dom ˜˜
Ref( ˜˜ts)
)2 → dom ˜˜
Boolean
,
˜˜6= : (dom ˜˜
Ref( ˜˜ts)




(Ref( ˜˜ts), ˜˜Ref( ˜˜ts),℘˜(dom
Ref( ˜˜ts)
))
gedefinieerd is door de definitie 6.6;
– Ofuzzy





gedefinieerd is door de definitie 6.7;
4. de axioma’s uit A ˜˜
Ref( ˜˜ts)
:
(a) de axioma’s voor de operatoren uit Ogeneralised
(Ref( ˜˜ts), ˜˜Ref( ˜˜ts))
deze zijn gedefinieerd door de verzameling
Ageneralised
(Ref( ˜˜ts), ˜˜Ref( ˜˜ts))
(cf. definitie 6.5)
(b) de axioma’s voor de operatoren uit Ouncertain
(Ref( ˜˜ts), ˜˜Ref( ˜˜ts),℘˜(dom
Ref( ˜˜ts)
))
deze zijn gedefinieerd door de verzameling
Auncertain




(c) de axioma’s voor de operatoren uit Ofuzzy





deze zijn gedefinieerd door de verzameling
Afuzzy






(d) de semantiek van de unaire operator ↑
∀ n ∈ N0, ∀ ˜˜oid =
{
µ1







↑( ˜˜oid) = {µ1/↑(v1), . . . , µn/↑(vn)}
waarbij de lidmaatschapsgraden µi, 1 ≤ i ≤ n, i ∈ N0 ge¨ınterpreteerd worden als graden
van onzekerheid en er geldt dat:
∀ 1 ≤ i ≤ n : ↑(vi) =
{
˜˜v als vi = oid
⊥ ˜˜ts als vi = ⊥Ref( ˜˜ts)
met ˜˜v, de waarde die benoemd wordt door de object-identificator oid, m.a.w. ˜˜v is de waarde
van het object [oid,N, ˜˜ts, ˜˜v, µTrue, µFalse, µ⊥Boolean ] waaraan gerefereerd wordt (cf. defini-
tie van het domein dom ˜˜
Ref( ˜˜ts)
) en ⊥ ˜˜ts de niet-gedefinieerde waarde uit het domein van
het veralgemeend objecttype met specificatie ˜˜ts;
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(e) de semantiek van de ternaire operator ˜˜set element
∀ ˜˜oid ∈ dom ˜˜
Ref( ˜˜ts)
, ∀ id′ ∈ {id|(id ∈ IDΣ) ∧ (∃ id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) : id′ = id ∧
˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference)},
∀ ˜˜v′ ∈
⋃
˜˜ts∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts :
˜˜set element( ˜˜oid, id′, ˜˜v′) =
{ ˜˜set element(˜˜v, id′, ˜˜v′) als ∃ ˜˜v ∈ dom ˜˜ts : ↑( ˜˜oid) = {1/˜˜v}
⊥ ˜˜ts in alle andere gevallen
(f) de semantiek van de binaire operator ˜˜clear element
∀ ˜˜oid ∈ dom ˜˜
Ref( ˜˜ts)
, ∀ id′ ∈ {id|(id ∈ IDΣ) ∧ (∃ id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) : id′ = id ∧
˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference)} :
˜˜clear element( ˜˜oid, id′) =
{ ˜˜clear element(˜˜v, id′) als ∃ ˜˜v ∈ dom ˜˜ts : ↑( ˜˜oid) = {1/˜˜v}
⊥ ˜˜ts in alle andere gevallen
(g) de semantiek van de binaire operator .
∀ n ∈ N0, ∀ ˜˜oid =
{
µ1







∀ id′ ∈ {id|(id ∈ IDΣ) ∧ (∃ id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) :
id′ = id ∧ ˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference)} :
.( ˜˜oid, id′) = ˜˜V
waarbij de waarde ˜˜V als volgt wordt bekomen:
i. bouw de drie-niveau vage verzameling
˜˜˜
V op, door op de waarden van de vage verza-
meling
↑( ˜˜oid) = {µ1/˜˜v1, . . . , µn/˜˜vn}










Opmerking. De lidmaatschapsgraden uit deze drie-niveau vage verzameling zijn als
volgt te interpreteren:
– de lidmaatschapsgraden uit het derde niveau zijn —door constructie— de lidmaat-
schapsgraden uit de vage verzameling ↑( ˜˜oid) en worden hierom eveneens ge¨ınterpre-
teerd als graden van onzekerheid;
– de lidmaatschapsgraden uit het tweede niveau zijn de lidmaatschapsgraden uit het
tweede niveau van de twee-niveau vage verzamelingen .(˜˜vi, id′), 1 ≤ i ≤ n, i ∈ N0
(want .(˜˜vi, id′) is element van het domein van de eigenschap die ge¨ıdentificeerd
wordt door de identificator id′) en worden hierom, volgens de interpretatie van de
lidmaatschapsgraden uit de veralgemeende domeinwaarden, eveneens ge¨ınterpreteerd
als graden van onzekerheid;
– de lidmaatschapsgraden uit het eerste niveau zijn de lidmaatschapsgraden uit het
eerste niveau van de twee-niveau vage verzamelingen .(˜˜vi, id′), 1 ≤ i ≤ n, i ∈ N0 en
worden hierom ge¨ınterpreteerd als graden van onnauwkeurigheid;
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ii. de waarde ˜˜V wordt dan bekomen door deze drie-niveau vage verzameling
˜˜˜
V als volgt
om te vormen tot een twee-niveau vage verzameling, die element is van het domein
dom ˜˜ts′ van het type van de eigenschap die ge¨ıdentificeerd wordt door de identificator
id′:
˜˜V = {µ ˜˜V (X˜)|∀ X˜ ∈ ℘˜(domts′) : µ ˜˜V (X˜) > 0}
waarbij de lidmaatschapsgraden µ ˜˜V (X˜) gedefinieerd worden als:





( ˜˜X), µ ˜˜X(X˜))
door deze werkwijze worden de graden van onzekerheid uit het resultaat bekomen uit de
“combinatie” van de graden van onzekerheid uit het derde niveau van de drie-niveau
vage verzameling met de graden van onzekerheid uit het tweede niveau van de drie-
niveau vage verzameling. De graden van onnauwkeurigheid blijven ongewijzigd;




deze operatie geeft steeds een niet-gedefinieerde enkelwaardige referentie terug.

De meerwaardige veralgemeende referentietypes
Definitie A.19 (Meerwaardig veralgemeend referentietype) De typespecificaties van de meerwaar-
dige veralgemeende referentietypes worden gedefinieerd door:
• de syntaxis:
∀ ˜˜ts ∈ ˜˜T object : ( ˜˜SetRef ( ˜˜ts) ∈ ˜˜T reference)
∧ ( ˜˜BagRef ( ˜˜ts) ∈ ˜˜T reference) ∧ ( ˜˜ListRef ( ˜˜ts) ∈ ˜˜T reference)
• de semantiek:
– een meerwaardig veralgemeend referentietype ˜˜SetRef ( ˜˜ts), ˜˜ts ∈ ˜˜T object heeft bij definitie de-
zelfde semantiek als het veralgemeend verzamelingtype dat zou gedefinieerd zijn over het enkel-
waardig veralgemeend referentietype ˜˜Ref ( ˜˜ts) (cf. definitie 6.13);
– een meerwaardig veralgemeend referentietype ˜˜BagRef (
˜˜ts), ˜˜ts ∈ ˜˜T object heeft bij definitie de-
zelfde semantiek als het veralgemeend bagtype dat zou gedefinieerd zijn over het enkelwaardig
veralgemeend referentietype ˜˜Ref ( ˜˜ts) (cf. definitie A.26);
– een meerwaardig veralgemeend referentietype ˜˜ListRef ( ˜˜ts), ˜˜ts ∈ ˜˜T object heeft bij definitie de-
zelfde semantiek als het veralgemeend lijsttype dat zou gedefinieerd zijn over het enkelwaardig
veralgemeend referentietype ˜˜Ref ( ˜˜ts) (cf. definitie A.27);

A.2.3 De veralgemeende literaaltypes: de specificatie van een veralgemeend
basistype
Het veralgemeend basistype voor het werken met Boolese gegevens
Definitie A.20 (Boolese gegevens) De typespecificatie van het veralgemeend type voor het werken met
Boolese gegevens wordt gedefinieerd door:







, ℘˜({{1/x}|x ∈ domBoolean})
hierdoor is een domeinwaarde een vage verzameling die gedefinieerd is over de verzameling van
de vage verzamelingen {1/True}, {1/False} en {1/⊥Boolean}, die elk een nauwkeurige waarde
modelleren;









, dom ˜˜Set( ˜˜Boolean)}






















, { ˜˜= : (dom ˜˜
Boolean
)2 → dom ˜˜
Boolean
,
˜˜6= : (dom ˜˜
Boolean
)2 → dom ˜˜
Boolean
,
˜˜∨ : (dom ˜˜
Boolean
)2 → dom ˜˜
Boolean
,
˜˜∧ : (dom ˜˜
Boolean
)2 → dom ˜˜
Boolean
,







gedefinieerd is door definitie 6.6;
– Ofuzzy
(Boolean, ˜˜Boolean,{{1/x}|x∈domBoolean},domBoolean)
gedefinieerd is door definitie 6.7;
4. de axioma’s uit A ˜˜
Boolean
:
(a) de axioma’s voor de operatoren uit Ogeneralised
(Boolean, ˜˜Boolean)




(b) de axioma’s voor de operatoren uit Ouncertain
(Boolean, ˜˜Boolean,{{1/x}|x∈domBoolean})
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(c) de axioma’s voor de operatoren uit Ofuzzy
(Boolean, ˜˜Boolean,{{1/x}|x∈domBoolean},domBoolean)




(d) de waarheidstabel voor de nul-aire operator ⊥
⊥
{1/{1/⊥Boolean}}
deze operatie geeft steeds een niet-gedefinieerde Boolese waarde terug.

De veralgemeende basistypes voor het werken met gehele getallen
Naar analogie met het scherp typesysteem, wordt er slechts e´e´n veralgemeend type ˜˜Integer beschouwd
voor het werken met gehele getallen.
Definitie A.21 (Gehele getallen) De typespecificatie van het veralgemeend type voor het werken met





dom ˜˜Integer , ℘˜(℘˜(domInteger))
2. de verzameling van domeinen D ˜˜Integer:
D ˜˜Integer , {dom ˜˜Boolean, dom ˜˜Integer, dom ˜˜Real, dom ˜˜Set( ˜˜Integer)}
3. de verzameling van operatoren O ˜˜Integer:
















, { ˜˜= : (dom ˜˜Integer)2 → dom ˜˜Boolean,
˜˜6= : (dom ˜˜Integer)
2 → dom ˜˜
Boolean
,
˜˜< : (dom ˜˜Integer)
2 → dom ˜˜
Boolean
,
˜˜> : (dom ˜˜Integer)
2 → dom ˜˜
Boolean
,
˜˜≤ : (dom ˜˜Integer)
2 → dom ˜˜
Boolean
,
˜˜≥ : (dom ˜˜Integer)
2 → dom ˜˜
Boolean
,
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˜˜+ : (dom ˜˜Integer)
2 → dom ˜˜Integer,
˜˜− : (dom ˜˜Integer)
2 → dom ˜˜Integer,
˜˜∗ : (dom ˜˜Integer)
2 → dom ˜˜Integer,
˜˜div : (dom ˜˜Integer)
2 → dom ˜˜Integer,
˜˜mod : (dom ˜˜Integer)
2 → dom ˜˜Integer}
– Ouncertain
(Integer, ˜˜Integer,℘˜(domInteger))
gedefinieerd is door definitie 6.6;
– Ofuzzy
(Integer, ˜˜Integer,℘˜(domInteger),domInteger)
gedefinieerd is door definitie 6.7;
4. de axioma’s uit A ˜˜Integer:
(a) de axioma’s voor de operatoren uit Ogeneralised
(Integer, ˜˜Integer)




(b) de axioma’s voor de operatoren uit Ouncertain
(Integer, ˜˜Integer,℘˜(domInteger))




(c) de axioma’s voor de operatoren uit Ofuzzy
(Integer, ˜˜Integer,℘˜(domInteger),domInteger)




(d) de waarheidstabel voor de nul-aire operator ⊥
⊥
{1/{1/⊥Integer}}
deze operatie geeft steeds een niet-gedefinieerd geheel getal terug.

Het veralgemeend basistype voor het werken met bytes






dom ˜˜Octet , ℘˜({{1/x}|x ∈ domOctet})
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2. de verzameling van domeinen D ˜˜Octet:
D ˜˜Octet , {dom ˜˜Boolean, dom ˜˜Integer, dom ˜˜Octet, dom ˜˜Real, dom ˜˜Set( ˜˜Octet)}
3. de verzameling van operatoren O ˜˜Octet:
















, { ˜˜= : (dom ˜˜Octet)2 → dom ˜˜Boolean,
˜˜6= : (dom ˜˜Octet)
2 → dom ˜˜
Boolean
,
˜˜< : (dom ˜˜Octet)
2 → dom ˜˜
Boolean
,
˜˜> : (dom ˜˜Octet)
2 → dom ˜˜
Boolean
,
˜˜≤ : (dom ˜˜Octet)
2 → dom ˜˜
Boolean
,
˜˜≥ : (dom ˜˜Octet)
2 → dom ˜˜
Boolean
,
˜˜∨ : (dom ˜˜Octet)
2 → dom ˜˜Octet,
˜˜∧ : (dom ˜˜Octet)
2 → dom ˜˜Octet,
˜˜¬ : dom ˜˜Octet → dom ˜˜Octet,
˜˜ : dom ˜˜Octet → dom ˜˜Octet,
˜˜ : dom ˜˜Octet → dom ˜˜Octet}
– Ouncertain
(Octet, ˜˜Octet,{{1/x}|x∈domOctet})
gedefinieerd is door definitie 6.6;
– Ofuzzy
(Octet, ˜˜Octet,{{1/x}|x∈domOctet},domOctet)
gedefinieerd is door definitie 6.7;
4. de axioma’s uit A ˜˜Octet:
(a) de axioma’s voor de operatoren uit Ogeneralised
(Octet, ˜˜Octet)




(b) de axioma’s voor de operatoren uit Ouncertain
(Octet, ˜˜Octet,{{1/x}|x∈domOctet})
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(c) de axioma’s voor de operatoren uit Ofuzzy
(Octet, ˜˜Octet,{{1/x}|x∈domOctet},domOctet)




(d) de waarheidstabel voor de nul-aire operator ⊥
⊥
{1/{1/⊥Octet}}
deze operatie geeft steeds een niet-gedefinieerde byte terug.

De veralgemeende basistypes voor het werken met ree¨le getallen
Evenals in het scherp typesysteem, wordt er in het veralgemeend typesysteem slechts e´e´n veralgemeend
type ˜˜Real beschouwd voor het werken met ree¨le getallen.
Definitie A.23 (Ree¨le getallen) De typespecificatie van het veralgemeend type voor het werken met

















, dom ˜˜Set( ˜˜Real)}






















, { ˜˜= : (dom ˜˜
Real
)2 → dom ˜˜
Boolean
,
˜˜6= : (dom ˜˜
Real
)2 → dom ˜˜
Boolean
,
˜˜< : (dom ˜˜
Real
)2 → dom ˜˜
Boolean
,
˜˜> : (dom ˜˜
Real
)2 → dom ˜˜
Boolean
,
˜˜≤ : (dom ˜˜
Real
)2 → dom ˜˜
Boolean
,
˜˜≥ : (dom ˜˜
Real
)2 → dom ˜˜
Boolean
,
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˜˜+ : (dom ˜˜
Real
)2 → dom ˜˜
Real
,
˜˜− : (dom ˜˜
Real
)2 → dom ˜˜
Real
,
˜˜∗ : (dom ˜˜
Real




/ : (dom ˜˜
Real





gedefinieerd is door definitie 6.6;
– Ofuzzy
(Real, ˜˜Real,℘˜(domReal),domReal)
gedefinieerd is door definitie 6.7;
4. de axioma’s uit A ˜˜
Real
:
(a) de axioma’s voor de operatoren uit Ogeneralised
(Real, ˜˜Real)




(b) de axioma’s voor de operatoren uit Ouncertain
(Real, ˜˜Real,℘˜(domReal))




(c) de axioma’s voor de operatoren uit Ofuzzy
(Real, ˜˜Real,℘˜(domReal),domReal)




(d) de waarheidstabel voor de nul-aire operator ⊥
⊥
{1/{1/⊥Real}}
deze operatie geeft steeds een niet-gedefinieerd ree¨el getal terug.

De veralgemeende basistypes voor het werken met karakterrijen
In overeenstemming met het scherp typesysteem wordt er slechts e´e´n veralgemeend basistype ˜˜String
gedefinieerd voor het werken met karakterijen.
Definitie A.24 (Karakterrijen) De typespecificatie van het veralgemeend type voor het werken met de
karakterrijen die opgebouwd zijn met de symbolen van een totaal geordend alfabet
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1. het domein:
dom ˜˜String , ℘˜(℘˜(domString))
2. de verzameling van domeinen D ˜˜String:
D ˜˜String , {dom ˜˜Boolean, dom ˜˜Integer, dom ˜˜String, dom ˜˜Real, dom ˜˜Set( ˜˜String)}
3. de verzameling van operatoren O ˜˜String:













, { ˜˜substr : dom ˜˜String × (dom ˜˜Integer)2 → dom ˜˜String}
– Ogeneralised
(String, ˜˜String)
, { ˜˜= : (dom ˜˜String)2 → dom ˜˜Boolean,
˜˜6= : (dom ˜˜String)
2 → dom ˜˜
Boolean
,
˜˜< : (dom ˜˜String)
2 → dom ˜˜
Boolean
,
˜˜> : (dom ˜˜String)
2 → dom ˜˜
Boolean
,
˜˜≤ : (dom ˜˜String)
2 → dom ˜˜
Boolean
,
˜˜≥ : (dom ˜˜String)
2 → dom ˜˜
Boolean
,
˜˜concat : (dom ˜˜String)
2 → dom ˜˜String,
˜˜sizeof : dom ˜˜String → dom ˜˜Integer}
– Ouncertain
(String, ˜˜String,℘˜(domString))
gedefinieerd is door definitie 6.6;
– Ofuzzy
(String, ˜˜String,℘˜(domString),domString)
gedefinieerd is door definitie 6.7;
4. de axioma’s uit A ˜˜String:
(a) de axioma’s voor de operatoren uit Oextended
(String, ˜˜String)




(b) de axioma’s voor de operatoren uit Ogeneralised
(String, ˜˜String)
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(c) de axioma’s voor de operatoren uit Ouncertain
(String, ˜˜String,℘˜(domString))




(d) de axioma’s voor de operatoren uit Ofuzzy
(String, ˜˜String,℘˜(domString),domString)




(e) de waarheidstabel voor de nul-aire operator ⊥
⊥
{1/{1/⊥String}}
deze operatie geeft steeds een niet-gedefinieerde karakterrij terug.

A.2.4 De veralgemeende literaaltypes: de specificatie van een veralgemeend
collectietype
De veralgemeende verzamelingtypes
Definitie A.25 (Verzamelingen) De specificatie van het veralgemeend type voor het werken met ein-
dige verzamelingen wordt gedefinieerd door:
• de syntaxis:
∀ ˜˜ts ∈ ˜˜T literal : ˜˜Set( ˜˜ts) ∈ ˜˜T collect
• de semantiek:
1. het domein:
dom ˜˜Set( ˜˜ts) , ℘˜({{1/x}|x ∈ domSet( ˜˜ts)}})
waarbij dom
Set( ˜˜ts) gedefinieerd wordt volgens de domeindefinitie uit definitie 2.12;
2. de verzameling van domeinen D ˜˜Set( ˜˜ts):
D ˜˜Set( ˜˜ts) , {dom ˜˜Set( ˜˜ts), dom ˜˜Boolean, dom ˜˜Integer, dom ˜˜Real, dom ˜˜Set( ˜˜Set( ˜˜ts))} ∪D ˜˜ts
3. de verzameling van operatoren O ˜˜Set( ˜˜ts):
O ˜˜Set( ˜˜ts) , O
extended
(Set( ˜˜ts), ˜˜Set( ˜˜ts))
∪Ogeneralised
(Set( ˜˜ts), ˜˜Set( ˜˜ts))
∪Ouncertain









∪ {⊥ :→ dom ˜˜Set( ˜˜ts)}
∪ { ˜˜Φ : ˜˜X1 × · · · × ˜˜Xm → ˜˜Y |(m ∈ N0) ∧ (∃ ˜˜Φ′ : ˜˜X ′1 × · · · × ˜˜X ′m → dom ˜˜ts′ ∈ O ˜˜ts \ {⊥} :
( ˜˜Y = dom ˜˜Set( ˜˜ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (
˜˜X ′j = dom ˜˜ts ∧
˜˜Xj = dom ˜˜Set( ˜˜ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : ˜˜Xi = ˜˜X ′i)))}
waarbij
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– Oextended
(Set( ˜˜ts), ˜˜Set( ˜˜ts))
, ∅
– Ogeneralised
(Set( ˜˜ts), ˜˜Set( ˜˜ts))
, { ˜˜= : (dom ˜˜Set( ˜˜ts))2 → dom ˜˜Boolean,
˜˜6= : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜⊂ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜⊃ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜⊆ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜⊇ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜cardinality : dom ˜˜Set( ˜˜ts) → dom ˜˜Integer,
˜˜is empty : dom ˜˜Set( ˜˜ts) → dom ˜˜Boolean,
˜˜∪ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜Set( ˜˜ts),
˜˜∩ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜Set( ˜˜ts),
˜˜\ : (dom ˜˜Set( ˜˜ts))
2 → dom ˜˜Set( ˜˜ts),
˜˜contains element : dom ˜˜Set( ˜˜ts) × dom ˜˜ts → dom ˜˜Boolean}
– Ouncertain
(Set( ˜˜ts), ˜˜Set( ˜˜ts),℘˜(dom
Set( ˜˜ts)
))
gedefinieerd is door definitie 6.6;
– Ofuzzy





gedefinieerd is door definitie 6.7;
4. de axioma’s uit A ˜˜Set( ˜˜ts):
(a) de axioma’s voor de operatoren uit Ogeneralised
(Set( ˜˜ts), ˜˜Set( ˜˜ts))
deze zijn gedefinieerd door de verzameling
Ageneralised
(Set( ˜˜ts), ˜˜Set( ˜˜ts))
(cf. definitie 6.5)
(b) de axioma’s voor de operatoren uit Ouncertain
(Set( ˜˜ts), ˜˜Set( ˜˜ts),℘˜(dom
Set( ˜˜ts)
))
deze zijn gedefinieerd door de verzameling
Auncertain




(c) de axioma’s voor de operatoren uit Ofuzzy





deze zijn gedefinieerd door de verzameling
Afuzzy










deze operatie geeft steeds een niet-gedefinieerde verzameling terug;
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(e) de semantiek van de operatoren ˜˜Φ
∀ n,m ∈ N0, ∀ 1 ≤ i ≤ m, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0, i 6= j,
∀ ˜˜Φ : ˜˜X1 × · · · × ˜˜Xj−1 × dom ˜˜Set( ˜˜ts) ×
˜˜Xj+1 × · · · × ˜˜Xm → dom ˜˜Set( ˜˜ts′)
∈ { ˜˜Φ : ˜˜X1 × · · · × ˜˜Xm → ˜˜Y |∃ ˜˜Φ′ : ˜˜X ′1 × · · · × ˜˜X ′m → dom ˜˜ts′ ∈ O ˜˜ts \ {⊥} :
( ˜˜Y = dom ˜˜Set( ˜˜ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (
˜˜X ′j = dom ˜˜ts ∧
˜˜Xj = dom ˜˜Set( ˜˜ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : ˜˜Xi = ˜˜X ′i))},




{1/Set(v(1)1 , . . . , v(1)n1 )}
, . . . ,
µn
{1/Set(v(n)1 , . . . , v(n)nn )}
}
∈ dom ˜˜Set( ˜˜ts) :



















x een verkorte schrijfwijze is voor:
˜˜Φ′(x1, . . . , xj−1, vyx, xj+1, . . . , xm)

De veralgemeende bagtypes
Definitie A.26 (Bags) De specificatie van het veralgemeend type voor het werken met eindige bags
wordt gedefinieerd door:
• de syntaxis:
∀ ˜˜ts ∈ ˜˜T literal : ˜˜Bag( ˜˜ts) ∈ ˜˜T collect
• de semantiek:
1. het domein:
dom ˜˜Bag( ˜˜ts) , ℘˜({{1/x}|x ∈ domBag( ˜˜ts)}})
waarbij dom
Bag( ˜˜ts) gedefinieerd wordt volgens de domeindefinitie uit definitie A.10;
2. de verzameling van domeinen D ˜˜Bag( ˜˜ts):
D ˜˜Bag( ˜˜ts) , {dom ˜˜Bag( ˜˜ts), dom ˜˜Boolean, dom ˜˜Integer, dom ˜˜Real, dom ˜˜Set( ˜˜Bag( ˜˜ts))} ∪D ˜˜ts
3. de verzameling van operatoren O ˜˜Bag( ˜˜ts):
O ˜˜Bag( ˜˜ts) , O
extended
(Bag( ˜˜ts), ˜˜Bag( ˜˜ts))
∪Ogeneralised
(Bag( ˜˜ts), ˜˜Bag( ˜˜ts))
∪Ouncertain









∪ {⊥ :→ dom ˜˜Bag( ˜˜ts)}
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∪ { ˜˜Φ : ˜˜X1 × · · · × ˜˜Xm → ˜˜Y |(m ∈ N0) ∧ (∃ ˜˜Φ′ : ˜˜X ′1 × · · · × ˜˜X ′m → dom ˜˜ts′ ∈ O ˜˜ts \ {⊥} :
( ˜˜Y = dom ˜˜Bag( ˜˜ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (
˜˜X ′j = dom ˜˜ts ∧
˜˜Xj = dom ˜˜Bag( ˜˜ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : ˜˜Xi = ˜˜X ′i)))}
waarbij
– Oextended
(Bag( ˜˜ts), ˜˜Bag( ˜˜ts))
, ∅
– Ogeneralised
(Bag( ˜˜ts), ˜˜Bag( ˜˜ts))
, { ˜˜= : (dom ˜˜Bag( ˜˜ts))2 → dom ˜˜Boolean,
˜˜6= : (dom ˜˜Bag( ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜cardinality : dom ˜˜Bag( ˜˜ts) → dom ˜˜Integer,
˜˜is empty : dom ˜˜Bag( ˜˜ts) → dom ˜˜Boolean,
˜˜count : dom ˜˜Bag( ˜˜ts) × dom ˜˜ts → dom ˜˜Integer,
˜˜+ : (dom ˜˜Bag( ˜˜ts))
2 → dom ˜˜Bag( ˜˜ts),
˜˜∪ : (dom ˜˜Bag( ˜˜ts))
2 → dom ˜˜Bag( ˜˜ts),
˜˜∩ : (dom ˜˜Bag( ˜˜ts))
2 → dom ˜˜Bag( ˜˜ts),
˜˜\ : (dom ˜˜Bag( ˜˜ts))
2 → dom ˜˜Bag( ˜˜ts),
˜˜contains element : dom ˜˜Bag( ˜˜ts) × dom ˜˜ts → dom ˜˜Boolean}
– Ouncertain
(Bag( ˜˜ts), ˜˜Bag( ˜˜ts),℘˜(dom
Bag( ˜˜ts)
))
gedefinieerd is door definitie 6.6;
– Ofuzzy





gedefinieerd is door definitie 6.7;
4. de axioma’s uit A ˜˜Bag( ˜˜ts):
(a) de axioma’s voor de operatoren uit Ogeneralised
(Bag( ˜˜ts), ˜˜Bag( ˜˜ts))
deze zijn gedefinieerd door de verzameling
Ageneralised
(Bag( ˜˜ts), ˜˜Bag( ˜˜ts))
(cf. definitie 6.5)
(b) de axioma’s voor de operatoren uit Ouncertain
(Bag( ˜˜ts), ˜˜Bag( ˜˜ts),℘˜(dom
Bag( ˜˜ts)
))
deze zijn gedefinieerd door de verzameling
Auncertain




(c) de axioma’s voor de operatoren uit Ofuzzy





deze zijn gedefinieerd door de verzameling
Afuzzy
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deze operatie geeft steeds een niet-gedefinieerde bag terug;
(e) de semantiek van de operatoren ˜˜Φ
∀ n,m ∈ N0,∀ 1 ≤ i ≤ m, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0, i 6= j,
∀ ˜˜Φ : ˜˜X1 × · · · × ˜˜Xj−1 × dom ˜˜Bag( ˜˜ts) ×
˜˜Xj+1 × · · · × ˜˜Xm → dom ˜˜Bag( ˜˜ts′)
∈ { ˜˜Φ : ˜˜X1 × · · · × ˜˜Xm → ˜˜Y |∃ ˜˜Φ′ : ˜˜X ′1 × · · · × ˜˜X ′m → dom ˜˜ts′ ∈ O ˜˜ts \ {⊥} :
( ˜˜Y = dom ˜˜Bag( ˜˜ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (
˜˜X ′j = dom ˜˜ts ∧
˜˜Xj = dom ˜˜Bag( ˜˜ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : ˜˜Xi = ˜˜X ′i))},




{1/Bag(v(1)1 , . . . , v(1)n1 )}
, . . . ,
µn
{1/Bag(v(n)1 , . . . , v(n)nn )}
}
∈ dom ˜˜Bag( ˜˜ts) :



















x een verkorte schrijfwijze is voor:
˜˜Φ′(x1, . . . , xj−1, vyx, xj+1, . . . , xm)

De veralgemeende lijsttypes
Definitie A.27 (Lijsten) De specificatie van het veralgemeend type voor het werken met eindige lijsten
wordt gedefinieerd door:
• de syntaxis:
∀ ˜˜ts ∈ ˜˜T literal : ˜˜List( ˜˜ts) ∈ ˜˜T collect
• de semantiek:
1. het domein:
dom ˜˜List( ˜˜ts) , ℘˜({{1/x}|x ∈ domList( ˜˜ts)}})
waarbij dom
List( ˜˜ts) gedefinieerd wordt volgens de domeindefinitie uit definitie A.11;
2. de verzameling van domeinen D ˜˜List( ˜˜ts):
D ˜˜List( ˜˜ts) , {dom ˜˜List( ˜˜ts), dom ˜˜Boolean, dom ˜˜Integer, dom ˜˜Real, dom ˜˜Set( ˜˜List( ˜˜ts))} ∪D ˜˜ts
3. de verzameling van operatoren O ˜˜List( ˜˜ts):
O ˜˜List( ˜˜ts) , O
extended
(List( ˜˜ts), ˜˜List( ˜˜ts))
∪Ogeneralised
(List( ˜˜ts), ˜˜List( ˜˜ts))
∪Ouncertain
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∪ {⊥ :→ dom ˜˜List( ˜˜ts)}
∪ { ˜˜Φ : ˜˜X1 × · · · × ˜˜Xm → ˜˜Y |(m ∈ N0) ∧ (∃ ˜˜Φ′ : ˜˜X ′1 × · · · × ˜˜X ′m → dom ˜˜ts′ ∈ O ˜˜ts \ {⊥} :
( ˜˜Y = dom ˜˜List( ˜˜ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (
˜˜X ′j = dom ˜˜ts ∧
˜˜Xj = dom ˜˜List( ˜˜ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : ˜˜Xi = ˜˜X ′i)))}
waarbij
– Oextended
(List( ˜˜ts), ˜˜List( ˜˜ts))
,
{ ˜˜insert element before : dom ˜˜List( ˜˜ts) × dom ˜˜Integer × dom ˜˜ts → dom ˜˜List( ˜˜ts),
˜˜insert element after : dom ˜˜List( ˜˜ts) × dom ˜˜Integer × dom ˜˜ts → dom ˜˜List( ˜˜ts),
˜˜remove element at : dom ˜˜List( ˜˜ts) × dom ˜˜Integer → dom ˜˜List( ˜˜ts),
˜˜retrieve element at : dom ˜˜List( ˜˜ts) × dom ˜˜Integer → dom ˜˜ts,
˜˜replace element at : dom ˜˜List( ˜˜ts) × dom ˜˜Integer × dom ˜˜ts → dom ˜˜List( ˜˜ts)}
– Ogeneralised
(List( ˜˜ts), ˜˜List( ˜˜ts))
, { ˜˜= : (dom ˜˜List( ˜˜ts))2 → dom ˜˜Boolean,
˜˜6= : (dom ˜˜List( ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜cardinality : dom ˜˜List( ˜˜ts) → dom ˜˜Integer,
˜˜is empty : dom ˜˜List( ˜˜ts) → dom ˜˜Boolean,
˜˜insert element first : dom ˜˜List( ˜˜ts) × dom ˜˜ts → dom ˜˜List( ˜˜ts),
˜˜insert element last : dom ˜˜List( ˜˜ts) × dom ˜˜ts → dom ˜˜List( ˜˜ts),
˜˜remove first element : dom ˜˜List( ˜˜ts) → dom ˜˜List( ˜˜ts),
˜˜remove last element : dom ˜˜List( ˜˜ts) → dom ˜˜List( ˜˜ts),
˜˜retrieve first element : dom ˜˜List( ˜˜ts) → dom ˜˜ts,
˜˜retrieve last element : dom ˜˜List( ˜˜ts) → dom ˜˜ts,
˜˜contains element : dom ˜˜List( ˜˜ts) × dom ˜˜ts → dom ˜˜Boolean,
˜˜concat : (dom ˜˜List( ˜˜ts))
2 → dom ˜˜List( ˜˜ts)}
– Ouncertain
(List( ˜˜ts), ˜˜List( ˜˜ts),℘˜(dom
List( ˜˜ts)
))
gedefinieerd is door definitie 6.6;
– Ofuzzy





gedefinieerd is door definitie 6.7;
4. de axioma’s uit A ˜˜List( ˜˜ts):
(a) de axioma’s voor de operatoren uit Oextended
(List( ˜˜ts), ˜˜List( ˜˜ts))
deze zijn gedefinieerd door de verzameling
Aextended
(List( ˜˜ts), ˜˜List( ˜˜ts))
(cf. definitie 6.3)
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(b) de axioma’s voor de operatoren uit Ogeneralised
(List( ˜˜ts), ˜˜List( ˜˜ts))
deze zijn gedefinieerd door de verzameling
Ageneralised
(List( ˜˜ts), ˜˜List( ˜˜ts))
(cf. definitie 6.5)
(c) de axioma’s voor de operatoren uit Ouncertain
(List( ˜˜ts), ˜˜List( ˜˜ts),℘˜(dom
List( ˜˜ts)
))
deze zijn gedefinieerd door de verzameling
Auncertain




(d) de axioma’s voor de operatoren uit Ofuzzy





deze zijn gedefinieerd door de verzameling
Afuzzy










deze operatie geeft steeds een niet-gedefinieerde lijst terug;
(f) de semantiek van de operatoren ˜˜Φ
∀ n,m ∈ N0,∀ 1 ≤ i ≤ m, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0, i 6= j,
∀ ˜˜Φ : ˜˜X1 × · · · × ˜˜Xj−1 × dom ˜˜List( ˜˜ts) ×
˜˜Xj+1 × · · · × ˜˜Xm → dom ˜˜List( ˜˜ts′)
∈ { ˜˜Φ : ˜˜X1 × · · · × ˜˜Xm → ˜˜Y |∃ ˜˜Φ′ : ˜˜X ′1 × · · · × ˜˜X ′m → dom ˜˜ts′ ∈ O ˜˜ts \ {⊥} :
( ˜˜Y = dom ˜˜List( ˜˜ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (
˜˜X ′j = dom ˜˜ts ∧
˜˜Xj = dom ˜˜List( ˜˜ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : ˜˜Xi = ˜˜X ′i))},




{1/List(v(1)1 , . . . , v(1)n1 )}
, . . . ,
µn
{1/List(v(n)1 , . . . , v(n)nn )}
}
∈ dom ˜˜List( ˜˜ts) :



















x een verkorte schrijfwijze is voor:
˜˜Φ′(x1, . . . , xj−1, vyx, xj+1, . . . , xm)

De veralgemeende rijtypes
Definitie A.28 (Rijen) De specificatie van het veralgemeend type voor het werken met rijen wordt ge-
definieerd door:
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• de syntaxis:
∀ ˜˜ts ∈ ˜˜T literal : ˜˜Array( ˜˜ts) ∈ ˜˜T collect
• de semantiek:
1. het domein:
dom ˜˜Array( ˜˜ts) , ℘˜({{1/x}|x ∈ domArray( ˜˜ts)}})
waarbij dom
Array( ˜˜ts) gedefinieerd wordt volgens de domeindefinitie uit definitie A.12;
2. de verzameling van domeinen D ˜˜Array( ˜˜ts):
D ˜˜Array( ˜˜ts) , {dom ˜˜Array( ˜˜ts), dom ˜˜Boolean, dom ˜˜Integer, dom ˜˜Real, dom ˜˜Set( ˜˜Array( ˜˜ts))} ∪D ˜˜ts
3. de verzameling van operatoren O ˜˜Array( ˜˜ts):
O ˜˜Array( ˜˜ts) , O
extended
(Array( ˜˜ts), ˜˜Array( ˜˜ts))
∪Ogeneralised
(Array( ˜˜ts), ˜˜Array( ˜˜ts))
∪Ouncertain









∪ {⊥ :→ dom ˜˜Array( ˜˜ts)}
∪ { ˜˜Φ : ˜˜X1 × · · · × ˜˜Xm → ˜˜Y |(m ∈ N0) ∧ (∃ ˜˜Φ′ : ˜˜X ′1 × · · · × ˜˜X ′m → dom ˜˜ts′ ∈ O ˜˜ts \ {⊥} :
( ˜˜Y = dom ˜˜Array( ˜˜ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (
˜˜X ′j = dom ˜˜ts ∧
˜˜Xj = dom ˜˜Array( ˜˜ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : ˜˜Xi = ˜˜X ′i)))}
waarbij
– Oextended
(Array( ˜˜ts), ˜˜Array( ˜˜ts))
,
{ ˜˜replace element at : dom ˜˜Array( ˜˜ts) × dom ˜˜Integer × dom ˜˜ts → dom ˜˜Array( ˜˜ts),
˜˜remove element at : dom ˜˜Array( ˜˜ts) × dom ˜˜Integer → dom ˜˜Array( ˜˜ts),
˜˜retrieve element at : dom ˜˜Array( ˜˜ts) × dom ˜˜Integer → dom ˜˜ts,
˜˜resize : dom ˜˜Array( ˜˜ts) × dom ˜˜Integer → dom ˜˜Array( ˜˜ts)}
– Ogeneralised
(Array( ˜˜ts), ˜˜Array( ˜˜ts))
, { ˜˜= : (dom ˜˜Array( ˜˜ts))2 → dom ˜˜Boolean,
˜˜6= : (dom ˜˜Array( ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜size : dom ˜˜Array( ˜˜ts) → dom ˜˜Integer,
˜˜is empty : dom ˜˜Array( ˜˜ts) → dom ˜˜Boolean,
˜˜contains element : dom ˜˜Array( ˜˜ts) × dom ˜˜ts → dom ˜˜Boolean}
– Ouncertain
(Array( ˜˜ts), ˜˜Array( ˜˜ts),℘˜(dom
Array( ˜˜ts)
))
gedefinieerd is door definitie 6.6;
– Ofuzzy





gedefinieerd is door definitie 6.7;
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4. de axioma’s uit A ˜˜Array( ˜˜ts):
(a) de axioma’s voor de operatoren uit Oextended
(Array( ˜˜ts), ˜˜Array( ˜˜ts))
deze zijn gedefinieerd door de verzameling
Aextended
(Array( ˜˜ts), ˜˜Array( ˜˜ts))
(cf. definitie 6.3)
(b) de axioma’s voor de operatoren uit Ogeneralised
(Array( ˜˜ts), ˜˜Array( ˜˜ts))
deze zijn gedefinieerd door de verzameling
Ageneralised
(Array( ˜˜ts), ˜˜Array( ˜˜ts))
(cf. definitie 6.5)
(c) de axioma’s voor de operatoren uit Ouncertain
(Array( ˜˜ts), ˜˜Array( ˜˜ts),℘˜(dom
Array( ˜˜ts)
))
deze zijn gedefinieerd door de verzameling
Auncertain




(d) de axioma’s voor de operatoren uit Ofuzzy





deze zijn gedefinieerd door de verzameling
Afuzzy










deze operatie geeft steeds een niet-gedefinieerde rij terug;
(f) de semantiek van de operatoren ˜˜Φ
∀ n,m ∈ N0, ∀ 1 ≤ i ≤ m, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0, i 6= j,
∀ ˜˜Φ : ˜˜X1 × · · · × ˜˜Xj−1 × dom ˜˜Array( ˜˜ts) ×
˜˜Xj+1 × · · · × ˜˜Xm → dom ˜˜Array( ˜˜ts′)
∈ { ˜˜Φ : ˜˜X1 × · · · × ˜˜Xm → ˜˜Y |∃ ˜˜Φ′ : ˜˜X ′1 × · · · × ˜˜X ′m → dom ˜˜ts′ ∈ O ˜˜ts \ {⊥} :
( ˜˜Y = dom ˜˜Array( ˜˜ts′)) ∧ (∃ 1 ≤ j ≤ m, j ∈ N0 : (
˜˜X ′j = dom ˜˜ts ∧
˜˜Xj = dom ˜˜Array( ˜˜ts)) ∧
(∀ 1 ≤ i ≤ m, i 6= j, i ∈ N0 : ˜˜Xi = ˜˜X ′i))},




{1/Array(v(1)1 , . . . , v(1)n1 )}
, . . . ,
µn
{1/Array(v(n)1 , . . . , v(n)nn )}
}
∈ dom ˜˜Array( ˜˜ts) :



















x een verkorte schrijfwijze is voor:
˜˜Φ′(x1, . . . , xj−1, vyx, xj+1, . . . , xm)

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De veralgemeende dictionairetypes
Definitie A.29 (Dictionaires) De specificatie van het veralgemeend type voor het werken met dictio-
naires wordt gedefinieerd door:
• de syntaxis:
∀ ˜˜ts′, ˜˜ts ∈ ˜˜T literal : ˜˜Dictionary( ˜˜ts′ : ˜˜ts) ∈ ˜˜T collect
• de semantiek:
1. het domein:
dom ˜˜Dictionary( ˜˜ts′: ˜˜ts) , ℘˜({{1/x}|x ∈ domDictionary( ˜˜ts′: ˜˜ts)})
waarbij dom
Dictionary( ˜˜ts′: ˜˜ts)
gedefinieerd wordt volgens de domeindefinitie uit definitie A.13;
2. de verzameling van domeinen D ˜˜Dictionary( ˜˜ts′: ˜˜ts):
D ˜˜Dictionary( ˜˜ts′: ˜˜ts) , {dom ˜˜Dictionary( ˜˜ts′: ˜˜ts), dom ˜˜Boolean, dom ˜˜Integer, dom ˜˜Real,
dom ˜˜Set( ˜˜Dictionary( ˜˜ts′: ˜˜ts)), dom ˜˜ts, dom ˜˜ts′}
3. de verzameling van operatoren O ˜˜Dictionary( ˜˜ts′: ˜˜ts):
O ˜˜Dictionary( ˜˜ts′: ˜˜ts) , O
extended
(Dictionary( ˜˜ts′: ˜˜ts), ˜˜Dictionary( ˜˜ts′: ˜˜ts))
∪Ogeneralised
(Dictionary( ˜˜ts′: ˜˜ts), ˜˜Dictionary( ˜˜ts′: ˜˜ts))
∪Ouncertain





(Dictionary( ˜˜ts′: ˜˜ts), ˜˜Dictionary( ˜˜ts′: ˜˜ts),{{1/x}|x∈dom
Dictionary(
˜˜
ts′: ˜˜ts)},domDictionary( ˜˜ts′: ˜˜ts))
∪ {⊥ :→ dom ˜˜Dictionary( ˜˜ts′: ˜˜ts)}
waarbij
– Oextended
(Dictionary( ˜˜ts′: ˜˜ts), ˜˜Dictionary( ˜˜ts′: ˜˜ts))
, ∅
– Ogeneralised
(Dictionary( ˜˜ts′: ˜˜ts), ˜˜Dictionary( ˜˜ts′: ˜˜ts))
,
{ ˜˜= : (dom ˜˜Dictionary( ˜˜ts′: ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜6= : (dom ˜˜Dictionary( ˜˜ts′: ˜˜ts))
2 → dom ˜˜
Boolean
,
˜˜size : dom ˜˜Dictionary( ˜˜ts′: ˜˜ts) → dom ˜˜Integer,
˜˜is empty : dom ˜˜Dictionary( ˜˜ts′: ˜˜ts) → dom ˜˜Boolean,
˜˜bind : dom ˜˜Dictionary( ˜˜ts′: ˜˜ts) × dom ˜˜ts′ × dom ˜˜ts → dom ˜˜Dictionary( ˜˜ts′: ˜˜ts),
˜˜unbind : dom ˜˜Dictionary( ˜˜ts′: ˜˜ts) × dom ˜˜ts′ → dom ˜˜Dictionary( ˜˜ts′: ˜˜ts),
˜˜lookup : dom ˜˜Dictionary( ˜˜ts′: ˜˜ts) × dom ˜˜ts′ → dom ˜˜ts,
˜˜contains element : dom ˜˜Dictionary( ˜˜ts′: ˜˜ts) × dom ˜˜ts′ × dom ˜˜ts → dom ˜˜Boolean,
˜˜contains key : dom ˜˜Dictionary( ˜˜ts′: ˜˜ts) × dom ˜˜ts′ → dom ˜˜Boolean}
– Ouncertain




gedefinieerd is door defini-
tie 6.6;
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– Ofuzzy
(Dictionary( ˜˜ts′: ˜˜ts), ˜˜Dictionary( ˜˜ts′: ˜˜ts),{{1/x}|x∈dom
Dictionary(
˜˜
ts′: ˜˜ts)},domDictionary( ˜˜ts′: ˜˜ts))
gedefinieerd is door definitie 6.7;
4. de axioma’s uit A ˜˜Dictionary( ˜˜ts′: ˜˜ts):
(a) de axioma’s voor de operatoren uit Ogeneralised
(Dictionary( ˜˜ts′: ˜˜ts), ˜˜Dictionary( ˜˜ts′: ˜˜ts))
deze zijn gedefinieerd door de verzameling
Aextended
(Dictionary( ˜˜ts′: ˜˜ts), ˜˜Dictionary( ˜˜ts′: ˜˜ts))
(cf. definitie 6.5)
(b) de axioma’s voor de operatoren uit
Ouncertain




deze zijn gedefinieerd door de verzameling
Auncertain





(c) de axioma’s voor de operatoren uit
Ofuzzy
(Dictionary( ˜˜ts′: ˜˜ts), ˜˜Dictionary( ˜˜ts′: ˜˜ts),{{1/x}|x∈dom
Dictionary(
˜˜
ts′: ˜˜ts)},domDictionary( ˜˜ts′: ˜˜ts))
deze zijn gedefinieerd door de verzameling
Afuzzy
(Dictionary( ˜˜ts′: ˜˜ts), ˜˜Dictionary( ˜˜ts′: ˜˜ts),{{1/x}|x∈dom
Dictionary(
˜˜
ts′: ˜˜ts)},domDictionary( ˜˜ts′: ˜˜ts))
(cf. definitie 6.9)





deze operatie geeft steeds een niet-gedefinieerde dictionaire terug.

A.2.5 De veralgemeende literaaltypes: de specificatie van een veralgemeend
constructietype
De veralgemeende enumeratietypes
Definitie A.30 (Veralgemeende enumeratietypes) De typespecificaties van de veralgemeende enu-
meratietypes worden gedefinieerd door:
• de syntaxis:
∀ id ∈ IDΣ, ∀ n ∈ N0, ∀ 1 ≤ i ≤ n, i ∈ N0,∀ idi ∈ IDΣ, ∀ ii ∈ N :
˜˜Enum id(id1 = i1, . . . , idn = in) ∈ ˜˜T enum ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi)
Opmerking. De identificator id wordt de naam van het veralgemeend enumeratietype genoemd.
Deze identificator kan na de definitie van het veralgemeend enumeratietype overal als verkorte
schrijfwijze voor de specificatie van het type gebruikt worden;
• de semantiek:




2. de verzameling van domeinen Did:
Did , {dom ˜˜Boolean, dom ˜˜Real, dom ˜˜Integer, domid, dom ˜˜Set(id)}
3. de verzameling van operatoren Oid:
Oid , Oextended(Enum id(id1=i1,...,idn=in),id)
∪Ogeneralised(Enum id(id1=i1,...,idn=in),id)
∪Ouncertain(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)))
∪Ofuzzy(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)),domEnum id(id1=i1,...,idn=in))
∪ {⊥ :→ domid}
waarbij
– Oextended(Enum id(id1=i1,...,idn=in),id) , ∅
– Ogeneralised(Enum id(id1=i1,...,idn=in),id) , { ˜˜= : (domid)2 → dom ˜˜Boolean,
˜˜6= : (domid)2 → dom ˜˜Boolean,
˜˜< : (domid)2 → dom ˜˜Boolean,
˜˜> : (domid)2 → dom ˜˜Boolean,
˜˜≤ : (domid)2 → dom ˜˜Boolean,
˜˜≥ : (domid)2 → dom ˜˜Boolean}
– Ouncertain(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)))
gedefinieerd is door definitie 6.6;
– Ofuzzy(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)),domEnum id(id1=i1,...,idn=in))
gedefini-
eerd is door definitie 6.7;
4. de axioma’s uit Aid:
(a) de axioma’s voor de operatoren uit Ogeneralised(Enum id(id1=i1,...,idn=in),id)
deze zijn gedefinieerd door de verzameling
Ageneralised(Enum id(id1=i1,...,idn=in),id)
(cf. definitie 6.5)
(b) de axioma’s voor de operatoren uit
Ouncertain(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)))
deze zijn gedefinieerd door de verzameling
Auncertain(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)))
(cf. definitie 6.8)
(c) de axioma’s voor de operatoren uit
Ofuzzy(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)),domEnum id(id1=i1,...,idn=in))
deze zijn gedefinieerd door de verzameling
Afuzzy(Enum id(id1=i1,...,idn=in),id,℘˜(domEnum id(id1=i1,...,idn=in)),domEnum id(id1=i1,...,idn=in))
(cf. definitie 6.9)
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(d) de waarheidstabel voor de nul-aire operator ⊥
⊥
{1/{1/⊥Enum id(id1=i1,...,idn=in)}}
deze operatie geeft steeds een niet-gedefinieerde waarde van een veralgemeend enumeratie-
type terug.

De veralgemeende gestructureerde types
Definitie A.31 (Veralgemeend gestructureerd type) De typespecificaties van de veralgemeende ge-
structureerde types worden gedefinieerd door:
• de syntaxis:
∀ id ∈ IDΣ, ∀ n ∈ N0, ∀ 1 ≤ i ≤ n, i ∈ N0,∀ idi isri ˜˜tsi ∈ V ˜˜comp :
˜˜Struct id(id1 isr1 ˜˜ts1; . . . ; idn isrn ˜˜tsn) ∈ ˜˜T struct ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi)
Opmerking. De identificator id wordt de naam van het type genoemd en kan na de definitie van
het type, overal als verkorte schrijfwijze voor de typespecificatie worden gebruikt;
• de semantiek:
1. het domein:
dom ˜˜Struct id(id1 isr1 ˜˜ts1;...;idn isrn ˜˜tsn)
, ℘˜(℘˜(dom
Struct id(id1 isr1 ˜˜ts1;...;idn isrn ˜˜tsn)
))
waarbij dom
Struct id(id1 isr1 ˜˜ts1;...;idn isr1 ˜˜tsn)
gedefinieerd wordt als:
dom
Struct id(id1 isr1 ˜˜ts1;...;idn isr1 ˜˜tsn)
,
{Struct(id1 : v1; . . . ; idn : vn)|∀ 1 ≤ i ≤ n, i ∈ N0 : (isri ∈ {is, isv} ∧ vi ∈ dom ˜˜tsi) ∨
(isri = ise ∧ vi ∈ V valid˜˜tsi )} ∪ {⊥id}
waarbij de verzamelingen V valid˜˜tsi
, 1 ≤ i ≤ n, i ∈ N0 als volgt gedefinieerd worden:
– als ˜˜tsi 6∈ ˜˜T collect dan is:
V valid˜˜tsi
= { ˜˜X|( ˜˜X ∈ dom ˜˜tsi) ∧ (∀ X˜ ∈ ℘˜(domtsi) \ {{1/x}|x ∈ domtsi} : µ ˜˜X(X˜) = 0)}
– als ˜˜tsi ∈ ˜˜T collect en ˜˜ts′i ∈ ˜˜T literal \ ˜˜T collect is de specificatie van het meest significante type
waarover ˜˜tsi is gedefinieerd, dan wordt de verzameling V valid˜˜tsi
bekomen door uit het domein
dom ˜˜tsi
al de twee-niveau vage verzamelingen te verwijderen die minstens e´e´n collectie
bevatten waarin een element voorkomt dat geen element is van de verzameling
V ˜˜ts′i
= { ˜˜X|( ˜˜X ∈ dom ˜˜ts′i) ∧ (∀ X˜ ∈ ℘˜(domts′i) \ {{1/x}|x ∈ domts′i} : µ ˜˜X(X˜) = 0)}
van de nauwkeurig omschreven elementen uit het domein dom ˜˜ts′i , d.i.
V valid˜˜tsi
= dom ˜˜tsi \ {
˜˜X|( ˜˜X ∈ dom ˜˜tsi) ∧ (∃
˜˜Y ∈ dom ˜˜ts′i \ V ˜˜ts′i :
fcontains(
˜˜X, ˜˜Y ) = {1/{1/True}})}
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˜˜ts′∈ ˜˜T literal\ ˜˜T collect
dom ˜˜ts′ → dom ˜˜Boolean
˜˜X, ˜˜Y 7→ {1/{1/True}}
als ∃ ˜˜ts ∈ { ˜˜Set( ˜˜ts′), ˜˜Bag( ˜˜ts′), ˜˜List( ˜˜ts′), ˜˜Array( ˜˜ts′), ˜˜Dictionary( ˜˜ts′′ : ˜˜ts′)} :
˜˜X ∈ dom ˜˜ts ∧ ((
˜˜ts′ 6∈ ˜˜T collect ∧ ˜˜Y ∈ dom ˜˜ts′ ∧ µ ˜˜contains element( ˜˜X, ˜˜Y )({1/True}) 6= 0) ∨
( ˜˜ts′ ∈ ˜˜T collect ∧ (∃ ˜˜Z ∈ dom ˜˜ts′ : µ ˜˜contains element( ˜˜X, ˜˜Z)({1/True}) 6= 0 ∧
fcontains(
˜˜Z, ˜˜Y ) = {1/{1/True}})))
˜˜X, ˜˜Y 7→ {1/{1/False}}
in alle andere gevallen
2. de verzameling van domeinen Did:
Did , {dom ˜˜ts| ˜˜ts ∈
˜˜T literal ∪ ˜˜T reference}
3. de verzameling van operatoren Oid:
Oid , Oextended(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id)
∪Ogeneralised
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id)
∪Ouncertain
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id,℘˜(domStruct id(id1: ˜˜ts1;...;idn: ˜˜tsn)
))
∪Ofuzzy






∪ {⊥ :→ domid
˜˜set element : domid × {id1, . . . , idn} × dom ˜˜ts1 ∪ · · · ∪ dom ˜˜tsn → domid,
˜˜clear element : domid × {id1, . . . , idn} → domid,
. : domid × {id1, . . . , idn} → dom ˜˜ts1 ∪ · · · ∪ dom ˜˜tsn}
waarbij
– Oextended
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id)
, ∅
– Ogeneralised
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id)
, { ˜˜= : (domid)2 → dom ˜˜Boolean,
˜˜6= : (domid)2 → dom ˜˜Boolean}
– Ouncertain
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id,℘˜(domStruct id(id1: ˜˜ts1;...;idn: ˜˜tsn)
))
gedefinieerd is door definitie 6.6;
– Ofuzzy







nieerd is door definitie 6.7;
4. de axioma’s uit Aid:
(a) de axioma’s voor de operatoren uit Ogeneralised
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id)
deze zijn gedefinieerd door de verzameling
Ageneralised
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id)
(cf. definitie 6.5)
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(b) de axioma’s voor de operatoren uit
Ouncertain
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id,℘˜(domStruct id(id1: ˜˜ts1;...;idn: ˜˜tsn)
))
deze zijn gedefinieerd door de verzameling
Auncertain
(Struct id(id1: ˜˜ts1;...;idn: ˜˜tsn),id,℘˜(domStruct id(id1: ˜˜ts1;...;idn: ˜˜tsn)
))
(cf. definitie 6.8)
(c) de axioma’s voor de operatoren uit
Ofuzzy






deze zijn gedefinieerd door de verzameling
Afuzzy







(d) de semantiek van de ternaire operator ˜˜set element






, . . . ,
µ1m1
v1m1
} , . . . , µm{
µm1
vm1




∈ dom ˜˜Struct id(id1 isr1 ˜˜ts1;...;idn isrn ˜˜tsn),
∀ idi ∈ {id1, . . . , idn}, ∀ v′ ∈ dom ˜˜ts1 ∪ · · · ∪ dom ˜˜tsn :





, . . . ,
µ1m1
v′1m1
} , . . . , µm{
µm1
v′m1




waarbij ∀ i = 1, . . . ,m, ∀ j = 1, . . . ,mi:
v′ij =

⊥id als vij = ⊥id
Struct(id1 : v
(ij)
1 ; . . . ; idi : v
′′; . . . ; idn : v
(ij)
n )
als vij = Struct(id1 : v
(ij)






v′ als v′ ∈ dom ˜˜tsi
{1/{1/⊥tsi}} als v′ 6∈ dom ˜˜tsi
hierbij is {1/{1/⊥tsi}} een niet-gedefinieerde waarde uit het domein van het veralgemeende
type met specificatie ˜˜tsi;
(e) de semantiek van de binaire operator ˜˜clear element






, . . . ,
µ1m1
v1m1
} , . . . , µm{
µm1
vm1




∈ dom ˜˜Struct id(id1 isr1 ˜˜ts1;...;idn isrn ˜˜tsn),
∀ idi ∈ {id1, . . . , idn} :





, . . . ,
µ1m1
v′1m1
} , . . . , µm{
µm1
v′m1
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waarbij ∀ i = 1, . . . ,m, ∀ j = 1, . . . ,mi:
v′ij =

⊥id als vij = ⊥id
Struct(id1 : v
(ij)
1 ; . . . ; idi : {1/{1/⊥tsi}}; . . . ; idn : v(ij)n )
als vij = Struct(id1 : v
(ij)
1 ; . . . ; idn : v
(ij)
n )
hierbij is {1/{1/⊥tsi}} een niet-gedefinieerde waarde uit het domein van het veralgemeende
type met specificatie ˜˜tsi;
(f) de semantiek van de binaire operator .






, . . . ,
µ1m1
v1m1
} , . . . , µm{
µm1
vm1




∈ dom ˜˜Struct id(id1 isr1 ˜˜ts1;...;idn isrn ˜˜tsn),






, . . . ,
µ1m1
v′1m1
} , . . . , µm{
µm1
v′m1




waarbij ∀ i = 1, . . . ,m, ∀ j = 1, . . . ,mi:
v′ij =
{
{1/{1/⊥tsi}} als vij = ⊥id
v
(ij)
i als vij = Struct(id1 : v
(ij)
1 ; . . . ; idn : v
(ij)
n )
hierbij is {1/{1/⊥tsi}} een niet-gedefinieerde waarde uit het domein van het type van de
component idi isri ˜˜tsi;
(g) de waarheidstabel voor de nul-aire operator ⊥
⊥
{1/{1/⊥id}}
deze operatie geeft steeds een niet-gedefinieerde waarde van een veralgemeend gestructu-
reerd type terug.

A.2.6 De specificatie van de veralgemeende objecttypes
Definitie A.32 (Veralgemeend objecttype) De typespecificaties van de veralgemeende objecttypes
worden gedefinieerd door:
• de syntaxis:
1. ∀ id ∈ IDΣ, ∀ n ∈ N0, ∀ idi isri ˜˜si ∈ V ˜˜char, 1 ≤ i ≤ n, i ∈ N0 :
˜˜Class id(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) ∈ ˜˜T object ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj)∧(∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi)
2. ∀ id ∈ IDΣ, ∀ m,n ∈ N0, ∀ îdi ∈ IDΣ, 1 ≤ i ≤ m, i ∈ N0,
∀ idi isri ˜˜si ∈ V ˜˜char, 1 ≤ i ≤ n, i ∈ N0 :
˜˜Class id : îd1, . . . , îdm(id1 isr1 ˜˜s1; . . . ; idn isrn ˜˜sn) ∈ ˜˜T object ⇔
(∀ 1 ≤ i ≤ n, i ∈ N0,∀ 1 ≤ j ≤ n, j ∈ N0 : i 6= j ⇒ idi 6= idj) ∧
(∀ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ m, j ∈ N0 : idi 6= îdj) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0 : id 6= idi) ∧
(∀ 1 ≤ i ≤ m, i ∈ N0 : id 6= îdi)
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3. ∀ id ∈ IDΣ, ∀ m ∈ N0,∀ îdi ∈ IDΣ, 1 ≤ i ≤ m, i ∈ N0 :
˜˜Class id : îd1, . . . , îdm( ) ∈ ˜˜T object ⇔ (∀ 1 ≤ i ≤ m, i ∈ N0 : id 6= îdi)
Hierbij is de identificator id de naam van het veralgemeend objecttype, moet er gelden dat de identi-
ficatoren îdi ∈ IDΣ, i = 1, . . . , n eveneens namen zijn van veralgemeende objecttypes —deze worden
ook hier gebruikt voor de specificatie van overerving— en worden de karakteristieken die eigen zijn
aan het veralgemeend objecttype ge¨ıdentificeerd door de identificatoren idi ∈ ID, i = 1, . . . , n;
• de semantiek:
1. het domein:
∀ ˜˜ts ∈ ˜˜T object :
dom ˜˜ts ,

{Struct (id1 : v1; . . . ; idn : vn)|∀ 1 ≤ i ≤ n, i ∈ N0 : (isri ∈ {is, isv} ∧ vi ∈ dom˜˜si)





˜˜ts) \ {id isr ˜˜s|id ∈ IDΣ ∧ ˜˜s ∈ V ˜˜signat} = {id1 isr1 ˜˜s1, . . . , idn isrn ˜˜sn},
n ∈ N0





˜˜ts) \ {id isr ˜˜s|id ∈ IDΣ ∧ ˜˜s ∈ V ˜˜signat} = ∅
waarbij de verzamelingen V valid˜˜si , 1 ≤ i ≤ n, i ∈ N0 desgevallend als volgt gedefinieerd worden:
– als ˜˜si 6∈ ˜˜T collect dan is:
V valid˜˜si = {
˜˜X|( ˜˜X ∈ dom˜˜si) ∧ (∀ X˜ ∈ ℘˜(domsi) \ {{1/x}|x ∈ domsi} : µ ˜˜X(X˜) = 0)}
– als ˜˜si ∈ ˜˜T collect en ˜˜ts′i ∈ ˜˜T literal \ ˜˜T collect is de specificatie van het meest significante type
waarover ˜˜si is gedefinieerd, dan wordt de verzameling V valid˜˜si bekomen door uit het domein
dom˜˜si al de twee-niveau vage verzamelingen te verwijderen die minstens e´e´n collectie be-
vatten waarin een element voorkomt dat geen element is van de verzameling
V ˜˜ts′i
= { ˜˜X|( ˜˜X ∈ dom ˜˜ts′i) ∧ (∀ X˜ ∈ ℘˜(domts′i) \ {{1/x}|x ∈ domts′i} : µ ˜˜X(X˜) = 0)}
van de nauwkeurig omschreven elementen uit het domein dom ˜˜ts′i , d.i.
V valid˜˜si = dom˜˜si \ {
˜˜X|( ˜˜X ∈ dom˜˜si) ∧ (∃
˜˜Y ∈ dom ˜˜ts′i \ V ˜˜ts′i :
fcontains(
˜˜X, ˜˜Y ) = {1/{1/True}})}






˜˜ts′∈ ˜˜T literal\ ˜˜T collect
dom ˜˜ts′ → dom ˜˜Boolean
˜˜X, ˜˜Y 7→ {1/{1/True}}
als ∃ ˜˜ts ∈ { ˜˜Set( ˜˜ts′), ˜˜Bag( ˜˜ts′), ˜˜List( ˜˜ts′), ˜˜Array( ˜˜ts′), ˜˜Dictionary( ˜˜ts′′ : ˜˜ts′)} :
˜˜X ∈ dom ˜˜ts ∧ ((
˜˜ts′ 6∈ ˜˜T collect ∧ ˜˜Y ∈ dom ˜˜ts′ ∧ µ ˜˜contains element( ˜˜X, ˜˜Y )({1/True}) 6= 0) ∨
( ˜˜ts′ ∈ ˜˜T collect ∧ (∃ ˜˜Z ∈ dom ˜˜ts′ : µ ˜˜contains element( ˜˜X, ˜˜Z)({1/True}) 6= 0 ∧
fcontains(
˜˜Z, ˜˜Y ) = {1/{1/True}})))
˜˜X, ˜˜Y 7→ {1/{1/False}}
in alle andere gevallen
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2. de verzameling van domeinen D ˜˜ts:
D ˜˜ts , {dom ˜˜ts| ˜˜ts ∈
˜˜T literal ∪ ˜˜T reference ∪ ˜˜T object}
3. de verzameling van operatoren O ˜˜ts:





(a) Ointern˜˜ts , { ˜˜= : (dom ˜˜ts)
2 → dom ˜˜
Boolean
,
˜˜6= : (dom ˜˜ts)2 → dom ˜˜Boolean,
˜˜set element : dom ˜˜ts × {id|(id ∈ IDΣ) ∧ (∃ id′ isr′
˜˜ts′ ∈ f ˜˜char(
˜˜ts) :
˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference ∧ id′ = id)} ×
⋃
˜˜ts′∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts′ → dom ˜˜ts,
˜˜clear element : dom ˜˜ts × {id|(id ∈ IDΣ) ∧ (∃ id′ isr′
˜˜ts′ ∈ f ˜˜char(
˜˜ts) :
˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference ∧ id′ = id)} → dom ˜˜ts,
. : dom ˜˜ts × {id|(id ∈ IDΣ) ∧ (∃ id′ isr′
˜˜ts′ ∈ f ˜˜char(
˜˜ts) :
˜˜ts′ ∈ ˜˜T literal ∪ ˜˜T reference ∧ id′ = id)} →
⋃
˜˜ts′∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts′ ,
⊥ :→ dom ˜˜ts}
(b) Oextern˜˜ts , f ˜˜char(
˜˜ts) \ {id isr ˜˜s|(id ∈ IDΣ) ∧ (˜˜s ∈ ˜˜T literal ∪ ˜˜T reference)}
4. de axioma’s uit A ˜˜ts:
(a) de semantiek van de binaire operator ˜˜=
i. ∀ n,m ∈ N0,∀ Struct (id1 : v1; . . . ; idn : vn),
Struct (id′1 : v
′




m) ∈ dom ˜˜ts\{⊥ ˜˜ts} :
˜˜=(Struct (id1 : v1; . . . ; idn : vn),Struct (id′1 : v
′





{1/{1/True}} als (n = m) ∧ (∀ 1 ≤ i ≤ n, i ∈ N0, ∃ 1 ≤ j ≤ n, j ∈ N0 :
idi = id′j ∧ vi = v′j)
{1/{1/False}} in alle andere gevallen
ii. ∀ X ∈ dom ˜˜ts : ( ˜˜=(X,⊥ ˜˜ts) = {1/{1/⊥Boolean}}) ∧ ( ˜˜=(⊥ ˜˜ts, X) = {1/{1/⊥Boolean}})
(b) de semantiek van de binaire operator ˜˜6=
i. ∀ n,m ∈ N0,∀ Struct (id1 : v1; . . . ; idn : vn),
Struct (id′1 : v
′




m) ∈ dom ˜˜ts\{⊥ ˜˜ts} :
˜˜6=(Struct (id1 : v1; . . . ; idn : vn),Struct (id′1 : v′1; . . . ; id′m : v′m)) =
{1/{1/True}} als (n 6= m) ∨ (∃ 1 ≤ i ≤ n, i ∈ N0, ∀ 1 ≤ j ≤ n, j ∈ N0 :
idi 6= id′j ∨ vi 6= v′j)
{1/{1/False}} in alle andere gevallen
ii. ∀ X ∈ dom ˜˜ts : (
˜˜6=(X,⊥ ˜˜ts) = {1/{1/⊥Boolean}}) ∧ (
˜˜6=(⊥ ˜˜ts, X) = {1/{1/⊥Boolean}})
(c) de semantiek van de ternaire operator ˜˜set element
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i. ∀ n ∈ N0,∀ Struct (id1 : v1; . . . ; idn : vn) ∈ dom ˜˜ts \ {⊥ ˜˜ts},
∀ idi ∈ {id1, . . . , idn}, ∀ v ∈
⋃
˜˜ts∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts :
˜˜set element(Struct (id1 : v1; . . . ; idn : vn), idi, v) =
Struct (id1 : v1; . . . ; idi : v; . . . ; idn : vn)
als ∃ id′ isr′ ˜˜ts′ ∈ {id′ isr′ ˜˜s′|id′ isr′ ˜˜s′ ∈ f ˜˜char(
˜˜ts) ∧ ˜˜s′ 6∈ V ˜˜signat} :
id′ = idi ∧ v ∈ dom ˜˜ts′
Struct (id1 : v1; . . . ; idi : {1/{1/⊥ts′}}; . . . ; idn : vn)
als ∃ id′ isr′ ˜˜ts′ ∈ {id′ isr′ ˜˜s′|id′ isr′ ˜˜s′ ∈ f ˜˜char(
˜˜ts) ∧ ˜˜s′ 6∈ V ˜˜signat} :
id′ = idi ∧ v 6∈ dom ˜˜ts′
hierbij is {1/{1/⊥ts′}} een niet-gedefinieerde waarde uit het domein van het type van
de karakteristiek id′ isr′ ˜˜ts′ ∈ f ˜˜char(
˜˜ts) die ge¨ıdentificeerd wordt door de identificator
idi;
ii. ∀ id ∈ {id1, . . . , idn}, ∀ v ∈
⋃
˜˜ts∈ ˜˜T literal∪ ˜˜T reference
dom ˜˜ts :
˜˜set element(⊥ ˜˜ts, id, v) = ⊥ ˜˜ts
(d) de semantiek van de binaire operator ˜˜clear element
i. ∀ n ∈ N0,∀ Struct (id1 : v1; . . . ; idn : vn) ∈ dom ˜˜ts \ {⊥ ˜˜ts}, ∀ idi ∈ {id1, . . . , idn} :
˜˜clear element(Struct (id1 : v1; . . . ; idn : vn), idi) =
Struct (id1 : v1; . . . ; idi : {1/{1/⊥ts′}}; . . . ; idn : vn)
hierbij is {1/{1/⊥ts′}} een niet-gedefinieerde waarde uit het domein van het type van
de karakteristiek idi isr′
˜˜ts′ ∈ f ˜˜char(
˜˜ts) die ge¨ıdentificeerd wordt door de identificator
idi;
ii. ∀ id ∈ {id1, . . . , idn} : ˜˜clear element(⊥ ˜˜ts, id) = ⊥ ˜˜ts
(e) de semantiek van de binaire operator .
i. ∀ n ∈ N0,∀ Struct (id1 : v1; . . . ; idn : vn) ∈ dom ˜˜ts \ {⊥ ˜˜ts}, ∀ idi ∈ {id1, . . . , idn} :
.(Struct (id1 : v1; . . . ; idn : vn), idi) = vi
ii. ∀ idi ∈ {id1, . . . , idn} : .(⊥ ˜˜ts, idi) = {1/{1/⊥ts′}}
hierbij is {1/{1/⊥ts′}} een niet-gedefinieerde waarde uit het domein van het type van
de karakteristiek idi isr′
˜˜ts′ ∈ f ˜˜char(
˜˜ts) die ge¨ıdentificeerd wordt door de identificator
idi;
(f) de waarheidstabel voor de nul-aire operator ⊥
⊥
⊥ ˜˜ts
deze operatie geeft steeds een niet-gedefinieerde waarde van het veralgemeend objecttype
terug;
(g) de semantiek van de operatoren uit Oextern˜˜ts
de semantiek van elk van de operatoren uit Oextern˜˜ts wordt extern vastgelegd. Hierom wor-
den met betrekking tot deze operatoren geen axioma’s in A ˜˜ts opgenomen.

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Bijlage B
Toepassing: een Prototype voor een
Patie¨ntendatabank
B.1 Enige toelichting
Om de toepasbaarheid van ons formeel databankmodel aan te tonen, wordt er in deze bijlage een uitgebreid
voorbeeld opgebouwd. Hierbij is gekozen voor een prototype van een medische databank voor het beheer
van patie¨nteninformatie. Met deze keuze kan zowel het beheer van scherpe informatie, als het beheer van
vage en onzekere informatie worden ge¨ıllustreerd. Vooreerst wordt, door te steunen op de definities voor
het scherp objectgeorie¨nteerd databankmodel uit het eerste deel van het werk, een databank voor scherpe
informatie aangemaakt. Deze “scherpe” databank wordt dan verder veralgemeend door te steunen op de
definities uit het tweede deel van het werk.
B.1.1 Omtrent patie¨ntendatabanken
Ondanks meer dan dertig jaar onderzoekswerk en enorme investeringen voor het onderzoek naar en de
opbouw van computersystemen voor medische informatieverwerking, zijn papieren patie¨ntenfiches van-
daag de dag nog altijd niet weg te denken. Mede om aan deze situatie te verhelpen werden er zowel aan
Europese, als aan Amerikaanse zijde standaardiseringsinitiatieven genomen. In Europa is een Technische
Commissie (TC251) van het Europese Comite´ voor Standaardisering (CEN) verantwoordelijk voor een
uitgebreid programma dat gericht is op standaardisering in de domeinen Medische Informatica en Tele-
matica (De Moor et al. 1993, De Moor 1994, De Moor 1996). In de Verenigde Staten van Amerika dragen
het “Committee on Regional Health Data Networks” (Donaldson en Lohr 1994) en het “Committee on
Improving the Patient Record” (Dick en Steen 1991, Dick et al. 1997) een gelijkaardige verantwoor-
delijkheid. Daar waar het “Committee on Regional Health Data Networks” zich voornamelijk toelegt
op de specificatie van medische informatie, heeft het werk van het “Committee on Improving the Pa-
tient Record” voornamelijk betrekking op het beheer van de zogenaamde CPR’s of gecomputeriseerde
patie¨ntenfiches.
Ofschoon het zeker niet binnen het bestek van dit werk valt om een prototype op te bouwen dat volledig
conform is met de verwezenlijkingen van e´e´n van deze comite´s voor standaardisering, loont het wel de
moeite om bij de opbouw van het prototype even stil te staan bij een aantal vooropgestelde richtlijnen en
doelstellingen. Op deze manier kan worden nagegaan of het in dit proefschrift opgebouwde veralgemeend
databankmodel al dan niet geschikt is als basis voor de modellering van (toekomstige) CPR’s.
B.1.2 De informele beschrijving van het prototype
Het is de bedoeling om een zogenoemde patie¨ntendatabank op te bouwen, waarbij het beheer van CPR’s
centraal staat.
Het “Committee on Improving the Patient Record” definieert een CPR door middel van de volgende
definities (Dick en Steen 1991, Dick et al. 1997):
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• Een patie¨ntenfiche is een verzamelplaats van medische informatie die betrekking heeft op e´e´n enkele
patie¨nt. Deze informatie is gegenereerd door een medische zorgenverstrekker en is het directe
resultaat van een interactie met de patie¨nt of met individuelen die persoonlijke kennis hebben over
de patie¨nt (of een combinatie van beide).
• Een gecomputeriseerde patie¨ntenfiche (CPR) is een elektronische patie¨ntenfiche die typisch beheerd
wordt door een systeem dat specifiek ontworpen werd ter ondersteuning van de gebruikers door te
voorzien in de toegang tot volledige en accurate gegevens, de ondersteuning van medische alarm-
en aanmaningssituaties, de koppeling met klinische ondersteuningssystemen voor het nemen van
beslissingen en de inbedding van medische kennis en andere hulpmiddelen.
Ofschoon het “Committee on Improving the Patient Record” geen vaste specificaties geeft voor de
inhoud van een CPR, geeft het “Committee on Regional Health Data Networks” wel richtlijnen om
een aantal karakteriserende attributen op te nemen in medische databanken (Donaldson en Lohr 1994).
Deze richtlijnen zullen bij de opbouw van het prototype in rekening worden gebracht. Bij het bepalen
van de karakteriserende attributen uit een medische databank moet worden rekening gehouden met twee
dimensies: de compleetheid van de databank en de veelomvattendheid van de databank.
De compleetheid van de databank slaat op de hoeveelheid (medische) informatie die voorhanden is over
de individuele patie¨nt. Een “complete” CPR bevat: demografische gegevens, administratieve gegevens,
de gezondheidsrisico’s en de gezondheidstoestand van de patie¨nt, de medische geschiedenis van de patie¨nt,
de huidige behandeling van de gezondheidscondities en resultaatgegevens. Elk van deze categoriee¨n wordt
hieronder kort beschreven. Tabel B.1 geeft per categorie een overzicht van de karakteriserende attributen
die volgens het “Committee on Regional Health Data Networks” moeten worden beschouwd bij de opbouw
van een patie¨ntendatabank en per attribuut een indicatie of het al dan niet zal worden opgenomen in de
prototypedatabank.
• Demografische gegevens. Tot de demografische gegevens behoren feiten zoals de leeftijd (of geboor-
tedatum), het geslacht, het ras en de etnische oorsprong, de burgerlijke status, het thuisadres, de
namen en andere informatie van directe familieleden en informatie voor het geval van noodtoestan-
den (te contacteren personen, enz.). Informatie over de sociale status, de werkgever, de genoten
opleidingen en socio-economische indicatoren kunnen eveneens voorkomen.
• Administratieve gegevens. De administratieve gegevens omvatten informatie over de ziekteverze-
kering, eventuele bijkomende hospitalisatieverzekeringen, vereiste voorafbetalingen en/of kortingen
voor bepaalde behandelingen. Ook administratieve gegevens met betrekking tot externe zorgenver-
strekking (diagnosetesten, behandelingsprocedures, enz.) zoals de te betalen en betaalde bedragen,
behoren tot deze categorie. Verder worden externe zorgenverstrekkers administratief ge¨ıdentificeerd
door een unieke identificator en kan er eventueel verzorgersspecifieke informatie worden bijgehouden
zoals bijvoorbeeld de specialiteit (arts, pedicure, psycholoog, apotheker, enz.) van de verzorger, de
specialiteit van de arts en informatie over de instelling die de zorgen verleent (ziekenhuis, thuisver-
pleging, kuuroord, enz.).
• Gezondheidsrisico’s en -toestand. De informatie over gezondheidsrisico’s reflecteert het gedrag en
de levensstijl van de patie¨nt (tabak-, alcohol- en drugsgebruik, werk dat zware inspanningen ver-
eist, enz.), de familiehistoriek en genetische factoren (bv. of de patie¨nt eerstegraadsfamilieleden kent
met specifieke kankers of overerfbare aandoeningen). De gezondheidstoestand en de levenskwaliteit
worden meestal verondersteld te resulteren uit de gezondheidszorg. Niettemin hebben zorgenver-
strekkers ook nood aan informatie die door de patie¨nt zelf gerapporteerd wordt en betrekking heeft
op domeinen zoals het fysisch functioneren, de mentale en emotionele gemoedstoestand, het cog-
nitief functioneren, het sociaal fucntioneren en de perceptie van de gezondheidstoestand in het
verleden, het heden en de toekomst uitgaande van een vergelijking met “gelijken” van de patie¨nt.
• Medische historiek. De medische historiek heeft betrekking op de inhoud van voorbije medische
gebeurtenissen zoals hospitalisaties, chirurgische ingrepen, zwangerschappen, geboorten, enz. Ver-
der bevat de historiek ook informatie over voorbije medische problemen en kan er informatie over
de familiehistoriek en -gebeurtenissen zijn opgenomen (alcoholisme, echtscheiding van de ouders,
enz.).
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• Huidige behandeling. Deze categorie omvat ondermeer een courante gezondheidsdoorlichting, de
huidige gezondheidsproblemen en diagnoses, allergiee¨n (vooral deze aan medicatie), uit te voeren
diagnostische en therapeutische handelingen, uit te voeren laboratoriumtesten, voorgeschreven me-
dicatie en verstrekte raadgevingen.
• Resultaten van de behandeling. Deze informatie omvat een grote varie¨teit aan maatstaven voor
het beoordelen van de effecten van de gezondheidszorg en de nasleep van de gezondheidsproblemen
(gaande van volkomen herstel tot de dood); verder worden de resulterende medische gebeurtenis-
sen gereflecteerd (heropname in het ziekenhuis, onverwachte complicaties, neveneffecten van de
behandeling).









Ras en ethnische oorsprong Nee
Sociale status (en werkgever) Nee
Opleiding en scholing Nee
Socio-economische klasse Nee























Perceptie van gezondheidstoestand Nee





Familiehistoriek of gebeurtenissen Ja
vervolgt op de volgende bladzijde
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vervolg van de vorige bladzijde
Categorie Attribuut Opgenomen










Heropname in ziekenhuis Nee
Onverwachte complicaties Ja
Genoegdoening Nee
De veelomvattendheid van de databank duidt op welke populaties uit een geografische omgeving zijn
opgenomen in de databank. Hoe veelomvattender een medische databank is, hoe groter de beoogde popula-
tie is waarvoor de databank werd ontworpen. De veelomvattendheid is vooral belangrijk voor databanken
die de gezondheid van alle individuen uit een bepaalde geografische omgeving reflecteren. In tabel B.2
wordt een overzicht gegeven van mogelijke criteria voor de selectie van een populatie van patie¨nten.
De prototypedatabank die hier wordt beschouwd, is bedoeld voor een populatie van patie¨nten die een
dokterskabinet bezoeken. Gelijkaardige prototypes kunnen worden opgebouwd door andere criteria in
rekening te brengen.




Bewoner van provincie, stad, . . . Nee
Geografische regio Bewoner van een geopolitieke of
andere beschreven regio Nee
Verzekering Aangesloten bij private




Ziekte, type letsel Kanker Nee
Traumatische ervaring Nee
Leeftijd 65 jaar of ouder Nee
Demografishe karakteristieken Behoren tot een welbepaald ras of
etnische groep Nee
Hoe completer en veelomvattender medische databanken zijn, hoe meer detail zij bevatten, hoe geso-
fisticeerder zij kunnen worden gebruikt en hoe meer voordelen zij kunnen bieden.
B.2 De scherpe benadering
De opbouw van de scherpe objectgeorie¨nteerde prototypedatabank gebeurt stapsgewijs. Eerst worden de
benodigde objecttypes opgebouwd. Vervolgens worden er voor deze objecttypes objectschema’s geconstru-
eerd. Deze objectschema’s worden dan samengebracht in een databankschema.
B.2. DE SCHERPE BENADERING 449
Figuur B.1: De grafische voorstelling van de benodigde objecttypes.
B.2.1 De benodigde objecttypes en hun instanties
Voor de prototypedatabank worden de volgende zeven objecttypes opgebouwd:
TPersoon, TPatient, TZorgenverstrekker, TConsultatie, TProbleem, TDiagnose en TBehandeling
Het objecttype TPersoon wordt gebruikt voor het modelleren van personen; de twee objecttypes TPatient
en TZorgenverstrekker —die beide de karakteristieken van het type TPersoon erven— beschrijven
respectievelijk patie¨nten en zorgenverstrekkers; het objecttype TConsultatie beschrijft de consultaties
van een zorgenverstrekker; met het objecttype TProbleem worden de voorkomende medische problemen
gemodelleerd; het objecttype TDiagnose is ingevoerd voor het modelleren van de medische diagnoses en
het objecttype TBehandeling wordt aangewend voor de beschrijving van medische (be)handelingen.
De zeven betrokken objecttypes zijn grafisch voorgesteld in figuur B.1. In deze voorstelling worden
objecttypes gerepresenteerd als rechthoeken. Met dunne pijlen wordt aangegeven hoe vanuit een object-
type gerefereerd wordt aan een (ander) objecttype. Bij elke referentie wordt de kardinaliteit (“1” voor
referenties met een enkelwaardige referentietype, “N” of “M” voor referenties met een meerwaardige re-
ferentietype) en de identificator vermeld. De overervingsrelaties tussen de objecttypes worden aangeduid
met vette pijlen.
Voor de opbouw van deze objecttypes worden vooraf nog de volgende constructietypes ingevoerd:
• het enumeratietype TBloedgroep met specificatie:
TBloedgroep = Enum TBloedgroep (A = 0, B = 1, AB = 2, O = 3)
• het enumeratietype TBurgerlijk statuut met specificatie:
TBurgerlijk statuut = Enum TBurgerlijk statuut (gehuwd = 0, ongehuwd = 1,
gescheiden = 2, weduwe = 3, weduwnaar = 4, overleden = 5)
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• het enumeratietype TDag met specificatie:
TDag = Enum TDag (1 = 1, 2 = 2, 3 = 3, 4 = 4, 5 = 5, 6 = 6, 7 = 7, 8 = 8, 9 = 9,
10 = 10, 11 = 11, 12 = 12, 13 = 13, 14 = 14, 15 = 15, 16 = 16, 17 = 17, 18 = 18, 19 = 19,
20 = 20, 21 = 21, 22 = 22, 23 = 23, 24 = 24, 25 = 25, 26 = 26, 27 = 27, 28 = 28, 29 = 29,
30 = 30, 31 = 31)
• het enumeratietype TFunctie met specificatie:
TFunctie = Enum TFunctie (dietist = 0, geneesheer = 1, kinesitherapeut = 2,
logopedist = 3, psycholoog = 4, tandarts = 5, verpleegkundige = 6)
• het enumeratietype TGeslacht met specificatie:
TGeslacht = Enum TGeslacht (mannelijk = 0, vrouwelijk = 1, onbepaald = 2)
• het enumeratietype TMaand met specificatie:
TMaand = Enum TMaand (1 = 1, 2 = 2, 3 = 3, 4 = 4, 5 = 5, 6 = 6,
7 = 7, 8 = 8, 9 = 9, 10 = 10, 11 = 11, 12 = 12)
• het enumeratietype TRhesusfactor met specificatie:
TRhesusfactor = Enum TRhesusfactor (Rh+ = 0, Rh− = 1)
• het enumeratietype TRisicofactor met specificatie:
TRisicofactor = Enum TRisicofactor (tabakgebruik = 0, drankgebruik = 1,
drugsgebruik = 2, zware inspanningen = 3, genetische gevoeligheid = 4)
• het enumeratietype TSpecialisatie met specificatie:
TSpecialisatie = Enum TSpecialisatie (chirurgie = 0, dermatologie = 1, gynaecologie = 2,
inwendige ziekten = 3, neurologie = 4, neus- keel- en oorziekten = 5, pediatrie = 6,
psychiatrie = 7, radiologie = 8, oncologie = 9, obstetrie = 10, oogziekten = 11)
• het enumeratietype TType instelling met specificatie:
TType instelling = Enum TType instelling (kuuroord = 0, preventorium = 1,
revalidatiecentrum = 2, rustoord = 3, ziekenhuis = 4)
• het gestructureerd type TAdres met specificatie:
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• het gestructureerd type TBloeddruk met specificatie:
TBloeddruk = Struct TBloeddruk (Bovendruk : Real;
Onderdruk : Real;
Datum : TDatum)
• het gestructureerd type TBurgerlijke stand met specificatie:
TBurgerlijke stand = Struct TBurgerlijke stand (Statuut : TBurgerlijk statuut;
Partner : Ref (TPersoon))
• het gestructureerd type TDatum met specificatie:
TDatum = Struct TDatum (Dag : TDag;
Maand : TMaand;
Jaar : Integer)
• het gestructureerd type TGezondheidsrisico met specificatie:
TGezondheidsrisico = Struct TGezondheidsrisico (Risico : TRisicofactor;
Omschrijving : String)
• het gestructureerd type TGezondheidstoestand met specificatie:
TGezondheidstoestand = Struct TGezondheidstoestand (Fysisch : String;
Mentaal : String;
Cognitief : String)
• het gestructureerd type THandeling met specificatie:
THandeling = Struct THandeling (Omschrijving : String;
Zorgenverstrekker : Ref (TZorgenverstrekker))
• het gestructureerd type TInstelling met specificatie:
TInstelling = Struct TInstelling (Naam : String;
Type : TType instelling;
Adres : TAdres)
• het gestructureerd type TMedicijnvoorschrift met specificatie:
TMedicijnvoorschrift = Struct TMedicijnvoorschrift (Nomenclatuur : String;
Dosering : String)
• het gestructureerd type TMeetresultaat met specificatie:
TMeetresultaat = Struct TMeetresultaat (Waarde : Real;
Datum : TDatum)
• het gestructureerd type TZiekteverzekering met specificatie:
TZiekteverzekering = Struct TZiekteverzekering (Mutualiteit : String;
Aansluitingsnummer : String)
Met deze constructietypes is al het nodige voorhanden om de zeven objecttypes:
TPersoon, TPatient, TZorgenverstrekker, TConsultatie, TProbleem, TDiagnose en TBehandeling
op te bouwen. Dit gebeurt in de volgende deelsecties.
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Het objecttype TPersoon en zijn instanties
De typespecificatie van het objecttype TPersoon wordt gegeven als:
Class TPersoon (Naam : String;




Burgerlijke stand : TBurgerlijke stand;
Ouders : SetRef (TPersoon);
Kinderen : ListRef (TPersoon);
Adreswijziging : Signat((Nieuw adres : TAdres)→ Void);
Wijzig burgerlijke stand : Signat((Nieuwe burg stand : TBurgerlijke stand)→ Void);
V oeg kind toe : Signat((Nieuw kind : Ref (TPersoon))→ Void))
Voor dit objecttype worden de volgende directe instanties ingevoerd:
[oidPersoon1, ∅, TPersoon,Struct(Naam : “Janssens”;
V oornamen : List(“Raymond”);
Geboortedatum : Struct(Dag : 12;Maand : 4; Jaar : 1934);
Geslacht : mannelijk;






Burgerlijke stand : Struct(Statuut : weduwnaar;
Partner : oidPatient1);
Ouders : ⊥SetRef (TPersoon);
Kinderen : List(oidPatient2, oidPatient3))]
[oidPersoon2, ∅, TPersoon,Struct(Naam : “Peeters”;
V oornamen : List(“Herman”);
Geboortedatum : Struct(Dag : 4;Maand : 4; Jaar : 1938);
Geslacht : mannelijk;






Burgerlijke stand : Struct(Statuut : gehuwd;
Partner : oidPersoon3);
Ouders : ⊥SetRef (TPersoon);
Kinderen : List(oidPersoon4))]
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[oidPersoon3, ∅, TPersoon,Struct(Naam : “Van Durme”;
V oornamen : List(“Maria”);
Geboortedatum : Struct(Dag : 27;Maand : 7; Jaar : 1941);
Geslacht : vrouwelijk;






Burgerlijke stand : Struct(Statuut : gehuwd;
Partner : oidPersoon2);
Ouders : ⊥SetRef (TPersoon);
Kinderen : List(oidPersoon4))]
[oidPersoon4, ∅, TPersoon,Struct(Naam : “Peeters”;
V oornamen : List(“An”);
Geboortedatum : Struct(Dag : 28;Maand : 8; Jaar : 1957);
Geslacht : vrouwelijk;






Burgerlijke stand : Struct(Statuut : gehuwd;
Partner : oidPatient2);
Ouders : Set(oidPersoon2, oidPersoon3);
Kinderen : List( ))]
Het objecttype TPatient en zijn instanties
De typespecificatie van het objecttype TPatient wordt gegeven als:
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Anamnese : ListRef (TProbleem);
Consultaties : ListRef (TConsultatie);
V erwerk meetresultaten : Signat((Meetresultaten : List(TMeetresultaat))→ Void);
V erwerk consultaties : Signat((Consultaties : ListRef (TConsultatie))→ Void);
V oeg kind toe : Signat((Nieuw kind : Ref (TPatient))→ Void))
Voor dit objecttype worden de volgende instanties ingevoerd:
[oidPatient1, ∅, TPatient,Struct(Naam : “Borre”;
V oornamen : List(“Magda”, “Helena”);
Geboortedatum : Struct(Dag : 6;Maand : 6; Jaar : 1936);
Geslacht : vrouwelijk;
Thuisadres : ⊥TAdres;
Burgerlijke stand : Struct(Statuut : overleden;
Partner : oidPersoon1);












Anamnese : List(oidProbleem11, oidProbleem12, oidProbleem13, oidProbleem14,
oidProbleem15);




V oornamen : List(“Jan”);
Geboortedatum : Struct(Dag : 28;Maand : 10; Jaar : 1955);
Geslacht : mannelijk;






Burgerlijke stand : Struct(Statuut : gehuwd;
Partner : oidPersoon4);
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Bloeddruk : List(Struct(Bovendruk : 12.5;Onderdruk : 7.5;
Datum : Struct(Dag : 15;Maand : 9; Jaar : 1998)),
Struct(Bovendruk : 11;Onderdruk : 9;
Datum : Struct(Dag : 12;Maand : 11; Jaar : 1998)));
Lichaamslengte : List(Struct(Waarde : 1.78;
Datum : Struct(Dag : 15;Maand : 9; Jaar : 1998)));
Lichaamsgewicht : List(Struct(Waarde : 107.6;
Datum : Struct(Dag : 15;Maand : 9; Jaar : 1998)),
Struct(Waarde : 101.3;
Datum : Struct(Dag : 12;Maand : 11; Jaar : 1998)));
Gezondheidsrisicos : Set(Struct(Risico : tabakgebruik;
Omschrijving : “1 pakje sigaretten per dag”));
Gezondheid : Struct(Fysisch : “Zwak”;Mentaal : “Slecht”;Cognitief : “OK”);
Allergieen : Set( );
Anamnese : List(oidProbleem21, oidProbleem22);
Consultaties : List(oidConsultatie21, oidConsultatie22))]
[oidPatient3, ∅, TPatient,Struct(
Naam : “Janssens”;
V oornamen : List(“Kathy”);
Geboortedatum : Struct(Dag : 19;Maand : 2; Jaar : 1960);
Geslacht : vrouwelijk;






Burgerlijke stand : Struct(Statuut : ongehuwd;
Partner : ⊥Ref(TPersoon));
Ouders : Set(oidPersoon1, oidPatient1);
Kinderen : List( );
PatientID : “BE-1089-D-670219”;
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Bloeddruk : List(Struct(Bovendruk : 13;Onderdruk : 6;
Datum : Struct(Dag : 22;Maand : 8; Jaar : 1997)),
Struct(Bovendruk : 13;Onderdruk : 8;
Datum : Struct(Dag : 12;Maand : 8; Jaar : 1998)));
Lichaamslengte : List(Struct(Waarde : 1.65;
Datum : Struct(Dag : 22;Maand : 8; Jaar : 1997)));
Lichaamsgewicht : List(Struct(Waarde : 61.3;
Datum : Struct(Dag : 22;Maand : 8; Jaar : 1997)),
Struct(Waarde : 59.0;
Datum : Struct(Dag : 12;Maand : 8; Jaar : 1998)));
Gezondheidsrisicos : ⊥Set(TGezondheidsrisico);
Gezondheid : Struct(Fysisch : “OK”;Mentaal : “Zwak”;Cognitief : “OK”);
Allergieen : Set(“huisstofmijt”);
Anamnese : List(oidProbleem31, oidProbleem32, oidProbleem33);
Consultaties : List(oidConsultatie31, oidConsultatie32, oidConsultatie33))]
[oidPatient4, ∅, TPatient,Struct(
Naam : “Janssens”;
V oornamen : List(“Kurt”);
Geboortedatum : Struct(Dag : 23;Maand : 9; Jaar : 1992);
Geslacht : mannelijk;






Burgerlijke stand : Struct(Statuut : ongehuwd;
Partner : ⊥Ref(TPersoon));
Ouders : Set(oidPatient2, oidPersoon4);






Lichaamslengte : List(Struct(Waarde : 1.17;
Datum : Struct(Dag : 30;Maand : 4; Jaar : 1997)),
Struct(Waarde : 1.20;
Datum : Struct(Dag : 6;Maand : 11; Jaar : 1998)));
Lichaamsgewicht : List(Struct(Waarde : 18.1;
Datum : Struct(Dag : 30;Maand : 4; Jaar : 1997)),
Struct(Waarde : 19.7;
Datum : Struct(Dag : 6;Maand : 11; Jaar : 1998)));
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Gezondheidsrisicos : ⊥Set(TGezondheidsrisico);
Gezondheid : Struct(Fysisch : “OK”;Mentaal : “OK”;Cognitief : “OK”);
Allergieen : Set(“huisstofmijt”, “penicilline”);
Anamnese : List(oidProbleem41, oidProbleem42, oidProbleem43);
Consultaties : List(oidConsultatie41, oidConsultatie42, oidConsultatie43))]
[oidPatient5, ∅, TPatient,Struct(
Naam : “Bosman”;
V oornamen : List(“Karel”);
Geboortedatum : Struct(Dag : 2;Maand : 1; Jaar : 1970);
Geslacht : mannelijk;






Burgerlijke stand : ⊥TBurgerlijke stand;
Ouders : ⊥SetRef (TPersoon);
Kinderen : ⊥ListRef (TPersoon);
PatientID : “700102-029M27”;




Bloeddruk : List(Struct(Bovendruk : 9;Onderdruk : 2;
Datum : Struct(Dag : 22;Maand : 12; Jaar : 1997)));
Lichaamslengte : List( );






Het objecttype TZorgenverstrekker en zijn instanties
De typespecificatie van het objecttype TZorgenverstrekker wordt gegeven als:
Class TZorgenverstrekker : TPersoon (
Identificatie : String;
RIZIV -nummer : String;
Functiespecificatie : TFunctie;
Specialisatie : Set(TSpecialisatie);
V erbonden aan : TInstelling;
Telefoonnummer : String;
458 BIJLAGE B. TOEPASSING: EEN PATIE¨NTENDATABANK
GSM -nummer : String;
Faxnummer : String;
Consultaties : ListRef (TConsultatie);
Handelingen : SetRef (TBehandeling);
Wijzigen instelling : Signat((Nieuwe instelling : TInstelling)→ Void);
V erwerk consultaties : Signat((Consultaties : ListRef (TConsultatie)→ Void);
V erwerk behandelingen : Signat((Behandelingen : SetRef (TBehandeling)→ Void))
Voor dit objecttype worden de volgende instanties ingevoerd:
[oidV erstrekker1, ∅, TZorgenverstrekker,Struct(
Naam : “Foucart”;
V oornamen : List(“Walter”);
Geboortedatum : Struct(Dag : 13;Maand : 7; Jaar : 1946);
Geslacht : mannelijk;






Burgerlijke stand : Struct(Statuut : gehuwd;
Partner : ⊥Ref(TPersoon));
Ouders : ⊥SetRef (TPersoon);
Kinderen : ⊥ListRef (TPersoon);
Identificatie : “245-88-K45868”;
RIZIV -nummer : “RZ-0014582”;
Functiespecificatie : geneesheer;
Specialisatie : Set(chirurgie);
V erbonden aan : Struct(Naam : “Onze-Lieve-Vrouw”;
Type : ziekenhuis;






Telefoonnummer : “053/240 29 39”;
GSM -nummer : ⊥String;
Faxnummer : “053/240 29 77”;
Consultaties : List(oidConsultatie33);
Handelingen : Set(oidBehandeling32, oidBehandeling33))]
[oidV erstrekker2, ∅, TZorgenverstrekker,Struct(
Naam : “De Groote”;
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V oornamen : List(“Carla”);
Geboortedatum : Struct(Dag : 18;Maand : 9; Jaar : 1960);
Geslacht : vrouwelijk;






Burgerlijke stand : ⊥TBurgerlijke stand;
Ouders : ⊥SetRef (TPersoon);
Kinderen : ⊥ListRef (TPersoon);
Identificatie : “761-51-P21487”;
RIZIV -nummer : “RZ-0116571”;
Functiespecificatie : geneesheer;
Specialisatie : Set( );
V erbonden aan : ⊥TInstelling;
Telefoonnummer : “054/33 24 58”;
GSM -nummer : “075/55 21 23”;
Faxnummer : “054/33 24 66”;





[oidV erstrekker3, ∅, TZorgenverstrekker,Struct(
Naam : “Geldof”;
V oornamen : List(“Hans”);
Geboortedatum : Struct(Dag : 5;Maand : 11; Jaar : 1953);
Geslacht : mannelijk;






Burgerlijke stand : ⊥TBurgerlijke stand;
Ouders : ⊥SetRef (TPersoon);
Kinderen : ⊥ListRef (TPersoon);
Identificatie : “215-41-K689132”;
RIZIV -nummer : “RZ-55468”;
Functiespecificatie : dietist;
Specialisatie : Set( );
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V erbonden aan : ⊥TInstelling;
Telefoonnummer : “054/33 87 45”;
GSM -nummer : ⊥String;
Faxnummer : ⊥String;
Consultaties : ⊥ListRef (TConsultatie);
Handelingen : Set(oidBehandeling12, oidBehandeling21))]
[oidV erstrekker4, ∅, TZorgenverstrekker,Struct(
Naam : “Martens”;
V oornamen : List(“Martine”);
Geboortedatum : Struct(Dag : 16;Maand : 10; Jaar : 1953);
Geslacht : vrouwelijk;






Burgerlijke stand : Struct(Statuut : gehuwd;
Partner : ⊥Ref(TPersoon));
Ouders : ⊥SetRef (TPersoon);
Kinderen : ⊥ListRef (TPersoon);
Identificatie : “289-16-G933174”;
RIZIV -nummer : “RZ-0412222”;
Functiespecificatie : geneesheer;
Specialisatie : Set(gynaecologie, obstetrie);
V erbonden aan : Struct(Naam : “Onze-Lieve-Vrouw”;
Type : ziekenhuis;






Telefoonnummer : “02/350 54 54”;
GSM -nummer : “075/221 87 89”;
Faxnummer : “02/350 50 22”;
Consultaties : List(oidConsultatie14);
Handelingen : Set(oidBehandeling13, oidBehandeling14))]
[oidV erstrekker5, ∅, TZorgenverstrekker,Struct(
Naam : “Van Belle”;
V oornamen : List(“Didier”);
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Geboortedatum : Struct(Dag : 16;Maand : 10; Jaar : 1951);
Geslacht : mannelijk;






Burgerlijke stand : ⊥TBurgerlijke stand;
Ouders : ⊥SetRef (TPersoon);
Kinderen : ⊥ListRef (TPersoon);
Identificatie : “365-52-O89427”;
RIZIV -nummer : “RZ-0389324”;
Functiespecificatie : geneesheer;
Specialisatie : Set(oncologie);
V erbonden aan : Struct(Naam : “Onze-Lieve-Vrouw”;
Type : ziekenhuis;






Telefoonnummer : “053/240 19 17”;
GSM -nummer : ⊥String;
Faxnummer : “053/240 12 11”;
Consultaties : List(oidConsultatie15);
Handelingen : Set(oidBehandeling15, oidBehandeling16))]
Het objecttype TConsultatie en zijn instanties
De typespecificatie van het objecttype TConsultatie wordt gegeven als:
Class TConsultatie (Datum : TDatum;
Geneesheer : Ref (TZorgenverstrekker);
Patient : Ref (TPatient);
Klacht : Ref (TProbleem))
Voor dit objecttype worden de volgende instanties ingevoerd:
[oidConsultatie11, ∅, TConsultatie,Struct(Datum : Struct(Dag : 3;Maand : 1; Jaar : 1997);
Geneesheer : oidV erstrekker2;
Patient : oidPatient1;
Klacht : oidProbleem11)]
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[oidConsultatie12, ∅, TConsultatie,Struct(Datum : Struct(Dag : 5;Maand : 2; Jaar : 1997);
Geneesheer : oidV erstrekker2;
Patient : oidPatient1;
Klacht : oidProbleem12)]
[oidConsultatie13, ∅, TConsultatie,Struct(Datum : Struct(Dag : 3;Maand : 3; Jaar : 1997);
Geneesheer : oidV erstrekker2;
Patient : oidPatient1;
Klacht : oidProbleem13)]
[oidConsultatie14, ∅, TConsultatie,Struct(Datum : Struct(Dag : 4;Maand : 3; Jaar : 1997);
Geneesheer : oidV erstrekker4;
Patient : oidPatient1;
Klacht : oidProbleem14)]
[oidConsultatie15, ∅, TConsultatie,Struct(Datum : Struct(Dag : 9;Maand : 3; Jaar : 1997);
Geneesheer : oidV erstrekker5;
Patient : oidPatient1;
Klacht : oidProbleem15)]
[oidConsultatie21, ∅, TConsultatie,Struct(Datum : Struct(Dag : 15;Maand : 9; Jaar : 1998);
Geneesheer : oidV erstrekker2;
Patient : oidPatient2;
Klacht : oidProbleem21)]
[oidConsultatie22, ∅, TConsultatie,Struct(Datum : Struct(Dag : 12;Maand : 11; Jaar : 1998);
Geneesheer : oidV erstrekker2;
Patient : oidPatient2;
Klacht : oidProbleem22)]
[oidConsultatie31, ∅, TConsultatie,Struct(Datum : Struct(Dag : 22;Maand : 8; Jaar : 1997);
Geneesheer : oidV erstrekker2;
Patient : oidPatient3;
Klacht : oidProbleem31)]
[oidConsultatie32, ∅, TConsultatie,Struct(Datum : Struct(Dag : 12;Maand : 8; Jaar : 1998);
Geneesheer : oidV erstrekker2;
Patient : oidPatient3;
Klacht : oidProbleem32)]
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[oidConsultatie33, ∅, TConsultatie,Struct(Datum : Struct(Dag : 12;Maand : 8; Jaar : 1998);
Geneesheer : oidV erstrekker1;
Patient : oidPatient3;
Klacht : oidProbleem33)]
[oidConsultatie41, ∅, TConsultatie,Struct(Datum : Struct(Dag : 30;Maand : 4; Jaar : 1997);
Geneesheer : oidV erstrekker2;
Patient : oidPatient4;
Klacht : oidProbleem41)]
[oidConsultatie42, ∅, TConsultatie,Struct(Datum : Struct(Dag : 3;Maand : 5; Jaar : 1997);
Geneesheer : oidV erstrekker2;
Patient : oidPatient4;
Klacht : oidProbleem42)]
[oidConsultatie43, ∅, TConsultatie,Struct(Datum : Struct(Dag : 6;Maand : 11; Jaar : 1998);
Geneesheer : oidV erstrekker2;
Patient : oidPatient4;
Klacht : oidProbleem43)]
[oidConsultatie51, ∅, TConsultatie,Struct(Datum : Struct(Dag : 22;Maand : 12; Jaar : 1997);
Geneesheer : oidV erstrekker2;
Patient : oidPatient5;
Klacht : oidProbleem51)]
Het objecttype TProbleem en zijn instanties
De typespecificatie van het objecttype TProbleem wordt gegeven als:
Class TProbleem (Omschrijving : Set(String);
V aststellingsdatum : TDatum;
Diagnose(s) : SetRef (TDiagnose);
V astgesteld bij : Ref (TPatient);
V astgesteld tijdens : Ref (TConsultatie);
Ondersteuning : Signat((Syndroom : Set(String))→ SetRef (TDiagnose)))
Verder worden de volgende instanties ingevoerd:
[oidProbleem11, ∅, TProbleem,Struct(Omschrijving : Set(“loopneus”, “hoest”, “koude rillingen”);
V aststellingsdatum : Struct(Dag : 3;Maand : 1; Jaar : 1997);
Diagnose(s) : Set(oidDiagnose11);
V astgesteld bij : oidPatient1;
V astgesteld tijdens : oidConsultatie11)]
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[oidProbleem12, ∅, TProbleem,Struct(Omschrijving : Set(“evenwichtsstoornissen”,
“bewustzijn verliezen”);
V aststellingsdatum : Struct(Dag : 5;Maand : 2; Jaar : 1997);
Diagnose(s) : Set(oidDiagnose12);
V astgesteld bij : oidPatient1;
V astgesteld tijdens : oidConsultatie12)]
[oidProbleem13, ∅, TProbleem,Struct(Omschrijving : Set(“verdachte knobbel in linkerborst”);
V aststellingsdatum : Struct(Dag : 23;Maand : 2; Jaar : 1997);
Diagnose(s) : Set(oidDiagnose13);
V astgesteld bij : oidPatient1;
V astgesteld tijdens : oidConsultatie13)]
[oidProbleem14, ∅, TProbleem,Struct(Omschrijving : Set(“mogelijke tumor in linkerborst”);
V aststellingsdatum : Struct(Dag : 23;Maand : 2; Jaar : 1997);
Diagnose(s) : Set(oidDiagnose14);
V astgesteld bij : oidPatient1;
V astgesteld tijdens : oidConsultatie14)]
[oidProbleem15, ∅, TProbleem,Struct(Omschrijving : Set(“nabehandeling tumor linkerborst”);
V aststellingsdatum : Struct(Dag : 23;Maand : 2; Jaar : 1997);
Diagnose(s) : Set(oidDiagnose15);
V astgesteld bij : oidPatient1;
V astgesteld tijdens : oidConsultatie15)]
[oidProbleem21, ∅, TProbleem,Struct(Omschrijving : Set(“oververmoeidheid”, “spierpijn”,
“slapeloosheid”);
V aststellingsdatum : Struct(Dag : 15;Maand : 9; Jaar : 1998);
Diagnose(s) : Set(oidDiagnose21, oidDiagnose22);
V astgesteld bij : oidPatient2;
V astgesteld tijdens : oidConsultatie21)]
[oidProbleem22, ∅, TProbleem,Struct(Omschrijving : Set(“moeheid”, “spierpijn”, “hoofdpijn”,
“slapeloosheid”);
V aststellingsdatum : Struct(Dag : 12;Maand : 11; Jaar : 1998);
Diagnose(s) : Set(oidDiagnose23);
V astgesteld bij : oidPatient2;
V astgesteld tijdens : oidConsultatie22)]
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[oidProbleem31, ∅, TProbleem,Struct(Omschrijving : Set(“loopneus”, “hoest”, “keelpijn”, “hoofdpijn”);
V aststellingsdatum : Struct(Dag : 21;Maand : 8; Jaar : 1997);
Diagnose(s) : Set(oidDiagnose31);
V astgesteld bij : oidPatient3;
V astgesteld tijdens : oidConsultatie31)]
[oidProbleem32, ∅, TProbleem,Struct(Omschrijving : Set(“buikpijn rechts onderaan”, “braken”,
“koorts”);
V aststellingsdatum : Struct(Dag : 11;Maand : 8; Jaar : 1998);
Diagnose(s) : Set(oidDiagnose32);
V astgesteld bij : oidPatient3;
V astgesteld tijdens : oidConsultatie32)]
[oidProbleem33, ∅, TProbleem,Struct(Omschrijving : Set(“pijn rechter forsa iliaca”,
“mogelijke blindedarmontsteking”);
V aststellingsdatum : Struct(Dag : 11;Maand : 8; Jaar : 1998);
Diagnose(s) : Set(oidDiagnose33);
V astgesteld bij : oidPatient3;
V astgesteld tijdens : oidConsultatie33)]
[oidProbleem41, ∅, TProbleem,Struct(Omschrijving : Set(“koorts”, “keelpijn”, “hoofdpijn”);
V aststellingsdatum : Struct(Dag : 30;Maand : 4; Jaar : 1997);
Diagnose(s) : Set(oidDiagnose41);
V astgesteld bij : oidPatient4;
V astgesteld tijdens : oidConsultatie41)]
[oidProbleem42, ∅, TProbleem,Struct(Omschrijving : Set(“rode uitslag”, “keelpijn”, “hoofdpijn”);
V aststellingsdatum : Struct(Dag : 3;Maand : 5; Jaar : 1997);
Diagnose(s) : Set(oidDiagnose42);
V astgesteld bij : oidPatient4;
V astgesteld tijdens : oidConsultatie42)]
[oidProbleem43, ∅, TProbleem,Struct(Omschrijving : Set(“loopneus”, “hoest”, “koorts”, “huiduitslag”);
V aststellingsdatum : Struct(Dag : 6;Maand : 11; Jaar : 1998);
Diagnose(s) : Set(oidDiagnose43);
V astgesteld bij : oidPatient4;
V astgesteld tijdens : oidConsultatie43)]
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[oidProbleem51, ∅, TProbleem,Struct(Omschrijving : Set(“gevallen diabetes-patie¨nt met snijwonde in
voorhoofd”);
V aststellingsdatum : Struct(Dag : 22;Maand : 12; Jaar : 1997);
Diagnose(s) : Set(oidDiagnose51, oidDiagnose52);
V astgesteld bij : oidPatient5;
V astgesteld tijdens : oidConsultatie51)]
Het objecttype TDiagnose en zijn instanties




V astgestelde symptomen : Set(String);
V oor probleem : Ref (TProbleem);
Behandeling(en) : SetRef (TBehandeling);
Ondersteuning : Signat((Diagnose : Ref (TDiagnose))→ SetRef (TBehandeling)))
Verder worden de volgende instanties ingevoerd:
[oidDiagnose11, ∅, TDiagnose,Struct(Nomenclatuur : “bacterie¨le verkoudheid”;
Bijzonderheden : “opvallend zware hoest”;
V astgestelde symptomen : Set(“verstopte neus”, “hoest”, “rode keel”);
V oor probleem : oidProbleem11;
Behandeling(en) : Set(oidBehandeling11))]
[oidDiagnose12, ∅, TDiagnose,Struct(Nomenclatuur : “orthostatische hypotensie”;
Bijzonderheden : ⊥String;
V astgestelde symptomen : Set(“lage bloeddruk”, “vermoeidheid”,
“evenwichtsstoornissen”);
V oor probleem : oidProbleem12;
Behandeling(en) : Set(oidBehandeling12))]
[oidDiagnose13, ∅, TDiagnose,Struct(Nomenclatuur : “mogelijke borsttumor”;
Bijzonderheden : ⊥String;
V astgestelde symptomen : Set(“vaste onregelmatige knobbel in linkerborst”,
“gezwollen lymfeklieren”);
V oor probleem : oidProbleem13;
Behandeling(en) : Set(oidBehandeling13))]
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[oidDiagnose14, ∅, TDiagnose,Struct(Nomenclatuur : “tumor in linkerborst”;
Bijzonderheden : “borstkanker vermoedelijk in vergevorde staat”;
V astgestelde symptomen : Set(“tumor in linkerborst”,
“kankercellen in lymfeknopen”);
V oor probleem : oidProbleem14;
Behandeling(en) : Set(oidBehandeling14, oidBehandeling15))]
[oidDiagnose15, ∅, TDiagnose,Struct(Nomenclatuur : “borstkanker”;
Bijzonderheden : “metastasis naar lever, maag en slokdarm”;
V astgestelde symptomen : Set(“positieve labotesten voor lever, maag en
slokdarm”);
V oor probleem : oidProbleem15;
Behandeling(en) : Set(oidBehandeling16))]
[oidDiagnose21, ∅, TDiagnose,Struct(Nomenclatuur : “obesitas”;
Bijzonderheden : ⊥String;
V astgestelde symptomen : Set(“overgewicht”);
V oor probleem : oidProbleem21;
Behandeling(en) : Set(oidBehandeling21))]
[oidDiagnose22, ∅, TDiagnose,Struct(Nomenclatuur : “fybromyalgie”;
Bijzonderheden : ⊥String;
V astgestelde symptomen : Set(“duizeligheid”, “slapeloosheid”, “moeheid”,
“hoofdpijn”, “spierpijn”, “droge ogen”,
“droge mond”);
V oor probleem : oidProbleem21;
Behandeling(en) : Set(oidBehandeling22))]
[oidDiagnose23, ∅, TDiagnose,Struct(Nomenclatuur : “fybromyalgie”;
Bijzonderheden : ⊥String;
V astgestelde symptomen : Set(“duizeligheid”, “slapeloosheid”, “moeheid”,
“hoofdpijn”, “droge ogen”, “droge mond”);
V oor probleem : oidProbleem22;
Behandeling(en) : Set(oidBehandeling23))]
[oidDiagnose31, ∅, TDiagnose,Struct(Nomenclatuur : “bacterie¨le verkoudheid”;
Bijzonderheden : ⊥String;
V astgestelde symptomen : Set(“verstopte neus”, “hoest”);
V oor probleem : oidProbleem31;
Behandeling(en) : Set(oidBehandeling31))]
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[oidDiagnose32, ∅, TDiagnose,Struct(Nomenclatuur : “pijn rechter forsa iliaca;
mogelijk blindedarmontsteking”;
Bijzonderheden : ⊥String;
V astgestelde symptomen : Set(“buikpijn”, “braken”, “koorts”);
V oor probleem : oidProbleem32;
Behandeling(en) : Set(oidBehandeling32))]
[oidDiagnose33, ∅, TDiagnose,Struct(Nomenclatuur : “blindedarmontsteking”;
Bijzonderheden : ⊥String;
V astgestelde symptomen : Set(“verhoogde leukocytose”,
“stijgende sedimentatie”, “stijgende CRP”,
“koorts”, “buikpijn RFI”);
V oor probleem : oidProbleem33;
Behandeling(en) : Set(oidBehandeling33))]
[oidDiagnose41, ∅, TDiagnose,Struct(Nomenclatuur : ⊥String;
Bijzonderheden : “vermoedelijk opkomende kinderziekte”;
V astgestelde symptomen : Set(“koorts”, “rode keel”, “hoofdpijn”);
V oor probleem : oidProbleem41;
Behandeling(en) : Set(oidBehandeling41))]
[oidDiagnose42, ∅, TDiagnose,Struct(Nomenclatuur : “roodvonk”;
Bijzonderheden : ⊥String;
V astgestelde symptomen : Set(“rode uitslag”, “keelontsteking”,
“hoofdpijn”);
V oor probleem : oidProbleem42;
Behandeling(en) : Set(oidBehandeling42))]
[oidDiagnose43, ∅, TDiagnose,Struct(Nomenclatuur : “mazelen”;
Bijzonderheden : ⊥String;
V astgestelde symptomen : Set(“koorts”, “loopneus”, “waterige ogen”,
“vlekken”, “hoest”, “huiduitslag”);
V oor probleem : oidProbleem43;
Behandeling(en) : Set(oidBehandeling43))]
[oidDiagnose51, ∅, TDiagnose,Struct(Nomenclatuur : “snijwonde voorhoofd”;
Bijzonderheden : ⊥String;
V astgestelde symptomen : ⊥Set(String);
V oor probleem : oidProbleem51;
Behandeling(en) : Set(oidBehandeling51))]
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[oidDiagnose52, ∅, TDiagnose,Struct(Nomenclatuur : “hypoglycemie”;
Bijzonderheden : ⊥String;
V astgestelde symptomen : Set(“bewustzijnsverlies”, “zweten”,
“bleke huidskleur”);
V oor probleem : oidProbleem51;
Behandeling(en) : Set(oidBehandeling52))]
Het objecttype TBehandeling en zijn instanties
De typespecificatie van het objecttype TBehandeling wordt gegeven als:
Class TBehandeling (Handeling : THandeling;
Medicatie : Set(TMedicijnvoorschrift);
Raadgeving(en) : String;
V oor diagnose : Ref (TDiagnose);
Beoordeling : String;
Complicaties : Set(String))
Verder worden de volgende instanties ingevoerd:
[oidBehandeling11, ∅,TBehandeling,Struct(
Handeling : ⊥THandeling;
Medicatie : Set(Struct(Nomenclatuur : “Amoxicillinum 500 mg”;Dosering : “3/dag”),
Struct(Nomenclatuur : “Carbocisteinum 150 ml”;Dosering : “3/dag”),
Struct(Nomenclatuur : “Oxymetaroline, Hydrochloride 15 ml”;
Dosering : “3/dag”));
Raadgeving(en) : “koude vermijden”;
V oor diagnose : oidDiagnose11;
Beoordeling : “goed herstel”;
Complicaties : Set(“geen”))]
[oidBehandeling12, ∅,TBehandeling,Struct(
Handeling : Struct(Omschrijving : “zoutrijk dieet”;
Zorgenverstrekker : oidV erstrekker3);
Medicatie : Set(Struct(Nomenclatuur : “Etilefrine 5 mg”;Dosering : “3/dag”));
Raadgeving(en) : “geen bruuske bewegingen”;
V oor diagnose : oidDiagnose12;
Beoordeling : “blijvend onder controle houden”;
Complicaties : Set(“geen”))]
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[oidBehandeling13, ∅,TBehandeling,Struct(
Handeling : Struct(Omschrijving : “mogelijke tumor in linkerborst”;
Zorgenverstrekker : oidV erstrekker4);
Medicatie : Set( );
Raadgeving(en) : ⊥String;
V oor diagnose : oidDiagnose13;
Beoordeling : ⊥String;
Complicaties : Set(“patie¨nt overleden”))]
[oidBehandeling14, ∅,TBehandeling,Struct(
Handeling : Struct(Omschrijving : “amputatie van linkerborst”;
Zorgenverstrekker : oidV erstrekker4);
Medicatie : Set( );
Raadgeving(en) : ⊥String;
V oor diagnose : oidDiagnose14;
Beoordeling : “nabehandeling noodzakelijk”;
Complicaties : Set(“geen”))]
[oidBehandeling15, ∅,TBehandeling,Struct(
Handeling : Struct(Omschrijving : “nabehandeling borstkanker”;
Zorgenverstrekker : oidV erstrekker5);
Medicatie : Set( );
Raadgeving(en) : ⊥String;
V oor diagnose : oidDiagnose14;
Beoordeling : “kanker te ver uitgezaaid”;
Complicaties : Set(“patie¨nt overleden”))]
[oidBehandeling16, ∅,TBehandeling,Struct(
Handeling : Struct(Omschrijving : “chemotherapie”;
Zorgenverstrekker : oidV erstrekker5);
Medicatie : Set(Struct(Nomenclatuur : “Adriamycin”;Dosering : ⊥String));
Raadgeving(en) : “geen vet voedsel; bij misselijkheid door mond ademen”;
V oor diagnose : oidDiagnose15;
Beoordeling : “ongunstige reactie”;
Complicaties : Set(“patie¨nt overleden op 4 juni 1998”))]
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[oidBehandeling21, ∅,TBehandeling,Struct(
Handeling : Struct(Omschrijving : “caloriearm dieet”;
Zorgenverstrekker : oidV erstrekker3);
Medicatie : Set( );
Raadgeving(en) : “sporten”;
V oor diagnose : oidDiagnose21;




Medicatie : Set(Struct(Nomenclatuur : “Amytriptyline 25 mg”;Dosering : “3/dag”));
Raadgeving(en) : “sporten, ontspanningsoefeningen”;





Medicatie : Set(Struct(Nomenclatuur : “Amytriptyline 50 mg”;Dosering : “3/dag”));
Raadgeving(en) : “sporten, ontspanningsoefeningen”;





Medicatie : Set(Struct(Nomenclatuur : “Amoxicillinum 500 mg”;Dosering : “3/dag”),
Struct(Nomenclatuur : “Carbocisteinum 150 ml”;Dosering : “3/dag”),
Struct(Nomenclatuur : “Oxymetaroline, Hydrochloride 15 ml”;
Dosering : “3/dag”),
Struct(Nomenclatuur : “Paracetamol 500 mg”;Dosering : “3/dag”));
Raadgeving(en) : ⊥String;
V oor diagnose : oidDiagnose31;
Beoordeling : “goed herstel”;
Complicaties : Set(“geen”))]
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[oidBehandeling32, ∅,TBehandeling,Struct(
Handeling : Struct(Omschrijving : “pijn rechter forsa iliaca; appendicitis ?”;
Zorgenverstrekker : oidV erstrekker1);
Medicatie : Set( );
Raadgeving(en) : “Dringende hospitalisatie”;
V oor diagnose : oidDiagnose32;
Beoordeling : “goed herstel”;
Complicaties : Set(“geen”))]
[oidBehandeling33, ∅,TBehandeling,Struct(
Handeling : Struct(Omschrijving : “appendectomie”;
Zorgenverstrekker : oidV erstrekker1);
Handeling : ⊥THandeling;
Medicatie : Set( );
Raadgeving(en) : “rust”;
V oor diagnose : oidDiagnose33;




Medicatie : Set(Struct(Nomenclatuur : “Paracetamol 200 mg”;Dosering : “3/dag”));
Raadgeving(en) : “binnen blijven”;
V oor diagnose : oidDiagnose41;




Medicatie : Set(Struct(Nomenclatuur : “Erythromycine 250 mg”;Dosering : “4/dag”));
Raadgeving(en) : ⊥String;
V oor diagnose : oidDiagnose42;




Medicatie : Set(Struct(Nomenclatuur : “Acetylsalicylzuur 200 mg”;Dosering : “3/dag”));
Raadgeving(en) : “binnen blijven”;
V oor diagnose : oidDiagnose43;
Beoordeling : “goed herstel”;
Complicaties : Set(“geen”))]
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[oidBehandeling51, ∅,TBehandeling,Struct(
Handeling : Struct(Omschrijving : “hechten snijwonde”;
Zorgenverstrekker : oidV erstrekker2);
Medicatie : Set(Struct(Nomenclatuur : “Tetanus vaccin”;Dosering : ⊥String));
Raadgeving(en) : ⊥String;
V oor diagnose : oidDiagnose51;




Medicatie : Set(Struct(Nomenclatuur : “Glucagom vaccin”;
Dosering : ⊥String));
Raadgeving(en) : “onder controle blijven”;
V oor diagnose : oidDiagnose52;
Beoordeling : ⊥String;
Complicaties : ⊥Set(String))]
B.2.2 De benodigde objectschema’s en hun instantieverzamelingen
Voor elk van de zeven objecttypes:
TPersoon, TPatient, TZorgenverstrekker, TConsultatie, TProbleem, TDiagnose en TBehandeling
wordt er een objectschema gedefinieerd.
Het objectschema OSPersoon en zijn instantieverzameling
Het objectschema OSPersoon wordt gegeven als het quadruple:
[OSPersoon, TPersoon,M,CTPersoon]
waarbij:
• de naam van het objectschema OSPersoon is;
• het objecttype TPersoon is;
• de betekenis M gegeven wordt als:
“Dit objectschema wordt gebruikt als specificatie van de abstractie voor mensen, zoals deze voor-
komen in de ree¨le wereld.”
• en de verzameling CTPersoon opgebouwd is als:
CTPersoon = {ρvalue{TPersoon.Geboortedatum.Jaar}[≥(1890, TPersoon.Geboortedatum.Jaar)]}
De instantieverzameling van het objectschema OSPersoon is1:
V instanceOSPersoon = {oidPersoon1, oidPersoon2, oidPersoon3, oidPersoon4, oidPatient1, oidPatient2, oidPatient3,
oidPatient4, oidPatient5, oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4,
oidV erstrekker5}
1Voor de eenvoud van de notaties wordt elk persistent object verkort voorgesteld door zijn object-identificator.
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Het objectschema OSPatient en zijn instantieverzameling
Het objectschema OSPatient wordt gegeven als het quadruple:
[OSPatient, TPatient,M,CTPatient]
waarbij:
• de naam van het objectschema OSPatient is;
• het objecttype TPatient is;
• de betekenis M gegeven wordt als:
“Dit objectschema wordt gebruikt als specificatie van de abstractie voor patie¨nten, zoals deze voor-
komen binnen de context van een kabinet van een huisarts.”















De instantieverzameling van het objectschema OSPatient is:
V instanceOSPatient = {oidPatient1, oidPatient2, oidPatient3, oidPatient4, oidPatient5}
Het objectschema OSZorgenverstrekker en zijn instantieverzameling
Het objectschema OSZorgenverstrekker wordt gegeven als het quadruple:
[OSZorgenverstrekker, TZorgenverstrekker,M,CTZorgenverstrekker]
waarbij:
• de naam van het objectschema OSZorgenverstrekker is;
• het objecttype TZorgenverstrekker is;
• de betekenis M gegeven wordt als:
“Dit objectschema wordt gebruikt als specificatie van de abstractie voor zorgenverstrekkers, zo-
als deze voorkomen in alle medische en paramedische sectoren.”
B.2. DE SCHERPE BENADERING 475








De instantieverzameling van het objectschema OSZorgenverstrekker is:
V instanceOSZorgenverstrekker = {oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4, oidV erstrekker5}
Het objectschema OSConsultatie en zijn instantieverzameling
Het objectschema OSConsultatie wordt gegeven als het quadruple:
[OSConsultatie, TConsultatie,M,CTConsultatie]
waarbij:
• de naam van het objectschema OSConsultatie is;
• het objecttype TConsultatie is;
• de betekenis M gegeven wordt als:
“Dit objectschema wordt gebruikt als specificatie van de abstractie voor consultaties, zoals deze
door een geneesheer worden uitgevoerd.”
• en de verzameling CTConsultatie opgebouwd is als:
CTConsultatie = {ρnot null{TConsultatie.Datum}[ ],
ρvalue{TConsultatie.Datum.Jaar}[≥(1890, TConsultatie.Datum.Jaar)]}
De instantieverzameling van het objectschema OSConsultatie is:
V instanceOSConsultatie = {oidConsultatie11, oidConsultatie12, oidConsultatie13, oidConsultatie14, oidConsultatie15,
oidConsultatie21, oidConsultatie22, oidConsultatie31, oidConsultatie32, oidConsultatie33,
oidConsultatie41, oidConsultatie42, oidConsultatie43, oidConsultatie51}
Het objectschema OSProbleem en zijn instantieverzameling
Het objectschema OSProbleem wordt gegeven als het quadruple:
[OSProbleem, TProbleem,M,CTProbleem]
waarbij:
• de naam van het objectschema OSProbleem is;
• het objecttype TProbleem is;
• de betekenis M gegeven wordt als:
“Dit objectschema wordt gebruikt als specificatie van de abstractie voor medische problemen, zoals
die kunnen voorkomen bij patie¨nten.”
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• en de verzameling CTProbleem opgebouwd is als:
CTProbleem = {
ρnot null{TProbleem.Omschrijving}[ ],
ρvalue{TProbleem.V aststellingsdatum.Jaar}[≥(1890, TProbleem.V aststellingsdatum.Jaar)]}
De instantieverzameling van het objectschema OSProbleem is:
V instanceOSProbleem = {oidProbleem11, oidProbleem12, oidProbleem13, oidProbleem14, oidProbleem15, oidProbleem21,
oidProbleem22, oidProbleem31, oidProbleem32, oidProbleem33, oidProbleem41, oidProbleem42,
oidProbleem43, oidProbleem51}
Het objectschema OSDiagnose en zijn instantieverzameling
Het objectschema OSDiagnose wordt gegeven als het quadruple:
[OSDiagnose, TDiagnose,M,CTDiagnose]
waarbij:
• de naam van het objectschema OSDiagnose is;
• het objecttype TDiagnose is;
• de betekenis M gegeven wordt als:
“Dit objectschema wordt gebruikt als specificatie van de abstractie voor medische diagnose’s, zoals
deze door een geneesheer worden gesteld.”
• en de verzameling CTDiagnose opgebouwd is als:
CTDiagnose = {ρnot null{TDiagnose.V oor probleem}[ ]}
De instantieverzameling van het objectschema OSDiagnose is:
V instanceOSDiagnose = {oidDiagnose11, oidDiagnose12, oidDiagnose13, oidDiagnose14, oidDiagnose15, oidDiagnose21,
oidDiagnose22, oidDiagnose23, oidDiagnose31, oidDiagnose32, oidDiagnose33, oidDiagnose41,
oidDiagnose42, oidDiagnose43, oidDiagnose51, oidDiagnose52}
Het objectschema OSBehandeling en zijn instantieverzameling
Het objectschema OSBehandeling wordt gegeven als het quadruple:
[OSBehandeling, TBehandeling,M,CTBehandeling]
waarbij:
• de naam van het objectschema OSBehandeling is;
• het objecttype TBehandeling is;
• de betekenis M gegeven wordt als:
“Dit objectschema wordt gebruikt als specificatie van de abstractie voor medische behandelingen,
zoals deze worden uitgevoerd door zorgenverstrekkers.”
• en de verzameling CTBehandeling opgebouwd is als:
CTBehandeling = {ρnot null{TBehandeling.V oor diagnose}[ ]}
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De instantieverzameling van het objectschema OSBehandeling is:
V instanceOSBehandeling = {oidBehandeling11, oidBehandeling12, oidBehandeling13, oidBehandeling14, oidBehandeling15,
oidBehandeling16, oidBehandeling21, oidBehandeling22, oidBehandeling23, oidBehandeling31,
oidBehandeling32, oidBehandeling33, oidBehandeling41, oidBehandeling42, oidBehandeling43,
oidBehandeling51, oidBehandeling52}
B.2.3 Het bekomen databankschema en de bekomen databank
Het databankschema voor de toepassing wordt opgebouwd door te steunen op de definities van de zeven
objectschema’s uit de vorige deelsectie.
[DSPatientendatabank,DPatientendatabank,M,CDPatientendatabank]
waarbij:
• de naam van het databankschema DSPatientendatabank is;
• de eindige verzameling van objectschema’s DPatientendatabank gegeven wordt als:
DPatientendatabank = {OSPersoon,OSPatient,OSZorgenverstrekker,OSConsultatie,
OSProbleem,OSDiagnose,OSBehandeling}
• de betekenis M gegeven wordt als:
“Dit databankschema wordt gebruikt als specificatie voor de abstractie van de patie¨nteninformatie
die voorkomt in een artsenpraktijk. Het databankschema is bedoeld als prototype en abstraheert
informatie over de patie¨nt en zijn familie, elkeen die medische zorgen verstrekt aan de patie¨nt,
de consultaties van de patie¨nt, zijn/haar medische problemen, alsmede de gestelde diagnoses en
voorgeschreven medicatie en medische behandelingen.”
• en de verzameling CDPatientendatabank met
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ρreference{{TPersoon.Burgerlijke stand.Partner},TDPatientendatabank}[ ],
ρreference{{TPersoon.Ouders,TPersoon.Kinderen},TDPatientendatabank}[ ],




ρreference{{TConsultatie.Klacht,TProbleem.V astgesteld tijdens},TDPatientendatabank}[ ],
ρreference{{TProbleem.Diagnose(s),TDiagnose.V oor probleem},TDPatientendatabank}[ ],







De instantie van het databankschema DSPatientendatabank (of databank) die voor de toepassing is
opgebouwd is 2:
{{oidPersoon1, oidPersoon2, oidPersoon3, oidPersoon4, oidPatient1, oidPatient2, oidPatient3, oidPatient4,
oidPatient5, oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4, oidV erstrekker5},
{oidPatient1, oidPatient2, oidPatient3, oidPatient4, oidPatient5},
{oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4},
{oidConsultatie11, oidConsultatie12, oidConsultatie13, oidConsultatie14, oidConsultatie15, oidConsultatie21,
oidConsultatie22, oidConsultatie31, oidConsultatie32, oidConsultatie33, oidConsultatie41, oidConsultatie42,
oidConsultatie43, oidConsultatie51},
{oidProbleem11, oidProbleem12, oidProbleem13, oidProbleem14, oidProbleem15, oidProbleem21, oidProbleem22,
oidProbleem31, oidProbleem32, oidProbleem33, oidProbleem41, oidProbleem42, oidProbleem43, oidProbleem51},
{oidDiagnose11, oidDiagnose12, oidDiagnose13, oidDiagnose14, oidDiagnose15, oidDiagnose21, oidDiagnose22,
oidDiagnose23, oidDiagnose31, oidDiagnose32, oidDiagnose33, oidDiagnose41, oidDiagnose42, oidDiagnose43,
oidDiagnose51, oidDiagnose52},
{oidBehandeling11, oidBehandeling12, oidBehandeling13, oidBehandeling14, oidBehandeling15, oidBehandeling16,
oidBehandeling21, oidBehandeling22, oidBehandeling23, oidBehandeling31, oidBehandeling32, oidBehandeling33,
oidBehandeling41, oidBehandeling42, oidBehandeling43, oidBehandeling51, oidBehandeling52}}
B.3 De veralgemeende benadering
Om de toepasbaarheid en de meerwaarde van het veralgemeend databankmodel te kunnen illustreren,
wordt de voorbeelddatabank uit de voorgaande deelsecties veralgemeend. Hierbij wordt een zelfde staps-
gewijs opbouwproces gebruikt. Eerst worden de benodigde veralgemeende objecttypes opgebouwd. Ver-
volgens worden er voor deze veralgemeende objecttypes veralgemeende objectschema’s gegenereerd. Deze
veralgemeende objectschema’s worden tenslotte gebruikt als componenten voor de definitie van het uit-
eindelijke veralgemeend databankschema.
2Voor de eenvoud van de notaties wordt elk persistent object verkort voorgesteld door zijn object-identificator.
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B.3.1 De benodigde veralgemeende objecttypes en hun instanties
Voor elk van de zeven beschouwde objecttypes uit de scherpe voorbeelddatabank wordt er een veral-
gemening doorgevoerd. Aldus worden er zeven veralgemeende objecttypes gedefinieerd, die ook in het
veralgemeende geval voor dezelfde doeleinden worden gebruikt en worden ge¨ıdentificeerd door de identi-
ficatoren:
TPersoon, TPatient, TZorgenverstrekker, TConsultatie, TProbleem, TDiagnose en TBehandeling
Bij de opbouw van deze veralgemeende objecttypes worden de volgende veralgemeende constructietypes
gebruikt:
• het veralgemeend enumeratietype TBloedgroep met specificatie:
TBloedgroep = ˜˜Enum TBloedgroep (A = 0, B = 1, AB = 2, O = 3)
• het veralgemeend enumeratietype TBurgerlijk statuut met specificatie:
TBurgerlijk statuut = ˜˜Enum TBurgerlijk statuut (gehuwd = 0, ongehuwd = 1,
gescheiden = 2, weduwe = 3, weduwnaar = 4, overleden = 5)
• het veralgemeend enumeratietype TDag met specificatie:
TDag = ˜˜Enum TDag (1 = 1, 2 = 2, 3 = 3, 4 = 4, 5 = 5, 6 = 6, 7 = 7, 8 = 8, 9 = 9,
10 = 10, 11 = 11, 12 = 12, 13 = 13, 14 = 14, 15 = 15, 16 = 16, 17 = 17, 18 = 18, 19 = 19,
20 = 20, 21 = 21, 22 = 22, 23 = 23, 24 = 24, 25 = 25, 26 = 26, 27 = 27, 28 = 28, 29 = 29,
30 = 30, 31 = 31)
• het veralgemeend enumeratietype TFunctie met specificatie:
TFunctie = ˜˜Enum TFunctie (dietist = 0, geneesheer = 1, kinesitherapeut = 2,
logopedist = 3, psycholoog = 4, tandarts = 5, verpleegkundige = 6)
• het veralgemeend enumeratietype TGeslacht met specificatie:
TGeslacht = ˜˜Enum TGeslacht (mannelijk = 0, vrouwelijk = 1, onbepaald = 2)
• het veralgemeend enumeratietype TMaand met specificatie:
TMaand = ˜˜Enum TMaand (1 = 1, 2 = 2, 3 = 3, 4 = 4, 5 = 5, 6 = 6,
7 = 7, 8 = 8, 9 = 9, 10 = 10, 11 = 11, 12 = 12)
• het veralgemeend enumeratietype TRhesusfactor met specificatie:
TRhesusfactor = ˜˜Enum TRhesusfactor (Rh+ = 0, Rh− = 1)
• het veralgemeend enumeratietype TRisicofactor met specificatie:
TRisicofactor = ˜˜Enum TRisicofactor (tabakgebruik = 0, drankgebruik = 1,
drugsgebruik = 2, zware inspanningen = 3, genetische gevoeligheid = 4)
• het veralgemeend enumeratietype TSpecialisatie met specificatie:
TSpecialisatie = ˜˜Enum TSpecialisatie (chirurgie = 0, dermatologie = 1, gynaecologie = 2,
inwendige ziekten = 3, neurologie = 4, neus- keel- en oorziekten = 5, pediatrie = 6,
psychiatrie = 7, radiologie = 8, oncologie = 9, obstetrie = 10, oogziekten = 11)
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• het veralgemeend enumeratietype TType instelling met specificatie:
TType instelling = ˜˜Enum TType instelling (kuuroord = 0, preventorium = 1,
revalidatiecentrum = 2, rustoord = 3, ziekenhuis = 4)
• het veralgemeend gestructureerd type TAdres met specificatie:










• het veralgemeend gestructureerd type TBloeddruk met specificatie:




• het veralgemeend gestructureerd type TBurgerlijke stand met specificatie:
TBurgerlijke stand = ˜˜Struct TBurgerlijke stand (Statuut ise TBurgerlijk statuut;
Partner ise
˜˜Ref (TPersoon))
• het veralgemeend gestructureerd type TDatum met specificatie:
TDatum = ˜˜Struct TDatum (Dag is TDag;
Maand is TMaand;
Jaar is ˜˜Integer)
• het veralgemeend gestructureerd type TGezondheidsrisico met specificatie:
TGezondheidsrisico = ˜˜Struct TGezondheidsrisico (Risico ise TRisicofactor;
Omschrijving ise
˜˜String)
• het veralgemeend gestructureerd type TGezondheidstoestand met specificatie:





• het veralgemeend gestructureerd type THandeling met specificatie:
THandeling = ˜˜Struct THandeling (Omschrijving ise ˜˜String;
Zorgenverstrekker ise
˜˜Ref (TZorgenverstrekker))
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• het veralgemeend gestructureerd type TInstelling met specificatie:
TInstelling = ˜˜Struct TInstelling (Naam ise ˜˜String;
Type isv TType instelling;
Adres ise TAdres)
• het veralgemeend gestructureerd type TMedicijnvoorschrift met specificatie:
TMedicijnvoorschrift = ˜˜Struct TMedicijnvoorschrift (Nomenclatuur ise ˜˜String;
Dosering ise
˜˜String)
• het veralgemeend gestructureerd type TMeetresultaat met specificatie:
TMeetresultaat = ˜˜Struct TMeetresultaat (Waarde is ˜˜Real;
Datum ise TDatum)
• het veralgemeend gestructureerd type TZiekteverzekering met specificatie:
TZiekteverzekering = ˜˜Struct TZiekteverzekering (Mutualiteit ise ˜˜String;
Aansluitingsnummer ise
˜˜String)
Hiermee zijn alle veralgemeende constructietypes gegeven die nodig zijn voor de opbouw van de be-
schouwde veralgemeende objecttypes.
Het veralgemeend objecttype TPersoon en zijn instanties
De typespecificatie van het veralgemeend objecttype TPersoon wordt gegeven als:






Burgerlijke stand ise TBurgerlijke stand;
Ouders ise ˜˜SetRef (TPersoon);
Kinderen ise
˜˜ListRef (TPersoon);
Adreswijziging ise Signat((Nieuw adres ise TAdres)→ ˜˜Void);
Wijzig burgerlijke stand ise Signat((Nieuwe burg stand ise TBurgerlijke stand)→ ˜˜Void);
V oeg kind toe ise Signat((Nieuw kind ise ˜˜Ref (TPersoon))→ ˜˜Void))
Voor dit objecttype worden de volgende directe instanties ingevoerd:
[oidPersoon1, ∅, TPersoon,Struct(Naam : {1/{1/“Janssens”}};
V oornamen : {1/{1/List({1/{1/“Raymond”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/12}};Maand : {1/{1/4}};
Jaar : {1/{1/1934}})}};
Geslacht : {1/{1/mannelijk}};
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Burgerlijke stand : {1/{1/Struct(Statuut : {1/{1/weduwnaar}};
Partner : {1/{1/oidPatient1}})}};
Ouders : {1/{1/⊥SetRef (TPersoon)}};
Kinderen : {1/{1/List({1/{1/oidPatient2}}, {1/{1/oidPatient3}})}}), 1, 0, 0]
[oidPersoon2, ∅, TPersoon,Struct(Naam : {1/{1/“Peeters”}};
V oornamen : {1/{1/List({1/{1/“Herman”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/4}};Maand : {1/{1/4}};
Jaar : {1/{1/1938}})}};
Geslacht : {1/{1/mannelijk}};






Burgerlijke stand : {1/{1/Struct(Statuut : {1/{1/gehuwd}};
Partner : {1/{1/oidPersoon3}})}};
Ouders : {1/{1/⊥SetRef (TPersoon)}};
Kinderen : {1/{1/List({1/{1/oidPersoon4}})}}), 1, 0, 0]
[oidPersoon3, ∅, TPersoon,Struct(Naam : {1/{1/“Van Durme”}};
V oornamen : {1/{1/List({1/{1/“Maria”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/27}};Maand : {1/{1/7}};
Jaar : {1/{1/1941}})}};
Geslacht : {1/{1/vrouwelijk}};






Burgerlijke stand : {1/{1/Struct(Statuut : {1/{1/gehuwd}};
Partner : {1/{1/oidPersoon2}})}};
Ouders : {1/{1/⊥SetRef (TPersoon)}};
Kinderen : {1/{1/List({1/{1/oidPersoon4}})}}), 1, 0, 0]
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[oidPersoon4, ∅, TPersoon,Struct(Naam : {1/{1/“Peeters”}};
V oornamen : {1/{1/List({1/{1/“An”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/28}};Maand : {1/{1/8}};
Jaar : {1/{1/1957}})}};
Geslacht : {1/{1/vrouwelijk}};










Kinderen : {1/{1/List({1/{1/oidPatient4}})}}), 1, 0, 0]
Het veralgemeend objecttype TPatient en zijn instanties
De typespecificatie van het veralgemeend objecttype TPatient wordt gegeven als:




















V erwerk meetresultaten ise Signat((Meetresultaten ise ˜˜List(TMeetresultaat))→ ˜˜Void);
V erwerk consultaties ise Signat((Consultaties ise ˜˜ListRef (TConsultatie))→ ˜˜Void);
V oeg kind toe ise Signat((Nieuw kind ise ˜˜Ref (TPatient))→ ˜˜Void))
Voor dit objecttype worden de volgende instanties ingevoerd:
[oidPatient1, ∅, TPatient,Struct(Naam : {1/{1/“Borre”}};
V oornamen : {1/{1/List({1/{1/“Magda”}}, {1/{1/“Helena”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/6}};Maand : {1/{1/6}};
Jaar : {1/{1/1936}})}};
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Geslacht : {1/{1/vrouwelijk}};
Thuisadres : {1/{1/⊥TAdres}};
Burgerlijke stand : {1/{1/Struct(Statuut : {1/{1/overleden}};
Partner : {1/{1/oidPersoon1}})}};












Anamnese : {1/{1/List({1/{1/oidProbleem11}}, {1/{1/oidProbleem12}},
{1/{1/oidProbleem13}}, {1/{1/oidProbleem14}}, {1/{1/oidProbleem15}})}};
Consultaties : {1/{1/List({1/{1/oidConsultatie11}}, {1/{1/oidConsultatie12}},
{1/{1/oidConsultatie13}}, {1/{1/oidConsultatie14}},
{1/{1/oidConsultatie15}})}}), 1, 0, 0]
[oidPatient2, ∅, TPatient,Struct(
Naam : {1/{1/“Janssens”}};
V oornamen : {1/{1/List({1/{1/“Jan”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/28}};Maand : {1/{1/10}};
Jaar : {1/{1/1955}})}};
Geslacht : {1/{1/mannelijk}};






Burgerlijke stand : {1/{1/Struct(Statuut : {1/{1/gehuwd}};
Partner : {1/{1/oidPersoon4}})}};
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Bloeddruk : {1/{1/List({1/{1/Struct(Bovendruk : {1/{pi(x; 1, 12.5)/x|
∀ x ∈ domReal : pi(x; 1, 12.5) > 0}};
Onderdruk : {1/{pi(x; 1, 7.5)/x|∀ x ∈ domReal : pi(x; 1, 7.5) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/15}};Maand : {1/{1/9}};
Jaar : {1/{1/1998}})}})}},
{1/{1/Struct(Bovendruk : {1/{pi(x; 1, 11)/x|
∀ x ∈ domReal : pi(x; 1, 11) > 0}};
Onderdruk : {1/{pi(x; 1, 9)/x|∀ x ∈ domReal : pi(x; 1, 9) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/12}};Maand : {1/{1/11}};
Jaar : {1/{1/1998}})}})}})}};
Lichaamslengte : {1/{1/List({1/{1/Struct(Waarde : {1/{pi(x; 0.1, 1.78)/x|
∀ x ∈ domReal : pi(x; 0.1, 1.78) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/15}};Maand : {1/{1/9}};
Jaar : {1/{1/1998}})}})}})}};
Lichaamsgewicht : {1/{1/List({1/{1/Struct(Waarde : {1/{pi(x; 0.5, 107.6)/x|
∀ x ∈ domReal : pi(x; 0.5, 107.6) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/15}};Maand : {1/{1/9}};
Jaar : {1/{1/1998}})}})}},
{1/{1/Struct(Waarde : {1/{pi(x; 0.5, 101.3)/x|
∀ x ∈ domReal : pi(x; 0.5, 101.3) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/12}};Maand : {1/{1/11}};
Jaar : {1/{1/1998}})}})}})}};
Gezondheidsrisicos : {1/{.8/{1/{1/Struct(Risico : {1/{1/tabakgebruik}};
Omschrijving : {1/{1/“1 pakje sigaretten per dag”}})}}}};
Gezondheid : {1/{1/Struct(Fysisch : {1/{1/“Zwak”}};
Mentaal : {1/{.7/“Slecht”}};Cognitief : {1/{.8/“OK”}})}};
Allergieen : {.9/{1/“geen”}};
Anamnese : {1/{1/List({1/{1/oidProbleem21}}, {1/{1/oidProbleem22}})}};
Consultaties : {1/{1/List({1/{1/oidConsultatie21}}, {1/{1/oidConsultatie22}})}}), 1, 0, 0]
[oidPatient3, ∅, TPatient,Struct(
Naam : {1/{1/“Janssens”}};
V oornamen : {1/{1/List({1/{1/“Kathy”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/19}};Maand : {1/{1/2}};
Jaar : {1/{1/1960}})}};
Geslacht : {1/{1/vrouwelijk}};






Burgerlijke stand : {1/{1/Struct(Statuut : {1/{1/ongehuwd}};
Partner : {1/{1/⊥Ref(TPersoon)}})}};
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Ouders : {1/{1/Set({1/{1/oidPersoon1}}, {1/{1/oidPatient1}})}};
Kinderen : {1/{1/List( )}};
PatientID : {1/{1/“BE-1089-D-670219”}};




Bloeddruk : {1/{1/List({1/{1/Struct(Bovendruk : {1/{pi(x; 1, 13)/x|
∀ x ∈ domReal : pi(x; 1, 13) > 0}};
Onderdruk : {1/{pi(x; 1, 6)/x|∀ x ∈ domReal : pi(x; 1, 6) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/22}};Maand : {1/{1/8}};
Jaar : {1/{1/1997}})}})}},
{1/{1/Struct(Bovendruk : {1/{pi(x; 1, 13)/x|
∀ x ∈ domReal : pi(x; 1, 13) > 0}};
Onderdruk : {1/{pi(x; 1, 8)/x|∀ x ∈ domReal : pi(x; 1, 8) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/12}};Maand : {1/{1/8}};
Jaar : {1/{1/1998}})}})}})}};
Lichaamslengte : {1/{1/List({1/{1/Struct(Waarde : {1/{pi(x; 0.1, 1.65)/x|
∀ x ∈ domReal : pi(x; 0.1, 1.65) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/22}};Maand : {1/{1/8}};
Jaar : {1/{1/1997}})}})}})}};
Lichaamsgewicht : {1/{1/List({1/{1/Struct(Waarde : {1/{pi(x; 0.5, 61.3)/x|
∀ x ∈ domReal : pi(x; 0.5, 61.3) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/22}};Maand : {1/{1/8}};
Jaar : {1/{1/1997}})}})}},
{1/{1/Struct(Waarde : {1/{pi(x; 0.5, 59.0)/x|
∀ x ∈ domReal : pi(x; 0.5, 59.0) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/12}};Maand : {1/{1/8}};
Jaar : {1/{1/1998}})}})}})}};
Gezondheidsrisicos : {1/{1/⊥TGezondheidsrisico}};
Gezondheid : {1/{1/Struct(Fysisch : {1/{.9/“OK”}};
Mentaal : {1/{.9/“Zwak”}};Cognitief : {1/{1/“OK”}})}};
Allergieen : {1/{1/“huisstofmijt”}};
Anamnese : {1/{1/List({1/{1/oidProbleem31}}, {1/{1/oidProbleem32}},
{1/{1/oidProbleem33}})}};
Consultaties : {1/{1/List({1/{1/oidConsultatie31}}, {1/{1/oidConsultatie32}},
{1/{1/oidConsultatie33}})}}), 1, 0, 0]
[oidPatient4, ∅, TPatient,Struct(
Naam : {1/{1/“Janssens”}};
V oornamen : {1/{1/List({1/{1/“Kurt”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/23}};Maand : {1/{1/9}};
Jaar : {1/{1/1992}})}};
Geslacht : {1/{1/mannelijk}};
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Burgerlijke stand : {1/{1/Struct(Statuut : {1/{1/ongehuwd}};
Partner : {1/{1/⊥Ref(TPersoon)}})}};
Ouders : {1/{1/Set({1/{1/oidPatient2}}, {1/{1/oidPersoon4}})}};






Lichaamslengte : {1/{1/List({1/{1/Struct(Waarde : {1/{pi(x; 0.1, 1.17)/x|
∀ x ∈ domReal : pi(x; 0.1, 1.17) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/30}};Maand : {1/{1/4}};
Jaar : {1/{1/1997}})}})}},
{1/{1/Struct(Waarde : {1/{pi(x; 0.1, 1.20)/x|
∀ x ∈ domReal : pi(x; 0.1, 1.20) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/6}};Maand : {1/{1/11}};
Jaar : {1/{1/1998}})}})}})}};
Lichaamsgewicht : {1/{1/List({1/{1/Struct(Waarde : {1/{pi(x; 0.5, 18.1)/x|
∀ x ∈ domReal : pi(x; 0.5, 18.1) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/30}};Maand : {1/{1/4}};
Jaar : {1/{1/1997}})}})}},
{1/{1/Struct(Waarde : {1/{pi(x; 0.5, 19.7)/x|
∀ x ∈ domReal : pi(x; 0.5, 19.7) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/6}};Maand : {1/{1/11}};
Jaar : {1/{1/1998}})}})}})}};
Gezondheidsrisicos : {1/{1/⊥TGezondheidsrisico}};
Gezondheid : {1/{1/Struct(Fysisch : {1/{1/“OK”}};
Mentaal : {1/{1/“OK”}};Cognitief : {1/{1/“OK”}})}};
Allergieen : {1/{.7/“huisstofmijt”, 1/“penicilline”}};
Anamnese : {1/{1/List({1/{1/oidProbleem41}}, {1/{1/oidProbleem42}},
{1/{1/oidProbleem43}})}};
Consultaties : {1/{1/List({1/{1/oidConsultatie41}}, {1/{1/oidConsultatie42}},
{1/{1/oidConsultatie43}})}}), 1, 0, 0]
[oidPatient5, ∅, TPatient,Struct(
Naam : {1/{1/“Bosman”}};
V oornamen : {1/{1/List({1/{1/“Karel”}})}};
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Geboortedatum : {1/{1/Struct(Dag : {1/{1/2}};Maand : {1/{1/1}};
Jaar : {1/{1/1970}})}};
Geslacht : {1/{1/mannelijk}};






Burgerlijke stand : {1/{1/⊥TBurgerlijke stand}};
Ouders : {1/{1/⊥SetRef (TPersoon)}};
Kinderen : {1/{1/⊥ListRef (TPersoon)}};
PatientID : {1/{1/“700102-029M27”}};




Bloeddruk : {1/{1/List({1/{1/Struct(Bovendruk : {1/{pi(x; 1, 9)/x|
∀ x ∈ domReal : pi(x; 1, 9) > 0}};
Onderdruk : {1/{pi(x; 1, 2)/x|∀ x ∈ domReal : pi(x; 1, 2) > 0}};
Datum : {1/{1/Struct(Dag : {1/{1/22}};Maand : {1/{1/12}};
Jaar : {1/{1/1997}})}})}})}};
Lichaamslengte : {1/{1/List( )}};





Consultaties : {1/{1/List({1/{1/oidConsultatie51}})}}), 1, 0, 0]
Het veralgemeend objecttype TZorgenverstrekker en zijn instanties
De typespecificatie van het veralgemeend objecttype TZorgenverstrekker wordt gegeven als:
˜˜Class TZorgenverstrekker : TPersoon (
Identificatie ise
˜˜String;
RIZIV -nummer ise ˜˜String;
Functiespecificatie ise TFunctie;
Specialisatie ise ˜˜Set(TSpecialisatie);
V erbonden aan isv TInstelling;
Telefoonnummer ise
˜˜String;
GSM -nummer ise ˜˜String;
Faxnummer ise
˜˜String;
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Consultaties ise
˜˜ListRef (TConsultatie);
Handelingen ise ˜˜SetRef (TBehandeling);
Wijzigen instelling ise Signat((Nieuwe instelling : TInstelling)→ ˜˜Void);
V erwerk consultaties ise Signat((Consultaties : ˜˜ListRef (TConsultatie)→ ˜˜Void);
V erwerk behandelingen ise Signat((Behandelingen : ˜˜SetRef (TBehandeling)→ ˜˜Void))
Voor dit objecttype worden de volgende instanties ingevoerd:
[oidV erstrekker1, ∅,TZorgenverstrekker,Struct(
Naam : {1/{1/“Foucart”}};
V oornamen : {1/{1/List({1/{1/“Walter”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/13}};Maand : {1/{1/7}};
Jaar : {1/{1/1946}})}};
Geslacht : {1/{1/mannelijk}};






Burgerlijke stand : {1/{1/Struct(Statuut : {1/{1/gehuwd}};
Partner : {1/{1/⊥Ref(TPersoon)}})}};
Ouders : {1/{1/⊥SetRef (TPersoon)}};
Kinderen : {1/{1/⊥ListRef (TPersoon)}};
Identificatie : {1/{1/“245-88-K45868”}};
RIZIV -nummer : {1/{1/“RZ-0014582”}};
Functiespecificatie : {1/{1/geneesheer}};
Specialisatie : {1/{1/Set({1/{1/chirurgie}})}};
V erbonden aan : {1/{1/Struct(Naam : {1/{1/“Onze-Lieve-Vrouw”}};
Type : {1/{1/ziekenhuis}};






Telefoonnummer : {1/{1/“053/240 29 39”}};
GSM -nummer : {1/{1/⊥String}};
Faxnummer : {1/{1/“053/240 29 77”}};
Consultaties : {1/{1/List({1/{1/oidConsultatie33}})}};
Handelingen : {1/{1/Set({1/{1/oidBehandeling32}},
{1/{1/oidBehandeling33}})}}), 1, 0, 0]
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[oidV erstrekker2, ∅,TZorgenverstrekker,Struct(
Naam : {1/{1/“De Groote”}};
V oornamen : {1/{1/List({1/{1/“Carla”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/18}};Maand : {1/{1/9}};
Jaar : {1/{1/1960}})}};
Geslacht : {1/{1/vrouwelijk}};






Burgerlijke stand : {1/{1/⊥TBurgerlijke stand}};
Ouders : {1/{1/⊥SetRef (TPersoon)}};
Kinderen : {1/{1/⊥ListRef (TPersoon)}};
Identificatie : {1/{1/“761-51-P21487”}};
RIZIV -nummer : {1/{1/“RZ-0116571”}};
Functiespecificatie : {1/{1/geneesheer}};
Specialisatie : {1/{1/Set( )}};
V erbonden aan : {1/{1/⊥TInstelling}};
Telefoonnummer : {1/{1/“054/33 24 58”}};
GSM -nummer : {1/{1/“075/55 21 23”}};
Faxnummer : {1/{1/“054/33 24 66”}};




Handelingen : {1/{1/Set({1/{1/oidBehandeling51}})}}), 1, 0, 0]
[oidV erstrekker3, ∅,TZorgenverstrekker,Struct(
Naam : {1/{1/“Geldof”}};
V oornamen : {1/{1/List({1/{1/“Hans”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/5}};Maand : {1/{1/11}};
Jaar : {1/{1/1953}})}};
Geslacht : {1/{1/mannelijk}};






Burgerlijke stand : {1/{1/⊥TBurgerlijke stand}};
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Ouders : {1/{1/⊥SetRef (TPersoon)}};
Kinderen : {1/{1/⊥ListRef (TPersoon)}};
Identificatie : {1/{1/“215-41-K689132”}};
RIZIV -nummer : {1/{1/“RZ-55468”}};
Functiespecificatie : {1/{1/dietist}};
Specialisatie : {1/{1/Set( )}};
V erbonden aan : {1/{1/⊥TInstelling}};
Telefoonnummer : {1/{1/“054/33 87 45”}};
GSM -nummer : {1/{1/⊥String}};
Faxnummer : {1/{1/⊥String}};
Consultaties : {1/{1/⊥ListRef (TConsultatie)}};
Handelingen : {1/{1/Set({1/{1/oidBehandeling12}}, {1/{1/oidBehandeling21}})}}), 1, 0, 0]
[oidV erstrekker4, ∅,TZorgenverstrekker,Struct(
Naam : {1/{1/“Martens”}};
V oornamen : {1/{1/List({1/{1/“Martine”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/16}};Maand : {1/{1/10}};
Jaar : {1/{1/1953}})}};
Geslacht : {1/{1/vrouwelijk}};






Burgerlijke stand : {1/{1/Struct(Statuut : {1/{1/gehuwd}};
Partner : {1/{1/⊥Ref(TPersoon)}})}};
Ouders : {1/{1/⊥SetRef (TPersoon)}};
Kinderen : {1/{1/⊥ListRef (TPersoon)}};
Identificatie : {1/{1/“289-16-G933174”}};
RIZIV -nummer : {1/{1/“RZ-0412222”}};
Functiespecificatie : {1/{1/geneesheer}};
Specialisatie : {1/{1/Set({1/{1/gynaecologie}}, {1/{1/obstetrie}})}};
V erbonden aan : {1/{1/Struct(Naam : {1/{1/“Onze-Lieve-Vrouw”}};
Type : {1/{1/ziekenhuis}};






Telefoonnummer : {1/{1/“02/350 54 54”}};
GSM -nummer : {1/{1/“075/221 87 89”}};
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Faxnummer : {1/{1/“02/350 50 22”}};
Consultaties : {1/{1/List({1/{1/oidConsultatie14}})}};
Handelingen : {1/{1/Set({1/{1/oidBehandeling13}},
{1/{1/oidBehandeling14}})}}), 1, 0, 0]
[oidV erstrekker5, ∅,TZorgenverstrekker,Struct(
Naam : {1/{1/“Van Belle”}};
V oornamen : {1/{1/List({1/{1/“Didier”}})}};
Geboortedatum : {1/{1/Struct(Dag : {1/{1/16}};Maand : {1/{1/10}};
Jaar : {1/{1/1951}})}};
Geslacht : {1/{1/mannelijk}};






Burgerlijke stand : {1/{1/⊥TBurgerlijke stand}};
Ouders : {1/{1/⊥SetRef (TPersoon)}};
Kinderen : {1/{1/⊥ListRef (TPersoon)}};
Identificatie : {1/{1/“365-52-O89427”}};
RIZIV -nummer : {1/{1/“RZ-0389324”}};
Functiespecificatie : {1/{1/geneesheer}};
Specialisatie : {1/{1/Set({1/{1/oncologie}})}};
V erbonden aan : {1/{1/Struct(Naam : {1/{1/“Onze-Lieve-Vrouw”}};
Type : {1/{1/ziekenhuis}};






Telefoonnummer : {1/{1/“053/240 19 17”}};
GSM -nummer : {1/{1/⊥String}};
Faxnummer : {1/{1/“053/240 12 11”}};
Consultaties : {1/{1/List({1/{1/oidConsultatie15}})}};
Handelingen : {1/{1/Set({1/{1/oidBehandeling15}},
{1/{1/oidBehandeling16}})}}), 1, 0, 0]
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Het veralgemeend objecttype TConsultatie en zijn instanties
De typespecificatie van het veralgemeend objecttype TConsultatie wordt gegeven als:







Voor dit objecttype worden de volgende instanties ingevoerd:
[oidConsultatie11, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/3}};Maand : {1/{1/1}}; Jaar : {1/{1/1997}})}};
Geneesheer : {1/{1/oidV erstrekker2}};
Patient : {1/{1/oidPatient1}};
Klacht : {1/{1/oidProbleem11}}), 1, 0, 0]
[oidConsultatie12, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/5}};Maand : {1/{1/2}}; Jaar : {1/{1/1997}})}};
Geneesheer : {1/{1/oidV erstrekker2}};
Patient : {1/{1/oidPatient1}};
Klacht : {1/{1/oidProbleem12}}), 1, 0, 0]
[oidConsultatie13, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/3}};Maand : {1/{1/3}}; Jaar : {1/{1/1997}})}};
Geneesheer : {1/{1/oidV erstrekker2}};
Patient : {1/{1/oidPatient1}};
Klacht : {1/{1/oidProbleem13}}), 1, 0, 0]
[oidConsultatie14, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/4}};Maand : {1/{1/3}}; Jaar : {1/{1/1997}})}};
Geneesheer : {1/{1/oidV erstrekker4}};
Patient : {1/{1/oidPatient1}};
Klacht : {1/{1/oidProbleem14}}), 1, 0, 0]
[oidConsultatie15, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/9}};Maand : {1/{1/3}}; Jaar : {1/{1/1997}})}};
Geneesheer : {1/{1/oidV erstrekker5}};
Patient : {1/{1/oidPatient1}};
Klacht : {1/{1/oidProbleem15}}), 1, 0, 0]
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[oidConsultatie21, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/15}};Maand : {1/{1/9}}; Jaar : {1/{1/1998}})}};
Geneesheer : {1/{1/oidV erstrekker2}};
Patient : {1/{1/oidPatient2}};
Klacht : {1/{1/oidProbleem21}}), 1, 0, 0]
[oidConsultatie22, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/12}};Maand : {1/{1/11}}; Jaar : {1/{1/1998}})}};
Geneesheer : {1/{1/oidV erstrekker2}};
Patient : {1/{1/oidPatient2}};
Klacht : {1/{1/oidProbleem22}}), 1, 0, 0]
[oidConsultatie31, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/22}};Maand : {1/{1/8}}; Jaar : {1/{1/1997}})}};
Geneesheer : {1/{1/oidV erstrekker2}};
Patient : {1/{1/oidPatient3}};
Klacht : {1/{1/oidProbleem31}}), 1, 0, 0]
[oidConsultatie32, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/12}};Maand : {1/{1/8}}; Jaar : {1/{1/1998}})}};
Geneesheer : {1/{1/oidV erstrekker2}};
Patient : {1/{1/oidPatient3}};
Klacht : {1/{1/oidProbleem32}}), 1, 0, 0]
[oidConsultatie33, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/12}};Maand : {1/{1/8}}; Jaar : {1/{1/1998}})}};
Geneesheer : {1/{1/oidV erstrekker1}};
Patient : {1/{1/oidPatient3}};
Klacht : {1/{1/oidProbleem33}}), 1, 0, 0]
[oidConsultatie41, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/30}};Maand : {1/{1/4}}; Jaar : {1/{1/1997}})}};
Geneesheer : {1/{1/oidV erstrekker2}};
Patient : {1/{1/oidPatient4}};
Klacht : {1/{1/oidProbleem41}}), 1, 0, 0]
[oidConsultatie42, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/3}};Maand : {1/{1/5}}; Jaar : {1/{1/1997}})}};
Geneesheer : {1/{1/oidV erstrekker2}};
Patient : {1/{1/oidPatient4}};
Klacht : {1/{1/oidProbleem42}}), 1, 0, 0]
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[oidConsultatie43, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/6}};Maand : {1/{1/11}}; Jaar : {1/{1/1998}})}};
Geneesheer : {1/{1/oidV erstrekker2}};
Patient : {1/{1/oidPatient4}};
Klacht : {1/{1/oidProbleem43}}), 1, 0, 0]
[oidConsultatie51, ∅, TConsultatie,Struct(
Datum : {1/{1/Struct(Dag : {1/{1/22}};Maand : {1/{1/12}}; Jaar : {1/{1/1997}})}};
Geneesheer : {1/{1/oidV erstrekker2}};
Patient : {1/{1/oidPatient5}};
Klacht : {1/{1/oidProbleem51}}), 1, 0, 0]
Het veralgemeend objecttype TProbleem en zijn instanties




V aststellingsdatum ise TDatum;
Diagnose(s) ise ˜˜SetRef (TDiagnose);
V astgesteld bij ise
˜˜Ref (TPatient);
V astgesteld tijdens ise
˜˜Ref (TConsultatie);
Ondersteuning isv Signat((Syndroom isv ˜˜String)→ ˜˜Ref (TDiagnose)))
Verder worden de volgende instanties ingevoerd:
[oidProbleem11, ∅,TProbleem,Struct(
Omschrijving : {1/{1/“loopneus”, .8/“hoest”, 1/“koude rillingen”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{.8/2, 1/3}};Maand : {1/{1/1}};
Jaar : {1/{1/1997}})}};
Diagnose(s) : {1/{1/Set({.9/{1/oidDiagnose11}})}};
V astgesteld bij : {1/{1/oidPatient1}};
V astgesteld tijdens : {1/{1/oidConsultatie11}}), 1, 0, 0]
[oidProbleem12, ∅,TProbleem,Struct(
Omschrijving : {1/{1/“evenwichtsstoornissen”, 1/“bewustzijn verliezen”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{1/⊥TDag}};Maand : {1/{.8/1, 1/2}};
Jaar : {1/{1/1997}})}};
Diagnose(s) : {1/{1/Set({.6/{1/oidDiagnose12}})}};
V astgesteld bij : {1/{1/oidPatient1}};
V astgesteld tijdens : {1/{1/oidConsultatie12}}), 1, 0, 0]
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[oidProbleem13, ∅,TProbleem,Struct(
Omschrijving : {1/{1/“verdachte knobbel in linkerborst”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{.8/21, 1/23, .8/24};Maand : {1/{1/2}};
Jaar : {1/{1/1997}})}};
Diagnose(s) : {1/{1/Set({.3/{1/oidDiagnose13}})}};
V astgesteld bij : {1/{1/oidPatient1}};
V astgesteld tijdens : {1/{1/oidConsultatie13}}), 1, 0, 0]
[oidProbleem14, ∅,TProbleem,Struct(
Omschrijving : {.3/{1/{“tumor in linkerborst”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{.8/21, 1/23, .8/24};Maand : {1/{1/2}};
Jaar : {1/{1/1997}})}};
Diagnose(s) : {1/{1/Set({1/{1/oidDiagnose14}})}};
V astgesteld bij : {1/{1/oidPatient1}};
V astgesteld tijdens : {1/{1/oidConsultatie14}}), 1, 0, 0]
[oidProbleem15, ∅,TProbleem,Struct(
Omschrijving : {1/{1/“nabehandeling tumor linkerborst”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{.8/21, 1/23, .8/24};Maand : {1/{1/2}};
Jaar : {1/{1/1997}})}};
Diagnose(s) : {1/{1/Set({1/{1/oidDiagnose15}})}};
V astgesteld bij : {1/{1/oidPatient1}};
V astgesteld tijdens : {1/{1/oidConsultatie15}}), 1, 0, 0]
[oidProbleem21, ∅,TProbleem,Struct(
Omschrijving : {1/{1/“oververmoeidheid”, 1/“spierpijn”, 1/“slapeloosheid”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{1/⊥TDag}};Maand : {1/{1/9}};
Jaar : {1/{1/1998}})}};
Diagnose(s) : {1/{1/Set({1/{1/oidDiagnose12}}, {.8/{1/oidDiagnose22}})}};
V astgesteld bij : {1/{1/oidPatient2}};
V astgesteld tijdens : {1/{1/oidConsultatie21}}), 1, 0, 0]
[oidProbleem22, ∅,TProbleem,Struct(
Omschrijving : {1/{1/“moeheid”, 1/“spierpijn”, .7/“hoofdpijn”, 1/“slapeloosheid”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{1/⊥TDag}};Maand : {1/{1/11}};
Jaar : {1/{1/1998}})}};
Diagnose(s) : {1/{1/Set({1/{1/oidDiagnose23}})}};
V astgesteld bij : {1/{1/oidPatient2}};
V astgesteld tijdens : {1/{1/oidConsultatie22}}), 1, 0, 0]
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[oidProbleem31, ∅,TProbleem,Struct(
Omschrijving : {1/{1/“loopneus”, .9/“hoest”, 1/“keelpijn”, .7/“hoofdpijn”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{1/21}};Maand : {1/{1/8}};
Jaar : {1/{1/1997}})}};
Diagnose(s) : {1/{1/Set({.9/{1/oidDiagnose31}})}};
V astgesteld bij : {1/{1/oidPatient3}};
V astgesteld tijdens : {1/{1/oidConsultatie31}}), 1, 0, 0]
[oidProbleem32, ∅,TProbleem,Struct(
Omschrijving : {1/{1/“buikpijn rechts onderaan”, 1/“braken”, 1/“koorts”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{1/11}};Maand : {1/{1/8}};
Jaar : {1/{1/1998}})}};
Diagnose(s) : {1/{1/Set({.6/{1/oidDiagnose32}})}};
V astgesteld bij : {1/{1/oidPatient3}};
V astgesteld tijdens : {1/{1/oidConsultatie32}}), 1, 0, 0]
[oidProbleem33, ∅,TProbleem,Struct(
Omschrijving : {1/{1/“pijn rechter forsa iliaca”}, .6/{1/“blindedarmontsteking”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{1/11}};Maand : {1/{1/8}};
Jaar : {1/{1/1998}})}};
Diagnose(s) : {1/{1/Set({1/{1/oidDiagnose33}})}};
V astgesteld bij : {1/{1/oidPatient3}};
V astgesteld tijdens : {1/{1/oidConsultatie33}}), 1, 0, 0]
[oidProbleem41, ∅,TProbleem,Struct(
Omschrijving : {1/{1/“koorts”, .6/“keelpijn”, 1/“hoofdpijn”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{1/30}};Maand : {1/{1/4}};
Jaar : {1/{1/1997}})}};
Diagnose(s) : {1/{1/Set({1/{1/oidDiagnose41}})}, {1/Set({1/{1/oidDiagnose44}})}};
V astgesteld bij : {1/{1/oidPatient4}};
V astgesteld tijdens : {1/{1/oidConsultatie41}}), 1, 0, 0]
[oidProbleem42, ∅,TProbleem,Struct(
Omschrijving : {1/{1/“rode uitslag”, .8/“keelpijn”, .6“hoofdpijn”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{1/3}};Maand : {1/{1/5}};
Jaar : {1/{1/1997}})}};
Diagnose(s) : {1/{1/Set({1/{1/oidDiagnose42}})}};
V astgesteld bij : {1/{1/oidPatient4}};
V astgesteld tijdens : {1/{1/oidConsultatie42}}), 1, 0, 0]
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[oidProbleem43, ∅,TProbleem,Struct(
Omschrijving : {1/1/{“loopneus”, .8/“hoest”, 1/“koorts”, 1/“huiduitslag”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{1/6}};Maand : {1/{1/11}};
Jaar : {1/{1/1998}})}};
Diagnose(s) : {1/{1/Set({1/{1/oidDiagnose43}})}};
V astgesteld bij : {1/{1/oidPatient4}};
V astgesteld tijdens : {1/{1/oidConsultatie43}}), 1, 0, 0]
[oidProbleem51, ∅,TProbleem,Struct(
Omschrijving : {1/{1/“gevallen diabetes-patie¨nt met snijwonde in voorhoofd”}};
V aststellingsdatum : {1/{1/Struct(Dag : {1/{1/22}};Maand : {1/{1/12}};
Jaar : {1/{1/1997}})}};
Diagnose(s) : {1/{1/Set({1/{1/oidDiagnose51}}, {1/{1/oidDiagnose52}})}};
V astgesteld bij : {1/{1/oidPatient5}};
V astgesteld tijdens : {1/{1/oidConsultatie51}}), 1, 0, 0]
Het veralgemeend objecttype TDiagnose en zijn instanties






V astgestelde symptomen isv
˜˜String;
V oor probleem ise
˜˜Ref (TProbleem);
Behandeling(en) ise ˜˜SetRef (TBehandeling);
Ondersteuning isv Signat((Diagnose isv ˜˜Ref (TDiagnose))→ ˜˜Ref (TBehandeling)))
Verder worden de volgende instanties ingevoerd:
[oidDiagnose11, ∅,TDiagnose,Struct(
Nomenclatuur : {1/{1/“bacterie¨le verkoudheid”}};
Bijzonderheden : {1/{1/“opvallend zware hoest”}};
V astgestelde symptomen : {1/{1/“verstopte neus”, 1/“hoest”, .8/“rode keel”}};
V oor probleem : {1/{1/oidProbleem11}};
Behandeling(en) : {1/{1/Set({1/{1/oidBehandeling11}})}}), 1, 0, 0]
[oidDiagnose12, ∅,TDiagnose,Struct(
Nomenclatuur : {1/{1/“orthostatische hypotensie”}};
Bijzonderheden : {1/{1/⊥String}};
V astgestelde symptomen : {1/{1/“lage bloeddruk”, .8/“vermoeidheid”, 1/“evenwichtsstoornissen”}};
V oor probleem : {1/{1/oidProbleem12}};
Behandeling(en) : {1/{1/Set({1/{1/oidBehandeling12}})}}), 1, 0, 0]




V astgestelde symptomen : {1/{1/“vaste onregelmatige knobbel in linkerborst”,
.7/“gezwollen lymfeklieren”}};
V oor probleem : {1/{1/oidProbleem13}};
Behandeling(en) : {1/{1/Set({1/{1/oidBehandeling13}})}}), 1, 0, 0]
[oidDiagnose14, ∅,TDiagnose,Struct(
Nomenclatuur : {1/{1/“tumor in linkerborst”}};
Bijzonderheden : {.9/{1/“in vergevorde staat”}};
V astgestelde symptomen : {1/{1/“tumor in linkerborst”, 1/“kankercellen in lymfeknopen”}};
V oor probleem : {1/{1/oidProbleem14}};
Behandeling(en) : {1/{1/Set({1/{1/oidBehandeling14}}, {1/{1/oidBehandeling15}})}}), 1, 0, 0]
[oidDiagnose15, ∅,TDiagnose,Struct(
Nomenclatuur : {1/{1/“borstkanker”}};
Bijzonderheden : {1/{1/“metastasis naar lever, maag en slokdarm”}};
V astgestelde symptomen : {1/{1/“positieve labotesten voor lever, maag en slokdarm”}};
V oor probleem : {1/{1/oidProbleem15}};




V astgestelde symptomen : {1/{1/“overgewicht”}};
V oor probleem : {1/{1/oidProbleem21}};




V astgestelde symptomen : {1/{1/“duizeligheid”, 1/“slapeloosheid”, 1/“moeheid”, .8/“hoofdpijn”,
.8/“spierpijn”, 1/“droge ogen”, 1/“droge mond”}};
V oor probleem : {1/{1/oidProbleem21}};
Behandeling(en) : {1/{1/Set({1/{1/oidBehandeling22}})}}), 1, 0, 0]




V astgestelde symptomen : {1/{1/“duizeligheid”, 1/“slapeloosheid”, 1/“moeheid”,
.4/“hoofdpijn”, 1/“droge ogen”, 1/“droge mond”}};
V oor probleem : {1/{1/oidProbleem22}};
Behandeling(en) : {1/{1/Set({1/{1/oidBehandeling23}})}}), 1, 0, 0]
[oidDiagnose31, ∅,TDiagnose,Struct(
Nomenclatuur : {1/{1/“bacterie¨le verkoudheid”}};
Bijzonderheden : {1/{1/⊥String}};
V astgestelde symptomen : {1/{1/“verstopte neus”, 1/“hoest”}};
V oor probleem : {1/{1/oidProbleem31}};




V astgestelde symptomen : {1/{1/“buikpijn”, 1/“braken”, 1/“koorts”}};
V oor probleem : {1/{1/oidProbleem32}};




V astgestelde symptomen : {1/{1/“verhoogde leukocytose”, .8/“stijgende sedimentatie”,
1/“stijgende CRP”, 1/“koorts”, 1/“buikpijn RFI”}};
V oor probleem : {1/{1/oidProbleem33}};
Behandeling(en) : {1/{1/Set({1/{1/oidBehandeling33}})}}), 1, 0, 0]
[oidDiagnose41, ∅,TDiagnose,Struct(
Nomenclatuur : {1/{1/“virale infectie”}};
Bijzonderheden : {1/{1/⊥String}};
V astgestelde symptomen : {1/{1/“koorts”, .7/“rode keel”, 1/“hoofdpijn”}};
V oor probleem : {1/{1/oidProbleem41}};
Behandeling(en) : {1/{1/Set({1/{1/oidBehandeling41}})), 1, 0, 0]




V astgestelde symptomen : {1/{1/“rode uitslag”, 1/“keelontsteking”, 1/“hoofdpijn”}};
V oor probleem : {1/{1/oidProbleem42}};




V astgestelde symptomen : {1/{1/“koorts”, 1/“loopneus”, 1/“waterige ogen”, .8/“vlekken”,
.8/“hoest”, 1/“huiduitslag”}};
V oor probleem : {1/{1/oidProbleem43}};
Behandeling(en) : {1/{1/Set({1/{1/oidBehandeling43}})}}), 1, 0, 0]
[oidDiagnose44, ∅,TDiagnose,Struct(
Nomenclatuur : {1/{1/“bacterie¨le infectie”}};
Bijzonderheden : {1/{1/⊥String}};
V astgestelde symptomen : {1/{1/“koorts”, .7/“rode keel”, 1/“hoofdpijn”}};
V oor probleem : {1/{1/oidProbleem43}};
Behandeling(en) : {1/{1/Set({1/{1/oidBehandeling41}})}}), 1, 0, 0]
[oidDiagnose51, ∅,TDiagnose,Struct(
Nomenclatuur : {1/{1/“snijwonde voorhoofd”}};
Bijzonderheden : {1/{1/⊥String}};
V astgestelde symptomen : {1/{1/⊥String}};
V oor probleem : {1/{1/oidProbleem51}};




V astgestelde symptomen : {1/{1/“bewustzijnsverlies”, 1/“zweten”, 1/“bleke huidskleur”}};
V oor probleem : {1/{1/oidProbleem51}};
Behandeling(en) : {1/{1/Set({1/{1/oidBehandeling52}})}}), 1, 0, 0]
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Het veralgemeend objecttype TBehandeling en zijn instanties











Verder worden de volgende instanties ingevoerd:
[oidBehandeling11,∅, TBehandeling,Struct(
Handeling : {1/{1/⊥THandeling}};
Medicatie : {1/{1/Set({1/{1/Struct(Nomenclatuur : {1/{1/“Amoxicillinum 500 mg”}};
Dosering : {1/{1/“3/dag”}})}},
{1/{1/Struct(Nomenclatuur : {1/{1/“Carbocisteinum 150 ml”}};
Dosering : {1/{1/“3/dag”}})}},
{1/{1/Struct(Nomenclatuur : {1/{1/“Oxymetaroline, Hydrochloride 15 ml”}};
Dosering : {1/{1/“3/dag”}})}})}};
Raadgeving(en) : {1/{1/“koude vermijden”}};
V oor diagnose : {1/{1/oidDiagnose11}};
Beoordeling : {1/{1/“goed herstel”}};
Complicaties : {1/{1/“geen”}}), 1, 0, 0]
[oidBehandeling12,∅, TBehandeling,Struct(
Handeling : {1/{1/Struct(Omschrijving : {1/{1/“zoutrijk dieet”}};
Zorgenverstrekker : {1/{1/oidV erstrekker3}})}};
Medicatie : {1/{1/Set({1/{1/Struct(Nomenclatuur : {1/{1/“Etilefrine 5 mg”}};
Dosering : {1/{1/“3/dag”}})}})}};
Raadgeving(en) : {1/{1/“geen bruuske bewegingen”}};
V oor diagnose : {1/{1/oidDiagnose12}};
Beoordeling : {1/{1/“blijvend onder controle houden”}};
Complicaties : {1/{1/“geen”}}), 1, 0, 0]
[oidBehandeling13,∅, TBehandeling,Struct(
Handeling : {1/{1/Struct(Omschrijving : {1/{1/“mogelijke tumor in linkerborst”}};
Zorgenverstrekker : {1/{1/oidV erstrekker4}})}};
Medicatie : {1/{1/Set( )}};
Raadgeving(en) : {1/{1/⊥String}};
V oor diagnose : {1/{1/oidDiagnose13}};
Beoordeling : {1/{1/⊥String}};
Complicaties : {1/{1/“patie¨nt overleden”}}), 1, 0, 0]
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[oidBehandeling14,∅, TBehandeling,Struct(
Handeling : {1/{1/Struct(Omschrijving : {1/{1/“amputatie van linkerborst”}};
Zorgenverstrekker : {1/{1/oidV erstrekker4}})}};
Medicatie : {1/{1/Set( )}};
Raadgeving(en) : {1/{1/⊥String}};
V oor diagnose : {1/{1/oidDiagnose14}};
Beoordeling : {1/{1/“nabehandeling noodzakelijk”}};
Complicaties : {1/{1/“geen”}}), 1, 0, 0]
[oidBehandeling15,∅, TBehandeling,Struct(
Handeling : {1/{1/Struct(Omschrijving : {1/{1/“nabehandeling borstkanker”}};
Zorgenverstrekker : {1/{1/oidV erstrekker5}})}};
Medicatie : {1/{1/Set( )}};
Raadgeving(en) : {1/{1/⊥String}};
V oor diagnose : {1/{1/oidDiagnose14}};
Beoordeling : {1/{1/“kanker te ver uitgezaaid”}};
Complicaties : {1/{1/“patie¨nt overleden”}}), 1, 0, 0]
[oidBehandeling16,∅, TBehandeling,Struct(
Handeling : {1/{1/Struct(Omschrijving : {1/{1/“chemotherapie”}};
Zorgenverstrekker : {1/{1/oidV erstrekker5}})}};
Medicatie : {1/{1/Set({1/{1/Struct(Nomenclatuur : {1/{1/“Adriamycin”}};
Dosering : {1/{1/⊥String}})}})}};
Raadgeving(en) : {1/{1/“geen vet voedsel; bij misselijkheid door mond ademen”}};
V oor diagnose : {1/{1/oidDiagnose15}};
Beoordeling : {1/{1/“ongunstige reactie”}};
Complicaties : {1/{1/“patie¨nt overleden op 4 juni 1998”}}), 1, 0, 0]
[oidBehandeling21,∅, TBehandeling,Struct(
Handeling : {1/{1/Struct(Omschrijving : {1/{1/“caloriearm dieet”}};
Zorgenverstrekker : {1/{1/oidV erstrekker3}})}};
Medicatie : {1/{1/Set( )}};
Raadgeving(en) : {1/{1/“sporten”}};
V oor diagnose : {1/{1/oidDiagnose21}};
Beoordeling : {1/{1/“gunstige evolutie”}};
Complicaties : {1/{1/“geen”}}), 1, 0, 0]
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[oidBehandeling22,∅, TBehandeling,Struct(
Handeling : {1/{1/⊥THandeling}};
Medicatie : {1/{1/Set({1/{1/Struct(Nomenclatuur : {1/{1/“Amytriptyline 25 mg”}};
Dosering : {1/{1/“3/dag”}})}})}};
Raadgeving(en) : {1/{1/“sporten, ontspanningsoefeningen”}};
V oor diagnose : {1/{1/oidDiagnose22}};
Beoordeling : {1/{1/⊥String}};
Complicaties : {1/{1/“geen”}}), 1, 0, 0]
[oidBehandeling23,∅, TBehandeling,Struct(
Handeling : {1/{1/⊥THandeling}};
Medicatie : {1/{1/Set({1/{1/Struct(Nomenclatuur : {1/{1/“Amytriptyline 50 mg”}};
Dosering : {1/{1/“3/dag”}})}})}};
Raadgeving(en) : {1/{1/“sporten, ontspanningsoefeningen”}};
V oor diagnose : {1/{1/oidDiagnose23}};
Beoordeling : {1/{1/⊥String}};
Complicaties : {1/{1/“geen”}}), 1, 0, 0]
[oidBehandeling31,∅, TBehandeling,Struct(
Handeling : {1/{1/⊥THandeling}};
Medicatie : {1/{1/Set({1/{1/Struct(Nomenclatuur : {1/{1/“Amoxicillinum 500 mg”}};
Dosering : {1/{1/“3/dag”}})}},
{1/{1/Struct(Nomenclatuur : {1/{1/“Carbocisteinum 150 ml”}};
Dosering : {1/{1/“3/dag”}})}},
{1/{1/Struct(Nomenclatuur : {1/{1/“Oxymetaroline, Hydrochloride 15 ml”}};
Dosering : {1/{1/“3/dag”}})}},
{1/{1/Struct(Nomenclatuur : {1/{1/“Paracetamol 500 mg”}};
Dosering : {1/{1/“3/dag”}})}})}};
Raadgeving(en) : {1/{1/⊥String}};
V oor diagnose : {1/{1/oidDiagnose31}};
Beoordeling : {1/{1/“goed herstel”}};
Complicaties : {1/{1/“geen”}}), 1, 0, 0]
[oidBehandeling32,∅, TBehandeling,Struct(
Handeling : {1/{1/Struct(Omschrijving : {1/{1/“pijn rechter forsa iliaca; appendicitis ?”}};
Zorgenverstrekker : {1/{1/oidV erstrekker1}})}};
Medicatie : {1/{1/Set( )}};
Raadgeving(en) : {1/{1/“Dringende hospitalisatie”}};
V oor diagnose : {1/{1/oidDiagnose32}};
Beoordeling : {1/{1/“goed herstel”}};
Complicaties : {1/{1/“geen”}}), 1, 0, 0]
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[oidBehandeling33,∅, TBehandeling,Struct(
Handeling : {1/{1/Struct(Omschrijving : {1/{1/“appendectomie”}};
Zorgenverstrekker : {1/{1/oidV erstrekker1}})}};
Handeling : {1/{1/⊥THandeling}};
Medicatie : {1/{1/Set( )}};
Raadgeving(en) : {1/{1/“rust”}};
V oor diagnose : {1/{1/oidDiagnose33}};
Beoordeling : {1/{1/“goed herstel”}};
Complicaties : {1/{1/“geen”}}), 1, 0, 0]
[oidBehandeling41,∅, TBehandeling,Struct(
Handeling : {1/{1/⊥THandeling}};
Medicatie : {1/{1/Set({1/{1/Struct(Nomenclatuur : {1/{1/“Paracetamol 200 mg”}};
Dosering : {1/{1/“3/dag”}})}})}};
Raadgeving(en) : {1/{1/“binnen blijven”}};
V oor diagnose : {1/{1/oidDiagnose41}};
Beoordeling : {1/{1/“aanzet van roodvonk”}};
Complicaties : {1/{1/“geen”}}), 1, 0, 0]
[oidBehandeling42,∅, TBehandeling,Struct(
Handeling : {1/{1/⊥THandeling}};
Medicatie : {1/{1/Set({1/{1/Struct(Nomenclatuur : {1/{1/“Erythromycine 250 mg”}};
Dosering : {1/{1/“4/dag”}})}})}};
Raadgeving(en) : {1/{1/⊥String}};
V oor diagnose : {1/{1/oidDiagnose42}};
Beoordeling : {1/{1/“goed herstel”}};
Complicaties : {1/{1/“geen”}}), 1, 0, 0]
[oidBehandeling43,∅, TBehandeling,Struct(
Handeling : {1/{1/⊥THandeling}};
Medicatie : {1/{1/Set({1/{1/Struct(Nomenclatuur : {1/{1/“Acetylsalicylzuur 200 mg”}};
Dosering : {1/{1/“3/dag”}})}})}};
Raadgeving(en) : {1/{1/“binnen blijven”}};
V oor diagnose : {1/{1/oidDiagnose43}};
Beoordeling : {1/{1/“goed herstel”}};
Complicaties : {1/{1/“geen”}}), 1, 0, 0]
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[oidBehandeling51,∅, TBehandeling,Struct(
Handeling : {1/{1/Struct(Omschrijving : {1/{1/“hechten snijwonde”}};
Zorgenverstrekker : {1/{1/oidV erstrekker2}})}};
Medicatie : {1/{1/Set({1/{1/Struct(Nomenclatuur : {1/{1/“Tetanus vaccin”}};
Dosering : {1/{1/⊥String}})}})}};
Raadgeving(en) : {1/{1/⊥String}};
V oor diagnose : {1/{1/oidDiagnose51}};
Beoordeling : {1/{1/“goed herstel”}};
Complicaties : {1/{1/“geen”}}), 1, 0, 0]
[oidBehandeling52,∅, TBehandeling,Struct(
Handeling : {1/{1/⊥THandeling}};
Medicatie : {1/{1/Set({1/{1/Struct(Nomenclatuur : {1/{1/“Glucagom vaccin”}};
Dosering : {1/{1/⊥String}})}})}};
Raadgeving(en) : {1/{1/“onder controle blijven”}};
V oor diagnose : {1/{1/oidDiagnose52}};
Beoordeling : {1/{1/⊥String}};
Complicaties : {1/{1/⊥String}}), 1, 0, 0]
B.3.2 De benodigde veralgemeende objectschema’s en hun
instantieverzamelingen
Met elk van de zeven veralgemeende objecttypes
TPersoon, TPatient, TZorgenverstrekker, TConsultatie, TProbleem, TDiagnose en TBehandeling
wordt er een veralgemeend objectschema gedefinieerd.
Het veralgemeend objectschema GOSPersoon en zijn instantieverzameling
Het veralgemeend objectschema GOSPersoon wordt gegeven als het quadruple
[GOSPersoon, TPersoon, ˜˜M, ˜˜CTPersoon]
waarbij:
• de naam van het veralgemeend objectschema GOSPersoon is;
• het veralgemeend objecttype TPersoon is;
• de betekenis ˜˜M gegeven wordt als:
“Dit veralgemeend objectschema wordt gebruikt als specificatie van de abstractie voor mensen,
zoals deze voorkomen in de ree¨le wereld.”





˜˜≥({1/{1/1890, .8/1889, .6/1888, .4/1887, .2/1886}},
TPersoon.Geboortedatum.Jaar)]}
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De instantieverzameling van het veralgemeend objectschema GOSPersoon is:
V instanceGOSPersoon = {oidPersoon1, oidPersoon2, oidPersoon3, oidPersoon4, oidPatient1, oidPatient2, oidPatient3,
oidPatient4, oidPatient5, oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4,
oidV erstrekker5}
Het veralgemeend objectschema GOSPatient en zijn instantieverzameling
Het veralgemeend objectschema GOSPatient wordt gegeven als het quadruple
[GOSPatient, TPatient, ˜˜M, ˜˜CTPatient]
waarbij:
• de naam van het veralgemeend objectschema GOSPatient is;
• het veralgemeend objecttype TPatient is;
• de betekenis ˜˜M gegeven wordt als:
“Dit veralgemeend objectschema wordt gebruikt als specificatie van de abstractie voor patie¨nten,
zoals deze voorkomen binnen de context van een kabinet van een huisarts.”















{1/{Πτ (x; 0, 3, 27, 30)/x|∀ x ∈ domReal : Πτ (x; 0, 3, 27, 30) > 0}},




{1/{Πτ (x; 0, 3, 27, 30)/x|∀ x ∈ domReal : Πτ (x; 0, 3, 27, 30) > 0}},





˜˜≥({1/{1/1890, .8/1889, .6/1888, .4/1887, .2/1886}},
TPatient.Bloeddruk.Datum.Jaar)],




{1/{Πτ (x; 0, 0, 2.2, 2.4)/x|∀ x ∈ domReal : Πτ (x; 0, 0, 2.2, 2.4) > 0}},
{Πτ (x; 0, 0, 2.2, 2.4)/x|∀ x ∈ domReal : Πτ (x; 0, 0, 2.2, 2.4) > 0})],
1/ ˜˜ρvalue{TPatient.Lichaamslengte.Datum.Jaar}[





{1/{Πτ (x; 1, 1, 350, 600)/x|∀ x ∈ domReal : Πτ (x; 1, 1, 350, 600) > 0}},
{Πτ (x; 1, 1, 350, 600)/x|∀ x ∈ domReal : Πτ (x; 1, 1, 350, 600) > 0})],
1/ ˜˜ρvalue{TPatient.Lichaamsgewicht.Datum.Jaar}[
˜˜≥({1/{1/1890, .8/1889, .6/1888, .4/1887, .2/1886}},
TPatient.Lichaamsgewicht.Datum.Jaar)]}
De instantieverzameling van het veralgemeend objectschema GOSPatient is:
V instanceGOSPatient = {oidPatient1, oidPatient2, oidPatient3, oidPatient4, oidPatient5}
Het veralgemeend objectschema GOSZorgenverstrekker en zijn instantieverzameling
Het veralgemeend objectschema GOSZorgenverstrekker wordt gegeven als het quadruple
[GOSZorgenverstrekker, TZorgenverstrekker, ˜˜M, ˜˜CTZorgenverstrekker]
waarbij:
• de naam van het veralgemeend objectschema GOSZorgenverstrekker is;
• het veralgemeend objecttype TZorgenverstrekker is;
• de betekenis ˜˜M gegeven wordt als:
“Dit veralgemeend objectschema wordt gebruikt als specificatie van de abstractie voor zorgen-
verstrekkers, zoals deze voorkomen in alle medische en paramedische sectoren.”
• en de verzameling ˜˜CTZorgenverstrekker opgebouwd is als:
˜˜CTZorgenverstrekker = {
1/ ˜˜ρcertain{TZorgenverstrekker.Identificatie}[ ],
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De instantieverzameling van het veralgemeende objectschema GOSZorgenverstrekker is:
V instanceGOSZorgenverstrekker =
{oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4, oidV erstrekker5}
Het veralgemeend objectschema GOSConsultatie en zijn instantieverzameling
Het veralgemeend objectschema GOSConsultatie wordt gegeven als het quadruple
[GOSConsultatie, TConsultatie, ˜˜M, ˜˜CTConsultatie]
waarbij:
• de naam van het veralgemeend objectschema GOSConsultatie is;
• het veralgemeend objecttype TConsultatie is;
• de betekenis ˜˜M gegeven wordt als:
“Dit veralgemeend objectschema wordt gebruikt als specificatie van de abstractie voor consultaties,
zoals deze door een geneesheer uitgevoerd worden.”








˜˜≥({1/{1/1890, .8/1889, .6/1888, .4/1887, .2/1886}},
TConsultatie.Datum.Jaar)]}
De instantieverzameling van het veralgemeend objectschema GOSConsultatie is:
V instanceGOSConsultatie = {oidConsultatie11, oidConsultatie12, oidConsultatie13, oidConsultatie14, oidConsultatie15,
oidConsultatie21, oidConsultatie22, oidConsultatie31, oidConsultatie32, oidConsultatie33,
oidConsultatie41, oidConsultatie42, oidConsultatie43, oidConsultatie51}
Het veralgemeend objectschema GOSProbleem en zijn instantieverzameling
Het veralgemeend objectschema GOSProbleem wordt gegeven als het quadruple
[GOSProbleem, TProbleem, ˜˜M, ˜˜CTProbleem]
waarbij:
• de naam van het veralgemeend objectschema GOSProbleem is;
• het veralgemeend objecttype TProbleem is;
• de betekenis ˜˜M gegeven wordt als:
“Dit veralgemeend objectschema wordt gebruikt als specificatie van de abstractie voor medische
problemen, zoals die kunnen voorkomen bij patie¨nten.”
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• en de verzameling ˜˜CTProbleem opgebouwd is als:
˜˜CTProbleem = {
1/ ˜˜ρcertain{TProbleem.Omschrijving}[ ],
1/ ˜˜ρcertain{TProbleem.V astgesteld bij}[ ],
1/ ˜˜ρcertain{TProbleem.V astgesteld tijdens}[ ],
1/ ˜˜ρnot null{TProbleem.Omschrijving}[ ],
1/ ˜˜ρvalue{TProbleem.V aststellingsdatum.Jaar}[
˜˜≥({1/{1/1890, .8/1889, .6/1888, .4/1887, .2/1886}},
TProbleem.V aststellingsdatum.Jaar)]}
De instantieverzameling van het veralgemeend objectschema GOSProbleem is:
V instanceGOSProbleem = {oidProbleem11, oidProbleem12, oidProbleem13, oidProbleem14, oidProbleem15, oidProbleem21,
oidProbleem22, oidProbleem31, oidProbleem32, oidProbleem33, oidProbleem41, oidProbleem42,
oidProbleem43, oidProbleem51}
Het veralgemeend objectschema GOSDiagnose en zijn instantieverzameling
Het veralgemeend objectschema GOSDiagnose wordt gegeven als het quadruple
[GOSDiagnose, TDiagnose, ˜˜M, ˜˜CTDiagnose]
waarbij:
• de naam van het veralgemeend objectschema GOSDiagnose is;
• het veralgemeend objecttype TDiagnose is;
• de betekenis ˜˜M gegeven wordt als:
“Dit veralgemeend objectschema wordt gebruikt als specificatie van de abstractie voor medische
diagnose’s, zoals deze door een geneesheer opgemaakt worden.”
• en de verzameling ˜˜CTDiagnose opgebouwd is als:
˜˜CTDiagnose = {
1/ ˜˜ρcertain{TDiagnose.Nomenclatuur}[ ],
1/ ˜˜ρcertain{TDiagnose.V oor probleem}[ ],
1/ ˜˜ρcertain{TDiagnose.Behandeling(en)}[ ],
1/ ˜˜ρnot null{TDiagnose.Nomenclatuur}[ ],
1/ ˜˜ρnot null{TDiagnose.V oor probleem}[ ]}
De instantieverzameling van het veralgemeend objectschema GOSDiagnose is:
V instanceGOSDiagnose = {oidDiagnose11, oidDiagnose12, oidDiagnose13, oidDiagnose14, oidDiagnose15, oidDiagnose21,
oidDiagnose22, oidDiagnose23, oidDiagnose31, oidDiagnose32, oidDiagnose33, oidDiagnose41,
oidDiagnose42, oidDiagnose43, oidDiagnose44, oidDiagnose51, oidDiagnose52}
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Het veralgemeend objectschema GOSBehandeling en zijn instantieverzameling
Het veralgemeend objectschema GOSBehandeling wordt gegeven als het quadruple
[GOSBehandeling, TBehandeling, ˜˜M, ˜˜CTBehandeling]
waarbij:
• de naam van het veralgemeend objectschema GOSBehandeling is;
• het veralgemeend objecttype TBehandeling is;
• de betekenis ˜˜M gegeven wordt als:
“Dit veralgemeend objectschema wordt gebruikt als specificatie van de abstractie voor medische
behandelingen, zoals deze uitgevoerd worden door zorgenverstrekkers.”





1/ ˜˜ρcertain{TBehandeling.V oor diagnose}[ ],
1/ ˜˜ρnot null{TBehandeling.V oor diagnose}[ ]}
De instantieverzameling van het veralgemeend objectschema GOSBehandeling is:
V instanceGOSBehandeling = {oidBehandeling11, oidBehandeling12, oidBehandeling13, oidBehandeling14, oidBehandeling15,
oidBehandeling16, oidBehandeling21, oidBehandeling22, oidBehandeling23, oidBehandeling31,
oidBehandeling32, oidBehandeling33, oidBehandeling41, oidBehandeling42, oidBehandeling43,
oidBehandeling51, oidBehandeling52}
B.3.3 Het bekomen veralgemeend databankschema en de bekomen
veralgemeende databank
Het veralgemeend databankschema voor de toepassing wordt, door te steunen op de definities van de zeven
veralgemeende objectschema’s uit de vorige deelsectie, als volgt opgebouwd:




• de naam van het veralgemeend databankschema GDSPatientendatabank is;




• de betekenis ˜˜M gegeven wordt als:
“Dit veralgemeend databankschema wordt gebruikt als specificatie voor de abstractie van de in-
formatie over patie¨nten die voorkomt in een artsenpraktijk. Het databankschema is bedoeld als
prototype en abstraheert informatie over de patie¨nt en zijn familie, elkeen die medische zorgen
verstrekt aan de patie¨nt, de consultaties van de patie¨nt, zijn/haar medische problemen, alsmede de
gestelde diagnoses en voorgeschreven medicatie en medische behandelingen.”
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1/ ˜˜ρoid{TPersoon, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρname{TPersoon, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρoid{TPatient, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρname{TPatient, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρoid{TZorgenverstrekker, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρname{TZorgenverstrekker, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρoid{TConsultatie, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρname{TConsultatie, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρoid{TProbleem, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρname{TProbleem, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρoid{TDiagnose, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρname{TDiagnose, ˜˜T ˜˜
DPatientendatabank
}[ ],
1/ ˜˜ρoid{TBehandeling, ˜˜T ˜˜
DPatientendatabank
}[ ],
















































1/ ˜˜ρkey{TPersoon}[Naam, V oornamen,Geboortedatum],
1/ ˜˜ρkey{TPatient}[PatientID],
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1/ ˜˜ρkey{TZorgenverstrekker}[Identificatie],
1/ ˜˜ρkey{TConsultatie}[Geneesheer, Patient,Klacht],




{1/{.4/10, .6/11, .8/12, 1/13}}))]}
De instantie van het veralgemeend databankschema GDSPatientendatabank (of (veralgemeende) data-
bank) die in dit voorbeeld is opgebouwd is 3:
{{oidPersoon1, oidPersoon2, oidPersoon3, oidPersoon4, oidPatient1, oidPatient2, oidPatient3, oidPatient4,
oidPatient5, oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4, oidV erstrekker5},
{oidPatient1, oidPatient2, oidPatient3, oidPatient4, oidPatient5},
{oidV erstrekker1, oidV erstrekker2, oidV erstrekker3, oidV erstrekker4},
{oidConsultatie11, oidConsultatie12, oidConsultatie13, oidConsultatie14, oidConsultatie15, oidConsultatie21,
oidConsultatie22, oidConsultatie31, oidConsultatie32, oidConsultatie33, oidConsultatie41, oidConsultatie42,
oidConsultatie43, oidConsultatie51},
{oidProbleem11, oidProbleem12, oidProbleem13, oidProbleem14, oidProbleem15, oidProbleem21, oidProbleem22,
oidProbleem31, oidProbleem32, oidProbleem33, oidProbleem41, oidProbleem42, oidProbleem43, oidProbleem51},
{oidDiagnose11, oidDiagnose12, oidDiagnose13, oidDiagnose14, oidDiagnose15, oidDiagnose21, oidDiagnose22,
oidDiagnose23, oidDiagnose31, oidDiagnose32, oidDiagnose33, oidDiagnose41, oidDiagnose42, oidDiagnose43,
oidDiagnose44, oidDiagnose51, oidDiagnose52},
{oidBehandeling11, oidBehandeling12, oidBehandeling13, oidBehandeling14, oidBehandeling15, oidBehandeling16,
oidBehandeling21, oidBehandeling22, oidBehandeling23, oidBehandeling31, oidBehandeling32, oidBehandeling33,
oidBehandeling41, oidBehandeling42, oidBehandeling43, oidBehandeling51, oidBehandeling52}}
B.4 Enkele nabeschouwingen bij deze voorbeelden
Met de uitwerking van deze voorbeelden hebben wij de toepasbaarheid van het theoretisch model willen
aantonen. Gelijkaardige voorbeelden zijn te vinden voor andere toepassingsdomeinen. Uit beide voor-
beelden komt de meerwaarde van restricties naar voor: de semantiek van de gegevens kan beter worden
beschreven, terwijl de integriteit op een uniforme wijze wordt afgedwongen.
Een vergelijking van de scherpe patie¨ntendatabank met de veralgemeende patie¨ntendatabank verdui-
delijkt dat het veralgemeende databankmodel het toelaat om informatie realistischer te modelleren, wat
tal van voordelen met zich meebrengt. Bij vele toepassingen, waarvan de medische toepassingen hier
nader beschouwd worden, komen er gegevens voor die onzeker zijn en/of slechts bij benadering gekend
zijn. Zo wordt de toestand van een patie¨nt bijvoorbeeld bepaald op basis van:
• gegevens uit het verleden (die subjectief, onderschat, overdreven of onvolledig kunnen zijn),
• onderzoek (dat meestal zeer foutgevoelig is —symptomen kunnen worden over het oog gezien—),
• testresultaten afkomstig van labo-onderzoek (die onnauwkeurig kunnen zijn en waarbij de grens
tussen normaal en pathologisch onduidelijk kan zijn) en
• onderzoeksprocedures zoals bv. ro¨ntgenfoto’s (waarbij een correcte interpretatie van de resultaten
vereist is).
Hetzelfde geldt ook (in sterkere mate) bij het stellen van diagnose’s:
• dezelfde ziekte kan zich in verschillende stadia bij verschillende patie¨nten op verschillende wijzen
manifesteren,
3Voor de eenvoud van de notaties wordt elk persistent object verkort voorgesteld door zijn object-identificator.
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• eenzelfde symptoom kan indicatief zijn voor verschillende ziektes,
• verschillende ziektes die tegelijkertijd voorkomen kunnen de verwachte symptomen verstoren en
• bepaalde ziektes kunnen slechts met behulp van vage termen worden gekarakteriseerd. Zo wordt
hepatitis bijvoorbeeld gekarakteriseerd door: “een totaal aantal prote¨ınen dat gewoonlijk nor-
maal is, albuminegehalte dat afneemt, een α-globulinegehalte dat lichtjes toeneemt, een β-
globulinegehalte dat lichtjes afneemt en een γ-globulinegehalte dat toeneemt”.
Dergelijke gegevens kunnen niet zonder een gevoelig verlies aan informatie worden gemodelleerd met
een klassiek scherp databankmodel. Het gebruik van een veralgemeend databankmodel, zoals voorgesteld
in dit werk, draagt ertoe bij om dit euvel weg te werken. Bovendien kan het voorgestelde veralgemeend
model de aanzet zijn voor een implementatie van een databankbeheersysteem dat het toelaat om onzekere
en onnauwkeurige informatie te beheren, wat op zijn beurt zeer nuttig zou zijn voor de ondersteuning en
de ontwikkeling van (medische) toepassingen waarbij men bijvoorbeeld wenst rekening te houden met:
• het relatieve belang dat gehecht wordt aan symptomen,
• varie¨rende patronen van symptomen die voorkomen bij de verschillende stadia van een ziekte,
• verbanden tussen ziektes (bv. de vage relatie tussen symptomen en ziektes) en
• vage gegevens bij het nemen van beslissingen bij het bepalen van de geschikte therapie, enz.
Bijlage C
Afkortingen en acroniemen
Tabel C.1: Gebruikte afkortingen en acroniemen





CEN Comite´ Europe´en de la Normalisation
cf. confer (vergelijk)
cm centimeter
CPR Computer-based Patient Record
DAG directed acyclic graph (gerichte acyclische graaf)
DB2 IBM Database 2
DBMS database management system (databankbeheersysteem)
DDL Data Definition Language
DML Data Manipulation Language
d.m.v. door middel van
d.i. dit is (dat is)
Dr. Doctor
d.w.z. dat wil zeggen (dit wil zeggen)
ed. editor (redacteur)
ER-model Entity Relationship model (“Entiteit-Relatie”-model)
EER-model Enhanced Entity Relationship model (Uitgebreid
“Entiteit-Relatie”-model)
enz. enzovoort(s)
et al. Et alii (en andere)
IBM International Business Machines
IDMS Integrated Database Management System
IMS/VS Information Management System / Virtual Storage
Inc. Incorporatie
i.p.v. in plaats van
Ltd. Limited (naamloze vennootschap met beperkte aansprakelijkheid)
m meter
m.a.w. met andere woorden
m.b.t. met betrekking tot
m.b.v. met behulp van
min. minuut (minuten)
NASA National Aeronautics and Space Administration center
NF2 Non-First Normal Form (niet-eerste normaalvorm)
vervolgt op de volgende bladzijde
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ODMG Object Database Management Group
oid object-identificator
o.m. onder meer
OQL Object Query Language






SPARC Standards Planning and Requirements Committee
SQL Structured Query Language
t.e.m. tot en met
t.o.v. ten opzichte van
v. Chr. voor Christus
vol. volume
vs. versus




Tabel D.1: Gebruikte terminologie













abstract (veralgemeend) (object)type abstract (generalised) (object) type
abstracte (veralgemeende) klasse abstract (generalised) class
ad hoc bevragingsfaciliteit ad hoc query facility






atomair domein atomic domain; simple domain
atomaire literaal atomic literal
attribuut attribute




bi-directionele referentie bi-directional reference
bi-directionele referentie¨le restrictie bi-directionel referential constraint
binaire referentie binary reference
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vervolg van de vorige bladzijde
Nederlandse term Engelse term
complement complement
componenttype component type
component van een eigenschap component of a property
component van een eigenschap van een component of a property of a
(veralgemeend) referentietype (generalised) reference type
component van een (veralgemeend) component of a (generalised)
gestructureerd type structured type





databankbeheersysteem database management system
databankmodel database model







drager van een vage verzameling support of a fuzzy set
drempeloperator threshold operator
dubbelzinnig ambiguous
e´e´ndelige sleutel simple key
EER-model EER-model
eerste normaalvorm first normal form
eigenschap van een (veralgemeend) objecttype property of a (generalised) object type
eigenschap van een (veralgemeend) referentietype property of a (generalised) reference type
enkelwaardige referentie-instantie single-valued reference instance










extern aanzicht external view
externe laag external level
externe operatie external operation
externe operatie van een external operation of a
(veralgemeend) referentietype (generalised) reference type
foutherstel recovery
gecomputeriseerde patie¨ntenfiche computer-based patient record
gegevensdefinitietaal data definition language
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vervolg van de vorige bladzijde
Nederlandse term Engelse term
generieke veralgemeende restrictie generic generalised constraint
genormaliseerde vage verzameling normalised fuzzy set
geordende gewogen gemiddelde operatie ordered weighted averaging operation
gerelateerd object related object
gerelateerd (veralgemeend) objecttype related (generalised) object type
gesloten bevraging closed querying
gesloten expressie closed expression
gestructureerde literaal structured literal
gestructureerd type structured type
gestructureerde waarde structured value
Gouden Regels Golden Rules
graad van de relatie degree of the relation
graad van onnauwkeurigheid degree of inaccuracy
graad van onzekerheid degree of uncertainty
graad van overeenstemming degree of similarity
graad van waarheid degree of truth









interface-definitie (of interface) interface definition (or interface)
interne laag internal level
karakterrij string
karakteristiek characteristic
karakteristieke functie characteristic function
kardinaliteit van de relatie cardinality of the relation
kardinaliteit van een vage verzameling cardinality of a fuzzy set
kardinaliteitsratio cardinality ratio




late binding late binding
levensduur van een object lifetime of an object
lidmaatschapsfunctie membership function
lidmaatschapsgraad membership degree







logische nabijheid logical proximity
meervoudige overerving multiple inheritance
meerwaardige referentie-instantie multi-valued reference instance
meerwaardig (veralgemeend) referentietype multi-valued (generalised) reference type
vervolgt op de volgende bladzijde
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vervolg van de vorige bladzijde
Nederlandse term Engelse term
methode method
multi-type afhankelijke aggregaatrestrictie multi-type dependent aggregate constraint
multi-type afhankelijke restrictie multi-type dependent constraint
multi-type afhankelijke transitierestrictie multi-type dependent transition constraint
multi-type afhankelijke waarderestrictie multi-type dependent value constraint
n-aire referentie n-ary reference
n-aire relatie n-ary relationship
necessiteitsmaat necessity measure
netwerkmodel network model











objectrelationeel model object-relational model





operationeel model operational model
oudertype parent type
overerving inheritance
overerving voor combinatie inheritance for combination
overerving voor generalisatie inheritance for generalisation
overerving voor implementatie inheritance for implementation
overerving voor inclusie inheritance for inclusion
overervings-DAG inheritance DAG
overervingsrelatie inheritance relationship




partie¨le participatie partial participation
partie¨le specialisatie partial specialisation
patie¨ntenfiche patient record
persistent object persistent object




possibiliteitsdistributiefunctie possibility distribution function
possibiliteitsmaat possibility measure
possibiliteitstheorie possibility theory
possibilistische restrictie possibilistic constraint
predikaat-gedefineerde subklasse predicate-defined subclass
vervolgt op de volgende bladzijde
521
vervolg van de vorige bladzijde
Nederlandse term Engelse term






referentie¨le integriteit referential integrity
referentie¨le restrictie referential constraint
referentierelatie reference relationship
referentietype reference type
regulier entiteitstype regular entity type
rekenkundige volledigheid computational completeness
relatie relation(ship)
relatietype relationship type
relationeel databankmodel relational database model











semantisch model semantic model
signatuur van een operatie signature of an operation
single-type afhankelijke aggregaatrestrictie single-type dependent aggregate constraint
single-type afhankelijke restrictie single-type dependent constraint
single-type afhankelijke transitierestrictie single-type dependent transition constraint




specifieke veralgemeende restrictie specific generalised constraint
sterke inclusie strong inclusion
strikte α-niveauverzameling strong α-cut








ternaire relatie ternary relationship
toestand van een object state of an object
totale participatie total participation
totale specialisatie total specialisation
transie¨nte levensduur transient lifetime
transie¨nt object transient object
vervolgt op de volgende bladzijde
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vervolg van de vorige bladzijde
Nederlandse term Engelse term
transitie-expressie transition expression
transitierestrictie transition constraint







type van de operatie type of the operation
type van een literaal type of a literal
type van een object type of an object
type van een referentie-instantie type of a reference instance
uni-directionele referentie uni-directional reference




unimodale vage verzameling unimodale vage verzameling
uitbreidbaarheid extensibility
uitgebreid relationeel model extended relational model
vaag fuzzy
vage logica fuzzy logic
vage maat fuzzy measure
vage relatie fuzzy relation
vage verzameling fuzzy set
vage verzamelingenleer fuzzy set theory
veralgemeend gemiddelde generalised mean
veralgemeende restrictie generalised constraint
veralgemeend bagtype generalised bag type
veralgemeend basistype generalised base type
veralgemeend collectietype generalised collection type
veralgemeend constructietype generalised construction type
veralgemeend databankmodel generalised database model
veralgemeend dicionaire-type generalised dictionary type
veralgemeend enumeratietype generalised enumeration type
veralgemeend gestructureerd type generalised structured type
veralgemeend lijsttype generalised list type
veralgemeend literaaltype generalised literal type
veralgemeend objecttype generalised object type
veralgemeend referentietype generalised reference type
veralgemeende restrictie generalised constraint
veralgemeend restrictiesysteem generalised constraint system
veralgemeend rijtype generalised array type
veralgemeend type generalised type
veralgemeend typesysteem generalised type system
veralgemeend verzamelingtype generalised set type
veristische restrictie veristic constraint
verschil difference
vervaagde relatie fuzzified relation
verzameling set
verzamelingtype set type
vervolgt op de volgende bladzijde
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vervolg van de vorige bladzijde
Nederlandse term Engelse term
“void”-type void type
vormfunctie shape function
waarde van een literaal value of a literal




zwak entiteitstype weak entity type
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Bijlage E
Overzicht van de meest
voorkomende symbolen
E.1 Algemene wiskundige symbolen
Tabel E.1: Wiskundige symbolen (algemeen)
Gebruik Betekenis
= is gelijk aan
6= is verschillend van
, is gelijk aan (bij definitie)
≈ is bij benadering gelijk aan
≡ is equivalent met
< is kleiner dan
> is groter dan
≤ is kleiner dan of gelijk aan
≥ is groter dan of gelijk aan
∀ voor alle
∃ er bestaat ten minste e´e´n
∃! er bestaat e´e´n en slechts e´e´n
@ er bestaat geen enkele
{x, . . . } verzameling van de elementen x
{x, . . . } × {y, . . . } Cartesisch product van de verzameling van de
elementen x en de verzameling van de elementen y
{x, . . . }n Cartesisch product van de verzameling van de
elementen x, n maal met zichzelf
R : U1 × · · · × Un → Y scherpe relatie R met domeinen U1, . . . , Un
en codomein Y
wd(R) waardenverzameling van de relatie R
# kardinaliteit van een verzameling
\ minus-operatie op verzamelingen
∈ behoort tot
6∈ behoort niet tot
⊂ is een echte deelverzameling van
⊆ is een deelverzameling van
6⊆ is geen deelverzameling van
∩ doorsnede van verzamelingen
∪ unie van verzamelingen
∅ ledige verzameling
vervolgt op de volgende bladzijde
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vervolg van de vorige bladzijde
Gebruik Betekenis
N verzameling van de natuurlijke getallen
N0 N \ {0}
Z verzameling van de gehele getallen
R verzameling van de ree¨le getallen
R0 R \ {0}
∞ oneindig
℘(X) verzameling van alle deelverzamelingen van de
verzameling X
[a, b] gesloten ree¨el interval∑n
i=1 som van n getallen ge¨ındexeerd door i
 verschuif e´e´n bit naar links





E.2 Symbolen uit de logica
Tabel E.2: Symbolen uit de logica
Gebruik Betekenis
P ∨Q disjunctie van P en Q
P ∧Q conjunctie van P en Q
¬P negatie van P
⊥ niet-gedefinieerd zijn van een waarde
7→ voor elke implicatie
⇒ implicatie
⇔ is equivalent met
→ van . . . naar
E.3 Symbolen uit de vage verzamelingenleer en possibiliteits-
theorie
Tabel E.3: Symbolen uit de vage verzamelingenleer
Gebruik Betekenis
∅ ledige vage verzameling
µV˜ lidmaatschapsfunctie voor de vage verzameling V˜
S(.;α, γ) vormfunctie S met parameters α en γ
pi(.;β, γ) vormfunctie pi met parameters β en γ
Π(.;α, β, γ, δ) vormfunctie Π met parameters α, β, γ en δ
Πτ (.;α, β, γ, δ) trapezo¨ıdale Π-functie met parameters α, β, γ en δ
℘˜(X) verzameling van alle vage verzamelingen die
kunnen worden gedefinieerd over X
V˜α α-niveauverzameling van de vage verzameling V˜
V˜α¯ strikte α-niveauverzameling van de vage verzameling V˜
core(V˜ ) kern van de vage verzameling V˜
supp(V˜ ) drager van de vage verzameling V˜
vervolgt op de volgende bladzijde
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vervolg van de vorige bladzijde
Gebruik Betekenis
card(V˜ ) kardinaliteit van de vage verzameling V˜
⊆ standaard inclusie
v standaard sterke inclusie
V˜ complement van de vage verzameling V˜
∩ doorsnede van vage verzamelingen
∪ unie van vage verzamelingen
i(V˜1, V˜2) t-norm van de vage verzamelingen V˜1 en V˜2
u(V˜1, V˜2) t-conorm van de vage verzamelingen V˜1 en V˜2
h(V˜1, . . . , V˜n) aggregaat van de vage verzamelingen V˜1, . . . , V˜n
R˜ : U1 × · · · × Un → Y vage relatie R˜ gedefinieerd over een eindige verzameling
{U1, . . . , Un, Y } van universa
R verzameling van alle relaties (scherp of vaag)
g(V ) vage maat van de scherpe verzameling V
Pos(V ) possibiliteitsmaat van de verzameling V




Tabel E.4: Andere symbolen
Gebruik Betekenis
⊥ niet-gedefinieerde waarde (bodemsymbool)
⊕ combinatie-operator voor karakteristieken
≺ heeft als oudertype;  heeft als kindtype
id→ is gerelateerd met
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Bijlage F
Publicatielijst van Guy De Tre´
Deze bijlage bestaat uit een overzicht van alle publicaties waarvan Guy De Tre´ tot op heden (co-)auteur
is. De publicaties zijn onderverdeeld in twee groepen: artikels in de proceedings van internationale
wetenschappelijke conferenties en hoofdstukken in boeken en artikels in internationale wetenschappelijke
tijdschriften.
Artikels in de proceedings van internationale wetenschappelijke conferenties.
• F. Devos, P. Maesfranckx, G. De Tre´, On granularity in the interpretation of around in approxima-
tive lexical time indicators, QUALICO 1997, Helsinki, 26-30 augustus 1997, pp. 203-209.
• B. Van der Cruyssen, R. De Caluwe, G. De Tre´, D. Vandycke, A Theoretical time model for dealing
with crisp and fuzzy time, C. Isik, V. Cross (ed.), Proceedings of NAFIPS’97, Syracuse, N.Y., 21-24
september 1997, pp. 63-67.
• G. De Tre´, R. De Caluwe, B. Van der Cruyssen, N. Van Gyseghem, Towards Temporal Fuzzy and
Uncertain Object-Oriented Database Management Systems, C. Isik, V. Cross (ed.), Proceedings of
NAFIPS’97, Syracuse, N.Y., 21-24 september 1997, pp. 68-72.
• B. Van der Cruyssen, R. De Caluwe, G. De Tre´, A Theoretical Fuzzy Time Model Based on
Granularities, Proceedings of EUFIT’97, Aachen, 9-11 september 1997, pp. 1127-1131.
• G. De Tre´, R. De Caluwe, B. Van der Cruyssen, Dealing with Time in Fuzzy and Uncertain Object-
Oriented Database Models, Proceedings of EUFIT’97, Aachen, 9-11 september 1997, pp. 1157-1161.
• G. De Tre´, R. De Caluwe, Formalizing Fuzziness and Uncertainty in Object-Oriented Databases
Using Generalised Constraints, Proceedings of EUFIT’98, Aachen, 7-10 september 1998, pp. 754-
758.
• G. De Tre´, R. De Caluwe, A generalised object-oriented database model with generalised constraints,
R. N. Dave´, T. Sudkamp (ed.), Proceedings of NAFIPS’99, 10-12 juni 1999, New York, N.Y., pp.
381-386.
• G. De Tre´, R. De Caluwe, The Application of Generalised Constraints to Object-Oriented Database
Models, G. Mayor, J. Sun˜er (ed.), Proceedings of the Eusflat-Estylf’99 Joint Conference, 22-25
september 1999, Palma (Mallorca), Spanje, pp. 481-484.
Hoofdstukken in boeken en artikels in wetenschappelijke tijdschriften.
• R. De Caluwe, B. Van der Cruyssen, G. De Tre´, F. Devos, P. Maesfranckx, Fuzzy Time Indications
in Natural Language Interfaces, T. Andreasen, H. Christiansen, H. L. Larsen (ed.), Flexible Query
- Answering Systems, Kluwer Academic Publishers, Norwell, Massachusetts, 1997, pp. 163-186.
• F. Devos, P. Maesfranckx, G. De Tre´, On granularity in the interpretation of around in approxima-
tive lexical time indicators, Journal of Quantitative Linguistics, Vol. 5, Nr. 3, 1998, pp. 167-173.
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• R. De Caluwe, F. Devos, P. Maesfranckx, G. De Tre´, B. Van der Cruyssen, Semantics and Modelling
of Flexible Time Indications, L. A. Zadeh, J. Kacprzyk (ed.), Computing with Words in Informa-
tion/Intelligent Systems 1: Foundations, Studies in Fuzziness and Soft Computing, Physica-Verlag,
Heidelberg, Duitsland, 1999, pp. 229-256.
• R. De Caluwe, G. De Tre´, B. Van der Cruyssen, F. Devos, P. Maesfranckx, Time Management in
Fuzzy and Uncertain Object-Oriented Databases, O. Pons, M. A. Vila, J. Kacprzyk (ed.), Know-
ledge Management in Fuzzy Databases, Studies in Fuzziness and Soft Computing, Physica-Verlag,
Heidelberg, Duitsland, 2000, pp. 67-88.
• G. De Tre´, R. De Caluwe, B. Van der Cruyssen, A generalised object-oriented database model,
G. Bordogna, G. Pasi (ed.), Recent research issues on the management of fuzziness in databases,
Studies in Fuzziness and Soft Computing, Physica-Verlag, Heidelberg, Duitsland, (in druk)
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