Abstract-Fornal specification and verification techniques are now used to increase the reliability of software systems. However, these approaches sometimes result in specifying systems that cannot be realized or that are not usable. This paper demonstrates why it is necessary to test specifications early in the software life cycle to guarantee a system that meets its critical requirements and that also provides the desired functionality. Definitions to provide the framework for classifying the validity of a functional requirement with respect to a formal specification are also introduced. Finally, the design of two tools for testing formal specifications is discussed.
INTRODUCTION
T HE desire to build reliable software has resulted in the use of formal specification and verification techniques to guarantee the correctness of the system being built [11 -[4] .
Formal verification demonstrates that an implementation is consistent with its requirements. The, problem of demonstrating consistency is approached by decomposing it into a number of easier problems. The requirements, which are usually an English statement of.what is desired, are first stated in precise mathematical terms. This is known as the formal model or criteria for the system. This formal model expresses the critical requirements for the system. For example, for a security system the criteria could be that information at one security level does not flow to a lower security level. Next, a high level formal specification of the system is stated. This specification gives a precise mathematical description of the behavior of the system omitting all implementation details, such as resource limitations.-This is followed by zero or more less abstract specifications which implement the next higher level specification with a more detailed level of specification. Finally, the .system is coded in a high order language (HOL). This HOL implementation must be shown to be consistent with the original critical requirements. It should be evident that demonstrating that HOL code is consistent with critical requirements is a difficult process.
The process is made tractable by verifying the design at every step (see Fig. 1 ).
The first step of the verification process is to informally verify that the formal model properly reflects the critical re- quirements. This is the only informal step in the process. Since the formal model is at a high level of abstraction and contains no unnecessary details, it is usually a simple task to review the formal model with the persons who generated the requirements and determine whether the model properly reflects the critical requirements. Next it is necessary to prove that the highest level specifications are consistent with the formal model. This approach differs based 'on whether the specifications are presented using a state machine approach [5] or an algebraic approach [61. The method presented in this paper uses the state machine approach, which specifies the effect of performing each operation based on certain entry conditions being satisfied. That is, for each operation there are entry and exit conditions, and if the state of the machine before the operation is invoked satisfies the entry conditions, then the state after the operation completes execution will satisfy the exit conditions. When using the state machine approach one must verify that the initial state satisfies the formal model and that every operation preserves the model.
After the highest level formal specification has been shown to be consistent with the formal model, it is necessary to show that the next lower level specification-,-if one exists, is consistent with the level above it. This process continues from level to level until the lowest level specification is shown to be consistent with the level above it. Finally, it is necessary to show that the HOL implementation is consistent with the lowest level specification.
Since each level of specification is shown to be consistent with the level above, and the HOL implementation is shown to 0098-5589/85/0100-0032$01.00 © 1985 IEEE be consistent with the lowest level, by induction the HOL implementation is consistent with the highest level specification. In addition, since the highest level specification was shown to satisfy the formal model of the critical requirements, the implementation satisfies the formal model.
There is a problem with this approach: although the specification satisfies the correctness criteria, there may be no implementation that is consistent with the specification and at the same time provides the desired functionality. The real disaster is that this is usually not discovered until the design has gone through several levels of..refinement, with each level being formally verified, and the implementation is in progress or completed. The result is a "yo-yo" effect where the designer goes back to the top level and rewrites the specification to allow an implementation that provides the desired functionality while.preserving the correctness criteria.
This "yo-yo" effect is costly and time consuming, particularly where proofs have to be redone because the specification has changed [71. An approach to reducing the "yo-yo" effect is to test the specifications to see if they allow the desired functionality, particularly for special cases. For instance, one might test what the result of performing a particular sequence of operations would be. This can be achieved by executing some test cases to see if the desired results are obtained. The problem is that most specification languages are nonprocedural. This paper considers two approaches to solving this problem. The first is to convert the nonprocedural specifications into a procedural form. This procedural form then serves as a rapid prototype to use for testing. The other approach is to perform a symbolic execution of the sequence of operations and check the resultant symbolic values to see if they define the desired set of resultant states.
In this paper the term functional requirements is used in a nonstandard way. That is, some of the functional requirements may not be known at design time. In fact, some functional requirements may arise during the testing of the rapid prototype. Although this is different from the prescribed software engineering approach, it more accurately reflects the way large software systems are built.
In the next section some definitions for classifying the validity of functional requirements with respect to a formal specification are presented. An example system with critical and functional requirements is then presented. Next, a particular nonprocedural specification language is considered and a specification of the example system is given. Using this formal specification, the functional requirements for the example are both symbolically executed and translated to a procedural form. Finally, the design of two tools for testing specifications are presented and their strengths and weaknesses are discussed.
VALIDITY OF FUNCTIONAL REQUIREMENTS
The advantage of using a nonprocedural specification language is that during the design stages of.the software life cycle no commitment is made to the order in which the constituent parts of an operation are to be performed. This allows the implementor to choose the order that is most efficient in terms of time or space. When converting a nonprocedural 33 specification to a procedural form that can be executed, only one possible implementation is being considered. Therefore, if the desired functionality is provided by the resulting implementation, this does not guarantee that all implementations will provide the desired functionality. In the following paragraphs formal definitions make this distinction explicit.
A functional requirement F consists of a start.predicate Fstart, a sequence of operations SEQ, and a resultant predicate Fresult. The start predicate defines the set of states of the system from.which the sequence of operations can be invoked. Each operation is to be invoked in the order.that it appears in the sequence and with the specified actual parameters. The resultant predicate defines the set of states that satisfy the desired result after executing the sequence of operations. The start predicate, sequence of operations, and resultant predicate may contain free identifiers. Thus, the functional requirement is actually a schema representing all uniform value assignments to these identifiers. Note that the start predicate may be identically true, indicating that the sequence of operations may be invoked from any state or it may be so precisely restricted that only one or no state satisfies its constraints. It may be useful to the reader to think of a functional requirement as a test case. The following notation is used in the definitions.
Let S be a formal -specification. Let Referring to the last two requirements as "critical" is a slight exaggeration since most libraries enforce these only informally.
As an example of a functional requirement consider the case where a particular author, Clyde Wroteit, has published three books, but the library has copies of only two. If a user were to invoke a transaction to get a list of titles of books by Clyde Wroteit presently in the library, then, the result returned should be the titles of the two books that the library has in its collection. Otherwise, the functional requirement will not be satisfied although the critical requirements are.
Another more complex functional requirement considered in this paper concerns a borrower that currently has two less than the allowed number of books checked out, and attempts to check out three books which are not copies of any books that he currently has checked out, nor copies of each other. In attempting to check out the third book the transaction should not be successful since the borrower will have reached his book limit. The borrower then decides that he would rather have the third book than the first and returns the first book. He then again attempts to check out the third book. The result of this sequence of operations should be to have. the borrower possess the second and third book and for the first book to be available for checkout. The borrower should also have his limit of books checked out.
In the following sections a formal specification for the example system is presented and it is shown how these functional requirements can be tested using the proposed specification testing approaches.
THE SPECIFICATION LANGUAGE
The formal speciflcation language that is used in this paper is a variant of Ina Jo,® which is a nonprocedural assertion language that is an extension of first-order predicate calculus. The language assumes that the system is modeled as a state machine. The key elements of the language are types, con- (p) ). That is, the first transform resulted in state succ(p) and the second transform resulted in state succ(succ(p)), which is the state in which the third transform was fired.
In addition, each occurrence of a state variable var preceded by N" is replaced by var(succ(q)), where q is the state in which this transform was fired.
Finally, any variable that does not appear in the effects section preceded by N" is added to the result of firing the transform as var(succ(q)) = var(q). This occurs because the Ina Jo processor assumes that any variable that is not explicitly mentioned as changing remains unchanged, and it automatically appends Nl"var = var to the effect of the transform when processing the specification. In this instance the three books to be checked out are 1, 2, and 3 and the user is 5. User 5 already has two books checked out and they are books 29 and 30.
The program in the Appendix initializes the variables as defined by Fstart and executes SEQ. The resulting values of the variables agree with Fresult. Therefore, this instance of the second functional requirement is satisfiable with respect to the specification.
RAPID PROTOTYPE TOOL
The proposed rapid prototype tool is more than just a compiler, for in addition to translating the nonprocedural specification into a procedural target language that can be executed, it provides a testing environment. This testing environment allows the user to use several modes of operation to test his specification. One mode is to submit the specification to the tool which then compiles it into executable code which can be used as a rapid prototype to test the functionality. Another mode is to submit the specification along with the start state, sequence of operations, and resultant state and let the tool determine whether the functional requirement submitted is satisfiable with respect to the specification. The user inputs to the rapid prototyping tool are 1) a formal system specification written in Ina Jo (or some other suitable specification language);
2) the start state of the system (i.e., values for the state variables) or the keyword DEFAULT;
3) A sequence of transforms to be executed or the keyword INTERACTIVE; 4) the expected resultant state of the system, a list of variables to be output, or the keyword ALL.
The tool then performs as follows. Another problem that was discussed earlier is that using the rapid prototype approach at best guarantees satisfiability since it is only checking one implementation of the specification.
The previous paragraphs have outlined some of the disadvantages with the rapid prototype approach. There are two important advantages that can outweigh the disadvantages. First, a rapid prototype helps the specification writer to debug the specification. It also helps a potential user experience the capabilities of the system. It is often only through this type of experience that the necessary functional requirements can be discovered. Furthermore, it is better to have the user discover needs early in the software life cycle, not after the system has been completely implemented and delivered.
Another reason for having executable code is that although the result of symbolically executing a sequence of transforms contains the information that is necessary to determine whether a desired result is satisfied, it is often difficult to glean the pertinent information from the remainder. 
ADVANTAGES/DISADVANTAGES

CONCLUSIONS
This paper has attempted to demonstrate the need for testing formal specifications early in the software life cycle to guarantee a reliable system that also provides the desired functionality. Formal definitions to classify the implementability of a functionAl requirement with respect to a specification were also presented. In addition, two tools for carrying out the process of''-testing specifications were proposed: a rapid prototype tool and a symbolic execution tool. The rapid prototype tool is the more difficult to implement,' but it provides the user with a prototype which he can exercise to see if it meets'his (sometimes fuzzy) functional requirements.
A preliminary symbolic execution tool, which accepts Ina Jo specifications and tests them under user direction has been built on a UNIX®) operating system running on a VAX/750. The goal of this preliminary system was to get it working unintelligently; therefore, it performs very little simplification on the generated formulas. The rapid prototype tool'has been designed but nQt implemented. Currently work on this project is concentrating on designing and implementing efficient decision procedures for automatically simplifying the complicated formulas generated by the symbolic executer. These simplification procedures will be integrated into the testing tool. 
