Abstract. A significant problem with currently suggested approaches for transforming between models in different languages is that the transformation is often described imprecisely, with the result that the overall transformation task may be imprecise, incomplete and inconsistent. This paper presents a formal metamodeling approach for transforming between UML and Object-Z. In the paper, the two languages are defined in terms of their formal metamodels, and a systematic transformation between the models is provided at the meta-level in terms of formal mapping functions. As a consequence, we can provide a precise, consistent and complete transformation between them.
Introduction
Two significant problems exist with current approaches [2, 3, 4, 11, 12, 15, 16 ] to transform a model in one modeling (or specification) language to another:
• the languages often lack a precise description for their syntax and semantics • the transformation is often described imprecisely at the model level.
Moreover, it is often difficult to verify the transformation is correct in terms of the transformation rules given. This means that the overall transformation task may be imprecise, incomplete or inconsistent. An incomplete or inconsistent transformation can cause unexpected behavioral consequences [5] . Consequently, the confidence of the developer is reduced, making the transformation approach unreliable.
To overcome these problems, this paper introduces a formal metamodeling approach to integrate two languages: UML [13] and Object-Z [1, 14] . In this approach, the UML metamodel is first formalized using Object-Z. A formal metamodel of Object-Z is developed by adopting the metamodeling architecture used for the UML metamodel. Given these metamodels, a systematic transformation between these two languages is defined at the meta-level in terms of formal transformation rules.
Previously we presented our formal metamodel based approach for the static part of UML (the UML class constructs) [6] . We have applied the same approach to the dynamic part of UML (the UML state machine) [8] . This paper presents a more complete version of our work describing an extended Object-Z metamodel and formal transformation rules between the UML state machine and Object-Z. It should be * noted that in this paper it is not our intention to show how the transformed Object-Z model of a UML model can be used for rigorous analysis of the UML model, rather we focus on describing our metamodel-based (formal) transformation approach precisely.
The advantages of the metamodel-based transformation can be summarized as follows: the transformation is defined in a systematic way at the meta-level, not the model-level; the semantic and syntactic structure is preserved during the transformation; inconsistency and incompleteness of the transformation can be verified in a systematic manner based on the metamodels of the languages; since the syntactic structure is preserved during the transformation, a systematic trace between the models in the two different languages is possible; and when the metamodel of a language is incomplete in terms of its semantics, mapping the language to another provides an extended semantic domain of that language.
The structure of the rest of this paper is as follows. Section 2 presents background materials. Section 3 introduces a formal mapping between the two languages. Section 4 draws some conclusions.
Background
This section presents background material to make this paper self-contained: a partial description in Object-Z of the core model elements of the UML state machine borrowed from [9] and a partial Object-Z metamodel defining core modeling concepts in Object-Z extending the (initial version of the) Object-Z metamodel presented in [8] . In this paper, we assume that all types are already defined as distinct Object-Z classes.
An Object-Z Model of the UML State Machine
State: State inherits from StateVertex and has associations with StateMachine, Action, Event and Transition: stateMachine, entry, doActivity, exit, deferrableEvent, and internal (Fig. 1) . relationships between classes. On the other hand, relationship attributes model relationships between classes using the instantiation mechanism in Object-Z. Like UML, relationships between objects can be common reference relationships, shared or unshared whole-part relationships. For this, we define an enumeration type, RelationshipKind, which has reference, sharedOwner and unsharedOwner as its values. When the context of a state machine is a class, the state machine as a whole describes the behavior of the class (Fig. 5) . In Object-Z the behavior of a class (or, to be precise, an object of the class) can be modeled in terms of its attributes and operations. Consequently we transform the UML state machine in terms of attributes and operations in Object-Z (Fig. 5 shows this semantic mapping). To provide a direct syntactical mapping between the two languages, however, the syntactic structure of the Object-Z metamodel presented in Fig. 2 is extended according to that of the UML state machine. This enables us to preserve the syntactic structure of the two languages during the transformation and makes the translation process systematic and precise. Detailed transformation rules are as follows (we refer readers to [10] for a complete description of transformation rules and case studies developed using the rules).
Fig
States : A state in the state machine is a condition during the lifetime of an object. The condition can be either a passive situation, e.g. an object waiting for some event to occur, or an active situation, e.g. the object is performing some actions or activities. As claimed, in Object-Z such a behavioral state of an object can be modeled with an attribute. Although standard Object-Z does not explicitly distinguish whether an attribute models a static or a behavioral state of the object, to provide a direct syntactical mapping between the two languages, we extend the attribute structure of Object-Z by classifying pure attributes into static or behavioral state attributes. Behavioral state attributes model the notion of states in the state machine, e.g. capturing a situation in which the object is doing or waiting for some actions (see Fig. 6 for this extension).
UML Metamodel
Object-Z Metamodel The function mapUMLStateToOZ takes a UML state and returns a behavioral attribute of Object-Z. The corresponding behavioral state attribute of the UML container becomes the container of the Object-Z behavioral state attribute (see [10] for a complete description of the functions).
ÇPDS80/6WDWH7R2= ↓6WDWH %HKDYLRUDO6WDWH
We map all states defined in a state machine to Object-Z. We restrict the context of the state machine to a UML class defined within a given UML class diagram. In this context, each state defined in the state machine maps to a distinct behavioral attribute of the Object-Z class corresponding to the UML class. The function mapUMLStateMachineToOZ is a formal description of this rule. It should be noted that the function mapUMLStateMachineToOZ is not completely defined yet and it needs to be extended with respect to other model elements of the state machine, e.g. transitions, events, and actions (see [10] for a complete description of the function).
ÇPDS80/6WDWH0DFKLQH7R2= 80/6WDWH0DFKLQH 2=&ODVV
Events : An event represents the reception of a signal or a request to invoke an operation (a call event) [13] . From an object's point of view, responding to such a request should be modeled as an operation (we call this operation an event acceptor operation). Consequently, we transform each event into an event acceptor operation. Since the reception of an event is a local behavior of the receiving object, event acceptor operations inherit from local operations in the Object-Z metamodel (see the metaclass EventAccptOP in Fig. 7) . When the source states of transitions are contained in the same composite state (note that in this case the composite state is always non-concurrent), only one of the transitions can be fired at any time. Consequently, we combine the transition operations using the choice operator ([] in Object-Z. Therefore, there should exist a component operation in the set allComponent of the event acceptor operation that combines the transition operations using the choice operator ([].
When the source states of transitions are contained in different composite states, the transition operations are combined depending on the concurrency of the least common ancestor of the source states. For example, when the least common ancestor of two transitions is concurrent, the transition operations are combined using the conjunction operator (µ. Otherwise, the operations are combined using the choice operator. Since Object-Z operations are combined recursively using other operations, the operations actually combined as a component in the set allComponent of the event acceptor operation are those containing not only the transition operations of the two transitions but also the transition operations of all other transitions defined in the state configuration of the least common ancestor and also fired by the event. In this way, we can formalize transitions triggered by the same event with respect to their state hierarchy and concurrency (see [10] for a complete description of the function).
ÇPDS80/(YHQW7R2= ↓(YHQW (YHQW$FFSW23
Actions: An action is a specification of an executable statement in UML [13] , so we formalize actions in UML as operations in Object-Z (we call these operations action acceptor operations). We extend the Object-Z metamodel accordingly (see Fig. 7 ).
AEÊ$FWLRQ$FFSW23ÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊ Ç /RFDO23 ÉÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊÊ
The function mapUMLActionToOZ takes a UML action and returns an action acceptor operation of Object-Z. When a call action invokes an operation defined in the same class, we directly map the Object-Z operation corresponding to the operation as the action acceptor operation. Note that it is assumed that the Object-Z class Action defined in Section 2 has an additional attribute target of type Instance (see [7] ) which holds the target instances of the action. Also note that since the argument and script of actions are expressions which can be defined using any description language, no further rules are given for these constructs (see [10] for details of the function).
ÇPDS80/$FWLRQ7R2= ↓$FWLRQ ↓2=2SHUDWLRQ
Transitions: A transition has two aspects. First, it presents a change in the state of an object. Second, it also presents the execution of actions, e.g., exit, entry, or effect actions, or activities associated with the transition. We formalize the object behavior presented by transitions using class operations in Object-Z (we call these operations transition operations). Fig. 7 shows this extension to the Object-Z metamodel.
The Object-Z class TransitionOP is a formal description of transition operations and has two behavioral state attributes source and target representing the source and target states of the transition respectively. Since the source state is a condition to fire the transition, the attribute source is defined as a pre-operation attribute of the transition operation and its value is used as a pre-condition of the operation. Similarly, the attribute target is defined as a post-operation attribute and it value is used as a postcondition of the operation. The class has an action operation representing its effect and a set of action operations presenting the exit actions of the states in the full hierarchy of the source state (see the secondary attribute explicitSourceState in [9] for the concept of the state hierarchy). It also has two sets of action operations stateEntry and stateActivity presenting the entry actions and the activities of the states in the full hierarchy of the target state respectively. Finally, it includes an attribute called actionSequence formalizing the execution sequence of actions. The action operations are combined in the following sequence: the exit actions of the source states, the effect action stated in the transition, the entry actions stated in the target states, and the activities stated in the target states (see invariant [1] ). The components of a transi-tion operation are the action acceptor operations corresponding to the actions associated with the transition (see invariant [2] The source and target states of a transition are used to define those of the transition operation. That is, the Object-Z behavioral state attribute corresponding to the source state of the transition is defined as the source state of the transition operation. On the other hand, the target state is transformed by the following rules: When the target state of the transition is a simple state (not a composite state), its corresponding Object-Z behavioral state attribute is defined as the target state of the transition operation. When the target state of the transition is a composite state, the initial state in the composite state or each of the concurrent regions (if the composite state is concurrent) is the target state of the transition unless the initial state is a history state. When the initial state or each of the concurrent regions is also a composite state, this rule applies to the rest of the full hierarchy of the target state (see the secondary attribute explicitTargetState in [9] for the concept of this state hierarchy). In this case, the final target state is the inner-most state (or states) in the full hierarchy of the initial state (or each of the concurrent regions) so that their corresponding Object-Z behavioral state attribute (or attributes) are defined as the target states of the transition operation. The rest of the state hierarchy of the target state (or states) is formalized with the behavioral state attributes. When entering a shallow or a deep history state (see [9] for the concept of history states), the inner-most states in the full hierarchy of the shallow or the deep state are used to define the target state of the transition operation.
Guards: When a guard condition exists, it is translated as the pre-condition of the transition operation.
Entry and exit actions and activities: For the exit actions of the source states and the entry and activity actions of the target states, their corresponding Object-Z action acceptor operations are defined as the exit, entry, and activity operations of the transition operation respectively.
Effect Action: If a transition has an effect action, its corresponding Object-Z action acceptor operation is defined as the effect operation of the transition operation.
We extend the Object-Z class CompositeState defined in Section 2 by defining three additional secondary attributes allDefaultStates, allShallowHistoryStates, and allDeepHistoryStates which return states in the full hierarchy of the initial state, the shallow or the deep history state respectively. When a transition enters a composite state, these attributes are used to define the target scope of the transition. We formalize the transformation rules defined for transitions in terms of a formal function mapUMLTransitionToOZ (see [10] for a complete description of the function).
ÇPDS80/7UDQVLWLRQ7R2= 7UDQVLWLRQ 7UDQVLWLRQ23

Conclusions
In this paper, we describe a formal Object-Z model of the UML metamodel and an extended metamodel for Object-Z. Given these two metamodels, we present a formal transformation between the two languages at the meta-level. With previous work [6] , we are able to integrate both static and dynamic models in UML into a single Object-Z specification that provides an integrated semantic basis for semantic consistency checks between the UML models. Examples of the semantic consistency checks include: checking that invariants are preserved, that no conflicts exist between invariants defined in the static model and guards defined in the dynamic models, and that no inconsistencies exist between object behaviors defined in terms of both operation specifications and state machines. On the other hand, transforming an Object-Z specification to UML enables us to visualize various aspects of the Object-Z specification. Although we do not discuss tools in this paper, existing tools for one language can be effectively used to help the analysis activity on models in the other language.
