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Editorial
Coordination models, languages and applications
The purpose of a coordination model is to enable the composition of a number of disparate components (processes,
objects, agents) in such a way that the resulting ensemble can execute as a single entity with well-defined properties.
The coordination paradigm is closely related to other contemporary software engineering approaches such as multi-agent
systems, service-oriented architectures, component-based systems and related middleware platforms. Furthermore, the
concept of coordination exists in many other Computer Science areas such as workflow systems, cooperative information
systems, distributed artificial intelligence and internet technologies.
1. Coordination: A historical background
Within Computer Science, the study of ‘Coordination’ as an entity in itself can reasonably said to stem from Gelernter
and Carriero’s 1992 paper [3], which brought the term ‘Coordination Language’ to prominence. This paper gave rise to a rich
corpus of research on the low-level, implementational aspects of distributed coordination platforms (both languages and
hardware), together with a very significant effort in understanding the theoretical, semantic underpinnings of coordination
models. Both of these threads continue today.
Although [3] had a strong emphasis on the use of the tuple-space concept [1,2] as a coordination medium, in the
subsequent 15 years a large variety of models, formalisms and mechanisms to describe concurrent and distributed
computational systems based on the concept of coordination were proposed and extensively studied.
As the field has matured, the early focus on the implementation issues has been balanced with an increasing attention
to the engineering applications—in the most general sense—of the coordination concept. This has been gaining increased
momentum in state-of-the-art areas such as multi-agent systems and service-oriented architectures: first, coordination
abstractions are perceived as essential for designing and supporting the working activities of agent societies; secondly,
service coordination, orchestration and choreography are becoming essential aspects of the next generations of systems
based on Web services.
2. SAC08 coordination track
The 10th Special Track on CoordinationModels, Languages and Applications at SAC08 (23rd ACM Symposium on Applied
Computing) took a deliberately broad view of what constitutes coordination and invited authors’ contributions in over 15
different sub-themes of coordination. This gave an excellent choice of papers from which the Programme Committee was
able to construct a coherent and very high-quality programme (32% acceptance ratio). The themes that were identified for
the final programme included
• formal aspects of coordination—semantics, reasoning, verification;
• architectures—including software engineering techniques, and configuration and architecture description languages;
• applications of coordination technologies—particularly from the industrial point of view;
• empirical case studies;
• development of models and tools for group decision making, workflow, CSCW, etc.;
• languages, with an emphasis on those for service description and composition.
The presented papers often spanned several of these topics, as is to be expected in such a field, which automatically gave
rise to a certain degree of emergent meta-coordination (a topic for the future?).
From the papers presented at the conference, the authors of several of the best were invited to submit extended versions
of their work for publication in this special edition of the Science of Computer Programming. These were chosen on the
basis of the original contributions, the authors’ presentations and the desire of the editors to produce a coherent issue.
These considerations together with the inevitable space limitations have meant that some very good papers have not been
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able to be included here: we urge interested readers to consult the SAC08 Proceedings [4] to gain a wider view of the issues
discussed at the conference.
3. Outline of the papers
The four papers presented in this issue represent two of the three main areas of coordination researchmentioned above:
engineering applications and formal underpinnings (the third being implementation of the models). However, they all
inevitably cover both areas to some extent.
The two ‘application-driven’ papers are both focused on aspects of workflow management.
In Barbara Weber, Bela Mutschler and Manfred Reichert’s work, an empirical investigation of the two principal methods
for managing the business process—workflow and case handling—is presented. They give details of a set of experiments
which compare these two techniques with the goal of quantitatively determining the relative efforts involved in developing
a solution to a specific business process problem. This paper is notable in the area of coordination research for its rigorous
approach to experimentation which is often lacking in other work.
The other engineering-oriented paper describes the work of Marcilio Mendonca and David Cowan on collaborative
product configuration in the domain of software development. The problem is easily stated, but difficult to solve: how can
the configuration of a complex software product be managed when there are potentially conflicting requirements from the
various stakeholders? They approach the solution by providing techniques whereby a manager can decompose a product
into multiple ‘product lines’ in such a way as to be able to check and maintain the validity of the configuration. A workflow-
like view is taken and associated reasoning algorithms are proposed. In order to support this approach, the authors present
a prototype management tool and provide some experimental results on its performance.
It is interesting that the two more theoretically oriented papers have both selected CSP as their algebra of choice:
‘interesting’ since there has been apredominance of CCS-based (pi-calculus etc.) research in the development of coordination
models over the past 15 years or so. However, their choice of formal language is not their only point of intersection. Both
papers are concerned with composition: in one case the focus is on the ‘conformance’ of components (and thus whether or
not they can be composed), and in the other a specific architectural model is developed for dealing with fault tolerance in
order to maintain required compositional properties.
The problem addressed by Rodrigo Ramos, Augusto Sampaio and Alexandre Mota is firmly that of compositionality,
specifically the elucidation of the idea of conformance. When composing components in a coordination systems, there are
many ways in which their interfaces could be said to ‘conform’ (or not). Ideas such as implementation of specifications,
extending systems and the effects of modifying component contracts are dealt with in a denotational manner using CSP
semantics. In addition to the component model and its associated conformance concepts, the authors show how these can
be verified mechanically using FDR.
Another approach to coordination is via an architectural model, and this is howDavid Pereira and Ana deMelo attack the
problem of fault tolerance in their paper. Their main thread is that of exception handling: how can one deal with principled
component composition while allowing for the potential for exceptional events. This is a very pragmatic concern—no real
system ever behaves in a clean, ‘mathematical’ way—but the authors show how it may, nevertheless, be addressed in
a rigorous, formal way. They base their approach on the existing concept of coordinated atomic actions and provide an
architectural model defined in terms of CSP processes which helps a system designer to navigate through the specification
of fault-tolerant coordination systems. They, as in the Ramos et al. paper, provide details of how FDR may be used to verify
users’ component specifications.
4. Prognosis
The papers in this Special Issue, and those of the Conference Track from which they were selected, show the vitality and
richness of research in coordination systems. However, the subject has evolved since Gelernter and Carriero’s seminal paper:
in the early years there was often a discussion at coordination conferences and workshops on what the ‘killer application’
to demonstrate the coordination system concept should be. Given its non-appearance despite the intense research in the
area, it seems likely that there will be no such thing. This is, in retrospect, not unreasonable: as one moves up the levels of
abstraction—and coordination is by its nature, abstract—the idea of a uniquely powerful concrete application becomes less
tenable. What would the killer-apps to demonstrate the power the concepts of type, or concurrency be? It is in the unifying
power of an abstraction that its power lies.
Coordinationhas enabled the common features ofmanydiverse areas of concern to be identified and is thus demonstrably
a useful abstraction. However, it is likely that future work in the area will spawn new branches which become well-defined
domains of their own, and thus some areas will no longer be considered as having coordination systems as their principal
concern. It is to be hoped that the understanding of the principles of coordination models and languages will continue to
develop solutions to the wider problems to be encountered in the engineering of computational systems, and that future
ACM SAC Coordination Tracks will continue to provide researchers with the material they require.
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