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Abstract
 
-
 
Test-driven development (TDD) is a software development process that relies on the 
repetition of a very short development cycle: first the developer writes a failing automated test case 
that defines a desired improvement or new function, and then produces code to pass that test and 
finally refractors the new code to acceptable standards. TDD is a good approach for the 
development of the new software but it is more time consuming process model when test the existing 
software system. In this research we are introducing a new technique which reduces the effort of the 
TDD approach. 
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Abstract - Test-driven development (TDD) is a software 
development process that relies on the repetition of a very 
short development cycle: first the developer writes a failing 
automated test case that defines a desired improvement or 
new function, and then produces code to pass that test and 
finally refractors the new code to acceptable standards. 
TDD is a good approach for the development of the 
new software but it is more time consuming process model 
when test the existing software system. In this research we are 
introducing a new technique which reduces the effort of the 
TDD approach. 
I. Introduction 
est driven development works on test first 
programming concept. In test driven development 
the programmer writes the code and then passes 
the code through test. If test was successful then stop 
the process of testing. So pass another code of the 
project through test if it fails then programmer will 
modify the code and pass the modified code again 
through test. Process will repeat again and again until 
test of the code will be successful. 
II. Research Question 
The existing test driven development model for 
unit testing work very fine for the newly software but it is 
time consuming process for the existing software. In 
order to reduce the testing effort for the existing software 
in test driven development we need some improve-
ments. Test Driven Development Model is shown bellow. 
In the above model “write a test” and “write 
production code” a lot of typing effort is required by the 
programmer so testing effort will be increase if we 
implement this model for the existing system. Our 
research question is that how we reduce the testing 
effort in the test driven development?
 
III.
 
Key Hypothesis
 
•
 
For test driven development input a module of the 
existing system.
 
 
 
•
 
Test for module performance.
 
•
 
If the code of module is working fine then test is 
successful.
 
•
 
If test is unsuccessful then Go to module library.
 
•
 
So select a specfic module from the module library.
 
•
 
Repeat the first step and test the selected code of 
the module of module library. 
 
This research is practically is very important and 
challenge because in this area only newly software are 
tested no one work on the existing system. 
 
 
T 
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Test-driven development (TDD) is a software 
development process that relies on the repetition of a 
very short development cycle: first the developer writes 
a failing automated test case that defines a desired 
improvement or new function, then produces code to 
pass that test and finally refactors the new code to 
acceptable
 
standards. Kent Beck, who is credited with 
having developed or 'rediscovered' the technique, stated 
in 2003 that TDD encourages simple designs and 
inspires confidence.[1]
 Test-driven development is related to the test-
first programming concepts of extreme
 
programming, 
begun in 1999,[2]
 
but more recently has created more 
general interest in its own right.[3]
 Programmers also apply the concept to 
improving and debugging legacy code
 
developed with 
older techniques.[4]
 A 2005 study found that using TDD meant 
writing more tests and, in turn, programmers who wrote 
more tests tended to be more productive.[7]
 
Hypotheses 
relating to code quality and a more direct correlation 
between TDD and productivity were inconclusive.[8]
 Programmers using pure TDD on new 
("greenfield") projects report they only rarely feel the 
need to invoke a debugger. Used in conjunction with a 
version control system, when tests fail unexpectedly, 
reverting the code to the last version that passed all 
tests may often be more productive than debugging.[9]
 Test-driven development offers more than just 
simple validation of correctness, but can also drive the 
design of a program.[10]
 
By focusing on the test cases 
first, one must imagine how the functionality will be used 
by clients (in the first case, the test cases). So, the 
programmer is concerned with the interface before the 
implementation. This benefit is complementary to 
Design by Contract as it approaches code through test 
cases rather than through mathematical assertions or 
preconceptions.
 Test-driven development offers the ability to 
take small steps when required. It allows a programmer 
to focus on the task at hand as the first goal is to make 
the test pass. Exceptional cases and error handling are 
not considered initially, and tests to create these 
extraneous circumstances are implemented separately. 
Test-driven development ensures in this way that all 
written code is covered by at least one test. This gives 
the programming team, and subsequent users, a 
greater level of confidence in the code.
 
While it is true that more code is required with 
TDD than without TDD because of the unit test code, 
total code implementation time is typically shorter.[11] 
Large numbers of tests help to limit the number of 
defects in the code. The early and frequent nature of the 
testing helps to catch defects early in the development 
expensive problems. Eliminating defects early in the 
process usually avoids lengthy and tedious debugging 
later in the project.
 
V.
 
Working of the Proposed Model
 
a)
 
Steps
 •
 
For test driven development input a module of the 
existing system.
 •
 
Test for module performance.
 •
 
If the code of module is working fine then test is 
successful.
 •
 
Otherwise test is unsuccessful.
 •
 
So select a specfic module from the module library.
 •
 
Repeat the first step and test the selected code of 
the module of module library. 
 Modules of the existing software are stored in 
the module library.
 
In this way your test effort will be 
reduced in the existing system.
 
You just test the module 
code and attach it to the specfic software.
 b)
 
Results
 In this research we are testing the developed 
system not a newly system.
 
Test# 
Time taken by
 
Test 
Driven Development 
Model
 
Time Taken by 
the Proposed 
Model
 1
 
5 mints= 300 sec
 
3sec
 2
 
50 mints= 3000 sec
 
5sec
 3
 
100 mints= 6000 sec
 
7 sec
 4
 
150 mints=9000 sec
 
8 sec
 5
 
200 mints=12000 sec
 
10sec
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Figure 1.1 :
 
Test cases for both test driven development 
model and proposed model
 
VI.
 
Discussion
 
In the above fig(1.1) shows that proposed 
model is more efficient then the existing test driven 
development
 
model. In these tests we write
 
manu
 
lay 
code in the test driven development model and copy 
and paste code in the proposed model. Because in test 
driven development model programmer manually write 
the code which is time consuming process but in the 
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cycle, preventing them from becoming endemic and 
proposed model we just copy and paste code of the 
testing module. The above graph shows that the 
proposed model is 100% reduced the test effort.
  
VII.
 
Conclusion
 
The existing test driven development model for 
unit testing work very fine for the newly software but it is 
time consuming process for the existing software. In 
order to reduce the testing effort for the existing software 
in test driven development we introduced a new 
approach and practically result shows that the new 
approach is more efficient for test driven development 
for the existing systems.
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