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This paper presents two approaches to obtain the dynamical
equations of serial manipulators using dual quaternion alge-
bra. The first one is based on the recursive Newton-Euler
formulation and uses twists and wrenches instead of 3D vec-
tors, which simplifies the classic procedure by removing the
necessity of exhaustive geometrical analyses since wrenches
and twists are propagated through high-level algebraic oper-
ations. Furthermore, the proposed formulation works for ar-
bitrary types of joints and do not impose any particular con-
vention for the propagation of twists. The second approach,
based on the Gauss’s Principle of Least Constraint (GPLC),
takes into account elements of the dual quaternion algebra
and provides a linear relationship between twists derivatives
and joint accelerations, which can be particularly useful in
robot control. Differently from other approaches based on
the GPLC, which have representational singularities or re-
quire constraints, our method does not have those drawbacks.
We present a thorough methodology to obtain the computa-
tional cost of both algorithms and compared them with their
classic counterparts. Although our current formulations are
more computationally expensive, they are more general than
their counterparts in the state of the art. Simulation results
showed that both methods are as accurate as the classic re-
cursive Newton-Euler algorithm.
Keywords: Serial Manipulator Dynamics, Dual Quater-
nion Algebra, Newton-Euler Model, Gauss’s Principle of
Least Constraint, Euler-Lagrange Equations.
1 Introduction
The Euler-Lagrange equations and the Newton-Euler re-
cursive equations are the most commonly used tools to obtain
the robot dynamical models. They are usually used in con-
junction with 3D vectors to represent the linear and angu-
lar variables whereas rotation matrices and translation vec-
tors are used to perform transformations between different
frames. The major drawback of that approach is the decou-
pled treatment for things that are highly dependent, such as
torques and forces, thus demanding a careful geometric in-
spection of the mechanism being modeled.
Featherstone [1] proposes an alternative to deal with that
problem, replacing 3D vectors by spatial vectors, which are
vectors composed of the concatenation of angular and lin-
ear entities (i.e., linear and angular velocities; forces and
torques) into a single 6D vector. The spatial vectors are then
equipped with appropriate operators to enable the deriva-
tion of motion equations. Although Featherstone deduced
the most common algorithms of rigid body dynamics in spa-
tial vector form, the spatial vector algebra relies mostly on
standard matrix algebra and its operators usually do not have
self-evident geometrical meaning. Furthermore, from an al-
gebraic point of view, the spatial algebra has several ad hoc
solutions, which are perfectly functional from an utilitarian
point of view, but less formal when compared to Lie Alge-
bra [2]. For instance, different operations are used in spatial
algebra to transform twists and wrenches between different
frames, even though both are represented in Plücker coordi-
nates, as opposed to other representations, where the same
operation is used for those transformations.
In contrast, elements of dual quaternion algebra have
strong geometrical meaning, such as in screw theory, and are
also represented as coupled entities within single elements.
Furthermore, elements such as unit dual quaternions and
pure dual quaternions, when equipped with standard multi-
plication and addition operations, form Lie groups with asso-
ciated Lie algebras. Therefore, a formulation based on dual
quaternion algebra offers the geometrical insights of screw
theory, the rigor of Lie Algebra, and a simple algebraic treat-
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ment of the dynamical model as in the spatial algebra, reduc-
ing the necessity of an extensive geometric analysis of the
mechanism.
Several works have addressed the study of rigid body
dynamics using dual quaternions over the last decades, in-
cluding modeling [3–5], estimation [6], and control [7–12].
One common approach is to use dual angles as generalized
coordinates and to represent body motions as screw motions
[13, 14].1
Pioneering that methodology, and the use of dual quater-
nions in mechanics, Yang and Freudenstein [16] present the
use of dual quaternion algebra in the velocity and static force
analysis of a spatial four-link mechanism. Yang [17] later
extends that work, providing equations for the mechanism
accelerations. He then combines the body linear and angular
momenta into a single dual quaternion, named dual momen-
tum, pioneering the use of dual quaternions in the study of
rigid body dynamics [18]. He further combines the equa-
tions of the resultant external forces and torques exerted on
the body into a single dual vector equation [19]. Although
all those works [16–19] have provided an in-depth analysis
of the spatial four-link mechanism being studied based on
dual quaternion representation, the dual quaternion algebra
was not thoroughly exploited to achieve a systematic proce-
dure to attain the dynamic model of a multibody system.
Pennock and Yang [20] finally presents a more system-
atic procedure for the analysis of a serial open chain us-
ing matrices of dual numbers. Their approach relies on the
inertial binor2 to obtain the dual momentum. The afore-
mentioned calculation requires the mapping of the three-
dimensional dual velocities into a six dimensional vector,
thus doubling the equation dimensionality. Afterwards, the
obtained dual momentum must be remapped again to a three-
dimensional dual vector.
In order to avoid the dependency on the inertia binor,
Shoham and Brodsky [22] propose the dual inertia, an ele-
ment composed of the body mass, together with a dual oper-
ator capable of extracting the dual part of a dual quaternion,
and the inertia matrix, combined with the dual unit. To obtain
the equations of a multibody system, they propose to use the
virtual-work and D’Alembert principles, which, due to the
dependence on the time derivative of the Jacobian matrix, is
more expensive than the classic Newton-Euler method. They
later extend the dual inertia to the Lagrangian formulation by
means of the body dual kinetic energy equations [23].
As one of the few works in literature not relying on dual
angles, Dooley and McCarthy [24] propose an alternative dy-
namical model for a multibody system, based on the study
of spatial motions and mechanisms presented by Ravani and
Roth [25] and using the method of generalized forces demon-
strated by Kane et al. [26]. The major disadvantage of the
proposed model is its complicated equations of motion, with
nonintuitive physical significance of its variables. Neverthe-
less, that model can lead to a simple representation of the
constraint equations.
1A nice introduction to screw theory is presented by Murray et al. [15].
2The inertial binor is a 6× 6 matrix that combines the body’s mass and
its inertia matrix. More details can be found in Dimentberg [21].
Hachicho and Eldin introduce an elegant study of the use
of dual quaternions in the dynamics of multibody systems
[27]. Representing dual numbers in the exponential form,
they derive iterative equations for propagation of velocities,
accelerations, torques and forces. However, they focus on
the propagation of these equations and do not extend their
work to the Newton-Euler formalism.
Valverde and Tsiotras [28] use dual quaternions to
model the dynamics of a single rigid body, using a variation
of the dual inertia matrix [22] that requires the swapping of
the primary and dual parts of the dual velocity to obtain the
dual momentum. They then use that formalism to deduce the
dynamics of a multibody system, formulating its dynamical
equations as a linear system, in which the unknown quanti-
ties are the bodies linear and angular accelerations in addi-
tion to the reaction torques and forces that they experience
due to the coupling throughout the kinematic chain. To solve
for the unknown quantities, their approach requires the inver-
sion of a (8b+ r) × (8b+ r) matrix, where b is the number
of rigid bodies and r is the dimensionality of the reaction
wrenches. That matrix, however, is a block diagonal ma-
trix and can be inverted blockwise from its four sub-blocks.
Nonetheless, such sub-blocks are composed of 8b×8b, 8b×r,
r × 8b and r × r matrices, which may be still expensive to
invert.
Farias et al. [29], being more concerned with compu-
tational efficiency, propose to use the dual quaternion ex-
ponential mapping and Plücker lines to represent screw dis-
placements, as first proposed by Özgür and Mezouar [30], to
obtain the Newton-Euler model of serial manipulators with
revolute joints. Naturally, their algorithm works only for
that specific representation and currently only for revolute
joints, although an extension for prismatic joints should be
fairly straightforward. Moreover, the authors also presented
a closed form of the inverse dynamics using matrices of dual
quaternions.
1.1 Statement of contributions
This paper presents two approaches to obtain the dy-
namical equations of serial manipulators using dual quater-
nion algebra. The first one is based on the the recursive
Newton-Euler formulation and the second one applies the
Gauss’s Principle of Least Constraint to obtain the dynam-
ical model of a serial kinematic chain. The contributions of
this paper are the following:
1. A systematic procedure to obtain the recursive equa-
tions for the dynamic model of serial manipulators us-
ing dual quaternion algebra and the Newton-Euler for-
malism, which has linear cost on the number of links.
This approach simplifies the classic procedure by re-
moving the necessity of exhaustive geometrical analy-
ses because wrenches and twists are propagated through
high-level algebraic operations. Compared to the work
of Farias et al. [29], our approach is more general be-
cause it works for arbitrary types of joints and we do not
impose any particular convention for the propagation of
twists;
2. A closed-form for the dynamic model of serial manip-
ulators based on the Gauss’s Principle of Least Con-
straint and dual quaternions algebra. This approach
removes the problem of representational singularities
present in the work of Wieber [31], without the neces-
sity of adding new constraints, in contrast with the tech-
nique based on manifold parameterization of the rotation
group proposed by Bouyarmane and Kheddar [32]. We
also present the skew symmetry property related to the
inertia and Coriolis matrices, which is paramount when
designing passivity-based controllers;
3. We provide a thorough methodology to compute the
costs, in terms of number of elementary operations in-
volved, for each method. As the methodology relies
on cost equations, it may be useful if one seeks to op-
timize intermediate operations and customize the algo-
rithms for particular types of joints because changes in
costs are naturally propagated to the final computational
cost.
We validate the proposed algorithms by means of simulations
and compared them to the Robotics Toolbox, a widely used
library for robot dynamic modeling [33].
This paper is organized as follows: Section 2 presents
a brief mathematical background on dual quaternion alge-
bra; Section 3 presents the dual quaternion formulation of
the Newton-Euler model, whereas Section 4 presents the
dual quaternion formulation based on the Gauss’s Principle
of Least Constraints; Section 5 presents the methodology
for cost computation and Section 6 presents their validation
through simulations; finally, Section 7 presents the final re-
marks and points to further research directions.
2 Mathematical Preliminaries
Dual quaternions [34] are elements of the set
H , {hP + εhD : hP ,hD ∈ H, ε 6= 0, ε2 = 0}, (1)
where
H , {h1 + ıˆh2 + ˆh3 + kˆh4 : h1, h2, h3, h4 ∈ R} (2)
is the set of quaternions, in which ıˆ, ˆ and kˆ are imaginary
units with the properties ıˆ2 = ˆ2 = kˆ2 = ıˆˆkˆ = −1 [35]. Ad-
dition and multiplication of dual quaternions are analogous
to their counterparts of real and complex numbers. One must
only respect the properties of the dual unit ε and imaginary
units ıˆ, ˆ, kˆ.
Given h ∈ H such that
h = h1 + ıˆh2 + ˆh3 + kˆh4︸ ︷︷ ︸
hP
+ε
(
h5 + ıˆh6 + ˆh7 + kˆh8
)
︸ ︷︷ ︸
hD
,
the operators P (h) , hP and D (h) , hD provide the
primary part and dual part of h, respectively, whereas the
operators Re (h) , h1+εh5 and Im (h) = ıˆh2+ˆh3+kˆh4+
ε
(
ıˆh6 + ˆh7 + kˆh8
)
provide the real and the imaginary part
of h, respectively. The conjugate of h is defined as h∗ ,
Re (h) − Im (h) and its norm is given by ‖h‖ =
√
hh∗ =√
h∗h.
The subsetS = {h ∈ H : ‖h‖ = 1} of unit dual quater-
nions is used to represent poses (position and orientation) in
the three-dimensional space and form the group Spin(3)nR3
under the multiplication operation. Any x ∈ S can always
be written asx = r+ε (1/2)pr, where p = ıˆx+ˆy+kˆz rep-
resents the position (x, y, z) in the three-dimensional space
and r = cos (φ/2) + n sin (φ/2) represents a rotation, in
which φ ∈ [0, 2pi) is the rotation angle around the rotation
axisn ∈ Hp ∩ S3, with Hp , {h ∈ H : Re (h) = 0} and
S3 = {h ∈ H : ‖h‖ = 1} [34].
Given the set Hp = {h ∈ H : Re (h) = 0} of pure
dual quaternions, which are used to represent twists and
wrenches, the operator Ad : S × Hp → Hp performs rigid
transformations on those entities. For instance, given a twist
expressed in frame Fa, namely ξa ∈ Hp, and the unit dual
quaternion xba that gives the pose of Fa with respect to Fb,
the same twist is expressed in frame Fb as3
ξb = Ad
(
xba
)
ξa = xbaξ
a
(
xba
)∗
. (3)
The time derivative of xab is given by [36]
x˙ab =
1
2
ξa
ab
xab =
1
2
xabξ
b
ab
, (4)
where
ξa
ab
= ωaab + ε (p˙
a
ab + p
a
ab × ωaab) (5)
is the twist expressed in frame Fa, with ωaab ∈ Hp being the
angular velocity, and
ξb
ab
= Ad
(
xba
)
ξa
ab
= ωbab + εp˙
b
ab (6)
is the twist expressed in Fb. Additionally,
p× ω ,pω − ωp
2
, (7)
p,ω ∈ Hp, is the cross-product between pure quaternions,
which is analogous to the cross product between vectors in
R3 [36]. Furthermore, ξa
ab
is an element of the Lie algebra
associated to Spin(3)nR3.
The cross-product between l, s ∈ Hp, where l = l+ εl′
and s = s+ εs′, is analogous to (7) and given by
l× s , ls− sl
2
= l× s+ ε (l× s′ + l′ × s) . (8)
3This convention of subscripts and superscripts is maintained throughout
this paper. If no superscript is used, we assume the global inertial frame.
Lemma 2.1. If x ∈ S, such that x˙ = (1/2)ξx and ξ′ ∈
Hp, then
d
dt
(
Ad (x) ξ′
)
= Ad (x) ξ˙′ + ξ × (Ad (x) ξ′) . (9)
Proof. Using (3), (4), and the fact that
(
ξx
)∗
= −x∗ξ, we
obtain
d
dt
(
Ad (x) ξ′
)
= x˙ξ′x∗ + xξ˙′x∗ + xξ′x˙∗
=
1
2
ξ
(
xξ′x∗
)
+ xξ˙′x∗ − 1
2
(
xξ′x∗
)
ξ.
(10)
Finally, using (8) in (10) yields (9).
Definition 2.2. Given A = [aij ] ∈ R3×3 and h = (ˆıh2 +
ˆh3 + kˆh4) ∈ Hp, the operatorM3 : R3×3 × Hp → Hp is
defined as
M3(A)h , ıˆ [a11h2 + a12h3 + a13h4]
+ ˆ [a21h2 + a22h3 + a23h4]
+ kˆ [a31h2 + a32h3 + a33h4] . (11)
3 Dual Quaternion Newton-Euler Model
This section presents the recurrence equations of the
Newton-Euler model using dual quaternion algebra for se-
rial mechanisms, assuming that the full kinematic model is
available using dual quaternion representation [37].
For illustrative purposes, and without loss of general-
ity, consider the two-link robot shown in Fig. 1,4 whose
joints can be of an arbitrary type.5 The goal is to find the
torques/forces acting on the robot joints, given the corre-
sponding joints velocities and accelerations. This can be seen
as a function N : Rn × Rn × Rn → Hnp that returns the
vector Γ ∈ Hnp of wrenches acting on the robot joints given
the robot configuration and the velocities and accelerations
on each joint; that is,
Γ = N (q, q˙, q¨) . (12)
3.1 Forward Recursion
The first process of the iterative algorithm consists of
a serial sweeping of the robot joints to calculate the twist
of the center of mass of each link. The objective is to find
the forward recurrence equations that will then be used to
iteratively obtain the wrenches acting on the robot joints.
4In the illustration, the frame attached to the center of mass of each link
has the same orientation of the next link’s reference frame for the sake of
convenience.
5Nonetheless, the end of this section presents specific equations for ro-
tational joints since they are the most common types in robotics.
F0
F1
F2Fc1
Fc2
x01
x0c1
x12
x1c2
Figure 1: Simple Two-link robot.
3.1.1 Twists
The twist of the center of mass of the first link with re-
spect to the inertial frame is given by the pure dual quater-
nion
ξ0
0,c1
= ω00,c1 + εv
0
0,c1 , (13)
where ω00,c1 = ωx ıˆ+ωy ˆ+ωz kˆ and v
0
0,c1 = vx ıˆ+vy ˆ+vz kˆ
are, respectively, the angular and the linear velocities im-
posed by the movements of the first joint. For example, if
the motion of the center of mass located at Fc1 is generated
by a rotational joint located at F0 with motion around the
z-axis, then ξ0
0,c1
= θ˙1kˆ (i.e., v00,c1 = 0). Analogously, if
the aforementioned joint is replaced by a prismatic one that
generates motion along the z-axis, then ξ0
0,c1
= εd˙1kˆ (i.e.,
ω00,c1 = 0). Arbitrarily complex joints, which may even in-
clude simultaneous rotational and translational motions, are
defined by choosing appropriate expressions for ω00,c1 and
v00,c1 .
Using (3) and the fact that xc10 =
(
x0c1
)∗
, the twist (13)
is expressed in Fc1 as
ξc1
0,c1
= Ad (xc10 ) ξ
0
0,c1
= ωc10,c1+ε
(
vc10,c1 + ω
c1
0,c1
× pc10,c1
)
,
(14)
where the linear velocity due to the application of an angular
velocity in a point displaced from the center of mass (i.e., at
F0) arises algebraically. Fig. 2 illustrates this phenomenon
when a purely rotational joint is used (i.e., ξ0
0,c1
= ω00,c1 =
θ˙1n
0
0,c1 , where n
0
0,c1 ∈ Hp ∩ S3 is an arbitrary unit-norm
rotation axis).
The second link’s twist with respect to the inertial frame
depends not only on the twist generated by its own joint, but
also on the twist of the first link since those links are physi-
cally attached. Therefore, it is given by
F0
Fc1
pc10,c1
x0c1
ξc1
0,c1
= ωc10,c1 + ε
(
ωc10,c1 × p
c1
0,c1
)
ξ0
0,c1
= θ˙1kˆ
θ˙1
vt = ω
c1
0,c1
× pc10,c1
Figure 2: Twist ξc1
0,c1
generated due to the application of an angular velocity θ˙1 around an arbitrary axis of the reference
frame F0. The circular trajectory that Fc1 follows is represented by the dashed gray line. The linear velocity due to the
application of θ˙1 appears algebraically through the adjoint transformation. Thus, the tangential velocity of the reference
frame Fc1 , represented as a solid black arrow, is given by the dual part of the twist ξc10,c1 .
ξc2
0,c2
= ξc2
0,1
+ ξc2
1,c2
= Ad
(
xc2c1
)
ξc1
0,1
+ Ad (xc21 ) ξ
1
1,c2
= Ad
(
xc2c1
) (
ξc1
0,c1
+ ξc1
c1,1
)
+ Ad (xc21 ) ξ
1
1,c2
, (15)
where ξ1
1,c2
= ω11,c2+εv
1
1,c2 is the twist of the center of mass
of the second link with respect to F1, which is generated by
the second joint, and Ad
(
xc2c1
) (
ξc1
0,c1
+ ξc1
c1,1
)
is the twist
generated by the first joint, but expressed in Fc2 using (3).
Moreover, ξc1
c1,1
= 0 because x˙c11 = 0. Therefore,
ξc2
0,c2
= Ad
(
xc2c1
)
ξc1
0,c1
+ Ad (xc21 ) ξ
1
1,c2
.
More generally, the twist in Fci that provides the motion
of Fci with respect to F0, which arises from the movement
of the first i joints, is given by
ξci
0,ci
= ξci
0,i−1 + ξ
ci
i−1,ci (16)
where ξci
0,i−1 is the twist related to the motion of the first
i−1 joints and ξci
i−1,ci is the twist related to the motion of ith
joint. Also, ξa
0,0
= 0 for any a.
Analyzing (13), (15), and (16) we find, by induction,
the recurrence equation for the total twist of the ith center of
mass, which has the contribution of all joints up to the ith
joint, expressed in Fci , as
ξci
0,ci
= Ad
(
xcici−1
)(
ξci−1
0,ci−1
+ ξci−1
ci−1,i−1
)
+ Ad
(
xcii−1
)
ξi−1
i−1,ci ,
where c0 , 0 and ξci−1ci−1,i−1 = 0 because x˙
ci−1
i−1 = 0 for all i.
Therefore,
ξci
0,ci
= Ad
(
xcici−1
)
ξci−1
0,ci−1
+ Ad
(
xcii−1
)
ξi−1
i−1,ci . (17)
Since the twist ξi−1
i−1,ci is generated by the ith joint, its ex-
pression depends on which type the ith joint is. If the
ith joint is revolute, then ξi−1
i−1,ci = θ˙il
i−1
ji
, where li−1ji ∈
Hp ∩ S3 is the motion axis. If it is prismatic, then ξ˙i−1i−1,ci =
εd˙il
i−1
ji
. The transformation xcici−1 is calculated as x
ci
ci−1 =(
x0ci
)∗
x0ci−1 , where
x0ci = x
0
ci−1x
ci−1
i−1 x
i−1
ci
,
x00 = 1, the transformation x
ci−1
i−1 is constant, and x
i−1
ci
is a
function of qi.
3.1.2 Time Derivative of the Twists
Taking the time derivative of (17), we use (9) to obtain
ξ˙
ci
0,ci
= Ad
(
xcici−1
)
ξ˙
ci−1
0,ci−1
+ ξci
ci,ci−1
×
(
Ad
(
xcici−1
)
ξci−1
0,ci−1
)
+ Ad
(
xcii−1
)
ξ˙
i−1
i−1,ci
+ ξci
ci,i−1 ×
(
Ad
(
xcii−1
)
ξi−1
i−1,ci
)
.
Since ξci
i−1,ci = −ξ
ci
ci,i−1 then
ξci
ci,i−1 ×
(
Ad
(
xcii−1
)
ξi−1
i−1,ci
)
= −ξci
ci,i−1 × ξ
ci
ci,i−1 = 0.
Therefore,
ξ˙
ci
0,ci
= Ad
(
xcici−1
)
ξ˙
ci−1
0,ci−1
+ Ad
(
xcii−1
)
ξ˙
i−1
i−1,ci
+ ξci
ci,ci−1
×
[
Ad
(
xcici−1
)
ξci−1
0,ci−1
]
, (18)
where ξ˙
c0
0,c0
, 0. Also, since ξi−1
ci,ci−1
= ξi−1
ci,i−1 + ξ
i−1
i−1,ci−1
and ξi−1
i−1,ci−1 = 0, then
ξci
ci,ci−1
= Ad
(
xcii−1
)
ξi−1
ci,i−1 = −Ad
(
xcii−1
)
ξi−1
i−1,ci .
(19)
As shown in Section 3.1.1, the twist ξi−1
i−1,ci depends
on the type of the ith joint and, therefore, so does the term
ξ˙
i−1
i−1,ci . If the ith joint is revolute, then ξ˙
i−1
i−1,ci = θ¨il
i−1
ji
. If
it is prismatic, then ξ˙
i−1
i−1,ci = εd¨il
i−1
ji
.
Remark 1. Although (18) is written in recursive form, we
can always write twists as in (5) and (6). Therefore, as
ξci
0,ci
= Ad (xci0 ) ξ
0
0,ci
, with ξ0
0,ci
= ω00,ci+ε(p˙
0
0,ci+p
0
0,ci×
ω00,ci), we use (9) to obtain
ξ˙
ci
0,ci
=Ad (xci0 ) ξ˙
0
0,ci
=ω˙ci0,ci+ε
(
p¨ci0,ci+p˙
ci
0,ci
×ωci0,ci
)
(20)
because ξci
ci,0
× Ad (xci0 ) ξ00,ci = −ξ
ci
0,ci
× ξci
0,ci
= 0. Since
D
(
ξ˙
ci
0,ci
)
= p¨ci0,ci + p˙
ci
0,ci
× ωci0,ci then
p¨ci0,ci = D
(
ξ˙
ci
0,ci
)
−D
(
ξci
0,ci
)
× P
(
ξci
0,ci
)
. (21)
3.2 Backward Recursion
The second process of the iterative algorithm consists in
sweeping the serial robot from the last to the first joint to
calculate the wrenches applied at each one of them. To that
aim, we use the twists obtained in Section 3.1 and their time
derivatives.
Before obtaining the general expression for the back-
ward recursion, let us consider the simple robot shown in
Fig. 1. The wrench at the center of mass of the second link,
expressed in Fc2 , is given by the pure dual quaternion
ζc2
0,c2
= ςc20,c2 +m2g
c2 , (22)
where m2gc2 is the gravitational component, in which gc2 ∈
Hp is the gravity vector expressed in Fc2 , and ςc20,c2 =
f c20,c2 + ετ
c2
0,c2
, with f c20,c2 = fx ıˆ+fy ˆ+fz kˆ being the force
at the center of mass of the second link, given by Newton’s
second law f c20,c2 = m2p¨
c2
0,c2
.
Therefore, we use (21) to obtain
f c20,c2 = m2
(
D
(
ξ˙
c2
0,c2
)
+ P
(
ξc2
0,c2
)
×D
(
ξc2
0,c2
))
. (23)
Furthermore, τ c20,c2 is the torque about the second link’s cen-
ter of mass due to the change of its angular momentum, given
by the Euler’s rotation equation
τ c20,c2 =M3 (Ic22 )P
(
ξ˙
c2
0,c2
)
+ P
(
ξc2
0,c2
)
×
(
M3 (Ic22 )P
(
ξc2
0,c2
))
, (24)
whereM3 (·) is given by (11) and Ic22 is the inertia tensor of
the second link, expressed at its center of mass. Because (24)
is calculated with respect to the center of mass, the gravity
acceleration does not contribute to the torque.
Using the adjoint transformation (3) in (22), the wrench
at the second joint, resulting from the wrench at the center of
mass of the second link, is given by
ζ1
j2
= Ad
(
x1c2
)
ζc2
0,c2
= f1j2 + ετ
1
j2 , (25)
where f1j2 = f
1
0,c2 +m2g
1 and τ 1j2 = τ
1
0,c2 + p
1
1,c2 × f1j2 .
The resultant wrench at the first joint includes the effects
of the wrenches from the first and the second links as they
are rigidly attached to each other. Therefore, the resultant
wrench at the first joint is given by
ζ0
j1
= Ad
(
x0c1
)
ζc1
0,c1
+ Ad
(
x01
)
ζ1
j2
, (26)
where ζc1
0,c1
= ςc10,c1 +m1g
1, with ςc10,c1 = f
c1
0,c1
+ ετ c10,c1 , is
the wrench at the center of mass of the first link expressed in
Fc1 .
Thus, analyzing (22), (25), and (26), we find the back-
ward recurrence equation for the total wrench at the ith joint,
which includes the contribution of all wrenches starting at
the center of mass of the ith link up to the wrench at the
center of mass of the last one, expressed in Fi−1, as
ζi−1
ji
= Ad
(
xi−1ci
)
ζci
0,ci
+ Ad
(
xi−1i
)
ζi
ji+1
, (27)
with i ∈ {1, . . . , n}, where ζn
jn+1
= 0 and
ζci
0,ci
= ςci0,ci + mig
ci , with ςci0,ci = f
ci
0,ci
+ ετ ci0,ci ,
is the wrench at the ith center of mass,6 f ci0,ci =
mi
(
D
(
ξ˙
ci
0,ci
)
+ P
(
ξci
0,ci
)
×D
(
ξci
0,ci
))
, and τ ci0,ci =
M3 (Icii )P
(
ξ˙
ci
0,ci
)
+ P
(
ξci
0,ci
)
×
(
M3 (Icii )P
(
ξci
0,ci
))
.
Moreover, the transformation xi−1ci is a function of qi.
6If an external wrench is applied at the end-effector, then ζn
jn+1
6= 0.
Algorithm 1 Dual Quaternion Newton-Euler Algorithm.
1: function NEWTON_EULER(q, q˙, q¨)
2:
(
Ξ, Ξ˙
)
←FORWARD_RECURSION(q, q˙, q¨)
3: Γ←BACKWARD_RECURSION(Ξ, Ξ˙)
4: return Γ
5: end function
In the case of robots with revolute and/or prismatic
joints, the wrenches given by (27) must be projected onto
the joints motion axes through
〈ζi−1
ji
, li−1ji 〉 = fli + ετli , (28)
where fli , τli ∈ R and 〈ζi−1ji , l
i−1
ji
〉 is the inner product be-
tween the wrench ζi−1
ji
= f i−1ji + ετ
i−1
ji
and the motion axis
li−1ji ∈ Hp ∩ S3 of the ith joint, given by [36]
〈ζi−1
ji
, li−1ji 〉 = −
(
ζi−1
ji
li−1ji + l
i−1
ji
ζi−1
ji
)
2
= 〈f i−1ji , li−1ji 〉+ ε〈τ i−1ji , li−1ji 〉 = fli + ετli .
Therefore, if the ith joint is revolute, then the correspond-
ing torque is given by τli = D
(
〈ζi−1
ji
, li−1ji 〉
)
. If it is pris-
matic, then the corresponding force along along the axis li−1ji
is given by fli = P
(
〈ζi−1
ji
, li−1ji 〉
)
.
Algorithms 1, 2, and 3 summarize the proposed dual
quaternion Newton-Euler formalism.
4 Gauss’s Principle of Least Constraint
The Gauss’s Principle of Least Constraint [38] is a dif-
ferential variational principle, equivalent to the D’Alembert
one, that is based on the variation of the acceleration. For
a system composed of n bodies, it can be stated as a least-
squares minimization problem, as follows
min
n∑
i=1
1
2
(aci − a¯ci)T Ψci (aci − a¯ci) , (29)
where aci and a¯ci are the accelerations of the center of
mass of the ith rigid body under constraints and without con-
straints, respectively. Furthermore, Ψci , Ψci (Ici ,mi) en-
capsulates the inertial parameters of the ith rigid body, such
as the inertia tensors Ii and the mass mi.
The Gauss’s Principle of Least Constraint has been used
in robotics to describe the dynamics of robot manipulators
[39] and rigid body simulations [40]. Wieber [41] used this
principle to derive the analytic expression of the Lagrangian
dynamics of a humanoid robot, but he used Euler angles to
represent orientations, which result in representational singu-
larities. Bouyarmane and Kheddar [32] handled that problem
Algorithm 2 Forward recursion to obtain the twists and their
derivatives for the center of mass of all robot links.
1: function FORWARD_RECURSION(q, q˙, q¨)
2: ξc0
0,c0
← 0 and ξ˙c0
0,c0
← 0
3: for i← 1, n do
4: if revolute joint then
5: ξi−1
i−1,ci ← q˙il
i−1
ji
and ξ˙
i−1
i−1,ci ← q¨il
i−1
ji
6: else if prismatic joint then
7: ξi−1
i−1,ci ← εq˙il
i−1
ji
and ξ˙
i−1
i−1,ci ← εq¨il
i−1
ji
8: end if
9: . Calculation of the ith center of mass twist
10: ξci
0,ci
← Ad
(
xcici−1
)
ξci−1
0,ci−1
+Ad
(
xcii−1
)
ξi−1
i−1,ci
11: . Calculation of the ith center of mass twist
derivative
12: ξci
ci,ci−1
← −Ad (xcii−1) ξi−1i−1,ci
13: ξ˙
ci
0,ci
← Ad
(
xcici−1
)
ξ˙
ci−1
0,ci−1
+Ad
(
xcii−1
)
ξ˙
i−1
i−1,ci
+ ξci
ci,ci−1
×
[
Ad
(
xcici−1
)
ξci−1
0,ci−1
]
14: end for
15: Ξ←
(
ξc1
0,c1
, . . . , ξcn
0,cn
)
16: Ξ˙←
(
ξ˙
c1
0,c1
, . . . , ξ˙
cn
0,cn
)
17: return
(
Ξ, Ξ˙
)
18: end function
Algorithm 3 Backward recursion to obtain the wrenches at
the robot joints.
1: function BACKWARD_RECURSION(Ξ, Ξ˙)
2: ζn
jn+1
← 0
3: for i← n, 1 do
4: ξci
0,ci
← Ξ[i] and ξ˙ci
0,ci
← Ξ˙[i]
5: f ci0,ci ←mi
(
D
(
ξ˙
ci
0,ci
)
+P
(
ξci
0,ci
)
×D
(
ξci
0,ci
))
6: τ ci0,ci ←M3 (Icii )P
(
ξ˙
ci
0,ci
)
+P
(
ξci
0,ci
)
×
(
M3 (Icii )P
(
ξci
0,ci
))
7: ζci
0,ci
← f ci0,ci + ετ ci0,ci +migci
8: . We let Γ[i] = ζi−1
ji
9: Γ[i]← Ad (xi−1ci ) ζci0,ci + Ad (xi−1i ) ζiji+1
10: end for
11: return Γ
12: end function
using rotation matrices and quaternions to represent orienta-
tions, but their strategy requires additional constraints in the
minimization problem (29). In this section, we rewrite the
Gauss’s Principle of Least Constraint for articulated bodies,
similar to the formulation proposed by Wieber [31], but us-
ing dual quaternion algebra. In addition to being free of rep-
resentational singularities, our formulation does not require
additional constraints in the formulation of the Gauss’s Prin-
ciple of Least Constraints.
In the next subsection, we rewrite the constrained ac-
celerations (18) as a linear function of the vector of joints
velocities and joints accelerations. This allows solving (29)
for the joints accelerations and, therefore, additional con-
straints can be directly imposed in the optimization formu-
lation. On the other hand, imposing such constraints directly
on the Newton-Euler formalism is arguably not as simple.
4.1 Constrained acceleration aci
Consider the robotic system in Fig. 1. The robot is com-
posed of rigid bodies that are constrained7 to one another by
joints. To express the twist ξci
0,ci
of the ith center of mass ex-
plicitly as a linear combination between its Jacobian Jξci0,ci
and the vector of joints velocities q˙ ∈ Rn, we use the op-
erators vec8 : H → R8, which maps the coefficients of a
dual quaternion into an eight-dimensional vector,8 and
+
H8 :
H → R8×8, such that vec8 (h1h2) =
+
H8 (h1) vec8 h2.
Therefore, from (4) we obtain ξci
0,ci
= 2
(
x0ci
)∗
x˙0ci , which
implies vec8 ξci0,ci = 2
+
H8 (x
ci
0 ) vec8 x˙
0
ci
.
Because ξci
0,ci
∈ Hp, the first and fifth elements of
vec8 ξ
ci
0,ci
equal zero, thus we also use the operator vec6 :
Hp → R6 such that vec6 ξci0,ci , I¯ vec8 ξ
ci
0,ci
, where
I¯ ,
[
03×1 I3 03×1 03×3
03×1 03×3 03×1 I3
]
,
with I3 ∈ R3×3 being the identity matrix and 0m×n ∈
Rm×n being a matrix of zeros. Moreover, vec8 x˙0ci =
Jx0ci
q˙i, with q˙i =
[
q˙1 · · · q˙i
]T
, and Jx0ci ∈ R
8×i is the
Jacobian matrix that is obtained algebraically [37]. Hence,
vec6 ξ
ci
0,ci
=
[
J¯ξci0,ci
06×(n−i)
]
︸ ︷︷ ︸
J
ξ
ci
0,ci
q˙, (30)
where J¯ξci0,ci
= 2I¯
+
H8 (x
ci
0 )Jx0ci
∈ R6×i.
Finally, the constrained acceleration of the ith center of
mass is given by
aci , vec6 ξ˙
ci
0,ci
= Jξci0,ci
q¨ + J˙ξci0,ci
q˙. (31)
We recall that (31) is equivalent to (18) as the Newton-
Euler formalism implicitly considers the linkage constraints
of the bodies.
7In this case, the constraints are holonomic. However, nonholonomic
constraints can be taken into account as well.
8Given h = h1 + ıˆh2 + ˆh3 + kˆh4 + ε
(
h5 + ıˆh6 + ˆh7 + kˆh8
)
,
vec8 h =
[
h1 · · · h8
]T .
4.2 Unconstrained acceleration a¯ci
Consider x0ci = r
0
ci + (1/2)εp
0
0,cir
0
ci , which represents
the rigid motion from F0 to Fci , and the twist ξ
ci
0,ci
at Fciof
the ith body under no constraints. From (20), the uncon-
strained acceleration is given explicitly as
a¯ci , vec6 ξ˙
ci
0,ci
=
[
vec3 ω˙
ci
0,ci
vec3
(
p¨ci0,ci + p˙
ci
0,ci
× ωci0,ci
) ] , (32)
where vec3 : Hp → R3 such that vec3(aıˆ + bˆ + ckˆ) =[
a b c
]T
. Although the final form of (20) and (32) are es-
sentially the same, the latter does not depend on q, q˙, nor q¨,
precisely because it is unconstrained.
4.3 Euler Lagrange equations
Using (31) and (32), we define a˜ci0,ci , aci − a¯ci and
rewrite (29) as
min
q¨
n∑
i=1
1
2
(
a˜ci0,ci
)T
Ψci a˜
ci
0,ci︸ ︷︷ ︸
Υ(q,q˙,q¨)
, (33)
where Ψci , blkdiag (Icii ,miI3).
Expanding Υ (q, q˙, q¨), we obtain
Υ (q, q˙, q¨) =
n∑
i=1
(Υai (q, q˙, q¨) + Υbi (q, q˙)) , (34)
where9
Υai (q, q˙, q¨) ,
1
2
q¨TJTξci0,ci
ΨciJξci0,ci
q¨
+ q˙T J˙
T
ξ
ci
0,ci
ΨciJξci0,ci
q¨ − q¨TJTξci0,ciΨci a¯ci
and
Υbi (q, q˙) ,
1
2
a¯TciΨci a¯ci +
1
2
q˙T J˙
T
ξ
ci
0,ci
Ψci J˙ξci0,ci
q˙
− q˙T J˙Tξci0,ciΨci a¯ci .
From the optimality condition, the solution of (33) is
computed as [31]
∂Υ (q, q˙, q¨)
∂q¨
=
∂
∂q¨
(
n∑
i=1
Υai (q, q˙, q¨)
)
= 01×n. (35)
9Notice that q¨TJT
ξ
ci
0,ci
Ψci J˙ξci0,ci
q˙ = q˙T J˙
T
ξ
ci
0,ci
ΨciJξci0,ci
q¨ and
q¨TJT
ξ
ci
0,ci
Ψci a¯ci = a¯
T
ci
ΨciJξci0,ci
q¨.
Using (34) in (35), we have
0n×1 =
n∑
i=1
(
JTξci0,ci
ΨciJξci0,ci
q¨ + JTξci0,ci
Ψci J˙ξci0,ci
q˙ + Φ
)
,
(36)
where Φ = −JTξci0,ciΨci a¯ci .
Since Jξci0,ci
=
[
JTP(ξci0,ci)
JTD(ξci0,ci)
]T
, using (32) and
the elements Icii and mi of Ψci , the term Φ from (36) can be
rewritten as
Φ = −JTP(ξci0,ci)I
ci
i vec3 ω˙
ci
0,ci
− JTD(ξci0,ci) vec3 f
ci
0,ci
−miJTD(ξci0,ci) vec3
(
p˙ci0,ci × ωci0,ci
)
, (37)
where vec3
(
p˙ci0,ci × ωci0,ci
)
= −S (ωci0,ci) vec3 p˙ci0,ci , with
vec3 p˙
ci
0,ci
=JD(ξci0,ci)
q˙, f ci0,ci=mip¨
ci
0,ci
, and S (·)∈ so(3) is
the anti-symmetric matrix used as an operator that performs
the cross product [42].
Furthermore, as vec3 ωci0,ci = JP(ξci0,ci)
q˙, for conve-
nience’s sake we use the vec3 operator to rewrite (24) as
Icii vec3 ω˙
ci
0,ci
= vec3 τ
ci
0,ci
+S (sci)JP(ξci0,ci)
q˙, (38)
where sci , Icii vec3 ωci0,ci , and use it in (37) to obtain
Φ = −JTP(ξci0,ci) vec3 τ
ci
0,ci
− JTD(ξci0,ci) vec3 f
ci
0,ci
+ JTξci0,ci
S
(
ωci0,ci ,Ψci
)
Jξci0,ci
q˙, (39)
with
S
(
ωci0,ci ,Ψci
)
, blkdiag
(−S (sci) ,miS (ωci0,ci)). (40)
Finally, using (39) in (36) yields
MGPq¨ +CGPq˙ = τ¯GP, (41)
where MGP , MGP (q) ∈ Rn×n is the inertia matrix,
CGP , CGP (q, q˙) ∈ Rn×n denotes the nonlinear dynamic
effects (including the Coriolis terms), and τ¯GP , τ¯GP (q) ∈
Rn represents the generalized forces acting on the system;
also,
MGP ,
n∑
i=1
JTξci0,ci
ΨciJξci0,ci
, (42)
CGP ,
n∑
i=1
JTξci0,ci
(
S
(
ωci0,ci ,Ψci
)
Jξci0,ci
+ Ψci J˙ξci0,ci
)
,
(43)
τ¯GP ,
n∑
i=1
(
JTP(ξci0,ci)
vec3 τ
ci
0,ci
+ JTD(ξci0,ci)
vec3 f
ci
0,ci
)
.
(44)
Furthermore, since the gravity does not generate any
resultant moment at the center of mass of a link, the vec-
tor of gravitational forces τ g , τ g (q) is obtained from
τ¯GP by letting τ ci0,ci = 0 and f
ci
0,ci
= Ad (rci0 )fgi , where
fgi = mig and g ∈ Hp are the gravitational force and grav-
itational acceleration, respectively, both expressed in the in-
ertial frame. Hence,
τ g =
n∑
i=1
JTD(ξci0,ci)
vec3
(
Ad (rci0 )fgi
)
. (45)
By considering the generalized forces τGP applied in the
joints and the gravitational forces τ g , the resultant forces act-
ing on the system are τ¯GP = τGP + τ g . Let gGP , −τ g ,
then (41) is rewritten in the canonical form as
MGPq¨ +CGPq˙ + gGP = τGP. (46)
In this way, solving (33) leads to the Euler-Lagrange dy-
namic description of a mechanical system by means of dual
quaternion algebra. Algorithm 4 summarizes the procedure
for obtaining the Euler-Lagrange dynamic equation for a se-
rial manipulator. Once again, we assume that the robot for-
ward kinematics and differential kinematics are available in
dual quaternion space [37].
Remark 2. LetA , (1/2)M˙GP −CGP, then
A = −
n∑
i=1
JTξci0,ci
S
(
ωci0,ci ,Ψci
)
Jξci0,ci .
Since S
(
ωci0,ci ,Ψci
)
is anti-symmetric by construction, by
direct calculation,AT = −A, which implies
uT
(
1
2
M˙GP (q)−CGP (q, q˙)
)
u = 0 (47)
for all q, q˙,u ∈ Rn. Property (47) is useful to show formal
closed-loop stability in robot dynamic control using strate-
gies based on Lyapunov functions [43].
Algorithm 4 Euler Lagrange model using the Dual Quater-
nion Gauss’s Principle of Least Constraint Formalism for a
robot manipulator.
Require: The forward kinematics, the differential kinemat-
ics, and the generalized inertia tensor Ψci for all links’
centers of mass
1: function EULER_LAGRANGE(q, q˙, q¨)
2: MGP ← 0, CGP ← 0, gGP ← 0
3: for i← 1, n do
4: . Calculation of necessary kinematic informa-
tion for each center of mass
5: xci0 ←FORWARD_KINEMATICS(q)
6: Jx0ci
←DIFFERENTIAL_KINEMATICS(q)
7: Jξci0,ci
← 2I¯
+
H8 (x
ci
0 )Jx0ci
8: vec6 ξ
ci
0,ci
← Jξci0,ci q˙
9: ωci0,ci ← P
(
ξci
0,ci
)
10: J˙ξci0,ci
← Twist Jacobian derivative
11: . Calculation of the dynamic model
12: MGP ←MGP + JTξci0,ciΨciJξci0,ci
13: N ← S (ωci0,ci ,Ψci)Jξci0,ci + Ψci J˙ξci0,ci
14: CGP ← CGP + JTξci0,ciN
15: . Recall that Jξci0,ci
=
[
JTP J
T
D
]T
16: gGP ← gGP + JTD vec3
(−f ci0,ci)
17: end for
18: τGP ←MGPq¨ +CGPq˙ + gGP
19: return τGP
20: end function
5 Computational cost
The comparison between the proposed methods and
their classic counterparts is made in terms of number of mul-
tiplications, additions, and trigonometric operations involved
in each method. To that aim, first we define a cost oper-
ator C (op) that is used to calculate the cost of the opera-
tion op as a function of the cost of simpler operations [37].
For example, given a, b ∈ H, the cost of their multiplica-
tion is given by C (ab) and, since Ad (a) b = aba∗ then
C (Ad (a) b) = 2C (ab) + C (a∗). In other words, the cost
of one adjoint operation is equivalent to the cost of two dual
quaternion multiplications plus one dual quaternion conjuga-
tion. Table 1 summarizes the cost of elementary operations
used throughout this section.
5.1 Newton-Euler using Dual Quaternions
The cost of calculating the twists throughout the kine-
matic chain is equivalent to calculating ξcn
0,cn
, the twist of the
nth and last center of mass, thanks to the recursive formula-
tion. Therefore, from (17),
C
(
ξcn
0,cn
)
= 2nC (Ad (a) b) + nC (a+ b) (48)
Table 1: Cost of operations with quaternions, dual quater-
nions, matrices and vectors in terms of multiplication and
addition of real numbers.
Mult. Add.
Quaternions
(I ∈ R3×3, a, b ∈ H, and λ ∈ R)
C (M(I)a) (See Eq. (11)) 9 6
C (λa) 4 0
C (a∗) 3 0
C (a+ b) 0 4
C (ab) 16 12
C (a×b)=2C (ab)+C (a+b)+C (λa) 36 28
C (Ad (a) b) = 2C (ab) + C (a∗) 35 24
Dual quaternions (a, b ∈ H)
C (λa) 8 0
C (a∗) 6 0
C (a+ b) 0 8
C (ab) 48 40
C (Ad (a) b) = 2C (ab) + C (a∗) 102 80
C (a×b)=2C (ab)+C (a+b)+C (λa) 104 88
Matrices and vectors ( c ∈ R3 )
C
(
λ A
m×p
)
mp 0
C
(
A
m×p
+ B
m×p
)
0 mp
C
(
A
m×p
B
p×r
)
mpr mr(p−1)
C (S(c)) = C (λc) 3 0
C
(
S
(
ωci0,ci ,Ψci
))
(See Eq. 40) 18 6
From (18) and (19), the cost of calculating the time
derivative of twists along the whole kinematic chain, simi-
larly to the calculation of the twists, is given by
C
(
ξ˙
cn
0,cn
)
= n
(
2C (Ad (a) b) + C (a× b)
)
+ n
(
2C (a+ b) + C (λa)
)
(49)
where we used the fact that Ad
(
xcici−1
)
ξci−1
0,ci−1
and
Ad
(
xcii−1
)
ξi−1
i−1,ci were already calculated for the twists.
Again, thanks to the recursive formulation, the cost of
calculating the wrenches throughout the kinematic chain is
equivalent to calculating ζ0
j1
, the wrench of the first joint.
Table 2: Number of operations in the computation of Line 7
in the Dual Quaternion Newton-Euler Algorithm 3.
Mult. Add.
C
(
f ci0,ci
)
= C (λa) + C (a× b) + C (a+ b) 40 32
C
(
τ ci0,ci
)
=2C (M(I)a)+C (a×b)+C (a+b) 54 44
C
(
ςci0,ci
)
= C
(
f ci0,ci
)
+ C
(
τ cici
)
94 76
C
(
ζci
0,ci
)
= C
(
ςci0,ci
)
+ C (a+ b) + C (λa) 98 80
Table 3: Number of operations in different parts of the Dual
Quaternion Newton-Euler algorithm.
Mult. Add.
Forward kinematics x0n [37] 60n− 48 44n− 40
Twist ξcn
0,cn
(Eq. (48)) 204n 168n
Twist derivative ξ˙
cn
0,cn
(Eq.(49)) 316n 264n
Wrench ζ0
j1
(Eq. (50)) 302n 248n
Therefore, from (27),
C
(
ζ0
j1
)
=n
(
C
(
ζci
0,ci
)
+2C (Ad (a) b)+C (a+ b)
)
, (50)
where C
(
ζci
0,ci
)
is given in Table 2.
Lastly, the total cost of the Dual Quaternion Newton-
Euler algorithm also includes the cost C
(
x0n
)
of calculat-
ing the forward kinematics. Once more, since the forward
kinematics is calculated iteratively throughout the kinematic
chain [37], all intermediate transformations are calculated
at once. Therefore, the total cost of the Dual Quaternion
Newton-Euler algorithm is given by
C
total
(NEDQ) = C
(
x0n
)
+ C
(
ξcn
0,cn
)
+ C
(
ξ˙
cn
0,cn
)
+ C
(
ζ0
j1
)
,
(51)
where the intermediate costs are summarized in Table 3 with
their explicit values in terms of additions and multiplications
of real numbers. Also, the explicit value of C
total
(NEDQ) is
shown in Table 6.
5.2 Dual Quaternion Euler Lagrange algorithm using
Gauss’s Principle of Least Constraint
From (30), the cost of calculating Jξci0,ci
is
C
(
Jξci0,ci
)
=C
(
Jx0ci
)
+C (λa)+C
(
A
6×8
B
8×i
)
, (52)
where we used the facts that the product I¯
+
H8 (x
ci
0 ) is equiv-
alent to removing the first and fifth rows from
+
H8 (x
ci
0 ) and
2
+
H8 (x
ci
0 ) =
+
H8 (2x
ci
0 ).
The time derivative of the Jacobian Jξci0,ci
is given by
J˙ξci0,ci
=
[
˙¯Jξci0,ci
06×(n−i)
]
(53)
with
˙¯Jξci0,ci
= 2I¯
(
+
H8 (x˙
ci
0 )Jx0ci
+
+
H8 (x
ci
0 ) J˙x0ci
)
.
Therefore, the cost of calculating ˙¯Jξci0,ci
is given by
C
(
J˙ξci0,ci
)
= C
(
J˙x0ci
)
+ 2C
(
A
6×8
B
8×i
)
+ C
(
A
6×i
+ B
6×i
)
+ C (λa) , (54)
since Jx0ci and
+
H8 (2x
ci
0 ) were already calculated for Jξci0,ci
.
From (52), the cost of calculating the n Jacobians
Jξci0,ci
is
n∑
i=1
C
(
Jξci0,ci
)
=
n∑
i=1
(
C
(
Jx0ci
)
+ C
(
A
6×8
B
8×i
))
+ nC (λa) .
(55)
Since C
(
Jx0ci
)
+C
(
A
6×8
B
8×i
)
= cαi+ cβ , where cα and cβ
are found by inspection, then we use the relation
∑n
i=1 i =
n (n+ 1) /2 to find
n∑
i=1
C
(
Jξci0,ci
)
=
n∑
i=1
(cαi+ cβ) + nC (λa)
=
cαn
2
2
+
(cα
2
+ cβ + C (λa)
)
n. (56)
When considering the cost in terms of multiplications,
cα = 237 and cβ = −48. Therefore,
C
mult
(
Jξ
)
,
n∑
i=1
C
mult
(
Jξci0,ci
)
= 118.5n2 + 78.5n.
Analogously, when considering the cost in terms of addi-
tions, cα = 184 and cβ = −40. Hence,
C
add
(
Jξ
)
,
n∑
i=1
C
add
(
Jξci0,ci
)
= 92n2 + 52n.
Table 4: Number of operations in different parts of the Jaco-
bians and its derivatives
Mult. Add.
C
(
Jx0ci
)
[37] 189i− 48 142i− 40
C
(
J˙x0ci
)
[37] 312i 268i− 8
C
(
Jξci0,ci
)
237i− 40 184i− 40
C
(
J˙ξci0,ci
)
408i+ 8 358i− 8
C
(
Jξ
)
118.5n2 + 78.5n 92n2 + 52n
C
(
J˙ξ
)
204n2 + 212n 179n2 + 171n
Analogously, from (54) we let C
(
J˙x0ci
)
+
2C
(
A
6×8
B
8×i
)
+ C
(
A
6×i
+ B
6×i
)
=cγi + cλ to find an
expression identical to (56), in which cα and cβ are replaced
by cγ and cλ, respectively. When considering the cost in
terms of multiplications, cγ = 408 and cλ = 0, whereas in
terms of additions, cγ = 358 and cλ = −8. Hence,
C
mult
(
J˙ξ
)
,
n∑
i=1
C
mult
(
J˙ξci0,ci
)
= 204n2 + 212n,
C
add
(
J˙ξ
)
,
n∑
i=1
C
add
(
J˙ξci0,ci
)
= 179n2 + 171n.
The costs for calculating all Jacobians matrices are sum-
marized in Table 4.
To obtain the computational cost of (42), we define
M¯ i , J¯Tξci0,ciΨci J¯ξ
ci
0,ci
∈ Ri×i such that
C
(
M¯ i
)
= C
(
A
i×6
B
6×6
)
+ C
(
A
i×6
B
6×i
)
. (57)
Since
M i =
[
M¯ i 0i×(n−i)
0(n−i)×i 0(n−i)×(n−i)
]
∈ Rn×n,
thenMGP =
∑n
i=1
M i, whose cost is given by
C (MGP) =
n∑
i=1
C
(
M¯ i
)
+ (n− 1)C
(
A
n×n
+ B
n×n
)
. (58)
To calculate the computational cost of (43), we define
the matrix
C¯i , J¯Tξci0,ci
(
S
(
ωci0,ci ,Ψci
)
J¯ξci0,ci
+ Ψci
˙¯Jξci0,ci
)
∈ Ri×i,
whose calculation cost is given by
C
(
C¯i
)
= C
(
S
(
ωci0,ci ,Ψci
))
+ 2C
(
A
6×6
B
6×i
)
+ C
(
A
6×i
+ B
6×i
)
+ C
(
A
i×6
B
6×i
)
. (59)
Considering the matrix
Ci =
[
C¯i 0i×(n−i)
0(n−i)×i 0(n−i)×(n−i)
]
∈ Rn×n,
we have CGP =
∑n
i=1
Ci with corresponding cost given by
C (CGP) =
n∑
i=1
C
(
C¯i
)
+ (n− 1)C
(
A
n×n
+ B
n×n
)
. (60)
To calculate
∑n
i=1
C
(
M¯ i
)
and
∑n
i=1
C
(
C¯i
)
in (58) and
(60), respectively, we must realize that the summands C
(
C¯i
)
and C
(
M¯ i
)
have similar structure, such as C
(
C¯i
)
=
cαC i
2 + cβC i+ cγC .
10 Therefore,
n∑
i=0
C
(
C¯i
)
=cαC
n∑
i=0
i2+cβC
n∑
i=0
i+cγC
n∑
i=0
1
=cαC
(
n2+n
)
(2n+1)
6
+cβC
n (n+1)
2
+cγCn,
(61)
where used the fact that
∑n
i=0 i
2 =
(
n2+n
)
(2n+1) /6 [44].
Using (60) and (61), we obtain the final cost for computing
the Coriolis matrix in (43). An analogous reasoning is done
to obtain the final cost (58) for computing the inertia matrix
in (42).
Last, to obtain the cost of calculating (45), we define the
vector
g¯i , J¯
T
D(ξci0,ci)
vec3
(−Ad (rci0 )fgi) ∈ Ri×1,
where J¯ξci0,ci
=
[
J¯
T
P(ξci0,ci)
J¯
T
D(ξci0,ci)
]T
, and whose calcu-
lation cost is given by
C (g¯i) = C
(
A
i×3
B
3×1
)
+ C (Ad (a) b)
= cαg i+ cβg , (62)
10Expanding (59), we obtain cαC = 6, cβC = 72, and cγC = 18 for
the number of multiplications in C
(
C¯i
)
and cαC = 5, cβC = 66, and
cγC = 6 for the number of additions. An analogous reasoning can be done
for C
(
M¯ i
)
.
Table 5: Number of operations in the Euler-Lagrange De-
scription
Mult. Add.
C
(
M¯ i
)
6i2 + 36i 5i2 + 30i
C
(
C¯i
)
6i2 + 72i+ 18 5i2 + 66i+ 6
C (g¯i) 3i+ 35 2i+ 24
C (MGP) 2n
3 + 21n2 + 19n 83n
3 + 332 n
2 + 956 n
C (CGP) 2n
3 + 39n2 + 55n 83n
3 + 692 n
2 + 2396 n
C (gGP) 1.5n
2 + 36.5n 2n2 + 24n
in which cαg and cβg are constants that are found by inspec-
tion.11 Considering gi =
[
g¯Ti 0
T
(n−i)
]T
∈ Rn×1, then
gGP =
∑n
i=1
gi, with cost given by
C (gGP) =
n∑
i=1
C (g¯i) + (n− 1)C
(
A
n×1
+ B
n×1
)
= cαg
n (n+ 1)
2
+ cβgn+ (n− 1)C
(
A
n×1
+ B
n×1
)
.
(63)
The costs (57)–(63) are summarized in Table 5, with
their explicit values in terms of additions and multiplications
of real numbers.
Finally, the total cost of obtaining τGP in (46) is given
by
C (GPDQ) = C (MGP) + C (CGP) + C (gGP)
+ C
(
Jξ
)
+ C
(
J˙ξ
)
+ 2C
(
A
n×n
B
n×1
)
+ 2C
(
A
n×1
+ B
n×1
)
,
for which the explicit values, in terms of number of multipli-
cations and additions involved, is presented in Table 6.
5.2.1 Discussion
The cost comparison between our algorithms for obtain-
ing the dynamical model of an n-DOF serial robot by us-
ing dual quaternion algebra and their classic counterparts,
in terms of number of multiplications and additions of real
numbers, is summarized in Table 6. For the classic Newton-
Euler algorithm, we considered the version based on three di-
mensional vectors proposed by Luh et al. [47], whose mathe-
matical cost was calculated by Balafoutis [45], and is, to the
11In case of multiplications, cαg = 3 and cβg = 35; in case of additions,
cαg = 2 and cβg = 24.
best of our knowledge, one of the most efficient implemen-
tations in the literature. Furthermore, for the classic Euler-
Lagrange algorithm we considered the version proposed by
Hollerbach [46].
The algorithm presented by Luh et al. [47] costs less
than our Dual Quaternion Newton-Euler algorithm. The cost
we presented for our method is, however, fairly conserva-
tive and is given as an upper bound. For instance, our cal-
culations could be further optimized by exploring the fact
that several operations involve pure dual quaternions, which
have six elements instead of eight.12 Additionally, the cost
presented by Balafoutis [45] does not include the costs of
obtaining the robot kinematic model (which would be equiv-
alent to the cost C
(
x0n
)
in (51)). Also, our method works for
any type of joint and we have not optimized the calculations
for any particular type of joint, differently from Luh et al.
[47], who only consider prismatic and revolute joints, which
are exploited to optimize the computational cost. In contrast,
the costs (48) and (49) take into account an arbitrary twist
ξi−1
i−1,ci and corresponding twist derivative ξ˙
i−1
i−1,ci . Nonethe-
less, both our algorithm and the one of Luh et al. have linear
costs in the number of degrees of freedom, with coefficients
of the same order of magnitude.
The Euler-Lagrange method based on the Gauss’s Prin-
ciple of Least Constraint is, as expected, more expensive
than the ones based on the Newton-Euler and classic Euler-
Lagrange formalism since it is not based on recursive strate-
gies. However, this strategy allows taking into account ad-
ditional constraints in the accelerations, which can be ex-
ploited, for instance, in nonholonomic robotic systems. For
those cases, the equations derived in section 4 must be
adapted.
6 Results
To assess the dual quaternion Newton-Euler formal-
ism (dqNE) and the Euler-Lagrange model obtained using
the dual quaternion Gauss’s Principle of Least Constraint
(dqGP), we performed simulations using two different ma-
nipulators.
We implemented the simulations on Matlab 2017b using
the computational library DQ Robotics 13 for dual quaternion
algebra on a computer running Ubuntu 18.04 LTS 64 bits
equipped with a Intel Core i7 6500U with 8GB RAM.
6.1 Simulation Setup
We use the Robotics Toolbox [33], which implements
a classic Newton-Euler algorithm (Rtoolbox-NE), to com-
pare with our methods. Since the Robotics Toolbox is
widely used and its accuracy has been verified throughout
the years, the goal is to compare the torques it generates to
the torques generated by our algorithms using a simulated
12For instance, the cost of the cross product of dual quaternions, the
most expensive operation presented in Table 1, could be reduced from
C (a×b)= {104, 88} to C (a×b)= {60, 48}.
13For details, see Adorno and Marinho [48].
Table 6: Cost comparison between the proposed methods and their classic counterparts for obtaining the dynamical model
for an n-DOF serial robot.
Method Mult. Add.
Dual Quaternion Newton-Euler algorithm
(cost for arbitrary joints) 882n− 48 724n− 40
Classic Newton-Euler algorithm [45] 150n− 48 131n− 48
Dual Quaternion Euler-Lagrange algorithm
using Gauss’s Principle of Least Constraint
4n3 + 386n2 + 401n 163 n
3 + 326n2 + 9083 n
Classic Euler-Lagrange algorithm [46] 412n− 277 320n− 201
7-DOF robot. Nonetheless, we also compare our algorithms
and the Rtoolbox-NE to a analytical solution of a 2-DOF to
ensure that all implementations (ours and Peter Corke’s) are
sufficiently accurate.
We generated 10000 random joints configurations, ve-
locities and accelerations and then obtained the correspond-
ing torque vectors acting in each joint of the manipulator.14
We compute the percentage relative error of each joint as
τierror = 100 ·
|τimethod − τibaseline |
τibaseline
, (64)
where τibaseline is the torque of the ith joint generated by
Rtoolbox-NE, in the case of the 7-DOF robot, and the torque
of the ith joint generated by the analytical solution, in the
case of the 2-DOF robot. Also, τimethod is the torque of the
ith joint generated by the algorithms that are being compared
to the baseline.
Finally, we compute the mean percentage error τ¯ierror of
each joint and the corresponding standard deviation σierror
for both simulations, which are described as follows.
6.2 Results: Two-links Planar Robot
In this simulation, we use a two-links planar robot
to compare both our methods, dqNE and dqGP, and the
Rtoolbox-NE to the analytical solution (baseline).
Fig. 3 shows that the mean percentage error and the stan-
dard deviation for all three methods are very small when
compared to the analytical solution. This demonstrates not
only the similarity between all methods, in terms of accuracy,
but also showcases that the Robotics Toolbox is an adequate
candidate to be used as a baseline solution when dealing with
more complex robots, in which is difficult to find the analyt-
ical dynamic model.
6.3 Results: 7-DOF Robot
We perform a second simulation using the 7-DOF
KUKA LWR robot manipulator, whose dynamic parameters
are given by Katsumata et al. [49]. We compare the dqNE
and dqGP to Rtoolbox-NE, which is used as a baseline.
14For the dqNE, the torques were obtained by projecting the wrenches
onto the joints motion axes through (28), whereas for the dqGP we consid-
ered (46).
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Figure 3: Mean percentage error τ¯ierror , and correspond-
ing standard deviation σierror of the comparison between
Rtoolbox-NE, dqNE, and dqGP with the analytical solution,
using a two-link planar robot.
Fig. 4 shows that, when compared to Rtoolbox-NE,
our methods are accurate even when the size of the kine-
matic chain grows. Moreover, the more complex the robot
the more advantageous our methodologies become, since
the Newton-Euler formulation using dual quaternion alge-
bra is well suited to deal with completely arbitrary twists
and wrenches of generic nature as opposed to the classic al-
gorithms, which usually only deal with revolute prismatic
joints.
Table 7 presents the average computational time and its
respective standard deviation (s.d.) for both simulations.
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Figure 4: Mean percentage error τ¯ierror and and correspond-
ing standard deviation σierror of the comparison between
dqNE and dqGP to Rtoolbox-NE.
Table 7: Mean (s. d.) computational time in miliseconds.
dqNE dqGP Rtoolbox-NE
Two-Link Planar Robot
mean (s.d.) 6.16 (0.61) 3.52 (0.44) 1.31 (0.18)
Seven-DOF Robot
mean (s.d.) 19.67 (1.14) 25.98 (1.57) 2.44 (0.17)
7 Conclusions
This work presented two strategies for the formula-
tion of the dynamics of serial manipulators based on dual
quaternion algebra. The first one is based on the clas-
sic recursive Newton-Euler formulation and uses twists and
wrenches instead of free vectors. This representation re-
moves the necessity of exhaustive geometrical analyses of
the kinematic chain since wrenches and twists are propa-
gated through high-level algebraic operations. Furthermore,
our Dual Quaternion Newton-Euler formalism works with
any type of joint because our formulation takes into account
arbitrary twists. Thus, our strategy is more general than the
work of Miranda et al. [29], which considered only manipu-
lators with revolute joints.
The second proposed method is based on the Gauss’s
Principle of Least Constraint and is also formulated based on
twists and wrenches represented using dual quaternion alge-
bra. This representation avoids representational singularities
that were present in the work of Wieber [31], without impos-
ing additional constraints, as opposed to the technique based
on manifold parameterization of the rotation group proposed
by Bouyarmane and Kheddar [32].
The cost comparison performed between the proposed
methods and their classic counterparts, in terms of number
of multiplications and additions involved in each of them,
showed that the use of dual quaternions does not significa-
tively increases the cost of the Newton-Euler formalism, as
the algorithm has linear complexity on the number of bodies
in the kinematic chain. However, the cost of obtaining the
Euler-Lagrange model through the Dual Quaternion Gauss’s
Principle of Least Constraint is significantly higher than the
best classic Euler-Lagrange recursive solution found in the
literature. Notwithstanding, not only our method is far more
general than its classic counterpart. Also, we made no hard
attempt, if any, to optimize our implementation since we are,
currently more interested in the theoretical aspects of the dy-
namic modeling using dual quaternion algebra than in ensur-
ing computational efficiency. In our current Matlab imple-
mentation, the dqNE and the dqGP take, in average, 19.67
ms and 25.98 ms to generate the joint torques for a 7-DOF
manipulator robot, respectively. Those values are expected to
decrease to around 0.49 ms and 0.64 ms in a C++ implemen-
tation [48], respectively, which is sufficient for applications
in real time.
Finally, the proposed strategies were compared, in sim-
ulation, to the Robotics Toolbox, a widely used library for
robot dynamic modeling [33]. The results showed that both
our methods are accurate in comparison with the classic
Newton-Euler approach, when using a 7-DOF robot, and also
when compared to the analytical model of a simple 2-DOF
robot.
In future works we will study the applicability of the
proposed Dual Quaternion Newton-Euler in the dynamic
modeling of non-serial multibody systems (e.g., humanoids),
and in wrench control strategies. Concerning the Euler-
Lagrange model obtained using the dual quaternion Gauss’s
Principle of Least Constraint, future works will be focused
on exploiting additional constraints (e.g., nonholonomic,
hard contacts) directly in the optimization formulation.
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