ABSTRACT
Analysis of microarrays has been a focus of intense activity in image analysis, statistics, computational biology and bioinformatics for the last several years. As a result, a number of different techniques have been developed for image quantitation (Jain et al., 2002; Kuklin et al., 2000; Steinfath et al., 2001) , background correction (Ochs and Bidaut, 2002) , data normalization (Schuchhardt et al., 2000; Tseng et al., 2001; Yang et al., 2000 Yang et al., , 2001 , statistical inference (Ideker et al., 2000; Kerr et al., 2000 Kerr et al., , 2002 and data mining, reviewed by Ochs and Godwin (2003) . No single method in any of these areas has become an accepted standard. As such, one useful method of analyzing microarray data is to apply multiple methods and compare the results. Unfortunately, the independence of each step of the analysis leads to hundreds of possible ways of analyzing a data set, far outstripping the time available to perform the analysis.
The functional genomics data pipeline (FGDP) is comprised of two separate, but interacting systems: the pipeline core * To whom correspondence should be addressed. and the pipeline server. The core moves the data through the pipeline in a linear manner corresponding to six fundamental stages of analysis: Image Quantitation, Data Parsing, Data Normalization, Statistical Analysis, Filtering and Pattern Recognition. For each analysis stage, the Strategy design pattern (Gamma et al., 1995) is used, with an abstract Java class facilitating the creation of pluggable analysis modules that inherit from this abstract class. We have implemented concrete realizations for each of the six core pipeline modules, including several clustering modules that are adapted from TIGR's MeV tool (Saeed et al., 2003) . The modules presently included are summarized in Table 1 .
To reduce run-times, the core operates in a distributed, loadbalanced manner when implemented on a multi-computer system with a shared filesystem (such as NFS). Load balancing is achieved by core daemons that run on all machines in the multi-computer system and that periodically check other nodes for jobs requiring action. All communication and job spawning is achieved through Java remote method invocation (RMI). Results include tab-delimited text files as well as graphs generated using NetCharts Pro 4.0 from Visual Mining (Rockville, MD). If NetCharts is absent, graphs can be skipped or produced by a user-implemented module.
The pipeline server, a collection of Java Server Pages, runs in a web server and guides the user through the process of uploading and annotating input data, selecting modules and specifying parameters for each module. Once the analysis modules are specified, the server spawns the initial branch of the pipeline core on a node via RMI. Upon completion of all analyses, the pipeline server creates an interactive summary page and emails the user a link to this page. An analysis may invoke only a single module through use of a separate interface.
The analysis of microarray data is presently accomplished manually using various commercial tools or open source packages (Dudoit et al., 2003) . The use of servers to handle the demands of high computational cost have been presented FGDP for automated, multiple microarray data analyses et al., 1999) and Jackknife clustering (Heyer et al., 1999) .
previously (Sturn et al., 2003) ; however, the automatic generation of multiple paths of analysis and the linking of a convenient, enterprise-scale interface are features brought together in the FGDP system. The use of the Strategy design pattern and Java makes the addition of new analysis techniques extremely simple, since the new module simply inherits from the appropriate abstract class and overrides a single method. This permits the FGDP to adapt as new techniques and new data types, such a proteomics data, become available to the community. The FGDP is provided as open-source software under the GNU general public license. Executable versions are provided for Linux, Solaris and Macintosh OS X, so that recompilation is not required on these platforms. In addition, users can request specific features through a web form on the download page, including creation of new specific input parsers. We are presently modifying the FGDP to provide a version based on Enterprise Java Beans and to improve performance and reduce bandwidth on the Java RMI version.
