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La idea del presente proyecto nace del deseo de impulsar la ensen˜anza de la
programacio´n a los jo´venes desde colegios e institutos en las horas que dedican a
las clases de informa´tica para intentar conseguir captar su intere´s en esta materia
o, incluso, evitar el desconocimiento que tienen la mayor´ıa de ellos de lo que es.
Conseguir esto se vio posible plantea´ndolo mediante un juego que resultase ameno
y divertido para los alumnos y que, adema´s, ofreciese la posibilidad de jugar a e´l sin
necesidad de poseer conocimiento previos de programacio´n, cosa que permite que
los profesores tampoco tengan que tener nociones de programacio´n para poder dar
sus clases.
El proyecto que se describe en la presente memoria (Programar y jugar: cliente),
forma parte de una proyecto global cuyo trabajo se ha repartido en dos partes que
se realizan de manera conjunta. Esta parte es la que desarrolla todo lo referente a
la parte cliente del proyecto mientras que, todas las funcionalidades relacionadas
con el servidor, han sido llevadas a cabo por el proyectista David Garc´ıa Bautista y
descritas en la memoria de la que es autor (Programar y jugar: servidor).
A lo largo de esta memoria se pretende describir todas las fases por las que se
ha pasado y las tareas llevadas a cabo en cada una de ellas para poder completar
el desarrollo de este juego, as´ı como las caracter´ısticas de e´ste y diferentes ana´lisis





2.1. Visio´n y objetivos globales
La idea global de este proyecto doble consiste en el desarrollo de un juego de
programacio´n. En este tipo de juegos se participa escribiendo programas de orde-
nador que “jueguen” en nuestro nombre. El e´xito que tiene un participante en el
juego depende directamente del comportamiento de su programa.
El objetivo principal que se quiere conseguir es introducir a alumnos de secun-
daria en el mundo de la programacio´n mediante el fomento de la incorporacio´n de
esta materia a las actividades realizadas en las clases de informa´tica que se hacen
en estos cursos. Se busca, por ejemplo, que un profesor de Tecnolog´ıa o Informa´tica
de instituto pueda proponer a sus alumnos participar en este juego como actividad
pra´ctica relacionada con el aprendizaje de la programacio´n.
La naturaleza de este objetivo sera´ la que nos marque las l´ıneas generales que
tendra´ que seguir nuestro proyecto y sobre las que se ira´ profundizando a lo largo de
esta memoria; como por ejemplo el simple hecho de haber elegido seguir un formato
de juego para que resulte ma´s atractivo, al ser el perfil de usuario el de personas
jo´venes.
La meca´nica del juego consiste, a grandes rasgos, en un coche que recorre varias
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vueltas sobre un circuito para completar una carrera. El papel que desempen˜a cada
uno de los jugadores participantes es el de escribir el co´digo de un programa que
controle el comportamiento del veh´ıculo, indicando datos como la velocidad que e´ste
deber´ıa tener en cada punto del circuito. Segu´n esto el usuario tendra´ que intentar
conseguir que el coche lleve en todo momento la velocidad ma´xima (para hacer los
mejores tiempos posibles) que a su vez le permita tomar las curvas con seguridad (ya
que de otro modo se saldra´ de la pista y perdera´ tiempo), pudiendo an˜adir diferentes
factores que van agregando dificultad, como puede ser controlar el hecho de que el
cambio de velocidad no es instanta´neo (dado que el coche requiere un tiempo para
acelerar o frenar), etc.
Una vez escrito el co´digo el jugador podra´ ejecutarlo y, si no tiene fallos de
compilacio´n que deba solucionar, podra´ visualizar el recorrido del coche sobre el
circuito siguiendo las normas de comportamiento que e´l mismo ha programado.
Adema´s, el juego tambie´n consta de diferentes funcionalidades t´ıpicas de los
juegos de competiciones, como que el tiempo conseguido por su programa compe-
tira´ contra los programas de otros participantes y se generara´n diferentes rankings
de tiempos, la posibilidad de participar en diferentes circuitos y campeonatos, crear
nuevos equipos y campeonatos a los que invitar a tus amigos, etc.
2.2. Visio´n y objetivos espec´ıficos del cliente
Para cumplir con los objetivos del proyecto global (Programar y jugar) se ha
decidido aplicar, como se vera´ en detalle ma´s adelante, una arquitectura cliente-
servidor y, segu´n esto, el proyecto descrito en la presente memoria es el que desarrolla
todas las funcionalidades referentes a la parte cliente.
Esta parte cliente tiene como objetivo servir al usuario de un punto de interac-
cio´n con la aplicacio´n para poder llevar a cabo todas las funcionalidades ofrecidas,
delegando ciertas responsabilidades a la parte del servidor. Por lo tanto, los objetivos
principales que se deben cumplir durante el desarrollo de esta parte del proyecto son
los siguientes:
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Ofrecer una interfaz gra´fica al usuario mediante la cual el usuario pueda in-
teractuar con el sistema y realizar todas las operaciones disponibles.
Captar las solicitudes realizadas por el usuario para llevar a cabo las diferentes
operaciones.
Ofrecer una lo´gica de cliente capaz de identificar estas peticiones para tratar-
las como corresponda y obteniendo los datos necesarios en los casos que sea
precios.
Realizar las conexiones oportunas con el servidor para hacer las llamadas nece-
sarias y establecer una comunicacio´n que haga posible el traspaso de la infor-
macio´n requerida en cada caso.
Captar las respuestas recibidas del servidor y tratarlas segu´n convenga en cada





En este apartado se analizan los requisitos que debe cumplir la parte cliente de la
aplicacio´n para cumplir correctamente con todos los objetivos que se quieren satis-
facer, tanto a nivel del proyecto global, como los que tienen relacio´n exclusivamente
con la parte concreta que se desarrolla a lo largo de esta memoria.
Viendo el proyecto como un producto desarrollado por encargo de un cliente,
estos requisitos son extra´ıdos por un lado de lo que dicho cliente pida expl´ıcitamente
y, por otro lado, de lo que, despue´s de varios estudios, nos impongamos nosotros
mismos por creerlo conveniente para cumplir de forma ma´s o´ptima estas demandas.
En nuestro caso concreto, los requisitos detallados a continuacio´n, vienen dados
por la naturaleza del objetivo final que se quiere conseguir y por aspectos ma´s
concretos de e´ste, como el pu´blico al que va dirigido, etc. Todo esto, que es lo que
nos vendr´ıa dado por la peticio´n de un cliente real, es lo que nos ha ido trazando
que´ era necesario hacer y co´mo hacerlo (detallado en el cap´ıtulo 5).
Los requisitos esta´n clasificados en requisitos funcionales, que son aquellos ref-
erentes a las funcionalidades que tiene que cumplir el sistema y que establecen los
comportamientos de e´ste, y los requisitos no funcionales, que son los que hacen ref-
erencia a las diferentes condiciones de funcionamiento del sistema, como por ejemplo
al entorno sobre el que se trabaja, criterios de calidad, etc.
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3.1. Requisitos funcionales
Estos requisitos se desprenden de las funcionalidades que se quiere que la apli-
cacio´n ofrezca a los usuarios, por lo que para definirlos se tiene que tener en cuenta
principalmente que se cumpla con todo lo que el cliente pida (dentro de lo posi-
ble) para el proyecto encargado. Por este motivo los requisitos funcionales nos sera´n
de gran ayuda ma´s adelante para definir tambie´n los casos de uso presentes en la
aplicacio´n.
Registro nuevos usuarios: la aplicacio´n debe permitir el registro de nuevos
usuarios que quieran acceder al sistema, creando una nueva cuenta y pudiendo
disfrutar as´ı de las funcionalidades reservadas a los usuarios identificados.
Gestio´n perfil de usuario: se deben ofrecer operaciones que permitan la
gestio´n de la informacio´n de la cuenta del usuario, ya sean de consulta o
modificadoras, as´ı como la posibilidad de gestionar elementos propios de cada
usuario, como la creacio´n de sus propios campeonatos, equipos, la inscripcio´n
a e´stos, etc.
Desarrollo de partidas: sera´ necesario ofrecer un entorno que permita re-
alizar las diferentes operaciones que son ba´sicas para el desarrollo de las par-
tidas, como la escritura del co´digo que implementara´ el comportamiento del
coche, la compilacio´n de este co´digo, la visualizacio´n de la salida resultante y
del recorrido del coche sobre el circuito, etc.
Consulta de resultados: es deseable que se ofrezca la posibilidad de consul-
tar los resultados obtenidos en las partidas realizadas, en lo referente al tiempo
en el que se completa una carrera, para poder valorar las diferencias de calidad
entre los diferentes co´digos implementados.
3.2. Requisitos no funcionales
Estos requisitos son los que se desprenden de las caracter´ısticas que se ha cre´ıdo
necesarias cumplir para que el funcionamiento de nuestro sistema sea el mejor posible
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en la mayor cantidad de entornos posibles, y de forma en que se puedan cumplir con
la mayor probabilidad de e´xito posible los objetivos impuestos para el proyecto.
Atractivo y entretenido: para conseguir captar la atencio´n de unos usuarios
en edad escolar hacia una actividad dida´ctica, es muy importante que e´sta les
resulte divertida, amena y estimulante.
Interfaz intuitiva y de fa´cil uso: en principio, por el pu´blico al que va
dirigido, no se espera que los usuarios tengan que leer documentacio´n o tengan
que recibir una formacio´n adicional para aprender el uso de la aplicacio´n, por
lo que se debe conseguir que, de forma fa´cil y a simple vista, se pueda intuir
el modo de uso de las diferentes funcionalidades.
Fuerte componente visual: este requisito tiene cierta relacio´n con los dos
anteriores pero centra´ndonos ma´s concretamente en lo referente a las carreras
que se lleven a cabo. En este aspecto es muy importante que, los resultados
de las partidas que realicen los usuarios, se puedan apreciar de forma ra´pida
de una manera gra´fica en lugar de devolver grandes cantidades de datos, para
conseguir que el uso de la aplicacio´n resulte ma´s dina´mico y sencillo.
Dificultad muy baja: la aplicacio´n tiene que ser apta para su uso por parte de
usuarios que apenas tengan conocimientos de programacio´n. De esta manera,
un profesor puede utilizarla como una herramienta de soporte al aprendizaje
sin que sea necesario que ensen˜e muchos conocimientos nuevos a sus alumnos,
cosa que permite que sean capaces de usarla en un corto plazo de tiempo y
mientras au´n esta´n aprendiendo a programar. Gracias a esto el profesor puede
utilizarla en sus clases sin tener que impartir un curso previo completo de
programacio´n o aunque e´l mismo no tenga suficientes conocimientos sobre la
materia; ya que hay que tener en cuenta que es posible que, un profesor de
instituto encargado de impartir las clases de informa´tica o alguna asignatura
similar, no tiene porque tener nociones de programacio´n.
Instalacio´n cero: para un profesor, organizar una actividad como la que
se pretende con nuestra aplicacio´n puede suponer una gran cantidad de tra-
bajo (ensen˜ar a programar a los alumnos, asegurarse que sabra´ resolver las
dudas ma´s t´ıpicas, familiarizarse con el lenguaje de programacio´n o el juego,
etc.). Cualquier trabajo adicional, como la instalacio´n de software en todos
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los ordenadores de un aula, puede suponer un obsta´culo grande o incluso in-
salvable. Por ejemplo, en muchas escuelas, los ordenadores esta´n protegidos
contra instalaciones (para evitar que los alumnos instalen programas bajados
de internet) y solo se permite instalar programas nuevos bajo supervisio´n del
departamento informa´tico, con los plazos y restricciones que e´ste imponga.
Portable: si se pretende que la aplicacio´n se utilice como herramienta de
apoyo en colegios e institutos, un aspecto muy importante a tener en cuenta
es la posibilidad de ejecutar la aplicacio´n en la mayor´ıa de entornos de trabajo
posibles, por lo que se tiene que conseguir una alta portabilidad haciendo que
la aplicacio´n pueda ejecutarse con la mayor independencia posible al software




4.1. Diagramas de Casos de Uso
Gracias a los requisitos funcionales establecidos en la fase de Ana´lisis de Requi-
sitos, se pueden deducir los diferentes casos de uso que sera´ necesario que existan
en nuestro sistema para poder cumplir con las funcionalidades que se debe ofrecer.
Como primer punto hay que tener en cuenta que no se desea que la totalidad de
las operaciones este´n disponibles para cualquier persona que utilice el sistema, es
decir, se debera´n crear diferentes perfiles de usuario ya que se busca que, para poder
gestionar toda la informacio´n necesaria, los usuarios este´n registrados en el sistema.
As´ı existira´ un perfil que sera´ el que tenga permisos totales para poder llevar
a cabo cualquiera de las funcionalidades ofrecidas por nuestro sistema. De todos
modos, con una finalidad de captacio´n de nuevos usuario, se ha cre´ıdo conveniente
que un usuario que no tenga una cuenta propia o no este´ identificado en el sistema,
tambie´n pueda utilizar parte de la aplicacio´n bajo ciertas limitaciones, pero con
libertad suficiente para hacerse una idea de en que´ consiste nuestra aplicacio´n y su
funcionamiento general.
Segu´n esto encontraremos dos tipos de actores en nuestros Casos de Uso:
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Invitado: no posee una cuenta de usuario o no se ha identificado en el sistema
como tal, por lo que solo puede llevar a cabo un subconjunto limitado de todos
los Casos de Uso existentes en e´ste.
Registrado: se ha identificado como usuario con cuenta registrada en el sis-
tema por lo que puede llevar a cabo la totalidad de Casos de Uso existentes
en e´ste. Es decir, este actor puede llevar a cabo todas las funcionalidades
disponibles para el actor Invitado adema´s de otras reservadas exclusivamente
para e´l.
Figura 4.1: Diagrama de Actores existentes en el sistema
A partir de esto se han definido los Casos de Uso para los que tendra´ permisos
cada uno de los usuarios y que se reflejan en los diagramas de Casos de Uso de las
figuras 4.2 y 4.3 mostradas a continuacio´n.
Hay que tener presente tal como ya se ha comentado y como se deduce de la figura
4.1, que el actor Registrado, al ser una especializacio´n del actor general Invitado,
hereda los Casos de Uso que puede realizar e´ste por lo que, adema´s de los mostrados
en su propio diagrama (figura 4.3), tambie´n tiene permisos para ejecutar todos los
que aparecen en el diagrama de la figura 4.2.
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Figura 4.2: Diagrama de casos de uso del actor Invitado
Figura 4.3: Diagrama de casos de uso del actor Registrado
21
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4.2. Casos de Uso
A continuacio´n se detallan los diferentes escenarios para cada uno de los Casos de
Uso existentes as´ı como los diferentes flujos de ejecucio´n que se pueden dar durante
su desarrollo.
4.2.1. Casos de Uso del actor Invitado
Caso de uso Registrar nuevo usuario
Descripcio´n Un usuario sin identificar se registra en el sistema intro-
duciendo cierta informacio´n personal para crear una nueva
cuenta con la que acceder a e´ste.
Actores Invitado
Precondiciones -
Flujo ba´sico 1. Un usuario no identificado introduce toda la informacio´n
necesaria para la creacio´n de una nueva cuenta de usuario
(nombre de usuario, nombre, apellidos, email, ciudad, es-
cuela, email de la escuela, contrasen˜a y confirmacio´n de la
contrasen˜a).
2. El usuario solicita crear la nueva cuenta con la informa-
cio´n introducida.
3. El nuevo usuario queda registrado en el sistema.
Flujos alternativos (3) Se produce algu´n tipo de error (como que el nombre de
usuario elegido ya existe en el sistema, algu´n campo no ha
sido completado, los emails no tienen un formato va´lido o
la contrasen˜a y su confirmacio´n no coinciden) y el sistema
avisa al usuario.
Vuelve al paso 1
Caso de uso Login
22
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Descripcio´n Un usuario sin identificar se identifica en el sistema intro-
duciendo los datos necesarios para acceder a su cuenta per-
sonal de usuario registrado.
Actores Invitado
Precondiciones -
Flujo ba´sico 1. Un usuario no identificado introduce los datos necesarios
para identificarse como usuario registrado en el sistema y
acceder a su cuenta de usuario (nombre de usuario y con-
trasen˜a).
2. El usuario solicita verificar los datos introducidos para
identificarse en el sistema.
3. El usuario queda identificado en el sistema como usuario
registrado.
Flujos alternativos (3) Se produce algu´n tipo de error (como nombre de usuario
no existente en el sistema o contrasen˜a incorrecta) y el sis-
tema avisa al usuario.
Vuelve al paso 1
Caso de uso Correr modo entrenamiento






Flujo ba´sico 1. Un usuario solicita correr en modo entrenamiento.
2. El usuario elige el circuito en el que quiere realizar la
carrera.
3. El usuario escribe el co´digo que va a controlar el com-
portamiento del coche en la carrera.
4. El usuario solicita ejecutar, en carrera sobre el circuito,
el co´digo que ha escrito.
5. El sistema compila el co´digo con e´xito.
6. Se muestra el comportamiento del coche resultante de
la ejecucio´n del co´digo sobre el circuito(y, si el usuario
esta´ identificado en el sistema, se registra el tiempo con-
seguido en la carrera).
Flujos alternativos (5) Se generan errores de compilacio´n del co´digo que son
mostrados por pantalla al usuario.
Vuelve al paso 3





Caso de uso Cambiar juego
Descripcio´n Un usuario cambia el modo de juego y/o el circuito en el
que esta´ compitiendo.
Actores Invitado
Precondiciones El usuario ya esta´ jugando en un modo de juego y un cir-
cuito determinados.
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Flujo ba´sico 1. El usuario solicita cambiar el juego.
2. El usuario elige el modo de juego en el que quiere realizar
la carrera (solo podra´ seleccionar el modo campeonato si se
ha identificado como usuario registrado).
3. El usuario elige el circuito en el que quiere realizar la
carrera.
4. El usuario confirma la nueva seleccio´n realizada y pasa
a jugar en el nuevo modo y/o el nuevo circuito elegido.
Flujos alternativos (2-4) El usuario cancela la operacio´n y se vuelve al juego
que estaba en curso sin realizar ningu´n cambio.
Acaba el caso de uso
Caso de uso Consultar ranking
Descripcio´n Un usuario consulta el ranking de tiempos obtenidos por los






Flujo ba´sico 1. El usuario elige el circuito para el que quiere consultar el
ranking de tiempos obtenidos por los usuarios registrados
en el sistema que han competido en e´l.
2. El sistema muestra el ranking de tiempos registrados
en las carreras realizadas sobre el circuito ordenados de
mejor a peor tiempo, junto con el nombre del usuario que
ha obtenido dicho tiempo.
3. El usuario tiene la posibilidad de filtrar los resultados
del ranking mostrado segu´n otros criterios, como mostrar
tan solo los tiempos que hayan sido obtenidos cuando la
carrera sobre el circuito se ha realizado en un determinado
campeonato o mostrar tan solo los tiempos obtenidos por
usuarios pertenecientes a un determinado equipo.
4. El sistema muestra el ranking de tiempos registrados en
las carreras realizadas sobre el circuito ordenados de mejor
a peor tiempo, junto con el nombre del usuario que ha
obtenido dicho tiempo y filtrados segu´n los criterios indi-
cados por el usuario.
Flujos alternativos -
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4.2.2. Casos de Uso del actor Registrado
Caso de uso Logout
Descripcio´n Un usuario identificado en el sistema solicita cerrar su sesio´n




Flujo ba´sico 1. El usuario solicita cerrar la sesio´n de su cuenta de usuario
registrado en el sistema.
2. El sistema cierra la sesio´n del usuario y l´ımita sus per-
misos de uso exclusivamente a los propios de los usuarios
sin identificar en el sistema.
Flujos alternativos -
Caso de uso Consultar perfil
Descripcio´n Un usuario solicita consultar los datos personales que con-
stan en el sistema en el perfil de su cuenta personal.
Actores Usuario registrado
Precondiciones -
Flujo ba´sico 1. El usuario solicita consultar los datos de su perfil de
usuario que constan en el sistema.
2. El sistema muestra la informacio´n del perfil del usuario
(nombre de usuario, nombre, apellidos, email, ciudad, es-
cuela y email de la escuela).
Flujos alternativos -
Caso de uso Modificar perfil
Descripcio´n Un usuario solicita modificar los datos personales que con-





Flujo ba´sico 1. El usuario solicita modificar los datos de su perfil de
usuario que constan en el sistema.
2. El sistema muestra y da la posibilidad de editar la in-
formacio´n del perfil del usuario (nombre, apellidos, email,
ciudad, escuela, email de la escuela y contrasen˜a).
3. El usuario realiza los cambios deseados y confirma la
operacio´n.
4. El sistema hace persistentes los cambios realizados por
el usuario e informa de que la operacio´n se ha realizado con
e´xito.
Flujos alternativos (3.1) El usuario cancela la operacio´n.
(3.2) El sistema finaliza la operacio´n sin realizar de forma
persistente ningu´n cambio en la informacio´n del perfil del
usuario.
Acaba el caso de uso
(4) Se produce algu´n tipo de error (algu´n campo no ha
sido completado, los emails no tienen un formato va´lido, la
contrasen˜a y su confirmacio´n no coinciden, etc.) y el sistema
avisa al usuario de que los cambios no han sido realizados.
Vuelve al paso 3
Caso de uso Crear nuevo campeonato
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Flujo ba´sico 1. El usuario solicita crear un nuevo campeonato.
2. El usuario introduce los datos sobre el nuevo campe-
onato requeridos por el sistema (nombre del campeonato,
fecha l´ımite de inscripcio´n y circuitos que lo componen) y
confirma la operacio´n.
3. El sistema crea el nuevo campeonato e informa de que la
operacio´n se ha realizado con e´xito.
Flujos alternativos (3) Se produce algu´n tipo de error (el nombre de campeona-
to ya existe en el sistema, la fecha l´ımite de inscripcio´n no
es va´lida, no se ha an˜adido ningu´n circuito al campeonato,
etc.) y el sistema informa al usuario.
Vuelve al paso 2
Caso de uso Invitar a campeonato
Descripcio´n Un usuario invita a otro usuario a inscribirse en uno de sus
campeonatos para que e´ste pueda competir en e´l.
Actores Usuario registrado
Precondiciones El campeonato debe haber sido creado por el usuario que
env´ıa la invitacio´n.
Flujo ba´sico 1. El usuario solicita invitar a un nuevo jugador a inscribirse
en un campeonato.
2. El usuario selecciona el campeonato al que quiere invitar
a un nuevo jugador, introduce el nombre del usuario al que
enviar la invitacio´n y confirma la operacio´n.
3. El sistema env´ıa la invitacio´n al usuario seleccionado e
informa de que la operacio´n se ha realizado con e´xito.
Flujos alternativos (3) Se produce algu´n tipo de error (el usuario al que se
quiere invitar al campeonato no existe en el sistema, etc.)
y el sistema informa al usuario.
Vuelve al paso 2
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Caso de uso Crear nuevo equipo
Descripcio´n Un usuario crea un nuevo equipo del que sera´ propietario.
Actores Usuario registrado
Precondiciones -
Flujo ba´sico 1. El usuario solicita crear un nuevo equipo.
2. El usuario introduce los datos sobre el nuevo equipo re-
queridos por el sistema (nombre del equipo) y confirma la
operacio´n.
3. El sistema crea el nuevo equipo e informa de que la op-
eracio´n se ha realizado con e´xito.
Flujos alternativos (3) Se produce algu´n tipo de error (el nombre de equipo ya
existe en el sistema, etc.) y el sistema informa al usuario.
Vuelve al paso 2
Caso de uso Invitar a equipo
Descripcio´n Un usuario invita a otro usuario a formar parte de uno de
sus equipos para que e´ste pueda competir con e´l.
Actores Usuario registrado
Precondiciones El equipo debe haber sido creado por el usuario que env´ıa
la invitacio´n.
Flujo ba´sico 1. El usuario solicita invitar a un nuevo jugador a formar
parte de un equipo.
2. El usuario selecciona el equipo al que quiere invitar a
un nuevo jugador, introduce el nombre del usuario al que
enviar la invitacio´n y confirma la operacio´n.
3. El sistema env´ıa la invitacio´n al usuario seleccionado e
informa de que la operacio´n se ha realizado con e´xito.
Flujos alternativos (3) Se produce algu´n tipo de error (el usuario al que se
quiere invitar al equipo no existe en el sistema, etc.) y el
sistema informa al usuario.
Vuelve al paso 2
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Caso de uso Aceptar/rechazar invitacio´n a campeonato
Descripcio´n Un usuario responde (acepta o rechaza) la invitacio´n de otro
usuario a inscribirse en un determinado campeonato.
Actores Usuario registrado
Precondiciones La fecha l´ımite de inscripciones al campeonato en cuestio´n
au´n no ha sido superada.
Flujo ba´sico 1. El usuario solicita gestionar una invitacio´n a un campe-
onato recibida pendiente de respuesta.
2. El sistema muestra la informacio´n relativa a la invitacio´n
recibida pendiente de respuesta: usuario que ha enviado la
invitacio´n y nombre del campeonato al que ha sido invitado.
3. El usuario acepta inscribirse al campeonato al que ha
sido invitado.
4. El sistema hace persistente la respuesta dada por el
usuario que queda inscrito en el campeonato y es informado
de que la operacio´n ha sido realizada con e´xito.
Flujos alternativos (3.1) El usuario rechaza inscribirse al campeonato al que
ha sido invitado.
(3.2) El sistema hace persistente la respuesta dada por el
usuario, haciendo que la invitacio´n quede como rechazada
y no vuelva a ser mostrada como pendiente de respuesta, e
informa a e´ste que la operacio´n ha sido realizada con e´xito.
Acaba el caso de uso
Caso de uso Aceptar/rechazar invitacio´n a equipo
Descripcio´n Un usuario responde (acepta o rechaza) la invitacio´n de otro





Flujo ba´sico 1. El usuario solicita gestionar una invitacio´n a un equipo
recibida pendiente de respuesta.
2. El sistema muestra la informacio´n relativa a la invitacio´n
recibida pendiente de respuesta: usuario que ha enviado la
invitacio´n y nombre del equipo al que ha sido invitado.
3. El usuario acepta formar parte del equipo al que ha sido
invitado.
4. El sistema hace persistente la respuesta dada por el
usuario que queda convertido en miembro del equipo y es
informado de que la operacio´n ha sido realizada con e´xito.
Flujos alternativos (3.1) El usuario rechaza formar parte del equipo al que ha
sido invitado.
(3.2) El sistema hace persistente la respuesta dada por el
usuario, haciendo que la invitacio´n quede como rechazada
y no vuelva a ser mostrada como pendiente de respuesta, e
informa a e´ste que la operacio´n ha sido realizada con e´xito.
Acaba el caso de uso
Caso de uso Correr modo campeonato
Descripcio´n Un usuario realiza una carrera en un circuito perteneciente
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Flujo ba´sico 1. El usuario solicita correr en modo campeonato.
2. El usuario elige el campeonato en el que quiere competir.
3. El usuario elige el circuito, de entre los que forman el
campeonato seleccionado, en el que quiere realizar la car-
rera.
4. El usuario escribe el co´digo que va a controlar el com-
portamiento del coche en la carrera.
5. El usuario solicita ejecutar, en carrera sobre el circuito,
el co´digo que ha escrito.
6. El sistema compila el co´digo con e´xito.
7. Se muestra el comportamiento del coche resultante de la
ejecucio´n del co´digo sobre el circuito y se registra el tiempo
conseguido en la carrera.
Flujos alternativos (6) Se generan errores de compilacio´n del co´digo que son
mostrados por pantalla al usuario.
Vuelve al paso 4





Caso de uso Guardar co´digo
Descripcio´n Un usuario guarda en el sistema una copia del co´digo que
esta´ escribiendo en un determinado momento.
Actores Usuario registrado
Precondiciones El usuario esta´ jugando en un modo y circuito determina-
dos.
Flujo ba´sico 1. El usuario introduce el nombre con el que quiere identi-
ficar el co´digo que va a ser guardado.
2. El usuario confirma la operacio´n.
3. El sistema guarda el co´digo que esta´ escrito en ese mo-
mento en la entrada de texto e informa al usuario de que la
operacio´n se ha realizado con e´xito.
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Flujos alternativos (3.1) El nombre de archivo elegido ya existe y el sistema
da la opcio´n de sobreescribir el anterior.
(3.2.1) El usuario acepta sobreescribir el archivo anterior
y guardar el nuevo bajo ese nombre.
Vuelve al paso 3
(3.2.2) El usuario rechaza sobreescribir el archivo anterior
y guardar el nuevo.
Vuelve al paso 1
Caso de uso Cargar co´digo
Descripcio´n Un usuario carga un co´digo de los que tiene guardados en
el sistema.
Actores Usuario registrado
Precondiciones El usuario esta´ jugando en un modo y circuito determina-
dos.
Flujo ba´sico 1. El usuario solicita cargar un co´digo guardado.
2. El sistema muestra al usuario todos los co´digos que ha
guardado con anterioridad identificados con el nombre que
introdujo durante la operacio´n de guardado y la fecha en
que la realizo´.
3. El usuario selecciona el co´digo que quiere cargar y con-
firma la operacio´n.
4. El sistema recupera con e´xito el archivo seleccionado y
carga el contenido en la entrada de texto destinada a la
escritura de co´digo.
Flujos alternativos (2-3) El usuario cancela la operacio´n y se vuelve al juego
que estaba en curso sin realizar ningu´n cambio en la entrada
de texto destinada a la escritura de co´digo.
Acaba el caso de uso
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Caso de uso Eliminar co´digo
Descripcio´n Un usuario elimina un co´digo de los que tiene guardados en
el sistema.
Actores Usuario registrado
Precondiciones El usuario esta´ visualizando el listado de sus co´digos
guardados porque ha solicitado la operacio´n de “Cargar
co´digo”.
Flujo ba´sico 1. El usuario selecciona el co´digo que quiere eliminar y con-
firma la operacio´n.
2. El sistema pregunta al usuario si esta´ seguro de proceder
a eliminar del sistema de manera definitiva el co´digo selec-
cionado.
3. El usuario acepta la operacio´n y el sistema elimina con
e´xito de manera definitiva el archivo seleccionado.
Flujos alternativos (3) El usuario cancela la operacio´n.





Las diferentes decisiones que se han tenido que tomar en los diferentes aspectos
relativos al disen˜o del sistema han estado guiadas en gran parte por la necesidad de
cumplir de la manera ma´s exitosa posible con los diferentes requisitos no funcionales
establecidos anteriormente para nuestra aplicacio´n.
Estos requisitos son los que nos han permitido decantarnos por una alternativa
de entre todas las existentes en diversos aspectos que hay que tener en cuenta en
la fase de disen˜o, como puede ser la arquitectura o las tecnolog´ıas utilizadas para
desarrollar la aplicacio´n.
En este cap´ıtulo se comenta en mayor profundidad todo lo referente a estas
decisiones y los motivos que nos han llevado a tomar cada una de ellas, adema´s de
incluir una introduccio´n a todos aquellos conceptos que ha resultado imprescindible
conocer como consecuencia e´stas.
5.1. Disen˜o de la arquitectura del sistema
La primera de las decisiones tomadas en la que han influido fuertemente algunos




Es muy deseable, para conseguir que se implante su uso de manera exitosa, el
hecho de que no requiera ninguna instalacio´n de software ni ningu´n otro tipo de
preparacio´n previa del entorno de trabajo por parte de los profesores que les pueda
conllevar el gasto de demasiado tiempo adicional para preparar una sesio´n de la
actividad.
Para solucionar esto se ha tomado la decisio´n de desarrollar nuestra aplicacio´n de
manera que solo se encargue de gestionar las peticiones y procesar las operaciones
realizadas por los usuarios, delegando la ejecucio´n de e´stas a otra ma´quina que
sera´ en la que realmente estara´ instalado todo el software necesario para el correcto
funcionamiento del tipo de operaciones como las que se llevara´n a cabo en nuestra
aplicacio´n (como puede ser un compilador del lenguaje en el que se programe el
comportamiento del coche en las carreras). Esto evitara´ que todo este software tenga
que ser instalado previamente en cada una de las ma´quinas clientes en las que se
quiera ejecutar la aplicacio´n.
Esta idea de distribucio´n, que consiste ba´sicamente en un sistema que realiza
peticiones a otro que le da respuesta, es la que corresponde con la definida en la ar-
quitectura llamada cliente-servidor, y que sera´ la que utilicemos en nuestro proyecto
global (a pesar de que esta memoria en concreto solo se centre en el desarrollo de la
parte cliente).
El sistema que corresponde al remitente de las solicitudes es el llamado cliente
y cumple con unas determinadas caracter´ısticas:
Asume un papel activo en la comunicacio´n ya que es el encargado de iniciar
las solicitudes o peticiones.
Espera y recibe las respuestas del servidor.
Permite conectarse a varios servidores a la vez.
Normalmente interactu´a directamente con los usuarios finales mediante una
interfaz gra´fica de usuario.
El sistema que desempen˜a el papel de receptor de las solicitudes enviadas por el
cliente es el conocido como servidor y tambie´n presenta ciertas caracter´ısticas:
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Desempen˜a un papel pasivo en la comunicacio´n ya que aguarda a la espera de
recibir las peticiones por parte de los clientes.
Procesa las solicitudes recibidas para enviar la correspondiente respuesta al
cliente.
Acepta conexiones desde un gran nu´mero de clientes, a pesar de que el nu´mero
ma´ximo de peticiones permitidas se puede limitar segu´n convenga.
No interactu´a directamente con los usuarios finales.
As´ı vemos que, una arquitectura cliente-servidor gene´rica, consta de dos tipos
de nodos: cliente y servidor. A causa de esto, a estas arquitecturas gene´ricas, tam-
bie´n se les llama arquitecturas de dos niveles (o capas), sustituyendo a los tipos de
arquitecturas monol´ıticas en la que no hay distribucio´n, ni a nivel f´ısico ni lo´gico.
Por lo tanto, esta idea se puede aplicar tambie´n a programas que se ejecuten sobre
una sola computadora (sin realizar distribucio´n a nivel f´ısico) mientras que, dentro
de esta ma´quina, se realice una distribucio´n a nivel lo´gico. Au´n as´ı, este tipo de
arquitectura es ma´s ventajosa cuando se aplica a un sistema distribuido a trave´s de
una red de computadoras.
De esto se desprende que la separacio´n entre cliente y servidor es, principalmente,
una separacio´n de tipo lo´gico, en la que adema´s el servidor se puede ejecutar sobre
varias ma´quinas e incluso puede estar compuesto por varios programas. Al imple-
mentar este tipo de disposicio´n, la arquitectura gene´rica de dos capas pasa a ser
una arquitectura multicapa o de n-capas. En e´stas el servidor se puede descompon-
er en diferentes programas que pueden ser ejecutados por diferentes computadoras,
permitiendo as´ı aumentar el grado de distribucio´n del sistema hasta en n capas
diferentes.
En las distribuciones multicapa, podemos encontrar diferentes tipos de servidores
segu´n la tarea y/o tareas que desarrollan y las funciones a las que sirven. Algunos
de los tipos espec´ıficos de servidores son los web, de datos, de correo, etc. De todos
modos, a pesar de que sus propo´sitos var´ıan de unos servicios a otros, la arquitectura
ba´sica con la que se implementa el sistema global es comu´n para todos ellos.
En nuestro proyecto en concreto, como podemos ver en la figura 5.1, hemos deci-
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dido implementar un sistema gene´rico de dos niveles, en el que se encuentra el nodo
cliente correspondiente a la aplicacio´n utilizada por los usuarios, y el nodo servidor,
que corresponde a un servidor que, adema´s de alojar la base de datos que almacena
todos los datos necesarios para los servidores de aplicacio´n, tambie´n realizara´ las
tareas propias de estos tipos de servidores procesando ciertas operaciones al servi-
cio de la aplicacio´n cliente mediante una API (Application Programming Interface)
PHP.
Figura 5.1: Esquema de la arquitectura del sistema
Como ya se ha comentado, resultaba necesario utilizar este tipo de arquitectura
para poder cumplir con requisitos no funcionales como el referente a que no se tenga
que realizar instalacio´n previa de software, haciendo necesario tener un servidor
remoto de aplicacio´n que sea aloje todo lo necesario y en el que delegaremos la
responsabilidad de correr las operaciones que requieran de este entorno de ejecucio´n
especial. Adema´s, tambie´n necesitamos esta distribucio´n para cumplir con algunos de
los requisitos funcionales, como para gestionar los diferentes perfiles e informacio´n
de usuarios, para lo que necesitamos el servidor que contenga una base de datos
donde se almacenar todo ello.
Adicionalmente a los requisitos que nos permite cumplir, esta arquitectura ofrece
ciertas ventajas que resultan muy deseables para el tipo de sistema que queremos
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desarrollar. Algunas de ellas son las siguientes:
Centralizacio´n del control: desde el servidor se pueden controlar (permitir
o denegar) los accesos a los recursos y la integridad de los datos que aloja, de
manera que programas que no este´n autorizados no puedan causar dan˜os en
el sistema. Adema´s, el hecho de tener un control centralizado tambie´n facilita
ciertas tareas, como puede ser la actualizacio´n de los datos.
Escalabilidad: es posible aumentar la capacidad y/o el nu´mero de clientes y
servidores por separado.
Fa´cil mantenimiento: al tener distribuidas las funciones y responsabilidades
entre varias ma´quinas independientes, es posible reemplazar, reparar, actu-
alizar, o incluso trasladar un servidor de manera que sus clientes no se vean
afectados en ningu´n momento de manera significativa por los cambios realiza-
dos.
Cabe remarcar que, obviamente, este tipo de distribucio´n tambie´n presenta cier-
tas desventajas respecto a otras arquitecturas, pero no hemos cre´ıdo que puedan
resultar lo suficiente significativas ni perjudiciales en el contexto concreto de nue-
stro proyecto como para cambiar esta arquitectura por otra y compensa asumirlas
a cambio de las ventajas que nos ofrece. Las principales desventajas que debemos
asumir y tener en cuenta son:
En el paradigma cliente-servidor se puede generar una congestio´n de tra´fi-
co en situaciones en las que una gran cantidad de clientes env´ıan peticiones
simulta´neas a un mismo servidor, cosa que puede acabar satura´ndolo.
Si un servidor esta´ ca´ıdo, las solicitudes de los clientes enviadas a e´ste no
pueden ser satisfechas.
Ambos problemas se podr´ıan solucionar ma´s adelante si se acabase ampliando
el alcance del proyecto a mayor escala, aprovechando la escalabilidad que ofrece la
arquitectura cliente-servidor y an˜adiendo un mayor nu´mero de servidores segu´n las
necesidades, ya sea para conseguir un sistema multicapa en el que se distribuyan
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las funciones del servidor original entre varios para conseguir un mejor balance de
cargas de trabajo y evitar la sobrecarga de un u´nico servidor, o incluso replicando
la totalidad del original para tambie´n evitar as´ı los problemas de falta de servicio
debidos a algu´n servidor ca´ıdo.
5.2. Tecnolog´ıas utilizadas
A la hora de decidir que´ tecnolog´ıas resultaban ma´s convenientes para el desarrol-
lo de nuestra aplicacio´n se ha tenido en cuenta diversos factores. En todo momento,
para llegar a la seleccio´n final, se ha tenido en mente que las tecnolog´ıas presentasen
determinadas caracter´ısticas que permitiesen cumplir de manera satisfactoria con el
mayor nu´mero de requisitos no funcionales, que facilitasen la tarea al trabajar sobre
los requisitos funcionales en la etapa de implementacio´n y que resultasen adecuadas
para trabajar con la arquitectura utilizada.
A continuacio´n se detalla en mayor profundidad las principales tecnolog´ıas que
se han utilizado para desarrollar todo lo relacionado con la parte del sistema en la
que se centra este proyecto, es decir, las necesarias para la implementacio´n de la
aplicacio´n cliente. Para cada una de ellas se explica en que´ consisten y algunas de
sus caracter´ısticas, adema´s de los motivos que nos han llevado a decidir utilizarlas.
5.2.1. Google Web Toolkit
Segu´n los requisitos no funcionales que nos hemos impuesto, como ya se ha
ido comentando, se ha considerado que es de gran importancia el hecho de que
no sea muy costosa la tarea de preparacio´n del entorno de trabajo en lo referente
a instalacio´n de software adicional, etc. y de que, adema´s, se pueda ejecutar la
aplicacio´n en el mayor nu´mero de entornos posibles sin configuraciones especiales y
sin limitaciones sobre el hardware o software presente en las ma´quinas sobre las que
corra. Segu´n todo esto, se ha cre´ıdo conveniente que el formato de nuestra aplicacio´n
sea el de una aplicacio´n web.
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El hecho de desarrollar nuestro proyecto como una aplicacio´n web ofrece la ven-
taja de que, cualquier usuario con un ordenador que disponga de conexio´n a in-
ternet, puede ejecutarla independientemente del software (sistema operativo, etc.)
o hardware de la ma´quina desde la que acceda, y adema´s puede hacerlo de man-
era inmediata, ya que ni siquiera es necesaria la instalacio´n de la aplicacio´n en s´ı:
se puede acceder simplemente abriendo cualquier navegador, cosa de la que hoy
en d´ıa disponen todos los ordenadores. Es decir, el formato de aplicacio´n web nos
ayuda a cumplir a la perfeccio´n los requisitos no funcionales de portabilidad y de
cero instalacio´n, adema´s de ser muy adecuado y completamente compatible con la
arquitectura cliente-servidor elegida para desarrollar nuestro sistema.
A causa de la naturaleza de nuestra aplicacio´n (que ba´sicamente corresponde a
un juego en el que se tienen que realizar carreras de coches) y al pu´blico a la que
va dirigida, es necesario concederle una gran importancia a la interfaz de usuario.
Tal como tambie´n establecen algunos de los requisitos no funcionales, e´sta debe ser,
adema´s de sencilla e intuitiva, muy atractiva y con un fuerte componente visual y
gra´fico. Para contar con todo esto en nuestra aplicacio´n web, se tomo´ la decisio´n de
contar con las actuales tecnolog´ıas que permiten implementar webs dina´micas, ya
que este tipo de webs ofrecen al usuario un mayor grado de interactividad y de una
manera mucho ma´s co´moda y natural que cualquier web esta´tica.
La te´cnica de desarrollo web ma´s extendida actualmente para crear este tipo de
aplicaciones interactivas es la llamada AJAX (Asynchronous JavaScript And XML).
Esta te´cnica resulta muy adecuada para lo que se busca desarrollar en nuestro
proyecto ya que el resultado conseguido con ella son aplicaciones que se ejecutan
en el cliente, es decir, en el navegador de los usuarios, mientras se mantiene una
comunicacio´n as´ıncrona con el servidor en segundo plano para cargar los datos adi-
cionales que sean necesarios en cada momento sin interferir con la visualizacio´n ni el
comportamiento de la pa´gina. Esto permite que sea posible realizar cambios sobre
las pa´ginas mostradas sin necesidad de recargarlas, lo que se traduce en un aumento
muy significativo de la interactividad, velocidad y usabilidad en las aplicaciones.
Cabe remarcar que AJAX no constituye una tecnolog´ıa en s´ı misma, sino que es
un te´rmino que engloba a un grupo de ellas que trabajan conjuntamente. Concreta-
mente es resultado de la combinacio´n de cuatro tecnolog´ıas ya existentes:
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XHTML (o HTML) y hojas de estilos en cascada (CSS) para el disen˜o que
acompan˜a a la informacio´n.
Document Object Model (DOM), el cual es accedido con un lenguaje de
scripting por parte del usuario. Este lenguaje interpretado en el que normal-
mente se suelen efectuar las funciones de llamada de AJAX es JavaScript,
utilizado para mostrar e interactuar dina´micamente con la informacio´n pre-
sentada.
XMLHttpRequest : este objeto, disponible en los navegadores actuales, es
el utilizado para realizar el acceso y el intercambio de los datos de forma
as´ıncrona con el servidor web.
Cualquier protocolo de formato de datos que sirva para formatear el contenido
as´ıncrono de la transferencia de datos solicitados al servidor. A pesar de que
XML es el formato usado normalmente en este intercambio de informacio´n,
muchos otros pueden funcionar, incluyendo JSON (el uso del cual se esta´ exten-
diendo mucho u´ltimamente y que, como se explicara´ en detalle ma´s adelante,
sera´ el que nosotros utilicemos).
Las caracter´ısticas que ofrece AJAX nos resultan muy ventajosas para el tipo de
aplicacio´n que nosotros queremos desarrollar, pero esta te´cnica tambie´n tiene ciertos
inconvenientes. Algunos de ellos no nos afectar´ıan en el contexto de nuestro proyecto,
como por ejemplo problemas de compatibilidad para ejecutarse en algunos dispos-
itivos mo´viles, el hecho de que los motores de bu´squeda no entiendan JavaScript,
la dif´ıcil gestio´n del historial del navegador en las pa´ginas creadas dina´micamente
mediante peticiones sucesivas AJAX, etc. Pero existe un inconveniente que supone
un obsta´culo significativo en el desarrollo de nuestro proyecto: la notable diferencia
de dificultad de desarrollar una pa´gina AJAX en comparacio´n con otras te´cnicas de
desarrollo de pa´ginas web.
La creacio´n y mantenimiento de aplicaciones web con una gran cantidad de com-
ponentes AJAX y bases de co´digo JavaScript son tareas complejas y muy propensas
a errores, incluso para desarrolladores con experiencia en este lenguaje; por lo que,
para una persona que carece totalmente de nociones en ello (como es mi caso en par-
ticular), adquirir desde cero un nivel de conocimientos adecuado para desarrollar una
aplicacio´n como la que se pretende, y posteriormente implementarla en un primer
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contacto con el lenguaje, podr´ıa suponer una cantidad de tiempo que alargar´ıa de
manera excesiva el periodo en el que ser´ıa deseable finalizar el desarrollo de la apli-
cacio´n.
Adema´s, hay que tener en cuenta que una de las ideas que nos esta´ determinando
de manera importante las decisiones tomadas en esta etapa de disen˜o, es el deseo
de obtener una aplicacio´n con un alto grado de portabilidad. Para conseguir esto,
a todo lo recie´n comentado en el pa´rrafo anterior, hay que an˜adir todo el tiempo
adicional que supone estudiar cada una de las peculiaridades que presentan los
diferentes navegadores utilizados actualmente respecto al co´digo JavaScript, y segu´n
esto implementar diferentes versiones de co´digo en los casos en los que sea necesario
para adaptarlo de manera que su funcionamiento sea correcto en todos ellos.
Para solucionar todo esto y adema´s seguir una pol´ıtica de trabajo que se quiso
establecer al plantear el proyecto, consistente en intentar usar en la mayor medida
posible nuevas tecnolog´ıas que parece que se esta´n poniendo actualmente “de moda”
(por decirlo de alguna manera), se ha decidido utilizar para el desarrollo de la
aplicacio´n cliente una herramienta llamada Google Web Toolkit (GWT), que facilita
a los desarrolladores todas las tareas comentadas anteriormente ya que ofrece la
posibilidad de crear y mantener aplicaciones JavaScript con interfaces complejas,
pero en el lenguaje de programacio´n Java.
Google Web Toolkit es un framework creado por Google que permite ocultar la
complejidad de varios aspectos de la tecnolog´ıa AJAX. El concepto ba´sico de GWT
consiste en escribir el co´digo en Java utilizando cualquiera de los entornos de desar-
rollo (IDE) existentes para este lenguaje y el compilador lo traduce automa´ticamente
a HTML y JavaScript ejecutable optimizado, que adema´s sera´ compatible con los
principales navegadores utilizados actualmente (cosa que soluciona el problema de
la necesidad de implementar un co´digo espec´ıfico para cada navegador para lograr
un front-end correcto en una aplicacio´n web).
Arquitectura GWT
El framework de GWT lo forman varios componentes:
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Compilador GWT Java-JavaScript: es el componente que desempen˜a la
funcio´n de traducir el co´digo desarrollado en Java al lenguaje JavaScript.
Hosted Web Browser : este componente permite la ejecucio´n de las aplica-
ciones Java en modo host, es decir, sin necesidad de traducirlas a JavaScript
utilizando la ma´quina virtual de Java.
JRE Emulation Library : este componente, como su nombre indica, emula
algunas de las bibliotecas ma´s importantes de las clases de Java, como la
java.lang (que es donde se encuentran las clases fundamentales para poder
programar en Java) y un subconjunto de las clases del paquete java.util.
GWT Web UI Class Library : contiene un conjunto de elementos de in-
terfaz de usuario que permite la creacio´n de objetos tales como botones, cajas
de texto, ima´genes, textos, etc.
Caracter´ısticas GWT
La arquitectura propia de GWT es la que permite a los desarrolladores llevar
a cabo un flujo de trabajo caracter´ıstico que resulta ma´s sencillo y co´modo, ya
que hace posible crear y depurar aplicaciones AJAX en lenguaje JAVA usando el
entorno de desarrollo que se prefiera, permitiendo repetir ra´pidamente el ciclo “editar
- actualizar - ver” t´ıpico de JavaScript y aprovechando la ventaja an˜adida de poder
depurar y recorrer una a una todas las l´ıneas de co´digo Java.
Esto es posible gracias a la posibilidad de ejecutar una aplicacio´n GWT en dos
modos diferentes:
Modo host (Hosted mode): la aplicacio´n se ejecuta como co´digo bytecode
de Java dentro de la Ma´quina Virtual de Java (JVM). Este modo es el ma´s
usado para desarrollo, soportando el cambio de co´digo en caliente y el depu-
rado.
Modo web (Web mode): la aplicacio´n se ejecuta como co´digo Javascript
y HTML puro compilado a partir del co´digo Java. Este modo es el utilizado
para el despliegue de la aplicacio´n.
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Es gracias al modo host por lo que, durante el desarrollo de una aplicacio´n,
se tiene la posibilidad de ver inmediatamente los cambios realizados en el co´digo,
mediante el Hosted Web Browser de GWT, sin ser necesario volver a compilar el
co´digo en JavaScript ni implementarlo en un servidor; despue´s de realizar los cam-
bios deseados solamente es necesario actualizar el navegador de modo alojado para
visualizarlos.
Adema´s, el hecho de que este modo host haga posible ejecutar el co´digo Java
en la ma´quina virtual como co´digo de bytes, hace posible tambie´n, por extensio´n,
poder utilizar y disfrutar diferentes funcionalidades y ventajas que nos ofrece este
lenguaje y que pueden resultar muy u´tiles, como la depuracio´n paso a paso y con
puntos de interrupcio´n, con captura de eventos, etc. ya que todo lo que puede hacer
normalmente el depurador Java se aplica tambie´n al co´digo GWT. Por otra parte,
la comprobacio´n de tipo esta´tico en lenguaje Java, permite que los desarrolladores
detecten diferentes errores propios de JavaScript (errores ortogra´ficos, tipos no co-
incidentes,. . . ) en el momento de la creacio´n del co´digo y no durante la ejecucio´n
del programa. Por u´ltimo, tambie´n se pueden aprovechar las abstracciones y pa-
trones de disen˜o orientados a objetos basados en Java, cosa que da como resultado
aplicaciones con co´digo ma´s comprensible y fa´cil de mantener.
Finalmente, en el momento en el que ya se quiera dar paso a la implementacio´n
para poder ejecutar la aplicacio´n en el modo web, GWT se encarga de compilar el
co´digo Java en archivos JavaScript independientes sin formato que se pueden colgar
en cualquier servidor web y que admiten automa´ticamente todos los navegadores
web ma´s populares (IE, Firefox, Mozilla, Safari y Opera) sin necesidad por parte
del desarrollador de detectarlos ni utilizar un formato especial en el co´digo.
Tambie´n cabe remarcar que GWT no es so´lo una interfaz de programacio´n, ya
que adema´s presenta varias caracter´ısticas adicionales y proporciona un conjunto de
herramientas que permiten desarrollar funcionalidades JavaScript de alto rendimien-
to en el navegador del cliente:
Componentes gra´ficos dina´micos y reusables: incluye clases ya pre-
disen˜adas para implementar comportamientos cuyo uso es muy popular y que




Uso de bibliotecas JavaScript y co´digo JavaScript original: los desar-
rolladores pueden mezclar co´digo escrito en JavaScript dentro del co´digo Java
usando la Interfaz Nativa JavaScript (JSNI).
Mecanismo simple para implementar RPC (Remote Procedure Call)
Gestio´n del historial del navegador web
Internacionalizacio´n
Actualmente existen varios plugins de co´digo abierto para ayudar a desarrollar
co´digo GWT en diferentes entornos de desarrollo como NetBeans, JDeveloper o
Eclipse. Este u´ltimo ha sido el utilizado en este proyecto para desarrollar la totalidad
de la aplicacio´n web cliente.
5.2.2. JavaScript Object Notation
Tal como se ha comentado, en AJAX, para obtener la informacio´n necesaria en
cada momento en respuesta a las acciones llevadas a cabo por el usuario, se establece
una comunicacio´n as´ıncrona con el servidor dando lugar a una transferencia de los
datos correspondientes a la solicitud realizada. Estos datos intercambiados deben
ser formateados mediante algu´n protocolo va´lido y conocido por cliente y servidor.
Generalmente la codificacio´n utilizada para este fin es XML pero, como ya se ha
explicado en el apartado dedicado a ello, el objeto XMLHttpRequest utilizado en
AJAX para realizar las peticiones al servidor, tambie´n admite otros formatos.
Siguiendo la idea inicial de aprovechar el desarrollo de nuestro proyecto para el
aprendizaje y la “experimentacio´n” con nuevas tecnolog´ıas en expansio´n, a pesar de
que fuesen desconocidas para nosotros, se ha elegido como protocolo de transferencia
el llamado JSON.
JSON (JavaScript Object Notation), es un formato ligero para el intercambio de
datos constituido por un subconjunto de la notacio´n literal de objetos de JavaScript
que no requiere el uso de XML. La simplicidad de este formato esta´ dando lugar
a la generalizacio´n de su uso, especialmente en el caso particular de alternativa a
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XML en AJAX, que es precisamente el fin al que se va a destinar en este proyecto.
Esto es debido fundamentalmente a que en JavaScript, un texto JSON puede ser
analizado de manera trivial mediante el procedimiento eval(), cosa muy ventajosa
para los desarrolladores AJAX a causa de la presencia de JavaScript en casi cualquier
navegador web.
A continuacio´n se muestra un ejemplo simple de una misma definicio´n de barra
de menu´s realizada primero usando XML y despue´s JSON. Con esta pequen˜a com-
paracio´n se puede apreciar que el resultado final en JSON es necesariamente ma´s
pequen˜o que en XML (ya que aproximadamente ambos tienen el mismo nu´mero de
caracteres), pero que efectivamente su escritura es considerablemente ma´s abrevi-
ada y, por lo tanto, representa mejor la estructura de los datos y requiere menos
codificacio´n y procesamiento.
Ejemplo de definicio´n de una barra de menu´s en XML
<menu id="file" value="File">
<popup>
<menuitem value="New" onclick="CreateNewDoc()" />
<menuitem value="Open" onclick="OpenDoc()" />
<menuitem value="Close" onclick="CloseDoc()" />
</popup>
</menu>






{"value": "New", "onclick": "CreateNewDoc()"},
{"value": "Open", "onclick": "OpenDoc()"},






Actualmente cada vez hay ma´s soporte de JSON por un mayor nu´mero de lengua-
jes de programacio´n mediante el uso de paquetes escritos por terceras partes. Algunos
de estos lenguajes son: ActionScript, C, C#, Delphi, Java, JavaScript, Perl, PHP,
Python, Ruby, etc.
5.2.3. Sistema de Control de Versiones: Git
En los proyectos informa´ticos con caracter´ısticas similares al nuestro, en los que
se desarrolla un sistema de un taman˜o medio o grande repartiendo el trabajo entre
varios componentes de un equipo de trabajo, se van obteniendo diferentes versiones
del co´digo a medida que se va avanzando en las diferentes etapas por las que pasa
el producto hasta obtener el resultado final.
En estos casos resulta necesario compartir, administrar e ir fusionando los avances
que realizan las diferentes personas en su parte de trabajo, cosa que dar´ıa lugar a un
proceso muy pesado, costoso y problema´tico si se realizase de forma manual. Para
facilitar esta tarea existen los llamados Sistemas de Control de Versiones, ya que
permiten:
comunicar tu trabajo fa´cilmente a otros programadores
compartir co´digo entre las personas de equipos de trabajo
desarrollar de manera simulta´nea diferentes funcionalidades sobre un mismo
co´digo base
mantener un historial de todas las versiones anteriores de los archivos
desplegar la produccio´n de diferentes versiones de un mismo co´digo, mante-
niendo todas o algunas de ellas siempre funcionales
Existen diversas herramientas en el mercado que facilitan el control de versiones,
algunas de las ma´s importantes son: CVS, Subversion, SourceSafe, ClearCase, Darcs,
Bazaar, Plastic SCM, Git, Mercurial, etc. Y todas ellas presentan ciertas caracter´ısti-
cas comunes que todo Sistema de Control de Versiones debe proporcionar:
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Mecanismo de almacenaje de los elementos que se deban gestionar, ya sean
archivos de texto, ima´genes, documentacio´n, etc.
Posibilidad de realizar cambios sobre los elementos almacenados, como por
ejemplo modificaciones parciales, an˜adir, borrar, renombrar, etc.
Registro histo´rico de las acciones realizadas para cada elemento o conjunto
de elementos con la posibilidad, por normal general, de recuperar un estado
anterior del producto.
Adema´s, aunque no todos ellos las presentan, tambie´n resultan muy u´tiles otras
funcionalidades como la generacio´n de informes con los cambios introducidos entre
dos versiones, informes de estado, marcado con nombre identificativo de la versio´n
de un conjunto de ficheros, etc.
A parte de estas pequen˜as diferencias entre herramientas, existe un principal
rasgo diferenciador entre los diversos Sistemas de Control de Versiones que establece
una primera clasificacio´n en dos grandes grupos: el me´todo utilizado por cada uno de
ellos para almacenar el co´digo sobre el que se realiza el control de versiones. Segu´n
esto se dividen en:
Centralizados: existe un repositorio centralizado de todo el co´digo, del cual
es responsable un u´nico usuario. As´ı se consigue facilitar las tareas administra-
tivas a cambio de reducir flexibilidad, ya que todas las decisiones importantes
(como la creacio´n de una nueva rama) necesitan la aprobacio´n del respons-
able. Algunas de las herramientas que encontramos en este grupo son CVS y
Subversion.
Distribuidos: cada usuario tiene su propio repositorio, por lo que no es nece-
sario tomar decisiones de manera centralizada. En las herramientas de este
tipo se complican las tareas de gestio´n ya que, en determinados momentos, los
diversos repositorios existentes deben ser mezclados entre ellos. Los principales
representantes de este grupo son Git y Mercurial.
De todos modos, independientemente a cua´l de estos dos grupos pertenezcan,
todos los Sistemas de Control de Versiones poseen al menos un repositorio que
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contiene la totalidad de la informacio´n gestionada por el sistema y un historial
completo de las diferentes versiones que se han ido generando de los elementos
gestionados.
A partir de este repositorio, los usuarios tienen la posibilidad de duplicarlo para
crearse una copia local (de la u´ltima versio´n o de cualquiera de las disponibles en
el historial) sobre la que trabajar. En este punto, dependiendo en esta manera de
trabajar para realizar las modificaciones necesarias sobre la copia local, volvemos a
encontrar dos grupos diferenciados entre las diferentes herramientas existentes:
Exclusivos: cuando un usuario quiere realizar cambios sobre un elemento,
e´ste queda marcado en el repositorio de manera que el sistema limita al resto
de usuarios la posibilidad de modificarlo hasta que no se libere de nuevo.
Colaborativos: cada usuario realiza los cambios que desee en su copia local
y despue´s el sistema se encarga de mezclar automa´ticamente las diferentes
versiones. En los casos en que aparezcan inconsistencias o conflictos que no
sepa resolver debera´n ser solucionados manualmente.
Siguiendo una vez ma´s la pol´ıtica de intentar aprender el uso e incorporar en
nuestro proyecto algunas de las tecnolog´ıas ma´s populares actualmente, el Sistema
de Control de Versiones que hemos utilizado para nuestras comunicaciones ha sido
el llamado Git.
Caracter´ısticas Git
Git es un software de control de versiones libre y de co´digo abierto disen˜ado por
Linus Torvald, el tambie´n disen˜ador de Linux. Al ser pensado inicialmente para su
uso en el contexto de desarrollo del nu´cleo de este sistema operativo, Git deb´ıa ser
capaz de manejar una enorme cantidad de co´digo distribuida y gestionada por un
alto nu´mero de personas y de ofrecer eficiencia y confiabilidad en el mantenimiento
de versiones de aplicaciones cuando e´stas tienen un elevado nu´mero de archivos de




En Git encontramos un tipo de gestio´n distribuida ya que, a partir de un reposi-
torio remoto, cada programador obtiene el suyo propio, resultado de realizar un clon
local completo del remoto; esto quiere decir que se copian tanto todos los archivos
del proyecto, como la totalidad de los metadatos (historial de desarrollo, etc.).
A partir de este repositorio local, cada usuario puede realizar los cambios que de-
see e ir creando diferentes versiones en e´l y, cuando alguna de e´stas ya este´ completa,
la puede subir desde su copia local al repositorio remoto, donde se debera´ mezclar
de forma automa´tica con los posibles cambios realizados por otros usuarios y, en
caso de no ser posible a causa de conflictos que no pueda resolver, se solicitara´ al
usuario que lo haga de manera manual; por lo tanto vemos que se una metodolog´ıa
de trabajo colaborativa.
Figura 5.2: Esquema simplificado del funcionamiento de Git
A parte de las citadas en te´rminos generales de funcionamiento, otras de sus
caracter´ısticas ma´s relevantes son:
Gestio´n eficiente de proyectos grandes: dada la rapidez que ofrece en
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la gestio´n de diferencias entre archivos y otros aspectos de optimizacio´n de
velocidad de ejecucio´n, como un formato eficiente para el almacenamiento de
las diversas versiones a largo plazo.
Fuerte apoyo al desarrollo no lineal: ya que ofrece rapidez en la gestio´n de
ramificaciones y la fusio´n de diferentes versiones e incluye herramientas para
navegar y visualizar historiales de desarrollo no lineales.
Desarrollo distribuido: se puede acceder fa´cilmente a los diferentes repos-
itorios, ya sea v´ıa un protocolo nativo de Git (a trave´s de conexio´n TCP/IP
o de cifrado SSH para la autenticacio´n y la seguridad) o simplemente usan-
do HTTP, que permite publicar un repositorio local sin necesidad de ninguna
configuracio´n especial del servidor web.
Autenticacio´n criptogra´fica del historial: el historial es almacenado de
manera que el nombre de una determinada versio´n depende de la totalidad
del historial de desarrollo que ha dado lugar a esta versio´n y, una vez que
es publicada, no es posible cambiar las versiones anteriores sin que e´sta sea
notificada.
Herramientas de disen˜o: Git proporciona herramientas para facilitar tanto





Como se ha comentado con anterioridad, el co´digo de la aplicacio´n cliente se
ha desarrollado utilizando la herramienta GWT, cosa que ha permitido programar
en el lenguaje de programacio´n Java. Para ello se ha utilizado uno de los IDE ma´s
populares: Eclipse, al que se le ha instalado un plugin de Google creado expresamente
para e´ste, que permite crear proyectos, desarrollarlos, compilarlos y llevar a cabo
tareas de debug de manera sencilla y pudiendo aprovechar tambie´n las ventajas que
nos ofrece el propio Eclipse.
Para empezar a trabajar en un proyecto GWT es necesario crear primero toda la
estructura de subdirectorios y ficheros que requiere para su funcionamiento, adema´s
de realizar ciertas configuraciones previas. E´sta es una de las tareas que se pueden
llevar a cabo fa´cilmente gracias al asistente ofrecido por el plugin de Google con
el que, solo rellenando algunos datos como nombre y paquete del proyecto y selec-
cionando algunas opciones, ya queda creada automa´ticamente la estructura ba´sica
necesaria para el funcionamiento de cualquier aplicacio´n GWT.
Teniendo en cuenta que los datos introducidos en el asistente para la creacio´n
del presente proyecto fueron JocProg como nombre y gwtJuego como paquete para
el proyecto, los elementos ma´s importantes de la estructura generada son, a grandes
rasgos, los que se detallan en la siguiente tabla:
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Nombre Descripcio´n
Directorios
/src/gwtJuego Contiene la definicio´n del mo´dulo GWT y los ficheros ini-
ciales de la aplicacio´n
/war Contiene recursos esta´ticos que se pueden servir pu´blica-
mente, tales como archivos de ima´genes, hojas de estilo y
pa´ginas HTML
/war/WEB-INF Contiene ficheros de la aplicacio´n web Java
/war/WEB-INF/lib Contiene librer´ıas de la aplicacio´n web Java
Archivos
JocProg.gwt.xml Se encuentra en JocProg/src/gwtJuego.
Contiene la definicio´n del mo´dulo GWT y el conjunto
de recursos que componen una aplicacio´n GWT. Por de-
fecto, JocProg hereda las funcionalidades del nu´cleo de
GWT requeridas por cualquier proyecto (disponibles en
com.google.gwt.user.User), pero se pueden especificar
otros mo´dulos GWT de los que se pueda necesitar heredar.
Es donde se especifica cua´l es la clase correspondiente
al punto de entrada de la aplicacio´n ya que, al compi-
lar, un mo´dulo GWT necesita tenerlo determinado (clase
EntryPoint).
JocProg.html Se encuentra en JocProg/war.
El co´digo de una aplicacio´n web se ejecuta dentro de un
documento HTML, que en GWT corresponde a la pa´gi-
na host, es decir, al que lo aloja. En este caso, la pa´gina
JocProg.html es la que aloja al proyecto JocProg.
Esta pa´gina establece la referencia a la hoja de estilo de
la aplicacio´n (JocProg.css) y a la ruta del co´digo fuente
JavaScript generado por GWT, que es el responsable de los
elementos dina´micos de la pa´gina.
Es posible crear la totalidad de los contenidos dina´mica-
mente o mezclar elementos esta´ticos y dina´micos creando
un elemento HTML <div> para incluir en e´l las porciones
de la pa´gina generadas dina´micamente.
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JocProg.css Se encuentra en JocProg/war.
Por defecto, se asocia una hoja de estilo a cada proyecto.
E´sta, en un principio, contiene las normas de estilo cor-
respondientes a la aplicacio´n de ejemplo que se obtiene al
crear un proyecto con el asistente, por lo que se tendra´n
que ir reemplazando por las necesarias para la aplicacio´n
que se desarrolle.
De la misma manera que en cualquier pa´gina web, se
pueden definir mu´ltiples hojas de estilo especifica´ndolas
segu´n el orden en que se quieren heredar, es decir, primero
las ma´s generales y en u´ltimo lugar las de mayor detalle.
web.xml Se encuentra en JocProg/war/WEB-INF.
Descriptor de la aplicacio´n web Java
JocProg.java Se encuentra en JocProg/src/gwtJuego/client y es
la clase que actu´a como punto de entrada para GWT
(EntryPoint).
Al ser creado, este fichero contiene el co´digo Java para la
aplicacio´n inicial de muestra, que se debe sustituir con el
co´digo a ejecutar en la parte cliente correspondiente a nues-
tra aplicacio´n.
Esta clase implementa la interfaz EntryPoint
perteneciente a GWT, que contiene el me´todo
onModuleLoad. As´ı, al haber indicado esta clase co-
mo la de punto de entrada en la definicio´n del mo´dulo en
JocProg.gwt.xml, cuando se lance la aplicacio´n sera´ este
me´todo el que se llamara´.
Adema´s hereda funcionalidades de los mo´dulos que se han
incluido en la definicio´n del mo´dulo por lo que, por ejemplo,
al construir la interfaz de usuario sera´ posible incluir tipos
y recursos del paquete com.google.gwt.user.client.ui
ya que es parte de las funcionalidades del nu´cleo de GWT
que se encuentran en com.google.gwt.user.User.
gwt-servlet.jar Se encuentra en JocProg/war/WEB-INF/lib.
Librer´ıa en tiempo de ejecucio´n del servidor GWT
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Scripts
build.xml Fichero de ant para ejectar la aplicacio´n en modo host-
ed o para invocar el compilador GWT desde la l´ınea de
comandos.
Una vez creado el esqueleto de nuestro proyecto, para que la aplicacio´n corra en
un explorador, toda ella tiene que insertarse en un tipo de panel llamado RootPanel
que despue´s sera´ incrustado en un fichero HTML. En nuestro caso, la pa´gina que va
a alojar este panel ra´ız va a ser el fichero JocProg.html que ha sido creado.
Este tipo de panel no es visible en la interfaz de usuario pero siempre se en-
cuentra en el nivel ma´s alto de la jerarqu´ıa de cualquier UI de GWT, ya que es
el contenedor de los elementos dina´micos de la aplicacio´n. El RootPanel se puede
utilizar de manera que constituya la totalidad del cuerpo de la pa´gina o simplemente
para generar determinados elementos que se vayan a incrustar en un cuerpo con ele-
mentos esta´ticos. De esta manera, una pa´gina puede contener mu´ltiples RootPanel
si se quieren an˜adir diversos widgets o paneles GWT implementados de manera
independiente, ya que cada uno debera´ tener su propio panel ra´ız.
En la aplicacio´n de muestra generada en JocProg.html, el elemento del cuerpo
de la pa´gina esta´ vac´ıo por lo que el RootPanel envuelve la totalidad de e´ste, es
decir, la pa´gina solo contiene elementos dina´micos. En cambio, en nuestro caso,
como queremos incluir tanto elementos esta´ticos (el texto en el t´ıtulo de la pa´gina)
como dina´micos (la aplicacio´n), debemos editar este fichero HTML.
Despue´s de borrar los elementos que no nos eran necesarios y cambiar el t´ıtulo
en el elemento <head>, hemos completado el elemento <body> para an˜adir el titulo
esta´tico (en una etiqueta <h1>) y el <div> que contendra´ nuestra aplicacio´n. Para
que se detecte que en e´ste es donde se debe incluir el elemento RootPanel con los
elementos dina´micos de nuestra aplicacio´n, se tiene que escribir el identificador que le
vayamos a asignar a este panel ra´ız, que en nuestro caso es uiJuego. Esto es porque,
en el co´digo donde se implementa nuestra aplicacio´n (en el fichero JocProg.html),
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se ha realizado la siguiente declaracio´n:
RootPanel.get("uiJuego").add(mainPanel);
Donde el mainPanel es el panel en el que se ha implementado la aplicacio´n y se
an˜ade al panel ra´ız da´ndole el mismo nombre de identificador que en el elemento
<div> del archivo HTML.
Una vez hecho todo esto ya se puede iniciar la escritura del co´digo de la aplicacio´n
en el archivo JocProg.java y podra´ ser ejecutado tanto en modo host como en modo
web (una vez compilado) en cualquier explorador.
La idea inicial era desarrollar todo lo referente a generar la UI en la clase
JocProg.java, que es la que se ha definido como punto de entrada del mo´dulo
GWT al cargarse, y separar en otra clase diferente todas las llamadas a servidor
necesarias para gestionar la interfaz, ya sea para solicitar datos, guardarlos o para
tratar las diferentes peticiones que puede realizar un usuario.
Despue´s de analizar las particularidades de nuestro co´digo y de la manera de
realizar llamadas a servidor en GWT, se decidio´ incluir las funciones encargadas
de las comunicaciones en la misma clase que la interfaz. Esto es porque todas las
llamadas se realizan de manera as´ıncrona (tal como se vera´ en detalle ma´s adelante)
sin que el solicitante de la llamada (que prosigue con la ejecucio´n de su propio co´digo
de manera paralela) sepa cuando e´sta acaba de ejecutarse.
En muchos de los casos se necesita, una vez recibida la respuesta del servidor,
manipular ciertos componentes de la UI o incluso invocar otras operaciones de las
encargadas de generar partes de la interfaz por lo que, incluyendo las llamadas en
la misma clase en la que se encuentran estos elementos, esto se puede realizar de
manera mucho ma´s sencilla y sin influir negativamente en ningu´n otro aspecto.
De todos modos, a pesar de coexistir en la misma clase y para que quede ma´s claro
todo el proceso, se ha dividido la explicacio´n del desarrollo de la clase JocProg.java
en la parte referente al co´digo encargado de generar la UI y el encargado de las
conexiones con el servidor. Adema´s, en este cap´ıtulo, se detalla la implementacio´n del
motor de la animacio´n que, al ser tambie´n as´ıncrono pero totalmente independiente
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al resto de componentes de la interfaz de la aplicacio´n, su implementacio´n se ha
hecho mediante diversas clases que sera´n utilizadas por la principal.
6.1. Interfaz gra´fica
Una vez que se han llevado a cabo las etapas de ana´lisis de requisitos y disen˜o, es
necesario hacer un estudio de las herramientas que nos ofrece GWT para la creacio´n
de interfaces gra´ficas de usuario y as´ı aprovechar al ma´ximo su potencial, utilizando
en cada momento las ma´s adecuadas para conseguir desarrollar de la mejor manera
posible la idea que se tiene para nuestra aplicacio´n y cumpliendo a la vez con el mayor
nu´mero posible de requisitos, sobretodo funcionales pero tambie´n no funcionales que
tengan relacio´n con aspectos de la interfaz.
Hay que tener en cuenta que en la etapa de disen˜o se piensa en una interfaz
que permita llevar a cabo los diferentes casos de uso que se han especificado, pero
es durante la implementacio´n cuando se tiene que buscar la manera concreta de
desarrollarlo eligiendo los elementos que permitan hacerlo de la manera o´ptima,
tanto en el sentido de la distribucio´n de los componentes, la manera de introducir,
mostrar o seleccionar informacio´n, etc.
Esto es importante porque la UI, adema´s de ser la fachada de la aplicacio´n, es
un elemento que, desarrollado de manera correcta, puede facilitar otras tareas. Por
ejemplo, la propia interfaz puede encargarse de evitar que el usuario lleve a cabo
acciones indeseadas si se utilizan los componentes gra´ficos correctos; un caso ser´ıa
cuando se quiere que el usuario pueda seleccionar un solo elemento, para lo que
existen sistemas que no permiten seleccio´n mu´ltiple.
Segu´n esto, pensando tanto en el disen˜o previo como en las precondiciones
definidas para algunos de nuestros casos de uso y que podr´ıan ser controladas des-
de la propia interfaz de usuario, y tras examinar los diversos elementos disponibles
en las librer´ıas de GWT para la creacio´n de UI’s, se hizo una seleccio´n de los que
resultan ma´s adecuados para la implementacio´n de nuestra aplicacio´n por ofrecer
soluciones u´tiles para las ideas a desarrollar. As´ı, todos los elegidos para formar





HorizontalPanel Panel que alinea su contenido horizontalmente de ma-
nera que no permite que se superponga.
VerticalPanel Panel que alinea su contenido verticalmente de manera
que no permite que se superponga.
AbsolutePanel Panel que posiciona a sus hijos de manera absoluta,
permitiendo que se superpongan.
DisclosurePanel Panel que muestra u oculta su contenido al pulsar el
texto de su encabezado. El contenido puede ser texto
simple o cualquier widget, como una imagen o las op-
ciones avanzadas de un formulario.
TabPanel Panel que divide su contenido en mu´ltiples pestan˜as.
HorizontalSplitPanel Panel que divide su contenido horizontalmente en dos
partes diferenciadas y da la posibilidad de decidir co´mo
distribuir el espacio de cada una de ellas permitiendo
desplazar el separador que existe entre ellas.
VerticalSplitPanel Panel que divide su contenido verticalmente en dos
partes diferenciadas y da la posibilidad de decidir co´mo
distribuir el espacio de cada una de ellas permitiendo
desplazar el separador que existe entre ellas.
Popups
DialogBox Ventana emergente que permite ser arrastrada e incluye
una barra de t´ıtulo.
Menu´s y listas
StackPanel Panel que apila verticalmente a sus hijos con una
cabecera para cada uno de ellos y mostrando cada vez
solamente el contenido de uno de ellos. Se puede decidir
cua´l visualizar pulsando en su correspondiente cabecera.
Tree Estructura jera´rquica en la que los elementos
(TreeItems) pueden ser an˜adidos como hijos de otros
componentes de nivel superior.
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ListBox Caja que lista elementos que pueden ser seleccionados.
Al crearla se puede hacer de manera que se permita
la seleccio´n mu´ltiple, caso en el que se crea una lista
que muestra todos los elementos para que puedan ser
elegidos tantos como se desee. En caso contrario se crea
una caja que muestra un solo elemento seleccionado de
entre todos los disponibles en una lista desplegable.
SuggestBox Caja de insercio´n de texto que ofrece prediccio´n de es-
critura desplegando una lista con las posibilidades coin-
cidentes de entre los datos que se le hayan proporciona-
do de manera esta´tica o v´ıa RPC (Remote Procedure
Call) con el servidor.
Tablas
FlexTable Tabla que soporta la insercio´n y el borrado de filas y/o
columnas de manera dina´mica despue´s de haber sido
creada.
Widgets
Label Etiqueta de texto.
RadioButton Elemento para seleccionar que, implementado en un
grupo de elementos del mismo tipo, se comportan de
manera excluyente; es decir, solo uno de ellos puede ser
seleccionado cada vez.
Button Boto´n ba´sico (con etiqueta de texto) que permite ser
pulsado.
PushButton Boto´n que permite ser pulsado al que se puede person-
alizar su aspecto ya que sustituye la etiqueta de texto
comu´n por la imagen deseada.
DatePicker Calendario mensual que permite la seleccio´n de una
fecha.
Entrada de texto
TextBox Caja ba´sica de insercio´n de texto.
PasswordTextBox Caja de insercio´n de texto que oculta los caracteres in-
troducidos sustituye´ndolos por s´ımbolos.
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DateBox Caja de insercio´n de texto en la que el formato que debe
tener e´ste se puede determinar segu´n los disponibles
para el tipo Date.
TextArea Caja para la insercio´n de textos largos que permite
saltos de l´ınea, etc.
Una vez seleccionados los componentes convenientes segu´n nuestras necesidades,
se puede empezar con la implementacio´n de la interfaz de usuario, combina´ndolos,
distribuye´ndolos y programa´ndolos de la manera ma´s adecuada para que el usuario
pueda ejecutar las diferentes funcionalidades que se desea que ofrezca la aplicacio´n.
Como se ha comentado al inicio del cap´ıtulo, la clase principal es JocProg.java
ya que es la definida como punto de entrada para el proyecto y posee la operacio´n
onModuleLoad. Por tanto, es en esta clase en la que se implementa el co´digo de
nuestra UI y, en esta operacio´n en concreto, en la que se genera el panel principal
de nuestra aplicacio´n.
En la etapa de disen˜o se decidio´ crear diferentes vistas que agrupasen los casos
de uso con relacio´n entre ellos para ofrecer al usuario una mejor usabilidad. Esto
se ha llevado a cabo en la etapa de desarrollo implementando nuestra aplicacio´n
de manera que, estos grupos de funcionalidades, han quedado claramente divididos
y fa´cilmente accesibles gracias al TabPanel que nos ha permitido que el aspecto
general de nuestra aplicacio´n sea una sola pantalla en la que se pueden seleccionar
diferentes pestan˜as segu´n la tarea que se quiera llevar a cabo.
Las pestan˜as resultantes y la distribucio´n de funcionalidades entre cada una de
ellas y sus correspondientes vistas son:
Inicio: es la que esta´ seleccionada inicialmente al acceder a la aplicacio´n y la
que permite identificarse como usuario o crear una nueva cuenta.
Administracio´n : incluye todas las tareas de gestio´n disponibles para el perfil
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del usuario, como consultar sus datos, modificarlos, crear sus propios campe-
onatos y/o equipos, invitar a otros usuarios a ellos o dar respuesta a las in-
vitaciones recibidas.
Juega : es donde se desarrollan todas las actividades de una partida, como la
escritura del co´digo de control del coche, la compilacio´n de e´ste y su corre-
spondiente ejecucio´n y la visualizacio´n de la carrera.
Ranking : es donde se pueden consultar las clasificaciones y tiempos obtenidos
por todos los usuarios que han ejecutado carreras.
Ayuda : contiene los tutoriales destinados a guiar a los usuarios en la manera
de escribir sus co´digos.
Actualmente esta u´ltima pestan˜a contiene una simple descripcio´n de la dina´mica
del juego y la especificacio´n de las diferentes operaciones consultoras que el usuario
puede invocar dentro de su co´digo para obtener informacio´n sobre el circuito, cosa
que puede ser de utilidad al programar el comportamiento del coche. Pero cabe
destacar que, en caso de que este proyecto se lleve adelante y consiga el objetivo de
servir como herramienta dida´ctica, esta pestan˜a deber´ıa contener una gu´ıa mucho
ma´s detallada de introduccio´n a la programacio´n, partiendo desde cero y avanzando
en diferentes niveles de dificultad por los que ir´ıa pasando el alumno para conseguir
que realmente pueda aprender a programar mientras utiliza el juego.
Adema´s de elegir el TabPanel para conseguir esta distribucio´n de las funcionali-
dades, tambie´n se ha hecho porque sus caracter´ısticas nos han permitido la gestio´n
desde la interfaz de los permisos de uso de algunas de ellas. La pestan˜a Adminis-
tracio´n, que exclusivamente contiene tareas restringidas a usuarios registrados, solo
se muestra una vez que el usuario se ha identificado en el sistema, sustituyendo a la
pestan˜a Inicio que, a partir de ese momento, ya no resulta de utilidad. El proceso
inverso se realiza en el momento en que el usuario decide cerrar la sesio´n y, por
tanto, se vuelve a un estado de uso limitado de la aplicacio´n correspondiente a los
usuarios no registrados.
Sabiendo todo esto se puede entender mejor el co´digo que se ha escrito en la
operacio´n onModuleLoad, ya que corresponde a lo que interesa que se ejecute en
primera instancia al cargarse la aplicacio´n, es decir, la creacio´n de la vista principal.
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Por tanto, esta accio´n se encarga principalmente de invocar a las diferentes funciones
que generan los paneles con las vistas que se deben incluir en cada una de las
pestan˜as.
En el co´digo de esta operacio´n lo primero que encontramos es la declaracio´n de
una variable necesaria para la construccio´n de todas las peticiones que se deban
realizar al servidor y que se explica con mayor detalle en el apartado 6.2.
Una vez hecho esto se invoca a las operaciones encargadas de generar las difer-
entes vistas que nos van a ser necesarias para la creacio´n de la principal, ya que son
las que contienen todo lo mostrado en cada una de las pestan˜as. E´stas son:
createLoginPanel: genera el panel incluido en la pestan˜a Inicio que, por
tanto, corresponde a la vista necesaria para identificarse o registrarse.
createAdminPanel: genera el panel incluido en la pestan˜a Administracio´n que,
por tanto, corresponde a la vista necesaria llevar a cabo las diversas tareas de
gestio´n de perfil de un usuario.
createRunPanel: genera el panel incluido en la pestan˜a Juega que, por tanto,
corresponde a la vista necesaria para la ejecucio´n de partidas.
createPopupPanel: genera el panel incluido en la ventana emergente en la
que se elige el modo de juego, por tanto, corresponde a la vista necesaria para
seleccionar los diferentes para´metros que definen la partida que se quiere jugar.
createRankingPanel: genera el panel incluido en la pestan˜a Ranking que, por
tanto, corresponde a la vista necesaria para realizar consultas de las clasifica-
ciones.
Todas estas operaciones se comentan con un alto grado de detalle a lo largo de
este apartado, explicando tanto la vista resultante como los pasos seguidos para su
implementacio´n.
Una vez generadas las diferentes vistas necesarias, se van an˜adiendo al panel que
corresponde a la vista principal de la aplicacio´n, el mainPanel, creando as´ı lo que
sera´n las diferentes pestan˜as. En el co´digo incluido a continuacio´n, tambie´n puede
65
CAPI´TULO 6. DESARROLLO E IMPLEMENTACIO´N
verse que en la pestan˜a Ayuda solo se an˜ade un Frame que contiene un archivo
HTML. Se ha querido hacer de esta manera por lo comentado anteriormente de
ir adaptando el contenido de esta pestan˜a al alcance real que pueda conseguir el
proyecto. As´ı, en lugar de tener que ir cambiando el co´digo segu´n lo que se quiera
mostrar en ella, simplemente se debera´ modificar el correspondiente archivo HTML
en el que se podra´ escribir un tutorial tan simple o detallado como se desee, segu´n
















Otro aspecto destacable de este extracto de co´digo son las l´ıneas en las que se
puede apreciar la comprobacio´n realizada para saber si en ese momento hay algu´n
usuario identificado en el sistema (aunque inicialmente no deber´ıa haberlo). Como
puede verse, el panel multiPanel es el que incluye los contenidos de la primera
pestan˜a que, tal como se ha comentado, cambian segu´n si hay abierta alguna sesio´n
de usuario o no. Por lo que, en caso de que no haya ningu´n usuario identificado,
se define como contenido de multiPanel la vista creada por createLoginPanel y,
en caso contrario, se invoca a createPerfilPanel. Esta accio´n solicita a servidor
los datos correspondientes al usuario identificado y rellena con ellos los campos
destinados a mostrar la informacio´n del perfil del usuario dentro de la vista creada
por createAdminPanel, y es e´sta la que finalmente se an˜ade a multiPanel.
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En la operacio´n onModuleLoad, tambie´n se implementan ciertas capturas de
eventos de algunos botones o, por ejemplo, de las pestan˜as del TabPanel para que
se lleven a cabo ciertas acciones al elegir cada una de ellas, como puede ser limpiar
los campos de algu´n formulario.
Por u´ltimo, es en esta accio´n tambie´n donde se asocia el panel principal que se
ha creado con el panel ra´ız de la aplicacio´n, a la vez que se indica el nombre de e´ste
para asociarlo con el archivo HTML de la pa´gina que lo aloja, con la instruccio´n que
ya ha sido comentada en detalle al inicio de este cap´ıtulo:
RootPanel.get("uiJuego").add(mainPanel);
Una vez comentada la operacio´n principal, el resto del apartado se va a dedicar
a explicar las tareas que se llevan a cabo en cada una de las acciones que e´sta invoca
para generar las diversas vistas necesarias. En adelante hay que tener en cuenta que
las diferentes operaciones de request que se nombran al explicar la implementacio´n
de las vistas, corresponden a acciones que realizan conexiones con el servidor, por
lo que es en el apartado 6.2 donde se puede consultar su funcionamiento y utilidad
detallados.
6.1.1. createLoginPanel
Esta accio´n crea la vista que se muestra en la pestan˜a Inicio y que es la destinada
a que un usuario se identifique con su nombre de usuario y contrasen˜a o se registre
para crear una nueva cuenta.
Esto se ha implementado de manera que a primera vista el usuario se encuentre
con un u´nico formulario destinado a introducir su nombre de usuario y contrasen˜a.
Pero se ha incluido tambie´n una etiqueta con el texto “¿Au´n no esta´s registrado?”
con el aspecto de un enlace que al pulsarlo despliega el formulario en el que se puede
introducir la informacio´n personal necesaria para la creacio´n de una nueva cuenta
de usuario, dejando al destinado a identificarse en un segundo plano.
Para conseguir esto, la accio´n createLoginPanel implementa ambos formularios
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pero incluye el de registro dentro de un DisclosurePanel y, lo que an˜ade finalmente
al panel correspondiente a la vista es el formulario y el panel desplegable.
private void createLoginPanel(){
[...]
// Formulario de login
VerticalPanel loginFormPanel = new VerticalPanel();
[...]
// Formulario de registro
Grid regOptions = new Grid(6, 3);
[...]
// Se a~nade el formulario de registro en un DisclosurePanel









Los formularios constan de elementos como TextBox para los campos de entrada
de texto como nombre de usuario, apellidos, etc.; PasswordTextBox en campos de
entrada de contrasen˜as; Label para etiquetas que indican la informacio´n que se
requiere en cada campo y Button para los botones utilizados para confirmar la
operacio´n que se esta´ realizando.
Adema´s se implementan instrucciones que definen la alineacio´n de los diferentes
componentes dentro de la vista y las capturas de eventos que se deben realizar.
En este caso los correspondientes a pulsar el boto´n Aceptar del formulario de lo-
gin o la tecla Enter en el campo de contrasen˜a, que deben invocar a la operacio´n





Esta accio´n es la encargada de crear la vista incluida en la pestan˜a Adminis-
tracio´n. En la fase de disen˜o se decidio´ agrupar en una sola seccio´n todas las tareas
relacionadas con las gestiones que puede realizar un usuario sobre su propia cuen-
ta personal; e´stas son: consulta y modificacio´n de los datos del perfil, creacio´n de
nuevos campeonatos o equipos, invitacio´n de otros usuarios a e´stos y respuesta a las
invitaciones recibidas para unirse a los de otros usuarios.
En esta fase de implementacio´n, a partir de las herramientas ofrecidas por GWT,
se ha tenido que decidir co´mo desarrollar esto de la manera ma´s o´ptima para con-
seguir un uso sencillo e intuitivo de la aplicacio´n, ya que son demasiadas funcional-
idades y sobre aspectos bastante diversos como para incluirlas en una sola vista.
Como se puede ver en el siguiente extracto de co´digo, que muestra algunas de
las instrucciones ma´s significativas de la operacio´n, finalmente la solucio´n elegida
para su implementacio´n fue el uso de un StackPanel con el que se ha creado un
menu´ vertical lateral a la izquierda de la pantalla que permite decidir la tarea que
se desea llevar a cabo y de la que se mostrara´ su correspondiente vista en la parte
derecha.
private void createAdminPanel(){
final VerticalPanel newChampVPanel = createNewChampPanel();
final VerticalPanel newTeamVPanel = createNewTeamPanel();
final VerticalPanel addPlayersVPanel = createAddPlayersPanel();
final VerticalPanel invitationsVPanel = createInvitationsPanel();
final VerticalPanel adminVPanel = new VerticalPanel();
adminVPanel.add(logoutButton);
[...]
final Tree UserTree = new Tree();
final TreeItem ItemPerfil = UserTree.addItem("Informacio´n de
perfil");
UserTree.addSelectionHandler(new SelectionHandler<TreeItem>(){
public void onSelection(SelectionEvent<TreeItem> event){
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TreeItem it = UserTree.getSelectedItem();
if(it.equals(ItemPerfil)){
int n = adminVPanel.getWidgetCount();





final Tree ChampsTree = new Tree();
final TreeItem ItemNewChamp = ChampsTree.addItem("Crear nuevo");
final TreeItem ItemAddChamp = ChampsTree.addItem("Invitar a
jugadores");
[...]
final Tree TeamsTree = new Tree();
final TreeItem ItemNewTeam = TeamsTree.addItem("Crear nuevo");
final TreeItem ItemAddTeam = TeamsTree.addItem("Invitar a
jugadores");
[...]
final Tree InvitationsTree = new Tree();
ItemChampInvitations = InvitationsTree.addItem("A campeonatos");









Para organizar las tareas en el menu´ se han agrupado en cuatro secciones que
engloban los diferentes aspectos que permiten ser gestionados: Usuario, Campe-
onatos, Equipos, Invitaciones. Cada una de e´stas se ha implementado como un Tree
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que incluye como hijos elementos ItemTree con el nombre de las funcionalidades
disponibles en la seccio´n. Las tareas que se encuentran en cada seccio´n son Informa-
cio´n de perfil en Usuario, Crear nuevo e Invitar a jugadores tanto en Campeonatos
como en Equipos y, en la de Invitaciones, A campeonatos y A equipos.
Se ha utilizado elementos tipo Tree para crear los menu´s porque permite la cap-
tura del evento SelectionEvent, por lo que implementando la accio´n onSelection
se puede programar el comportamiento deseado cada vez que alguno de sus elemen-
tos hijos es seleccionado por el usuario. En nuestro caso, se debe identificar cua´l de
los TreeItem ha sido elegido para cargar en la zona derecha de la pantalla la vista
correspondiente a la tarea que el usuario quiere llevar a cabo. Adema´s, algunos de
los TreeItem tambie´n deben realizar otras acciones adicionales al ser seleccionados,
como por ejemplo los que corresponden a las vistas de invitar a otros usuarios a
un campeonato o equipo propio, que deben invocar a refreshAddPlayersDropBox
y a requestAllNicks, o los que muestran las vistas para gestionar las invitaciones
recibidas, que invocan a refreshInvitationsTable y requestNInvitations, ya
que deben solicitar al servidor cierta informacio´n necesaria para el correcto fun-
cionamiento de la vista que se debe mostrar.
En lo referente a la zona que encontramos en la parte derecha de la pantalla, se
ha an˜adido un Button destinado a Cerrar sesio´n que se encarga de realizar todas las
tareas necesarias en la aplicacio´n cuando esto ocurra, como por ejemplo inicializar
ciertos campos, y de informar al servidor de que el usuario registrado ha aban-
donado la sesio´n actual invocando a requestLogout. Este boto´n es visible en todo
momento en la esquina superior derecha de la vista de la pestan˜a Administracio´n
independientemente de la funcionalidad seleccionada en el menu´ del StackPanel.
El resto de esta zona es la dedicada a cada una de las vistas correspondientes a las
tareas que puede llevar a cabo el usuario por lo que, tal como se puede ver en el re-
sumen del co´digo de la operacio´n incluido anteriormente, al principio de la ejecucio´n
se invoca a diversas acciones encargadas de generar cada una de estas vistas para
que createAdminPanel pueda disponer de ellas y an˜adir el panel correspondiente
cuando se necesite en cada caso.
A continuacio´n, se detallan estas funciones de apoyo. Para cada una de ellas se
explica la pestan˜a a la que corresponde la vista que genera y un breve resumen de
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su funcionamiento (widgets que la componen, eventos capturados para asegurar el
comportamiento deseado, etc.).
createPerfilPanel
Genera la vista en la que se muestra los datos personales del perfil del usuario,
desde la que tambie´n pueden modificarse si se desea. Para conseguir esta dualidad,
se ha implementado de manera que la informacio´n de cada uno de los campos se
muestra en TextBox con la opcio´n de escritura deshabilitada. As´ı, cuando el usuario
decida que quiere realizar cambios sobre estos datos, lo que se hace entre otras cosas
es habilitar los TextBox de los datos permitir que sean modificados.
Por tanto, esta operacio´n incluye una llamada a servidor que proporciona toda la
informacio´n almacenada en el sistema sobre el usuario (nombre, apellidos, ciudad,
escuela, etc.). Con e´sta se fija el texto de los diversos TextBox, que esta´n acom-
pan˜ados por etiquetas de tipo Label que describen el significado del contenido de
cada uno de ellos, dando como resultado un formato parecido al de un formulario
de introduccio´n de datos con la diferencia de que no permite escritura y, por tanto,
toda la informacio´n mostrada es simplemente de lectura.
Para que el usuario pueda solicitar la realizacio´n de cambios sobre los datos
mostrados, se an˜ade un Button que al ser pulsado se encarga, mediante la llamada
a una accio´n auxiliar enableChanges, de permitir escritura en los TextBox relativos
a datos que puedan ser modificados (todos excepto el nombre de usuario), de hacer
visibles dos TextBox (que hasta el momento estaban definidos con la visibilidad
desactivada) destinados a introducir la nueva contrasen˜a y su confirmacio´n en caso
de querer cambiar la antigua y de ocultar el boto´n Modificar datos y hacer visible
un Guardar cambios.
Este boto´n sirve para confirmar la operacio´n por lo que, al ser pulsado, invocara´ a
una accio´n auxiliar saveChanges que realizara´ las tareas inversas para volver a
inhabilitar la escritura en el formulario y, despue´s de comprobar que la informacio´n
introducida por el usuario es correcta (no se han dejado campos vac´ıos, formato
de datos va´lidos, etc.), llamara´ a la operacio´n changeUser ofrecida por la API del




Genera la vista necesaria para la creacio´n de un nuevo campeonato, por lo que
debe proporcionar un formulario que permita introducir todos los datos necesarios
para ello (figura 6.1).
Figura 6.1: Vista de la pestan˜a Administracio´n (menu´ Crear nuevo campeonato)
En esta vista es en una de las que se hace ma´s patente la importancia de estudiar
las librer´ıas de GWT para elegir los componentes ma´s adecuados en cada caso, de
manera que se facilite la tarea de comprobar ciertas restricciones de validez (ya sea de
tipo de datos, de formato, de evitar campos nulos, cumplimiento de precondiciones,
etc.) desde la propia interfaz.
Para la creacio´n de un nuevo campeonato los datos necesarios son: nombre, fecha
l´ımite en la que finaliza el plazo de inscripciones y circuitos que lo componen. Para
la introduccio´n del nombre simplemente ha sido necesario un TextBox, sin embargo
en los otros dos campos se ha intentado utilizar componentes ma´s adecuados.
Para fijar la fecha de cierre de inscripciones al campeonato se ha utilizado un
elemento de tipo DateBox. E´ste es similar a un TextBox con la diferencia de que
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se puede definir el formato deseado para las fechas, de manera que si lo escrito en
el cuadro de texto no coincide con dicho formato, indica que el valor no es va´lido.
Adema´s, al pulsar sobre e´l, no solo permite la introduccio´n de la fecha manualmente,
sino que tambie´n se ha implementado de manera que despliegue un DatePicker so-
bre el que se pueda seleccionar directamente la fecha deseada. As´ı todos los datos
introducidos en este campo son de tipo Date, lo que permite manipular fechas ma´s
fa´cilmente para poder hacer, por ejemplo, comparaciones entre la actual y la intro-
ducida para saber si e´sta es anterior y por tanto no es va´lida, etc.
Para implementar el sistema de eleccio´n de los circuitos que se quieren incluir en
el nuevo campeonato se han utilizado dos ListBox con seleccio´n mu´ltiple habilitada:
uno de ellos para mostrar todos los circuitos que pueden ser an˜adidos y otro con los
que ya lo han sido; por lo que, inicialmente, la primera de las listas contiene todos
los circuitos existentes en el sistema y la segunda esta´ vac´ıa.
Esto se ha hecho para conseguir controlar desde la interfaz que un campeonato
no pueda contener circuitos repetidos ya que, al seleccionar uno o varios de los
circuitos del primer ListBox y pulsar el tipo Button que se ha incluido para An˜adir
circuito, estos desaparecen de su lista y aparecen en la del segundo ListBox, por
lo que quedan como incluidos y no hay posibilidad de seleccionarlos de nuevo. De
la misma manera, si en la segunda lista se selecciona uno o varios de los circuitos
de entre los que ya han sido an˜adido y se pulsa al Button destinado a Eliminar,
desaparecen de e´sta y se incluyen en la primera, dejando de formar parte de los que
compondra´n el nuevo campeonato y quedando as´ı disponibles para ser seleccionados
de nuevo.
Por u´ltimo se ha an˜adido un Button con el que el usuario puede confirmar
la operacio´n de creacio´n del nuevo campeonato y que, al ser pulsado y despue´s de
haber comprobado que todos los datos sean va´lidos, procede a invocar a la operacio´n
requestNewChampionship.
createNewTeamPanel
Genera la vista necesaria para la creacio´n de un nuevo equipo. Para ello el u´nico
dato que se requiere es el nombre que lo identificara´, por lo que la vista se ha
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implementado con un TextBox destinado a introducir dicha informacio´n y un Button
para confirmar la operacio´n. Al capturar tal evento, debe controlarse que el campo
de texto no este´ vac´ıo para proceder a invocar a requestNewTeam.
createAddPlayersPanel
Genera la vista utilizada por el usuario para invitar a otros usuarios a los campe-
onatos o equipos de los que es propietario (que e´l mismo ha creado). El panel creado
es el utilizado tanto para la vista que permite el env´ıo de invitaciones a campeonatos
como para la de equipos, ya que el contenido se actualiza segu´n convenga invocando
desde la interfaz a la accio´n refreshAddPlayersDropBox, indicando si e´ste debe ser
el referente a los campeonatos que son propiedad del usuario o a sus equipos. Este
contenido que se actualiza es incluido en un ListBox que muestra una lista de todos
los campeonatos o equipos que son propiedad del usuario para que e´ste decida a
cua´l de ellos quiere invitar a unirse a otros usuarios.
Figura 6.2: Vista de la pestan˜a Administracio´n (menu´ Invitar a jugadores)
Para indicar el nombre del usuario al que se quiere enviar la invitacio´n se ha
an˜adido un SuggestBox de manera que, a medida que se van escribiendo caracteres
se despliegue una lista con los nombres de usuario coincidentes de entre todos los
existentes en el sistema (gracias a la accio´n requestAllNicks).
75
CAPI´TULO 6. DESARROLLO E IMPLEMENTACIO´N
Para confirmar la operacio´n se ha an˜adido un Button que, al ser pulsado, invoca a
la accio´n requestAddPlayerToChamp o requestAddPlayerToTeam segu´n la finalidad
que este´ desempen˜ando el panel en ese momento.
createInvitationsPanel
Genera la vista destinada a mostrar las diferentes invitaciones que ha recibido
el usuario para que pueda aceptar o rechazar cada una de ellas. El panel creado es
el utilizado tanto para la vista que muestra las invitaciones A campeonatos como A
equipos, ya que el contenido se actualiza segu´n convenga invocando desde la inter-
faz a la accio´n refreshInvitationsTable, indicando si debe ser el referente a las
invitaciones de campeonatos o equipos.
Figura 6.3: Vista de la pestan˜a Administracio´n (menu´ Invitaciones)
Para mostrar las invitaciones recibidas se ha utilizado una FlexTable en la que
cada fila corresponde a cada una de ellas; as´ı se pueden ir an˜adiendo o eliminando
dina´micamente cuando se reciben nuevas o el usuario las va respondiendo respecti-
vamente.
Por tanto, esta accio´n simplemente crea un panel que contiene una FlexTable
vac´ıa con dos columnas: una para mostrar la informacio´n relativa a la invitacio´n
recibida (nombre de campeonato o equipo al que ha sido invitado y remitente) y
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otra que contenga dos Button que permitan aceptarla o rechazarla; y define sus
caracter´ısticas de formato y estilo.
6.1.3. createRunPanel
En esta accio´n es donde se genera la vista correspondiente a la pestan˜a Juega,
que es en la que se desarrollan todas las actividades relacionadas con las carreras;
tanto la escritura del co´digo, como su compilacio´n y la ejecucio´n de la carrera o la
salida de errores en caso de que e´sta sea correcta o no.
Para ofrecer todo esto en una sola vista se ha aprovechado la posibilidad que
ofrecen los SplitPanel de dividir el espacio y adema´s permitir al usuario modificar
la posicio´n de estas divisiones dina´micamente segu´n convenga. Por tanto esta vista
se ha distribuido utilizando un VerticalSplitPanel que a su vez contiene, en su
componente superior, un HorizontalSplitPanel, consiguiendo as´ı tres espacios de
trabajo diferenciados.
Figura 6.4: Vista de la pestan˜a Juega
La zona superior derecha se ha reservado a la consola de salida de texto utilizada
para mostrar los mensajes generados por el compilador, ya sea con los errores cometi-
dos o con un aviso de que se ha realizado con e´xito e informando del tiempo consegui-
do en la carrera. Para ello en este componente derecho del HorizontalSplitPanel
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se ha an˜adido un TextArea con la opcio´n de escritura deshabilitada en el que se va
fijando el texto de los diferentes mensajes a mostrar.
En la zona superior izquierda es donde se visualiza la ejecucio´n de las carreras
por lo que, tal como se detalla en el apartado 6.3, se debe incluir un AbsolutePanel
el fondo del cual corresponda a la imagen del circuito en el que se quiere correr (que
inicialmente sera´ la del circuito que se cargue por defecto).
Hay que tener en cuenta que las dimensiones de este espacio pueden ir variando
dina´micamente por lo que el taman˜o de la imagen se debe ir adaptando constante-
mente. Esto se ha implementado de manera que la imagen se escala en proporcio´n
al espacio vertical disponible. Si las dimensiones de la imagen resultante superan
el espacio horizontal disponible, e´sta se podra´ explorar mediante un scroll horizon-
tal, mientras que, si son menores, se rellenan los espacios laterales sobrantes del
AbsolutePanel colorea´ndolos con el mismo verde que la hierba de los circuitos.
Por u´ltimo, la zona que ocupa todo el espacio inferior de la vista, se ha reservado
para incluir las diferentes tareas que puede llevar a cabo el usuario: escribir co´digo,
guardar o cargar un co´digo escrito, compilarlo, controlar la ejecucio´n de la animacio´n
y cambiar el modo de juego.
Para ello se ha an˜adido un TextArea, en el que el usuario podra´ escribir el
programa que quiera ejecutar en la carrera, y dos grupos diferenciados de Button:
el primero de ellos corresponde a los botones que permiten controlar la ejecucio´n de
las partidas y el segundo contiene botones para gestionar el co´digo o el juego.
El primero de ellos corresponde a los botones que permiten controlar la ejecucio´n
de las partidas, por lo que encontramos el necesario para compilar el co´digo (e
iniciar la carrera en caso de que la compilacio´n no genere errores), el que finaliza
la animacio´n y los dos necesarios para pausar y reanudar una carrera. Todos ellos,
para conseguir una interfaz ma´s clara y sencilla de usar, se han implementado con
PushButton para incluir en cada boto´n un icono que represente su utilidad. En el
este caso se han an˜adido los iconos play, stop, pausa y play respectivamente.
A pesar de an˜adir los cuatro botones al panel, no se hacen visibles ni se les
programa la captura de eventos a todos ellos; solo se hace para el primero, que es
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el que crea una animacio´n (invoca a requestRun), ya que los que corresponden al
control del flujo de esta animacio´n (pausar y reanudar) se hacen visibles una vez
que e´sta se esta´ llevando a cabo, siendo el propio motor de la animacio´n quien lo
gestiona y quien programa la captura de eventos que corresponda. Por tanto, todo
esto esta´ explicado con mayor detalle en el apartado 6.3.
Adema´s, dentro de dicho apartado, tambie´n se comenta en profundidad otro
elemento que acompan˜a a estos botones y es gestionado por el motor de animacio´n:
la barra de progreso de la ejecucio´n. Se ha incluido en este grupo de botones porque
interactuando con ella tambie´n se puede controlar el flujo de la animacio´n haciendo
que avance o retroceda. A grandes rasgos comentar que se ha implementado, de
manera similar al circuito, con un AbsolutePanel que contiene como fondo la imagen
correspondiente a la l´ınea temporal y otra imagen superpuesta que representa el
puntero indicador del transcurso de la animacio´n.
Los botones que encontramos en la parte derecha son tipo Button. El primero
de ellos es el boto´n Guardar que permite salvar en el sistema el co´digo que se
esta´ escribiendo (invoca a requestExistCode) con el nombre de archivo que se
introduzca en el TextBox que tiene al lado. El siguiente que encontramos es el
boto´n Cargar, que se ha implementado de manera que, al ser pulsado, invoca a la
operacio´n requestGetSavedCodes. E´sta hace aparecer un DialogBox en el que se
puede, entre otras cosas, seleccionar el co´digo que se desea recuperar de entre los
guardados anteriormente en el sistema por el usuario. Por u´ltimo se ha an˜adido
un boto´n Cambiar modo de juego que, al capturar el evento onClick, hace visible
el DialogBox que contiene la vista creada por la accio´n createPopupPanel que se
explica ma´s adelante.
A continuacio´n puede verse un pequen˜o esquema del co´digo de la operacio´n en



























Un aspecto interesante a comentar sobre esta vista son los diferentes modos de
trabajo que se han creado para fijar diferentes dimensiones por defecto para cada
una de las zonas del panel segu´n la importancia que deba tener en dicho modo.
E´stos son: CODE, DEBUG y RUN, y el cambio de uno a otro se gestiona de manera
invisible para el usuario como consecuencia de las diferentes acciones que lleve a
cabo.
El modo CODE es el que se carga inicialmente y corresponde al proceso de
escritura del co´digo, por lo que se ha dado mayor importancia a la zona del TextArea
inferior haciendo que ocupe algo ma´s de la mitad de la pantalla, mientras que la parte
superior la ocupa casi totalmente la imagen del circuito ya que, en este momento,
es trivial el contenido de la consola de salida.
Cuando el usuario, mientras trabaja en modo CODE, solicita compilar su co´digo
y se generan errores, se pasa automa´ticamente al modo DEBUG. En este momento
la parte destinada a la escritura sigue teniendo gran importancia, por lo que ocupa
aproximadamente la mitad inferior de la pantalla, pero cobra una mayor relevancia
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la consola de salida en la que se muestran los errores generados, por lo que la corre-
spondiente zona pasa a ocupar aproximadamente tres cuartos de la zona superior,
dejando el cuarto restante a la zona de visualizacio´n del circuito.
En caso de que el usuario este´ trabajando en modo CODE o DEBUG y la
compilacio´n de su co´digo sea exitosa, se pasa a ejecutar la animacio´n de la carrera
saltando as´ı al modo RUN. En este modo el foco de atencio´n reside en la zona de
visualizacio´n de las partidas, por lo que la parte superior de la vista pasa a ocupar
aproximadamente tres cuartos de la pantalla, tanto verticalmente como horizontal-
mente, dejando as´ı para la zona de entrada de co´digo y para la consola de salida, el
cuarto inferior y derecho respectivamente.
Una vez que se pulsa el boto´n stop mientras esta´ activo el modo RUN, finalizando
as´ı la ejecucio´n, se vuelve de nuevo al modo CODE.
6.1.4. createPopupPanel
Esta accio´n es la encargada de generar la vista contenida en la ventana emergente
que aparece para elegir los diferentes aspectos que definen una partida, como el modo
de juego, el campeonato en el que se quiere jugar, en caso de haber elegido dicho
modo de juego, y el circuito sobre el que se quiere ejecutar la carrera.
Figura 6.5: Vista de la ventana emergente para la seleccio´n del modo de juego
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Para la eleccio´n del modo de juego y del campeonato en el que se quiere jugar,
se han utilizado dos ListBox con la seleccio´n mu´ltiple desactivada; en el primero de
ellos se encuentran los dos modos de juego disponibles (Entrenamiento y Campe-
onato) y en el segundo, una lista de todos los campeonatos en los que el usuario
tiene opcio´n de correr, es decir, los que hayan sido creados por e´l mismo o a los que
se haya unido tras recibir una invitacio´n. Si un usuario esta´ utilizando la aplicacio´n
como invitado no tiene posibilidad de elegir el modo de juego Campeonato ya que
tampoco puede formar parte de ninguno (no puede crearlos y tampoco ser invita-
do), as´ı se consigue que pueda probar el funcionamiento de la aplicacio´n en el modo
Entrenamiento y, si esta´ interesado en acceder al modo de juego completo, cree una
cuenta de usuario registrado.
Este funcionamiento se ha implementado gestionando la captura del evento
onChange permitido por el elemento ListBox; gracias a esto, cada vez que el usuario
cambia el valor seleccionado se genera un evento para el que se puede programar
el comportamiento deseado. En nuestro caso, cuando el usuario cambia el modo de
juego, si la seleccio´n corresponde a Entrenamiento se debe deshabilitar el ListBox
destinado a escoger el campeonato en el que jugar. Cuando la seleccio´n corresponde
a Campeonato se vuelve a habilitar dicha caja, tras previa comprobacio´n de que el
usuario este identificado como registrado, ya que en caso contrario se le informa de
que no puede jugar en el modo de juego seleccionado.
Comentar tambie´n que, en el ListBox de campeonatos, la lista de los mostrados
siempre se mantiene actualizada gracias a que, con la captura de eventos implemen-
tada para las pestan˜as del panel principal en la accio´n onModuleLoad, cada vez que
se selecciona la de Juega, se invoca a refreshListBox si el usuario esta´ identificado.
Bajo los ListBox comentados se ha implementado una galer´ıa de ima´genes que
muestra miniaturas de los diferentes circuitos en los que el usuario puede optar a
jugar. Esta galer´ıa tambie´n debe actualizarse segu´n la eleccio´n que haga el usuario
en dichos ListBox por lo que, cuando el usuario elige modo Entrenamiento en la
primera caja de seleccio´n o cuando elige el campeonato en el que jugar en la se-
gunda, se invoca a displayCircuitsImages (comentada a continuacio´n). En modo
Entrenamiento se deben mostrar todos los circuitos disponibles en el sistema mien-




La galer´ıa de circuitos se ha implementado de manera que cada vez muestra un
ma´ximo de tres ima´genes en miniatura de toda la lista de circuitos que se deba
mostrar. Debajo de cada una de las ima´genes se ha an˜adido un RadioButton que
indica el nombre del circuito y permite seleccionarlo. Se ha elegido este tipo de
componente porque, al incluir los tres en un mismo grupo, solo se permite marcar
uno de ellos, cosa que nos ayuda a controlar comportamientos indeseados por parte
del usuario como la eleccio´n de varios circuitos a la vez. Para navegar por la galer´ıa
de circuitos disponibles, se ha an˜adido un PushButton a cada lado para retroceder
y avanzar con el icono de una flecha a la izquierda y a la derecha respectivamente,
consiguiendo as´ı dejar clara su utilidad de una manera visual.
Por u´ltimo se han an˜adido dos Button para cancelar o confirmar la operacio´n.
El primero de ellos simplemente desactiva la visibilidad del DialogBox para ocultar
la ventana emergente y reinicia todos los campos para dejar la vista preparada para
un pro´ximo uso, mientras que el segundo, adema´s de eso, tambie´n debe controlar
que todos los campos manipulados por el usuario contengan selecciones va´lidas; si
es as´ı debe guardar los para´metros que definira´n el juego y cargar la imagen del
circuito seleccionado en la zona destinada a la visualizacio´n de las partidas.
displayCircuitsImages
Esta accio´n no genera una vista completa pero sirve de apoyo en la creacio´n de la
que se muestra en la ventana emergente destinada a la eleccio´n del modo de juego,
ya que es la encargada de actualizar de manera correcta la galer´ıa de ima´genes en
la que se muestran los circuitos que el usuario tiene posibilidad de seleccionar.
Para ello utiliza ba´sicamente dos variables importantes, una que contiene la
lista de circuitos que se deben mostrar en la galer´ıa segu´n las selecciones hechas
por el usuario, y una global que corresponde al ı´ndice que toca mostrar. E´ste se ha
implementado como variable global porque se va actualizando segu´n convenga en las
capturas de eventos de los botones implementados en la accio´n createPopupPanel;
por ejemplo cuando se hace un cambio de modo de juego se inicializa a cero, cuando
se pulsa el boto´n de ver los anteriores circuitos de la galer´ıa se decrementa, etc.
A partir de esto debe comprobar si tiene suficientes ima´genes para mostrar (cada
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vez se muestra un ma´ximo de tres) y en ese caso debe incluir la miniatura del circuito
y habilitar el RadioButton correspondiente. Finalmente incrementa el ı´ndice para
dejar constancia de cua´l sera´n los pro´ximos circuitos de la lista a mostrar y habilita o
deshabilita los PushButton destinados a retroceder o avanzar la galer´ıa dependiendo
de si quedan circuitos antes o despue´s en la lista respectivamente.
Un extracto de algunas de las instrucciones ma´s representativas del co´digo de la
operacio´n pueden verse a continuacio´n:
private void displayCircuitsImages(ArrayList<CircuitInfo> list) {
[...]






if (indexToShow+1 < list.size()){
[...]
}












Esta accio´n crea la vista que se muestra en la pestan˜a Ranking y que es la
destinada a que un usuario consulte las clasificaciones de los diferentes usuarios que
han realizado carreras segu´n el tiempo que han conseguido en ellas con la ejecucio´n
de su co´digo.
Figura 6.6: Vista de la pestan˜a Ranking
Estas consultas se pueden filtrar segu´n diferentes criterios para obtener u´nica-
mente los resultados que se han conseguido en un determinado circuito, en un deter-
minado campeonato o en carreras realizadas por usuarios de un determinado equipo;
pudiendo combinar estos criterios entre ellos. Adema´s, como la consulta puede con-
tener gran cantidad de elementos, se divide en pa´ginas dando la posibilidad de elegir
cua´l es la que se quiere ver y el nu´mero de elementos mostrados en cada una de ellas
. En caso de no indicarlo por defecto se muestra la primera pa´gina en la que aparezca
el propio usuario que realiza la consulta, si es que se ha identificado con su cuenta
personal, o la primera pa´gina de datos en caso contrario.
Para ofrecer esto, la vista consta de tres ListBox con la posibilidad de selec-
cio´n mu´ltiple desactivada, para elegir los diferentes criterios de bu´squeda: circuito,
campeonato y equipo. Estas cajas de seleccio´n contienen, respectivamente en sus
listas desplegables, todos los circuitos disponibles en el sistema, los campeonatos a
los que pertenece el usuario y que contienen el circuito seleccionado en el ListBox
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anterior y los equipos (de entre los que forma parte el usuario) con jugadores que han
participado en ellos. El u´nico dato que resulta necesario para realizar la consulta es
el circuito, el resto pueden seleccionarse opcionalmente si se desea afinar la consulta
filtra´ndola bajo ma´s criterios.
Para la visualizacio´n de los resultados se ha utilizado una FlexTable en la que
se van an˜adiendo dina´micamente tantas filas como elementos se deban mostrar,
con la informacio´n sobre el usuario y el tiempo que ha conseguido separada en
dos columnas. Adema´s se han an˜adido dos ListBox ma´s que son los que permiten
indicar que´ pa´gina de la consulta y cua´ntos elementos por cada una de ellas se desea
visualizar.
En esta operacio´n, adema´s de implementar dichos elementos y su correspondi-
ente alineacio´n dentro de la vista, se ha definido la captura de diferentes eventos
para conseguir el efecto de que, simplemente cambiando el elemento seleccionado
en alguno de los ListBox, se actualizan los resultados mostrados en la FlexTable
automa´ticamente.
Para ello, en los cinco elementos de tipo ListBox, se ha capturado el evento
onChange definiendo que se invoque a la operacio´n requestRanking. Adema´s, en
la caja correspondiente a la seleccio´n de circuito, y solo si el usuario esta´ identi-
ficado, tambie´n se debe invocar a refreshDropBoxs para rellenar los ListBox de
campeonatos y equipos con los datos que correspondan y, finalmente, habilitar o
deshabilitar segu´n convenga el resto de ListBox.
Un pequen˜o resumen de lo que se ha comentado puede verse reflejado de manera
esquema´tica en el extracto de co´digo incluido a continuacio´n, que muestra algunas
de las instrucciones ma´s relevantes de la operacio´n:
private void createRankingPanel(){
[...]




VerticalPanel vLayout = new VerticalPanel();
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// Captura de eventos en los ListBox
circuitsDropBox.addChangeHandler(new ChangeHandler() {
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Tanto para obtener elementos que se requieren en determinados momentos para
generar la interfaz, como para guardar o conseguir datos o para gestionar ciertas
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solicitudes del usuario, se necesita establecer conexiones con el servidor para la
comunicacio´n de informacio´n, ya sea para su env´ıo o para su recepcio´n.
Como ya se ha explicado en el cap´ıtulo dedicado al disen˜o, la informacio´n envia-
da por el servidor estara´ codificada en JSON, por lo que para su correcta recepcio´n
se debera´ tratar convenientemente antes de poder utilizarla. En cambio, el env´ıo por
parte de la aplicacio´n, al consistir solo en pequen˜as cantidades de datos correspon-
dientes a atributos de entrada que requieren las funciones de la API del servidor,
se realizara´ de manera ma´s simple incluyendo los datos en el cuerpo de la propia
peticio´n segu´n el me´todo conocido como POST.
Para implementar estas conexiones y transferencias de datos, GWT ofrece ciertas
clases que facilitan la creacio´n de las peticiones, la codificacio´n y/o decodificacio´n
de la informacio´n segu´n diversos protocolos y la gestio´n de la respuesta resultante
de la solicitud realizada.
Unas de las clases que nos facilitan el env´ıo de peticiones al servidor es la lla-
mada RequestBuilder que, tal como su nombre indica, se utiliza para construir
las solicitudes con toda la informacio´n que se debe enviar. Por tanto, al arrancar la
aplicacio´n desde onModuleLoad (en la clase JocProg.java) se declara una variable
global de este tipo que sera´ la utilizada en todas las funciones que se comunican con
la API para crear las correspondientes llamadas que se deben realizar en cada caso.
private static RequestBuilder builder;
builder = new RequestBuilder(RequestBuilder.POST, url);
builder.setHeader("Content-Type","application/x-www-form-urlencoded");
Como se puede ver en el extracto de co´digo anterior donde se declara dicha
variable, al crearla ya se configura el me´todo con el que se deben enviar los datos en
las comunicaciones (codificando los campos por POST tal como se hab´ıa comentado),
la direccio´n del servidor al que se deben enviar y se define la cabecera que deben
incluir todas las peticiones para informar de su contenido. De todos modos, antes
de poder enviarla, quedara´ an˜adir cierta informacio´n requerida por la API segu´n la
operacio´n que se invoque en cada caso. Esto hace que estos datos no sean comunes
a todas las peticiones por lo que, tal como veremos a continuacio´n, se realizara´ en
cada una de las funciones que lo requieran.
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Para explicar el me´todo seguido en la implementacio´n de las llamadas a servidor,
se incluye el co´digo de una funcio´n de las ma´s simples para que resulte fa´cil de
entender pero en la que, a su vez, se ven claras todas las funcionalidades que nos
ofrece GWT para la gestio´n de las conexiones, tanto para el env´ıo como para la
recepcio´n de datos y su correspondiente gestio´n.
private void requestCircuitInfo(String circuit, final int index) {
try {
String requestStr = encodeParam("function", "getCircuitInfo")+
"&"+encodeParam("name", String.valueOf(circuit));
Request request = builder.sendRequest(requestStr,
new RequestCallback() {
public void onError(Request request, Throwable exception) {
Window.alert("Couldn’t retrieve JSON");
}
public void onResponseReceived(Request request,
Response response) {
if (200 == response.getStatusCode()) {
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Esta funcio´n en concreto, es la utilizada para adquirir toda la informacio´n rel-
ativa a algu´n circuito en concreto de entre los disponibles en el sistema. Para este
propo´sito, la API ofrece una funcio´n llamada getCircuitInfo que, pasando como
entrada el nombre del circuito, retorna los datos necesarios para la aplicacio´n cliente
como la ruta del servidor en la que se puede encontrar la imagen correspondiente a
dicho circuito, el taman˜o de e´sta, el nivel del circuito, el nu´mero de vueltas que hay
que realizar para completarlo, etc.
Por tanto, en el momento que la interfaz obtiene la lista de nombres de los
circuitos disponibles en el sistema, necesita completar la informacio´n sobre ellos
para generar algunas de las vistas de la aplicacio´n; para ello invocara´ a la funcio´n
requestCircuitInfo indicando el nombre del circuito. El otro para´metro corre-
sponde al ı´ndice que ocupa dicho circuito en la lista donde se almacenan los datos ya
que, al ejecutarse de manera as´ıncrona, sera´ la propia funcio´n quien se encargara´ de
gestionar la respuesta recibida por el servidor, en este caso concreto, guardando la
informacio´n recibida en la lista de circuitos en la posicio´n del ı´ndice indicado.
Podemos ver que lo primero que se hace es crear un string que debe contener los
atributos que requiere el servidor para gestionar nuestra peticio´n. En todas nuestras
llamadas al servidor, el primero de ellos es el atributo function que define el nombre
de la operacio´n de la API a la que se quiere invocar, mientras que el resto dependen
de los para´metros de entrada que requiera en cada caso la funcio´n llamada. En
este caso concreto solo se requiere la variable con nombre name que, como ya se ha
comentado, contiene el nombre del circuito sobre el que hacemos la consulta.
Los strings incluidos en la peticio´n enviada, al ser enviados por POST, se deben
tratar de la misma manera que se hace en las url de cualquier pa´gina web, ya
que ciertos caracteres especiales no son soportados y deben ser sustituidos por su
valor codificado. Esto tambie´n se puede hacer de manera fa´cil gracias a la clase
URL disponible en las librer´ıas de GWT (com.google.gwt.http.client.URL) ya
que, llamando a su operacio´n encodeComponent y proporciona´ndole el string que se
quiere codificar, lo retorna en un formato apto para ser incluido en una url.
Como se puede ver en el co´digo de ejemplo de nuestra funcio´n, lo que se uti-
liza es una operacio´n llamada encodeParam que recibe como entrada dos strings.
Esto es porque, para cada atributo, se deb´ıa codificar siempre el nombre de la vari-
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able, despue´s el valor de e´sta y, finalmente, incluir “=” entre ambas para cumplir
con el formato esta´ndar de env´ıo de datos v´ıa POST, por ello se ha implementa-
do una funcio´n que pasando ambos strings se encarga de esta tarea utilizando el
encodeComponent comentado anteriormente.
private static String encodeParam(String param, String value) {
return URL.encodeComponent(param)+"="+URL.encodeComponent(value);
}
Una vez codificada toda la informacio´n necesaria para realizar la peticio´n de
manera correcta, solo falta crearla. Nuestra variable de tipo RequestBuilder ofrece
la posibilidad de invocar a la operacio´n sendRequest, que crea la solicitud en una
variable tipo Request y la env´ıa a servidor, adema´s de permitirnos definir la manera
de actuar a la llegada de su respuesta.
Esta operacio´n requiere como para´metros de entrada el string donde se han
codificado todos los datos que se deben enviar, en nuestro caso concreto por POST,
y una variable de la clase RequestCallback, en la que se tiene que implementar
el co´digo de sus funciones onError y onResponseReceived, que sera´n las que se
ejecutara´n al recibir la respuesta del servidor en caso de producirse algu´n error o de
completarse con e´xito respectivamente, tal como indican sus nombres.
La accio´n onError se ejecuta cuando, por causa de algu´n tipo de error en la
conexio´n, no se llega a establecer y, por tanto, no se recibe respuesta del servidor.
En este caso, en la funcio´n del co´digo de ejemplo, se hace saltar una ventana de
alerta que informa del error.
La accio´n onResponseReceived se ejecuta cuando se recibe respuesta, pero en
este caso el servidor tambie´n puede informar de que se ha producido algu´n fallo,
por lo que primero se debe comprobar el co´digo de estado de la respuesta recibida.
En nuestro ejemplo, en caso de que este co´digo sea diferente de 200 (que es el que
indica e´xito en la respuesta), tambie´n se hace aparecer una ventana de alerta. Si no
es as´ı, se llevan las tareas de las que se deb´ıa encargar esta funcio´n, que eran las de
guardar en la lista de circuitos los datos relativos a uno en concreto.
En nuestro ejemplo se puede apreciar tambie´n la manera en que se tratan los
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datos recibidos en JSON, que son devueltos en una variable de tipo Response. Para
ello, todo el texto en el que se codifica la informacio´n en este formato de datos
(que se obtiene gracias a la operacio´n getText ofrecida por la clase Response), se
debe parsear con la funcio´n que ofrece para ello el lenguaje JavaScript. Como ya se
comento´ en el cap´ıtulo de disen˜o al hablar sobre las caracter´ısticas de JSON, una de
sus ventajas es la posibilidad de tratarlo con facilidad mediante la funcio´n eval que
ofrece JavaScript para ello y, gracias a que GWT permite el uso de co´digo nativo en
este lenguaje dentro de nuestro co´digo en Java, podremos hacer uso de ello.
Como en muchos de los casos la informacio´n que se recibe incluye varios para´met-
ros de salida que adema´s pueden ser de diferentes tipos de datos, se han implemen-
tado algunas funciones en co´digo nativo JavaScript encargadas de hacer el parseado
que corresponda en cada caso para poder tratar posteriormente los datos en nuestro
co´digo Java. Para ello aprovechamos que la funcio´n eval es capaz de traducir el
string JSON a un objeto JavaScript, encarga´ndonos de indicar el tipo de este objeto
ya que puede ser diferente segu´n nos interese.
En el ejemplo se utiliza una de estas funciones, concretamente asJsonData (el
co´digo de la cual se puede ver a continuacio´n). Esta funcio´n se ha disen˜ado de forma
que el eval traduce el string que se pasa como para´metro a un objeto JavaScript
de tipo JsonData que ha sido implementado para los casos en los que la respues-
ta del servidor esta´ formada por diversas variables las cuales pueden ser tanto de
tipo entero como string. As´ı, como se puede ver en el ejemplo, un objeto de tipo
JsonData, permite hacer una llamada a get o a getInt para obtener el valor recibido
en un determinado para´metro de salida segu´n sea un string o un entero respectiva-
mente, simplemente indicando el nombre de la variable de salida especificado en las
cabeceras ofrecidas por la API.
private final native JSonData asJSonData(String json) /*-{
return eval(’(’+json+’)’);
}-*/;
A continuacio´n se puede ver la implementacio´n de la clase JsonData que extiende
al tipo JavaScriptObject para que la funcio´n eval pueda hacer la traduccio´n. En
esta clase tambie´n se puede apreciar el uso de co´digo nativo JavaScript (que se debe
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ser escrito entre /*-{ }-*/) para acceder a cada uno de los campos del objeto que
se obtiene del parseado.
package gwtJuego.client;
import com.google.gwt.core.client.JavaScriptObject;
class JSonData extends JavaScriptObject {
protected JSonData() {}
public final native String get(String s) /*-{ return this[s] ; }-*/;
public final native int getInt(String s) /*-{ return this[s] ; }-*/;
}
Adema´s del asJsonData que hemos visto como ejemplo, tambie´n se han imple-
mentado otras funciones segu´n la traduccio´n que interesase hacer, como por ejemplo
para obtener un simple entero o un string en casos en los que solo se recibe del
servidor un u´nico valor sin ni siquiera un nombre de variable, o otros para casos ma´s
complejos, como por ejemplo algunos en los que se recibe un array en el que cada
posicio´n tiene tanto variables enteras como de tipo string definidas con el nombre
de los para´metros. A continuacio´n pueden verse estos tres ejemplos citados:
private final native int asInt(String json) /*-{
return eval(’(’+json+’)’);
}-*/;
private final native String asString(String json) /*-{
return eval(’(’+json+’)’);
}-*/;
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Una vez explicada la metodolog´ıa para realizar las llamadas al servidor y el
tratamiento de su correspondiente respuesta, se entiende que el uso de las her-
ramientas ofrecidas por GWT es comu´n y similar al explicado en todas las funciones
destinadas a las comunicaciones para el env´ıo y/o recepcio´n de datos. Por lo que a
continuacio´n se van a detallar todas ellas simplemente indicando su nombre y una
breve descripcio´n de sus caracter´ısticas ma´s importantes.
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Nombre requestLogin
Descripcio´n Solicita logear a un usuario invitado que pasa a ser un
usuario identificado en el sistema.
Uso Es invocada cuando un usuario introduce el nombre y la
contrasen˜a con los que se ha registrado en el sistema y
solicita identificarse.
onResponseReceived En caso de que el servidor informe de que los datos no
son correctos (nombre de usuario o contrasen˜a incorrec-
tos o usuario pendiente de activacio´n) se hara´ aparecer
una ventana que informe del error. En caso contrario el
usuario queda logeado, por lo que se genera la vista cor-
respondiente a su informacio´n de perfil y se solicita cierta
informacio´n necesaria para otras vistas de la pestan˜a Ad-
ministracio´n como el nu´mero de invitaciones pendientes
del usuario. Finalmente, la pestan˜a Inicio con el formula-
rio de login se sustituye por la de Administracio´n corre-
spondiente al usuario recie´n identificado.
Nombre requestLogout
Descripcio´n Informa al servidor de que el usuario que estaba identifi-
cado en el sistema ha cerrado la sesio´n activa.
Uso Es invocada cuando un usuario pulsa el boto´n Cerrar
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Descripcio´n Solicita la creacio´n de una nueva cuenta de usuario reg-
istrado para un usuario invitado y almacena ciertos datos
sobre e´l.
Uso Es invocada cuando un usuario invitado introduce todos
los datos necesarios del formulario de registro (nombre,
apellidos, correo electro´nico, etc.) y solicita crear una nue-
va cuenta de usuario registrado.
onResponseReceived En caso de que el servidor informe de que el nombre de
usuario elegido ya existe en el sistema se hara´ aparecer
una ventana que informe del error. En caso contrario el
usuario queda registrado y se le informa de que su nueva
cuenta ha sido creada pero esta´ pendiente de activacio´n
por lo que, antes de poder usarla, debe activarla a trave´s
de un email que le ha sido enviado.
Nombre saveChanges
Descripcio´n Env´ıa al servidor los datos personales de perfil de un
usuario (nombre, apellidos, correo electro´nico, contrasen˜a,
etc.) para que los guarde.
Uso Es invocada cuando el usuario hace cambios en el for-
mulario destinado a modificar los datos que constan en
el sistema de su perfil y solicita confirmarlo pulsando el
boto´n Guardar cambios.
onResponseReceived En caso de que el servidor informe de que los datos no
son correctos (la contrasen˜a introducida no es correcta) se
hara´ aparecer una ventana que informe del error. En caso
contrario los cambios se hacen persistentes en el sistema
sustituyendo los anteriores datos personales y se informa
al usuario de que la operacio´n se ha realizado con e´xito.
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Nombre requestNewChampionship
Descripcio´n Solicita la creacio´n de un nuevo campeonato en el sistema.
Uso Es invocada cuando un usuario rellena el formulario cor-
respondiente a la creacio´n de un nuevo campeonato y so-
licita confirmarlo.
onResponseReceived En caso de que el servidor informe de que los datos no son
correctos (el nombre elegido para el campeonato coincide
con otro de los campeonatos existentes en el sistema) se
hara´ aparecer una ventana que informe del error. En ca-
so contrario se informara´ de que el campeonato ha sido
creado con e´xito y se limpiara´n los campos del formulario
para que quede preparado para un nuevo uso.
Nombre requestNewTeam
Descripcio´n Solicita la creacio´n de un nuevo equipo en el sistema.
Uso Es invocada cuando un usuario rellena el formulario cor-
respondiente a la creacio´n de un nuevo equipo y solicita
confirmarlo.
onResponseReceived En caso de que el servidor informe de que los datos no son
correctos (el nombre elegido para el equipo coincide con
otro de los equipos existentes en el sistema) se hara´ apare-
cer una ventana que informe del error. En caso contrario
se informara´ de que el equipo ha sido creado con e´xito
y se limpiara´n los campos del formulario para que quede
preparado para un nuevo uso.
Nombre requestAllNicks
Descripcio´n Solicita una lista los nombres de todos los usuario exis-
tentes en el sistema.
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Uso Es invocada cuando arranca la aplicacio´n y resulta nece-
sario saber cua´l son los nombres de usuario existentes en
el sistema para implementar la prediccio´n de escritura en
los cuadros de texto de las vistas de invitacio´n de usuar-
ios a campeonatos y a equipos, destinados a introducir el
nombre del usuario al que se quiere invitar.
onResponseReceived Se an˜aden los strings recibidos, correspondientes a los
nombres de los usuarios, a la variable utilizada para im-
plementar la prediccio´n de escritura.
Nombre refreshAddPlayersDropBox
Descripcio´n Solicita al servidor los nombres de todos los campeonatos
o equipos (segu´n se indique con un para´metro de entrada)
que pertenecen al usuario, es decir, que han sido creados
por e´l.
Uso Es invocada para obtener los nombres de campeonatos o
equipos propios que se deben mostrar en la caja de selec-
cio´n desplegable que se muestra en las vistas destinadas a
invitar a otros usuarios a unirse.
onResponseReceived Todos los nombres de campeonatos o equipos recibidos
en un array de strings se an˜aden a la caja de seleccio´n
desplegable que corresponda.
Nombre requestAddPlayerToChamp
Descripcio´n Solicita al servidor el env´ıo de una invitacio´n a un deter-
minado usuario para que se una a un determinado campe-
onato.
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Uso Es invocada cuando un usuario rellena el formulario corre-
spondiente al env´ıo de una invitacio´n a otro usuario para
que se una a alguno de sus campeonatos y solicita confir-
marlo.
onResponseReceived En caso de que el servidor informe de que los datos no son
correctos (el nombre de usuario no corresponde a ningu´n
usuario existente en el sistema o el usuario ya hab´ıa sido
invitado con anterioridad) se hara´ aparecer una ventana
que informe del error. En caso contrario se informara´ de
que la invitacio´n ha sido enviada con e´xito y se limpiara´n
los campos del formulario para que quede preparado para
un nuevo uso.
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Nombre requestAddPlayerToTeam
Descripcio´n Solicita al servidor el env´ıo de una invitacio´n a un deter-
minado usuario para que se una a un determinado equipo.
Uso Es invocada cuando un usuario rellena el formulario corre-
spondiente al env´ıo de una invitacio´n a otro usuario para
que se una a alguno de sus equipos y solicita confirmarlo.
onResponseReceived En caso de que el servidor informe de que los datos no son
correctos (el nombre de usuario no corresponde a ningu´n
usuario existente en el sistema o el usuario ya hab´ıa sido
invitado con anterioridad) se hara´ aparecer una ventana
que informe del error. En caso contrario se informara´ de
que la invitacio´n ha sido enviada con e´xito y se limpiara´n
los campos del formulario para que quede preparado para
un nuevo uso.
Nombre requestNInvitations
Descripcio´n Solicita al servidor el nu´mero de invitaciones que el
usuario tiene pendientes de respuesta.
Uso Es invocada cuando arranca la aplicacio´n o cuando el
usuario navega por el menu´ lateral en la vista de la
pestan˜a de Administracio´n y resulta necesario conocer
el nu´mero de invitaciones pendientes de respuesta para
mostrarlo en las etiquetas de texto de los correspondientes
elementos del menu´.
onResponseReceived Al recibir del servidor el nu´mero de invitaciones pendi-
entes a campeonatos y a equipos, las etiquetas de texto
de los elementos del menu´ relativas a las correspondientes
vistas se actualizan con los valores recibidos, adema´s del
componente general que engloba a ambas en el que se hace
constar el valor total de peticiones pendientes.
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Nombre refreshInvitationsTable
Descripcio´n Solicita al servidor informacio´n sobre las invitaciones pen-
dientes de respuesta que tiene el usuario a campeonatos o
a equipos (segu´n se indique con un para´metro de entrada).
Uso Es invocada cada vez que el usuario selecciona, en el
menu´ lateral de la vista correspondiente a la pestan˜a Ad-
ministracio´n, alguno de los componentes para acceder a
la vista destinada a visualizar y responder las invitaciones
recibidas, ya sea las de campeonatos o las de equipos.
onResponseReceived Con la informacio´n recibida del servidor, que incluye el
nombre del usuario que ha enviado la invitacio´n y el del
campeonato o equipo al que se ha sido invitado, se actu-
aliza la tabla dina´mica que contiene todas las invitaciones
recibidas. Adema´s, para cada una de las filas de la tabla,
se an˜aden dos botones para aceptar o rechazar la corre-
spondiente invitacio´n.
Nombre setInvitationAnswer
Descripcio´n Informa al servidor de que el usuario ha aceptado o rec-
hazado una determinada invitacio´n para que ya no conste
como pendiente de respuesta y se tomen las acciones cor-
respondientes en cada caso.
Uso Es invocada cuando el usuario pulsa el boto´n Aceptar o
el Rechazar que se encuentra, para cada invitacio´n, en la
tabla que muestra todas las recibidas.
onResponseReceived Se informa al usuario de que la invitacio´n al campeonato
o equipo ha sido aceptada o rechazada con e´xito.
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Nombre requestCircuits
Descripcio´n Solicita el nombre de todos los circuitos disponibles en el
sistema.
Uso Es invocada cuando arranca la aplicacio´n y resulta nece-
sario saber cua´l son los circuitos existentes en el sistema
para generar algunas de las vistas.
onResponseReceived Al recibir el array de strings con los nombres de todos
los circuitos existentes en el sistema, los guarda en la lista
destinada a mantener informacio´n sobre los circuitos y
rellena algunos de los componentes de las vistas que lo re-
quieren, como por ejemplo la caja desplegable de la vista
de Ranking que permite seleccionar el circuito para el que
se quiere consultar la clasificacio´n o la lista de circuitos
que se muestra en la vista de creacio´n de nuevos campe-
onatos para seleccionar los circuitos que se quieren incluir
en el campeonato creado.
Nombre requestCircuitInfo
Descripcio´n Solicita la informacio´n (imagen asociada, dimensiones de
la imagen, nivel, etc.) referente a un circuito en concreto.
Uso Es invocada cuando arranca la aplicacio´n y resulta nece-
saria cierta informacio´n referente a los circuitos existentes
en el sistema para generar algunas de las vistas.
onResponseReceived Los diversos datos recibidos sobre el circuito se guardan




6.2. Conexiones con el servidor
Descripcio´n Solicita compilar el co´digo escrito por el usuario para un
circuito y campeonato concretos y, en caso de que la com-
pilacio´n sea correcta, se encarga de ejecutar el co´digo.
Uso Es invocada cuando un usuario pulsa el boto´n play
disponible en la UI para compilar y ejecutar su co´digo.
onResponseReceived En caso de que el servidor informe de que se han producido
errores de compilacio´n se informara´ de ellos al usuario y
e´stos se mostrara´n en la consola de salida pasando al modo
debug. En caso contrario se informa al usuario del tiempo
que ha conseguido en la carrera con el co´digo escrito y se
pasa al modo de ejecucio´n para mostrar el resultado, por lo
que se invoca a requestTrace indicando el identificador
del juego que acaba de compilarse, el cual nos ha sido
retornado por el servidor.
Nombre requestTrace
Descripcio´n Solicita al servidor la traza generada por el compilador
para un determinado co´digo en un determinado circuito.
E´sta contiene informacio´n sobre las coordenadas, direc-
cio´n y sentido, etc. que debe seguir el coche en diferentes
instantes de tiempo en la carrera a ejecutar.
Uso Es invocada por requestRun cuando se ha conseguido una
compilacio´n correcta de un co´digo ya que el resultado de
cada compilacio´n es guardado en el servidor bajo un iden-
tificador u´nico. As´ı, esta funcio´n es invocada para obtener
dicho resultado indicando el identificador correspondiente.
onResponseReceived Una vez recibida la traza de la carrera, se crea una nue-
va animacio´n que sera´ controlada con dichos datos y se
an˜ade al motor de animacio´n para que se encargue de su
ejecucio´n.
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Nombre requestExistCode
Descripcio´n Comprueba si el nombre elegido por el usuario para
guardar en el sistema un determinado co´digo coincide con
alguno de los nombres de archivos que ya han sido guarda-
dos por dicho usuario.
Uso Es invocada cuando el usuario pulsa el boto´n Guardar,
que se encuentra en la vista del juego, para guardar en el
sistema el co´digo que esta´ escribiendo.
onResponseReceived El servidor nos informa si existe algu´n archivo con el mis-
mo nombre que el elegido para el co´digo que se quiere
guardar y, en tal caso, se le pregunta al usuario si desea
sobreescribirlo. Tanto si el usuario acepta como si el servi-
dor ha informado de que el nombre no exist´ıa, se invoca a
la funcio´n requestSaveCode para guardar el co´digo con
el nombre elegido. Si no acepta sobreescribir no se lleva a
cabo ninguna accio´n.
Nombre requestSaveCode
Descripcio´n Env´ıa al servidor un co´digo escrito por el usuario y el
nombre de archivo elegido por e´ste para que sea guardado
en el sistema .
Uso Es invocada por requestExistCode cuando el nombre
de fichero no existe en el sistema o, si existe, cuando el
usuario acepta sobreescribirlo.
onResponseReceived Se informa al usuario si se ha producido algu´n error o si
su co´digo ha sido guardado con e´xito.
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Nombre requestGetSavedCodes
Descripcio´n Solicita al servidor los nombres de fichero de todos los
co´digo guardados por el usuario para poder mostra´rselos
(junto con su fecha de guardado) cuando e´ste desea cargar
alguno de ellos.
Uso Es invocada cuando el usuario pulsa el boto´n Cargar, que
se encuentra en la vista del juego, para recuperar alguno
de los archivos de co´digo que ha guardado en el sistema
con anterioridad.
onResponseReceived Al recibir la lista de nombres de los archivos guardados
en el sistema por el usuario junto con su fecha de guarda-
do, se crea una ventana emergente en la que se muestran
todos ellos para poder seleccionar el que se desea cargar.
La ventana tambie´n contiene tres botones: Cancelar (per-
mite cancelar la operacio´n sin que se lleve a cabo ningu-
na accio´n), Eliminar (elimina el archivo seleccionado de
la lista y del sistema de manera persistente invocando
a requestDeleteCode) y Cargar (carga el archivo selec-
cionado invocando a requestLoadCode).
Nombre requestLoadCode
Descripcio´n Solicita el contenido de un determinado archivo, guardado
anteriormente por el usuario, y muestra su co´digo en la
consola de entrada destinada a que el usuario escriba el
co´digo de la carrera.
Uso Es invocada cuando el usuario selecciona un archivo y pul-
sa al boto´n Cargar en la ventana emergente que aparece
al pulsar el boto´n con el mismo nombre que se encuentra
en la vista de juego de la aplicacio´n.
onResponseReceived Se inserta en la consola de entrada de texto el co´digo
correspondiente al archivo seleccionado por el usuario.
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Nombre requestDeleteCode
Descripcio´n Solicita al servidor eliminar permanentemente del sistema
el archivo indicado.
Uso Es invocada cuando el usuario selecciona un archivo y pul-
sa al boto´n Eliminar en la ventana emergente que aparece
al pulsar el boto´n Cargar que se encuentra en la vista de
juego de la aplicacio´n.
onResponseReceived Se informa al usuario de que el archivo ha sido borrado
con e´xito.
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Nombre refreshListBox
Descripcio´n Solicita al servidor el nombre de todos los campeonatos a
los que esta´ inscrito el usuario.
Uso Es invocada al generar la vista destinada a cambiar el
modo de juego para obtener el nombre de los campeonatos
a los que el usuario esta´ inscrito ya que, si elije jugar en
modo campeonato, la caja de seleccio´n desplegable con la
que se indica en que´ campeonato desea jugar, solo debe
mostrar e´stos.
onResponseReceived Se actualiza la caja de seleccio´n desplegable de la vista de
Cambiar modo de juego que sirve para definir el campe-
onato en el que se desea desarrollar la carrera con los
nombres de los campeonatos recibidos.
Nombre requestChampionshipCircuits
Descripcio´n Solicita al servidor el nombre de los circuitos que compo-
nen un determinado campeonato.
Uso Es invocada cada vez que el usuario selecciona un campe-
onato en la ventana emergente destinada a determinar el
modo de juego para generar las vistas en miniatura de los
circuitos que componen el campeonato recie´n selecciona-
do.
onResponseReceived Una vez recibidos los nombres de todos los circuitos que
componen el campeonato seleccionado, se consulta la in-
formacio´n relativa a dichos circuitos en la lista donde se
almacenan datos como la ruta de la imagen del circuito,
las dimensiones, etc. Con esto se genera seguidamente la
galer´ıa de miniaturas que se muestran en la ventana uti-
lizada para determinar el modo de juego y el circuito en
el que se realizara´ la carrera.
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Nombre refreshDropBoxs
Descripcio´n Solicita al servidor el nombre de los campeonatos a los
que esta´ inscrito el usuario que adema´s contengan un de-
terminado circuito y el nombre de los equipos a los que
pertenece.
Uso Es invocada cuando el usuario cambia su eleccio´n en la ca-
ja desplegable de circuitos que se encuentra en la vista de
Ranking para actualizar los desplegables de campeonatos
y equipos segu´n el circuito recie´n seleccionado.
onResponseReceived Con los nombres de los campeonatos recibidos se actualiza
la caja de seleccio´n desplegable de la vista de Ranking
que sirve para definir los criterios de filtrado referentes a
campeonatos en la consulta de la clasificacio´n y con los
recibidos de la solicitud de informacio´n sobre los equipos
se actualiza la caja correspondiente a e´stos.
Nombre requestRanking
Descripcio´n Solicita una determinada pa´gina de la clasificacio´n para
un determinado circuito y, opcionalmente, un determina-
do campeonato y/o equipo indicando, tambie´n de man-
era opcional, el nu´mero ma´ximo de elementos que desea
recibir por pa´gina.
Uso Es invocada cada vez que el usuario cambia los criterios
de filtrado de su consulta mediante las cajas de seleccio´n
desplegables de circuito, campeonato, equipo, pa´gina a
mostrar o elementos mostrados por pa´gina.
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onResponseReceived Con los datos recibidos del servidor actualiza la tabla
dina´mica en la que se muestra el ranking an˜adiendo en
cada fila el nombre de usuario que ocupa el puesto y el
tiempo conseguido en la carrera. Adema´s el servidor tam-
bie´n indica la pa´gina que ha sido enviada y el nu´mero total
de pa´ginas existentes para la consulta realizada, datos con
los que la aplicacio´n modifica la caja desplegable destina-
da a la seleccio´n de la pa´gina a mostrar.
6.3. Motor de animacio´n
El objetivo de nuestra aplicacio´n es implementar un juego de carreras de coches
que permita aprender a programar jugando por lo que, tal como esta´ establecido en
algunos de los requisitos no funcionales del proyecto, resulta de gran importancia
el componente visual, tanto para hacerlo ma´s atractivo como para conseguir una
mayor sencillez a la hora de mostrar los resultados de la ejecucio´n del co´digo escrito
por el usuario.
Es por esto que, en la implementacio´n, una de las partes que cobra mayor im-
portancia y a la que se ha dedicado una gran cantidad de trabajo y dedicacio´n, es
la referente al motor de animacio´n de la aplicacio´n.
A nivel de UI, cuando un co´digo compila de forma exitosa, se puede ver al coche
correr sobre el circuito como si se tratase de una vista ae´rea. El comportamiento del
coche en cada punto del trayecto dependera´ directamente de lo que el usuario haya
programado en el co´digo que se esta´ ejecutando.
Uno de los aspectos interesantes de esta funcionalidad es que se ha desarrollado
de manera que se pueda interactuar con la animacio´n como si se tratase de un v´ıdeo
que esta´ siendo reproducido (sin que sea as´ı). Debajo de la imagen de la carrera
109
CAPI´TULO 6. DESARROLLO E IMPLEMENTACIO´N
encontramos una barra de progreso que indica el transcurso temporal del juego y
diferentes botones que permiten controlar la animacio´n. E´stos son los que sirven para
solicitar que se ejecute la carrera (y se compile el co´digo en caso de no haberse hecho
ya), que se pause o reanude la animacio´n y que se finalice totalmente la ejecucio´n.
Adema´s, seleccionando y arrastrando el puntero que indica el transcurso del
juego sobre la barra de progreso, o simplemente pulsando sobre cualquier punto de
la l´ınea de tiempo, se puede controlar la ejecucio´n haciendo que retroceda o avance
hasta el instante correspondiente a dicho punto.
Otro aspecto atractivo de la animacio´n que puede apreciarse a simple vista es
el hecho de que, ya que la UI permite la redimensio´n dina´mica de las tres zonas de
trabajo visibles en el modo de juego, tanto el circuito como el coche se readaptan
(tambie´n de forma dina´mica) a las posibles modificaciones de taman˜o que pueda
realizar el usuario durante el transcurso de la ejecucio´n sin alterarla. Adema´s, se
pueden continuar utilizando con total normalidad todas las funcionalidades que
ofrece la aplicacio´n sin que importe que haya una animacio´n en curso y sin que
interfieran entre ellas.
Para conseguir todo esto y gestionar los diferentes flujos de trabajo que hay que
controlar, se han implementado tres clases Java diferentes que permiten la divisio´n
de responsabilidades entre el motor de animacio´n general y lo que ser´ıa estrictamente
una animacio´n. Este me´todo nos ha permitido conseguir un motor as´ıncrono de man-
era que, lo referente a la ejecucio´n de una animacio´n, es totalmente independiente
al resto de UI de la aplicacio´n.
A continuacio´n se detallan las tres clases que se han implementado y el papel
desarrollado por cada una de ellas.
6.3.1. AnimationEngine.java
En esta clase encontramos, adema´s de la operacio´n necesaria para ir an˜adiendo
nuevas animaciones (addAnimation), diversas funciones que el propio motor uti-
liza para gestionar la ejecucio´n de e´stas. Las funciones son: executeAnimations,
afterAnimation y finishAnimation. Adema´s se ha extendido la clase Timer de
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Java (tambie´n proporcionada por GWT) con la clase propia AnimationTimer para
implementar el comportamiento concreto que se necesita que se ejecute cada cierto
intervalo de tiempo.
La accio´n addAnimation es la que se invoca cada vez que se consigue una com-
pilacio´n exitosa y se debe de realizar la carrera correspondiente al co´digo escrito
por el usuario. El motor de animaciones se ha implementado de manera que puede
recibir varias solicitudes de ejecucio´n de animaciones que se almacenan en una lista
de elementos de tipo Animation y se van tratando por orden de llegada. Si se reciben
solicitudes durante la ejecucio´n de una animacio´n, se van guardando temporalmente
en otra lista que, una vez en estado de espera, es an˜adida a la de animaciones pen-
dientes de ejecucio´n. Esta funcionalidad no se utiliza en la implementacio´n actual
de la aplicacio´n, pero podr´ıa ser interesante para posibles ampliaciones futuras.
Segu´n esto, la operacio´n addAnimation es la encargada de an˜adir la animacio´n
recibida a esta lista y planificar el AnimationTimer para que las haga correr segu´n
corresponda tal como se comentara´ ma´s adelante. Pero antes de todo esto debe
preparar el entorno de ejecucio´n de la animacio´n recie´n recibida. Adema´s de ini-
cializar algunas variables necesarias y deshabilitar algunos botones (como el corre-
spondiente a cargar un archivo guardado o cambiar de circuito o de modo de juego),
principalmente lo que hace es definir el comportamiento de los diferentes botones
que servira´n para controlar la ejecucio´n de la animacio´n.
Durante la ejecucio´n de una carrera los botones de control tienen un compor-
tamiento diferente que cuando el usuario esta´ escribiendo su co´digo. En lugar de
reimplementar los eventos que captura cada boto´n en un determinado momento, se
ha decidido tener siempre todos los botones necesarios en el panel de botones, pero
decidiendo cua´l hacer visibles dependiendo de la tarea que se este´ llevando a cabo.
En los momentos anteriores a iniciar una carrera son visibles un boto´n con el
icono correspondiente al play, que sirve para solicitar la compilacio´n del co´digo
escrito, y otro con el icono de stop, que en ese momento no esta´ habilitado. Una
vez pulsado el play, y si el co´digo no genera errores de compilacio´n, se crea una
animacio´n del tipo CarAnimation con los datos que retorna el compilador y se
an˜ade al motor AnimationEngine mediante una llamada a AddAnimation. Antes de
empezar la ejecucio´n de la animacio´n esta operacio´n debe hacer invisible el boto´n de
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play que hab´ıa hasta el momento y hacer visible otro con el icono de pausa, adema´s
de habilitar el stop que servira´ para finalizar de forma definitiva la animacio´n.
En esta operacio´n, no solo se ocultan o se muestran los botones, sino que tambie´n
se les an˜aden los eventos que deben capturar. El nuevo boto´n de pausa que sustituye
al anterior play se programa de manera que, al ser pulsado deja constancia de que la
carrera que se esta´ llevando a cabo debe ser mantenida en espera y se hace invisible,
mostrando a su vez un segundo boto´n con el icono de play pero con comportamiento
diferente al que se ve´ıa anteriormente. E´ste se programa de manera que simplemente
indique que se debe finalizar la espera y continuar la ejecucio´n de la animacio´n
pausada, haciendo visible de nuevo el boto´n pausa.
Todos estos cambios se hacen de tal manera que la sensacio´n visual que se ob-
tiene es que un mismo boto´n esta´ cambiando su icono de play a pausa y cada vez
realiza una operacio´n diferente segu´n corresponda, por lo que el usuario siempre
utiliza el mismo boto´n pudiendo ver fa´cilmente en todo momento que´ va a con-
seguir pulsa´ndolo. Con esto se consigue que su uso sea totalmente intuitivo, de la
misma manera que se controlar´ıa cualquier reproductor de v´ıdeo o como puede ser
el popular sistema de YouTube. As´ı conseguimos cumplir con ciertos requisitos no
funcionales que hac´ıan deseable una interfaz fa´cil de utilizar, con un alto grado de
interaccio´n y un fuerte componente visual.
Al contrario que addAnimations, de lo que se encarga afterAnimation, es de
volver a habilitar los botones de las funciones que hab´ıa deshabilitado la primera
y viceversa, adema´s de volver a hacer visible el boto´n de play original y eliminar
del circuito el widget correspondiente al coche, para que el usuario pueda compilar
co´digo de nuevo.
Como se ha comentado, una de las cosas que hace addAnimations es activar el
timer (en caso de que no lo este´ ya) para que ejecute su operacio´n run cada un
determinado intervalo de tiempo. El timer del motor de bu´squeda es de la clase
AnimationTimer que, como ya se ha explicado, extiende al Timer de Java. Esto se
ha hecho para programar las acciones concretas que se quiere que lleve a cabo cada
vez que le toque ejecutarse.
Lo primero que hace el temporizador es invocar a la accio´n de AnimationEngine
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llamada executeAnimations (que se explica en detalle a continuacio´n) para eje-
cutar las animaciones que hay pendientes. Despue´s comprueba si se han an˜adido
animaciones mientras se llevaba a cabo la ejecucio´n y, en ese caso, las an˜ade a la
lista de pendientes. Por u´ltimo comprueba dicha lista y, si vuelve a haber anima-
ciones por ejecutar, programa de nuevo el timer para que se accione de nuevo el run
transcurrido cierto intervalo de tiempo, en caso contrario el temporizador queda en
espera hasta que se an˜adan nuevas animaciones.
La accio´n executeAnimations llamada por el timer, es la encargada de ir tratan-
do, de una en una y por orden de llegada, cada una de las animaciones pendientes
de ejecutar. Para cada una de ellas invoca a su funcio´n animateOneFrame hasta que
se haya ejecutado por completo, a no ser que el usuario haya pulsado el boto´n de
pausa, caso en el que no debera´ hacer nada. Adema´s, en el caso en el que ya no
queden frames por ejecutar o se haya decidido finalizar la animacio´n (por ejemp-
lo pulsando el boto´n de stop), debe invocar a las operaciones afterLastFrame y
afterAnimation, de la clase Animation y del propio AnimationEngine respectiva-
mente, y eliminar la animacio´n de la lista de pendientes.
Por u´ltimo, la operacio´n finishAnimation se ha implementado para los casos
en los que se debe enviar, desde una clase exterior al AnimationEngine, la orden de
forzar el fin de la animacio´n en curso. Esto es necesario, por ejemplo, si un usuario
registrado decide cerrar su sesio´n sin haber detenido una carrera que este´ en curso.
Al no interesarnos que siga ejecuta´ndose una vez que el usuario ha abandonado la
aplicacio´n, se invocara´ al finishAnimation que lo u´nico que hace es indicar que se
debe realizar un stop y, por tanto, la operacio´n executeAnimations actuara´ como
convenga tal como lo har´ıa si el stop hubiese sido solicitado por el usuario mediante
el correspondiente boto´n.
6.3.2. Animation.java
Esta clase ha sido implementada como una interfaz, por lo que solo contiene
las cabeceras de las funciones a las que podra´ llamar AnimationEngine cuando
manipule animaciones. Por tanto, las funciones correspondientes a estas cabeceras,
se tendra´n que implementar en cualquier clase que extienda esta interfaz.
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En la implementacio´n actual solo hemos extendido un tipo de animacio´n, pero
esta manera de desarrollar las animaciones nos permitir´ıa, en posibles ampliaciones,
programar diferentes comportamientos para cada una de ellas en caso de tener varias.
Esto se podr´ıa aplicar, por ejemplo, si se an˜adiese un cuentakilo´metros, un indicador
de velocidad, efectos como nubes de polvo cuando el coche derrapa al salirse en una
curva, etc.
6.3.3. CarAnimation.java
Esta clase implementa la interfaz Animation.java, por lo que programa el com-
portamiento que sigue una animacio´n del coche al llamar a cada una de las funciones
que se encuentran definidas en esta interfaz. Las principales, a grandes rasgos, ser´ıan
las correspondientes a lo que se debe hacer justo antes del primer frame de la ani-
macio´n, la ejecucio´n de un solo frame y lo que se debe hacer despue´s del u´ltimo.
En la implementacio´n de este tipo de animacio´n, uno de los elementos clave es el
resultado que se obtiene de la compilacio´n del co´digo escrito por el usuario. E´sta, en
caso de ser exitosa, genera una serie de datos consistentes en diferentes coordenadas
que indican en que´ punto del circuito debe estar el coche para cada instante de
tiempo y el a´ngulo que indica la direccio´n y sentido que sigue en cada momento
sobre la carretera.
La solucio´n encontrada para conseguir animar elementos en GWT (en lengua-
je Java) ha sido mover un elemento tipo Widget sobre un tipo de panel llamado
AbsolutePanel que no tiene ningu´n layout definido, por lo que permite indicar el
punto concreto donde se quiere colocar todo lo que se an˜ada en e´l.
Segu´n esto la clase de la animacio´n debe gestionar un panel con la imagen del
circuito que corresponda como fondo y diferentes ima´genes del coche para diversos
a´ngulos de giro. Estas ima´genes sera´n las que hara´n el papel del Widget que se tiene
que ir posicionando en diferentes puntos sobre el panel, definidos gracias a la traza
resultante de la compilacio´n comentada anteriormente.
Adema´s, de manera simulta´nea, tambie´n se controla la animacio´n correspondi-
ente a la barra de progreso, por lo que tenemos un segundo AbsolutePanel con
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la imagen de la l´ınea temporal de fondo y, en este caso, el puntero que indica el
transcurso es el Widget que se debe ir desplazando por los diferentes puntos del
panel.
En la creadora de la clase, lo que se hace principalmente es inicializar toda
la informacio´n que se va a necesitar tener disponible para poder llevar a cabo la
ejecucio´n. Esta funcio´n requiere como para´metros de entrada los dos paneles sobre los
que se desarrollan las animaciones (la de la carrera y la del indicador de progreso) y la
secuencia de datos generada por el compilador, que es la que proporcionara´ los datos
necesarios para poder colocar el coche en la posicio´n correcta para cada instante de
tiempo.
A partir de esta entrada, una vez guardada, se inicializan ciertas variables, como
las que indican las coordenadas iniciales que debe ocupar el widget correspondiente
al coche, el sentido y direccio´n que debe llevar, etc. Tambie´n se aprovecha para
conseguir, mediante solicitud al servidor, las diversas ima´genes que representan al
coche, ya que en la implementacio´n actual se dispone de una para cada 10 grados de
giro hasta completar los 360 posibles. Se ha cre´ıdo suficiente esta frecuencia porque,
sin ser un nu´mero excesivo de ima´genes, se consigue un resultado visual ma´s que
aceptable.
Finalmente se definen los diferentes eventos que se van a gestionar como parte
de la animacio´n, que son los que corresponden a la barra de progreso. Lo que se
quer´ıa conseguir era el llamado efecto dragging, es decir, que el puntero se pudiese
arrastrar (solo sobre lo que ser´ıa el eje x del AbsolutePanel) y soltar en el punto
correspondiente al instante de tiempo al que se quisiese retroceder o avanzar la
carrera.
Con las herramientas que ofrece GWT, se ha podido implementar mediante
la combinacio´n de tres de los eventos que se pueden capturar en un elemento de
tipo Widget: MouseDownEvent, MouseUpEvent, MoseMoveEvent. Al detectar que el
usuario ha pinchado sobre el puntero se da por iniciado el proceso de dragging du-
rante el que, con el movimiento del rato´n, se desplaza el indicador de progreso sobre
la barra en la misma proporcio´n (sin permitir desplazamiento vertical y sin exced-
erse de los l´ımites horizontales de la barra). Al dejar de pulsar el rato´n se consulta
en que´ posicio´n ha quedado el indicador de progreso para calcular el instante al que
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corresponde en la animacio´n y las coordenadas en las que se deber´ıa encontrar el
coche en ese momento y as´ı continuar la carrera desde ese punto.
Tambie´n se quer´ıa ofrecer la posibilidad de controlar la animacio´n solo pinchando
sobre el punto de la l´ınea temporal al que se quisiese retroceder o avanzar, por lo
que tambie´n se ha programado la captura del evento MouseUpEvent sobre la imagen
que representa la barra de progreso. Una vez determinado de esta manera el punto
sobre el que se ha pinchado se realizan unos ca´lculos similares a los comentados para
el efecto de drag.
En las dos operaciones de la interfaz dedicadas a ejecutarse justo antes y despue´s
del primer y u´ltimo frame respectivamente, solo se han implementado algunas tareas
simples como an˜adir y hacer visibles los dos widgets necesarios en sus respectivos
paneles e inicializar una variable que contabiliza el tiempo de ejecucio´n transcur-
rido (en el caso de la operacio´n beforeFirstFrame) o volver a poner el indicador
de progreso en el instante cero de la barra de tiempo (en el caso de la operacio´n
afterLastFrame).
La funcio´n de mayor complejidad es la encargada de ejecutar cada frame de
animacio´n, llamada animateOneFrame. El co´digo de esta operacio´n lo primero que
hace es comprobar en que´ fraccio´n de animacio´n nos encontramos. Disponemos de
una variable de un tipo de Java, tambie´n ofrecido por GWT, denominado Duration
y que hace las veces de algo similar a un contador de tiempo. Esto lo utilizamos
porque, para obtener unos resultados o´ptimos al ojo humano, la frecuencia en la
que se ejecuta animateOneFrame es mayor que para la que disponemos datos de
coordenadas en la traza generada en la compilacio´n (ya que sino deber´ıa generar
una gran cantidad de datos).
Gracias a esta variable, cada vez que animamos un frame, podemos saber el
tiempo transcurrido y as´ı, si au´n no ha pasado el tiempo que debe haber entre dos
coordenadas consecutivas, el movimiento que se aplica al coche es solo el correspon-
diente a una proporcio´n entre el tiempo transcurrido y la distancia entre ambos
puntos.
Teniendo esto en cuenta, cada vez que se ejecuta esta operacio´n se debe calcular
el punto (x,y) en el que se debe situar el coche segu´n el instante de animacio´n en el
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que nos encontremos. Una vez obtenida esta informacio´n debemos consultar tambie´n
el taman˜o de la zona de juego dedicada a la visualizacio´n del circuito (ya que puede
ir variando a causa de la posibilidad de realizar redimensionado dina´mico) para
recalcular las coordenadas absolutas y transformarlas en las adecuadas al taman˜o
del panel sobre el que las tenemos que situar.
Adicionalmente, si estamos en un instante de tiempo en el que se debe utilizar
la siguiente de las coordenadas generadas en la compilacio´n, tambie´n calculamos, a
partir del a´ngulo que nos indica sentido y direccio´n del coche, cua´l de las ima´genes
disponibles para representarlo debemos elegir y aplicarle el correspondiente escalado
para que tambie´n se ajuste al taman˜o del panel.
Por u´ltimo nos tenemos que encargar de decidir, mediante una proporcio´n entre
la cantidad total de coordenadas que debemos representar, la que estamos represen-
tando en un cierto momento y la longitud total de la barra de progreso, la posicio´n
x donde debemos situar el indicador de transcurso de la animacio´n.
Adema´s de estudiar las caracter´ısticas y posibilidades ofrecidas por GWT para
encontrar la manera de conseguir implementar animaciones, tambie´n se ha tenido
que hacer para mejorar la eficiencia de la primera solucio´n implementada ya que, a
pesar de funcionar, consumı´a demasiados recursos de memoria que influ´ıan un poco
en el rendimiento en ejecuciones de carreras largas.
Tras varias hipo´tesis se llego´ a la conclusio´n de que se deb´ıa a que, al realizarse
la traduccio´n del co´digo Java a JavaScript, por cada variable que se creaba en este
nuevo lenguaje, adema´s de reservarse un espacio para el valor de la variable en s´ı,
se guardaba mucha otra informacio´n sobre la variable para mantener constancia de
la relacio´n de e´sta entre ambos co´digos.
Como consecuencia en la primera solucio´n, al guardarse los datos generados por
el compilador en una variable declarada con el tipo de Java ArrayList<String>,
la traduccio´n a JavaScript se realizaba de tal manera que cada uno de los String
se convert´ıa en una nueva variable con toda la informacio´n asociada que se ha
comentado, cosa que requer´ıa mucho espacio adicional de memoria.
Para solucionarlo se ha aprovechado la posibilidad que ofrece GWT de incluir
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co´digo nativo JavaScript en el co´digo Java y se ha declarado la variable con el tipo
JsArrayNumber. Gracias a esto, al realizar la traduccio´n, esta variable es entendida
como un solo elemento de JavaScript por lo que no se envuelve a cada uno de los




Una vez que se determinaron los objetivos a cumplir con el proyecto, se identifi-
caron los requisitos existentes y se tuvo una primera idea general del disen˜o global
a desarrollar, se planifico´ en la medida de lo posible el trabajo de cada una de las
partes segu´n las diferentes etapas que se deb´ıan llevar a cabo.
Se dice tan solo en la medida de lo posible porque el desarrollo de nuestro sis-
tema ha sido un proceso totalmente en espiral en el que constantemente se ha ido
revisando, reestructurando y replanificando el trabajo segu´n las situaciones en las
que nos encontra´bamos y lo necesario en cada una de ellas.
Por ser un proyecto compartido y a causa de los diferentes horarios de trabajo y
otras actividades fuera de la universidad de los componentes del equipo de trabajo,
ma´s que una planificacio´n estricta, se sab´ıa desde el principio que lo que se planteaba
era una pauta a seguir pensando en diferentes fechas en las que ser´ıa deseable haber
completado ciertas tareas.
Para realizar este proceso en espiral, durante todo el desarrollo del proyecto
hemos realizado reuniones semanales para la puesta en comu´n del trabajo avanzado
desde la anterior reunio´n, la realizacio´n de las correspondientes pruebas en caso de
que fuese posible si el avance hab´ıa sido parejo por ambas partes y la definicio´n de
aquello que ser´ıa deseable tener acabado para la semana siguiente.
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Por todo esto hay que tener en cuenta que el diagrama de Gantt que se muestra
a continuacio´n en la figura 7.1, contiene esta pauta general que se fijo´ pero que
en algunos casos ha sufrido ciertas desviaciones que se comentara´n en el apartado
dedicado a ello dentro de este mismo cap´ıtulo.
Figura 7.1: Diagrama de Gantt
7.0.4. Detalle de las tareas planificadas
Para realizar la planificacio´n que se observa en el diagrama de Gantt anterior,
se agruparon las diferentes tareas que componen la totalidad del desarrollo de la
parte cliente de nuestro proyecto en diferentes grupos, en los que se incluyen las
que tienen relacio´n entre ellas y corresponden a un mismo a´mbito de trabajo. E´stos
corresponden con las diferentes fases por las que ha pasado el desarrollo del proyecto,
por lo que a continuacio´n se detalla a grandes rasgos cua´les son y las funciones que
se llevan a cabo en cada una de ellas:
Ana´lisis Requisitos: definicio´n de los diferentes requisitos del proyecto, tanto
funcionales como no funcionales, impuestos en gran medida por los objetivos
a alcanzar con el desarrollo del proyecto.
Aprendizaje de tecnolog´ıas: estudio de las diversas tecnolog´ıas utilizadas
y obtencio´n de los conocimientos necesarios para el desarrollo de la totalidad
del proyecto.
Preparacio´n del entorno de trabajo: puesta a punto del ordenador uti-
lizado para el desarrollo de la parte cliente del proyecto. Incluye tareas como
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instalacio´n del software necesario (Ubuntu, Eclipse, plugin de Google,...), con-
figuracio´n del equipo (servidor local, GWT,...), etc.
Especificacio´n de los Casos de Uso: definicio´n de los diferentes escenarios
de actuacio´n posibles por parte de un usuario y las respuestas ofrecidas por el
sistema para cumplir con la totalidad de los requisitos funcionales establecidos.
Disen˜o del sistema: toma de diferentes decisiones relativas a la manera en
la que desarrollar el proyecto: arquitectura del sistema, tecnolog´ıas utilizadas,
primera distribucio´n de la UI, etc.
Implementacio´n del cliente: desarrollo de la totalidad de la lo´gica de cliente
para conseguir una aplicacio´n funcional segu´n todos los requisitos marcados:
interfaz gra´fica, conexiones con la parte servidor, motor de ejecucio´n de ani-
maciones, etc.
Testing y mejoras: pruebas de todas las funcionalidades implementadas
para detectar la aparicio´n de posibles errores o bugs. Desarrollo de posibles
mejoras para que, aunque ya se tiene una versio´n funcional, e´sta presente un
aspecto mejorado, mayor rendimiento, etc.
Documentacio´n: redaccio´n de la memoria del proyecto de manera que quede
documentado todo el proceso de su elaboracio´n y el trabajo realizado en cada
una de las fases por las que se ha pasado.
7.0.5. Desviaciones
En todo proyecto suelen producirse desviaciones, en mayor o menor grado, re-
specto la planificacio´n inicial planteada a causa de errores de ca´lculo o problemas
inesperados, como puede ser el fallo de los recursos, cambios en los requisitos, etc.
En el caso del presente proyecto, a pesar de no producirse ningu´n tipo de problema
importante, s´ı que se ha visto afectado por la falta de experiencia en procesos de
planificacio´n a medio o largo plazo y, sobretodo, por la falta de conocimientos en las
diversas tecnolog´ıas utilizadas para su desarrollo; aspecto para el que quiza´s algunas
previsiones hab´ıan sido demasiado optimistas.
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A pesar de todo esto, gracias a las reuniones semanales y al seguimiento cont´ınuo
del proceso en e´stas, siempre se han podido organizar las tareas y replanificar las
que pod´ıan estar demorando´se de manera que nunca se ha llegado a situaciones que
hayan podido afectar de manera grave el transcurso del proceso.
Tambie´n hay que tener en cuenta que esto se ha podido hacer as´ı por lo que se
ha comentado al principio del cap´ıtulo de que, ma´s que un calendario estricto, lo que
se fijaron fueron ciertas fechas en las que era deseable tener determinadas versiones
de la aplicacio´n. Por lo que, a diferencia de un proyecto real en el que posiblemente
se hubiesen creado ciertos transtornos, al ser desarrollado como parte de un PFC
en el que, si se debe tener acabada una parte de trabajo para una fecha l´ımite cada
uno puede dedicar mayor cantidad de tiempo personal que el correspondiente a una
jornada de trabajo, fines de semana, etc., ninguno de los errores de ca´lculo han




En este cap´ıtulo se hace un balance del coste de este proyecto intentando que
sea lo ma´s realista posible en funcio´n de la planificacio´n realizada en el cap´ıtulo 7.
La planificacio´n es esencial para poder responder a la demanda de un proyecto,
ya que es imprescindible saber en cua´nto tiempo se podra´ desarrollar por completo,
la cantidad de recursos humanos y materiales que sera´n necesarios, etc. Es decir,
poder calcular los costes que va a generar llevarlo a cabo para poder establecer un
precio razonable para el cliente y con el mı´nimo margen de error posible, para no
quedarnos cortos ni poner un precio demasiado caro, ya que esto podr´ıa hacer que
la competencia nos quitase el proyecto. Por todo ello, los costes a continuacio´n se
intentan calcular y mostrar como si el producto fuese desarrollado para un cliente
por una empresa real.
Una vez que se ha analizado el problema y se ha establecido la planificacio´n del
proyecto conociendo los requisitos que se deben de cumplir, se pueden extraer las
aproximaciones del tiempo que va a requerir el desarrollo de cada una de las tareas
y, por tanto, el ca´lculo del coste de cada una de ellas.
Para que el presupuesto obtenido se ajuste a la realidad lo ma´ximo posible, hay
que tener en cuenta que en un proyecto participan diferentes perfiles profesionales,
especializados cada uno en diferentes a´mbitos y en diferente grado, cosa que supone
tambie´n diferente tarificacio´n de su trabajo.
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A pesar de existir una gran cantidad de especialidades diferentes, para simplificar
se han elegido tres grupos profesionales bastante amplios y que, en un mayor grado
de detalle, incluir´ıan a otros. Por lo tanto, los perfiles que se han tenido en cuenta
y las tareas que, a grandes rasgos, se han considerado convenientes para cada uno
de ellos, se detallan a continuacio´n:
Analista: es el responsable de las tareas de disen˜o y direccio´n.
Programador: se encarga principalmente del desarrollo e implementacio´n de
co´digo.
Becario: es requerido para diversas tareas de soporte, como puede ser la
configuracio´n y puesta a punto de las ma´quinas necesarias para el trabajo,
procesos de testing, escritura de documentacio´n, etc.
En la tabla 8.1 se muestra las tarifas que se aplican en este proyecto a cada uno
de estos perfiles profesionales que se han definido para el desarrollo de las difer-
entes tareas. E´stas se han determinado mediante una aproximacio´n de los precios




Becario Tareas de apoyo y documentacio´n 10
Tabla 8.1: Tarifas de los diversos perfiles
8.0.6. Ca´lculo detallado del coste
Una vez realizada la planificacio´n de las tareas, se debe decidir que´ tipo de perfil
profesional llevara´ a cabo cada una de ellas para aplicar la tarifa que convenga a
las horas dedicadas a su desarrollo. Esta asignacio´n se ha hecho analizando el tipo
de trabajo que se realiza y las capacidades y conocimientos necesarios para poder
realizarlo.
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En la tabla 8.2 se pueden ver cada una de las tareas que se deben realizar segu´n
la planificacio´n, el detalle del perfil encargado de desarrollarlas y las horas dedicadas
para completarlas:
Tarea Perfil Horas
Identificacio´n y ana´lisis de los requisitos del sistema Analista 40
Aprendizaje de las tecnolog´ıas necesarias Programador 120
Preparacio´n del entorno de trabajo Becario 32
Especificacio´n de los Casos de Uso Analista 48
Disen˜o de la arquitectura del sistema Analista 24
Disen˜o de la interfaz de usuario Analista 32
Implementacio´n de la interfaz de usuario Programador 160
Implementacio´n de las comunicaciones con el servidor Programador 160
Implementacio´n del motor de la animacio´n Programador 200
Testing del sistema e implementacio´n de mejoras Programador 80
Becario 120
Documentacio´n Becario 240
Tabla 8.2: Detalle de horas a realizar por cada perfil
A partir los datos anteriores se extrae la tabla 8.3, en la que se puede ver el
resumen de horas a realizar y el coste de e´stas desglosadas para cada uno de los
perfiles, adema´s del coste total del proyecto.
Perfil Horas totales Coste
Analista 144 horas 7200 ¿
Programador 600 horas 24000 ¿
Becario 152 horas 1520 ¿
Total: 32720 ¿
Tabla 8.3: Resumen de horas y coste totales para cada perfil
Cabe destacar que, en estos ca´lculos, se ha decidido no contabilizar las horas
dedicadas a tareas como aprendizaje de tecnolog´ıas o redaccio´n de la documentacio´n.
Esto ha sido porque se considera que, si este proyecto lo hubiese llevado a cabo por
ejemplo una consultor´ıa real, lo hubiese desarrollado con tecnolog´ıas conocidas por
sus programadores haciendo innecesarias las horas de aprendizaje o, en el caso de
ser una nueva, la formacio´n se realizar´ıa de manera interna ya que ser´ıa un gasto
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amortizado a medio o largo plazo en futuros proyectos y, en principio, no se incluir´ıa
en el presupuesto de este cliente (a no ser que fuese algo muy concreto o exigido por
e´l para su proyecto).
De la misma manera, la tarea de documentacio´n a la que se hace referencia es a
la realizacio´n de la presente memoria, que se redacta por ser parte de un PFC; si no
fuese as´ı quiza´s no ser´ıa necesaria la redaccio´n de un documento (si no es requerido




Al empezar este proyecto, durante las primeras fases de disen˜o en las que se
decidio´ utilizar diferentes tecnolog´ıas relativamente nuevas en el mercado, uno de los
mayores retos era el aprendizaje de cada una de ellas, ya que no ten´ıa conocimientos
previos de ninguna de ellas.
Una vez acabado y despue´s de ver como resultado una aplicacio´n JavaScript
grande y de un cierto nivel de complejidad que trabaja bajo AJAX, una de las
principales conclusiones que se pueden extraer es que GWT es una muy buena
opcio´n para programadores Java que quieran desarrollar este tipo de aplicaciones,
ya que simplifica muchos de los grandes problemas que supone la programacio´n en
JavaScript para proyectos que superan un cierto taman˜o, como la dificultad en la
deteccio´n de errores, el hecho de no ser un lenguaje con orientacio´n a objetos, etc.
Adema´s, las diferentes librer´ıas Java (tambie´n ofrecidas por GWT) destinadas a la
gestio´n de conexiones con servidores remotos, son de gran ayuda a la hora tanto de
realizar las peticiones como de tratar las correspondientes respuestas.
Au´n as´ı, el hecho de poder seguir utilizando co´digo nativo JavaScript dentro
de nuestro co´digo escrito en Java junto con la decisio´n tomada de utilizar JSON
como formato de env´ıo de datos, tambie´n ha supuesto una gran ventaja por la gran
compatibilidad entre ambas tecnolog´ıas y las funciones ofrecidas por JavaScript para
el tratamiento de datos en dicho formato.
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Como conclusiones cabe destacar tambie´n, desde el punto de vista del trabajo
conjunto y no solo de mi parte de proyecto, lo patente que se ha hecho la importancia
de utilizar un sistema de control de versiones en cualquier proyecto de dimensiones
medias o grandes, sobre todo si en su desarrollo colabora ma´s de un programador.
En nuestro caso, el uso de Git, nos ha permitido realizar de una manera mucho
ma´s ra´pida y co´moda todas aquellas tareas en las que resultaba necesaria una puesta
en comu´n del trabajo realizado, como por ejemplo en procesos de testing en los
que requer´ıa disponer del co´digo desarrollado por mi compan˜ero David para probar
localmente funcionalidades del cliente en las que se invoca operaciones gestionadas
por su API.
A pesar de no haber utilizado ni mucho menos todo el potencial que ofrece la
herramienta, ya que en nuestro caso eran suficientes algunas de las funcionalidades
ma´s ba´sicas, creo que Git es un sistema de control de versiones muy recomendado
porque resulta muy interesante el hecho de que cada uno de los componentes del
grupo de trabajo pueda disponer de un repositorio local completo sobre el que ir
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Generacio´n de circuitos y
simulacio´n de carreras: Curvas de
Be´zier
Aunque no sea algo que corresponda de manera directa a la parte cliente de la
aplicacio´n desarrollada, se ha cre´ıdo interesante crear este anexo para explicar, a
grandes rasgos, la manera en que se crean los diferentes circuitos y como se ejecuta
un co´digo sobre ellos para generar la correspondiente traza.
Tal como se ha comentado a lo largo de esta memoria, dicha traza es la utilizada
por el motor de animacio´n para mostrar el resultado de las partidas, ya que nos
proporciona informacio´n sobre el recorrido del coche, si e´ste se sale en alguna curva,
la velocidad a la que corre, el tiempo consumido para acabar la carrera, etc.
Para ello se deb´ıa definir la forma de los diferentes circuitos de manera anal´ıtica
mediante funciones, por lo que se ha utilizado la te´cnica llamada splines. Un spline
es una curva definida en porciones mediante polinomios de grado pequen˜o. La ven-
taja que tiene frente a la interpolacio´n polino´mica es que, al requerir solamente
polinomios de bajo grado, evita las oscilaciones que se producen en e´sta al requerir
polinomios de grado elevado.
Es por todo esto que los splines se utilizan ampliamente en informa´tica para
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la representacio´n de curvas (y particularmente en el campo de gra´ficos), ya que
permiten aproximar formas complicadas ofreciendo a la vez simplicidad en la repre-
sentacio´n y facilidad de co´mputo.
Para la definicio´n de nuestros circuitos se ha utilizado un tipo concreto de spline
llamado curvas de Be´zier, que es un sistema que se desarrollo´ inicialmente para el
trazado de dibujos te´cnicos en el disen˜o aerona´utico y de automo´viles.
La idea general para definir geome´tricamente las formas con esta te´cnica es bas-
tante simple: se puede trazar una recta entre dos puntos del plano (puntos de anclaje
o nodos) simplemente conociendo su posicio´n definida por sus coordenadas pero, si
en lugar de unirlos con una recta se unen con una curva, la forma de e´sta se debe
definir con otros puntos invisibles en el dibujo (puntos de control, manejadores o
manecillas).
En nuestro caso necesita´bamos definir los puntos por los que pasa la curva y la
inclinacio´n que tiene e´sta en cada uno de ellos, resultando as´ı cuatro restricciones
que llevan al uso de un caso concreto de las curvas de Be´zier: curvas cu´bicas de
Be´zier.
Estas curvas cu´bicas, tal como puede verse en la figura A.1, esta´n definidas por
cuatro puntos (ya sean de un plano o de un espacio tridimensional) P0, P1, P2 y
P3. El recorrido de la curva comienza desde el punto P0 dirigie´ndose hacia P1 y
finalmente llega a P3 viniendo de la direccio´n del punto P2. Normalmente los puntos
P1 y P2 so´lo proporcionan informacio´n direccional y por tanto la curva no pasa por
ellos. Adema´s tambie´n es importante la distancia entre P0 y P1 ya que determina la
longitud que debe tener la curva cuando avanza hacia P2 antes de dirigirse hacia P3.
Figura A.1: Curva cu´bica de Be´zier
132
Precisamente estos principios son los que se han utilizado para la creacio´n de
nuestros circuitos ya que se dispone de un editor que, fijados los diferentes pun-
tos de anclaje de los que consta el recorrido (P0 y P3 para cada tramo), permite
seleccionar y mover los correspondientes puntos de control (P1 y P2), ya sea para
desplazarlos horizontalmente o para acercarlos y alejarlos del punto de anclaje, y
as´ı ir manipulando de manera gra´fica e interactuando con el editor, la forma del
circuito.
Figura A.2: Ejemplo de circuitos generados con el editor
Una vez conseguido el resultado deseado se puede guardar tanto la imagen como
el archivo que contiene toda la informacio´n necesaria sobre las coordenadas de los
puntos para poder simular, cuando sea necesario, las ejecuciones de las partidas
sobre dicho circuito utilizando las te´cnicas que se comentan a continuacio´n.
A partir de los puntos P0, P1, P2 y P3 se puede obtener el punto exacto por el





Bi(t)Pi, t ∈ [0, 1] (A.1)
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Esta expresio´n es la generalizacio´n para una curva de Be´zier de grado k que en
nuestro caso concreto, al utilizar las cu´bicas, corresponder´ıa a k=3.
A partir de esto obtenemos una expresio´n anal´ıtica que define la forma del cir-
cuito y con la que podemos saber, mediante la segunda derivada, la curvatura exacta
en cada punto de e´ste. Esta curvatura es necesaria para calcular la velocidad ma´xima
que el coche puede llevar en dicho punto sin salirse de la curva.
Por lo tanto, a partir del co´digo escrito por el usuario y que define el compor-
tamiento que lleva el coche, se va calculando la velocidad de e´ste a medida que va
avanzando la carrera y si en un punto supera la ma´xima soportada en e´ste, el coche
se saldra´ de la pista. Por lo que es as´ı como, gracias al sistema de curvas de Be´zier,
se va generando la traza que indica las coordenadas por las que pasara´ el coche y el
instante en que lo hara´.
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