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Práce se zabývá transformačními algoritmy polymorfních generátorů. Popisuje tvorbu po-
lymorfního kódu a způsoby jeho detekce používané antivirovými systémy. V druhé části
práce se analyzují konkrétní polymorfní generátory.
Abstract
This thesis deals with polymorphic engine transformation algorithms. It describes how the
polymorphic code is created and what algorithms anti-virus systems use to detect them.
The second part includes analysis of concrete polymorphic engines.
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Tématem práce je prozkoumat stále běžící etapu polymorfismu ve vývoji malware a anti-
virových systémů. Tato etapa začala zlomovým bodem, kdy se poprvé objevily polymorfní
viry a začaly představovat vážnou hrozbu pro každého uživatele počítače. Vytvoření anti-
virového programu se stalo výzvou. Metody transformací, které polymorfní viry používají,
se osamostatnily a vznikly polymorfní enginy. Ty postupně našly uplatnění v širokém spek-
tru nekalých a ilegálních činností. Abychom byli schopní se s takovou hrozbou vypořádat,
je důležité pochopiti, jak polymorfní enginy funguji a jak se lze bránit proti programům
využívajících těchto enginů.
V prvním kroku je výhodné mít alespoň nějaký přehled o programech, které polymorfní
enginy využívají. Kapitola č. 2 některé typy těchto programů představí a pomůže tak vy-
tvořit základní představu o takových programech.
Kapitola č. 3 rozebírá, z jakých částí se skládá program, a hierarchicky se dostane
až k základním operacím procesoru. Tento nízký stupeň programové abstrakce je polymorf-
nímu kódu vlastní a je i základním kamenem pro funkce antivirových systému pracujících
s polymorfním kódem.
Ve 4té kapitole jsou uvedené základní nástroje, které se používají k analýze malware.
Čtenář se pomocí těchto nástrojů může aktivně pohybovat v souborech, o kterých se práce
průběžně zmiňuje, a dostává se mu širšího pohledu na rozebírané téma.
Následující kapitola 5 stručně popisuje, jaká byla situace antivirů před nástupem poly-
morfismu.
V 6té kapitole se postupně vysvětluje, jak polymorfismus funguje a u jednotlivých metod
transformací jsou uvedeny i příklady.
Kapitola 7 prozkoumává problematiku z pohledu antivyrového systému a snaží se před-
stavit metody které se nějakým způsobem snaží polymorfní programy eliminovat.
Poslední dvě kapitoly jsou vlastní iniciativou autora bakalářské práce a demonstruje
použití nabytých znalostí k detekci polymorfního enginu. Postupně je rozebírá a vysvětluje





Výraz malware vznikl složením dvou anglických slov “malicious” a “software” a vyjadřuje
souhrnné označení pro počítačové programy napsané, jak již název napovídá, za účelem
narušení očekávaného běhu systému počítače nebo sítě [2]. Laická veřejnost pro označení
takto škodlivého software používá termín virus, ten je ve skutečnosti pouze podmnožinou
malware. Z toho vychází další termín antivirus, označující software, který má počítač chránit
před malware.
V současnosti se malware vyskytuje v převážné většině na rodině procesorů x86 za-
městnané operačním systémem Windows, zřídka se vyskytuje malware, který je schopný
fungovat na více procesorech nebo operačních systémech.
Malware provádí akce, jako jsou například úplné nebo částečné znehodnocení dat, kra-
dení informací o uživateli nebo infikování operačního systému pro další akce řízené pro-
střednictvím sítě. Podle těchto akcí se malware dále dělí na viry, červy, trojské koně a další.
Virus je program, který se svévolně dokáže sám šířit tím, že vytváří kopie sebe sama
nebo upravenou kopii sebe sama. Hlavním kritériem pro označení programu jako viru je fakt,
že k šíření využívá ostatní soubory v systému. Mezi dvěma počítači se virus může přenést
jedině tak, že uživatel přenese infikovaný soubor na nějakém fyzickém nosiči nebo ho pošle
přes elektronickou poštu.
Jako viry jsou často chybně označovány jiné druhy škodlivých programů, zejména in-
ternetoví červi. Rozdíl mezi červem a virem spočívá v tom, že červ se mezi počítači dokáže
šířit sám, bez závislosti na přenosu uživatelem. V dnešní době, rychle expandujícího rozvoje
Internetu, se červi šíří velice rychle. Ale i pro klasické viry existuje možnost šíření prostřed-
nictvím internetu tak, že se připojí na soubor červa. Zde se rozdíly mezi viry a červy do jisté
míry ztrácí.
Trojský kůň může být skrytá vlastnost programu, který si uživatel sám vyhledá a na-
instaluje na systém. Například hry, spořiče obrazovky nebo pomocné nástroje systému
jsou časté aplikace hostující trojského koně. V poslední době vznikl trend, kdy se trojský
kůň vydává za program k odstraňování malware. Takový program může skutečně odstraňo-
vat malware, ale pouze konkurenční. Tato funkčnost slouží pouze jako maskování škodlivé
činnosti, kterou v sobě trojský kůň ukrývá.
Pro analýzu malware je nutné vědět jak takový program, malware, neboli spustitelný




Je důležité si uvědomit, že malware funguje stejně jako běžný program a jde i o stejný
typ souboru. Co dělá malware speciálním je jeho chování. Chování programu je dáno jeho
obsahem a abychom byli schopní takové chování nalézt a identifikovat, musíme pochopit
strukturu a obsah programu. Program se obecně skládá z několika ůrovní abstrakce, které
si v této kapitole postupně rozebereme od nejnižší po nejvyšší. Zde se dozvíme základ
potřebný k analýze programů a hlavně programů typu malware.
3.1 Instrukce
Instrukce [4] je v počítačové terminologii specifikace elementární akce (operace) prová-
děná počítačem pomocí procesoru. Každý typ procesoru má vlastní sadu instrukcí, kterou
je schopen přímo vykonávat. Instrukční sada je množina instrukcí, které je procesor schopný
vykonat. Aby mohly být instrukce vykonávány procesorem, je nutno je uložit do paměti,
jako sekvenci binárních čísel. Výrobce procesoru proto pro každou instrukci definuje, ja-
kým způsobem má být která instrukce zakódována [10]. V počítačové terminologii se tato
binární hodnota označuje jako opcode.
Nejčastěji se instrukce skládá z bitového pole definující operaci instrukce a bitových polí
popisující operandy. Instrukce může mít několik operandů (třeba i tři operandy), existují
ovšem i instrukce bez operandů nebo s operandy předem definovanými, tedy vždy stejnými,
bez zvláštního bitového pole v kódu instrukce.
Binární reprezentace není vhodná pro zápis instrukcí, proto se k jejich zápisu použivá
mnemonika. Za ní mohou následovat operandy nebo parametry konkrétní instrukce. Mne-
moniky se většinou skládají z několika písmen v anglické zkratce naznačující funkci dané
instrukce. Například mnemonika SUB, z anglického SUBtract, se může použít pro ope-
raci odečítání, mnemonika CMP, z anglického CoMPare, může být použita pro označení
instrukce pro porovnání dvou číselných hodnot. Tyto mnemoniky se používají v assemble-
rovských jazycích, některé se liší způsobem zápisu. V tomtu dokumentu je použit zápis ve
formátu Intel.
Jestliže mnemonika označuje, co daná instrukce dělá, její operandy určují, s čím in-
strukce operuje. Jinými slovy, operand určuje zdrojová nebo cílová data, nad kterými daná
instrukce pracuje. Operand bývá buď konstantou, nebo adresou v některém z paměťových
prostorů počítače. Typicky jsou to adresový prostor registrů a operační paměti. Na obrázku







Obrázek 3.1: Instrukce s opcodem.
3.2 Strojový kód
Strojový kód je posloupnost binárně zakódovaných instrukcí procesoru. Takto uspořádané
instrukce tvoří nějaký algoritmus, neboli program. Pro převod instrukcí ze symbolického zá-
pisu do strojového kódu se použivá nástroj zvaný assembler. Ten překládá symboly instrukcí
do jejich číselného ekvivalentu (opcode) pro specifikovaný typ procesoru. Programování
přímo ve strojovém kódu je značně pracné. Dnes se prakticky vůbec nepoužívá, vzhledem
k tomu, že je snadnější napsat jednoduchý assembler. Nevýhodou je nejen používání ne-
přehledných číselných kódů, ale především nutnost přepisovat instrukce obsahující adresy













Obrázek 3.2: Příklad zdrojového kódu v assembleru.
Existuje i zpětný překlad, ze strojového kódu na posloupnost instrukcí s použitím dis-
assembleru. Výsledek tohoto převodu bude ochuzen o názvy návěstí, proměnných a direkti-
vy. Bude jenom podmnožinou původního zdrojového kódu, který nemusí být ani správný.
Například instrukce skoků a volání subrutin mohou být závislé na hodnotách v registrech.
Takto zůstanou skryté bloky v disassemblovaném kódu, které nejsou odkazovány přímo
hodnotou v operandu instrukce. Strojový kód může obsahovat falešné podmíněné skoky,
které se za běhu zachovají jako instrukce, která neprovádí žádnou činnost nebo nepodmíněné
skoky. To znamená, že takový skok se při provedení instrukce neprovede nikdy nebo vždy.
Toto rozhodnutí je závisle na hodnotách, které jsou vytvářeny za běhu programu se záměrem
pro vyžadované chování. Disassembler tyto hodnoty nezná a musí se rozhodovat jinak.
Takto může být oklamaný, aby skočil například do půlky opcodu následující instrukce.
Což má za následek špatně disassemblovaný kód.
Zde 3.3 je příklad částečně chybně disassemblovaného strojového kódu. Strojový kód
byl vytvořen ze zdrojového kódu 3.2 a poté disassemblován. Chybná část se vyskytuje mezi
řádky 2 až 17, kde po instrukci CALL následuje textový řetězec. Tento řetězec přesto,
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0000 6A00 push byte +0x0
0002 E80E000000 call dword 0x15
0007 7368 jnc 0x71
0009 656C gs insb
000B 6C insb
000C 636F64 arpl [edi+0x64],bp
000F 65206D73 and [gs:ebp+0x73],ch
0013 67005850 add [bx+si+0x50],bl
0017 50 push eax
0018 6A00 push byte +0x0
001A B80B05D877 mov eax,0x77d8050b
001F FFD0 call eax
0021 C3 ret
Obrázek 3.3: Disassemblovaný strojový kód.
že je umístěn ve strojovém kódu, se při spuštění nikdy procesorem neprovede. Přeskočí
se při provádění instrukce CALL. Disassembler se ale domnívá, že jde o volání subrutiny, což
v tomto případě není pravda a pokračuje v disassemblovaní okamžitě za CALL. To způsobí,
že špatně vyhodnotí i instrukce, které jsou za řetězcem uvedeny a v disassemblovaném kódu
nejsou.
3.3 Portable Executable
Portable executable [11] (dále jen PE) je formát objektového souboru vycházející z unixo-
vého COFF, který se používá v operačním systému Windows k vytvoření binárního obrazu
v paměti počítače. Vetšinou jsou tyto soubory známé pod názvem EXE nebo DLL. Slovo
portable značí přenositelnost mezi všemi verzemi operačního systému Windows.
Obrázek 3.4: Portable Executable.
Soubory EXE a DLL obsahují strojový kód, ten je spolu s ostatními daty umístěn do pa-
měti operačního systému Windows. Loader je systémový program, který se spustí pokaždé,
když se má spustit jakýkoliv EXE nebo DLL soubor. Loader v souboru najde PE hla-
vičku, která obsahuje základní informace o souboru. Dále si z PE hlavičky najde ukazatel
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na struktury definující jednotlivé sekce paměti. Ty kromě pozice a velikosti paměťového
bloku definují jaká data sekce v souboru obsahuje a jak se s ní smí v paměti zacházet.
Konkrétně se jedná o rozdělení na spustitelná data (strojový kód) a řídící data (proměnné).
Dále struktury obsahují přístupová práva. Ty rozhodují, jestli lze do sekce v paměti za-
pisovat, číst z ní, nebo ji vykonávat procesorem. Strojový kód je většinou závislý na své
pozici v paměti, proto je nutné ho správně umístit. PE navíc obsahuje informace o vstup-
ním bodu do strojového kódu, tabulku knihoven a funkcí systému, které aplikace používá











Obrázek 3.5: Mapování PE souboru do paměti.
Na obrázku 3.5 je znázorněné načtení částí souboru do paměti tak, jak je popsáno
v PE strukturách. Velikosti ani pořadí sekcí v paměti nemusí odpovídat jejich prezenci
v souboru. Například oblast heap slouží jako paměťový prostor pro globální proměnné
a dynamicky alokovanou paměť. V souboru jsou v sekci heap uložené pouze inicializované
globální proměnné. V programu se ale může používat více globálních proměnných, které
nejsou inicializované nebo dynamicky alokovaná pamět. Tudíž není potřeba o nich uchovávat




Analýza malware vyžaduje stejnou obezřetnost a pečlivost jako při jeho tvorbě. K tomu
jsou zapotřebí kvalitní a přizpůsobené nástroje. Pro představu si uvedeme základní ná-
stroje používané při analýze malware. Například jedním z účelů těchto nástrojů je vytvořit
kontrolované prostředí, ve kterém můžeme malware zkoumat.
4.1 Qemu
Qemu je emulátor procesoru, který funguje na principu dynamického binárního překladu
strojového kódu a dokáže poskytnout výpočetní sílu, která se díky jeho jádru využívající
hardwarovou virtualizaci blíží rychlosti skutečného procesoru, na kterém je spouštěn. Spolu
s touto schopností a dalšími modely hardwarových zařízení dovoluje spustit na jednom počí-
tači řadu operačních systémů, jako jsou například Windows nebo Linux. Další výhodou to-
hoto nástroje je volba architektury emulovaného procesoru. Pro systémovou emulaci je plně
schopen emulovat architektury x86, x86 64, ARM, SPARC, MIPS a MIPS64. Bohužel, pod-
pora pro PowerPC není zatím plně funkční. Schopnost změny procesoru a volby operačního
systému poskytuje výborné výzkumné i čistě pracovní prostředí v oblasti malware. Protože,
co se stane v Qemu, zůstane v Qemu. Obrovskou výhodou je možnost práce s malwarem
na jiné architektury než x86. Alternativou pro tento nástroj je VMware. Qemu může být
použitý i jako procesorový emulátor pro uživatelské aplikace, v tomto módu funguje na po-
dobném principu jako valgrind.
4.2 IDA Pro
Produkt Interactive Disassembler, lépe známý jako IDA Pro, je komplexní prostředí pro ana-
lýzu počítačových programů. Jedná se o disassembler a debugger. Velice se osvědčil v od-
větvích počátačových oborů, které se zabývají programy na úrovni procesoru. Dokáže pra-
covat s formátem souborů pro různé operační systémy a stejně jako Qemu podporuje řadu
různých architektur procesorů. Sílu a potenciál nástroje IDA Pro umocňuje jeho scriptovací
modul. Významná vlastnost je integrovaný emulátor Bochs, který je schopen emulovat ja-
kýkoliv 32 bitový kód. Tato vlastnost dovoluje mít zkoumaný program plně pod kontrolou,
i během vykonávání strojového kódu.
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4.3 SysInternals
Jedná se o skupinu nástrojů monitorující děje v operačním systému Windows. Monitorují
veškeré akce prováděné všemi běžícími aplikacemi, přístupy k souborům, práci se síťovími
schránkami, přístup do registrů, posílání systémových zpráv a další. Každá akce je přiřazená
k procesu, který ji vyvoval. Takto se monitoruje malware při svojí činnosti. Za zmínku z to-
hoto balíku stojí program Process Explorer, který dává všeobecný přehled o všech běžících




Skenování souborů je nejstarší a nejužívanější způsob hledání malware [3]. V době, kdy se za-
čínaly tvořit první antivirové programy, existovalo pouze několik málo virů, které se šířili
mezi domácnostmi a naprogramování antivirového skeneru bylo relativně snadné. Dnes
se počet malware počítá na statisíce a každou chvíli vznikají další. Proto udržet databázi
antiviru aktuální, je hlavní náplní práce firem, které antivirové programy spravují. Důvod
vzniku této funkce je schopnost zachytit a označit malware dřív, než je na počítači spuštěn.
Skenování funguje na tomto principu: antivirus obsahuje databázi signatur, která je pro
každý virus, nebo skupinu virů, jedinečná. Procházením jednotlivých souborů se v nich
snaží tuto signaturu najít. Signatura je posloupnost bytů vybraná z viru tak, aby její nale-
zení v souboru, který není virus, bylo co nejméně pravděpodobné. Tato metoda se používá
dodnes a je stále významě účinná za pomoci dalších vylepšení, o kterých pojednává kapitola
6.
Například, budeme-li uvažovat, že program 3.3 je součást viru a chceme jej deteko-
vat, vybereme z tohoto kódu posloupnost bytů, která je pro něj specifická. Nejvýraznější
část je textový řetězec uvnitř strojového kódu. Nevýhoda je, že řetězec není ničím uni-
kátní a může se vyskytnout i v jiných programech, které nejsou virus. Pokud ale budeme
brát v potaz, že řetězec je vně strojového kódu, můžeme do signatury zahrnout i byty
kolem řetězce a vyhradit ji pouze na spustitelné sekce programu. Výskyt takovéto posloup-
nosti se zredukuje výhradně na virus, který chceme identifikovat. Velikost signatury není
teoreticky omezená, ale v praxi dlouhé signatury zpomalují celý průběh detekce. Krátké
signatury naopak zrychlují detekci, ale zvyšují počet chybných detekcí.
push byte +0x0 6A00
call dword 0x15 E80E000000












V počítačové terminologii je polymorfní kód takový, který používá polymorfní engine ke
změně svojí binární reprezentace bez narušení algoritmické funkčnosti. Tato technika má svou
významnou část v tvorbě malware a vznikla ze snahy oklamat antivirus používající jedno-
duchý skener s databází signatur. V průběhu času, kdy různé antivirové systémy vyvíjely
způsoby detekce polymorfního kódu, se paralelně objevovaly nové elementy v polymorfních
enginech, které detekci ztěžují. Pravidelně se v nich objevují a staly se tak součástí termínu
“polymorfní kód” v souvislosti s malware. Jedná se například o metody “smetí” 6.4 nebo
“větvení” 6.5, které jsou popsané níže.
První známý polymorfní virus byl napsán Markem Washburnem, který jím chtěl pou-
kázat na slabinu antivirových produktů. Virus se nazýval 1260 a byl napsán v roce 1990.
Další dobře známý polymorfní virus byl vytvořen v roce 1992, jehož autor se přezdívá Dark
Avenger. Tyto viry odstartovaly novou éru pro antivirový software.
6.1 Šifrování
Polymorfní malware se dá v podstatě rozdělit na dvě části. Hlavní tělo malware je obecně
zašifrované pomocí náhodně zvoleného algoritmu, který se mění s každou kopií malware
[8]. Vedle zašifrovaného těla je umístěna dešifrovací rutina. Ta je zodpovědná za dešifrování
těla malware, kterému následně předá kontrolu.
1. skok na dešifrovací rutinu
začátek kódu zašifrované tělo dešifrovací rutina
2. skok na dešifrované tělo
Obrázek 6.1: Základní model polymorfního kódu.
Dešifrovací rutina musí být vygenerována polymorfním enginem. Kdyby byla dešifrovací
rutina konstantní bytové pole, tak by antivirus mohl jednoduše toto pole použít jako signa-
turu a celý polymorfní engine by ztratil význam. Tím, že je dešifrovací rutina generována
pokaždé náhodně, se malware může změnit dostatečně na to, aby nemohl být signaturou
detekován. Virus vytvoří v paměti svůj nový zašifrovaný obraz s náhodně vygenerovanou
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Aktualní_Klíč = Konstantní_Klíč + Pohyblivý_Klíč
Pohyblivý_Klíč += Hodnota_3
*Adresa = *Adresa (xor) Aktuální_Klíč
Adresa++
Opakuj ‘‘Loop’’ dokud Adresa != Ukazatel_Konce_Těla
Skoč na Ukazatel_Na_Tělo
Obrázek 6.2: Pseudokód obecné dešifrovací rutiny.
Na obrázku 6.2 je ukázán příklad nejběžnějšího šifrovacího algoritmu. Použivá 2 ná-
hodně zvolená čísla, jedno je konstantní klíč a druhé je inkrementální klíč. Jejich součtem
se postupně dešifruje tělo malware. Šifrování a dešifrování se provádí logickou operací XOR.
Způsob šifrování je pro polymorfní kód důležitou vlastností. Špatně zvolený algoritmus může
znehodnotit celý polymorfní engine. Například konstantní klíč o velikost jednoho byte je fa-
tální chyba, protože redukuje počet možných hodnot na 256 možností. Pro takový počet
je možné vytvořit databázi signatur, které bezpečně identifikují zašifrované tělo.
Další metody popisují algoritmy používané při generování polymorfního kódu.
6.2 Substituce
Tato metoda je základním kamenem polymorfního kódu a v podstatě vyjadřuje, o čem
polymorfní kód je. Motem této metody je udělat stejnou věc jinak. Teoreticky, s použitím
nekonečně velké databáze, by tato metoda obsáhla celý polymorfismus. V praxi se tato
metoda maximalně používá na bloky kódu velké pouze několik instrukcí. Jedna nebo více
instrukcí může být nahrazana jinou instrukcí nebo blokem instrukcí, které jsou séman-
ticky ekvivalentní původímu kódu. Na architektuře x86 je někdy možné zachovat instrukci






Obrázek 6.3: Instrukce MOV 2krát jinak
Tato možnost změny opcode ztrácí na účinnosti, pokud antivirus zkoumá její disassem-
blovaný tvar. Pokud jde o binární podobu, je stále účinná. Větší význam má substituce
bloků a instrukcí. Ta dává na výběr více možností, z toho plyne větší složitost.
V tabulce 6.4 je příklad, jak do registru EAX dostat konstantu 4krát jinak. První

















Obrázek 6.4: Ekvivalent instrukce MOV EAX, IMM32 4krát jinak
nejdříve vynuluje a poté se k němu přičte konstanta. Nulování je provedeno instrukcí XOR.
Ve třetím případě se číslo rozdělí na dvě tak, že každé 4 bity se střídavě rozdělí do dvou
čísel, které se instrukcí OR zase spojí. V posledním, čtvrtém případě, se hodnota uloží
na zásobník a ze zásobníku vloží do registru. Na příkladu je i vidět, jaký je mezi nimi rozdíl
v binární podobě. Třetí případ dokonce nemá uloženou konstantu ve strojovém kódu. Tato
metoda je jednoduchá a účinná. Její efektivitu určuje databáze, kterou disponuje. Vhodně
zvolená množina operací je pro tuto metodu klíčová.
6.3 Permutace
Narozdíl od předcházející metody, tato metoda negeneruje žádný kód. Výsledkem permutace
je změna pořadí bloků kódu. Tyto bloky musejí být vybrány tak, aby změna jejich pořadí
nijak neovlivnila původní chování. Tato metoda je dokonce tak silná, že může nahradit
šifrování těla. Uspěšné použití takové síly vyžaduje nadměrné úsilí a v malware je její
výskyt, v takové podobě, výjimečný.
Definice od Eugena Kasperskeho: “Hlavní kód viru je podroben změnám. Je rozdělen
do bloků, které jsou umístěny v náhodném pořadí během infekce. Navzdory tomu je virus
nadále schopný činnosti. Takové viry mohou být nezašifrované.” [15]
Uvažujme 3 operace A, B a C, které jsou mezi sebou nezávislé. Pokud jsou tyto operace
zapsané za sebou, jedna po druhé, je možné vytvořit 6 unikátních posloupností: ABC, ACB,
BAC, BCA, CAB, CBA. Musí být splněna podmínka, že tyto 3 operace nejsou mezi sebou
závislé.
A B C
Obrázek 6.5: Nezávislé provedení 3 bloků.
Tato metoda se často používá při vytváření dešifrovací rutiny. Ta většinou provádí




Metoda známá jako vkládání smetí [1] (v orig. “garbage”) se provádí vložením takového
kódu, který nemá vliv na výpočet nebo běh programu. Typická a jediná instrukce splňu-
jící předcházející popis je instrukce NOP. Podobný efekt mohou mít aritmetické a logické
operace, jako jsou přičtení nuly nebo konjunkce číslem 1. U nich je ale nutné dát si po-
zor, aby se nevyskytly před instrukcí pracující s příznaky procesoru. Pro dosažení stejného
efektu u dalších instrukcí je potřeba vliv instrukce invertovat, například dvojitá negace.









Obrázek 6.6: Jednoduché smetí.
Na první pohled neškodný způsob “dělání ničeho” je při správném použití silnou obra-
nou proti automatické analýze malware, jak je popsáno v kapitole 7. Mnohem významějším
účinkem této a následující metody 6.5 už není změna binární reprezentace, ale skrytí sémen-
tického významu malware, neboli zatěmňování. Standradně se zatěmňování týká zdrojového
kódu a jedná se o programátorskou zábavu, kde cílem je udělat funkční a naprosto nečitelný
zdrojový kód. Pro polymorfní kód je tato úloha odlišná v tom, že se netýká zdrojového, ale
strojového kódu, který neobsahuje žádné direktivy, komentáře nebo abstraktní konstrukce.
V polymorfním kódu se zatemňování provádí vložením falešného kódu do skutečného tak,













Obrázek 6.7: Zatemňovací smetí.
Příklad 6.7 demonstruje malou funkci, která vůbec nic nevypočítá a vždy vrací číslo
-1. Narozdíl od obyčejného smetí, které skutečný kód pouze prokládá, zatemňovací smetí
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manipuluje s daty, které jsou součástí skutečného kódu. Tím vznikají další datové cesty,
které je těžké sledovat.
6.5 Větvení
Rozdělování toku běhu programu [7] je další způsob, jak ztížit automatickou analýzu ma-
lware. Falešné podmíněné skoky, nesprávné volání subrutin a skoky přes hodnoty registru,
mohou znemožnit statickou analýzu. Antivirus takto bude složitě sledovat správnou stopu
strojového kódu, která se provede při spuštění. Na proti tomu emulátorům to moc velké
potíže nezpůsobuje. Jiný způsob využití této metody je k vytvoření dojmu jiného algoritmu.
Emulátory totiž sledují paměťové oblasti, které se spouští a jejich přístupy do paměti. A
pokud ihned po zapečetí emulace naleznou oblast, která se hodněkrát opakuje a přistupuje
sekvenčně do paměti, jde s největší pravděpodobností o dešifrovací rutinu.
A B C
CA A BB C
C A ABBC
Obrázek 6.8: Příklad větvení.
Dobrým příkladem, který využívá větvení, je popsán v článku [6]. Autor popisuje kon-
strukci této metody pro použití v dešifrovací rutině tak, že při každé iteraci se provede
náhodná část kódu s náhodným přístupem do paměti v rámci dešifrované oblasti. Takto
vytvořená rutina nevykazuje žádné typické vlastnosti pro dešifrovací rutinu.
Narozdíl od metody permutace, která rozhodne v jakém pořadí se bloky vždy provedou,
větvení umožňuje rozhodování za běhu. Taková rutina rapidně snižuje podezření, že se jedná




Aby se antivirový software vypořádal s novou hrozbou, musel být rozšířen o nové způsoby
analýzy a detekce malware. V této kapitole si rozebereme metody použité k analýze a dete-
kování polymorfního kódu. Počet a složitost některých metod potrvzuje, že polymorfismus
je složitým problémem a není vždy jednoduché ho detekovat.
7.1 Behavioralní kontrola
Jedno z prvních řešení antivirových produktů pro polymorfní viry byla behaviorální kontrola
[5]. Sledováním chování běžicích programů se antivirus snažil identifikovat viry podle vzoru
chování definované pro viry. Takovému chování například odpovídalo otevírání spustitelných
souborů v režimu zápisu nebo zápis do vyhrazených oblastí disku. V počátcích ,vývoje
se tato kontrola prováděla, až když byl program spuštěn. To znamená, že k detekci došlo







virusI/O open R+ *.EXE
I/O open R+ *.EXE
Obrázek 7.1: Behaviorální kontrola.
Problém se vyskytne, pokud počítač infikoval virus, který běží na pozadí a vtichosti
manipuluje systémem tak, že zabrání antiviru odchytávat akce prováděné aplikacemi, viz
obrázek 7.1. V takovém případě antivirus musí nalézt jiné řešení, jak kontrolovat činnost
aplikací. Další nevýhodou tohoto řešení je, že na počítači mohou být stovky polymorfních
virů, které zůstanou nedetekované, dokud se nespustí. Tato metoda se ideálnímu řešení de-
tekce moc neblíží, ale přesto se dále používá jako záložní řešení, když jiné metody selžou.
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Lepší uplatnění nalezla v emulátorech, kde se tato metoda provádí v kontrolovaném pro-
středí, viz podkapitola 7.7.
7.2 Kontrola integrity
Další řešení, které se mělo vypořídat s polymorfními viry, je kontrola integrity [3]. Antivirus
si vytvoří databázi souborů, do které si uloží seznam všech souborů na počítači, ve které
si mimo jiné uloži informaci, která nějakým způsobem popisuje binární vzhled každého
souboru. Tento popis se může skládat ze základních informací o souboru, jako je jeho
velikost, časové razítko a kontrolní součet CRC. Antivirus pak pokaždé, když se má spustit
nějaký program, vyhledá program v databázi a zkontroluje jeho integritu. Pokud nesouhlasí
s popisem v databázi, antivirus upozorní uživatele.
Další vlastnost této metody musí být, že pokud zjistí změnu v souboru, soubor se nesmí
spustit, dokud k tomu nedá uživatel svolení. Nevýhodou je, že ani antivirus, ani uživatel
neví, jestli je změna souboru způsobena činností viru nebo jiného neškodného programu.
Další problém se vykytne, pokud si antivirus udělal záznam o souboru, který již byl infiko-
ván. To znamená, že tato metoda je schopna nalézt pouze nově infikované soubory. Tomuto
principu kontroly při spuštění se říká “On Accesss”. Dnes se tato metoda používá s jistými
obměnami.
7.3 Signatury
Detekce pomocí samotných signatur je proti polymorfnímu kódu bezmocná. Nicméně je stále
účinná, pokud je antivirus schopný provést kontrolu v době, kdy je virus dešifrovaný v pa-
měti a ještě lépe, nebylo spuštěné jeho tělo. Aby takového stavu antivirus dosáhl, použije
některé, nebo kombinaci některých metod, které jsou uvedené níže. Nevýhodou polymorf-
ního kódu je, že po dešifrování je vždy stejný. Tento kaz na jeho designu kompenzuje výhoda,
že jeho dešifrovací rutina může být enormně složitá.
7.4 Spektrální analýza
Každý automaticky generovaný kód je vyznačován jistými rysy, které jsou mu vlastní a podle
kterých lze určit, jaký je jeho původ. Jedna z možností, jak tuto úloju řešit, je hledat ve
spektru instrukcí strojového kódu instrukce, které se nevyskytují v běžných programech.
Takové jsou instrukce, které nejsou generovány běžnými kompilátory nebo jsou nedokumen-
tované výrobcem procesoru.
Spektrální analýza [3] vytváří spektrum z různých částí souboru. Spektrum může být
z jednotlivývh bytů nebo z instrukcí a každé má jiné vlastnosti. Výsledkem je počet stejných
instrukcí nebo bytů a na tento počet se vytvoří signatura. Dejme tomu, že dešifrovací
algoritmus se vždy vytváří ze stejného počtu instrukcí ze stejné množiny instrukcí, ale
v jiném pořadí. Spektrum takové rutiny bude vždy stejné.
Bytové spektrum se dá například použit k detekci šifrovaných dat. Data, která jsou
šifrovaná konstantním klíčem velkým jeden byte, budou mít také pokaždé stejné spektrum.
Tato metoda se lépe aplikuje na jednoduché polymorfní enginy [13].
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7.5 Normalizace
Normalizace kódu je proces, přeměňující kousky kódu do souboru pravidel, které jsou lépe
utvořené pro metodu porovnání [1].
Většina transformací prováděna polymorfním enginem slouží k maskování přítomnosti
malware. Tyto transformace mají tu vlastnost, že výsledná velikost kódu, vytvořená poly-
morfním enginem, je větší nebo rovna optimalizovanému kódu, mající stejný algoritmický
význam. Jinak řečeno, různé části vygenerovaného kódu mohou být uvažovány jako neop-
timalizivané verze originálního algoritmu, které obsahují zbytečné výpočty, viz podkapitola
6.4. Přítomnost takového kódu slouží k znemožnění identifikace antivirem. Normalizace po-
lymorfního kódu [16] má za účel odstranit zbytečné instrukce vytvořené během generování
a optimalizační techniky mohou být použity k odstranění takového smetí.
Opakovaná aplikace optimalizačních algoritmů na zdrojový kód z obrázku 6.7 může
vypadat následovně.
    xor eax, eax
    mov ecx, eax
repeat:
    not eax
    add eax, 1
    xchg eax, ecx
    loop repeat
    not eax
    ret
    mov eax, 0
    mov ecx, 0
repeat:
    not eax
    add eax, 1
    xchg eax, ecx
    loop repeat
    not eax
    ret
    mov eax, 0
    mov ecx, 0
repeat:
    
    mov eax, 0
    mov ecx, 0
    loop repeat
    not eax
    ret
    mov eax, -1
    ret
Obrázek 7.2: Postupná optimalizace.
V prvním kroku se zjistí známé hodnoty, které budou stejné při každém spuštění kódu
a aplikují se všude, kde jsou použity, smyčka se zatím vynechá. Nyní vstoupíme do smyčky.
Aplikujeme známé hodnoty, takto se vyruší první 2 instrukce ve smyčce. Třetí instrukce
XCHG se převede na dvě instrukce MOV s hodnotami, které jsme získali postupnou analý-
zou instrukcí. V posledním kroku se zruší smyčka, protože registr ECX bude vždy 0. Aplikací
aktuální hodnoty registru EAX na instrukci NOT získame jediné možné východisko této
funkce.
7.6 Automaty
Metody, které se používají při tvorbě polymorfního kódu popsané v kapitole 6, lze zapsat
jako gramatiku formálního jazyka, kde množina terminálů jsou instrukce použíté v poly-
morfním enginu a množina neterminálů a pravidel je odvozena z pravidel, podle kterých
polymorfní engine pracuje. K takovému jazyku lze sestavit automat rozhodující, zda nějaký
řetězec do tohoto jazyka patří nebo ne [14]. Podle Chomského klasifikace gramatik, složi-
tost pravidel určuje o jaký typ gramatiky se jedná a jaký typ automatu je potřeba zvolit
k přijimání řetězců tohoto jazyka. Většina polymorfních enginů se pohybuje v regulérních
gramatikách podle Chomského klasifikace. Tudíž k jejich detekci postačí konečný automat.
Některé pokročilejší enginy se dostali až do bezkontextových gramatik a vyžadují zásobní-
kové automaty.
Tento způsob detekce polymorfních enginů má přehled o každé instrukci, tudíž se vy-
značuje nejvyšší přesností detekce a je možné přímo specifikovat, o který polymorfní en-
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gine se jedná. Přesnost této metody vylučuje možnost detekece pozměněných polymorfních
enginů, to znamená, že každá nová verze jednoho enginu musí být přezkoumána a nová
pravidla přídána do stávajícího automatu. Pokud jsou změny příliš velké, vyžaduje vytvořit
nový automat.
7.7 Emulace
Emulátor je program simulující prostředí a chování procesoru, posléze operačního systému
tak, aby kód vykonávaný v tomto prostředí měl stejné prostředky jako na skutečném počí-
tači a jeho vykonávání mělo stejný průběh. Emulátor [3] ve svém prostředí všechny akce,
jako jsou zápis na disk, změnu práv procesu nebo změnu registrů, může simulovat bez trva-
lých následků. Takto je možné vykonat kód malware bez rizika infekce skutečných souborů
nebo systému.
Emulátor je schopný monitorovat veškerou činnost kódu, který emuluje a lze na něj bez-
pečně uplatnit behaviorální kontrolu, viz podkapitola 7.1, nebo detekci pomocí signatur.
Behaviorální kontrola se provádí po celou dobu emulace, detekce pomocí signatur se pro-
vádí ve vyhrazený moment, když je tělo malware dešifrované. Problém emulátoru je, že čím
věrohodnější emulace je, tím je náročnější na výpočet. Chybou některých emulátorů je je-
jich nepřesnost, některé malware tuto chybu dokáží detekovat a ukončit svoji funkčnost.
Antivirus takový malware nedokáže zpracovat a identifikovat.
Může nastat situace, kdy emulátor nesplňuje nějakou z podmínek které malware vyža-
duje pro svoje spuštění, emulátor tuto situaci může teoreticky řešit tak, že projde každou
větev strojového kódu, bezohledu na to, jak se podmínka vykonala. Prakticky se situace
musí řešit šetrňěji, protože složitost emulace takto roste exponenciálně s každou větví. Emu-
lace neřeší problém, když je doba dešifrování malware přiliš dlouhá. Taková situace nastává,
když polymorfní engine nezná klíč potřebný k dešifrování a použivá zdlouhavé algoritmy k
jeho nalezení.
7.8 Neuronové sítě
S neuronovými sítěmi byly v oblasti antivirových systému prováděny některé pokusy, ale
v praxi zatím nemají pevnou pozici. V roce 1996 v laboratoři IBM vyvinuli neuronovou síť k
detekci virů zapisujících do vyhrazené oblasti disku [12]. Úspěšnost detekce byla 80%, z toho
bylo 1% chybně označené za infikované. Narozdíl od doposud známých metod detekce, tento
počin z IBM dokázal detekovat 75% nových virů, které vznikly až po vytvoření neuronové
sítě. V odborných článcích se vyskytly i jiné pokusy s neuronovými sítěmi zaměřenými




V této a následující kapitole aplikujeme nabytých poznatků o polymorfním kódu. Provedeme
analýzu programu a navrhneme způsob detekce.
Virus 1260 byl napsán Markem Washburnem v roce 1990 a jedná se o jeden z prvních
polymorfních virů. Infikuje COM soubory a tím, že se k nim připojí, zvětší jejich velikost
o 1260 bytů. COM jsou spustitelné soubory používané v operačním systému DOS. Sou-
bor neobsahuje žádné hlavičky nebo struktury jako PE soubor, obsahuje pouze strojový
kód, který se načte do paměti na offset 100h a provádí se v 16 bitovém režimu procesoru.
Konkrétně si rozebereme instanci, která je přiložena na CD k této práci.
Protože nemáme žádné další informace o viru a hlavně o jeho polymorfnín enginu,
musíme ho ručně dešifrovat.
8.1 Rozbor souboru 1260.com
První instrukce v souboru je instrukce skoku, která přeskočí oblast, kde leží původní stro-
jový kód, který byl infikován. Za touto oblastí na offsetu 120h se nachází začátek dešifrovací
rutiny začínající instrukcí NOP.
seg000:0100 jmp loc_10120
seg000:0100 ; -------------------------------------------------------------
seg000:0103 db 6Eh, 66h, 65h, 63h, 74h, 65h, 64h, 20h, 50h, 72h, 6Fh
seg000:0103 db 67h, 72h, 61h, 6Dh, 2Eh, 20h, 0Dh, 0Ah, 24h, 0BAh, 2
seg000:0103 db 1, 0B4h, 9, 0CDh, 21h, 0CDh, 20h
seg000:0120 ; -------------------------------------------------------------
seg000:0120
seg000:0120 loc_10120: ; CODE XREF: seg000:start j
seg000:0120 nop
seg000:0121 mov ax, 8689h
seg000:0124 dec bx
seg000:0125 mov cx, 4FDh
seg000:0128 cld
seg000:0129 inc si
seg000:012A mov di, 147h
Obrázek 8.1: Začátek viru 1260.
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Jedná se o inicializační část dešifrovací rutiny. Do registru AX a CX se vloží dešifrovací
klíče, do registru DI offset na první byte zašifrovaného těla viru. CX registr zde plní funkci
i počítadla, určující velikost paměti, která se má dešifrovat. Význam operací s registry BX
a SI v tento moment analýzy není jasný.
Za inicializačním blokem na offsetu 12Dh se nachází dešifrovací rutina začínající opět
instrukcí NOP a končící instrukcí LOOP.
seg000:012D loc_1012D: ; CODE XREF: seg000:013D j
seg000:012D nop
seg000:012E sub bx, dx
seg000:0130 xor [di], cx
seg000:0132 xor dx, cx
seg000:0134 sub bx, ax







Obrázek 8.2: Dešifrovací rutina viru 1260.
Všimněme si jediných dvou instrukcí zasahující do paměti, XOR [DI], AX a XOR [DI],
CX. Prohlédnutím celého bloku zjistíme, že registry BX a SI jsou pro dešifrovací rutinu
irelevantní. Můžeme je tedy považovat za smětí a vyloučit je z kódu. Vyčištěná dešifrovací










Obrázek 8.3: Optimalizovaná dešifrovací rutina viru 1260.
8.2 Dešifrování
Registr DI určující aktualní pozici v paměti se posunuje o jeden byte, kdežto dešifrovací
výpočet se v každém kroku provádí na dva byte najednou. To znamená, že první byte je XO-
Rován 2krát, ostatní byty 4krát. Udaná velikost paměti v registru CX, která se má dešif-
rovat, je větší, než je velikost oblasti načtená ze souboru. S touto znalostí jsme schopni
dešifrovat celý virus a podívat se na jeho polymorfní engine. Na CD je program un1260,
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který provádí algorimutus dešifrovací rutiny, který jsme si právě prošli. Jako parametry
bere hodnoty klíčů a pozici šifrovaných dat v souboru.
$ ./un1260 0x147 0x8689 0x4FD < 1260.com > 1260.dec.com
Tento příkaz dešifruje virus a uloží ho do souboru 1260.dec.com. Argumenty pro dešifro-
vání jsou pozice šifrované oblasti v souboru a oba klíče použité k dešifrování. Tyto hodnoty
jsme získaly z analýzy souboru 1260.com. Nyní se můžeme podívat do dešifrovaného viru
a zjistit, jak generuje polymorfní rutinu.
8.3 Rozbor souboru 1260.dec.com
Polymorfní engine je v kódu schován. V příloze je vyextrahována část z polymorního enginu
zásadní pro pochopení, jak engine kód generuje.
Všechny instrukce, které se generují, jsou rozděleny do skupin po osmi prvcích. Subrutina
geninst náhodně vybere jednu instrukci ze skupiny a zapíše ji. Subrutina genblok zajišťuje,
aby všechny vyžadované instrukce (ve výpisu zvýrazněny hvězdičkou) z každé skupiny byly
vygenerovány. Instrukce označené hvězdičkou jsou jádrem dešifrovací rutiny, ostatní in-
strukce ve skupině fungují jako smetí. Bloky instrukcí se mezi sebou nemíchají a instrukce
se v rámci jednoho bloku nepakují.
8.4 Detekce
Detekce tohoto polymorfního enginu je v celku jednoduchá, díky nízkému počtu instrukcí
a pevnému rozložení bloků, ze kteých se skládá. Jako detekční algoritmus postačí konečný
automat.
Vstupní data pro tento automat budou jednotlivé instrukce. Použijeme zde i základní
stupeň normalizace, kde všechny instrukce, které fungují jako smetí, zastoupíme jednotným
symbolem. Konkrétně instrukcí NOP. Už touto malou úpravou jsme eliminovali veškerý
zbytečný kód. Nyní stačí zajistit v automatu kombinace instrukcí v inicializačním a dešif-




Nyní se podíváme na polymorfní engine, dobře známý mezi autory malware. Stejně jako
u přechozího vzorku provedeme analýzu polymorfního enginu a navrhneme způsob detekce.
BPE32 je zkratka pro Benny’s Polymorphic Engine for Win32, jehož autorem je Marek
”Benny”Střihavka. Zdrojový kód tohoto enginu je veřejný a byl publikován v roce 2000
v elektronickém občasníku skupiny 29A zabívající se počítačovými viry. Používá všechny
metody popsané v kapitole 6.
9.1 Základní informace
Když už máme k dispozici zdrojový kód, byla by škoda si ho neprojít. Nejprve se podíváme,
co o svém enginu napsal sám autor. Vytvoření algoritmu na detekci toho enginu bude o něco
snažší, protože víme co od enginu čekat. Po stručném úvodu se nachází seznam vlastností
enginu, kterými autor charakterizuje svoje dílo. Popis je přěložený do češtiny.
Tento polymorfní engine je schopen:
-----------------------------
1) Vytvořit obsluhu pro zpracování výjimek (SEH handler),
způsobit výjimku a zbavit se některých debuggerů a emulátorů.
2) Náhodně měnit registry v instrukcích.
3) Generovat různé instrukce, které vykonávají stejnou operaci.
4) Prohazovat mezi sebou bloky instrukcí.
5) Vytvořit volání prázdných rutin.
6) Generovat smetí do skutečného kódu,
včetně nedokumentované instrukce SALC.
Obrázek 9.1: Seznam vlastností polymorfního enginu BPE32.
Jak si tyto informace vyložit.
1) SEH handler je obslužná rutina, která zpracovává výjimky. Výjimka je událost, která
naruší běh programu. Taková událost může být například dělení nulou nebo přístup do ne-
přístupné oblasti paměti. Na stejném principu funguje struktura try, catch v jazyce C++
nebo Java. Jak je v popisu uvedeno, tato funkce slouží k zneškodnění debuggerů a antivi-
rových emulátorů. Jak přesně to funguje si řekneme v podkapitole 9.2.
2) Nahrazení instrukce za stejnou instrukci, která odkazuje jiný registr. V podstatě
se jedná o metodu substituce. V tomto případě substituci s pamětí. Při prvním výběru
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registru se registr zapamatuje a dosadí se do následujících instrukcí, které mají zpracovávat
hodnotu v tomto registru uloženou. Abstraktně může být takový registr označen jiným
symbolem, který se globálně nahradí konkrétním registrem.
3) Substituce operací alternativními bloky. Stejně jak bylo popsáno v podkapitole 6.2.
4) Permutace bloků instrukcí.
5) Vytváření falešných subrutin. Subrutiny nezpůsobují větvění, ale i tak je jejich výskyt
nepříjemný.
6) Nedokumentovaná nebo nestandardní instrukce je znamením, že kód není obyčejným
programem.
Dalši je seznam speciálních vlastností enginu.
Speciální vlastnosti:
------------------
1) Pro získání náhodného čísla se používá Pentium instrukce RDTSC.
2) Dešifrovací rutina má proměnlivou velikost.
3) Šifrují se celá dvouslova.
4) Kód je optimalizivaný a je veliký ‘‘pouze’’ 1498 bytů.
Obrázek 9.2: Seznam specielních vlastností enginu BPE32.
Tyto informace jsou duležité pro práci s polymorfním enginem, ale neříkají nám nic
o výstupních datech. Instrukce RDTSC se nevyskytuje v dešifrovací rutině, používá se při
generování. Nemůžeme ji proto použít jako vodítko při detekci.
Další je popis výstupu enginu. Jak jsou data a kód uspořádána. Na obrázku 9.3 vidíme,
že dešifrovací rutina je na konci výstupu a před ní je obsluha na zpracování výjimky.
1. skok na SEH
začátek kódu zašifrované tělo dešifrovací
rutina
3. skok na dešifrované tělo
SEH
2. zpracování
    vyjímky
Obrázek 9.3: Struktura výstupu BPE32 enginu.
Překlad dalších popisů je zde zbytečný. Vysvětlíme si je přímo.
Popis generovaných instrukcí fungujících jako smetí. Jsou generovány jedno, dvou, tří
a pěti bytové instrukce, které vždy budou pracovat pouze s EAX registrem. Ten je vyhrazený
speciálně pro tyto instrukce. Dále je zmíněná možnost generování volání prázdných subrutin
a podmíněných skoků. Na tyto instrukce se musí vyhradit specielní zacházení podle pravidel,
kterými jsou generovány.
Popis rozhraní pro práci s enginem. Vstupem pro BPE32 je ukazatel na data, která
se mají ukrýt, velikost vstupních dat a ukauzatel do paměti, kde se uloží výstup. Kon-
krétně jsou to registry ESI, ECX a EDI. V popisu je zmíněn i registr EBP, do kterého
se má uložit adresa enginu, dokud ale engine nebudeme v paměti přemisťovat, je tento
argument nepodstatný.
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Zde popis končí a začíná samotný kód v assembleru. Kód si můžeme teď letmo projít,
ale jeho části budou vysvětlené během rozboru výstupu enginu.
9.2 Zpracování výjimky
SEH je zkratka pro “Structured Exception Handling” (strukturované odchytávání výjimek)
[9]. Již z názvu víme, že tento engine je určený pro 32 bitový operační systém Windows. Tato
manipulace s výjimkami je ten důvod, proč tomu tak je. Zpracování výjimky je proces zá-
vislý na operačním systému. Tudíž emulátor, který neumí simulovat jeho vlastnosti pořádně,
nedokáže správně vykonat kód, který těchto vlastností využívá, což povede na chyby během
emulace. Totéž platí pro debuggery.
SEH obsluha:
-------------
1. start: call end_seh_fn
2. mov esp, [esp+8]
3. jmp seh_rs
4. end_seh_fn: sub edx, edx
5. push dword ptr fs:[edx]
6. mov fs:[edx], esp
7. inc byte ptr [edx]
8. jmp start
9. seh_rs: xor edi, edi
10. pop dword ptr fs:[edi]
11. pop edi
Obrázek 9.4: Příklad obslužné rutiny zpracování výjimek z enginu BPE32.
Zpracování výjimek pod operačním systémem Windows je rozsáhlé téma a není zde
důležité ho do detailu pochopit. Co nás zajímá, a co nám postačí, je chování tohoto kódu
a jak ho bude disassembler procházet. První instrukce CALL na návěstí start uloží na zá-
sobník adresu následující instrukce a provede skok na návěstí end seh fn, viz obrázek 9.4.
Adresa na zásobníku je součást struktury, která se použivá při práci s výjimkami. Tato
adresa označuje místo v programu, kam bude přeneseno vykonávání programu po prove-
dení výjimky. Na obrázku je toto řádek č. 2. Další instrukce, co nás zajímá, je instrukce,
která vyvolá výjimku, v tomto případě je to instrukce na řádku č. 7. Tato instrukce vyvolá
výjimku, protože přistupje do paměti na adresu 0x00000000. Nejprve si výjimku odchytí
operační systém, ten si přečte strukturu na zásobníku a přesune vykonávání na již zmíněnou
adresu. Zbytek instrukcí uklidí zásobník a vrátí zpracování výjimek do původního stavu.
Prozkoumejme, co by se stalo, kdyby se výjimka správně nezpracovala operačním sys-
témem. Taková situace se může stát v emulátoru i v debuggeru. Vykonávání programu by
pokračovalo, jako by se nic nestalo, to znamená, že na zásobníku je adresa, která za správ-
ného vykonání má být odstraněna. Vykonávání se přesunulo na následující instrukci JMP,
která vrátí program na začátek bloku. Takto zacyklený program za nějakou dobu zahltí
celý zásobník a program skončí chybou.
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9.3 Generování vzorků
Abychom mohli tímto enginem vygenerovat nějaký polymorfní kód, je zapotřebí engine za-
pouzdřit a zkompilovat. Engine je napsán jako funkce a tak ho budeme i používat, zapouz-
dříme ho do DLL, ze kterého ho budou další programy volat. Zdrojový kód je v assembleru
pro kompilátor TASM od firmy Borland. Nyní musíme zdrojový kód upravit, abychom z něj
mohli dostat DLL soubor. Změny jsou pouze kosmetické, nebudeme se zde jimy zabývat.
Upravený soubor je přiložen na CD. Kompilace je popsána v příloze.
Nyní si nachystáme vstupní data, která poslouží k testování enginu, ty jsou uložená
opět na CD. Soubor “payload.bin”, který slouží jako testovací data, je rozdělen na 4 části.
První část je obyčejný spustitelný kód, který zobrazí dialog s textem “shellcode msg”, druhá
část je blok náhodně vygenerovaných dat, třetí část je blok s konstantními daty a poslední,




















Obrázek 9.5: Zdrojový kód testovacího souboru payload.bin.
Druhá a třetí část v souboru payload.bin slouží k odhalení slabin šifrovacího algoritmu.
Na CD je přiložen nástroj “brooder.exe”, který spouští soubory obsahující pouze strojový
kód, tímto nástrojem můžeme soubor otestovat.
C:\> brooder.exe payload.bin
Nyní potřebujeme program, který DLL soubor s BPE32 enginem načtě, dodá mu po-
třebné hodnoty a spustí. Program je na CD a jmenuje se“bpe32.exe”.
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C:\> bpe32.exe payload.bin 50
Tento příkaz vygeneruje 50 vzorků polymorfního kódu ukrývající soubor payload.bin
zašifrovaný polymorfním enginem BPE32. U těchto souborů provedeme analýzu stejně jako
u viru 1260 a v následujících dvou kapitolách si řekneme o některých důležitých rysech.
Tyto soubory dále použijeme k otestování detekčního algoritmu.
9.3.1 Smetí, větvení
Smetí je generováno rutinou označenou ve zdrojovém kódu “rjunk”. Ta funguje na stej-
ném principu jako polymorfní engine viru 1260. Rutina má k dispozici instrukce rozdělené
do bloků podle jejich velikosi ve strojovém kódu. Rutina náhodně vybere blok a z něj ná-
hodně vybere instrukci. K dispozici je navíc specíální možnost vytvoření subrutiny. V těle
této subrutiny jsou náhodné instrukce smetí.
nop rol eax, imm8 mov eax, imm32 call nullsub
dec eax shl eax, imm8 add eax, imm32 jmp next
salc ror eax, imm8 adc eax, imm32 nullsub:
inc eax shr eax, imm8 sub eax, imm32 <smetí>
clc rcl eax, imm8 sbb eax, imm32 return
cwde sar eax, imm8 or eax, imm32 next:
stc rcr eax, imm8 xor eax, imm32
cld and eax, imm32
jc imm32 test eax, imm32
jnc imm32 cmp eax, imm32
Obrázek 9.6: Množina instrukcí generovaná subrutinou rjunk.
Jak již bylo uvedeno výše, instrukce smetí pracují pouze s registrem EAX. To znamená,
že instrukce v polymorfním kódu, které nějakým způsobem mají vliv na dešifrování, nepra-
cují s registrem EAX. To poslouží jako identifikační vodítko při eliminaci těchto instrukcí.
Naneštěstí rutina “rjunk” generuje i instrukce, které nepracují s registry a nejsou unikátní
pro tuto rutinu. Konkrétně instrukce CALL v polymorfním kódu rozděluje bloky a stává
se důležitým orientačním bodem.
Rutina navíc generuje dvojici instrukcí, která ve skutečnosti nedělá nic. Jedná se o in-
strukci nastavení příznaku a instrukci podmíněného skoku. Kombinace těchto instrukcí
je zvolena tak, aby se skok nikdy neprovedl. Toto byl jediný náznak větvení v enginu.
9.3.2 Substituce, permutace
V poslední části polymorfního kódu se generuje dešifrovací rutina. Ta se skládá z několika
částí, jejichž pořadí se mění. Stejně jako u polymorfního enginu viru 1260 jedná se o nezávislé
aritmetické operace. To je jediná permutace vyskytující se v enginu.
Substitucí je v enginu mnohem více a využívá se jí i uvniťř permutačních bloků. Sub-
stituce jsou prováděny podle významu, zdali jde o datový přesun nebo nulování registru.
V rámci operace je stejně jako u smetí náhodně vybrán element z množiny zastupujících
operací. Příkladem může být přesun hodnoty do registru.
Další schopností enginu je jeho schopnost měnit registry. To znamená, že může vyge-

















Obrázek 9.7: Ekvivalent instrukce MOV REG, IMM32 4krát jinak.
s jinými registry. V jednom kódu bude dešifrovací klíč uložen v registru EBX a v druhém
kódu to bude registr EDX. Této schopnosti engine dosahuje tak, že při generování dešif-
rovací rutiny náhodně zvolí jaký registr se má na co použít, vyjímaje registru EAX, ten
je vyhrazen pro isntrukce smetí. Rutina generující smetí nevybírá z již hotových instrukcí,
ale ze vzorů, ze kterých po doplnění registru udělá potřebnou instrukci. Podle použití in-
strukce přiřadí příslušný registr.
9.4 Detekce
Máme již kompletní informace o enginu a můžeme rozhodnout, jak jej budeme detekovat.
Opět nejefektivnější a nejpřesnější metoda bude pomocí automatu. Engine používá pouze
pravidla regulární gramatiky, proto postačí konečný automat. Bohužel možností, kterých
je engine schopný vyprodukovat, a stavů, které by musel automat obsahovat, je mnoho.
Proto použijeme metodu normalizace. Tou odstraníme značnou část smetí a problém s mě-
nícími se registry. Způsob, jak tohoto efektu normalizace docílit, je převodem všech in-
strukcí známých jako smetí na jednu instrukci NOP a ostatní instrukce převést na šablonu
instrukce. Z toho vyplývá, nebudeme uvažovat konkrétní registry nebo hodnoty, se kterými
instrukce pracují. Daň za toto řešení bude mírně snížená přesnost detekce. Míra ztráty
přesnosti je zanedbatelná a v tomto případě je nahraditelná spektrální analýzou. Nicméně
není potřeba. Ve skutečnosti se stane to, že se zvětší množina, kterou automat přijímá.
Pravděpodobnost, že by do této množiny spadal jiný kód než polymorfní kód vytvořený
BPE32 enginem nebo jeho odvozeninou, je malá.
9.5 Implementace
Konečný automat je spolu s normalizátorem naprogramován ve skriptovacím jazyce Perl.
Script dále využívá externího disassembleru z knihovny libdisasm. Tímto nástrojem si script
nechá disassemblovat zkoumaný soubor. Program disassembleru musel být upraven tak,
aby vytvořil posloupnost instrukcí, která se co nejvíce podobá posloupnosti, která by se pro-
vedla za běhu. Disassembler zvládá zpracování SEH obslužné rutiny s jedním redundant-
ním opakováním. Toto jedno opakování muselo být vzato v potaz při konstrukci konečného
automatu, protože data na vstupní pásce automatu nebudou přesně odpovídat korektní
posloupnosti provádění.
Script si při svém spuštění vytvoří překladovou tabulku, která je použita v procesu
normalizace. Tabulka obsahuje seznam instrukcí pouze vlastní, pro polymorfní kód vy-
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generovaný BPE32 enginem. Tyto instrukce jsou seřazené podle priority, která je určena
překladovým pravidlem. Čím přesnější je překladové pravidlo, tím má vyšší prioritu. Nejvy-
šší prioritu mají instrukce smetí, překladové pravidlo je pro tuto skupinu instrukcí nejvíce
akurátní.
Současne s tabulkou se při spuštění vytvoří konečný automat. Terminály tohoto auto-
matu tvoří výstupní množina normalizačního procesu. Pravidla automatu tvoří redukovaná
množina všech přechodů validních pro polymorfní kód BPE32.
Vstupem programu je binární soubor. Pokud chceme testovat strojový kód, musí být
ze souboru programu vyextrahován. K tomu lze použít unixový nástroj objcopy, který
funguje i na soubory PE.
Binární soubor je nejdříve disassemblován z offsetu 0. Pokud detekce z této pozice selže,
dissasembler začne znovu na offsetu 1. Takto se disassembler posouvá, dokud nenarazí
na konec souboru nebo automat neohlásí, že přijal vstupní data. Pokud se v disassem-
blované posloupnosti objeví instrukce, která neprojde normalizačními pravidly, pokračuje
se v analýze na dalším offsetu. Takto je zaručeno, že se projde celým souborem.
Výsledkem celého detekčního procesu je jedna hodnota. V případě, že se podařilo iden-
tifikovat polymorfní kód BPE32, skript vrátí hodnotu 1. V ostatních případech vrací 0.
9.6 Testování
Jako testovací data pro detekční algoritmus posloužili vzorky vygenerované polymorfním
enginem BPE32 a EXE soubory z operačního systému Windows uložené v adresáři
C:\Windows\System32. Testovací prostředí je operační systém Gentoo Linux s procesorem
Intel(R) Core(TM)2 Duo CPU T8100 @ 2.10GHz a operační pamětí 2GiB.
V testech vyzkoušíme spolehlivost detekce za různých podmínek.
9.6.1 Vzorky BPE32
První test je základní sken vygenerovaných vzorků ze souboru payload.bin. Velikost vzo-
rového souboru je 2218 bytů, celková velikost vygenerovaných souborů je 23MiB. Počet
vygenerovaných vzorků je 10,000.
Test se prováděl 15 minut. Úspěšnost testu je 100%. Všechny soubory byly označeny
jako pozitivní. Ověřili jsme, že detekce má malou šanci na neúspěch, když analyzuje validní
vzorek.
9.6.2 Neznámé soubory
Druhý test je sken systémových aplikací operačního systému Windows. Celková velikost
souborů je 14MiB a jejich počet je 388 kusů. S tímto testem se vyskytl problém. Disa-
semblovaní celého souboru při každém neuspěšném pokusu je v této implementaci časově
velice náročné a tento test nebylo možné provést v plném rozsahu. Abychom dostali alespoň
nejaké výsledky, omezíme počet iterací v rámci jednoho souboru na 100.
Testování trvalo 20 minut a žádný soubor nebyl označen jako polymorfní kód BPE32.
Zde jsme ověřili, že automat neakceptuje soubory, které nedokáže detekovat.
9.6.3 Narušená integrita dat
Třetí test je prováděn na generovaných souborech, které byly úmyslně poškozeny. Jeden
náhodný byte v souboru je přepsán na 0. Jedná se o různé soubory a poškozený byte je
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v každém souboru na jiné pozici. Test simuluje korupci dat. Data byla vygenerována ze
zmenšeného souboru payload.bin, který obsahuje pouze kód pro zobrazení dialogu a řetězec
EICAR. Velikost všech souborů je 116KiB a počet je 400 kusů.
Test trval 14 minut, z toho bylo 296 souborů označeno jako polymorfní kód, zbytek
nebyl detekován. Detekováno bylo tedy 74%. Zde vyvstává otázka, zda-li jde ještě o va-
lidní polymorfní kód. Pokud budeme za validní soubor považovat takový soubor, který jde
úspěšně spustit, detekovaných souborů bude stále více, než souborů které fungují. Velkou
část souboru tvoří zašifrovaná paměť, která se nekotroluje. Pravděpodobnost, že se vadný
byte vyskytne v této oblasti, je větší, než že se vyskytne v dešifrovací rutině. Detekce totiž
funguje na dešifrovací rutinu a ne na data, které ukrývá. Z tohoto testu jsme se dozvěděli,
jaká je flexibilita nebo nepřesnost detekce.
9.6.4 Integrita dat v jednom souboru
Čtvrtý test se provádí na 295 kopií jednoho souboru. Velikost tohoto souboru je 295 bytů.
Provedeme stejnou modifikaci jako v předcházejícím testu. Na každou pozici v souboru
zapíšeme hodnotu 0, ale pokaždé do jiné kopie. Takto dostaneme informaci v kolika pro-
centech jednoho souboru záleží na hodnotě jednoho byte, který změní výsledek analýzy.
Procentuální shoda bude platit pouze pro stejně velké vstupní soubory.
Test trval 9 minut, z toho 187 souborů bylo úspěšně identifikováno. Identifikováno bylo
tedy 63%. Z testu jsme se dozvědeli, že dešifrovací rutina je velice citlivá na změny. Můžeme




V této práci jsme se dozvěděli o problematice polymorfního kódu a metodách, které si
kladou za úkol takový kód potlačit nebo eliminovat. Víme jaké mohou vzniknout závislosti
mezi procesorem, programem a operačním systémem. Máme základní znalosti potřebné k
vytvoření dalších detekčních algoritmů. Práce obsahuje informace o všech metodách které
byly použity v implementaci detekčního algoritmu pro polymorfní engine BPE32.
Na konci práce jsme tento algoritmus podrobili několika testům, které nám dali ně-
kolik důležitých informací. Kromě toho, že algoritmus dokáže správně rozdělit soubory
vygenerované BPE32 enginem od ostatních, jsme zjistili, že algoritmus je mírně nevstřícný
ke vzorkům BPE32 enginu, které byly trošku pozměněné. Přesto, že normalizační rutina
odstraňuje z instrukcí hodnoty a registry, algoritmus je stále striktně řízen posloupností
instrukcí, které automat přijímá na pásce. Časy testů jsou zbytečně vysoké, kvůli způsobu
implementace. Nicméně, úspěšnost detekčního algoritmu je uspokojivá. Implementaci je
možné urychlit použitím jiného disasssembleru.
Tuto práci lze rozšířit o pojednání na problematiku metamorfismu. Jedná se totiž o
flexibilnější a hůře detekovatelnou techniku maskování než je polymorfismus.
32
Literatura
[1] Bruschi, D.; Martignoni, L.; Monga, M.: Code Normalization for Self-Mutating
Malware. IEEE Computer Society, 2007, dOI 10.1109/MSP.2007.31.
[2] Eilam, E.: Reversing: Secrets of Reverse Engineering. Wiley Publishing, Inc., 2005,
iSBN 0-7645-7481-7.
[3] Ludwig, M. A.: The Giant Black Book of Computer Viruses. American Eagle
Publications, Inc., 1995, iSBN 0-929408-10-1.
[4] Marek, R.: Učíme se programovat v jazyce Assembler pro PC. Computer Press, 2003,
iSBN 80-722-6843-0.
[5] Wagener, G.; State, R.; Dulaunoy, A.: Malware behaviour analysis. Springer Paris,
2007, dOI 10.1007/s11416-007-0074-9.
[6] WWW stránky: Advanced polymorphic engine construction.
http://vx.netlux.org/lib/vmd03.html.
[7] WWW stránky: Advanced Polymorphic Techniques.
http://www.waset.org/pwaset/v25/v25-70.pdf.
[8] WWW stránky: Advanced Polymorphism Primer.
http://vx.netlux.org/lib/vda01.html.
[9] WWW stránky: A Crash Course on the Depths of Win32 Structured Exception
Handling. http://www.microsoft.com/msj/0197/Exception/Exception.aspx.
[10] WWW stránky: Intel R© 64 and IA-32 Architectures Software Developer’s Manuals.
http://www.intel.com/products/processor/manuals/.
[11] WWW stránky: Microsoft Portable Executable and Common Object File Format
Specification.
http://www.microsoft.com/whdc/system/platform/firmware/PECOFF.mspx.
[12] WWW stránky: Neural Networks for Computer Virus Recognition.
http://www.research.ibm.com/antivirus/SciPapers/Tesauro/NeuralNets.html.
[13] WWW stránky: Polymorphic Shellcode Engine Using Spectrum Analysis.
http://www.phrack.org/issues.html?issue=61&id=9#article.
[14] WWW stránky: Polymorphism and grammars.
http://vx.netlux.org/lib/vwm00.html.
33
[15] WWW stránky: Polymorphism: Level 6B (Polymorphism: Chaotic Permutations).
http://vx.netlux.org/lib/vch03.html.




1260 - generování dešifrovací rutiny
1 1260 - generující rutina
seg000:044E geninst proc near
seg000:044E call random
seg000:0451 test dx, ax
seg000:0453 jnz short geninst
seg000:0455 or dx, ax
seg000:0457 mov ax, cx
seg000:0459 shl ax, 1
seg000:045B push ax
seg000:045C xlat




seg000:0462 add ax, [pole_instrukci]





seg000:046A genblok proc near
seg000:046A mov dx, 0
seg000:046D dalsi:
seg000:046D call geninst
seg000:0470 mov ax, dx
seg000:0472 and ax, [maska]
seg000:0475 cmp ax, [maska]




2 1260 - pole instrukcí
seg000:04FD pole_instrukci_1
seg000:04FD mov di, 147h ;*
seg000:0500 mov ax, 8689h ;*







seg000:050B xor [di], ax ;*
seg000:050D xor [di], cx ;*
seg000:050F xor dx, cx
seg000:0511 xor bx, cx
seg000:0513 sub bx, ax
seg000:0515 sub bx, cx
seg000:0517 sub bx, dx
seg000:0519 nop
seg000:051A pole_instrukci_3:
seg000:051A inc ax ;*













1. Programy brooder.exe a bpe32.exe se zkompilují příkazem make.
X:\tools\brooder_exe> make
X:\tools\bpe32_exe> make
2. Programy bpe32.dll a payload.bin se zkompilují příkazem make*.bat.
X:\BPE32> make.bpe32.dll.bat
X:\tools\payload_bin> make.payload.bat
3. Programy bpe32.dll, bpe32.exe a payload.bin zkopírujeme do jedné složky.
4. Spuštěním programu bpe32.exe payload.bin 20 se vygeneruje 20 vzorků BPE32 poly-
morfního kódu.
X:\new> bpe32.exe payload.bin 20
5. Všechny soubory bpe32.*.bin zkopírujeme do /deBpe32/data.














1.7K /1260/un1260.c dešifrovací utilita pro virus 1260
13K /1260/virus













6.2K /tools/bpe32_exe řídící nástroj pro BPE32.DLL
5.1K /tools/brooder_exe nástroj testující soubory
se strojovým kódem
6.3K /tools/libdisasm-0.23/x86dis záplata pro utilitu x86dis
11K /tools/libdisasm-0.23
13K /tools/payload_bin
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