This paper describes an algorithm to extract adaptive and quality quadrilateral/hexahedral meshes directly from volumetric data. First, a bottom-up surface topology preserving octree-based algorithm is applied to select a starting octree level. Then the dual contouring method is used to extract a preliminary uniform quad/hex mesh, which is decomposed into finer quads/hexes adaptively without introducing any hanging nodes. The positions of all boundary vertices are recalculated to approximate the boundary surface more accurately. Mesh adaptivity can be controlled by a feature sensitive error function, the regions that users are interested in, or finite element calculation results. Finally, a relaxation based technique is deployed to improve mesh quality. Several demonstration examples are provided from a wide variety of application domains. Some extracted meshes have been extensively used in finite element simulations.
INTRODUCTION
Unstructured quadrilateral/hexahedral mesh generation attracts many researchers' interest because of its important applications in finite element simulations. However, it still remains a challenging and open problem to generate adaptive and quality quad/hex meshes directly from volumetric data, such as Computed Tomography (CT), Magnetic Resonance Imaging (MRI) and Signed Distance Function (SDF) data.
The volumetric data V is a sequence of sampled functional values on rectilinear grids, and can be written as V = {F (i, j, k)|i, j, k are indices in x, y, z coordinates in a rectilinear grid}. An isosurface or a level set corresponding to the isovalue α is defined as SF (α) = {(x, y, z)|F (x, y, z) = α}, and an interval volume between two isosurfaces SF (α1), SF (α2) is defined as IF (α1, α2) = {(x, y, z)|α1 ≤ F (x, y, z) ≤ α2}. In this paper, we present an approach to extract adaptive and quality quadrilateral meshes for an isosurface SF (α) with correct topology, and hexahedral meshes for an interval volume IF (α1, α2) with isosurfaces as boundaries. In certain finite element simulations, both interior and exterior hexahedral meshes are required, for example, the interior mesh of the volume inside the solvent accessibility surface of the biomolecule mouse acetylcholinesterase (mAChE) [1] , and the exterior mesh between the solvent accessibility surface and an outer bounding sphere. Since the most important part in the geometric structure of mAChE is the active site cavity, we need to generate finer mesh for it ( Figure 1 ). Our approach can also generate adaptive and quality interior and exterior hexahedral meshes.
The main steps to extract adaptive and quality quadrilateral and hexahedral meshes from volumetric data are as follows:
1. The selection of a starting octree level for uniform mesh generation with correct topology.
2. Crack-free and adaptive quad/hex meshing without any hanging nodes.
3. Quality improvement.
In order to generate uniform quadrilateral and hexahedral meshes with correct topology, we select a suitable starting octree level using a bottom-up surface topology preserving octree-based algorithm. An approach provided in [2] is used to check whether a fine isosurface is topologically equivalent to a coarse one or not. Generally correct topology is guaranteed in the uniform mesh. The dual contouring method [2] proposes an algorithm to extract a uniform quadrilateral mesh for an isosurface by analyzing each sign change edge, whose two ending points lie in different sides of the isosurface.
In the octree-based data structure, each sign change edge is shared by four octree leaves, and one minimizer point is obtained for each leaf cell by minimizing a predefined quadratic error function (QEF) [3] . The QEF is defined as follows:
where pi, ni represent the position and unit normal vectors of the intersection point respectively. The four minimizer points construct a quad, and the union of all the generated quads provides an approximation to this isosurface.
Starting from a uniform quadrilateral mesh, we use templates to refine each quad adaptively. The position of each vertex is recalculated by moving it toward the isosurface along its normal direction, which is represented by trilinear interpolation functions within octree leaf cells. The dual contouring isosurface extraction method has been extended to uniform hexahedral mesh generation [4] [5] . In this paper, predefined three dimensional templates are used to generate adaptive hexahedral meshes.
The mesh adaptivity can be controlled according to various requirements by a feature sensitive error function [4] [5], areas that users are interested in, or results from finite element calculations. Users can also design an error function to control the mesh adaptivity according to their specific requirements.
Generally, the extracted quadrilateral and hexahedral meshes can not be used for finite element calculations directly since some elements have poor quality. We choose corresponding metrics to measure the quality of quadrilateral and hexahedral meshes respectively, and deploy a relaxation based technique to improve mesh quality. Several of our generated meshes have been used in finite element simulations.
The remainder of this paper is organized as follows: Section 2 reviews the related work on quadrilateral/hexahedral mesh generation; Section 3 describes how to choose the starting octree level; Sections 4 and 5 explain the detailed algorithm for extracting adaptive quadrilateral and hexahedral meshes; Section 6 talks about three ways to control the mesh adaptivity; Section 7 discusses the mesh quality improvement; Section 8 shows some results and applications; the final section presents our conclusion.
PREVIOUS WORK
As a structured method, quad/hex mapped meshing [6] generates the most desirable meshes if opposite edges/faces of the domain to be meshed have equal numbers of divisions or the same surface mesh. However, it is always difficult to decompose an arbitrary geometric configuration into mapped meshable regions. In the CUBIT project [7] at Sandia National Labs, a lot of research has been done to automatically recognize features and decompose geometry into mapped meshable areas or volumes.
As reviewed in [8] [9] , there are indirect and direct methods for unstructured quad/hex mesh generation. The indirect method is to generate triangular/tetrahedral meshes first, then convert them into quads/hexes. The direct method is to generate quads/hexes directly without first going through triangular/tetrahedral meshing.
Unstructured Quad Mesh Generation:
The indirect method is to convert triangles into quads by dividing a triangle into three quads, or combining adjacent pairs of triangles to quads [10] .
There are three main categories for unstructured direct quad mesh generation, quad meshing by decomposition, advancing front quad meshing and isosurface extraction. The decomposition technique is to divide the domain into simpler regions which can be resolved by templates [11] [12] . The second category is to utilize a moving front method for direct placement of nodes and elements. Starting with an initial placement nodes on the boundary, Zhu et al. [13] formed individual elements by projecting edges towards the interior. As a part of CUBIT [7] , the paving algorithm places elements starting from the boundary and works in [14] . Different from the decomposition and the advancing front techniques, the dual contouring method [2] extracts uniform quadrilateral meshes from volumetric imaging data to approximate isosurfaces which can be an arbitrary geometry.
Unstructured Hex Mesh Generation: Eppstein [15] started from a tetrahedral mesh to decompose each tetrahedron into four hexahedra. Although this method avoids many difficulties, it rapidly increases the number of elements and tends to introduce bad shape elements.
There are five distinct methods for unstructured direct all-hex mesh generation: grid-based, medial surface, plastering, whisker weaving and isosurface extraction. The grid-based approach generates a fitted 3D grid of hex elements on the interior of the volume, and hex elements are added at the boundaries to fill gaps [16] [17] [18] . The grid-based method is robust, but tends to generate poor quality elements at the boundaries. Medial surface methods are to decompose the volume to map meshable regions, and fill the volume with hex elements using templates [19] [20] . Plastering places elements on boundaries first and advances towards the center of the volume [21] [22] . Whisker weaving first constructs the spatial twist continuum (STC) or dual of the hex mesh, then the hex elements can be fitted into the volume using the STC as a guide [23] . Medial surface methods, plastering and whisker weaving have successfully generated hex meshes for some geometry, but have not been proven to be robust and reliable for an arbitrary geometric domain. Zhang et al. [4] [5] extended the dual contouring isosurface extraction method [2] to uniform hexahedral mesh generation. This method is robust and reliable for an arbitrary geometry, but adaptive meshes are preferable and mesh quality needs to be improved.
Quality Improvement: As the simplest and most straight forward method, Laplacian smoothing relocates the vertex position at the average of the nodes connecting to it [24] . There are a variety of other smoothing techniques based on a weighted average of the surrounding nodes and elements. The averaging method may invert or degrade the local quality, but it is simple to implement and in wide use. Instead of relocating vertices based on a heuristic algorithm, people utilized an optimization technique to improve mesh quality. The optimization algorithm measures the quality of the surrounding elements to a node and attempts to optimize it. The algorithm is similar to a minimax technique used to solve circuit design problems [25] . The optimization-based smoothing yields better results but it is more expensive than Laplacian smoothing. Some papers [26] [27] [28] recommended a combined Laplacian/optimization-based approach.
Staten et al. [29] [30] proposed algorithms to improve node valence for quadrilateral meshes. One special case of cleanup in hexahedral meshes for the whisker weaving algorithm is presented in [31] . Schneiders [32] proposed algorithms and a series of templates for quad/hex element decomposition. A recursive subdivision algorithm was proposed for the refinement of hexahedral meshes [33] .
STARTING OCTREE LEVEL SELECTION
There are three main steps in our adaptive and quality quadrilateral and hexahedral mesh extraction from volumetric data. First, we need to choose a suitable starting octree level to generate the uniform mesh with correct topology. Then pre-defined templates are used to refine the uniform mesh adaptively. The positions of all boundary vertices are recalculated, and the mesh adaptivity can be controlled by an error function designed in multiple ways. Finally, the relaxation based technique is used to improve mesh quality.
The bottom-up surface topology preserving octreebased algorithm is used to select a starting octree level. Suppose the volume data has the dimension of (2 n + 1) 3 , so the deepest octree level is n. For an isosurface, we first compare the surface topology at Level n and Level (n − 1). If the surface topology is equivalent, then we continue comparing the surface topology at Level (n − 1) and Level (n − 2) until we find the surface topology at two neighboring levels, e.g. Level i and Level (i − 1) (i = n, . . . , 1), is different from each other. Then we will select i as the starting octree level.
We assign a sign to each grid point in the volumetric data. If the function value at a grid point is greater than the isovalue, then the sign is 1, otherwise it is 0. An approach is described in [2] to check whether a fine isocontour is topologically equivalent to a coarse one or not. The fine and coarse isocontour is topologically equivalent with each other if and only if the sign of the middle vertex of a coarse edge/face/cube is the same as the sign of at least one vertex of the edge/face/cube which contains the middle vertex. Generally we guarantee the correct topology for the boundary surfaces by choosing a suitable starting octree level, and correct topology will be preserved in the process of adaptive mesh refinement.
QUAD ISOSURFACE EXTRACTION
Finite element calculations sometimes require quadrilateral meshes instead of triangular meshes. It is more challenging to generate quadrilateral meshes since not every polygon can be decomposed into quads directly. The uniform quadrilateral mesh extraction algorithm is simpler [2] , but adaptive meshes are more preferable than uniform ones. There are two main problems in adaptive quadrilateral mesh extraction.
1. How to decompose a quad into finer quads.
2. How to calculate the positions of vertices. 
Mesh Decomposition
Indirect Method: In the dual contouring isosurface extraction method [2] , an error function is defined to control where we should generate fine meshes, and where we should keep coarse ones. In the adaptive octree data structure, either a sign change edge is shared by three cells resulting in a triangle, or it is shared by four cells and a quad is generated. Therefore, the isosurface is represented by a union of quads and triangles. In order to obtain a all-quad mesh, the indirect method splits each quad into four quads and each triangle into three quads by inserting points at the middle of edges and at the center of the element as shown in Figure 2 . The idea of the indirect method is simple and easy to implement, but the number of elements increases (2 ∼ 3) times all over the original mesh.
Direct Method: At the selected starting octree level, the dual contouring isosurface extraction method [2] generates uniform quadrilateral meshes by analyzing each sign change edge which is shared by four leaf cells. Adaptive quadrilateral meshes can be obtained from the uniform mesh by using some templates. There are multiple ways to define templates for adaptive quadrilateral mesh construction, therefore criteria needs to be set to evaluate them in order to generate meshes with good quality. Here we define some requirements for templates:
1. All resulting elements are quads.
No hanging nodes exist.
3. The resulting mesh approximates the object surface accurately.
4. The resulting elements have good aspect ratio.
5. The resulting mesh introduces small number of new elements and vertices. Figure 3 shows three methods to define templates for adaptive quadrilateral mesh generation starting from a uniform mesh with correct topology. In the uniform case, each sign change edge is shared by four cells and four minimizer points are obtained to construct a quad. We can use the above five template requirements to compare the three methods in Figure 3 . It is obvious that all the three methods only generate quad elements, and no hanging nodes are introduced. Compared with Method 1, Methods 2 and 3 insert extra nodes on the quad edges as well as inside the quad, so they can approximate the surface more accurately.
Comparing the worst aspect ratio of the resulting quad elements in Method 2 and 3, we can see that Method 3 generates quads with better quality. The number of elements and the number of newly inserted vertices for each template are listed in Figure 4 . Method 3 is preferable by balancing the five criteria.
Method 
Vertex Position Calculation
In the process of mesh refinement, new vertices are inserted according to the pre-defined templates. The In Figure 5 , we assume that the leaf cell can be divided into four subcells in the finest resolution level, therefore the real isosurface (the red curve) is represented by a union of three trilinear interpolation functions within the subcells. For each existing minimizer point, first we find the octree leaf cell containing it in the current resolution level, then move it toward the isosurface within this leaf cell along its normal direction. The intersection point is more accurate to represent this boundary vertex than the minimizer point. If the calculated intersection point lies outside this cell unfortunately because of bad normal vectors, we will still keep the old position and normal vectors for it.
For those newly inserted vertices, we first calculate their position and normal vectors by the linear interpolation of the four vertices of the original quad. Then we will move them toward the isosurfaces in the same way as we update the positions of existing vertices. , which is sensitive to facial features such as the nose, the eyes, the mouth and the ears.
HEXAHEDRAL MESH EXTRACTION
The dual contouring method [2] has been extended to uniform hexahedral mesh generation by analyzing each interior vertex (a grid point inside the interval volume) shared by eight different cells, which are either boundary cells or interior cells [4] [5]. One minimizer is calculated for each boundary cell, and the cell center is set as the minimizer for each interior cell. Those eight minimizers construct a hexahedron. In this section, we will focus on adaptive hexahedral mesh generation.
2D Mesh Decomposition
In 2D, the uniform quadrilateral mesh can be constructed by analyzing each interior grid point, which is shared by four cells. One minimizer point is calculated for each cell, therefore four minimizer points are obtained and they construct a quad. All the templates defined in Figure 3 can be used here for adaptive 2D mesh generation. Figure 7 shows an example of adaptive quadrilateral mesh extraction using Method 3. When we analyze each cell to calculate the minimizer point, we compare the feature sensitive error function of this cell with a threshold ǫ. If the error function value of a cell is greater than ǫ, then this cell needs to be subdivided. An interior grid point is shared by four cells, therefore there are a total of 2 4 = 16 configurations. Due to the symmetry, there are six basic templates for the quad refinement. A uniform quadrilateral mesh can be refined adaptively by using those templates.
3D Mesh Decomposition
Indirect Method: Adaptive and quality tetrahedral meshes have been generated from volumetric imaging data [4] [5], therefore we can obtain hexahedral meshes by decomposing each tetrahedron into four hexahedra. Direct Method: Not all the direct methods for adaptive 2D mesh generation shown in Figure 3 can be extended to 3D. There are two main methods for adaptive hexahedral mesh generation, one is extended from the first 2D direct method and the other one is derived from part of the third 2D direct method.
Extended from the first 2D direct method in Figure  3 , Method 1 refines each hexahedron independently as shown in Figure 8 . It first splits each hexahedron into seven ones by inserting one small hex in its center, and each face of the original hex is contained in a hex independently. If one face needs to be refined, then the hex containing it will be refined as shown in the right picture of Figure 8 . If there are i (i = 1, . . . , 6) faces that need to be refined for a hexahedron, then the resulting mesh has (6i+(6−i)+1 = 5i+7) elements and 8(i + 1) newly inserted vertices. Figure 9 : Templates of adaptive hexahedral mesh decomposition (Method 2) according to the cells to be refined from which red minimizer points are generated. The bottom row shows the detailed decomposition format.
Method 2 is derived from part of the third 2D direct method shown in Figure 3 . In the process of refinement, this method considers whether the error func- Figure 10 : The element number and the newly inserted vertex number of Method 2 within refined hexahedra shown in Figure 9 .
tion value of each cell is greater than a threshold ε or not. One hexahedron has a total of eight vertices, so there are (2 8 = 256) configurations. Due to the symmetry, there are 22 necessary templates [34] , but not all the templates can be decomposed into hexahedra. Figure 9 shows five templates for adaptive hexahedral decomposition and the detailed view [18] , which are much more complicated than the templates of 2D quadrilateral decomposition. Figure 10 lists the number of elements and the number of newly inserted vertices for each template.
We set a sign for each leaf cell at the uniform starting octree level indicating if this cell needs to be refined or not. For each leaf cell, the feature sensitive error function is calculated and compared with a threshold ǫ. If the function value is greater than ǫ, then the sign is set to be 1, otherwise it is 0. For each hexahedron extracted from the uniform level, we check if it belongs to one of the templates shown in Figure 9 .
If not, we need to convert it by looking up the table shown in Figure 11 . We keep updating the sign for each leaf cell until no sign changes, at this time all the generated hexahedra in the uniform level are in the format of the five templates shown in Figure 9 , then we can construct an adaptive hexahedral mesh using the corresponding templates. and all others Figure 11 : The Look-Up table for converting an arbitrary configuration to one of the five templates in Figure  9 . Each green node represents the cell from which the minimizer point is generated needs to be refined. The sign of the cell generating a red node is 1, otherwise the sign is 0.
Each hexahedron is constructed by eight minimizer points, which are calculated from leaf cells in the uniform octree level. The error function of the cell generating a minimizer point is either greater than the threshold ǫ or ≤ ǫ, therefore there are a total of 2 8 = 256 configurations for a hexahedron. Figure 11 shows the Look-Up table for converting an arbitrary configuration to the five templates shown in Figure  9 . The green node means the error function of the cell generating this minimizer point is greater than the threshold ǫ. The red node means the sign of the cell generating this node is set to be 1, otherwise the sign is 0. In the process of adaptive hexahedral mesh generation, we need to insert extra vertices and detect if they lie on the boundary or not. If a vertex lies on a boundary edge or a boundary face, then it is a boundary vertex. Otherwise it lies interior to the interval volume.
There is a special case that we need to be careful, a vertex lying on an edge whose two ending points are on the boundary, or lying on a face whose four points are on the boundary, may not be on the boundary. For those extra vertices lying inside the interval volume, we choose the linear interpolation of the eight vertices of the original hexahedron. For those existing and newly inserted vertices lying on the boundary isosurface, we first compute their positions from the linear interpolation, then move them toward the isosurface to obtain their new positions as we do for the adaptive quadrilateral isosurface extraction. Figure 13 compares adaptive hexahedral meshes of the human head generated from Method 1 and Method 2. It is obvious that Method 2 constructs a better nose than Method 1 because it introduces extra vertices on edges of refined hexes resulting in a more accurate approximation, and Method 2 tends to generate meshes with better quality than Method 1. The extracted surface mesh from Method 2 is a little different from the result of the third method shown in Figure 6 , since only templates 0, 1, 2a and 4 of the third method in Figure 3 are adopted, while templates 2b and 3 are not used. Since we still use QEF for computing minimizing vertices, we can also preserve sharp edges and corners ( Figure 12 ).
MESH ADAPTIVITY
In order to generate accurate meshes with the minimal number of elements and vertices, it is important to choose a good error metric to decide where we should generate a finer mesh and where a coarser mesh should be kept. There are three main ways to control the mesh adaptivity. Users can also design an error function based on their specific requirements.
Type Figure 14: The comparison of the three quality criteria (the scaled Jacobian, the condition number and Oddy metric) before/after the quality improvement for quadrilateral meshes of bubble, head and mAChE. DATA b -before quality improvement; DATA a -after quality improvement.
Figure 15:
The histogram of the condition number for quadrilateral meshes of mAChE and the human head.
• The feature sensitive error function.
• Areas that users are interested in.
• Finite element calculation results.
The feature sensitive error function [4] [5] is defined as the difference of trilinear interpolation functions between coarse and fine octree levels normalized by the gradient magnitude. It is sensitive to areas of large geometric feature since it directly measures the surface difference between coarse and fine levels, for example, the facial features (nose, eyes, mouth and ears) in the head model as shown in Figure 13 and 18.
Sometimes, people are interested in some special areas based on their physical or biological applications. For example, there is a cavity in the structure of the biomolecule called mouse acetylcholinesterase (mAChE) [1] . A finer mesh is required around the cavity area while a coarse mesh needs to be kept in other regions. In this situation, the error function should be defined by regions. Figure 1 shows the adaptive quadrilateral and hexahedral meshes for the biomolecule mAChE, and it is obvious that the mesh adaptivity is controlled by regions.
In finite element simulations, we first need to construct meshes to represent the analyzed geometric domain, Figure 16 : The histogram of the condition number for hexahedral meshes of mAChE and the human head.
then solve ordinary/partial differential equations over it using the finite element method. For accurate and efficient finite element analysis, adaptive meshes are preferable. The mesh adaptivity can be controlled directly by finite element solutions to balance the error of finite element solutions over each element. Figure  21 shows quad meshes of a bubble model. The mesh adaptivity is controlled by its deformation obtained from the finite element analysis.
QUALITY IMPROVEMENT
Quality improvement is a necessary step for finite element mesh generation. First we need to choose corresponding quality metrics to measure the quality of quadrilateral and hexahedral meshes. Here we select the scaled Jacobian, the condition number of the Jacobian matrix and Oddy metric [35] as our metrics [36] [37] [38] .
Assume x ∈ ℜ 3 is the position vector of a vertex in a quad or a hex, and xi ∈ ℜ 3 for i = 1, . . . , m are its neighboring vertices, where m = 2 for a quad and m = 3 for a hex. Edge vectors are defined as ei = xi−x with i = 1, . . . , m, and the Jacobian matrix is J = [e1, ..., em]. The determinant of the Jacobian matrix is called Jacobian, or scaled Jacobian if edge vectors are normalized. An element is said to be inverted if . Therefore, the three quality metrics for a vertex x in a quad or a hex are defined as follows:
where m = 2 for quadrilateral meshes and m = 3 for hexahedral meshes.
In the process of mesh quality improvement, our goal is to remove inverted elements and improve the worst condition number of the Jacobian matrix. First the averaging method is used to remove inverted elements. We calculate the scaled Jacobian for a vertex in each element, and relocate this vertex by the average of all its neighbors if the Jacobian is negative. Then we calculate the condition number of the Jacobian matrix for a vertex in each quad or hex, and find the vertex with the maximum value. We compute the new position for this vertex using the conjugated gradient method with the condition number (Equation 3) as objective.
If the relocated vertex is an interior node, then we replace the location of this vertex with the calculated new position. If this vertex lies on the boundary, then we calculate its new position and move it toward the isosurface along its normal direction. We keep reducing the maximum condition number for quad or hex meshes until we arrive a given threshold. In this way, we can improve the worst condition number of the Jacobian matrix, as well as improving the other two metrics, the scaled Jacobian and Oddy metric. However, it is possible to produce an invalid mesh containing inverted elements. We choose a 'smart' smoothing method [27] , which relocates the point only if the mesh quality is improved. Figure 14 shows the improvement of the worst values of the scaled Jacobian, the condition number and Oddy metric. The histograms of the condition number (Figure 15 and 16) show the overall quality of quad and hex meshes for the human head model and a biomolecule mAChE. By Comparing the three quality metrics before and after quality improvement, we can see that the worst parameters are improved significantly.
RESULTS AND APPLICATIONS
We have developed an interactive program for adaptive and quality quadrilateral/hexahedral mesh extraction and rendering from volumetric data, and plugged it into our LBIE-Mesh software (Level Set Boundary and Interior-Exterior Mesher), which can generate adaptive and quality 2D (triangular/quadrilateral) and 3D (tetrahedral/hexahedral) meshes from volume data. The algorithm of tetrahedral mesh generation is described in [4] [5] . In this software, error tolerances and isovalues can be changed interactively. Our results were computed on a PC equipped with a Pentium III 800MHz processor and 1GB main memory.
Our algorithm has been used to generate quadrilateral and hexahedral meshes for some signed distance function data such as the bubble (Figure 21 ), the human head ( Figure 18 ) and the knee model ( Figure 19 ). We have also extracted meshes for the skin and the skull from a CT scanned data (the UNChead, Figure  20) , and tested the algorithm on biomolecular data (mAChE, Figure 1 ). Figure 17 shows the information for each dataset and results. The results consist of the number of elements, the extraction time and images with respect to different isovalues and error tolerances. Extraction time includes octree traversal, QEF computation and mesh extraction. Figure 21 shows the extracted quadrilateral meshes for a bubble, which has been used in the simulation of drop deformation using the finite element method. First, we generate a uniform quad mesh for the original state of the bubble. Then we get finite element solutions such as the deformation from finite element analysis, and use the error of the deformation over each element to control the mesh adaptivity. Finally we can provide an adaptive and quality quad mesh to limit the maximum error of finite element solutions within a threshold.
Some physically-based simulations need both interior and exterior hexahedral meshes. For example, when people are analyzing the electromagnetic scattering over the human head, hex meshes of the volume interior to the head surface and hex meshes exterior to the head surface but inside an outer sphere are needed at the same time. Figure 18 shows the extracted interior and exterior meshes for a head model. The facial features such as nose, eyes, mouth and ears are kept, and fine meshes are generated in those regions. Figure 1 shows another example of interior and exterior hexahedral meshes, the biomolecule mAChE. The mesh adaptivity is controlled by regions, fine meshes are generated in the area of cavity.
CONCLUSIONS
We have presented an algorithm to extract adaptive and quality quadrilateral and hexahedral meshes directly from volumetric data. First, a bottom-up surface topology preserving octree-based algorithm is used to select a starting octree level, at which we extract uniform meshes with correct topology using the dual contouring isosurface extraction method [2] [4] [5] . Then we extended it to adaptive quadrilateral and hexahedral mesh generation using some predefined templates without introducing any hanging nodes. The position of each boundary vertex is recalculated to approximate the isosurface more accurately. The mesh adaptivity can be controlled in three ways, the feature sensitive error function [4] [5], the areas that users are interested in and finite element solutions. Users can also design their own error function to control the mesh adaptivity according to their specific requirements. Finally, three various quality metrics are selected to measure the mesh quality, and the relaxation based technique is used to improve it. The resulting meshes are extensively used for efficient and accurate finite element calculations. Some of them have been used successfully. 
