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Resumen 
Este artículo hace un recorrido por la evolución del 
currículo de la ingeniería de software, destacando 
los aspectos de mayor relevancia en cada uno de los 
momentos de la historia con el fin de conocer las téc-
nicas y estrategias utilizadas en las diferentes décadas, 
desde que fue utilizado por primera vez el término 
en 1968, y así identificar los elementos claves que se 
deberían tener en cuenta en un currículo académico 
en las áreas relacionadas con esta disciplina. A través 
de la revisión de la literatura identificada sobre la en-
señanza de la ingeniería de software se observó que se 
realizaron diversas propuestas curriculares, pero fue 
solo hasta la década del 2000 cuando se unificaron 
criterios, publicándose la guía SWEBOK, documento 
que recopila los esfuerzos realizados para definir el 
cuerpo de conocimiento. La guía tuvo una reciente 
actualización a la versión 3.0 en el año 2014.
Palabras clave: Enseñanza, currículo, ingeniería, soft-
ware, SWEBOK.
Abstract
This paper takes a journey through the evolution of 
teaching software engineering, highlighting the most 
important aspects in each moment of history, in order 
to learn the techniques and strategies used in different 
decades since It was first used the term in 1968, and 
thus identify the key elements that should be con-
sidered in an academic curriculum in areas related 
to the subject. Through the review of the identified 
literature on teaching software engineering it was ob-
served that various curricular proposals were made, 
but it was only until the 2000s when it was possible 
to unify criteria, publishing the SWEBOK guidance 
document compiles efforts made to define the body 
of knowledge. The guide had a recent update to ver-
sion 3.0 in 2014.
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1. INTRODUCCIÓN
El término software fue acuñado en 1958 por el 
estadístico John Turkey y el término ingeniería de 
software fue utilizado por primera vez en una con-
ferencia de la OTAN, llevada a cabo en Alemania 
en 1968 [1]. En los 57 años que han transcurrido 
desde el nacimiento de la ingeniería de software, la 
enseñanza de esta disciplina se ha visto en la nece-
sidad de evolucionar para adaptarse a los cambios 
tecnológicos cada vez más variados y complejos, 
llevando a organizaciones y entes educativos a la 
mejora de sus currículos académicos. 
Este artículo tiene como objetivo presentar una re-
visión del currículo de enseñanza utilizado para 
impartir los conocimientos propios de la ingenie-
ría de software a través de las diferentes décadas 
desde 1960. Se realizó mediante una investigación 
de tipo documental [2] haciendo uso del método 
analítico-sintético [2] con el fin de ahondar sobre la 
pregunta ¿cuál ha sido la evolución del currículo de 
la ingeniería de software desde que esta disciplina 
fue nombrada por primera vez con este término? Se 
originó de la necesidad de apoyar la investigación 
realizada en la Universidad Pedagógica y Tecnoló-
gica de Colombia (UPTC) denominada “Evaluación 
de estrategias metodológicas y propuesta de infraes-
tructura para la enseñanza de diseño y construcción 
de software” [3]. 
En un breve recorrido a través de los momentos cla-
ves de la evolución de la tecnología se observa que 
en sus comienzos se crearon las grandes máquinas o 
mainframes donde la preocupación principal era crear 
algoritmos para ejecutar cálculos. Con la creciente 
demanda de software, ocurrió la denominada crisis 
del software, que llevó a la reflexión sobre la impor-
tancia de crear metodologías para lograr un desarro-
llo correcto y comenzaron a nacer los tradicionales 
modelos, como por ejemplo el popular modelo de 
desarrollo de software en cascada [4-5], seguido por 
el incremental, el evolutivo y el iterativo [5].
El desarrollo se desglosa a través de cuatro ca-
pítulos: introducción, metodología, resultados y 
conclusiones.
2. METODOLOGÍA
Se realizó una exploración bibliográfica a través de 
Scopus [6] con el fin de determinar la producción 
literaria relacionada con el tema de interés, utilizan-
do como criterios de búsqueda las palabras clave 
software engineering teaching, con fechas entre 1968 
y mediados de 2015. De los documentos identifica-
dos se seleccionaron los que se consideraron más 
pertinentes, extractando el contenido relevante y 
presentándolo por décadas en el desarrollo histórico 
de la sección de resultados.
3. RESULTADOS
De la consulta realizada a través de Scopus [6] se 
obtuvieron 8.655 documentos, ver tabla 1.
Tabla 1. Producción literaria sobre enseñanza de la ingenie-
ría de software. [6]. 
3.1. Desarrollo histórico
A continuación se describirá la evolución curricular 
de la enseñanza de la ingeniería de software y los 
aspectos relevantes en cada una de las décadas, 
iniciando en 1960 y finalizando en 2015.
3.1.1.  Década de 1960
Las primeras publicaciones relacionadas con la in-
geniería de software se enfocaban hacia el uso de 
algunas herramientas aplicadas a otras áreas como 
la economía [7-8], la estadística [9] y la automati-
zación de procesos repetitivos. Entre 1955 y 1965 
[10], después de la segunda guerra mundial, se 
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incrementó la demanda de computadores y los fabri-
cantes deseaban satisfacer a sus clientes haciéndoles 
creer que los desarrolladores también estarían dis-
ponibles en el momento en que fueran requeridos, 
generando a su vez, un aumento en la demanda 
de programadores. Alrededor de 1965 se produjo 
la llamada crisis del software que consistía en que 
los programas no se entregaban a tiempo o tenían 
numerosos errores, esto evidenció la necesidad de 
especializar a los desarrolladores.
En Colombia, en 1968, se crea el primer programa 
de Ingeniería de Sistemas y Computación, ofrecido 
por la Universidad de los Andes [11-12], los estu-
diantes tomaban clases de cálculo, programación 
en lenguajes Fortran y Cobol, cursos de algoritmos, 
entre otros. Los primeros semestres eran tomados 
en Colombia y los restantes en el exterior.
3.1.2 Década de 1970
Un curso avanzado, que fue dictado en la primave-
ra de 1972, en Munich, con una intensidad de 10 
días y con la participación de profesores de varias 
nacionalidades, contenía la estructura de lo que 
hoy en día conocemos como ingeniería de software 
y contemplaba los siguientes tópicos [10]: uso de 
herramientas descriptivas; técnicas en el diseño de 
software y procesos de producción, uso de técnicas 
especiales; y aspectos prácticos.
Bauer [10], plantea el problema de la educación 
entre 1975 y 1985. Se esperaba que la ingeniería 
de software contara con un conjunto de técnicas y 
principios, que cambiaran fundamentalmente los 
hábitos de la comunidad de programadores. 
Se identifica a la ingeniería de software como un 
campo emergente [13], que apunta hacia la mejora 
de la calidad de los procesos usados en la produc-
ción de sistemas de información y busca trasformar 
su creación, de un arte en una disciplina de inge-
niería. Comprendía el rango de actividades usadas 
para diseñar y desarrollar software, que consistían 
en: análisis de requisitos; diseño de software; me-
todología sistemática de programación; programa-
ción de pruebas; programación para la verificación; 
certificación del software;herramientas y entornos 
de programación; rendimiento del software; do-
cumentación y administración del desarrollo. El 
impacto de los cambios implicaba entrenamiento 
o reentrenamiento de todos los individuos relacio-
nados con el desarrollo de software. 
Para 1978 el mantenimiento del software, ya fuera 
por ampliación o mantenimiento representaba el 
75% de toda la actividad de programación, lo cual 
era mucho más costoso que el desarrollo original; 
esto era provocado por documentación inadecua-
da, programas ilegibles y errores de software. Las 
instituciones universitarias debían replantear la en-
señanza de la ingeniería de software y fue en 1975 
cuando creció realmente el interés en las ciencias 
de la computación, llevando al desarrollo de nuevos 
cursos y currículos que tenían un enfoque teórico, 
con orientación matemática, incluyendo temas es-
pecíficos como análisis de algoritmos, evaluación 
del rendimiento y verificación de programas [13].
La Universidad Nacional de Colombia [14], en 1978, 
mediante el Acuerdo 21 del Consejo Superior Uni-
versitario aprueba la creación del Departamento 
de Ingeniería de Sistemas. Las bases del programa 
eran las matemáticas y la teoría general de siste-
mas, unidas a la formación básica del ingeniero. 
Las áreas del currículo académico relacionadas 
con ingeniería de software eran: introducción a los 
computadores, técnicas de programación, análisis 
y diseño de sistemas I y II [15].
3.1.3 Década de 1980
En el año 1980 el Dr. Niklaus Wirth creó el lenguaje 
Pascal [16], con el fin de soportar la enseñanza y 
aplicación de metodologías en la ingeniería de sof-
tware moderna que producía objetos de código más 
eficientes, reemplazando el lenguaje ensamblador.
En 1984, se crea el Instituto de Ingeniería de Sof-
tware (SEI) [17], con el fin de desarrollar modelos 
de evaluación y mejorar en el desarrollo de softwa-
re. Desde su creación se ha dedicado a investigar 
y construir el currículo de los diferentes módulos 
que deben conformar la ingeniería de software, 
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para la fecha habían liberado 20, los cuales po-
dían ser incluidos en los programas de enseñanza 
y estaban conformados por contenidos como [18]: 
especificación de requisitos; introducción al dise-
ño; procesos de revisión técnica, administración 
de la configuración; protección de información; 
seguridad, aseguramiento de la calidad; pruebas 
unitarias y análisis; métricas; desarrollo de interfaces 
de usuario; protección de la propiedad intelectual; 
contratos de licenciamiento de software; entre otros.
Para el año 1987 [19] se realizó un estudio seleccio-
nando 240 programas de aproximadamente 820, que 
cumplían con los requisitos mínimos para obtener 
un título en ciencias de la computación en Estados 
Unidos y Canadá. Como resultado se determinó 
que existían tres tendencias en los cursos ofrecidos 
para las áreas de ingeniería de software: la primera 
se enfocaba en cubrir el ciclo de vida del software 
e involucraba proyectos desarrollados por grupos; 
la segunda hacía énfasis en las primeras etapas del 
ciclo de vida del software; y la tercera consistía en 
cursos basados en temas teóricos, como métricas 
de software, administración de proyectos, temas 
legales y éticos. 
Benenson [20] referencia al psicólogo Jean Piaget, 
quien señaló “un proceso de aprendizaje de cual-
quier individuo, usualmente recapitula el desarro-
llo histórico de un campo del conocimiento”; sin 
embargo, en la comunidad de programadores esta 
teoría no se aplica de esta forma, aprendiendo de los 
errores y su capacidad para superarlos y hace alu-
sión a la responsabilidad como docentes para llevar 
a los estudiantes más allá del método del ensayo y 
error, aplicando técnicas de ingeniería de software.
3.1.4. Década de 1990
Comenzando esta década, la ingeniería de software 
aún no se consideraba una disciplina de la ingenie-
ría, pero tenía el potencial para llegar a serlo según 
afirmaba Shaw [21], docente de la Universidad de 
Carnegie Mellon [22]. 
El interés por mejorar los currículos impulsó a las 
entidades educativas a buscar herramientas que 
ayudaran a la consecución de este objetivo, como 
es el caso del Stevens Institute of Technology [23], 
que propuso un programa de enseñanza en ingenie-
ría de software integrando el computador personal 
para cada estudiante como herramienta de trabajo 
en cada uno de los cursos. Con esto lograron un 
cambio de actitud tanto de la facultad como de los 
estudiantes, demostrando que un equipo de escri-
torio es más alentador para el aprendizaje que un 
terminal en el centro de cómputo. 
Se incrementa el desarrollo y uso de herramientas 
CASE [24], pero si se utilizaban era recomendable 
iniciar el currículo con los conocimientos básicos 
y, solo una vez adquiridos, trabajar con estas.
Otras iniciativas destacadas en esta década son las 
realizadas por Pierce [25], que propone hacer uso 
de la ingeniería inversa; Oudshoorn y Maciunas 
[26], que sugieren la enseñanza de la disciplina 
Ingeniería de Software y Proyectos, en donde la 
principal experiencia la constituye la programación 
del proyecto simulando los ambientes empresaria-
les; Chang [27] señala la necesidad de construir 
los currículos teniendo en cuenta la programación 
orientada a objetos; y la Universidad de Detroit 
Mercy [28], que recomienda el uso de estándares 
para cada una de las áreas involucradas en el pén-
sum tales como ISO/IEC 12207, IEEE 1219, ISO/IEC 
13817, UML, PMI, entre otros.
3.1.5 Década de 2000
Comenzando el nuevo milenio Gates et al. [29] ha-
cen uso de una frase en su introducción: “El diseño 
y la programación son actividades humanas: olvide 
eso y todo está perdido”, para hacer referencia a 
la necesidad de desarrollar ciertas cualidades en 
los estudiantes, que pueden ser necesarias en esta 
profesión, más que en otras. Los principales retos 
de la ingeniería de software están relacionados con 
factores humanos, como el trabajo cooperativo entre 
grupos, la comunicación efectiva y la creación de 
ambientes que fomenten la mejora continua.
Para 2002, Bourque et al. [30] presentan el resultado 
de un trabajo realizado en un workshop en Montreal, 
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con el fin de dar a conocer un mapeo preliminar 
sobre dos iniciativas distintas acerca del cuerpo 
de conocimiento de la ingeniería del software, el 
SWEBOK [1] y el SEEK [31]. 
SWEBOK, o guía del cuerpo de conocimiento de la 
ingeniería de software, creado por el IEEE Computer 
Society [32], fue diseñado para caracterizar la disci-
plina de la ingeniería de software y proporcionar una 
guía de actualidad describiendo el conocimiento 
generalmente aceptado. Está orientado hacia una 
variedad de audiencias, dirigida para servir a orga-
nizaciones públicas y privadas en la necesidad de 
una vista consistente de la ingeniería de software; 
para definir la educación y requerimientos de en-
trenamiento; clasificación de roles; definición de 
políticas de evaluación de desempeño y planes de 
carrera. Para este momento, la guía era una versión 
de prueba publicada en el 2001, desarrollada por 
consenso en un proceso que involucró ocho mil 
comentarios recogidos en tres ciclos de revisión, 
con cerca de 500 revisores de 40 países.
SEEK, o cuerpo del conocimiento de la enseñanza 
de ingeniería de software [31], forma parte del Com-
puter Curriculum Software Engineering (CCSE), una 
iniciativa de la Asociación de Informática (ACM) 
[33] y el IEEE Computer Society, para definir las 
recomendaciones para un currículo de ingeniería 
de software. El documento resultado del estudio 
muestra en forma detallada el mapeo de cada uno 
de los tópicos contenidos en cada una de las áreas 
del conocimiento. A nivel general, se presenta en 
la tabla 2.
Resultado del estudio se pueden mencionar como 
conclusiones: no existen marcadas diferentes entre 
las dos propuestas; los dos cubren el ciclo de vida 
del desarrollo de software e incluyen conceptos 
teóricos y conocimientos prácticos; en términos 
de amplitud, SEEK tiene mayor alcance, mientras 
que en términos de profundidad, SWEBOK es más 
completo. 
Durante esta década aumenta el interés hacia los 
métodos de desarrollo ágil [34-35] como XP, Scrum, 
Dinamic Systems Development Methodology y Cris-
tal Methods, entre otros; sin embargo, continúan 
vigentes marcos de trabajo más formales como Ra-
tional Unified Process-RUP® [36], que tiene como 
objetivo la producción de software de alta calidad, 
incorporando dentro de sus características las téc-
nicas de desarrollo orientada a objetos [37] y el uso 
del lenguaje UML [38]. 
Para 2006 [39], en un estudio realizado a 101 
proyectos, se determinó que la arquitectura más 
solicitada correspondía a la Web, con plataforma 
de desarrollo J2EE, sistema operativo Windows, 
Guía SWEBOK SEEK
Fuera de alcance Fundamentos
Fuera de alcance Práctica profesional
KA1. Requisitos de software Requisitos de software
KA2. Diseño de software Diseño de software
KA3. Construcción de software Construcción de software
KA4. Pruebas de software Verificación y validación de software
KA5. Mantenimiento de software Evolución del software
KA6. Gestión de la configuración del software
Gestión del software
KA7. Gestión de la ingeniería de software
KA8. Proceso de la ingeniería de software Proceso de software
KA9. Herramientas y métodos de ingeniería de software
KA10. Calidad del software Calidad del software
Fuera de alcance Sistemas y aplicación de especialidades
Tabla 2. Mapeo de las áreas de conocimiento SWEBOK vs. SEEK. [30].
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predominio de los lenguajes Java y JavaScript y base 
de datos Sql Sever; siendo recomendable que for-
maran parte del currículo académico, además, se 
propone incluir temas relacionados con la seguridad 
de software en todas las etapas [40]. 
La producción literaria identificada para el año 2008 
da cuenta del crecimiento que se está produciendo 
en el mundo en diversas áreas de la tecnología y 
se nota un marcado interés por la arquitectura ba-
sada en servicios [41] y la tecnología móvil [42], 
los cuales deben formar parte de la enseñanza de 
las áreas de la ingeniería de software. Hislop [43] 
plantea la necesidad de identificar qué debe cu-
brir la enseñanza de ingeniería de software para 
la generación Ne. Honing [44] sugiere el uso de 
Team Software Process (TSP) para lograr niveles 
industriales de productividad y calidad razonable 
en entornos académicos.
Finalizando la década, Shaw [45] afirma que no se 
requieren más avances técnicos, sino un mejor pro-
ceso, puesto que las habilidades para la producción 
de software no han llegado a su madurez para una 
práctica comercial.
3.1.6 2010 a 2015
La literatura identificada sugiere la necesidad de 
incorporar en el currículo las nuevas tendencias 
tecnológicas en la enseñanza. Tales como entornos 
de aprendizaje móvil que apoyen el desarrollo de 
los contenidos [46]. Para el año 2011 existían países 
que tenían mayor número de dispositivos móviles 
que personas, que propiciaba la facilidad de apro-
vechamiento de esta tecnología. También se ha po-
pularizado el uso de tecnologías en la nube [47] y la 
computación orientada a servicios [48], además del 
surgimiento y popularización de nuevos lenguajes 
de programación como Ruby y Python [49].
4. DISCUSIÓN
La ingeniería de software es una disciplina relativa-
mente joven si se compara con otras más longevas 
como la medicina [50]. Por lo anterior, esta área del 
conocimiento es un buen referente para realizar un 
análisis comparativo de las características requeridas 
para realizar cambios curriculares.
Bland y otros [51] identificaron 31 características 
requeridas para el éxito de un cambio curricular 
en las escuelas de medicina, clasificadas en 13 
categorías y organizadas en tres grupos. Las ca-
tegorías por grupo se relacionan a continuación: 
contexto (misión y meta, historia de cambio en la 
organización, políticas, estructura organizacio-
nal); currículo (necesidad de cambio, alcance y 
complejidad de la innovación); y proceso (clima 
cooperativo, participación de los miembros de la 
organización, comunicación, desarrollo del recurso 
humano, evaluación, inmersión en la ejecución, 
liderazgo).
Se observa que la medicina cuenta con una carac-
terización estructurada para realizar cambios curri-
culares, que en algunos casos pueden equipararse 
con aspectos de la ingeniería de software, pero que 
no son tan evidentes en la documentación identifi-
cada en esta última. Se observa que la dinámica de 
algunas características como la necesidad de cam-
bio, que corresponde al grupo currículo, presenta 
diferencias entre estas disciplinas; mientras que en 
medicina, afirman los autores [51], “la organización 
no debería embarcarse en caminos innovadores sin 
tener primero la absoluta certeza de la necesidad 
de cambio”. Esto la hace más reflexiva y por ende 
más pausada para decidirse a realizar reajustes al 
currículo, por el contrario la ingeniería de software 
tiene una dinámica más acelerada y responde con 
mayor inmediatez a los cambios marcados por los 
avances tecnológicos.
El currículo de ingeniería de software tiene un en-
foque principalmente técnico dirigido hacia el de-
sarrollo de las áreas del conocimiento propias de 
la disciplina. Considerar algunos elementos de la 
caracterización utilizada en otras disciplinas, como 
la medicina, contribuiría a enriquecer la construc-
ción curricular de la ingeniería de software con una 
visión holística.
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5. CONCLUSIONES
La ingeniería de software surge como respuesta a 
los problemas que se presentaban con los sistemas 
de información en la década de 1960, conocidos 
como la crisis del software. Esto da lugar a la nece-
sidad de especializar a los programadores y obte-
ner un mejor proceso de producción de software. 
Así, las primeras propuestas curriculares versaban 
sobre temas aislados, orientados básicamente a la 
codificación en un determinado lenguaje. 
Se observa que el interés por las ciencias de la com-
putación aumenta en la segunda mitad de la década 
de 1970 y que en la década de 1980 nacen nuevas 
instituciones preocupadas por mejorar los procesos 
de construcción de software como es el caso del 
SEI [17]. 
En la década del 2000, la ACM [33] y la IEEE [32] 
publican el SEEK [31,52] documento que define las 
recomendaciones para un currículo de ingeniería de 
software y la IEEE publica la guía SWEBOK [1,53, 
54], documento que debería ser tenido en cuenta 
como referencia en la construcción curricular de las 
áreas de ingeniería de software en las instituciones 
de enseñanza de esta disciplina. La guía SWEBOK ha 
tenido actualizaciones de acuerdo con los cambios 
tecnológicos y la última versión fue publicada en el 
2014. También se observa la necesidad de incluir el 
factor humano que fomente los principios y valores 
éticos en los futuros egresados.
Con la masificación de internet, los sistemas de sof-
tware cambian su forma de operar, ahora se centran 
en la interacción con el usuario provocando que ten-
gan muchos caminos alternos, mayor probabilidad 
de error y riesgos para la seguridad; ello conduce a 
la necesidad de adaptar las metodologías de desa-
rrollo para la web incorporando los componentes 
que garanticen un entorno de trabajo seguro. La 
popularización de los dispositivos móviles, la com-
putación en la nube, el deseo creciente de obtener 
nuevos productos de software, llevaron al nacimien-
to de las metodologías de desarrollo ágil con el fin 
de responder con eficiencia a las demandas del 
mercado, sin que esto implique el desplazamiento 
total de las metodologías consideradas formales [4].
La frecuencia de los cambios tecnológicos relacio-
nados con la ingeniería del software, así como la 
masificación del uso de la tecnología informática, 
ha provocado profundos cambios y grandes avances, 
que implicaban que se rediseñaran los currículos 
académicos para adaptarse a las nuevas tendencias. 
Esta dinámica se sigue y seguirá presentando en la 
medida en que se requiera masificar el uso de los 
diferentes sistemas de información.
Es necesario conocer la evolución del currículo de 
una disciplina, con el fin de mejorar su diseño, acor-
de con los cambios que se dan en las necesidades 
de la comunidad académica y productiva, para de 
esta forma llegar a ser más eficientes y contribuir 
a la mejora continua de la enseñanza de las áreas 
claves que la conformen.
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