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は じ め に
Computational Economics分野において数多くの研究成果を発表している
Kendrick and Amman は１), 99年のComputational Economics誌上に“Program-
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ming Languages in Economics” と題した論文を発表し, コンピュータプログ
ラミングを初めて学ぼうとする若手経済学者や, 研究用の適当なプログラミ
ング言語の選択に迷う現役経済学者に対して, 以下のようなアドバイスをお
こなった｡
(経済学分野においてプログラミングをはじめるならば) まずは高水
準な言語, もしくはモデリング言語から始めなさい｡ 例えば, 計量経
済学者ならば GAUSSを, 応用一般均衡, ファイナンス, および農業
経済モデルの研究者ならば GAMSを, そして理論家ならば Maple,
Matlab, もしくはMathematicaを, 最初に学ぶべき言語とするのが良
いだろう｡ さらに続けて, Fortran, Basic, もしくは Cといった, よ
り低水準２）の言語を学んでいけばよい｡ もしも, 理論的な経済モデル,
および大規模で疎な (行列を使う) モデルの解法に興味があるのなら
ば, Fortran もしくは C を選びなさい｡ グラフィカルユーザインター
フェイスの開発に取り組んでいきたいのならば, Basic, C, あるいは
C++を使いなさい｡ グラフィカルインターフェイスの作成には
Visual Basicをまず使い, そして Visual C++ の利用に進んでいきな
さい｡ (筆者訳, Kendrickand and Amman[36, p.152])
なお, この Kendrick and Amman論文とほぼ同様の内容のワーキングペー
パーが, 95年頃から配布されており, 筆者がこの論文を最初に読んだのは,
少なくとも5 年以上前のことだろうと記憶している｡ 本稿では, Kendrick
and Ammanの上の引用文の論点を踏まえ, 彼らのアドバイスを, それが書
かれた時点から約８年後の現在において, どのように受け止めればよいのか,
筆者なりの論点を加えてみたい｡
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1) 例えば, Amman, Kendrick, and Rust[1] は Computational Economics分野におけ
る最重要論文集のひとつである｡
2) 性能が低いということではない｡ より機械語に近く, より直接的にコンピュータ
を制御することができるという意味｡
ただし, 本シリーズ(本稿を含む)の問題意識としては, 経済学を専門とす
る大学院生および研究者のためのプログラミングというよりも, むしろ大学
学部生も含めた経済学学習者全般にとってのプログラミング学習がどのよう
なものであるべきかということについて, その主眼を置きたいと考えている｡
さて, 河合 [33,34] でも指摘したように, 統計的な分析を主目的とする
計量経済学分野を例外として, 従来の経済学分野において, コンピュータに
よる数値計算が必要とされる機会は非常に少なかった｡ しかしながら, 経済
学者・エコノミストが, 経済理論にもとづいた現実的な政策提言をおこなお
うとする場合, 経済モデルによる質的(what, how) な理論分析に加え, 量的
(how much) な計量分析も必要であることはいうまでもない｡ さらに, 経済
(政策) モデルを精緻化３）するために, そのモデルに非線形性や不確実性な
どを導入すると, 陽的な理論解(closed form) を導出することが非常に困難
になっていくという問題を抱えていた｡ そこで必要とされることになったの
が, 数値解析的なコンピュータシミュレーション分析である｡
幸いなことに, 昨今のコンピュータ・ハードウェアの飛躍的な性能向上と,
プログラミングの手間を軽減するユーザフレンドリーなツールの出現によっ
て, 必ずしも数値計算の専門家ではない社会科学者であっても, こうした数
値解析モデルによるシミュレーション分析が可能になってきている｡ そして,
このような経済学分野における, 数値解析方法の開発と応用に関わる話題を
取り扱うことが, Computational Economicsという学問分野の大きな主題の
ひとつとなった４）｡
なお, 筆者[31, 32, 33,34] は, これまで一貫してフリーソフトウェアの利
用による, 応用 Computational Ecomomics分野の学習, 研究方法について述
べてきた｡ ただし, それは商用ソフトを一切否定してしまうというものでは
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3) 必ずしもモデルの大規模化を意味しない｡
4) Kendrick[35]は, この学問分野の将来的な全体像を示した優れた展望論文である｡
さらに, 現時点における Computational Economics 分野における定評のある参考
書, 専門書としては, Judd[29] (アルゴリズム開発) および Miranda and
Fackler[49] (Matlab による数値計算の応用) があげられる｡
ない｡ むしろ, フリーのソフトであっても, 商用ソフトにも劣らないパフォ
ーマンスでもって, 経済学学習および研究ができる可能性を示してきたつも
りである｡ 一方, Kendrick and Amman (前掲論文) で利用が勧められてい
るモデリング言語(GAUSS[2], GAMS[13], AMPL[3], GEMPACK[17] 等)は,
一ライセンスあたり, 機能が限られたアカデミック版でも最低数万円, 通常
は数十～百万円と, 非常に高価であるのが普通である｡ こうした価格の問題
で, 必要な商用ソフトを講義・研究用もしくは学習用に導入することに困難
を感じている研究者・学習者の数も多いことだろう｡ したがって, 多少のパ
フォーマンスの違いはあろうとも, フリーソフトウェアをうまく利用するこ
とは, 経済的側面からも十分納得できる代替案であろう｡
ところで, フリーソフトウェアの ｢フリー｣ とは, ソフトの再配布と改変
の自由が認められているという意味であって, 無料というのはむしろ付随的
な側面である｡ こうした考え方の根幹となるフリーソフトウェア運動やオー
プンソースソフトウェア運動についての詳細な考察は, また別の機会に譲り
たい｡ ただし, 一つだけ特記しておきたいのは, インターネットの加速度的
な普及により, 世界レベルでの研究者間の協力が可能になったことが, 現在
のフリーソフトウェアの興隆につながっているということである｡ 例えば,
現在の Linux５）の普及率や, そのシステムの大部分を占める GNUソフトウ
ェア６）の発展と普及を考えると, このトレンドは今後も右肩上がりに継続し
ていくことは確実であろう｡
ここで, Kendrick and Amman (前掲論文) にならい, 現時点における筆
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5) フィンランド, ヘルシンキ大学のコンピュータサイエンス学部の学生 (当時21歳)
であった Linus Torvaldsによって, 1991年にインターネット上に初公開された
UNIX 互換 OS｡ フリーソフトウェア(GPL)として公開され, 全世界のボランテ
ィア開発者によって現在も改良が重ねられている｡ Linuxの誕生と, その後の発
展については, Linus and Diamond[72]が詳しい｡
6) GNUソフトウェアを生み出している GNUプロジェクトは, 修正と再配布が自
由な, フリーソフトウェアの普及を目的としている｡ Emacsや GCC等の開発な
どで知られる天才ハッカー Richard Stallmanが1983年頃から同プロジェクトを開
始した｡ GNU プロジェクトの歴史と内容については, Gay[14]および
Williams[76]が詳しい｡
者の提言を一度まとめておこう｡
簡単な経済シミュレーションに必要な数値計算には, まずインタプ
リタ型のスクリプト言語 (Python[57], Ruby[60]等) を使いなさい｡
そして, さらに複雑な計算が必要になったり, 計算の速度に問題が感
じられるようになった場合には, コンパイラ型言語の C もしくは C++
を使いなさい｡ ただし, GNU Scientific Library(GSL) を代表とする
フリーの数値計算ライブラリを利用し, なるべく自分で書くコードの
量を減らすように工夫しなさい｡
理論モデルの分析には, フリーソフトウェアの, Maxima[47],
Yacas[77], もしくは Axiom[4]を使いなさい｡
エージェントベースのシミュレーションモデルには, Python,
Ruby等のオブジェクト指向型スクリプト言語を試し, もしも速度的
に問題があるのならば Objective-C[10]もしくは Javaを使いなさい｡
これも既存のクラスライブラリを利用して, なるべく自分で書くコー
ドの量を減らすように工夫しなさい｡
統計および計量経済学の研究および学習には, R[59]もしくはLisp-
Stat[42]を使いなさい｡ もしも複雑な行列演算が必要となった場合は,
Octave[52], Scilab[62], もしくは C++のフリーのクラスライブラ
リ７）を使いなさい｡｡
グラフィカルユーザインターフェース(GUI)の作成に興味があるの
ならば, マルチプラットフォームでの GUIを実現する, Perl/Tk[75],
Ruby/Tk[61], Python/Tkinter[22], Java(Swing), WideStudio[73, 70]
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7) 例えば, Kendrick and Amman が論文中でも取り上げている University of
Manchester (英国) の Chris Birchenhall によって開発されている MatClass[45]
や, 米国の National Institute of Standards and Technology(NIST)で開発されてい
る, Template Numerical Toolkit(TNT)[71]がある｡ 前者は, フリーソフトウェ
アとして配布され, 後者は著作権を放棄し, パブリックドメインとして配布され
ている｡
等を試すか８）, もしくは Webインターフェイスを利用する工夫をし
なさい｡
商用パッケージソフトはなるべく使わないようにしなさい９）｡ ただ
し, 職業的に, 大規模で複雑な線形, 非線型計画法 (応用一般均衡を
含む) およびダイナミックプログラミングの問題にチャレンジする場
合については, サポート付きの商用ソフト(GAMS, GEMPACK,
APML, LINGO[41]等)を使うことを考えなさい｡
筆者は, 河合[33] において, フリーソフトウェアの Maximaを用い, 簡
単な数理経済モデルの分析例を提示し, さらに, 河合[34] においては, フ
リーで利用可能な数値計算ツール Octaveを用い, 経済学分野における実用
的な数値計算手法の紹介をおこなった｡ また, 河合[31, 32] においては, フ
リーで入手可能なオブジェクト指向スクリプト言語 Python を使い, 簡単な
エージェントベースシミュレーションの解説をおこなった｡ そして, 本シリ
ーズにおいても, 引き続いて応用 Computational Economics分野の学習・研
究に有用な計算ツールの紹介おこないたい10）｡
今回は, 上の筆者の提言から, ｢フリーの数値計算ライブラリ GNU
Scientific Libraryの利用｣ をとりあげ, その解説をおこなう｡ その他の高級
言語の利用, 特に Pythonや Ruby等のより抽象化されユーザフレンドリー
な高級言語による, 経済学分野の数値計算を中心とした話題については, こ
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8) SWIG(Simplified Wrapper and Interface Generator)[67]を使えば, これらの高水
準のプログラミング言語と C/C++で書かれたプログラムをつなぐ (ラッパー)
ことも可能になる｡
9) 詳細な議論は, また別の機会に譲りたいが, 理由の一つとして, 頻繁なバージョ
ンアップによる金銭的な負担の増大があげられる｡
10) 何度も繰り返すようであるが, 本シリーズは数値計算ツールの使いこなしを話題
の中心としており, 数値計算アルゴリズム自体の説明は最小限に抑えられている｡
純粋に (応用指向の) 数値計算アルゴリズムを学びたい場合には, 先にあげた
Judd, もしくは Press et al.[58]や Lau[40]等が参考になるだろう｡ また, 日本語
文献では, 現在入手は困難であるが, 大川・荒木[55]が, C言語による統計およ
び数理計画法の解説をおこなっている｡
のシリーズの次回以降の解説にまわしたい11）｡
本稿の構成は次の通りである｡ まず次章では, GNU Scientific Libraryが
どのようなものか, その特徴を簡単に説明し, さらに利用上の注意点をいく
つかあげる｡ 第３章では, 例題を二つ使い, GSLを利用する場合, どのよ
うに問題を定式化すればよいかを説明する｡ また, 同例題を使い, 簡単なベ
ンチマーク12）おこなう｡ 最終章はまとめをおこなう｡ なお, 付録には例題を
解く C + GSLソースコードを掲載する｡
2 GNU Scientific Libraryとは
本章では, まず, GNU Scietific Library(GSL)の歴史と特徴についてまと
め, 次に, 初心者向けに GSL利用上の注意点をいくつかあげる｡
2.1 GNU Scientific Libraryの歴史と特徴
GNU Scientific Library(GSL)は, 科学技術分野における数値計算用のルー
チン(routine)13）を集めた, フリーの C言語用ライブラリ14）である[23]｡ GSL
は, Los Alamos National Laboratoryの M. Galassiと J. Theilerの手により,
1996 年にその開発が始まった[24, 25]｡ 彼らが独自のライブラリ開発に至っ
た最大の理由は, 既存の商用数値計算ライブラリのライセンスが, 科学分野
における共同研究に大きな不都合をもたらしているということである15）｡ そ
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11) SciPy[63]のようなプロジェクトの紹介と経済学分野における活用法を予定して
いる｡
12) ソフトウェアやハードウェアの実行性能を評価するプログラム｡ もしくは, そう
したプログラムを使い, ソフトウェアやハードウェアの性能を評価すること｡
13) ある特定の処理を実行する機能を持ったプログラムコード｡ C言語における関数
もその一つである｡ プログラム内において多用される処理を１つのルーチンとし
てメインプログラムから分離し, 処理を行なう際にそれを呼び出す構造をつくる
と, コードがよりわかりやすくなる｡ さらにソースコードのメンテナンス (修正
含む) や機能向上 (アップグレード) が容易になる｡
14) ある特定の機能を持ったプログラムを, 他のプログラムから利用できるように部
品化し, 一つのファイルにまとめたもの｡ ライブラリ単独では実行することはで
きず, 他のプログラムの一部として (動的/ 静的にリンクされて) 動作する｡
15) この ｢不都合｣ の内容としては, 自分の作ったソフトを第三者に譲渡することの
の後, インターネットを通じて, 彼らと同様な不都合を感じている多数の研
究者達 (主に物理学者) からのボランタリーな協力が得られることとになり,
分業体制をとるかたちで現在も地道な開発作業が続けられている｡
既存の商用ライブラリのライセンスを侵害しないようにとゼロから書かれ
たそのルーチンの数は, 現在, 約1,000 種類以上にものぼり, 今でもその数
は増加している｡ なお, GSLは, 今までの開発スタイルの哲学にそって,
GNU General Public License(GPL)[20]にしたがって配布されている｡ よっ
て, GSLの自由なソースコードの改変と再配布は, 誰にでも差別なく認め
られている｡ 表１は, 現在 GSL で利用可能なルーチンの種類の一覧である｡
経済学に有用な計算ルーチンも数多く含まれているごとがあることがよくわ
かるだろう16）｡
ここで, GSLの注目すべき特徴について箇条書きにまとめてみると,
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制限等があげられる｡
16) GSL の入手方法および簡単な使用法については付録Ａにおいて解説する｡
表１ GSLで利用可能なルーチン
Complex Numbers Roots of Polynomials
Special Functions Vectors and Matrices
Permuations Combinations
Sorting BLAS Support
Linear Algebra CBLAS Library
Fast Fourier Transforms Eigensystems
Random Numbers Quadrature
Random Distributions Quasi-Random Sequences
Histograms Statistics
Monte Carlo Integration N-Tuples
Differential Equations Simulated Annealing
Numerical Differentiation Interporation
Series Acceleration Chebyshev Approximations
Root-Finding Discrete Hankel Transforms
Least-Squares Fitting Minimization
IEEE Floationg-Point Physical Constants
●科学者・技術者の自発的な協力作業によって開発がおこなわれている｡
● ANSI Cおよび ANSI C Standard Library17）を利用して書かれているの
で, マルチプラットフォーム間での移植が非常に容易である｡
●ソースコードが公開されており, GPLというライセンス形態のもと,
コードの改変と再配布の自由が認められている｡
●詳細かつ教育的なフリーのマニュアルが付属している｡
●オープンな開発環境で, 比較的最新のアルゴリズムが採用されている｡
こと等があげられるであろう｡
2.2 GSL利用上の注意点
では次に, エンドユーザが GSLを使いこなすための注意点を, いくつか
簡単にまとめておく｡
まず第一に, マルチプラットフォームにおける互換性保持という GSLの
デザインポリシーにしたがって, なるべく新しい規格の ISO/ANSI C標準に
習熟していることが必要である18)｡ Cは FORTRAN, COBOL 等に比べれば,
歴史が浅い言語であるが, ANSI, ISOによる標準化の過程を経て, オリジ
ナルの Kernighan and Ritchieとは随分その趣きが変ってきていることに注
意する必要がある｡
第二に, ソースコードを書くにあたって, 変数の型に十分注意することが
必要である｡ C言語では, 変数の型宣言が必須である｡ また, Cでは関数の
多重定義(overload) ができない｡ したがって, GSL の関数では, 同様な機
能を持つものでも, 扱う引数および戻り値のデータ型によってすべてその名
前が違っている｡ さらに, 関連したテクニックとして, キャストの仕組みな
どにも慣れておくべきである｡
プログラム言語と経済学(１) 39
17) ANSI Cおよび ANSI C Standard Libraryについては, Kernighan and Ritchie[37],
Plauger[56], および Harbison and Steele[26]を参照のこと｡
18) ISO/IEC 9899:1999 (C99)が好ましい｡
第三に, ポインタの利用法について十分な知識を有していることが必要で
ある｡ 実行速度を重視し, メモリアクセスのオーバーヘッドを低減させるた
めに, GSL における関数呼び出しのほとんどすべてが, 参照データ渡し
(call by reference) によっておこなわれている｡ よって, 不要なメモリは必
ず解放すること｡ 不注意なポインタの取り扱いは, メモリリークの可能性を
格段に高くするだろう｡
第四に, 自分で書くコードをなるべく少なくするように工夫することが必
要である｡ ソースコードの量が多ければ多いほど, それに比例して, バグの
量も増大する｡ マニュアルをしっかり参照すれば, 必要なルーチンは大抵見
つかるはずである｡ もしくは, いくつかの GSL関数を組み合わせれば, ゼ
ロからオリジナルのルーチン (関数) を書く必要はほとんどない｡
最後に, GSLのライセンス条項に留意する必要がある｡ GSLは GPLを採
用したフリーソフトウェアである｡ GSLを利用した派生物としてのソフト
ウェアの利用に関し, 完全な私的利用 (企業内を含む) に限り, そのソフト
ウェアのソースコードの公開は必要とされないが, 第三者への無償および有
償配布をおこなう場合には, そのソースコードの公開が必須となる｡ GPL
の理念, 互恵性についての正しい理解が望まれる｡
なお, C言語は, 初心者にも学びやすく, 市場に出回っている参考書の数
も他言語に比べて格段に多い19）｡ たとえコンピュータ言語にまるっきりの初
心者であっても, 定評のある教科書・参考書数冊と, フリーの詳細な付属マ
ニュアルを参考にすることにより, 最低数ヶ月もあれば, 十分に GSLを使
いこなせるようになるだろう｡
3 GSLによる経済計算
以下本章では, まず GSLを使う場合の手順について簡単にまとめる｡ 次
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19) 定評のある標準テキストとしては, 米国の大学でよく使われている, Deitel[9]
がある｡ 構造化言語の入門書として最適なものの一つであろう｡ なお, 邦訳も存
在するが, 最新版のものではない｡
に, 経済学において頻繁に扱われる二種類の数値解析的なモデルを用い,
GSLの実際の使い方について解説を加える｡ 最初の例題では, 資源経済学
における (等号) 制約条件付き最大化問題を, ラグラジュアン関数により非
線形連立方程式体系に変換して解いてみる｡ 二番目の例題では, 非線形の連
立微分方程式で定型化される進化ゲームの問題を解いてみる｡
3.1 GSLによる経済計算の手順
GSLによって経済問題を解く場合の, 大まかな手順の流れは以下のよう
になる｡
１．解くべき経済モデルの定式化｡
２．数値解析が可能な条件式の導出｡
３．Cおよび GSLコードへの変換｡
 どのルーチンで解けるのかを調査｡ もしくは利用ツールの再検
討｡
 ２で得られたモデル数式の Cソースコードへの変換｡
 メインルーチンの作成，およびモデルパラメータの付与｡ 複数
の解法 (アルゴリズム) の利用が可能な場合には, その取捨選
択｡
 コンパイルおよびデバッギング｡
４．数値計算・シミュレーションの実施｡
５．計算結果が経済理論的見地から妥当なものであるかどうかの検証｡
リスト５番目の意味を補足しておく｡ 経済学が扱う問題の大多数において,
モデル変数は非負という条件をおく｡ さらに, 市場における均衡解の存在条
件として, 生産関数に一次同次 (constant return to scale) といった条件を
課す場合も多い｡ そうした場合, 得られた結果 (解) がその条件を満たして
いるかどうかを確認したり, 外生変数の変更が, 予想される解 (内生変数)
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の変化を生み出すかどうかを確認することによって, 解の妥当性を検証する
ことが経済学的に可能になる｡
では, この手順１, 2, 4, ５に沿って, 以下の例題を二つ解いてみよう｡
３のプログラム部分については, 付録に掲載する｡
3.2 計算例その1：制約条件付き最大化
この例題は, Conrad and Clark[7, p. 10]による資源配分モデルの定式化に
依っている｡ なお, 本稿の教育的側面を十分考慮し, GSLによる数値計算
で得られた結果が正しいかどうかを簡単に確認できるよう, 小規模なモデル
を選択した｡ したがって, 本題は手計算でも簡単に解くことが可能である｡
まず, 労働のみを生産要素として, 木材の生産と魚の養
殖20）をおこなう原始的な小規模経済社会(以後, SWと表記する)を考える｡
二財とも貿易については完全に自由化されており (小国の開放経済), した
がって, その価格は, それぞれ世界価格と同一な, , として外生的に
与えられているものとする｡
SWにおける上の結合生産の関係を, 陰関数表示の生産関数[69, p.109]と
して以下のようにあらわそう｡
 １
一方, 木材と養殖魚の世界価格は, 一単位あたり, それぞれ ,
とする｡ すると, SWにおける制約条件付き利潤最大化問題は, 以
下のように定式化されるだろう｡
	


 ２
  ３
よって, ラグランジュアン関数(Lagrangian function),
		 ４
	 ５
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20) 養育のための餌は自然から与えられるものとする｡
を使うことにより, 一階の最適化条件は,


 ６


 ７
および,


 ８
のように導出することができる｡
最適値を与える条件式は, 式(６), (７), (８)の三つである｡ この三式を
連立させて解くことによって, 解を求めることができる｡
したがって, この問題は, GSL の非線形連立方程式ルーチン(Multi-
demensional Root-Finding) を利用して解くことができるだろう｡ C + GSL
のソースコードは付録 D.1に掲載する｡
なお, GSLの非線形連立方程式ルーチンの解法アルゴリズムは, ヤコブ
行列(Jacobian matrix), 	の利用が必要なものと必要でないものが
ある｡ 筆者の経験上, 代数的に解いたヤコブ行列を利用したアルゴリズムを
用いた方が無難であるが, その導出が非常に面倒な場合は, それを必要とし
ないアルゴリズムを利用するか, もしくは河合[33]で紹介したMaxima等の
CAS(Computer Algebra System) を使ってその導出の困難さを減少させるこ
とが可能だろう｡ 本稿においても, 両者のアルゴリズムを利用して問題を解
いてみたが, やはり後者のアルゴリズム (ヤコブ行列利用) のパフォーマン
スの良さを確認した｡
ところで, なぜ最大値問題を最大値問題のまま解かなかったのだろうかと
考える読者もいるだろう｡ つまり, 一階の条件を導出せずに, そのまま目的
関数を数値解析的に解くことが可能ではないかという疑問である21）｡ 確かに,
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21) マトリクス・ジェネレータを備えている商用数理計画法ソフトウェアにおいては,
目的関数と制約条件の設定のみで問題を解くことが可能な場合が大部分である｡
また, フリーソフトウェアの Scilabを使えば, 変数の上限(upper bound)と下限
(lower bound)を設定することが可能である｡
GSLは多次元の最大 (最小) 値問題(Multidemensional Max/Minimization)22）
をそのまま数値解析的に解くことが可能である｡ つまり, 目的関数と適当な
初期条件を与えることによって, コンピュータ・インプットを完結すること
ができる｡ しかしながら, そこに制約条件がついた途端, 最適解への収束を
得るためのテクニックは, 非常に高度なものになってくる｡
例えば,


 ９
 
 
といった制約条件付きの最小値問題を解く場合, 以下のようなログ・バリア
関数(logarithmic barrier functions)および二次形式(quadratic)のペナルティー
関数を用いることによって制約条件をなくし[51],



	

	

	
 
通常の最小値問題と同様に数値解析的に解くことも可能になる｡ ただし厄介
なことに, バリアおよびペナルティー関数の重み付けをはじめとして, 解法
のファインチューニングが非常に難しく, 最適解への収束を得ることは大変
難しいということが知られている[5, 29]｡
暫定的な結論として, 単純な制約条件を含む最適化問題については, 一階
の最適化条件式(Kuhn-Tucker necessary conditions)を導出して GSLを利用
することが適当であるが, 複雑な制約条件を含む大規模な問題を解く場合に
は, やはり信頼のある商用の数理計画法ソフトウェア(GAMS, AMPL,
LINGO等) の利用が必要になる場合があるだろう｡
さて, この数値計算で得られた結果, 

	は, 経済学的に意
味のある結果であろうか｡ もしも, 計算された最適値が負の値であったり,
著しく直感にそぐわないものであったりした場合には, プログラムのバグ,
桃山学院大学経済経営論集 第45巻第３号44
22) 実際は最小値問題を解くルーチンであるが, 最大値問題の目的関数にマイナス符
号をつければ最小値問題として扱うことが可能になる｡
もしくは問題の定式化自体を疑ってみる必要性があるだろう｡ なお, 非線形
の方程式を解く場合には, 当然のことながら, 導出の方法によって複数個の
解が得られる場合がある｡ この中から経済学的に意味のある解を選ぶために
は, 計算の初期値として, 予想される解のなるべく近傍の値を選ぶことが必
要になる23）｡ 幸いなことに, 経済学のモデルの場合, 比較静学的な分析を目
的として, 最初の均衡解 (最適値) が所与とされている場合が多い24）｡ こう
した所与の初期値をうまく利用することが経済学分野の数値解析モデルにお
いては非常に重要である｡ なお, 本例題の計算では, 上に述べた何れの疑問
点および問題点も発生することがなかったため, 妥当な計算結果であると判
断してよいだろう｡
最後に, この最適値が最小値である十分条件 (二階の条件) を確認してお
こう25）｡ そのためには, 縁付きヘシアン行列 (bordered Hessian matrix) の
主小行列式 (principal minors) の符号を調べればよい｡ この計算方法は, 付
録 D.1のソースコードを参照してもらいたい｡
3.3 計算例その2：連立微分方程式
以下の例題は, Martinez Coll[43]の原モデル, および, そのシステム・ダ
イナミックス (system dynamics)26)による再定式化をおこなった Gilbert and
Troitzsch[18, ch.3]による進化ゲームモデルを筆者が簡略にまとめたもので
ある｡
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23) ただし, 付録にある本例題の数値計算では, こうした初期値の事前情報を利用す
ることができなかった｡
24）例えば, 応用一般均衡分析では, 分析開始時点の経済のスナップショットを作成
し, それが仮想的に均衡状態にあるものとされる｡
25) 本例題は, 目的関数が線形, よって凹関数(concave function)であり, その制約
条件は凸関数(convex function)であるので, 一階の条件を満たす最適値が最大値
であることの十分条件は満たされている｡ なお, 関数の凸性を簡単に確認するた
めには, そのヘシアン行列が半正の定符合行列(positive semidefinite)であること
を確認すればよい｡
26) 複雑な動学的モデルを数値解析的な手法 (シミュレーション) で分析するもの｡
マサチューセッツ工科大の Jay Forresterが開発した｡ この手法の社会科学分野
における広範な応用例として, Sterman[65]がある｡
まず, 生存のためにお互いの資源を奪い合うことも厭わないホッブス的社
会27）を考える｡ 現存する資源はすべて, その社会構成員に既に配分されてい
るものとしよう｡ この社会には, 三種類の経済主体が存在し, 資源の獲得競
争をおこなっている｡ この三つの戦略を, ハト戦略, タカ戦略, および遵法
戦略と, それぞれ名付ける｡ これらの戦略の特徴は, 表２のとおりである28）｡
資源獲得成功の確率, つまり出会った二者間における闘争 (資源獲得競争)
に勝利する割合は, 表３のとおりである｡ なお, ハト戦略同士, 遵法戦略同
士, およびハト戦略と遵法戦略が出会った場合, 両者間に闘争は起こらない
ものの, 相手が資源を放棄するのを両者が待ち続ける (根比べ)｡ そして,
表３にもあるように, 1/2の確率で, 根負けした相手から, その資源を勝ち
取るものとする｡
では, 以上の情報をもとに, これらの戦略間の利害関係をあらわす利得行
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表２ 戦略の比較
相手の攻撃から資源を守る時の反応 資源を持つ相手に対する反応
ハト戦略 退散する｡ 決して攻撃しない｡
タカ戦略 対抗して攻撃する｡ 必ず攻撃を仕掛ける｡
遵法戦略 防御のためだけに攻撃する｡ 先制攻撃はしない｡
表３ 資源獲得成功の確率
相手
自
分
ハト戦略 タカ戦略 遵法戦略
ハト戦略 0.5 0 0.5
タカ戦略 1 0.5 0.5
遵法戦略 0.5 0.5 0.5
27) 各人が自分自身の生命を維持するために, 自分の欲するままにその力を用いてい
る状態, と定義する｡ ただし, 無抵抗であることもひとつの生きるための戦略と
なりえる｡
28) つまり, 遵法戦略は, 資源を守るときはタカ戦略をとり, 自分が資源を持たない
ときは, ハト戦略をとるものを指す｡
列を作成しよう｡
まず, 戦略の集合を,
ハト戦略, タカ戦略, 遵法戦略
 
とおく｡
次に, 戦略の個体が戦略の個体と闘争・根比べする場合の純便益を
とする｡ ここで, である｡ この純便益は, 闘争・根比べによって得
た便益	から, その闘争・根比べによって消耗する分のコストを差し引い
たものである｡ なお, 闘争, 根比べのコストは, それぞれ
, 
とおく｡
また, モデルの整合性のために, 
	
を仮定する｡
以上の定式化のもとで, このモデルにおける戦略間のペイオフ, (自分,
相手)=, をまとめた利得行列は, 表４のようにあらわすことができ
るだろう｡ 一例として, 
	
の組み合わせを代入すると,
その利得行列は, 表５のようになる｡
さらに, このモデルでは, 現在の各戦略の行動様式の適応度 (純便益の大
きさ) に比例して, 次の世代の行動様式の構成比率,   が決
まっていく動学過程 (レプリケータ・ダイナミックス) を仮定する｡
よって, まず時間における戦略の平均純便益をとおくと,


  
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表４ 利得行列：一般型
ハ ト タ カ 遵法者
ハ ト 		

		

 	 
		




			


 
タ カ 	 
	




	





	



	


	




 
遵法者 
			




		


  
	






	



	
 
				
である｡ したがって, 戦略全体の平均純便益は,


 
となる｡
時間における全体の個体数をとする｡ 仮定により, その純便益の増
分に比例して, 各々の戦略の個体数が増加するから, 時間後のの値,
は,






 
となる｡ これを変形すると,




	 
であるから, 最後に, 
 とすると,


   
というレプリケータ・ダイナミックが得られる29）｡ そして, この式(18)に式
(14)と式(15)を代入すると,
 

 

	

		


	

		 	
が得られる｡
ところで, すべての戦略の割合を足すと１になることから,
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29) レプリケータ・ダイナミックの詳細な導出方法については, Gintis[19]が参考に
なる｡
表５ 利得行列：数値例
ハ ト タ カ 遵法者
ハ ト (2, 2) (0, 10) (1, 6)
タ カ (10, 0) (－5, －5) (2.5, －2.5)
遵法者 (6, 1) (－2.5, 2.5) (5, 5)
 
である｡ この式(21)をについて解いて, 式(20)をの場合につ
いて解いたものに代入すると,






	


	



	 






	


	



	 
という二つの微分方程式を得ることができる｡
では, この式(22), (23)を連立させて解くことによって, 
の軌跡を求
めてみよう｡ これらの式は比較的単純であるので, GSL の常微分方程式
(ODE)ルーチンを利用することによって簡単に解くことができる｡
なお, 原モデルのパラメータ値, 	, を使うと,
Gilbert and Troitzsch のシステム・ダイナミックスを使ったシミュレーショ
ンよりも定常状態への収束が早いことが観測された30）｡ これは, システム・
ダイナミックス(system dynamics) が, 連続時間モデルを近似した差分方程
式体系であることに起因している｡ 本モデルでは, モデルの定性的特徴がか
わらないことを確認し, 収束時間を延ばすために, このパラメーターの値
を原モデルの 1/10に設定した31）｡
この問題を解く C + GSLのソースコードは, 付録 D.2に掲載する｡ 得ら
れた結果の一例32）をグラフに表示すると図１のようになる｡ 初期値として,
ほぼハト戦略で占められていた集団は, 急激にタカ戦略によって侵略を受け
る｡ そして, 70世代近辺までは両者によって集団の均衡が保たれていくよう
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30）どのような手法でモデルを解いたのか, 原論文の Martinez Collには, 報告され
ていないが, 差分方程式モデルのままで解かれたようである｡
31) Martinez Collでも, このモデルの特徴は確認されている｡
32) 初期条件において, ハト戦略99％, タカ戦略0.5％, 遵法戦略0.5％の場合。
に見えるのだが, 徐々に勢力を強めてきた遵法戦略が, 130世代近辺で両者
を圧倒して全体を占拠する｡ つまり, このホッブス的社会は, お人好し (ハ
ト戦略) も無法者 (タカ戦略) も許さない, 遵法者集団の社会へと収斂して
いくのである33）。
最後に, この微分方程式システムの安定性条件について調べておこう｡
まず, 式(22), (23)の左辺をゼロとおいてについて解くと, こ
のシステムの停留点(stationary points)が四組見つかる34）｡ ここでは, その
中の一つ,
が漸近的に安定な解(asymptotically stable)であることを示そう｡ この解が安
定な解であるための十分条件は, その停留点で, 式(22), (23)を線形近似し
た時に得られる係数行列 (ヤコブ行列) において, その固有値の実数部分が,
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＊＝｛＊＊｝＝｛00｝ (24)
33）あくまでも比喩的な表現としてこう述べていることに注意｡
34）導出方法については, 付録Ｂを参照のこと｡
Time Periods
0 50 100 150 200
0
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


図１ 初期値：ハト戦略99％, タカ戦略0.5％, 遵法戦略0.5％
すべて負になることである35）｡ 付録Ｂに, こののみが安定的な解で, 他
の三つの組は不安定であることを示すためのMaximaコードを掲載する｡
さて, 図１の初期値例におけるシミュレーションでも, 最終的に戦略割合
は一定の値, に収束した｡ この収束点でヤコブ行列の固有値を計算する
と, その値は, ともに負であることが確認できる｡ この計算のC + GSLソ
ースコードは付録 D.2に掲載する｡
ところで, 本例題は, 常微分方程式の初期値問題(initial value problem)と
して定式化されていたが, 経済学においては, 境界値問題(boundary value
problem)として解くことが必要な経済モデルも多い｡ 残念ながら, その機能
追加の予定はあるものの36）, 現時点の GSLの機能だけでは境界値問題を扱
うことができない｡ もちろん, 商用ツールを使えば比較的簡単にこうした境
界値問題を解くことは可能である37)。フリーソフトウェアだけを使い, 境界
値問題をどのように解くことができるかについては, また別の機会に論じた
い｡
3.4 ベンチマーク
GSLによる数値演算の速度を評価するために, Octaveの演算速度との比
較をおこなった｡ もちろん, 厳密なベンチマークをおこなうためには, 同じ
解法アルゴリズムを使い, かつ多種類の問題を解いて比較することが好まし
い｡ しかしながら, 本稿のベンチマークは, あくまでも実用的な観点からお
こなった｡ つまり, 解法アルゴリズムの特性にあまり詳しくない初心者が,
標準のルーチンを使った GSL, および特段のオプション指定をおこなわな
い状態での Octaveで, 同一の問題を解いたと仮定し, 両者においてどのく
プログラム言語と経済学(１) 51
35) 安定性の条件についての簡略な説明としては, Simon and Blume[64, p. 687],
Takayama[68, p. 344]等が参考になる｡ より厳密な安定性の議論については,
Brock and Malliaris[6, ch. 3]を参照のこと｡
36）GSLメーリングリストの過去ログにある, ThePlan
(http://sources.redhat.com/ml/gsl-discuss/1999/msg00123.html)を参照のこと｡
37）Kawai[30]はその一例である｡
らい演算速度の差が観測されるかを計測した｡
ベンチマークのために使った問題は, 上の進化ゲームにおける連立微分方
程式である｡ ただし, 収束を長引かせるためにパラメータの値をさらに
1/10 とし, 加えて, より正確な計算結果を得るために, 計算のステップサ
イズの間隔を狭めている｡
ちなみに, Octave の微分方程式ソルバーは, Alan C. Hindmarsh による
ODE Solver のセット, ODEPACK[27]によって提供される LSODE(Liver-
more Solver for Ordinary Differential Equations)を利用したものである38）｡ 一
方, GSLは多種類の解法アルゴリズムを提供するが, 今回のベンチマーク
では, 古典的 (４次) ルンゲ・クッタ法(Runge-Kutta methods)を採用した｡
ベンチマークの計測方法については, 付録Ｃを参照して欲しい｡ 得られた
結果によると, GSL (コンパイルの最適化あり) は Octaveに比べ約５倍の
早さでこの問題を解いた39）｡
もちろん解法の違いは無視できないが40）, 大石[54]でも同様なことが報告
されているように41）, Octaveの遅さは, それが LSODEにインタフェースを
つけてプログラミングを容易化していることへの代償であろう｡
4 ま と め
本稿は, 経済学においてコンピュータによる数値計算等が必要となった場
合, どのようなプログラム言語を使うべきか, という問題意識のもとに,
GNU Scientific Library(GSL)の紹介をおこなった｡
GSLは, 物理学, 工学, 統計学をはじめとした, 科学分野全般に利用可
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38）解法アルゴリズムとしては, 線形多段階法の一種であるアダムス法(Adams
methods)を使っている｡
39）完全なソースコードが必要な場合は, 筆者(katz@andrew.ac.jp)までリクエスト願
いたい｡
40）詳細は省くが, Gerald and Wheatley[16, p. 418]によると, アダムス法はルンゲ
・クッタ法に比べ約２倍の効率を持つことが示されている｡ したがって, 本章の
ベンチマークの速度差に関わる結論には影響を与えない｡
41）LAPACK(FORTRAN/C)で1000×1000 行列の問題を解くと, Octave の演算速度
に比べて６～７倍早く解けることを報告している｡
能な数値計算ルーチンを提供する Cライブラリである｡ もちろん, 経済学
分野の数値計算おいて必要となる多くの有用なルーチンも提供する｡ 本稿で
は, 二つの経済学分野の例題を通じて, その利用可能性を論じた｡
コンピュータの専門家ではない社会科学者にとって, 自分の研究・学習目
的に合致するプログラム言語もしくはソフトウェアを見つけることは, かな
りの難題である｡ また, 彼らにとって, コードを書くこと自体が目的である
ことはほとんどない｡ むしろ, 研究・学習のために, なるべく苦労せずに,
いかに正確な計算をするか, といった応用指向が最優先課題にある｡ したが
って, 実際の応用例が示されないことには, なかなかそのソフトウェアの利
用価値に気づくことはないだろう｡ こうした現状に鑑み, 筆者は, 今後もこ
のシリーズで, 応用例を中心としながら, 経済学分野で利用可能なフリーソ
フトウェア・オープンソースソフトウェアの紹介を続けていきたいと考えて
いる｡
なお, 筆者の立場は, プロプラエタリ(proprietary)なソフトウェアの存在
を全否定するものではない｡ いくらアカデミックな分野とはいえ, 研究・学
習における多大な効率性の犠牲のもとに, フリーソフトウェアのみに固執せ
よ, という提言をしているつもりは毛頭ない｡ むしろ, 筆者が目的としてい
ることは, 商用ソフトウェアの制限的ライセンス条項42）がアカデミックな活
動に与える負の影響に対しての, 一つの私的処方箋の提案である｡ さらに,
フリーソフトウェアは無料である｡ それゆえに ｢安かろう悪かろう｣ という
イメージが先行してしまうことに対する, 一つのアンチテーゼの提示である｡
インターネットの爆発的な発展と普及は, ネットワークから無料で入手可
能な, フリーソフトウェアおよびオープンソース・ソフトウェアの人気の高
まりを生んだ｡ それどころか, こうしたプロプラエタリではないフリーソフ
トウェアは, インターネットを陰で支える重要なインフラにさえなってい
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42）例えば, ソースの個人利用しか認めず, 自分が改良したソースコードの第三者へ
の公開が認められない場合等があげられる｡ 詳細な議論は, また別の機会に譲り
たい｡ なお, 今野[38, 39]は, ソフトウェア特許問題を中心に, そのアカデミッ
ク分野への影響を詳細に論じている｡
る43)｡
こうした先例と同様に, 互恵とボランティアの精神で日々進化を続けてい
るフリーソフトウェアが, 経済学における数値計算, Computational Econo-
mics, そして, CAI44)を含めた経済学全般においても, 貴重なインフラとし
て普及していく可能性は十分に大きいだろう｡ 筆者は, 経済学分野における
有用なフリーソフトウェアの発掘およびその利用法の啓蒙を通じ, その普及
の一助とならんことを願っている｡ 内外の研究者からの忌憚のない意見を希
望する｡
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43) 代表的なものに, Apache (Webサーバ), BIND (DNSサーバ), sendmail (メー
ルサーバ) などがある｡
44）Computer Aided Instruction, コンピュータ支援教育のこと｡
付録Ａ GNU Scientific Libraryの入手およびインストール方法
入手方法
GNU Scientific Library(GSL)は, その開発および配布のオフィシャルサイ
ト：
● http://www.gnu.org/software/gsl/
から無料で入手することができる｡
動作環境およびインストール方法
GSLは, GNU/Hurdおよび GNU/Linux上の gccによって開発されている｡
ただし, Linuxや FreeBSDといった Unix-like システムはもちろん, OS/2お
よび Microsoft Windows で動作させることもできる｡ ただし, MS Winodws
上で使用する場合には, Cygwin45）等の Unix環境, もしくはMinGW46）をイン
ストールしておくことが好ましい｡
なお, 筆者が本稿のために利用した PC環境は, Windows 2000 + MinGW
+ gcc 2.95 + gsl 1.3, Vine 2.6 + gcc 2.95 + gsl 1.2, Red Hat 9.0 + gcc 3.3
+gsl 1.4, および Debian GNU/Linux Sid + gcc 3.3 + gsl 1.4である｡ このい
ずれにおいても, GSL のバイナリーパッケージの入手が可能であるので,
インストールはシステム付属のパッケージシステムを使うことにより非常に
簡単におこなうことができる｡ なお, GSLのソースコードを直接コンパイ
ルするには, かなりの難易度をともなうので, 初心者にはお勧めしない｡
例題のコンパイル方法
bashシェル上での簡単なコンパイル方法を以下に示す｡
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45) Red Hatにより開発されている Cywginは, その配布サイト[8]から無料で入手可
能である｡
46) MinGW (Minimalist GNU for Windows) は, GCC (GNU コンパイラコレクショ
ン) およびネイティブな 32bit Windows プログラムを生成するためのヘッダーフ
ァイルとインポートライブラリを揃えた環境である｡ 詳細については, MinGW
のサイト[48]を参照
$ gcc ‘gsl-config --libs‘ your_mode.c
もしくは,
$ gcc -lgsl -lgslcblas -lm your_mode.c
ただし, your_model は作成したソースコードの名前である｡
さらに, コードの最適化をおこなう場合には,
$ gcc ‘gsl-config --libs‘ -O3 your_mode.c
のような -O オプションを追加してもよい47）。
本文中の連立微分方程式, (22), (23)の左辺をゼロとおいて, 停留点を
求める｡
(C1) eq1: -1/2 * ph * pd^2 * (2 * cd + ch)
+ 1/4 * ph * pd * (2 * ch + 2 * cd - u)
+ 1/4 * pd^2 * (2 * cd + u)
- 1/4 * pd * (2 * cd + u)$
(C2) eq2: -1/2 * ph^2 * pd * (2 * cd + ch)
+ 1/4 * ph^2 * (ch - u)
+ 1/4 * ph * pd * (4 * cd + ch + u)
- 1/4 * ph * (ch - u)$
この方程式を解くと,
(C3) ans: solve([eq1, eq2], [pd,ph]);
(D3)



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付録Ｂ Maxima48) によるシステムの安定性の確認
47) 最適化の詳細については, gcc のオンラインマニュアルを参照のこと｡
48) Maximaの利用法については河合［33］を参照のこと｡









	

	
という停留点が四つ得られる｡
一方, このシステムを一次近似したヤコブ行列は,
(C4) m1: matrix([diff(eq1, pd), diff(eq1, ph)], [diff(eq2, pd), diff(eq2, ph)])$
として得られるので, この行列式に先の停留点を代入していく｡
(C5) mm1: m1, first(ans)$
(C6) mm2: m1, second(ans)$
(C7) mm3: m1, third(ans)$
(C8) mm4: m1, fourth(ans)$
この四つの行列の固有値を調べると, システムの安定性を確認することが
できる｡
(C9) e1: eigenvalues(mm1);
(D9)











	

		

	
(C10) e2: eigenvalues(mm2);
(D10)



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
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
		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(C11) e3: eigenvalues(mm3);
(D11)
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
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
		

	
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(C12) e4: eigenvalues(mm4);
(D12)







	
	

		
	
	

パラメータの大小関係を設定すると,
(C13) assume( 0 < cd )$
(C14) assume( cd < u )$
(C15) assume( u < ch)$
固有値の符号の確認が可能になる｡
(C16) list1: [is(part(e1, 1, 1) < 0), is(part(e1, 1,2) < 0)];
(D16)
[true, true]
(C17) list2: [is(part(e2, 1, 1) < 0), is(part(e2, 1, 2) < 0)];
(D17)
[false, false]
(C18) list3: [is(part(e3, 1, 1) < 0), is(part(e3, 1, 2) < 0)];
(D18)
[false, false]
(C19) list4: [is(part(e4, 1, 1) < 0), is(part(e4, 1, 2) < 0)];
(D19)
[true, false]
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以上の通り, list1, つまり, という停留点においてのみ,
二つの固有値が負になり, 漸近的に安定ということが確認された｡
付録Ｃ ベンチマークの計測方法
実行時間を計測したい関数を process() とする｡ ベンチマークのための C
ソースコードは, clock 関数を使い, 以下のように書くことができる｡
	













()
()

()

(() (



)  !"# ")

$(%() の実行には &$秒かかりました｡ '%
)

もしくは, シェル環境で, time コマンドを利用することもできる｡
Octave
Octaveの場合,


(


のように, ticと tocの間に実行時間を計測したいコマンド solve_command
を挟めばよい｡
付録Ｄ ソースコード
以下, 本稿の数値計算で利用した C+GSLのソースコードを掲載する｡ コ
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ード利用の際は, 行の最初にあるラインナンバーを削除すること｡ なお, 本
稿で利用したすべてのソースコードは, GNU GPLにしたがって, その再配
布は自由とする｡
D.1 計算例その１
以下のソースコードは, GSL ver.1.4 マニュアル(pp.344346)における例
題を雛形として作成した49)｡
f1.h：ヘッダーファイル
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f1.c：条件式の Cによるコーディング例
 
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49）最新版のマニュアルはオフィシャルサイトから入手可能である｡
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D1.1 メインルーチン
67～78行目において二階の条件の確認, つまり縁付きヘシアン行列にお
ける主小行列の符号チェック, をおこなっていることに注意｡
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D.2 計算例その２
以下のソースコードは, GSL ver.1.4 マニュアル(pp.293-294)における例
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題を雛形として作成した｡
50～61行目において, 収束解の安定性の確認, つまりヤコブ行列の固有
値のチェック, をおこなっていることに注意｡
なお, 紙面の制約上, コーディング方法が自明な条件式とそのヤコブ行列
式の部分については, ソースの掲載を省略している50）｡
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50）筆者にリクエストしていただければ, 完全なソースコードを入手することも可能
である｡
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Computer Languages in Economics (1)
─Using GNU Scientific Library─
Katsuhiko KAWAI
In an introductory article on computational economics, Kendrick and Amman
examined which computer languages they should learn to conduct practical com-
puter simulations and experiments in economics. It has been more than eight
years, however, since they published the paper, and the computer environment
surrounding economists has changed quite dramatically since then.
With the increasing interest in collaboration over the Internet, more and more
scientists now find themselves able to make good use of free software available
from the Internet. The GNU scientific library (GSL), for instance, is one of the
freely available libraries of scientific subroutines, and it is developed by many sci-
entists on a voluntary basis.
Using two practical examples, this paper shows that most of numerical analysis
related to economics could be easily solved by the GSL routines. The problems
are taken from resource economics and evolutionary game theory: the first ex-
ample deals with a multidemensional root-finding, and the second example solves
a system of ordinary differential equations.
