Abstract-In this paper we: 1) discuss the need for quantitatively reproducible experiments in the study of top-down design; 2) propose the design and writing of tutorial papers as a suitably general and inexpensive vehicle; 3) suggest the software science parameters as appropriate metrics; 4) report two experiments validating the use of these metrics on outlines and prose; and 5) demonstrate that the experiments tended toward the same optimal modularity.
INTRODUCTION
TiHE concept of "top-down" design of programming projects [31, [7] , [10] is by now well known and gaining acceptance [9] , [11] . Essentially, top-down design begins with a statement of what is to be done and proceeds by dividing the task into smaller, more manageable subtasks. Each subtask is further divided until the smallest subdivisions correspond directly to constructs in the source language. Moreover, careful documentation of the process enables systematic "backing up" to correct design errors. Only those parts of the design affected by a change need to be reconsidered. But the usefulness and applicability of the top-down design methodology has been evaluated qualitatively at best; quantitative measures tend to be clouded by the multiplicity of extraneous variables affecting any given application. Because a basic tenet of the scientific method requires the independent reproduction of a measurement experiment before any relationship it demonstrates can be accepted, and because of the large number of irrelevant, independent variables, knowledge of this important design methodology might be characterized as prescientific. This is not to say, however, that the current state of affairs can be easily remedied. Even a simple approach to the measurement problem requires the solution of a number of subproblems. For example, in order that a given measurement experiment be reproducible in an independent environment, it must not place an inordinate drain upon resources. Similarly, Manuscript it must deal only with the basic properties pertinent to the design process which apply generally over a wide range of design problems. Furthermore, and perhaps more important, the quantities to be measured must be well defmed, unambiguous, and independent of the wide variation in human talent.
The metrics from software science [4] which have been applied to computer programs provide a candidate measurement scheme for evaluating a design methodology. Software science is concerned with the measurable properties of computer programs, and the relationships which hold among their mean or average values. The equations of software science predict average behavior of a set of programs and, therefore, imply measurement over sufficiently large samples. As a result, individual values from small programs exhibit considerable statistical variation. The measurements required for evaluation of the design process, however, meet the criteria given above: they are well defined, unambiguous, and independent of human talent. Therefore, the software science metrics were chosen as a basis for evaluating the top-down design methodology.
It is clear that the design and implementation of a large software system would be most germane to evaluation of the topdown methodology. But it is equally clear that the available resources would preclude reproduction of the experiment elsewhere. Consequently, any evaluation obtained from an initial measurement would remain unconfirmed and, therefore, of minimal value. Instead, the vehicle chosen for measurement is something that can be designed and "implemented" anywhere-a technical paper. When the class of paper is restricted to tutorials, so that the author can be said to "understand the problem statement" as soon as he has a tentative title, then the principles of top-down design can be applied, a system of outlining can be adopted, and the entire process can be studied quantitatively.
The next section explains in detail the design process selected for study, the conditions under which the experiments were conducted, and the measurements taken. Then, Section III summarizes the observed data, while Section IV exhibits the relationships predicted by software science and provides a comparison between predicted and observed values.
EXPERIMENTAL PROCEDURE
Each author performed one measurement experiment using the same controlled conditions. The first experiment involved a research tutorial [5] , while the second experiment used a 0098-5589/79/0300-0105$00.75 © 1979 IEEE 105 paper explaining a computer program [1] . In each case, the author knew his subject matter intimately before the design was begun and, therefore, "understood the problem statement" once a title had been formulated (i.e., the requisite research and background readings had already been completed).
In order to separate and measure the distinct parts of the design process, a strict "top-down" approach was followed. A title was formulated, an initial five-point outline was derived from the title, and an expanded outline was produced by further subdividing each point five ways. The result, a hierarchy of five tuples, reflected the top-down methodology used to construct it. After smoothing the five-by-five expanded outline, the author formulated his draft version of the paper using it.
With rigid divisions between each phase of writing, the design process could be measured by accounting separately for the time required to write each of the following parts of the paper: 1) Title page 2) Basic five-point outline 3) Expanded, five-by-five outline 4) Refined outline 5) First draft of the paper 6) Abstract for the first draft. During each stage of the "design," and for each handwritten page of the "implementation" phase, the author recorded the time required to the nearest minute or closer. After final completion of the paper, each timed unit of written material was analyzed, using the counting methods given in [4, ch. 13 ]. Basically, the method partitions the text into two categories, called operators and operands in software science terminology. Operators, in addition to punctuation and font changes, include "function words" defined and listed by [8] . Function words encompass the articles, pronouns, prepositions, conjunctions, auxiliary verbs, and named numbers; all other words count as operands.
OBSERVED DATA
Detailed data, including the elapsed time (in minutes) and the observed counts of operators and operands, can be found in [6] and [2] . For convenience, pertinent values have been summarized in Tables I and II using s1 to denote the number of unique operators, ??I to denote the number of unique operands, N1 to denote the total operator occurrences, and N2 to denote the total operand occurrences. Because a completely mechanical method of counting was used, each unique character string was recorded separately.
For example, all five of the words "use," "user," "users,", "uses," and "using" made a contribution to 772 . Consequently, when a value of s1 or 772 comparable to those for computer programs is needed, the observed values of l'i and 7n' must be reduced. This can be done in either of two ways. Each synonymous usage, case change, number change, etc., may be identified and removed subjectively, or the relation -q = kti' with k = 2 given in [4] can be used. Because it is both objec-5 tive and much easier, the second method will be used. The values of total usage are unaffected by this problem; hence there is no difference in N between computer programs and English prose.
IV. TESTING THE APPLICATION OF SOFTWARE
METRICS TO THE DATA Before discussing the design hypothesis, it would provide some degree of confidence if it were found that the data from both experiments are comparable to similar data from computer programs. This can easily be accomplished by testing the vocabulary-length relation. According to [4] , an estimate of the program length, N = N1 + N2, can be obtained from =n 11 og2 1 + 772og2 10 2. Table 111 .
For both experiments the relative errors are small, and they deviate from zero by less than their standard deviations. This suggests that the software metrics and equations apply to the prose generated during this experiment. V. A QUANTITATIVE HYPOTHESIS It seems clear that the resulting prose generated by using a top-down design must exhibit some degree of modularity, and it might even be expected that this modularity would, on average, conform to an optimum in one sense at least. In discussing modularity in computer programs, [4] suggested that the chunking concept of psychology provided an approach to the quantification of the module most readily fl2 = 6. The potential volume of the ideal module is, therefore, V*= =q* log2 q* = (2 + 772) 10g2 (2 + 7n*) (2) or FM =24 where (2) and all of the software equations required later can be found in [4] . Now, the actual volume V is related to the potential volume via (V*)2 = XV where X is the language level.
Strictly speaking, X should be obtained as X=L2V where the implementation level L is defined as L= V*=V, (3) (4) (5) but because the potential volume is seldom observed directly, the approximation (6) =2 712 71i N2 is usually used to obtain the estimate X =(L)2 V.
(7)
Because L is only an approximation to L, $ differs from X. While the two values have sometimes been confused in previous work, the distinction is important here, where X = 1, and X may be calculated from 71, and 7l2 as obtained below. From (3), it follows that for the ideal module, the volume is VM=(VM)2 =576. (8) From any volume it is possible to calculate the length, provided the value of fl2* is known. The volume is defined as V=Nlog2 n which can be expanded to V=(n,1 log2 7n1 +72 lg2 712)10g2 (771 +712), (9) (10) and the relation between q, and 712 is determined by nZ* according to 712 =A711 +B
107 Consequently, it appears safe to say that each of the 18 measured parts of each draft represents an approach to the ideal module, and they will be examined as such in the next section.
VI. AGREEMENT BETWEEN OBSERVATIONS AND HYPOTHESIS
As noted earlier, more than a dozen interesting properties can be calculated for an ideal module. From direct observation, and using only the entries in Tables I and II, these 108 mental values are the averages for the 18 modules. The relative errors were calculated by subtracting the predicted value from the observed mean and dividing by the observed mean.
In examining Table IV , it can be noted that in all cases the theoretical values fall within the experimental errors of the observations. Consequently, they give no reason to reject the hypothesis that both authors independently tended to approach the same quantitative characteristics when they developed their tutorial-type papers with the same top-down design.
Vll. CONCLUSIONS The reasonable degree of agreement observed in the measurements suggests several tentative conclusions. First, it indicates that the metrics and equations of software science provide an appropriate avenue for quantitative study of some important and hitherto unmeasured aspects of the design process.
Second, and much less clearly, these initial experiments suggest that the top-down design approach may have contributed significantly to reducing the time required from a theoretical value of 33 h to the similarly theoretical modularized value of 3.84 h by an expenditure of from 0.3 to 2.9 h in the earlier stages of the design.
Third, the results indicate, again most tentatively, that a method exists for predicting at a very early stage what quantity of human effort or time will be required to implement a design, and the length or volume which that effort can be expected to produce. It should be emphasized, however, that the draft versions reported upon here were in no sense final, typist-ready manuscripts. On the contrary, that stage was reached after another complete iteration, suggestive of the debug runs of the computer programmer.
Finally, it is as true now as it was before the experiments that until this or some alternative quantitative approach has been reproduced at more than one laboratory, our knowledge must still be considered prescientific. Even then, of course, large numbers of experiments could be required to determine the extent to which such results could be extrapolated or generalized toward a useful theory of design.
