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ABSTRAKT
Që të rezultojë me sukses një softuer duhet të përmbush shumë kritere, disa nga
këto kriteret janë: efikasiteti, siguria dhe fleksibiliteti. Pavarësisht rëndësisë së softuerit çdo
softuer duhet te ketë sigurinë në nivel të lartë duke mos lejuar të dhënat të përfundojnë në
duar të personave të pa autorizuar. Pothuajse çdo ditë krijohen mundësi të reja për të
sulmuar softuer-ët që funksionojnë përmes internet kjo tregon se siguria duhet të analizohet
dhe që zhvilluesit gjithmonë duhet të ndjekin teknologjinë e fundit.
Në pjesën kryesore shqyrtohen problemet dhe sulmet që bëhen në PHP sa i përket aspektit
të sigurisë. Siguria e një ueb aplikacioni është e ndarë në tre shtresa: siguria në nivel të
rrjetës, siguria në nivel të bazës së shënimeve dhe siguria në nivel të kodit. Siguria në nivel
të rrjetës përfshinë sulmet përmes HTTP protokollit ndërsa në nivel të bazës së shënimeve
përfshihen sulmet përmes log dokumenteve, privilegjeve të shfrytëzuesve etj. Pjesa më e
madhe e punimit i dedikohet analizimit të sulmeve në nivel të kodit siç janë: Cross Site
Scripting – XSS, SQL Injection, Session Hijacking dhe mbrojtjes nga këto sulme.
Analizimi i këtyre problemeve është bërë duke u bazuar në aplikacione të cilat janë
zhvilluar më herët gjithashtu duke shqyrtuar literatura të ndryshme dhe kode të zhvilluesve
të tjerë.
Edhe pse ekzistojnë shumë mënyra për të sulmuar një ueb faqe apo ueb aplikacion
gjithmonë ekzistojnë mënyra të ndryshme që të mbrohemi. Çdo zhvillues duhet ti jap
prioritet analizimit të kodit, testimit të softuer-it dhe konfigurimit të serverit.
PHP është gjuhë programuese relativisht e sigurt, nuk e përkrah shumë mirë pjesën e
programimit të orientuar në objekte kështu që zakonisht PHP duhet të përdoret për
aplikacione më të thjeshta ku nuk ka të dhëna të rëndësishme dhe përpunime të rënda. Për
aplikacione të mëdha ku kërkohet siguri dhe efikasitet më i lartë është mirë të përdoren
gjuhë programuese më të sigurta dhe më fleksibile.
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1 HYRJE
PHP (PHP Hypertext Preprocessor) është një ndër gjuhët më të përshtatshme dhe më të
popullarizuara për zhvillimin dinamik të ueb aplikacioneve.
Thjeshtësia dhe fleksibiliteti i kësaj gjuhe programuese lehtëson qasjen për të gjithë
zhvilluesit dhe njerëzit e ri që janë të interesuar të aplikojnë këtë gjuhë programuese në
projektet e tyre.

Është e qartë se çdo ueb aplikacion që mbledhë informata nga përdoruesit është i prekshëm
ndaj sulmeve, prandaj siguria është një problem kyç që duhet të merret në konsideratë.

Gjatë realizimit të një aplikacioni ne përdorim resurse të ndryshme (protokolle të
komunikimit, fragmente të kodeve) të cilat na ndihmojnë në shumë aspekte mirëpo
mungesa e njohurisë për përdorim të mirëfilltë të këtyre resurseve mund të na shkaktoj
probleme të ndryshme sikur në aspektin e efikasitetit po ashtu dhe të sigurisë.
Qëllimi i këtij punimi është që të jep informacione për sigurinë gjatë zhvillimit në gjuhën
programuese PHP, ndërsa në pjesën kryesore të punimit do të bëhet një analizë për disa nga
sulmet ndaj skripteve të PHP-së, siç janë: Cross Site Scripting XSS, SQL Injection, Session
Hijacking etj. Ku për secilën nga këto do të tregohet se çka është dhe si të mbrohemi nga
këto sulme.
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2 SHQYRTIMI I LITERATURËS
2.1 PHP dhe Ueb server
2.1.1 PHP
Në bazë të mënyrës së ekzekutimit të kodit gjuhët programuese ndahen në dy
kategori: gjuhë që përpilohen (eng. compiled languages) dhe gjuhë interpretuese. PHP bënë
pjesë në gjuhët interpretuese të cilat interpretohen në ueb server.
Pasi që bëhet një kërkesë nga ueb shfletuesi për një faqe të ueb aplikacionit, PHP
interpretuesi ngarkon PHP kodin, bënë analizë sintaksore dhe ekzekuton atë. Kjo mënyrë e
ekzekutimit të kodit është e nevojshme në platformë të ueb-it sepse kodi nuk ri përpilohet
për ndryshime të vogla mirëpo ndryshimet kanë efekt të menjëhershëm në të gjitha kërkesat
që bëhen nga ueb shfletuesi i përdoruesit.
Dokumentet e PHP-së përmbajnë prapashtesën ‘.php’ dhe zakonisht vendosen në hapësirën
publike të serverit ‘public_html’.

2.1.1.1 Historia e PHP-së
Në vitin 1995 një njeri i quajtur Rasmus Lerdorf krijoi një seri të skripteve në Perl e
që ai i quajti "Personal Home Page Tools". Më pas ai i krijoi edhe në gjuhën programuese
C që ishin shumë më të avancuara dhe përmbanin funksione të ngjashme me funksionet e
PHP-së aktuale. Ai i quajti PHP/ FI (Personal Home Page / Format Interpreter).
Në fillim të vitit 1997 u publikua versioni PHP / FI 2.0, në vitin 1998 u publikua PHP 3.0,
në vitin 2000 PHP 4.0, në vitin 2004 u publikua PHP 5.0 dhe në vitin 2015 PHP 7.0. [1]
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2.1.2 Ueb server
Fjala ueb server i referohet bashkëpunimit të pjesës harduerike dhe softuerike të një
pajisje.
Nga pikëpamja e harduerit ueb serveri është një kompjuter që ruan komponentët e ueb
faqeve (HTML, CSS, JavaScript, PHP dokumente, imazhe të ndryshme) dhe i dërgon ato
tek shfletuesi i përdoruesit. Pajisja është e lidhur në internet dhe është e qasshme
përmes ueb adresave.
Nga pikëpamja e softuerit ueb serveri përfshinë disa pjesë që kontrollojnë se si përdoruesi
i qaset dokumenteve. Këtu përfshihet HTTP (HyperText Transfer Protocol) serveri që është
një pjesë e softuerit që kupton ueb adresat dhe HTTP (protokoll të cilin e shfrytëzon
shfletuesi i përdoruesit për të kërkuar ueb faqe të reja).

Kemi dy lloje të ueb server-ëve: ueb server statik dhe dinamik.

 Një ueb server statik përmban pjesën harduerike dhe HTTP serverin. Quhet statik
sepse serveri i dërgon dokumentet e pa modifikuara tek shfletuesi i përdoruesit.

 Një ueb server dinamik përmban të gjitha pjesët e ueb serverit statik së bashku me
disa softuerë siç janë (server aplikacioni (eng. application server) dhe bazat e të
dhënave). Quhet dinamik sepse server aplikacioni modifikon dokumentet para se të
i dërgoj tek shfletuesi i përdoruesit përmes HTTP serverit. [10]

2.1.2.1 Apache
Apache HTTP serveri është softuer që ekzekutohet nën një sistem operativ përkatës,
përkrahë shumë-punë (eng. multi-tasking) dhe ju ofron shërbime aplikacioneve tjera me të
cilat lidhet, të tilla si ueb shfletuesit e përdoruesve. Fillimisht është zhvilluar për të punuar
me sistemet operative Linux dhe Unix, por më vonë është adaptuar për të punuar nën
sistemet tjera si Windows dhe Mac.
Serveri Apache ofron një numër të madh të shërbimeve që shfrytëzuesit mund t’i përdorin.
Këto shërbime ofrohen duke përdorur protokolle të ndryshme nëpërmjet porteve të
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ndryshme: HTTP përmes portit 80, SMTP (Simple Mail Transfer Protocol) përmes portit
25, DNS (Domain Name System) përmes portit 53 dhe FTP (File Transfer Protocol) përmes
portit 21.
Apache ueb serveri është ueb serveri më i përdorur sot, ai përdoret pothuajse tre herë më
shumë sesa ueb serveri i dytë më i përdorur ISS (Microsoft Internet Information Server).
Apache është një ueb server i qëndrueshëm dhe pa pagesë, gjë e cila e bën atë një zgjedhje
të mirë.
PHP mund të instalohet në tre mënyra të ndryshme në server:
Si program CGI, si një modul Apache i cili është përpiluar në ueb server apo si një modul
Apache i cili ngarkohet çdo herë kur Apache ueb serveri startohet.
Pa PHP apo aplikacione të tjera të ngjashme të instaluara në ueb server është e pa mundur
për të krijuar ueb faqe dinamike.

2.1.3 Komunikimi klient-server

Figura 1. Arkitekturë e thjeshtë e komunikimit klient-server në PHP
1. Përdoruesi shkruan “http://example.com” në ueb shfletues.
2. DNS konverton ueb adresën në IP (Internet Protocol).
3. Shfletuesi dërgon kërkesën për faqe nëpërmjet internetit në ueb server (Apache,
Nginx) duke përdorur HTTP protokollin i cili punon mbi TCP/IP (Transmission
Control Protocol/Internet Protocol) protokollin për komunikim.
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4. Ueb serveri pranon kërkesën dhe analizon informatat brenda kërkesës (fushat e
header-it, tipin e kërkesës, URI (Uniform Resource Identifier), versionin e HTTPsë).
5. Pasi që nuk është kërkuar ndonjë dokument specifik Apache kërkon në hapësirën
kryesore ‘public_html’ për dokumentin ‘index.php’.
6. PHP interpretuesi ngarkon PHP kodin, bënë analizë sintaksore dhe ekzekuton atë.
7. Në këtë pikë PHP është duke e ekzekutuar kodin brenda dokumentit ‘index.php’.
Gjatë kësaj kohe PHP bashkëvepron me bazë të shënimeve, sistem të dokumenteve,
krijon kërkesa për API (Application Programming Interface) të ndryshëm etj. Pasi
që PHP ka përfunduar ekzekutimin e ‘index.php’ rezultatin e dërgon në Apache.
8. Apache pranon rezultatin dhe përmes protokollit TCP/IP dërgon përgjigjen në ueb
shfletues të përdoruesit.
9. Ueb shfletuesi pranon rezultatin dhe e pasqyron (eng. render) ueb faqen në ekran.
[5]

2.2 Protokollet e komunikimit
2.2.1 HTTP
HTTP është një mënyrë e standardizuar e komunikimit në mes të pajisjeve
kompjuterike. Ky protokoll specifikon se si të dhënat e kërkesës së klientit dhe përgjigjet e
serverit do të konstruktohen para se të dërgohen tek njëri-tjetri. Në ueb server HTTP
përdorë portin 80 mirëpo konfigurimi mund të modifikohet në mënyrë që HTTP të
funksionoj edhe në porte të tjera. Ky protokoll është i bazuar në TCP/IP i cili po ashtu
është protokoll që përdoret gjatë dërgimit të paketave në internet. Është protokoll i sigurt
sepse nuk lejon humbjen e paketave dhe përdorë “three-way-handshake” për sinkronizim të
pajisjeve në mes vete.
Disa karakteristika që bëjnë HTTP-në protokoll të thjeshtë mirëpo të fuqishëm:


HTTP është connectionless: Klienti inicion një HTTP kërkesë, pasi që kërkesa është
krijuar klienti shkëputë lidhjen me server dhe pret për përgjigje. Serveri përpunon
kërkesën dhe ri-krijon lidhjen me klientin që të dërgoj përgjigjen.
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HTTP është media independent: Çdo lloj i të dhënave mund të dërgohet përmes
HTTP për sa kohë që klienti dhe serveri dinë se si të trajtojnë përmbajtjen e të
dhënave. Klienti dhe serveri duhet të specifikojnë llojin e përmbajtjes duke përdorur
MIME-type.



HTTP është stateless: Klienti apo serveri nuk mund të ruajnë informacione nga
lidhjet e më hershme kjo është rezultat i karakteristikës connectionless.

HTTP versionet:


HTTP/1.0 krijon lidhje të re për çdo shkëmbim të ndonjë kërkese apo përgjigje.



HTTP/1.1 përdorë një lidhje për një ose më shumë shkëmbime të kërkesave
apo përgjigjeve.



HTTP/2.0 mbështet kërkesa të shumëfishta (eng. queries multiplexing), ngjeshje të
header-ave (eng. headers compression), prioritete dhe menaxhim inteligjent të
paketave. Kjo rezulton në zvogëlim të vonesave dhe rritë shpejtësinë e shkarkimit të
faqeve moderne.

Protokollet e ngjashme me HTTP-në janë: Gopher protokolli i krijuar në fillim të viteve të
90-ta, SPDY protokolli i zhvilluar nga Google.
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2.2.1.1 Struktura e HTTP-së

Figura 2. Struktura e kërkesës së klientit duke përdorur HTTP

Kërkesat/përgjigjet që bëhen përmes HTTP-së përmbajnë një format specifik i cili do të
përshkruhet më poshtë në mënyrë të detajuar.

Linja e kërkesave
Linja e kërkesave (eng. request-line) fillon me një shenjë të metodës (eng. method token)
që shoqërohet nga URI kërkesa (eng. request-URI) dhe versioni i protokollit.

Metoda e kërkesës
Metoda e kërkesës (eng. request method) cakton metodën e cila do të përdoret në resurset e
identifikuara nga URI kërkesa.
1. GET metoda përdoret për të marrë të dhëna nga serveri duke përdorur një URL
(Uniform Resource Locator) të caktuar. GET metoda duhet të përdoret vetëm për
këtë qëllim.
2. POST metoda përdoret për të dërguar të dhëna në server p.sh. të dhënat e klientit,
dokumentet e ngarkuara, kredencialet e përdoruesit etj.
Disa lloje tjera të kërkesave të cilat përdoren më pak janë:
HEAD, PUT, DELETE, CONNECT, OPTIONS, TRACE
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URI-kërkesa
URI-kërkesa (eng. request-URI) identifikon resurset mbi të cilat do të aplikohen kërkesat e
përdoruesit.

Fushat e kërkesës së header-it
Fushat e kërkesës së header-it (eng. request header fields) lejojnë klientin që të dërgoj
informata shtesë brenda kërkesës të cilat kanë të bëjnë me kërkesën dhe vetë klientin.

Shembull i kërkesës së header-it:
User-Agent: Mozilla/4.0 (compatible; MSIE5.01; Windows NT)
Host: www.example.com
Accept-Language: en-us
Accept-Encoding: gzip, deflate
Connection: Keep-Alive

Përmbajtja e kërkesës
Përmbajtja e kërkesës (eng. request body) përmban atributet shtesë që dërgohen në server
vetëm kur përdoret metoda POST.

Figura 3. Struktura e përgjigjes së serverit duke përdorur HTTP
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Statusi i mesazhit
Statusi i mesazhit (eng. message status) përmban versionin e protokollit që shoqërohet nga
një status kod i cili përmban një vlerë numerike dhe një frazë tekstuale.

Statusi i kodit
Statusi i kodit (eng. status code) është element i përbërë nga tre vlera numerike ku vlera e
parë definon klasën e përgjigjes ndërsa dy vlerat tjera nuk kanë ndonjë rol të kategorizimit.

Janë 5 klasa të kategorizimit:
1. 1xx: Mesazhe informuese.
Nënkupton që kërkesa është pranuar dhe procesi është duke vazhduar.
2. 2xx: Mesazhe të suksesshme.
Nënkupton që veprimi është marrë, kuptuar, pranuar me sukses.
3. 3xx: Mesazhe përcjellëse (eng. redirect).
Nënkupton që veprime shtesë duhet të merren në mënyrë që të kompletohet kërkesa.
4. 4xx: Mesazhe të mungesës së saktësisë nga klienti.
Nënkupton që kërkesa përmban sintaksë jo korrekte dhe nuk mund të përmbushet.
5. 5xx: Mesazhe të mungesës së saktësisë nga serveri.
Nënkupton që serveri ka dështuar të përmbush një kërkesë të vlefshme. [7]

Mesazhi i përgjigjes
Mesazhi i përgjigjes (eng. response message) është mesazhi të cilin e dërgon serveri tek
shfletuesi i përdoruesit.

Shembull i mesazhit të përgjigjes:
<html>
<body>
<p>Hello, World!</p>
</body>
</html>
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2.2.2 HTTPS dhe certifikata digjitale SSL
HTTPS (Hyper Text Transfer Protocol Secure) është version i sigurt i HTTP-së.
Shkronja 'S' në fund të HTTPS ka kuptimin ‘sigurt’ që nënkupton se i gjithë komunikimi
në mes shfletuesit dhe serverit është i enkriptuar. HTTPS shpesh herë përdoret për të ruajtur
transaksione sekrete siç janë blerjet virtuale (eng. online).

HTTPS faqet zakonisht përdorin njërën nga këto dy protokolle të sigurta për të enkriptuar
komunikimin: SSL (Secure Sockets Layer) ose TLS (Transport Layer Security). Që të dy
këto protokolle TLS dhe SSL përdorin sistem asimetrik PKI (Public Key Infrastructure).
Një sistem asimetrik përdorë dy çelësa për enkriptim të komunikimit, një qelës publik dhe
një privat. Çdo gjë e enkriptuar me qelës publik mund të dekriptohet vetëm nga çelësi
privat dhe e kundërta. [4]

Certifikata digjitale
Pasi të bëhet kërkesë për lidhje HTTPS me ueb faqen, ueb faqja do të dërgoj fillimisht SSL
certifikatën tek shfletuesi. Kjo certifikatë përmban çelësin publik që është i nevojshëm për
të filluar sesioni i sigurt. Pas kësaj shfletuesi dhe ueb faqja iniciojnë ’SSL handshake’. ‘SSL
handshake’ përfshinë gjenerimin e sekreteve të përbashkëta për të krijuar një lidhje unike të
sigurt në mes shfletuesit dhe ueb faqes.

Nëse gjatë lidhjes përdoret SSL certifikatë digjitale atëherë përdoruesit do të shohin një dry
në adresë bar-in e shfletuesit. Nëse ’Extended Validation’ certifikata është e instaluar në
ueb faqe, adresë bar-i ka ngjyrë të gjelbër.

Përfitimet më të mëdha të HTTPS certifikatës janë:


Të dhënat e shfrytëzuesve sikur numrat e kartës së kreditit janë të enkriptuara dhe
nuk mund të zbulohen.



Vizitorët mund të verifikojnë që ju keni një biznes të regjistruar dhe që ju keni
fushën (eng. domain) tuaj.
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 Vizitorët kanë besim më të lartë në ueb faqe të cilat posedojnë HTTPS dhe shumica
e blerjeve virtuale bëhen përmes këtyre ueb faqeve.

2.3 Siguria e të dhënave
Siguria e të dhënave ka të bëjë me parandalimin e qasjes së paautorizuar dhe
pa dëshiruar në të dhëna të çfarëdoshme.
Dallojmë tri aspekte apo terma të lidhura ngushtë me sigurinë e të dhënave:


Privatësia - Përmbajtja e mesazhit lexohet vetëm nga palët e autorizuara



Integriteti - Mesazhi mbetet i pa ndryshuar pavarësisht procedurave që i nënshtrohet



Verifikimi (eng. authenticate) - Verifikohet dërguesi i mesazhit

Privatësia e të dhënave paraqet fshehtësinë e të dhënave. Në këto të dhëna duhet të kenë
qasje vetëm personat e autorizuar. Shpeshherë të dhënat janë rrezikuar nga një palë të cilës
nuk i janë dedikuar ato. Privatësia arrihet përmes algoritmeve enkriptuese të cilat bëjnë të
mundur fshehjen e përmbajtjes së mesazhit. Shkenca e cila merret me metodat e fshehjes së
përmbajtjes së mesazhit quhet kriptografi.
Kriptografia si shkencë daton që nga kohërat parahistorike dhe kryesisht është përdorur për
qëllime ushtarake. Disa nga algoritmet primitive kriptografie janë: Enigma, Kodi i Jul
Cezarit etj.

2.3.1 Algoritmet e enkriptimit
Algoritmet simetrike të enkriptimit
Algoritmet simetrike të enkriptimit janë një klasë tjetër e algoritmeve për enkriptim.
Karakteristikë e përbashkët e algoritmeve të kësaj klase është se këto algoritme përdorin të
njëjtin çelës për enkriptim dhe dekriptim të mesazhit. Palët komunikuese duhet të ndajnë në
mes vete një sekret i cili është çelësi i cili mundëson enkriptimin dhe dekriptimin e
mesazhit. Pikërisht nevoja për ndarjen e të njëjtit sekret në mes dy palëve komunikuese
paraqet dobësinë kryesore të algoritmeve simetrike ku e gjithë siguria e algoritmit varet nga
siguria e çelësit. Gjithashtu në rast të dështimit të sigurisë së mesazhit është vështirë të
caktohet se cila palë komunikuese është përgjegjëse.
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Figura 4. Enkriptimi dhe dekriptimi me algoritëm simetrik
Karakteristikat kryesore të algoritmeve simetrike enkriptuese janë:
1. Fuqia e enkriptimit korrespondon në gjatësinë e çelësit. Sa më e madhe të jetë
gjatësia e çelësit, aq më vështirë bëhet thyerja e kodit.
2. Enkriptimi simetrik është matematikisht më i thjeshtë prandaj është edhe më i
shpejtë sesa enkriptimi asimetrik dhe për këtë arsye është më i përdorshëm në rastet
kur dëshirojmë të enkriptojmë të dhënat që janë shumë të mëdha.
3. Siguria e enkriptimit simetrik varet nga siguria e çelësit që duhet të dihet nga dy
palët komunikuese. [2]
Algoritmet asimetrike të enkriptimit
Për dallim nga algoritmet simetrike këtu nuk kërkohet ndarja e çelësit sekret në mes palëve
komunikuese por secila palë komunikuese ka nga dy çelësa për komunikim.
Çelësi publik - Ky çelës përdoret për enkriptimin e mesazhit dhe këtë çelës pala
komunikuese obligohet ta mbajë për vete dhe të mos e ndajë me askënd tjetër.
Çelësi privat - Ky çelës përdoret për dekriptimin e mesazhit të enkriptuar me çelës publik.
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Figura 5. Enkriptimi dhe dekriptimi me algoritëm asimetrik
Algoritmi më i njohur për enkriptim asimetrik është algoritmi RSA. Ky algoritëm për
gjenerim të çelësave përdorë një matematikë të thjeshtë e cila e vë në përdorim operacionin
modulo i cili është operacion me vetëm një drejtim. Për gjenerim të çelësave (enkriptim dhe
dekriptim) përdoret kjo procedurë:
1. Gjenerohen dy numra relativisht të thjeshtë p dhe q.
2. Llogaritet n=p*q.
3. Llogaritet e, numri më i vogël relativisht i thjeshtë me (p-1)*(q-1).
4. Llogaritet d nga ekuacioni d*e mod (p-1)(q-1) = 1.
5. Çelësi publik krijohet nga e, n.
6. Çelësi privat krijohet d.
7. Enkriptimi: c = me mod n.
8. Dekriptimi: m = cd mod n.
Siguria e RSA qëndron në faktin se përdoren numra të mëdhenj për procedurën e
përshkruar më lart. Në ditët e sotme përdoren çelësa me gjatësi 1024 deri në 2048 e
ndonjëherë edhe 4096 bit varësisht nga rëndësia e të dhënave që enkriptohen. Përdorimi i
numrave të mëdhenj bën të pamundur gjetjen e çelësit privat nga çelësi publik i cili
matematikisht duhet të gjendet nga ekuacioni.
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Gjithashtu tek algoritmi asimetrik pala e cila nuk e ka ruajtur privatësinë e çelësit privat
është përgjegjëse në rast të dështimit të sigurisë së mesazhit.

2.3.2 Hash algoritmet
Si qëllim tjetër i rëndësishëm i sigurisë së të dhënave është edhe ruajtja e integritetit
së të dhënës. Kjo do të thotë se përmbajtja e së dhënës duhet të ruhet në trajtë origjinale
pavarësisht proceseve që iu nënshtrohet ajo. Për ta arritur këtë qëllim sot përdoren
algoritme të quajtura hash algoritme të cilat e identifikojnë të dhënën në mënyrë unike dhe
ndryshimi më i vogël i së dhënës rezulton në vlerë tjetër dalëse të hash algoritmit.
Për të qenë një algoritëm hash algoritëm duhet të plotësojë këto dy kushte:
1. Hash vlera e identifikon të dhënën në mënyrë unike, pra nuk mund të gjenden dy të
dhëna për të cilat rezulton hash vlera e njëjtë.
2. Hash algoritmi është algoritëm me një drejtim, pra nuk mund të llogaritet e dhëna
prej hash vlerës.

Figura 6. Kalkulimi i vlerës së hash-it përmes SHA1 hash algoritmit
Karakteristikë tjetër e hash algoritmeve është se këto algoritme pranojnë të dhëna në hyrje
me gjatësi të pacaktuar, mirëpo dalja është gjithmonë e gjatësisë së njëjtë p.sh. hash
algoritmi i cili përdoret më së shumti i quajtur SHA-1 pavarësisht gjatësisë së të dhënës në
hyrje në dalje jep rezultat me gjatësi 160 bit.
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2.3.3 Nënshkrimi digjital

Figura 7. Nënshkrimi digjital dhe verifikimi i tij
Detyrë tjetër e sigurisë së të dhënave është të garantoj autenticitetin e të dhënave.
Kjo do të thotë se për secilën të dhënë duhet të dihet kush është pronari apo autori i saj dhe
ky autor të verifikohet. Kjo detyrë përmbushet përmes nënshkrimit digjital i cili është një
mekanizëm që tenton të kopjojë nënshkrimin tradicional të dokumenteve. Edhe tek
nënshkrimi digjital ngjashëm me enkriptimin asimetrik përdoren çelësat publik dhe privat.
Kur një palë nënshkruan një të dhënë apo dokument me çelësin e saj privat atëherë ajo palë
tregon se është autore e atij dokumenti.

2.4 Siguria në nivel të rrjetës
2.4.1 Analizë e sulmeve përmes HTTP-së
Files and Path Names
Shfaqja e të gjitha dokumenteve duhet të kufizohet nga server administratori për shkaqe të
sigurisë. Një kërkesë e HTTP-së mund të kërkoj vetëm për dokumentet të cilat janë të
qasshme nga HTTP serveri.
UNIX, Microsoft Windows dhe sistemet operative të tjera përdorin '..' sikur komponentë që
identifikon një nivel më të lartë të direktoriumit sesa niveli aktual. Në këto sisteme HTTP
serveri duhet të ndaloj konstruktimin e një URI kërkese e cila do të kishte mundësi të qaset
në resurse tjera të cilat nuk janë të qasshme nga HTTP serveri.
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DNS Spoofing
Klientët që përdorin HTTP mbështeten fuqishëm në DNS kështu që ata janë pronë e
sulmeve të bazuara në mospërputhje të IP adresave dhe DNS emrave. Klientët duhet të jenë
shumë të vëmendshëm në përdorim të IP adresave dhe DNS emrave.
Nëse HTTP klientët ruajnë emrat e host-eve në mënyrë që të arrijnë performancë më të
mirë, ata duhet gjithsesi të vëzhgojnë edhe TTL (Time To Live) informatat e raportuara nga
DNS. Nëse HTTP klientët nuk vëzhgojnë këto informata ata mund të bëhen spoof kur një
IP e cila ka qenë e qasshme më herët ndryshon në server.

Location Headers and Spoofing
Nëse një server i vetëm mbështet disa organizata të cilat nuk i besojnë njëra tjetrës, atëherë
duhet të shikohet vlera e lokacionit në header të përgjigjeve në mënyrë që të mos lejohet
mundësia e qasjeve në resurse të njëra tjetrës.

Authentication Credentials
HTTP klientët ekzistues zakonisht ruajnë informatat e vërtetimit për një kohë të pa caktuar.
HTTP/1.1 nuk ofron ndonjë metodë që të mundësoj serverin të heqë dorë nga informatat e
ruajtura gjë që është shumë e rrezikshme.
Është një numër i madh i sulmeve që bëhen në këtë mënyrë kështu që është e rekomanduar
të përdoren fjalëkalime të cilat ndalojnë përdoruesit e pa autorizuar të qasen në pajisjet e
juaja.

Proxies and Caching
HTTP proxies janë ‘men-in-the-middle’ dhe përfaqësojnë një mundësi për sulm.
Proxies kanë qasje në informacione që lidhen me sigurinë siç janë: informatat personale
rreth një shfrytëzuesi apo organizate.
Proxy operatorët duhet të mbrojnë sistemet në të cilat funksionojnë proxies njëjtë sikurse
duhet të mbrojnë çdo sistem që përmban ose transporton informata të ndjeshme.
Ruajtja e proxies (eng. Caching proxies) ofron një potencial shtesë për dobësi, përmbajtja e
cache përfaqëson një objektiv për shfrytëzim me qëllim të keq.
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2.5 Siguria në nivel të kodit
2.5.1 XSS - Cross Site Scripting
Sulmet Cross Site Scripting zakonisht përfshijnë më shumë se një ueb faqe (për atë
dhe quhen Cross Site) dhe përfshijnë disa lloje të skripteve.

Ekzistojnë 5 lloje të zakonshme të këtyre skripteve secila e shënuar me etikë (eng. tag)
personal të HTML-it:
1. <script>: Zakonisht përdoret për të futur JavaScript ose VBScript.
2. <object>: Zakonisht përdoret për të futur dokumente siç janë: Media players, Flash
ose ActiveX.
3. <applet>: Përdoret vetëm për ‘Java applets’, nuk mbështetet nga HTML 4.01.
4. <iframe>: Përdoret për të futur ueb faqe brenda një kornize në faqen aktuale.
5. <embed>: Përdoret për të interpretuar media dokumente, nuk mbështetet nga
HTML 4.0.1 mirëpo ende përdoret shumë dhe mbështetet nga të gjithë ueb
shfletuesit. [2]

Kodet e dëmshme që futen në aplikacion nga këto skripte mund të bëjnë pothuajse
çdo gjë: të marrin kontrollin e ueb shfletuesit, të shfaqin vlerat e ruajtura në cookies,
të ndryshojnë linqet në faqe (modifikojnë ndonjë pjesë të DOM-it), të përcjellin (eng.
redirect) në ndonjë URI tjetër ose të shfaqin ndonjë formë që mbledhë dhe dërgon
informata tek personat e pa autorizuar.
Pasi që këto sulme shfrytëzojnë ueb faqet në shumë mënyra është shumë e vështirë
të mbrohemi.

Sulmet përmes HTML dhe CSS kodeve
Sulmi XSS më bazik dhe më i dukshëm është futja e HTML dhe CSS kodeve në DOM të
ueb faqes, duke futur në komente ose në ndonjë shënim tjetër që më vonë shfaqet në ueb
faqe.
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Shfrytëzuesit janë të pa fuqishëm ndaj parandalimit të këtij shfrytëzimi sepse nuk mund të
ndalojnë shfaqjen e HTML kodit siç mund të ndalojnë shfaqjen e JavaScript-it apo
imazheve në ueb shfletues.
Një sulmues që arrin të krijoj këtë lloj shfrytëzimi mund të ndryshojë ueb faqen duke
krijuar një formë dhe link me të cilën përdoruesit bashkëveprojnë me të dhe pa vetëdije
mund të ofrojnë informata të cilat do të shfrytëzohen nga sulmuesit.

Shembull:
<div>
<h1>Sorry, we're carrying out maintenance right now.</h1><a
href="#"onclick="javascript:window.location='http://example.net/cookies.php?cookie='+
document.cookie;">Click here to continue.</a>
</div>

Sulmet përmes JavaScript kodit
Mënyrë tjetër e zakonshme e skripteve të XSS është se mund të barten duke përdorur
JavaScript e cila përdoret në të gjithë ueb shfletuesit.
Duke shtuar një pjesë të JavaScript kodit në faqe një sulmues mund të vë në dukje vlerën e
cila gjendet në document.cookie (zakonisht vlerat e sesionit, ndonjëherë edhe ndonjë
informatë tjetër). Një sulm i zakonshëm mund të shkaktojë ueb shfletuesin të përcjellë (eng.
redirect) në një URI që ka zgjedhur sulmuesi kështu duke bartur me vete vlerën aktuale të
cookies session të bashkangjitur sikur $_GET variabël në URI pyetësor (eng. query).

Shembull:
<a href="#" onclick="javascript:window.location='http://example.net/cookies.php?c=' +
document.cookie;"> Click here to continue.</a>

2.5.2 Session Hijacking
Së bashku me fuqinë e sesioneve vijnë edhe kërcënime të fuqishme për abuzime.
Ekzistojnë dy mënyra të përgjithshme përmes të cilave sesionet mund të shpërdoren.
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Network Eavesdropping
Mënyra më e dukshme dhe më e thjeshtë për një sulmues që të marrë mesazhin që
përmban ID-në e sesionit është të shikoj trafikun e rrjetës. Edhe pse volumi i këtij trafiku
mund të jetë shumë i madh për këtë vëzhgim kaq të detajuar, ky volum mund të
zvogëlohet në pjesë të menaxhuara duke filtruar trafikun për fjalën “login” ose
“PHPSESSID” gjë që e bënë më të lehtë për sulmuesin të vëzhgoj trafikun.
Në këtë rast sulmuesi duhet të vendosë kartelën e rrjetës në Promiscuous modë. Kjo modë
është e dizajnuar për të analizuar trafikun e rrjetës dhe shërben si mjet për përmirësime,
është e qasshme vetëm nga shfrytëzuesi root dhe lejon atë të analizoj çdo paketë që kalon.
Është e qartë se kjo mundësi mund të përdoret për qëllime të këqija.

Unwitting Exposure
PHP bashkëngjitë ID-në aktuale të sesionit në përgjigjen e të gjithë URI-ve relativ (për ueb
shfletuesit të cilët nuk i kanë cookies të lëshuara) gjë që lehtëson mundësinë për sulme.
Kjo metodë lejon që informacionet e përdoruesit të jenë të qasshme nga të gjithë që kanë
qasje në kërkesa të serverit apo që i referohen historisë së hijack sessions. Zakonisht kjo
qasje është e limituar vetëm për administrator por shumë ueb faqe publikojnë faqet e
analizave të ueb historisë të cilat përmbajnë ID-në e sesionit që dërgohet duke përdorur
$_GET variabël.

Reverse Proxies
Në reverse proxy sulm, sulmuesi modifikon përmbajtjen e kërkesës duke mbajtur cookie të
sesionit të pa prekur. Nëse një wireless ruter është modifikuar sikur proxy që modifikon
kërkesat duke dërguar shfrytëzuesin në linqe tjera atëherë shumë lehtë sulmuesi mund të
vjedhë informatat që ruhen në cookie të sesionit në rastet kur shfrytëzuesi qaset në ndonjë
ueb faqe për blerje etj.
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2.5.3 SQL Injection
Sa herë që përdoren vlerat e shtypura nga shfrytëzuesi për të krijuar një kërkesë,
shfrytëzuesit është duke iu mundësuar të marrë pjesë në konstruktimin e një komande e cila
do të ekzekutohet në bazë të shënimeve.
Një shfrytëzues i thjeshtë mund të kërkoj të shikoj listën e produkteve në një ‘e-comerce’
ueb faqe ndërsa një sulmues mund të krijoj kërkesën në atë mënyrë që të fshijë të dhënat
ose të shkaktoj edhe më shumë dëme.

Si funksionon SQL Injection
Konstruktimi i një pyetësori është një proces mjaft i thjeshtë dhe mirë i definuar. Zakonisht
ky proces ka këta hapa vijues:
1. Ofrohet një formë që lejon shfrytëzuesin të paraqes diçka për kërkim.
Supozohet se shfrytëzuesi zgjedh që të kërkojë një entitet me llojin e ashtuquajtur
“iron”.
2. Merret termi për kërkim nga shfrytëzuesi, dhe ruhet në një variabël:
$variety = $_POST[variety];
Kështu që vlera e $variety tani është kjo: iron.
3. Pastaj konstruktohet një pyetësor duke përdorur atë variabël në pjesën WHERE si
në vijim:
$query = "SELECT * FROM material WHERE variete = '$variety'";
Ashtu që vlera e variablës $query tani është kjo:
SELECT * FROM material WHERE variete = 'iron'
4. Në fund aplikohet ky pyetësor në MySQL server.

MySQL serveri kthen të gjitha shënimet në tabelën e materialeve ku fusha lloji (eng.
variete) ka vlerën “iron”. Deri më tani, ky proces është i njohur dhe mjaft i lehtë. [2]
Fatkeqësisht ndonjëherë edhe proceset e njohura dhe të lehta na dërgojnë në komplikime.
Supozojmë se shfrytëzuesi në vend se të fut një të dhënë të thjeshtë si “iron” në fushën për
kërkim, futë vlerën e ardhshme: iron or 1=1; Tani pyetësori konstruktohet së pari me pjesën
e definuar:
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SELECT * FROM wines WHERE variety =
Pastaj lidhet pjesa se çka është shtypur nga shfrytëzuesi:
SELECT * FROM wines WHERE variety = 'lagrein' or 1=1;
Dhe përfundimisht shtohen thonjëzat mbyllëse:
SELECT * FROM wines WHERE variete = 'lagrein' or 1=1;'
Pyetësori i fituar është shumë ndryshe nga ajo se çfarë supozohet të jetë. Në fakt pyetësori
tani përbëhet prej jo një por dy instruksioneve pasi që pikë-presja në fund të shkrimit të
përdoruesit mbyll instruksionin e parë (që të zgjedh të dhëna) dhe fillon një tjetër. Në këtë
rast instruksioni i dytë që konsiston vetëm nga një thonjëz e njëfishtë është i pakuptimtë.

2.5.4 REST Shërbimet
Në një arkitekturë tipike REST, një klient dërgon kërkesën serverit i cili përgjigjet
me një reprezentim të resursit të kërkuar. Një resurs mund të jetë pothuajse çdo objekt
informues, si një bazë e të dhënave apo një dokument. Si reprezentim zakonisht është një
dokument i formatuar (shpesh XML apo JSON) që luan rolin e një fotografie që
paraqet gjendjen aktuale apo të kërkuar të atij dokumenti.
REST resurset janë zakonisht të definuara duke përdorur URL të kuptimta që pranojnë
“folje” të ndryshme të kërkesave – GET, POST, PUT dhe DELETE. Këto folje janë
përafërsisht të ngjashme me CRUD (Create Read Update Delete) modelin që shumica e
zhvillueseve e njohin. Që të merren të dhënat në mënyrë sa më të sigurt duhet të përdoret
GET kërkesë, që të dërgohen të dhënat në server duhet të përdoret POST kërkesë, të
përditësohen të dhënat PUT kërkesë dhe përfundimisht të fshihen të dhëna duhet të përdoret
një DELETE kërkesë.
Një tjetër faktor i rëndësishëm për t’u konsideruar është përgjigja. Një shërbim REST
tipik ofron dy komponentë të kuptimta në përgjigjet e tij: vetë trupi i përgjigjes dhe një
kod status. Shumë REST server në fakt lejojnë përdoruesit të specifikojnë formatin e
përgjigjes (si p.sh. JSON, XML, CSV, PHP e serializuar, apo thjeshtë tekst) ose duke
dërguar një prano (eng. accept) parametër ose duke specifikuar një prapashtesë dokumenti
(si p.sh. /api/users.xmlF apo /api/users.json). Kodet e përgjigjeve zakonisht janë HTTP
status kode. E bukura e kësaj skeme është që mund të përdoren status kode ekzistuese për të
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identifikuar gabimet apo sukseset. Një status kod 201 është një përgjigje perfekte për një
kërkesë të suksesshme POST. Një status kod gabimi 500 tregon dështimin në anën e
serverit mirëpo një status kod gabimi 400 tregon dështimin në anën e përdoruesit. Një 503
status kod dërgohet nëse serveri ka ndonjë problem.

2.6 Siguria në nivel të bazës së shënimeve
Këto principe të sigurisë duhet të aplikohen në baza të shënimeve:


Duhet të ndalohet kyçja në server sikur root. Kyçja duhet të bëhet gjithmonë e
thjeshtë dhe me sa më pak privilegje. Kur MySQL serveri është duke punuar ai
ekzekuton me privilegje të llogarisë nën të cilën është duke punuar. Nëse serveri
është duke punuar nën llogarinë root atëherë ka privilegjet e root, duke përfshirë
aftësitë si leximi dhe shkrimi i dokumenteve në tërë sistemin. Është e mundur që
shfrytëzuesit të mundohen të përdorin privilegjet e root për të lexuar informacione
të fshehta ose të shkruajnë dokumente që mund të modifikojnë sistemin. Përdorimi i
një shfrytëzuesi të thjeshtë që nuk ka privilegje speciale për të punuar në server
minimizon këtë rrezik duke parandaluar shfrytëzuesin që të qaset në dokumente dhe
të dhëna të ndjeshme.



Direktoriumi i MySQL shënimeve duhet të jetë i qasshëm vetëm nga llogaria e
serverit. Direktoriumi i të dhënave është vendi ku serveri krijon bazat e të dhënave
dhe shënon log dokumentet e veta. Duke siguruar që këto dokumente të qasen
vetëm nga llogaria e serverit parandalohen përdoruesit e tjerë nga leximi apo
shkrimi direkt i të dhënave në bazë të shënimeve. Po ashtu parandalohen nga
monitorimi i log dokumenteve që të shohin se çfarë pyetësor janë duke u ekzekutuar
nga shfrytëzues legal.



Të mbrohen opsion dokumentet (eng. opcion documents). Opsion dokumentet mund
të jenë një mënyrë e përshtatshme për të ruajtur parametra për lidhje siç janë: emri i
përdoruesit dhe fjalëkalimi. Nëse vendoset të përdoren opsion dokumentet fillimisht
ato duhet të mbrohen nga ekzaminimi dhe sulmimi.
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Të auditohen llogaritë ekzistuese të MySQL për “settings” të pasigurta apo për
privilegje të tepruara. Fillimisht të kontrollohen MySQL llogaritë e listuara në
tabelën e shfrytëzuesve të bazës së shënimeve pastaj të fshihen të gjitha llogaritë
anonime që lejojnë klientët të lidhen edhe pa pasur fare emër përdoruesi apo
fjalëkalim. Të largohet çdo privilegj i ndonjë llogarie që nuk ka nevojë për to siç
janë FILE, PROCESS apo SHUTDOWN.



Të praktikohet një proces i qëndrueshëm kur krijohen llogari të reja. Çdo llogari të
posedoj emër përdoruesi dhe fjalëkalim jo-të-zbrazët.

Sigurimi i opsion dokumenteve
Opsion dokumentet përmbajnë informacione që mund të përdoren për të kontrolluar
operimin e një serveri si p.sh. emra të përdoruesve dhe fjalëkalime kështu që rrjedhimisht
klientët janë pikë potenciale e rrezikut. Opsion dokumentet mund të jenë globale, të serverit
dhe të shfrytëzuesve. Masat paraprake që merren për të siguruar një dokument të dhënë
varen nga shtrirja dhe qëllimi i tij.

Opsion dokumentet globale
/etc/my.cnf është një opsion dokument global që përdoret nga të dy anët, MySQL serveri
dhe nga programet e klientit. Ky dokument duhet të mbrohet nga modifikimet e paautorizuara por gjithashtu duhet të jetë i qasshëm nga të gjithë ashtu që programet e
klientëve të kenë mundësinë ta përdorin atë.
Që ky dokument të zotërohet dhe të modifikohet vetëm nga root, por të jetë i lexueshëm
nga të gjithë duhet të përdoren këto komanda:
# chown root /etc/my.cnf
# chmod 644 /etc/my.cnf

Opsion dokumentet vetëm për server
Një MySQL server po ashtu mund të ketë opsion dokumentin personal privat të emërtuar
my.cnf i vendosur në dosjen e shënimeve të serverit. Ky dokument duhet të zotërohet dhe të
jetë i qasshëm vetëm nga llogaria që përdoret për të punuar në server. Për të vendosur

23

zotërimin (eng. Ownership) dhe ndalimin e modifikimit të këtij dokumenti nga përdoruesit
tjerë (duke supozuar se direktoriumi i të dhënave është /usr/local/mysql/data), duhet të
përdoren këto komanda:
# chown mysqlusr /usr/local/mysql/data/my.cnf
# chmod 600 /usr/local/mysql/data/my.cnf

Opsion dokumentet vetëm për shfrytëzues
Në sisteme me shfrytëzues të shumtë çdo llogari për qasje mund të ketë opsion dokumentin
personal. Dokumenti është i emëruar my.cnf dhe në mënyrë tipike gjendet në direktoriumin
‘home’ të llogarisë. Opsion dokumentet personale shpesh përdoren për të futur emra
përdorues dhe fjalëkalime, ashtu që secili mund të jetë i qasshëm vetëm nga zotëruesi i tij.
Kjo bëhet për të parandaluar përdoruesit e tjerë nga leximi i përmbajtjes së dokumentit. Një
përdorues që ka një my.cnf dokument mund (dhe duhet) të bëjë këtë privat duke ekzekutuar
këtë komandë: % chmod 600 .my.cnf.
Një administrator mund të krijoj një detyrë ditore që kërkon my.cnf dokumentet dhe vendos
zotuesin dhe restrikcionet e duhura.

Sigurimi i llogarive
Procedura e instalimit të MySQL-it krijon një bazë të dhënave të quajtur mysql, që
përmban tabelat që serveri përdorë për të determinuar se cila MySQL llogari mund të
ekzekutoj aksione apo jo. Tabela e përdoruesve në mysql bazën e të dhënave liston të gjitha
llogaritë e vlefshme dhe tregon se cilat privilegje globale kanë ato, nëse kanë kësi sosh. Ky
seksion ofron disa direktiva që duhet përdorur për evalvimin e llogarive ekzistuese dhe
direktiva që duhet mbajtur mend kur krijohen llogari të reja. Këto direktiva vlejnë për
serverët në çdo platformë. Një set principesh të përgjithshme për sigurimin e llogarive në
tabela është si vijon:
1. Të fshihen llogaritë anonime.
2. Të sigurohet që secili përdorues ka fjalëkalim të lidhur në vete.
3. Të mos krijohen privilegje globale pa nevojë.
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Tabelat e dhënies së privilegjeve që janë të vendosura gjatë instalimit të MySQL duhet të
ekzaminohen. Këto tabela përfshijnë llogaritë për root përdoruesin si dhe për disa llogari
“anonime” që mund të përdoren duke mos specifikuar ndonjë emër përdoruesi. Këto llogari
anonime janë të përshtatshme për testim fillestar por duhet të largohen kur determinohet se
serveri punon në mënyrë të duhur. Asnjëra nga llogaritë e parazgjedhura nuk kanë
fjalëkalime.

Të fshihen llogaritë anonime
Llogaritë anonime i lejojnë klientët të lidhen me server pa cekur ndonjë emër përdoruesi.
Ne Windows llogaritë e parazgjedhura kanë mundësi që edhe të kenë qasje të plotë në çdo
bazë së të dhënave të menaxhuar nga serveri. Për të fshirë llogaritë anonime duhet fillimisht
të bëhet lidhja me server përmes llogarisë root ashtu që për t’u qasur në bazën e të dhënave,
pastaj duhet të kryhen këto komanda (deklarata):
mysql> DELETE FROM user WHERE User=";
mysql> FLUSH PRIVILEGES;
Deklarata DELETE fshinë të gjitha llogaritë që kanë një vlerë të zbrazët në kolonën “User”
të tabelës së përdoruesve dhe FLUSH PRIVILEGES i tregon serverit që të ri-ngarkoj
privilegjet e dhëna ashtu që ndryshimet të marrin efekt. Gjithashtu duhet të kontrollohen
tabelat tjera në bazën e të dhënave për rreshta që kanë emër përdoruesi të zbrazët dhe ata
rreshta duhet të fshihen.

Sigurimi i llogarive me fjalëkalime
Çdo llogari pa fjalëkalim duhet ose të largohet ose t’i vendoset fjalëkalimi. Për të gjetur
këso llogari duhet të kërkohet në tabelën e përdoruesve të bazës së të dhënave duke
përdorur pyetësorin vijues:
mysql> SELECT * FROM user WHERE Password=";
Llogaritë përkatëse të çdo rreshti të kthyer nga ky pyetësor nuk janë të sigurta dhe duhet t’i
vendoset fjalëkalim. Për të bërë këtë duhet të specifikohen përdoruesi dhe hostname-i i
lidhur me një llogari. Supozohet se vlerat në “User” dhe “Host” kolonat për një llogari që
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nuk ka fjalëkalim janë “baduser” dhe “myhost”. Në rast të modifikimit të kësaj llogarie,
atëherë SQL duhet dukur si vijon:
mysql> UPDATE user SET Password=PASSWORD('mypw') -> WHERE User='baduser'
AND Host='myhost';
Po ashtu mund të përdoret një SET PASSWORD komandë:
mysql> SET PASSWORD FOR 'baduser'@'myuser'=PASSWORD('mypw');
Nëse vendosen fjalëkalimet përmes UPDATE duhet të bëhet një FLSUH PRIVILEGES
komandë më pastaj për t’i treguar serverit që t’i ringarkojë tabelat dhe që ndryshimet të
hyjnë në efekt.
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3 DEKLARIMI I PROBLEMIT
Problemi kryesor qëndron tek numri relativisht i madh i sulmeve ndaj aplikacioneve
që përdorin gjuhën programuese PHP. Disa nga problemet janë: sasia e informacionit sekret
që mund të qarkullojë në duart e personave të pa autorizuar pa dijeninë e poseduesit të
vërtetë të informacionit, vetëdijësimi i vogël i përdoruesve të internetit për sulmet ndaj të
cilave janë të reflektuar dhe për mënyrën se si ata në mënyrë indirekte në disa nga sulmet i
bëjnë dëmë vetes dhe ndihmojnë sulmuesit të arrijnë qëllimet e tyre.

79.8% e uebfaqe-ve të cilat ruhen në server përdorin gjuhën programuese PHP kjo bënë që
PHP të jetë target për sulme të ndryshme. Gjatë zhvillimit në këtë strukturë mundsitë janë
të larta për të gabuar për arsye të fleksibilitetit të lartë që ka kjo gjuhë.

Kur flasim për sigurinë në ueb aplikacione kemi dy klasifikime: në largësi dhe lokale.
Çdo shfrytëzim në largësi mund të shmanget përmes kontrollimit të fushave të formave.
Nëse një zhvillues është duke krijuar një aplikacion që kërkon moshën dhe emrin e
përdoruesit ai/ajo duhet të sigurohet që nga fushat pranon vetëm karakteret të cilat
supozohet të futen nga shfrytëzuesi. Gjithashtu duhet të ndalohet sasia e lartë e pranimit të
dhënave sepse mund të shkaktoj problem në bazë të shënimeve ose në ndonjë funksion në
kod që pranon këto të dhëna.
Një lloj i këtij shfrytëzimi është XSS (Cross Site Scripting) ku sulmuesi fut JavaScript kod
ndërsa shfrytëzuesi bashkëvepron me atë kod.
Për shfrytëzime lokale kemi dëgjuar shpesh herë rreth open_basedir ose safemode
problemeve në host-a virtual. Këto dy karakteristika janë përgjegjësi e administratorit të
sistemit dhe nuk duhet të mendohen si një lëshim sigurie në ‘framework’. Me të gjitha këto
3rd-party libraria që përdoren në aplikacione është e pa mundur të garantohet siguria.
Gjithashtu siguria nuk mund të arrihet në nivel të duhur nëse serveri ndahet me persona tek
të cilët nuk keni besim.
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4 METODOLGJIA
Analiza e kësaj teme është bërë duke punuar në projekte të ndryshme si zhvillues
gjatë viteve 2013 – 2016. Gjatë zhvillimit të projekteve janë shfaqur probleme të shumta të
cilat kanë qëndruar në mes të aplikacionit dhe bazës së të dhënave. Gjatë këtyre viteve janë
mbledhur problemet që janë hasur dhe janë përfshirë në një hulumtim duke ofruar zgjidhje
të cilat ndoshta dikur do të ndihmojnë ndonjë zhvillues gjatë zhvillimit të ndonjë
aplikacioni. Gjatë analizës dhe studimit janë hulumtuar zgjidhje të cilat mundësojnë
zhvilluesit e softuerëve të sigurojnë aplikacionet e tyre. Problemet që janë përfshirë në këtë
temë janë probleme që shfaqen më shpesh gjatë zhvillimit. Si fillim është caktuar se cilat
sulme do të shqyrtohen në këtë temë pastaj ka filluar shkrimi rreth këtyre sulmeve duke
ilustruar secilin sulm me shembuj të ndryshëm dhe në fund është paraqitur mënyra se si të
mbrohemi nga këto sulme. Gjatë hulumtimit janë përdorur materiale të ndryshme si libra,
publikime dhe implementime nga zhvillues të ndryshëm si referencë prej të cilave edhe
janë nxjerr rezultatet. Disa nga librat që janë përdorur si referencë shpalosin zgjidhje të
ndryshme të këtyre sulmeve, nga të cilat është analizuar rezultati i këtij hulumtimi, se a janë
në rregull të gjitha zgjidhjet që janë ofruar dhe përshkrimi i tyre. Gjatë studimit janë
përdorur edhe disa faqe në internet të cilat u takojnë implementimeve të këtyre teknikave
mbrojtëse të programimit, zgjidhjet e të cilave janë lexuar dhe studiuar duke u kujdesur që
mos të anashkalohet ndonjë gjë.
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5 REZULTATET
5.1 Si të mbrohemi nga XSS
Parandalimi efektiv nga XSS fillon kur ndërfaqja është duke u dizajnuar, jo në fazën
finale të testimit apo edhe më keq, pas ekspozimit të parë.
Faza e dizajnimit është po ashtu koha më e mirë për planifikimin e punës brenda
aplikacionit. Një planifikim i punës i definuar mirë lejon zhvilluesin që të vendos kufizime
për çdo faqe.
Strategjia kryesore për parandalimin nga XSS është që të mos lejohen vlerat e futura nga
përdoruesi të mbesin të paprekura.

Enkodimi i HTML entiteteve në jo-HTML rezultat
Një metodë e zakonshme për kryerjen e një XSS sulmi përfshinë injektimin e një HTML
elementi me një “src” apo “onload” atribut që thirr skriptën sulmuese. Funksioni i PHP-së
htmlentities() përkthen të gjitha karakteret e ngjashme sikur HTML entitete ashtu që e bën
të padëmshëm. htmlspecialchars() është më i kufizuar dhe nuk duhet përdorur. Fragmenti
me skriptën në vazhdim demonstron se si duhet përdorur ky funksion:

<?php
function safe( $value ) {
htmlentities( $value, ENT_QUOTES, 'utf-8' );
return $value;
}
$title = $_POST['title'];
$message = $_POST['message'];
print '<h1>' . safe( $title ) . '</h1><p>' . safe( $message ) . '</p>';?>

Ky fragment është shumë i thjeshtë. Pasi merren të dhënat e përdoruesit ato kalojnë në
funksionin safe(), që thjeshtë aplikon funksionin htmlentities() të PHP-së në çdo vlerë që
gjendet në të. Kjo absolutisht parandalon HTML të bëhet ‘embed’, si rrjedhojë po ashtu
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parandalon JavaScript-ën të futet. Pastaj në fund paraqitet versioni i sigurt i rezultuar nga
vlera hyrëse.

5.2 Si të mbrohemi nga Session Hijacking
Ekzistojnë shumë mënyra për të parandaluar abuzimet me sesion duke filluar nga
më komplekset por me efekt, deri më të lehtat por me efekt më të dobët.

Përdorimi i SSL (Secure Sockets Layer)
Rekomandimi primar për parandalimin e abuzimit me sesion: nëse një lidhje mbrohet me
një fjalëkalim, atëherë duhet të mbrohet me SSL apo TLS.
SSL ofron mbrojtjen si në vazhdim:


Duke enkriptuar vlerën e session cookie-s gjatë kalimit të kësaj vlere në klient apo
në server, SSL mban sesion ID-në larg duarve të personave të pa autorizuar që janë
duke analizuar në çdo paketë të rrjetës mes klientit e serverit.



Duke verifikuar pozitivisht serverin me një nënshkrim të besueshëm, SSL mund të
parandaloj një proxy keqdashës nga mashtrimi identitetit. Edhe nëse proxy do kishte
dhënë nënshkrimin e vetë dhe certifikatën mashtruese, mekanizmi i besueshmërisë i
shfletuesit të përdoruesit do duhej të paraqiste një vërejtje se certifikata nuk është
njohur duke paralajmëruar përdoruesin që të aborton transaksionin.

Përdorimi i Cookies në vend të $_GET variablës
Gjithmonë duhet të përdoren ini_set() direktivat në fillim të skriptës, në mënyrë që të bëhet
“override” në çdo ‘setting’ global në php.ini:
ini_set( 'session.use_only_cookies', TRUE );
ini_set( 'session.use_trans_sid', FALSE );
session.use_only_cookies detyron PHP-në të menaxhoj sesion ID-të vetëm përmes një
cookie, ashtu që skripta asnjëherë nuk e konsideron $_GET[‘PHPSESSID’] të jetë e
vlefshme. Kjo automatikisht mbishkruan (eng. override) përdorimin e sesion ID-ve
transparent. Por gjithashtu duhet të ndalet session.use_trans_sid, për të evituar daljen e
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sesion ID-së në çdo URL të kthyer në përgjigjen e parë, para se PHP kupton nëse shfletuesi
është i aftë të përdorë një session cookie apo jo.
Kjo teknikë mbron përdoruesit nga zbulimi aksidental i sesion ID-ve por megjithatë është
prapë e ndjeshëm nga DNS dhe proxy sulmet.

Përdorimi Session Timeouts
Jetëgjatësia e një session cookie rëndom (default) është 0. Nëse ajo nuk është e kënaqshme
(si për shembull kur përdoruesit i lënë sesionet aktive për perioda të gjata kohore thjeshtë
duke mos mbyllur shfletuesin e tyre) në këtë rast mund të vendoset vetë jetëgjatësia duke
përfshirë një instruksion si ini_set( 'session.cookie_lifetime', 1200 ) në skript. Kjo e vendos
jetëgjatësinë e një session cookie në 1200 sekonda, apo 20 minuta (ky konfigurim po ashtu
të vendoset në mënyrë globale në php.ini). Ky konfigurim detyron session cookie të skadoj
pas 20 minutave kohë pas së cilës kjo sesion ID bëhet invalid. Kur një sesion skadon në një
kohë relativisht të shkurtë si 20 minuta një sulmues human mund të ketë vështirësi të bëjë
hijack sesionin nëse krejt çka mund të bëjë ai/ajo është të punoj me logje (log) të serverit
apo proxy logje.

5.3 Si të mbrohemi nga SQL Injection?
Demarkimi i çdo vlere në pyetësorë
Rekomandohet që të sigurohet demarkimi i çdo vlerë në pyetësorë. Vlerat tekstuale duhet të
jenë mirë të kufizuara dhe zakonisht duhet të përdoren thonjëza njëfishe (e jo dyfishe). Në
këtë rast lehtësohet shkrimi i pyetësorit për dallim nga rasti tjetër nëse përdoren thonjëza
dyfishe për të lejuar ndarjen e variablave në PHP brenda vargut. Gjithashtu zvogëlohet
analiza që PHP-së i duhet për të kryer procedimin.
Ilustrim i pyetësorit origjinal e jo të injektuar:
SELECT * FROM material WHERE variety = 'iron'
Ose në PHP:
$query = "SELECT * FROM material WHERE variety = '$variety'";
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Thonjëzat teknikisht nuk janë të duhura për vlera numerike. Po, nëse vendoset që mos të
përdoren thonjëza për vlera në ndonjë fushë si “size” dhe nëse përdoruesi fut një vlerë të
zbrazët në formë, do të fitohet një pyetësor si ky:
SELECT * FROM material WHERE size =
Ky pyetësor është natyrisht me sintaksë jo të saktë, ndërsa mënyra e saktë është më poshtë:
SELECT * FROM material WHERE size = ''
Pyetësori i dytë nuk do të kthejë rezultate, por së paku nuk do të kthejë mesazh gabimi si do
të bënte një vlerë e zbrazët e pa kufizuar me thonjëza.

Kontrollimi i tipave të vlerave të pranuara nga përdoruesit
Është vërejtur se për një margjinë mjaftë të madhe burimi kryesor i përpjekjeve për SQL
injeksione është një hyrje e papritur nga forma. Nëse i ofrohet përdoruesit mundësi që të fut
vlera duke përdorur ndonjë formë dhe zhvilluesi posedon avantazhin e konsiderueshëm që
të informohet para kohës se çfarë të hyra duhet të pranoj, kjo duhet të bëjë relativisht të
lehtë kontrollimin e të hyrave të përdoruesve. Nëse pritet të pranohet një numër, atëherë
duhet të përdoren këto teknika që të sigurohet se çfarëdo që pranohet të jetë vërtetë vlerë
numerike:


Përdorimi i funksionit is_int() (apo is_integer() apo is_long() apo aliaset e tyre)



Përdorimi i funksionit gettype().



Përdorimi i funksionit intval().



Përdorimi i funksionit settype().

Për të kontrolluar gjatësinë e të dhënave të futura nga përdoruesit mund të përdoret
funksioni strlen().
Për të kontrolluar nëse një vlerë kohe apo date është e vlefshme mund të përdoret
strtotime() funksioni. Është shumë e dobishme që të sigurohet që një e dhënë nga
përdoruesi të mos përmbaj karakterin pikëpresje (përveç nëse ajo shenjë pikësimi mund të
lejohet të përfshihet).
Karakteri pikëpresje mund të detektohet përmes funksionit strpos():
if ( strpos( $variety, ';' ) )
exit ( "$variety is an invalid value for variety!" );
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Largimi i çdo karakteri të dyshimtë nga pyetësorët
Të ndalohet përdorimi i direktivës magic_quotes_gpc apo partneri e tij në prapaskenë,
funksioni addslashes() që është i limituar në aplikimin e tij dhe i duhet hapi plotësues me
funksionin stripslashes().
Funksioni mysql_real_escape_string() është më i përgjithshëm por megjithatë ka mangësitë
e veta.

5.4 Si të sigurojmë REST shërbimet
Kufizimi i qasjes në resurse dhe formate
Sa më pak opsione që lejohen në API me REST, më i sigurt është softueri. E njëjta vlen
edhe për kufizimin e sasisë së të dhënave që duhet futur dhe llojet e formateve. Opsione më
pak dhe më të limituara janë më të lehta të testohen dhe më lehtë të mirëmbahen me rritje të
kërkesave për API-në. Shembull, nëse është publikuar një mori resursesh lidhur me një
bazë së të dhënave që kanë listën e vetive (eng. properties), mund të ofrohet çdo numër i
REST adresave:
GET /properties/list
GET /properties/list/123
GET /properties/foreclosed
GET /properties/sold
Në shembujt e mësipërm, pjesa e path-it /properties është zakonisht një lloj funksioni
kontrollues ose skriptë që në fakt përpunon kërkesën. Pjesa list e path-it pastaj do jetë një
lloj funksioni që kthen një listë. Kjo do ishte mjaftë e lehtë të zbatohet me një MVC
framework si CodeIgniter apo Cake, por mund po ashtu të aplikohet me PHP klasike.
Natyrisht, URL-të kanë mundësi të jenë më të ngatërruara, si /properties.php?action=list.

Autentifikimi/Autorizimi i REST kërkesave
Nëse dëshirohet që të kufizohet përdorimi i një shërbimi REST, atëherë duhet që të
regjistrohet një API çelës dhe çelësi duhet të dërgohet bashkë me REST kërkesën. Për
shembull: GET /properties/list?apiKey=123456 pasi pranohet kërkesa, mund të krahasohet
apiKey parametri me një listë të API çelësave të ruajtur në bazë të dhënave dhe nëse ky
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është i njëjtë me ndonjë çelës të vlefshëm, atëherë kërkesa pranohet si kërkesë e vlefshme.
Natyrisht, kjo detyron që të bëhen supozime ashtu që janë shumë gjëra tjera që mund të
bëhen për siguri jo vetëm pranimi i një çelësi të vlefshëm por edhe gjetja e një çelësi të
vlefshëm nga një aplikacion kërkesash.
Një mënyrë e lehtë që të arrihet kjo është përdorimi i hash_hmac() funksionit në PHP për
të gjeneruar një HMAC hash të kredencialeve duke përdorur një API çelës si sekret. Në
bazë të kësaj mund të krahasohen vlerat që dërgohen në URL me vlerat e hash-uara që të
pranohet verifikimi. Çelësi natyrisht është që të shtohet një vlerë e pranuar nga time() për të
siguruar një vlerë të hash-uar unike që është duke u dërguar. Shembull, në anën e klientit
përdoret hash_hmac() që të krijohet një hash për expire-time dhe përdoret API çelësi si
sekret. Expire-time duhet të jetë e arsyeshme, si p.sh. disa orë.

$time = time() + 5*60; //UNIX timestamp plus pak minuta
$apikey = ‘1839390183ABC38910’;
$hash = hash_hmac(‘ripemd160’, $time, $apikey);

Pastaj do të shtohet hash në fund të kërkesës:
GET /properties/list?time=$time&hash=$hash
Kur shërbimi veç merr gjithë këtë informacion, ai mund të shpaketoj GET variablat e
ndryshme t’i bëj hash ato duke përdorur hash_hmac() dhe krahason ato vlera me
$_GET[‘hash’] vlerën. Nëse ato janë të barabarta, atëherë dihet që kërkesa është duke u
pranuar nga një domen i pranueshëm më një API çelës të pranueshëm dhe brenda
kufizimeve kohore.
$domain = ”example.com”;
$time = $_GET[‘time’];
$now = time();
$hash = $_GET[‘hash’];
$myhash = hash_hmac(‘ripemd160’,$time,$apikey);
if ($myhash == $hash && $now<= $time){//Këtu fillon procesimi}
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6 DISKUTIME DHE PËRFUNDIME
Siguria në PHP është një çështje e rëndësishme në shumë raste. Është shumë e lehtë
për të krijuar një ueb faqe personale që funksionon, por merr më shumë përpjekje për të
krijuar një të tillë që funksionon dhe nuk është e ndjeshme ndaj sulmeve si XSS apo SQL
Injection.
Siguria nuk është vetëm një pjesë e fazës së programimit të një sistemi, mirëpo është pjesë
e projektimit të sistemit dhe planifikimit po ashtu. Llojet e zgjedhura të sulmeve dhe
dobësive të shkruara në këtë temë janë disa nga ato që mendoj se janë më të zakonshme dhe
interesante.
Gjuha e programimit PHP do të vazhdojë të zhvillohet, po ashtu edhe sulmuesit do të
vazhdojnë të përpiqen për të sulmuar aplikacionet e PHP-së. Me shumë gjasa në të ardhmen
do të ketë edhe shumë lloje të reja të sulmeve dhe dobësive që sulmuesit do ti përdorin,
mirëpo gjithsesi se do të ketë edhe metoda të reja për mbrojtjen e skripteve të PHP-së.
Është e pamundur për të përfshirë të gjitha dobësitë dhe sulmet ndaj të cilave shfaqemi, por
bazuar në rezultatet e kësaj teme, kemi gjetur disa veprime të përgjithshme të cilat duhet të
ndërmerren në mënyrë që të krijojmë një aplikacion më të sigurt në PHP. Zhvilluesit e
aplikacioneve duhet të analizojnë kodin në mënyrë që të gjejnë gabimet dhe ti rregullojnë
ato.
Shumica e skripteve të PHP-së programohen në mënyra dhe konfigurime të ndryshme të
serverëve, por si zhvillues duhet të gjejmë mënyrën më të mirë për tu mbrojtur nga sulmet e
mundshme.
Për të rritur performancën dhe sigurinë e ueb aplikacioneve janë krijuar ‘framework’ të
ndryshëm siç janë: Laravel, CodeIgniter, Yii etj. Përmes këtyre framework-ëve mundësohet
krijimi i një kodi të strukturuar dhe rritet siguria duke përdorur karakteristika të ndryshme
që na ofrohen (enkriptimi, validimi i formave, mbrojtja nga pyetësorët e dëmshëm).
Ekzistojnë edhe shumë mjete tjera që rrisin efikasitetin dhe sigurinë shembull, serverët
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virtual që mundësojnë krijimin e hapësirave punuese për aplikacione të cilat i kanë vetitë e
ngjashme me ato të serverit. Po ashtu ekzistojnë mjete të ndryshme që ndihmojnë në testim
të kodit sikur: PHP Unit, Codeception, Behat.
Siguria e një ueb aplikacioni varet nga shumë faktorë gjë që e bënë të vështirë që një
aplikacion të jetë i sigurt 100% mirëpo gjithmonë duhet të tentohet që siguria të jetë në
nivel të lartë në të gjitha aspektet.
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8 APPENDIXES
79.8% e uebfaqe-ve të cilat ruhen në server përdorin gjuhën programuese PHP.
Gjuha e dytë programuese është ASP.Net me 19.8%, Java ka filluar të përdoret shumë në
platformën e ueb-it duke përfshirë 3.5% të uebfaqe-ve.

20.02% e uebfaqe-ve nuk përdorin PHP megjithatë përbëjnë një numër të madh të faqeve.
Duke u bazuar ne Netcraft egzistojnë përmbi 672 milion uebfaqe aktive që nënkupton që
139 milion uebfaqe nuk janë të bazuara në PHP.
97.1% e uebfaqe-ve përdorin versionin PHP 5 ndërsa versionin PHP 4 përdorin vetëm 2.9%
e uebfaqe-ve. [9]
86% e uebfaqe-ve të industrisë së lojrave janë të programuara në PHP.

PHP në mënyrë të konsiderueshme afektohet nga mbrojtja e pa mjaftueshme e shtresës së
transportit, me 4.13% krahas një mesatare prej 1% nga të gjitha gjuhët e kombinuara sikur
(Perl, Java, ASP, .Net dhe ColdFusion).
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