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RESUME 
Dans le domaine du genie logiciel, le principe de la programmation par contrat (PpC) a 
ete nomme pour la premiere fois et popularise par Bertrand Meyer. II a propose d'ajouter 
un contrat precis a un module afin de le documenter correctement. Ce contrat ajoute des 
precisions qu'une simple signature de methode ou qu'un commentaire ne peuvent apporter. 
L'UML est un langage de modelisation de systemes orientes-objet. L'UML etant prin-
cipalement un langage de modelisation graphique, il est difficile (parfois impossible) de 
preciser certains details d'un systeme. Le langage de specification formelle OCL, qui est 
intimement lie a l'UML, permet d'ajouter ces precisions. 
La programmation orientee-aspect (POA) est un paradigme relativement nouveau (environ 
10 ans) qui a pour pretention d'encapsuler les proprietes d'un systeme informatique qui ne 
peuvent pas etre encapsulees correctement par la programmation orientee-objet (POO). 
Grace a la POA, il est possible, entre autres, d'intercepter des messages envoyes entre 
objets et d'appliquer un traitement avant ou apres cette emission. 
Ce memoire presente le projet Contrarius. Ce projet incorpore le concept de la PpC au 
langage Java, en faisant usage du langage OCL afin d'exprimer les contrats et du langage 
AspectJ (un langage oriente-aspect) pour effectuer la verification du respect des contrats 
lors de l'execution d'un programme. Nous expliquons ce qu'est la PpC et le besoin qu'elle 
comble, ce que sont les langages de specifications formelles, le langage OCL, le paradigme 
de la POA, le langage AspectJ, l'architecture de Contrarius et presentons une courte 
analyse des projets similaires. 
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La mise en scene 
(Le besoin, le probleme et la solution) 

CHAPITRE 1 
Introduction 
1.1 Presentation du probleme 
La petite histoire qui suit est basee sur [Meyer et Jezequel, 1997]. Toute ressemblance a 
une personne vivante ou non ainsi qu 'a un lieu est deliberee. 
Nous sommes au milieu des annees 1990. Vous etes a l'emploi d'un sous-traitant infor-
matique lie contractuellement avec l'agence spatiale de votre pays. On vous a assigne 
la responsabilite de developper le logiciel du systeme de reference inertielle1 de la fusee 
Ariane 5. Vous etes tres methodique etant donne le serieux de l'emploi. Vous avez teste 
tous les modules de votre systeme et tout vous semble parfaitement fonctionnel. 
Etant un specialiste de la programmation orientee-objet, une chose que vous avez apprise 
au fil des annees, est l'avantage de la reutilisation. Vous aviez done decide de recycler un 
module qui faisait partie du projet Ariane 4- Pourquoi reinventer la roue ? Et puis vous 
vous disiez que les programmeurs qui avaient developpe ce module devaient certainement 
savoir ce qu'ils faisaient; avec Ariane 4, 113 missions se sont bien deroulees. 
Vous avez termine et etes satisfait de votre travail. Votre patron vous a meme felicite. 
Malheureusement, 37 secondes a la suite de son lancement, Ariane 5 se volatilise. Un demi-
milliard de dollars est parti en fumee. Les agences responsables du projet Ariane 5 ouvrent 
une enquete. A votre grande stupefaction, le comite d'enquete conclut que la source du 
desastre est le systeme informatique dont vous aviez la charge. Plus specifiquement, e'est 
le module reutilise du projet Ariane 4 qui est en cause. Les specifications de ce module 
n'etaient pas disponibles et vous n'aviez pas pense qu'elles pouvaient etre differentes de 
celles d'Ariane 5. 
Systeme qui permet de determiner la position, la vitesse et l'altitude d'un objet volant. On utilise ces 
donnees pour controler Pobjet en question. 
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Plusieurs annees ont passe. Vous avez change d'identite, de pays et surtout d'employeur. 
Vous travaillez dans le domaine bancaire. Vous etes encore ebranle par votre mesaventure. 
Vous vous etes engage a trouver un systeme ou une methode, qui fera en sorte que personne 
ne vivra ce genre de mesaventure. Vous analysez a nouveau la situation. Qu'auriez-vous 
pu faire afin d'eviter ce drame ? 
Avec l'optique d'ameliorer vos connaissances en terme de developpement oriente-objet, 
vous avez lu le livre Object-Oriented Software Construction de Bertrand Meyer [Meyer, 
1997]. Un chapitre vous a particulierement interesse, soit celui qui traite de la programma-
tion par contrat (PpC). L'idee centrale de cette methodologie est que pour un module, on 
peut etablir un contrat qui definit precisement les limites et contraintes de son utilisation. 
C'est une methode formelle servant a specifier la modalite d'utilisation d'un module. 
Cependant, la PpC, comme presentee par Meyer, est mise en oeuvre au travers certains 
dispositifs du langage Eiffel (que Meyer a lui-meme invente). En effet, ce langage contient 
des instructions afin d'exprimer les contrats directement dans le code source. De plus, la 
verification du respect de ces contrats peut se faire dynamiquement, soit lors de l'execution 
du programme2. 
L'institution financiere pour laquelle vous travaillez a du realiser un virage technologique 
au niveau de ses actifs informatiques. Par exemple, le langage de programmation COBOL 
qui etait couramment utilise a ete change. Etant donne que depuis plusieurs annees le 
developpement web a pris une place importante, parce qu'il est primordial d'avoir acces 
a une main-d'oeuvre abondante, pour ne pas se retrouver face a un mur technologique 
et d'innombrables autres considerations, il fut convenu qu'un langage de programmation 
moderne et populaire devait etre selectionne. Apres d'apres tractations, le choix s'est arrete 
sur le langage Java. 
Lorsque l'inventeur du langage Java, James Gosling, s'est attaque a la conception de son 
langage, il a du se resigner a quelques compromis au niveau des caracteristiques d'exac-
2Afin d'ameliorer les performances d'un systdme bien teste, il est possible de dfeactiver la verification 
des contrats lors de l'execution. 
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titude afin de privilegier celles de performance. Un signe de ce choix etait l'absence de 
l'instruction a s se r t qui etait pourtant offerte dans le langage C depuis des lustres. Cette 
instruction, presente dans plusieurs langages3, permet de valider que lorsqu'un programme 
est dans un etat donne certaines proprietes (qui prennent la forme d'une expression boo-
leenne) sont vraies. Ce n'est que lors de la parution de la version 1.4 du langage Java 
qu'une instruction a s se r t fut ajoutee. Ann de guider les utilisateurs dans l'usage de cette 
instruction, un document nomme Programming With Assertions4 fut mis a leur disposi-
tion. Le document contient un F.A.Q. relatif aux questions de conception du mecanisme 
d'assertion ajoute au langage. Dans ce F.A.Q. il est explique pourquoi James Gosling, 
alors que le langage Java se nommait Oak, avait decide, pour des raisons de performance, 
de ne pas inclure l'instruction asser t . Dans la meme section, on Justine pourquoi le lan-
gage Java n'est pas dote d'un mecanisme de PpC comme Test Eiffel : l'inclusion d'un tel 
mecanisme aurait eu un impact trop derangeant sur les librairies standards deja en place 
et aurait complexifie le langage. II est egalement mentionne que le mecanisme d'assertion 
permet de creer un systeme limite de PpC sous Java. 
Vous effectuez quelques recherches. Vous trouvez des projets qui incorporent l'idee de la 
PpC avec Java, mais aucun qui englobe votre vision de ce que devrait etre l'integration 
du principe de la PpC au sein de Java. Vous decidez de creer votre propre outil. 
Du langage Eiffel, vous identifiez deux (2) caracteristiques de l'integration de la PpC que 
vous voulez imiter sous Java, soit : 
• la liaison des contrats avec le code source Java. 
• la validation des contrats lors de l'execution. 
Voyons, dans les sections qui suivent, de quoi il est question. 
3On peut tenir pour acquis que les implementations de l'instruction a s s e r t , que Ton peut retrouver 
dans differents langages, ont une semantique qui, au bout du compte, est Squivalente. 
4 h t t p : / / j a v a . s u n . c o m / j 2 s e / l . 4 . 2 / d o c s / g u i d e / l a n g / a s s e r t . h t m l 
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1.1.1 La liaison des contrats avec le code source Java 
De quelle maniere pourrait-on lier ces contrats avec le code source Java? Vous savez que 
Java n'est pas aussi expressif qu'Eiffel. Suivre l'exemple du langage Eiffel en ajoutant de 
nouveaux mots cles au langage Java serait hors de question; le code source ecrit avec ces 
nouveaux mots cles ne pourrait plus etre interprets par le compilateur Java standard et de 
nouveaux outils speciaux devraient etre developpes5. Cela serait indesirable, car une tres 
forte dependance existerait entre ce code source et votre outil. Vous pourriez tirer avantage 
des annotations, concept introduit dans Java 5.06. Par contre, votre equipe travaille encore 
avec Java 1.3 et vous savez qu'une bonne partie de l'industrie fait de meme. Pourquoi ne 
pas opter pour Javadoc ? Javadoc est un outil standard distribue par l'entremise du kit de 
developpement Java (communement appele le JDK). Cet outil est capable, entre autres, 
d'extraire certaines informations a partir de commentaires integres a du code source Java 
et d'utiliser ces informations lors de la generation de la documentation du code source. 
A meme les commentaires, il est possible d'identifier certains types d'informations par 
des « etiquettes » (p.ex.: ©author Pascal D. indique a l'outil Javadoc, par l'etiquette 
©author, que l'auteur du code (qui est lie au commentaire) est Pascal D.). Vous savez 
qu'il est possible d'ajouter de nouvelles etiquettes et d'annexer a Javadoc un programme 
qui sache interpreter ces etiquettes. 
C'est decide : c'est done par une nouvelle etiquette interpretable par un programme annexe 
a l'outil Javadoc qu'il sera possible d'inserer et d'identifier les contrats a meme le code 
source Java. 
Court aparte : le mot « Javadoc » est malheureusement trop souvent surcharge de sens. 
Javadoc est un programme. C'est egalement un type de commentaire. En Java, il existe 
differentes fagons de representer un commentaire. Ces formes sont : 
5Par exemple, pour un IDE, un editeur de code source Java qui reconnattrait les nouveaux mots cles 
serait fort souhaitable. 
6Grace aux annotations, il est possible d'ajouter de rinformation supp lementa l concernant le code 
source. Cette information, souvent appelee « metadata » (des donnees sur des donnees...), peut alors etre 
utilisee par d'autres outils. 
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// ceci est un commentaire 
Figure 1.1 Un commentaire de type C++ 
* ceci est un commentaire 
*/ 
Figure 1.2 Un commentaire de type C 
• C++ : A partir du moment ou deux barres obliques (//) apparaissent dans du code source 
(et qu'elles ne se trouvent pas dans une chaine de caractere, ni dans un commentaire), 
le reste de la ligne est considere etre un commentaire. Cette forme est directement 
importee du langage C++. Un exemple se trouve a la figure 1.1. 
• C : Du langage C, la forme de commentaire multilignes a ete retenue. Le commentaire 
debute par /* et se termine par */. Tout ce qui se trouve entre ces deux tokens est un 
commentaire. On peut observer un exemple a la figure 1.2. 
• Javadoc : Finalement, il existe les commentaires de type Javadoc. On pourrait dire 
qu'ils sont une specialisation des commentaires de type C. Une des caracteristiques qui 
les distinguent d'un simple commentaire de type C est le token utilise pour « ouvrir » 
le commentaire. Ce token est /**. Le commentaire peut contenir du HTML ainsi que 
(comme nous l'avons deja mentionne) des etiquettes, toujours prefbcees par le caractere 
@. Une autre caracteristique interessante, et exploitee dans notre pro jet, est le fait 
que ce type de commentaire devrait se situer au-dessus de certaines constructions du 
langage Java7. En suivant cette facon de faire, le commentaire devient associe a la 
construction au-dessus de laquelle il se trouve. Par exemple, un commentaire de type 
Javadoc pourrait se trouver juste avant la declaration d'une classe ou d'une methode. 
Un exemple de ce type de commentaire est presente a la figure 1.3. L'outil Javadoc, 
lorsqu'il voit ce commentaire, l'associe a la methode foo(int). 
7
« devrait », car un commentaire de type Javadoc peut bien se trouver a la place d'un commentaire 
de type C ou C + + sans generer d'erreur. Cependant, nous pourrions nous questionner sur la pertinence 
de son utilisation dans un tel contexte. 
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i i 
| 
* La fonction foo ne fait rien d ' interessant. <br/Xbr/> 1 
* | | 
* ©author Pascal Durocher I 
I 
* @param bar la pression barometrigue est en hecto Pascal I 
*/ j 
publ ic void f o o ( i n t bar) { . . . } 
Figure 1.3 Un commentaire de type Javadoc 
1.1.2 La validation des contrats lors de I'execution 
Le langage Eiffel rend possible la verification dynamique des contrats. C'est-a-dire qu'au 
moment ou un programme (dote de contrats) est execute, le respect des contrats est valide 
aux moments opportuns. Par exemple, si un contrat, associe a une methode, stipule qu'un 
des parametres doit etre plus grand que 5, alors juste avant d'executer le corps de cette 
methode, il y aura une verification a savoir si le parametre est bel et bien plus grand que 
5. 
Ce mecanisme a plusieurs avantages. II peut etre vu comme un outil de developpement 
qui permet de detecter des problemes rapidement tel que preconise par [Shore, 2004]. 
En effet, Shore propose d'ecrire nos programmes de telle sorte que lorsqu'une condition 
incorrecte survient, que Ton ne tente pas par tous les moyens de camoufler cette erreur et 
de continuer, mais plutot de faire stopper le programme immediatement avec un message 
relativement detaille de la source du probleme. Ajouter des contrats aux modules du 
systeme est une fagon de mettre en oeuvre cette methode. 
La validation des contrats lors de I'execution peut egalement etre vue comme etant un 
complement a la methodologie du developpement guide par les tests. Cette methodologie, 
presentee par Beck dans [Beck, 2003], invite les developpeurs a ecrire un test qui respecte 
les specifications d'un module a developper, avant meme de programmer le module en 
question. Une fois le module correctement developpe, le test qui lui est associe reussira. 
Cette methodologie n'est pas sans susciter ses propres problemes. Par exemple, il est 
possible d'ecrire un test qui verifie si un module respecte une specification, mais pas 
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necessairement si le module reagit correctement a tous les cas possibles dans les balises 
fixees par la specification. L'ajout d'un contrat, en plus d'un test associe au module, 
permet de verifier que le module regoit et fournit ce qu'il doit a chaque fois qu'il est 
sollicite, pas seulement lorsque son test associe est excite. On peut alors parler de «tests 
en continu ». 
Faire usage de contrats lors du developpement est une bonne idee. Qu'en est-il pour du 
code utilise en mode production8 ? Afin de prendre une decision eclairee sur cette question, 
il faut mesurer l'impact en performance resultant de l'execution du code de validation des 
contrats et egalement evaluer s'il est acceptable que le programme se retrouve, poten-
tiellement, dans un etat indesirable (parce qu'une partie du code n'est plus protege par 
un contrat). Dans un cas ou un contrat complexe prend un temps non negligeable pour 
s'executer, on pourrait decider de le retirer du code en production. Cependant, peut-etre 
que des contraintes de securite feraient en sorte qu'il faille, malgre le cout en performance, 
laisser les contrats dans le code. 
II faut maintenant se demander comment emuler la verification de ces contrats lors de 
l'execution telle que le fait Eiffel. Effectivement, avec le langage Eiffel, il suffit d'indiquer 
au compilateur que Ton desire verifier le respect des contrats lors de l'execution pour qu'il 
compile le code des contrats avec le reste du programme. La verification peut alors avoir 
lieu a chaque fois que le programme est execute. 
Sous le langage Java, il n'existe pas de mecanisme equivalent. Vous devez done en creer 
un. Pour ce faire, voici deux (2) etapes a realiser : 
• transformer les contrats, qui sont integres dans les commentaires du code source, en 
code Java. 
• trouver une fagon d'invoquer ce code genere a partir du programme a verifier. 
'Du code qui n'est plus en test, mais qui fonctionne dans sa finalite. 
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La transformation des contrats en code Java 
Notez bien que nous n'avons toujours pas defini dans quel langage les contrats sont ecrits. 
Dans le cas du langage Eiffel, les contrats sont ecrits en Eiffel. Pour ce pro jet, le langage 
utilise pour la redaction de contrats est brievement decrit a la section 1.1.3 et exhausti-
vement decrit a la section 2.3.1. 
La transformation d'un langage vers un autre est une activite bien maitrisee et vous 
amenera a bien vous debrouiller. Par exemple, une approche est de transformer les phrases 
d'un langage en une representation que Ton nomme « arbre de syntaxe » et de generer, 
pour le langage cible, un arbre de syntaxe equivalent. 
L'invocation du code genere pour les contrats a partir du code de I'application a 
verifier 
Une fois que le code Java equivalent des contrats est genere, il faut trouver un moyen de 
l'invoquer a partir de I'application a verifier. Par exemple, le code genere pourrait prendre 
la forme de methodes ajoutees aux classes correspondantes. Ces methodes pourraient 
etre appelees aux endroits appropries9. Un exemple est donne a la section A.l. Une telle 
approche serait beaucoup trop envahissante. Lors de l'etude de projets similaires, vous avez 
constate que l'incorporation du code genere a meme les nchiers sources de I'application a 
verifier peut faire en sorte que le code original du fichier soit « noye » parmi le code genere. 
Du meme coup, la cohesivite du code original vient de diminuer. Aussi, votre groupe de 
travail utilise un systeme de controle de version de fichiers qui contient l'historique du 
code source du systeme. Si vous ajoutez a ce systeme du code genere (dans ce cas, par 
votre outil), cela risque de deplaire a vos collegues10. 
Done, comment effectuer la validation des contrats (lors de l'execution d'un programme) 
sans ajouter davantage de code au code source dans lequel les contrats sont integres ? II 
faudrait un mecanisme qui soit en mesure, conceptuellement, d'observer ou en est le sys-
teme dans son execution et d'effectuer la validation du respect des contrats aux moments 
9Les endroits appropries seront definis dans le chapitre 2 
10I1 deviendrait difficile de faire la difference entre le code original et le code genere pour les contrats. 
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opportuns. Une possibility serait de se greffer a la JVM afin d'observer revolution d'un 
programme. Malheureusement, on ne peut tenir pour acquis que toutes les JVM partagent 
le meme ensemble de fonctionnalites11. II existe certainement une solution plus elegante. 
Vous vous souvenez alors d'un nouveau paradigme de programmation dont un collegue 
vous avait fait part, soit la programmation orientee-aspect (POA). Si votre memoire vous 
sert bien, grace a la POA, vous pourriez observer certains evenements qui surviennent 
dans un programme, tels les appels envoyes a des methodes, les modifications apportees 
a certaines variables et plus encore. Non seulement serait-il possible d'observer ces evene-
ments, mais il serait egalement faisable de modifier le cours de l'execution du programme, 
done de modifier la semantique du programme en observation. Tout cela sans meme avoir 
a modifier le code source du programme qui est observe! De plus, ce paradigme ne vous 
limiterait pas a l'usage d'une JVM au detriment d'une autre. 
1.1.3 Le langage utilise pour exprimer les contrats 
Au bureau, les architectes informatiques utilisent 1' Unified Modeling Language afin de 
decrire le logiciel a developper. lis font egalement usage de 1' Object Constraint Language 
pour ajouter des precisions a certains elements du modele UML. lis ont choisi l'OCL pour 
des raisons pratiques : le langage est simple et fait partie de l'UML. lis vous informent 
que l'OCL est un langage formel avec lequel il est possible de rediger des contrats. Voyons 
un cas ou l'utilisation de l'OCL est de mise : une des classes du systeme bancaire12 est 
Compte qui represente le compte bancaire d'un client. Une methode de cette classe est 
r e t r a i t ( montant : Float ) 13 dont Faction est de retirer le montant du compte ban-
caire. Afin de specifier que le client ne peut retirer plus d'argent qu'il s'en trouve dans 
son compte, les architectes ont ajoute le contrat OCL de la figure 1.4 dans les documents 
d'architecture du systeme. 
11Une liste des differentes JVM est disponible a h t t p : / / j a v a - v i r t u a l - m a c h i n e . n e t / o t h e r . h t m l 
12N'oubliez pas : vous avez change d'employeur! 
13Nous faisons usage de la syntaxe UML. 
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contex t Compte: : r e t r a i t ( montant : F loa t ) : Boolean [ 
pre: montant <= solde [> 
Figure 1.4 Un exemple d'un contrat OCL 
II faut interpreter le contenu de la figure 1.4 de la fagon suivante : dans le contexte de la 
methode r e t r a i t (qui appartient a la classe Compte) qui prend en parametre le montant 
a retirer (qui est de TYPE Float) et qui indique si le retrait s'est effectue correctement 
(par le retour de TYPE Boolean), on ne permet pas de retirer plus d'argent que le solde 
du Compte (exprime par l'expression montant <= solde). 
Les specifications d'un systeme informatique ne devraient generalement pas etre ecrites 
dans le langage utilise pour implementer ledit systeme. Dans le cas contraire, un fort 
couplage existerait entre la description du systeme et son implementation, ce qui est une 
propriete non desirable. C'est pour cette raison que vous n'avez pas choisi Java comme 
langage pour decrire les contrats14. Si vous aviez choisi Java, il aurait fallu que vous 
interpretiez les contrats dans les documents de specifications (ce qui n'est pas une mince 
tache) pour ensuite les traduire en Java. Nous venons d'enumerer deux sources d'erreurs 
potentielles. En choisissant l'OCL, cela implique que vous pourrez importer les contrats 
des documents de specifications directement dans le code source. 
1.1.4 Le projet Contrarius 
Nous croyons avoir tous les ingredients en main pour creer un outil qui integre le concept de 
la PpC dans le monde Java de fagon elegante en etant simple d'utilisation, non encombrant 
dans le cycle de developpement, transparent au niveau du code source et qui a le potentiel 
d'ameliorer la qualite des logiciels qui en font usage. Nous ne pretendons pas avoir trouve 
la « balle d'argent » [Brooks, 1987], mais croyons quand meme pouvoir contribuer au genie 
logiciel par l'apport d'un outil fort utile. Notre objectif est done de creer cet outil 
puis de valider si l'idee d'utiliser la POA pour integrer la PpC sous Java est 
valable. 
14Contrairement a ce qui se fait dans le langage Eiffel. 
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Nous avons decide de nommer cet outil Contrarius. Le nom n'est malheureusement pas 
un acronyme recursif tel GNU15, mais un « savant » melange du mot « contrat » et de 
l'acronyme US qui tient pour « Universite de Sherbrooke ». 
Le tableau 1.1 presente un resume des besoins ou problemes auxquels nous nous attaquons 
ainsi que la solution proposee pour chacun de ces besoins/problemes. L'ensemble de ces 
solutions est ce qui nous a menes a la conception de Contrarius. 
1.1.5 Les projets similaires 
Des projets semblables a Contrarius existent. Aussi, entre le moment ou l'idee de ce 
projet a emerge et le moment ou il fut complete, d'autres projets similaires ont vu le 
jour. Ce qui suit est un tres bref survol de ces projets. Au chaptire 4, vous trouverez une 
comparaison entre Contrarius et ces projets. Les projets similaires recenses sont : 
• iContract 
• j Contractor 
• JMSAssert 
• Dresden Compiler 
• Un projet sans nom presente par L.C. Briand, W. Dzidek et Y. Labiche. 
• Un second projet sans nom presente par Mark Richters et Martin Gogolla. 
iContract 
iContract existe depuis 1998. II fait lui aussi usage du Javadoc afin de lier un contrat 
avec le code source. Les contrats sont ecrits dans le langage Java et le code source de 
l'application sous surveillance16 est modifie pour accommoder les contrats. 
GNU's Not Unix 
celle pour laquelle on a ajoutS des contrats 
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Besoin ou probleme 
Definir precisement les mo-
dalites d'utilisation des mo-
dules d'un systeme informa-
tique. 
Exprimer les contrats tels 
qu'ils sont presents dans les 
documents de specifications. 
Integrer les contrats a meme 
les flchiers Java sans modi-
fier le code. 
Transformer les contrats de-
crits en OCL vers du code 
Java. 
Instrumenter le programme 
a observer (le programme 
dote de contrats) avec le 
code des contrats tout en 
evitant de « polluer » (modi-
fier) le code du programme a 
observer. 
Solution 
Utiliser la programmation par contrat. 
Utiliser le langage OCL, en tenant pour acquis que les 
specifications sont decrites dans ce langage. 
Ajouter les contrats OCL, presents dans les specifica-
tions, a meme les commentaires de type Javadoc du code 
source Java. 11 est a noter que semantiquement, on ne 
considere pas des commentaires comme etant du code. 
Analyser les contrats OCL presents dans les commen-
taires, les interpreter et les convertir en leur equivalent 
Java. 
Utiliser le paradigme de la programmation orientee-
aspect. 
TABLEAU 1.1 Resume des besoins/problemes et solutions menants au systeme Contra-
rius 
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jContractor 
Un autre projet qui a vu le jour en 1998. Les contrats sont eux aussi ecrits en faisant usage 
du langage Java. Les contrats sont injectes a meme le code source par l'ajout de methodes. 
Le mecanisme de verification automatique fait intervenir un ClassLoader special. 
J MS Assert 
Le seul projet qui soit commercial. Les contrats sont lies au code source par des etiquettes 
Javadoc. Le mecanisme de gestion de ces etiquettes et de verification lors de l'execution 
fait intervenir une librairie DLL qui est propre a la plateforme Microsoft Windows. Cette 
librairie elimine la propriete multiplateforme du langage Java. 
Dresden Compiler 
Est un composant des outils OCL congus par l'Universite Technique de Dresden. II se 
rapproche davantage du projet Contrarius par le fait que les contrats sont rediges en 
faisant usage du langage OCL. Les contrats sont indirectement lies au code source par 
un fichier XMI qui represente le modele du systeme (cela implique une correspondance 
un pour un entre le modele et le code source ce que nous jugeons etre utopique). Aussi, 
ce projet injecte le code genere par le transformateur OCL vers Java directement dans 
le code source de l'application surveillee. C'est ce que nous appelons une integration non 
transparente. 
Projet de Briand, Dzidek et Labiche 
Ce groupe a voulu faire mieux que le Dresden Compiler. L'article qui decrit l'outil deve-
loppe reste flou sur la maniere dont les contrats sont lies au code source, mais ils expliquent 
que le lien entre le code du contrat et le programme compile se fait avec l'aide d'Aspect J 
tout comme c'est le cas pour Contrarius. 
Project de Richters et Gogolla 
C'est probablement le projet le plus original de tout ceux cites. II fait appel a un pro-
gramme externe qui observe le programme sous surveillance et compare constamment 
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l'etat du programme sous surveillance avec le modele UML+OCL. lis rejoignent ici le pro-
jet Dresden dans la mesure ou ils tiennent pour acquis que le code source est en lien 1 pour 
1 avec le modele UML+OCL. Ils se demarquent du projet Dresden Compiler par leur tech-
nique de transformation d'expressions OCL vers du code Java. Tout comme Contrarius, 
ce projet fait appel a la POA. 
1.1.6 Organisation du memoire 
Au chapitre 2, une mise en contexte plus technique est presentee. Aussi, le langage OCL 
ainsi que le paradigme de la POA sont expliques de fagon plus detaillee. 
La description du programme Contrarius est exposee au chapitre 3. Les decisions de 
design, une description de l'architecture, le choix des outils de developpement et d'autres 
considerations y sont abordes. 
Comme nous l'avons brievement vu, d'autres equipes de recherche ont tente d'incorporer 
le concept de la PpC en Java. Les fagons de s'y prendre divergent et parfois convergent. 
Un bref survol de ces projets est presente au chapitre 4. Prenez note qu'avant de nous 
lancer dans la conception de Contrarius nous avons effectue un recensement des projets 
similaires. Pendant 1'elaboration de Contrarius, nous avons eu vent de quelques projets 
faisant un usage comparable au notre de la POA. Le developpement de notre projet s'est 
fait de fagon totalement independante des autres. 
Finalement, comme toute bonne chose a une fin, nous devons eventuellement conclure. 
Un bilan du travail accompli ainsi qu'une conclusion en bonne et due forme sont etales au 
chapitre 5. 
CHAPITRE 2 
Mise en contexte pour un programmeur 
Dans ce chapitre, nous effectuons une recapitulation plus technique et detaillee de ce qui a 
ete presente dans le chapitre 1. Nous exposons les etapes a suivre afin d'integrer le concept 
de la PpC dans le langage Java dans le cas ou aucun outil aidant a cette integration n'est 
utilise et puis dans le cas ou Contrarius est utilise. Suite a cela, nous presentons de facon 
plus precise ce qu'est la PpC. Le chapitre se termine par une introduction des technologies 
cles utilisees. 
2.1 La problematique du point de vue d'un program-
meur 
Vous etes un developpeur de logiciel. La lecture du chapitre 1 vous a laisse sur votre faim. 
Vous voulez des explications plus techniques, plus concretes. Soit. 
Tout d'abord, voyons deux (2) diagrammes (UML) d'activite qui montrent les etapes 
a suivre pour verifier le respect de contrats sous Java. Le diagramme de la figure 2.1 
montre les etapes a suivre si aucun outil specialise n'est disponible; tout le travail se fait 
manuellement. A la figure 2.2, on voit un second diagramme d'activite qui presente le 
meme processus que la figure 2.1, mais dans le cas ou l'outil Contrarius est utilise. 
2.1.1 Integration de la PpC en Java sans out i l specialise 
Telle que le presente le diagramme de la figure 2.1, 1'implementation des contrats decrits 
dans les documents d'architecture est une activite perilleuse. Imaginons que vous vouliez 
implementer un nouveau module dans le systeme bancaire. Vous consultez les documents 
de specifications. Admettons que le module a developper est dote d'un seul contrat. Sui-
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vant la methodologie de developpement de votre choix, vous developpez le module en 
question et decidez d'ajouter le contrat a la toute fin du developpement. Le developpe-
ment etant termine, vous etes pret a ajouter le contrat. Dans un premier temps, vous devez 
interpreter le contrat tel qu'il est decrit dans les documents de specifications. Ensuite, 
vous devez traduire le contrat en Java selon 1'interpretation que vous en avez faite. 
II faut evidemment integrer le code Java du contrat avec le code du module que vous 
avez prealablement implements Cette integration ressemblerait probablement a l'exemple 
donne a la section A.l. 
Vous compilez le tout et vous executez votre programme. Si tout se deroule correctement, 
tant mieux. Par contre, dans le cas plus probable ou un probleme survient, vous devez evi-
demment analyser l'erreur qui est survenue et determiner si elle provient d'un probleme au 
niveau de l'interpretation, de la traduction, de l'integration ou encore de l'implementation. 
Tout cela pour un seul contrat. Imaginez la situation lorsque plusieurs contrats, parfois 
complexes, doivent etre integres a votre programme. Cela peut devenir fort difficile a gerer. 
2.1.2 Gestion de la PpC au travers Contrarius 
Voyons maintenant la marche a suivre pour implementer un contrat lorsque l'outil Contra-
rius est disponible. Premiere constatation : vous n'avez plus a interpreter, traduire et 
integrer les contrats dans l'optique de les implementer vous-m§me! Vous devez certes cor-
rectement interpreter les contrats, mais cette fois-ci, uniquement pour vous assurer que le 
code qui doit respecter le contrat est correct. Bref, vous passez a un autre niveau : vous 
devez uniquement vous preoccuper de l'implementation correcte du code lie au contrat 
et non au code (a l'implementation) du contrat lui-meme! Dans l'eventualite ou, lors de 
l'execution, un probleme survient, vous savez que la probabilite que l'erreur se situe au 
niveau de l'implementation de votre code (qui est lie au code du contrat) est plus que 
probable. 
Dans le diagramme 2.2, l'activite Contrarius est quelque peu « fourre-tout ». Grosso 
modo, Contrarius analyse les contrats, genere du code Java equivalent qui lui, est en-
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capsule par des Aspects. Ces Aspects doivent ensuite etre lies au code associe aux contrats 
par un compilateur special. Cette derniere etape n'est pas indiquee, car elle fait partie du 
cycle de developpement standard. 
Evidemment, si l'outil Contrarius ne fait pas son travail correctement (car, par exemple, 
il genere un code Java qui est incorrect), l'utilisateur de Contrarius risque de perdre un 
temps fou a tenter de comprendre pourquoi son code associe a un contrat ne fonctionne 
pas. Cependant, la meme chose est vraie dans le cas ou le compilateur Java devait etre 
defectueux : dans un tel cas, le code Java ecrit pourrait etre parfaitement legal selon les 
specifications du langage, mais ne pas etre correctement interprete par le compilateur 
etant donne un bogue a l'interieur de ce dernier. Contrarius doit done etre de tres haute 
qualite pour etre utilise en production. 
2.2 La programmation par contrat 101 
La programmation par contrat fut inventee par Bertrand Meyer. II presenta son idee pour 
la premiere fois dans un rapport technique publie en 1987. Le concept est bien presente 
dans [Meyer, 1997], un livre qu'il utilise afin d'exposer sa vision de la programmation 
orientee-objet. II nomme l'unite fondamentale de modularisation d'un systeme 0 0 un 
ADT pour Abstract Data Type. Afin de simplifier les choses, faisons comme s'il faisait 
reference au concept de « classes ». II afflrme alors que l'ajout d'attributs et de methodes 
a une classe ne suffit pas a definir cette derniere. Pour etre complete, une classe doit egale-
ment etre munie d'une specification. Ce n'est qu'a ce moment qu'il est possible d'affirmer 
qu'une classe est « correcte » ou non. En fait, plus precisement, Meyer explique que Ton 
ne devrait pas parler du caractere correct d'une classe, mais plut6t s'interroger sur la 
coherence entre la paire classe-speciflcation. 
2.2.1 Les fondements mathematiques (des pre et postcondit ions) 
La forme de specification a laquelle Meyer fait reference est basee sur la theorie de ve-
rification formelle de programmes informatiques. II presente le concept en discutant de 
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la formule mathematique d'exactitude aussi appelee le « triple de Hoare » qui a la forme 
suivante : 
{P} A {Q} 
Ou A est une entite executable du systeme informatique (lire : une methode) et ou P et 
Q sont des « assertions ». Une assertion est une expression booleenne qui fait reference a 
divers elements du systeme informatique et qui doit etre vraie a un moment donne (dans 
un etat donne). On nomme P la precondition et Q la postcondition. 
Done, si P est vraie, A s'execute et si (suite a l'execution de A) Q est vraie, on peut afnrmer 
que A s'est correctement executee; on dit alors que A a rempli sa part du contrat. 
Le triple de Hoare est un objet mathematique; il n'est pas une construction du langage 
Eiffel, ni d'aucun autre langage (a la connaissance de l'auteur). 
II est a noter que la precondition ainsi que la postcondition ne doivent pas avoir d'effet de 
bord (ils ne doivent pas modifier l'etat du systeme). 
2.2.2 L'invariant de classe 
L'invariant est a la classe ce que la precondition et la postcondition sont a la methode. 
II specifie certaines proprietes qui doivent etre vraies en tout temps arm de ne pas violer 
l'integrite de la classe. 
En fait, une classe a un cycle de vie et l'auteur croit, comme plusieurs, que les inva-
riants d'une classe doivent seulement etre respectes a l'entree et a la sortie des methodes 
publiques de cette classe. Si un invariant devait «toujours » tenir, cela serait trop contrai-
gnant. II pourrait etre utile de violer temporairement l'invariant d'une classe pendant 
qu'une methode privee effectue un traitement quelconque. 
Meyer discute egalement des invariants de boucle, mais nous ne traitons pas de ces types 
d'invariants dans notre projet. Done, lorsque nous parlons d'invariant, nous faisons tou-
jours implicitement reference a un invariant de classe. 
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2.2.3 La notion de contrat 
Ces concepts de preconditions et postconditions peuvent etre vus comme une analogie 
a la notion de contrats dans le domaine legal. Imaginons un client et un fournisseur de 
services. Le fournisseur de services demande de l'argent en echange du service rendu. Un 
client interesse a un service fournit l'argent necessaire et en contrepartie, le fournisseur livre 
le service comme convenu. La precondition serait la delivrance du montant d'argent par le 
client au fournisseur. La postcondition serait la constatation que le service a correctement 
ete rendu. 
2.2.4 Un exemple 
Dans le contexte du langage Eiffel, P et Q prennent la forme de constructions du langage 
introduites juste avant puis juste apres (respectivement) le corps d'une methode. Voyons 
pour exemple la definition d'une methode sqr t (Square Root) ecrite dans le langage Eiffel 
et presentee a la figure 2.3. 
s q r t ( x : REAL): REAL is 
calcul de la racine carree de x 
require 
x >= 0 
do 
ensure 
p o s i t if: Result >= 0 
end 
Figure 2.3 Exemple d'une implementation (incomplete) d'une methode sq r t (REAL) dans 
le langage Eiffel. 
La fonction sqr t regoit un parametre nomme x de TYPE REAL et retourne un REAL 
(un nombre a virgule flottante). Le mot cle requi re ainsi que la ligne qui suit forment 
une precondition. La ligne do et la suivante representent le corps ^'implementation) de 
la methode. Ensuite, ensure et la ligne qui suit forment une postcondition. Le mot cle 
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Result est une variable qui contient le resultat du traitement de la methode. end indique 
la fin de la definition de la methode. 
La precondition indique done que pour appeler la methode sqrt, on doit s'assurer de lui 
passer en parametre une valeur qui est superieure ou egale a 0. En retour, la methode 
s'engage a retourner une valeur qui elle aussi est superieure ou egale a 0 (dans ce cas-ci, 
la postcondition n'est pas tres originale, mais illustre son utilite). 
2.2.5 De la documentat ion executable 
Dans l'exemple precedent, vous avez surement realise la chose suivante : la specification 
est integree a meme le code source. Cela rejoint l'idee de Meyer qui veut qu'une classe ne 
soit veritablement « entiere » qu'au moment ou sa specification y est incluse. 
Le compilateur Eiffel est en mesure de compiler le code du contrat avec le reste du code afin 
de rendre possible la verification automatique du respect des contrats lors de l'execution 
du programme. On peut alors parler de « documentation executable ». 
Dans [Meyer, 1997], Meyer se plaint que souvent, un programme est uniquement constitue 
du code et non de sa documentation. Aujourd'hui, les choses ont passablement change. 
Par exemple, une des forces du langage Java est la disponibilite d'un large eventail de 
librairies fort utiles. La tres grande majorite de ces librairies sont dotees de documentation 
presente a meme le code source. Souvent, la documentation explique, de fagon informelle, 
comment utiliser tel ou tel module. On ne peut done plus, aujourd'hui, dire que l'idee de 
l'integration de la documentation a meme le code source est une chose rare et incomprise. 
Cependant, ce qui est encore non exploite par les langages populaires, e'est l'idee de la 
documentation executable. C'est exactement ce que Contrarius tente d'amener dans le 
monde Java. 
2.2.6 La programmation defensive : un concept revolu 
La programmation defensive est une methode de programmation encore aujourd'hui fort 
populaire. L'idee est qu'un module (au sens large) doit se premunir contre des entrees 
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potentiellement fautives. Par exemple, une des toutes premieres choses que la methode 
sqr t ferait, si elle etait implementee defensivement, est de verifier que son entree est > = 0. 
Dans le paradigme de TOO, une des proprietes qu'il est souhaitable qu'un systeme res-
pecte est la dissimulation des informations liees a l'implementation des classes (le fameux 
Information Hiding). Par exemple, les usagers d'une librairie 0 0 devraient uniquement 
etre exposes aux interfaces de la librairie. Dans un tel cas, les utilisateurs d'une classe ne 
peuvent savoir si dans l'implementation une verification defensive est faite. L'utilisateur 
pourrait done decider d'ajouter une telle protection « au cas ou ». 
II y a done, potentiellement, ajout de code du cote de l'utilisateur d'une classe ainsi que du 
cote de celui qui implemente la classe. II y a risque de redondance. II y a egalement ajout 
de code. Qui dit plus de code dit augmentation de la complexite ce qui, inevitablement, 
engendre une diminution de la qualite globale du systeme. 
Meyer propose d'eliminer la verification du cote de l'utilisateur de la classe ainsi que du 
cote de celui qui l'a creee! En effet, les contrats existants a meme le code source rendent 
possible la verification automatique. Si le contrat est viole, un systeme qui fait usage de 
la PpC peut decider d'interrompre le programme, de signifier le probleme a l'utilisation 
ou au responsable, de ne rien faire, etc. 
En faisant usage de la PpC, on diminue la quantite de code a ecrire, on minimise done le 
niveau de complexite du logiciel et done, on ameliore sa qualite globale. 
2.2.7 Recapitulation 
Voyons dans le tableau 2.1 les types de clauses de contrats qu'il est possible de passer avec 
une classe et ses methodes. 
Dans le cadre du projet Contrarius, le langage utilise pour ecrire ces contrats est l'OCL. 
L'OCL est un langage de logique du premier ordre que nous presenterons a la section 
2.3.1. 
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Type de clause 
Precondition 
Postcondition 
Invariant 
Description 
C'est ce qui doit etre « vrai » lorsque Ton ap-
pelle une methode. Par exemple, une methode 
s q r t ( x : f loa t ) : f loa t d'une classe quelconque 
necessiterait le passage d'une valeur de x >= 0. 
Ce qui doit etre « vrai » a la suite de l'execution 
d'une methode. Si on reprend l'exemple de la fonction 
s q r t ( x : f loa t ) : f loa t , on pourrait specifier pour 
postcondition que la valeur absolue du resultat mise au 
carre moins la valeur passee en parametre est plus petite 
ou egale a une constante e, soit \result2 — x\ <= e. 
Ce qui doit toujours etre « vrai» pour un composant. Par 
exemple, un des invariants d'un objet qui represente une 
personne pourrait etre que son age ne doit jamais etre 
infer ieur a 0. 
TABLEAU 2.1 Types de clauses dans le contexte de la PpC 
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Maison 
-valeur: Argent 
1 
-maiso 
0..* 
-securite 
-bypotheques 
0..* 
i -proprio 
1 
Personne 
-noAssuranceSociale: Integer 
-saiaire: Argent 
+prendreHypotheque(tn somme: Argent, in securite: Maison): Hypotheque 
Hypotheque 
-principal: Argent 
-paiemeniMensuel: Argent 
-dateDebut: Date 
-dateFin: Date 
1 
0..* 
-hypofrieques 
-emprunteur 
Figure 2.4 Un systeme de gestion d'hypotheques represents par un diagramme de classes 
UML 
2.3 Presentat ion des technologies utilisees 
Dans les sections qui suivent, nous vous presenterons les technologies cles utilisees pour 
realiser Contrarius. Nous debuterons par la presentation de ce qu'est l'OCL et dans 
quelle mesure ce langage s'insere dans la technique de la programmation par contrat. 
Ensuite, nous vous presenterons la programmation orientee-aspect afin de comprendre ce 
qui rend Contrarius interessant. 
2.3.1 L'Object Constraint Language 
Un modele UML en exemple 
Dans cette section, nous aurons, a plusieurs reprises, a faire reference a un modele UML 
afin de clarifier certaines explications. Pour ce faire, nous utiliserons le diagramme de 
classes illustre a la figure 2.4. Ce modele represente un « systeme d'hypotheques »x que 
Ton peut s'imaginer etre utilise par l'institution bancaire pour laquelle vous travaillez. 
1Ce modele est repris de [Warmer et Kleppe, 2003, p.15, figure 1.5] 
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Comme vous pouvez le constater, le modele est constitue de trois (3) classes (ou de fagon 
plus generale, de trois (3) TYPES). Ce qui suit est une description de ces TYPES ainsi 
que de leurs interrelations. 
L'Hypotheque est associee a une seule Maison par l 'attribut Hypotheque: : s e c u r i t e 2 et a 
une seule Personne par l 'attribut Hypotheque: : emprunteur. L'Hypoteque est egalement 
composee des at tr ibuts suivants : 
• p r i n c i p a l de T Y P E Argent represente la somme qui constitue la dette de l 'Hypoteque 
• paiementMensuel de T Y P E Argent designe la valeur du paiement mensuel sur une 
Hypotheque 
• dateDebut de T Y P E Date represente la date a laquelle l 'Hypotheque est contractee 
• d a t e F i n de T Y P E Date designe la date a laquelle l'Hypotheque est payee 
La Maison peut etre liee a aucune ou plusieurs Hypotheque (represente par la multiplicite 
0. .* et l 'at tribut Maison: :hypotheques) et a un seul proprietaire (un objet de T Y P E 
Personne represente par l 'attribut Maison: : p r o p r i o ) . La Maison est egalement composee 
d'un seul at tr ibut , soit v a l e u r de T Y P E Argent qui represente la valeur d'une Maison. 
Finalement, le T Y P E Personne peut etre lie a aucune ou plusieurs Maison (designe par la 
multiplicite 0 . .* et l 'attribut Pe r sonne : :maison) et a aucune ou plusieurs Hypotheques 
(represente par la multiplicite 0. .* et l 'attribut Personne : :hypotheques) . Deux attri-
buts font partie de Personne, soit noAssuranceSoc ia le qui est un entier et qui designe 
le numero d'assurance sociale d'une Personne ainsi que s a l a i r e de T Y P E Argent qui 
represente le salaire mensuel d'une Personne. Le TYPE Personne est le seul a offrir une 
operation, soit prendreHypotheque qui regoit en parametre un objet de T Y P E Argent qui 
se nomme somme ainsi qu'un deuxieme objet de T Y P E Maison qui se nomme s e c u r i t e . 
somme est la valeur desiree de l'Hypotheque a obtenir et s e c u r i t e est la Maison offerte 
2N'oubliez pas que dans un diagramme de classes UML une ligne pleine qui lie deux TYPES represente 
une association (de fagon generale). La multiplicite ainsi que l'identificateur (tous deux optionnels), qui 
se situent au bout d'une association, « appartiennent » au TYPE a l'autre extremite de l'association. 
Par exemple, dans la liaison Hypotheque-Maison, on dirait qu'une seule Maison peut etre liee & une 
Hypotheque et que cette liaison passe par l'attribut Hypotheque::securite. 
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en garantie pour l'obtention d'une Hypotheque. Si l'operation reussit, elle retourne une 
instance de Hypotheque. 
Ce modele est concis et simple a comprendre. II permet egalement d'illustrer pourquoi un 
modele graphique n'est pas suffisant pour representer toutes les subtilites d'une specifica-
tion complete d'un systeme. Par exemple, vous comprenez qu'une personne puisse prendre 
une hypotheque seulement sur une maison qu'elle possede. Cependant, le diagramme UML 
de la figure 2.4 a lui seul ne peut exprimer cette simple specification. Nous verrons dans 
cette section comment utiliser l'OCL arm d'ajouter ces specifications. 
Les langages de specification formelle 
Si Ton desire construire un systeme d'envergure, il faut imperativement proceder de fagon 
structuree. Par exemple, si nous recevons le mandat de construire un systeme informatique 
pour un client, nous devons, dans un premier temps, tenter de comprendre les proprietes 
que le systeme devra satisfaire. Nous devrons, entre autres, effectuer la cueillette des requis, 
definir une architecture, programmer le systeme, le tester, en faire la maintenance, etc. 
Quelle que soit la methodologie utilisee pour developper le systeme, ces etapes devront 
imperativement etre realisees. 
Afm de comprendre quelles proprietes le systeme devra respecter, il nous faut communiquer 
avec les experts du domaine a l'etude et comprendre leurs besoins. La personne responsable 
de la cueillette de ces informations retranscrira, d'une fagon ou d'une autre, l'interpretation 
qu'elle fait des besoins des experts du domaine et les transformera en « requis ». Certains 
ecriront sur papier ces informations d'une fagon plus ou moins structuree. D'autres feront 
plutot usage de « cas d'utilisations » (tel que le pr6ne Alistair Cockburn dans [Cockburn, 
2001]). Quelle que soit la methode utilisee, les risques que le systeme informatique soit un 
echec sont distribues sur plusieurs plans du developpement logiciel. Un de ces plans est 
celui des requis, ou specifications, du systeme. Une distorsion entre ce qui etait souhaite 
et ce qui a ete implemente peut mener a de graves problemes. 
Effectivement, des la cueillette des requis il est possible que celui qui recueille ces don-
nees ait mal interprets ce que l'expert du domaine tentait de lui communiquer. Aussi, la 
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expert du domaine programmeur 
Figure 2.5 Exemple d'une chaine de communication des requis, ou specifications, ou une 
distorsion peut exister dans l'interpretation qu'en fait chacun des acteurs. 
personne responsable de l'architecture du systeme informatique peut etre une personne 
differente de celle qui a procede a la cueillette des requis et de celle qui programmera ces 
memes requis. Une telle situation est illustree a la figure 2.5. 
La raison pour laquelle il peut y avoir une distorsion cognitive sur l'interpretation des 
specifications est due a l'usage d'un langage naturel (tels le frangais et l'anglais) pour les 
representer. On peut done se poser la question suivante : existe-t-il un langage qui permet 
de communiquer une specification de fagon non ambigiie ? La reponse est oui et ce langage 
est celui des mathematiques. 
A partir de ce constat, le concept de la specification formelle prend tout son sens. Un 
langage de specification formelle est un langage qui utilise comme base les mathematiques 
afin de communiquer un ensemble de specifications de fagon non ambigiie. 
Voici quelques caracteristiques communes des langages de specifications formelles : 
• Ce sont des langages qui reposent sur des concepts mathematiques et qui font usage 
d'une notation mathematique 
• lis sont non executables (aucun de ces langages n'est muni d'un interpreteur ou d'un 
compilateur/editeur de liens) 
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• lis sont utilises pour modeliser, d'une fagon ou d'une autre, un systeme a un niveau 
eleve (loin du niveau de l'implementation) 
• Ces langages permettent de definir precisement les proprietes que doit respecter un 
systeme informatique. Ces langages sont de natures declarative et non imperative. Dit 
autrement, ils permettent de definir le QUOI et non le COMMENT. 
Certains de ces langages font appel a l'algebre, d'autres a la theorie des ensembles ou 
encore a la logique de premier ordre. 
Aussi, la maniere d'inclure les precisions diverge. Diverses philosophies sous-tendent l'en-
semble des langages et methodes de specifications formelles. Par exemple, la « methode-
B » propose une vue holistique du developpement logiciel ou presque toutes les etapes 
du developpement sont dirigees par differents aspects de cette methode formelle. Le duo 
UML+OCL quant a lui est generalement utilise dans les phases initiales et de conception 
d'un systeme informatique. La maniere de specifier formellement un systeme est egale-
ment un critere ou les langages se distinguent. Par exemple, I'UML+OCL, avec l'aide de 
diagrammes et d'expressions liees a ces diagrammes, propose de specifier le systeme par 
des modeles qui sont relativement pres du niveau de l'implementation finale. D'autres lan-
gages empruntent plutot l'approche de la vision d'un systeme informatique comme etant 
un tout qui contient des ensembles de donnees ainsi que des fonctions qui agissent sur ces 
ensembles. II serait ensuite possible de prouver que le systeme est correct en appliquant 
certains precedes pouvant prendre en entrees ces ensembles de donnees et ces fonctions. 
La philosophie derriere chacun de ces langages et methodes dicte s'ils sont utilises, par 
exemple, comme outil au sein d'une methodologie afin de raffmer un modele ou encore 
pour assister, de fagon formelle, a toutes les phases du developpement. 
Une autre caracteristique commune a ces langages est qu'ils sont non executables. En effet, 
ces langages sont declaratifs et non imperatifs. Le langage Java est un langage oriente-
objet et le langage C est un langage procedural. Cependant, tous deux sont des langages 
imperatifs : les instructions ecrites dans un langage imperatif dictent la recette a suivre 
pour effectuer une tache donnee. Un langage descriptif identifie une ou des propriete(s) 
sans definir comment realiser cette ou ces propriete(s). Par exemple, on peut dire que 
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le HTML est un langage declaratif, car il permet de definir cles proprieties de certains 
elements d'une page web, mais pas comment presenter cette page web. 
L'utilisation de langages de specifications formelles est encore aujourd'hui peu populaire. 
Une simple visite sur le site amazon. com suffit pour le constater. En effet, peu d'editeurs 
publient sur le sujet, a raison de quelques ouvrages seulement. De facon generale, les 
methodes formelles sont rarement utilisees dans le monde de l'ingenierie logicielle, car elles 
sont trop couteuses a mettre en application. Seuls dans des cas precis ou, par exemple, des 
vies humaines sont en jeu, va-t-on serieusement considerer l'utilisation de tels langages. 
Pour plusieurs, il est clair que l'amelioration de la qualite des logiciels, de fagon generale, 
doit passer par l'utilisation de methodes formelles. L'auteur est du meme avis. Cependant, 
arm d'accelerer son adoption, une simplification des methodes clevra se faire. 
II existe une multitude de langages et de methodes de specifications formelles, tels les 
langages B, Z, VDM, OBJ-2 et Larch. 
Et I'OCL dans tout 9a? 
L'OCL est lui aussi un langage de specifications formelles. L'historique de ce langage est 
quelque peu complexe. 
Au debut des annees 90, une methode d'analyse et de design de systemes oriente-objet, 
nominee Syntropy, fut developpee par Steve Cook et John Daniels. Cette methode em-
prunta les idees de modelisation visuelles de l'OMT (Object Modeling Technique, precur-
seur de l'UML) et du langage Z. Considerant le langage Z comme trop complique, les 
auteurs ont opte pour un sous-ensemble de ce dernier. 
En 1995, Steve Cook et Jos Warmer, alors qu'ils travaillaient sur un projet de modelisa-
tion d'affaires (pour le compte d'IBM), ont congu l'OCL. lis s'etaient fortement inspires 
de la methode Syntropy. Cependant, ils ont considere que le langage de specifications for-
melles developpe pour Syntropy etait lui aussi trop complique. Pour des raisons pratiques, 
ils se sont refuse d'ajouter une notation mathematique compliquee. L'objectif, pour la 
conception de l'OCL, etait de creer un langage formel, mais simple. 
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context Hypothsique 
inv : securite . proprio = emprunteur 
i ^ ,,,,,:j.,.;,,:,-i,.'.,,y n a r i i K ^ " " ,-.,.".,i"^,,"i";"^,;^,i«>vs;«;«*v,H:.'.::'.^',iJ;'/'.>,?';:,'•,."^' 
Figure 2.6 Une precision a apporter au diagramme 2.4 
La simplicity de l'OCL est probablement ce qui le distingue particulierement des autres 
langages du meme type. Les auteurs du langage ont realise que les gens qui souhaitent 
creer, consulter et modifier les specifications d'un systeme informatique ne sont pas tous 
des mathematiciens. Le langage reposant quand mSme sur la theorie des ensembles et sur 
la logique de premier ordre, ils ont developpe une notation plus accessible pour manipuler 
ces objets mathematiques. 
En 1997, l'OCL fut integre a l'UML qui est un langage de modelisation. Grace a ce langage, 
il est possible de modeliser, et ce, graphiquement, un systeme informatique. Cependant, 
une modelisation graphique, bien qu'elle soit fort utile afin de communiquer de l'informa-
tion aux lecteurs, est intrinsequement imprecise. C'est la que l'OCL entre en jeu. Grace 
a l'OCL, il est possible d'ajouter des precisions sur des elements du modele UML qui 
doivent etre clarifies. 
Afin de demontrer cela, referons-nous a nouveau au diagramme UML de la figure 2.4. 
Vous comprenez facilement qu'une personne puisse prendre une hypotheque seulement 
sur une maison qu'elle possede. Cette information est absente du diagramme et ne peut 
etre transmise au lecteur en utilisant les outils graphiques de l'UML. Nous devrions alors 
ajouter une precision au diagramme UML par l'expression OCL de la figure 2.6. 
La beaute de ce langage est sa simplicite. Sans meme avoir explique sa syntaxe, vous etes 
en mesure de comprendre de quoi il est question.3 
OCL : Le langage 
Dans cette section, nous presenterons de fagon concrete ce qu'est l'OCL. Par exemple, 
nous expliquerons les composants d'une expression OCL, l'endroit ou une telle expression 
doit se trouver, etc. 
3Si ce n'est pas le cas, nous vous promettons que la suite vous eclairera. 
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Cette section est un simple resume du langage. Pour une description exhaustive, vous 
pouvez consulter la specification, offerte gratuitement sur le site de l'OMG. Le livre The 
Object Constraint Language : Getting Your Models Ready For MB A, 2nd Ed. ([Warmer 
et Kleppe, 2003]) est une presentation plus didactique du langage. 
Fait a noter : lorsque l'on ecrit de l'OCL, on dit que nous ecrivons des expressions. Nous 
n'ecrivons pas du « code », ni des « programmes », mais des « expressions ». Done, lorsque 
nous parlons de code OCL, souvenez-vous que ce code est en fait une expression. 
Le contexte 
On s'attend a retrouver du code Java dans des fichiers ayant l'extension .Java. Cependant, 
la specification de l'OCL ([Object Management Group, 2006, section 7.3.2]) ne definit pas 
precisement dans quel « contenant » un code OCL doit se trouver. Cette specification dit 
qu'une expression OCL peut etre ajoutee a meme un diagramme UML (dans une boite 
qui ressemble a celle d'un commentaire UML) ou dans des fichiers qui sont independants 
de ces diagrammes. Par extension, le code OCL peut se retrouver n'importe ou. 
Le code OCL peut se retrouver n'importe ou a la condition suivante : qu'il soit possible 
de determiner clairement son contexte. Ann de demontrer cela, referons-nous a la figure 
2.7. Le contexte de l'expression est defini par le lien entre la boite ou se trouve le code 
OCL et la classe Hypotheque. Le contexte est done la classe Hypotheque. 
Vous vous souviendrez que dans la section precedente nous avions defini la meme expres-
sion OCL a l 'exterieur du diagramme UML. II fallait done definir le contexte a meme 
l'expression OCL. 
Done, le contexte d'une expression OCL doit etre defini par un lien dans un diagramme 
UML, sinon il doit etre defini par la premiere ligne de l'expression OCL en respectant le 
format suivant : context <le contexte> ou <le contexte> peut etre soit un TYPE, 
une operation (une fonction, une methode, etc.) ou un attribut. Par exemple, il aurait 
ete legal d'ecrire le code de la figure 2.8 afin d'indiquer que le contexte du code OCL est 
l'operation prendreHypotheque du TYPE Personne (qui prend en parametre somme de 
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Maison 
-valeur: Argent 
1 
-maiso 
0..* 
-securite 
-hypotheques 
0..* 
i -proprio 
1 
Personne 
-noAssuranceSociale: Integer 
-salaire: Argent 
+prendr«Hypotheque(in somtne: Argent, in securite: Maison): Hypotheque 
Hypotheque 
-principal: Argent 
-paiementMensuel: Argent 
-dateDebut: Date 
-dateFin: Date 
1 
0..* 
-hypotheques 
-emprunteur 
T\ {inv: securite. proprio = emprunteur } 
Figure 2.7 Le systeme d'hypotheques-Un dispositif de l'UML permet d'ajouter un contrat 
a Hypotheque 
context Personne :: prendreHypotheque ( somme : Argen t , 
s e c u r i t e : Maison) : Hypotheque 
Figure 2.8 Une operation comme contexte 
TYPE Argent ainsi que secur i t e de TYPE Maison et qui retourne une Hypotheque). 
II est a noter que la syntaxe utilisee pour identifier un contexte est la m6me qu'en UML 
(par exemple, on utilise l'operateur : : pour determiner le TYPE auquel une operation 
appartient et on specifie le parametre d'une operation avec la syntaxe 
<nom_var> : <nom_du_TYPE>). 
La fonction d 'une expression 
Selon le contexte, une expression OCL peut prendre la forme de differentes « fonctions »4. 
Par exemple, si le contexte est un TYPE, alors la fonction de l'expression peut etre : 
*Cette malheureuse denomination est recuperee de [Warmer et Kleppe, 2003, p.109] 
36 CHAPITRE 2. MISE EN CONTEXTE POUR UN PROGRAMMEUR 
• un invariant : une condition qui doit etre « vraie » avant et apres l'execution d'une 
operation publique d'un TYPE 
• la definition d'un attribut ou d'une operation sans effet de bord sur le TYPE 
Si le contexte est un attribut, la fonction de l'expression peut etre : 
• une regie de derivation : une telle regie definit en fonction de quels autres elements 
l'attribut est determine 
• la definition d'une valeur initiale : une fois un objet construit, quelle doit etre la valeur 
initiale d'un de ses attributs ? 
Si le contexte est une operation, alors la fonction de l'expression peut etre : 
• une precondition ou une postcondition : ce qui doit etre « vrai » avant (pre) ou apres 
(post) l'execution de l'operation 
• la definition du corps de l'operation : de fagon analogue, l'equivalent de la definition 
d'une valeur initiale d'un attribut. L'operation definie ici se doit d'etre une operation 
de type « requete », soit une operation sans effet de bord. 
Comme nous venons de le voir, le langage OCL permet d'exprimer plus que des contrats, 
cependant, dans ce pro jet, seuls les invariants ainsi que les preconditions et 
postconditions dJ operations sont utilises. 
Les TYPES 
En OCL, il existe trois (3) sortes de TYPES, soit : 
• les TYPES de base 
• les TYPES utilisateur 
• les collections 
Les TYPES de base 
Les TYPES de base sont les suivants : 
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• Integer : les entiers (l'attribut Personne: :noAssuranceSociale de la figure 2.4 est 
un Integer) 
• Real : les nombres a virgule flottante 
• Boolean : le TYPE qui represente « vrai » ou « faux » 
• Str ing : les chames de caracteres 
Des operations standards peuvent etre utilisees sur ces TYPES. Par exemple, il est possible 
d'additionner deux Integer avec l'operateur +. Certaines operations specialises sont ega-
lement disponibles : par exemple, si a est un Real, on peut ecrire a.f loor ( ) pour obtenir 
la valeur plancher de ce nombre (si a=2.3, alors a . f loor ( ) retourne 2). 
Pour le TYPE String, il existe des operations de concatenation, d'obtention de sous-
chaine de caracteres, de mise en majuscules ou minuscules d'une chaine de caracteres, 
etc. 
Ce qui est plus interessant, ce sont les operations disponibles pour le TYPE Boolean. 
L'OCL etant un langage de logique de premier ordre, en plus des operateurs or, and, xor, 
not, = et <> (non egal), celui d'implication (implies) est egalement present. Cet operateur 
a comme propriete de retourner la valeur fausse si et seulement si la proposition de gauche 
est vraie et celle de droite est fausse. 
Les TYPES utilisateur 
Les TYPES utilisateur sont ceux dermis dans les differents diagrammes UML qui com-
posent le modele du systeme informatique a l'etude. Par exemple, dans la figure 2.4, les 
TYPES Hypotheque, Maison et Personne sont des TYPES utilisateur. 
II est possible d'acceder aux attributs et operations d'un TYPE utilisateur grace a la 
notation du point. Par exemple, afin d'acceder a l'attribut valeur du TYPE Maison a 
partir du TYPE Hypotheque de la figure 2.7, on doit ecrire : s ecur i t e .valeur. De fagon 
analogue, afin d'invoquer l'operation prendreHypotheque sur le TYPE Personne a partir 
du TYPE Maison, on ecrit : 
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proprio.prendreHypotheque(somme,securite) (en supposant que somme et s ecu r i t e 
sont des variables correctement typees). 
Les TYPES de collections 
Nous avons dit que l'OCL est base, entre autres, sur la theorie des ensembles. Les col-
lections permettent de representer ces ensembles. Une collection est un ensemble dont les 
elements sont des objets. 
II existe quatre (4) TYPES concrets de collection, soit : 
• Set : un ensemble d'objets uniques 
• OrderedSet : un ensemble d'objets uniques et ordonnes 
• Bag : un ensemble d'objets 
• Sequence : un ensemble d'objets ordonnes 
Plusieurs operations sont definies pour les collections. Par exemple, il existe une operation 
pour connaitre la taille d'une collection ( s izeO) , pour compter le nombre de fois qu'un 
objet apparait dans une collection (count( object )) ou encore pour realiser l'union 
de deux collections (union( co l lec t ion )). Detail important : les operations sur les 
collections sont invoquees en utilisant le symbole ->. Done, par exemple, si a est une 
collection et que Ton desire connaitre le nombre de fois que l'objet b fait parti de cette 
collection, on ecrirait : a->count(b) 
Les TYPES de collections et leurs operat ions de boucle 
II existe egalement un autre genre d'operation que l'on peut appliquer a une collection : 
les operations de boucles. Ces operations permettent d'iterer sur tous les elements d'une 
collection et d'y appliquer un traitement. Pour illustrer l'usage de ce type d'operation, 
admettons la collection co l l a laquelle nous voudrions appliquer l'operation de boucle 
f orAll ( expr ). L'operation de boucle f orAll prend en parametre une expression. Cette 
expression doit etre vraie pour chacun des elements de la collection sur laquelle elle est 
appliquee. Si e'est le cas, l'operation retourne vraie, sinon faux. 
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context Hypotheque 
inv : s e c u r i t e . p r o p r i o = emprunteur 
Figure 2.9 Simple navigation 
context Hypotheque 
inv: s e c u r i t e . p r o p r i o — emprunteur 
Figure 2.10 Une precision importante 
La navigation 
II est possible de « naviguer » vers un objet qui est different de celui du depart (celui qui 
est represents par le contexte). Pour se faire, on utilise simplement la notation du point 
« . ». 
Par exemple, en se referant a la figure 2.7, et au code OCL de la figure 2.9, on observe, dans 
l'invariant, une navigation du TYPE Hypotheque vers le TYPE Per Sonne par l'expression 
secur i t e .p ropr io . 
Quelques exemples 
Ann de clarifier certaines informations qui viennent de vous etre presentees, voyons quelques 
exemples de l'utilisation de l'OCL avec le modele de la figure 2.7 ou l'utilisation de TYPES 
de bases, de TYPES utilisateur, de collections et d'operations appliquees sur ces TYPES 
est demontree. 
Nous avons deja vu le code de la figure 2.10 a plusieurs reprises. Cependant, nous ne 
l'avons jamais analyse « ligne par ligne ». Done, a nouveau, si nous desirous indiquer que 
le proprietaire de la securite d'une hypotheque est egalement l'emprunteur on peut ecrire 
l'expression de la figure 2.10. Voici de quelle fagon on doit lire cette expression : 
• context Hypotheque : le contexte de l'expression est le TYPE Hypotheque 
• inv : la fonction de l'expression est un invariant 
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contex t Personne :: prendreHypotheque(somme : Argen t , s e c u r i t y : Maison) : Hypotheque § 
pre: s e c u r i t e . v a l e u r >= s e c u r i t e . hypotheques . pr incipal—>sum() 
Figure 2.11 La secur i t e est-elle suffisante? 
• l'expression de l'invariant stipule qu'a partir du TYPE Hypotheque, si on se deplace 
vers l'attribut Maison: : secur i t e et que de cet attribut nous nous dirigeons vers l'at-
tribut Personne: :proprio, nous devrions obtenir la meme reference que l'attribut 
emprunteur qui appartient a Hypotheque 
Un autre exemple, un peu plus elabore est presente a la figure 2.11. On doit lire cette 
expression de la fagon suivante : 
• le contexte est l'operation prendreHypotheque du TYPE Personne. Cette operation 
prend en parametre la variable somme de TYPE Argent ainsi que secu r i t e de TYPE 
Maison et retourne une Hypotheque. 
• le mot cle pre indique que la fonction de l'expression est une precondition sur l'operation 
indiquee dans le contexte. II est a noter que si le contexte avait ete un TYPE et non 
une operation qu'il n'aurait pas ete legal de definir une precondition (la « fonction » de 
l'expression ne le permettant pas). 
• le corps de la precondition est compose d'une comparaison faite par l'operateur > = . On 
interprete l'operande de gauche de cet operateur de la fagon suivante : securite. valeur5 
est l'instance de Maison passee en parametre. secur i t e .valeur est l'obtention de l'at-
tribut valeur du TYPE Maison. Cet attribut est de TYPE Argent. 
L'operande de droite est un peu plus complique a interpreter. Tout comme pour l'ope-
rande de gauche, on constate (securite.hypotheques.principal->sum()) que la na-
vigation debute par le parametre secur i t e (de TYPE Maison). Ensuite, 
securite.hypotheques.-pTincipa.l->sum{) indique que Ton desire obtenir l'ensemble 
des Hypotheque liees a la secur i t e (done une collection d'Hypotheque qui representent 
les Hypotheque liees a la Maison). 
securi te .hypotheques.principal ->sum() pourrait egalement s'ecrire 
5L'element en italique est celui dont on discute. 
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secur i te .hypotheques->col lec t r principal ) ->sum() : c'est un raccourci pour in-
diquer que Ton desire obtenir l'attribut p r inc ipa l de chacune des Hypotheque dans la 
collection hypotheques. A ce moment, nous avons une collection d'Argent. L'operation 
securite.hypotheques.principal->sum() est effectuee sur la collection d'Argent. 
La comparaison > = se fait done entre le resultat de s ecu r i t e .va l eu r (operande de 
gauche) et la somme de l'attribut p r inc ipa l de toutes les Hypotheque recuperees par 
secur i te .hypotheques .pr incipal (operande de droite). 
L'expression signifie que pour qu'une Personne puisse obtenir une Hypotheque, qu'elle 
doit offrir en secur i t e une Maison dont la Maison: :valeur est superieure ou egale a la 
somme de tous les montants restants a payer (Hypotheque: :pr incipal ) sur chacune des 
Hypotheque liees a la secur i t e (la Maison). 
Le role de I'OCL au sein de Contrarius 
Contrarius fait evidemment usage de l'OCL comme langage de specifications formelles. 
Cependant, dans le contexte de Contrarius, l'OCL ne puise plus ses contextes de modeles 
UML; le code source Java devient cette source de contextes. Cette collaboration UML 44-
OCL est done bouleversee par une nouvelle collaboration Java 44- OCL. Cela entraine 
plusieurs changements. 
Voici une liste des changements qu'entraine l'utilisation de code source Java comme source 
de contextes pour les expressions OCL : 
• Les expressions OCL se trouvent dans des fichiers .Java. Plus precisement, elles sont 
inscrites dans des commentaires de type Javadoc et identifiees par une etiquette @ocl. 
• Le contexte de l'expression est derive automatiquement par l'emplacement du commen-
taire Javadoc. Par exemple, une expression dont la « fonction » est une precondition sera 
appliquee a la methode au-dessus de laquelle le commentaire se trouve. Done, lorsque 
vous ecrivez un contrat OCL, vous omettez la ligne qui declare le contexte. 
• II devient plus difficile d'inferer le TYPE a l'extremite d'une navigation, car nous n'avons 
pas acces au modele UML, seulement a la reflexion Java. 
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2.3.2 La programmation orientee-aspect 
L'utilisation de la programmation orientee-aspect (POA) est ce qui rend possible la veri-
fication dynamique et transparente des contrats par Contrarius. 
L'objectif de cette section est de presenter ce qu'est la POA. Pour ce faire, nous devrons 
tout d'abord expliquer quel besoin la POA satisfait. Une fois le besoin bien expose, nous 
pourrons passer a la presentation du langage Aspect J qui permet l'utilisation de la POA 
avec Java et, corollairement, dans le projet Contrarius. 
II ne faut pas perdre de vue que ce memoire n'a pas pour objectif de presenter de fagon 
exhaustive la POA. L'objectif est de vous fournir suffisamment d'information afin que vous 
puissiez saisir pourquoi la POA existe, ce que l'on peut faire avec la POA et de quelle 
fagon elle s'inscrit dans Contrarius. 
Le besoin 
Avant de se lancer tete premiere dans les explications de ce qu'est la POA, nous jugeons 
qu'il est preferable d'exposer le probleme que tente de regler ce paradigme. Pour ce faire, 
nous devons discuter des methodes conventionnelles de decomposition d'un systeme infor-
matique. 
Depuis des decennies, grace a des chercheurs en informatique tels David Parnas et Edsger 
W. Dijkstra, la fagon de decouper (ou « decomposer ») un systeme informatique a beau-
coup evolue. Par exemple, Parnas, dans son fameux article On the Criteria to Be Used in 
Decomposing Systems into Modules ([Parnas, 1972]) propose une methode de decomposi-
tion qui diverge fondamentalement de la fagon de faire du temps. Au moment ou l'article 
fut redige, les programmeurs etaient formes pour utiliser, com me critere de decomposi-
tion, les etapes identifiees par un organigramme de programmation (un flowchart). Un 
tel organigramme permet de determiner les etapes a suivre afin de realiser un algorithme. 
Parnas a compris qu'une telle approche ne permettait generalement pas de faire face aux 
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changements6. II a propose un autre critere de decomposition base sur la dissimulation 
d'information (information hiding). Pour appliquer ce critere, il faut identifier les res-
ponsabilites des modules (et non les etapes d'un algorithme). Ensuite, il faut determiner 
les interfaces de ces modules. L'utilisation d'interfaces permet de camoufler l'implemen-
tation des modules et de simplifier leur utilisation ainsi (et peut-etre « surtout ») que 
leur maintenance. De ce concept, le lecteur averti et attentif reconnaitra les bases de la 
programmation orientee-objet. 
Dijkstra quant a lui fait mention, a quelques reprises, du concept de separation de pro-
priety (Separation of Concerns) dans son livre A Discipline of Programming ([Dijkstra, 
1976]). II y explique la necessite de decomposer un programme en unites cohesives dont 
les fonctionnalites empietent le moins possible les unes sur les autres. 
Bref, la reconnaissance de la necessite de decomposer un systeme en modules bien de-
coupes (selon divers criteres) a certainement mene a l'elaboration de la programmation 
orientee-objet. Encore aujourd'hui, dans un cours typique d'architecture de logiciels, on 
enseigne aux etudiants comment faire pour analyser les besoins que doit combler un sys-
teme informatique, concevoir ce systeme, etc. tout en lui rappelant regulierement le besoin 
de bien modulariser le systeme arm de minimiser sa complexity, faciliter sa maintenance, 
etc. Bref, l'apprentissage de l'amelioration de la qualite passe imperativement par une 
structure modulaire qui suit, d'une fagon ou d'une autre, les recommandations de Parnas 
et Dijkstra. 
Kiczales publie, en 1997, alors qu'il travaille au PARC7, un papier tout simplement nomme 
Aspect-Oriented Programming ([Kiczales et coll., 1997]). Dans ce dernier il reconnait la 
contribution apportee par ceux qui pronent la decomposition en modules ainsi que la 
programmation orientee-objet. Cependant, il identifie une faille dans toutes ces methodes : 
6I1 est a noter que le desir, dans notre domaine, de se premunir contre les changements est aujourd'hui 
un sujet pris au serieux et a la mode. Voyez pour preuve tout le brouhaha entourant les methodologies 
dites « agiles ». 
7Anciennement appele le « Xerox PARC ». PARC est un acronyme pour Palo Alto Research Center, 
Inc. 
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elles ne tiennent pas compte de certains types de proprietes qui, inevitablement, perturbent 
la cohesivite des modules identifies par les techniques conventionnelles. 
Aux fins de la discussion, Kiczales regroupe les methodes d'analyses convenues ainsi que 
les langages populaires (qu'ils suivent le paradigme de la programmation dite procedurale, 
orientee-objet ou fonctionnelle) dans un tout qu'il nomme « procedures generalisees » (Ge-
neralized Procedures8) dont on fera reference par l'acronyme PG. Selon lui, ces methodes 
d'analyse et ces langages sont enlignes pour se supporter mutuellement. Par exemple, les 
methodes d'analyses permettent de decouper logiquement un systeme en modules de plus 
en plus fins. Les langages supportent ces methodes en offrant des mecanismes pour repre-
senter ces unites; ceux qui sont orientes-objet offrent la « classe » comme mecanisme de 
representation d'une unite decomposee par une des methodes d'analyse convenues. 
Done, Kiczales explique que les langages de type PG reussissent tres bien a encapsuler 
certaines unites de decomposition, mais pas toutes. En fait, selon lui, il existe plus que des 
« composants »9. II existe egalement des « Aspects ». Un Aspect est t ou t simplement 
une proprie te qui ne peut e t re encapsulee correctement par un langage de type 
P G . 
Pourquoi done un langage de type PG ne peut encapsuler un Aspect correctement ? Pour 
que l'encapsulation soit correcte, elle doit, entre autres, arborer la qualite de « localisa-
tion ». Par exemple, dans un systeme 0 0 , si l'on desirait representer une Personne, on 
pourrait le faire a l'aide d'une classe. L'unite de decomposition Personne serait alors bien 
8Kiczales regroupe ces langages sous l'appellation « Generalized-procedure languages ». II semble en-
tendre par la tous ces langages qui ont des dispositifs pour traiter des unites de decomposition qui sont 
des modules fonctionnels, des composants, etc. Fait interessant, [Czarnecki et Eisenecker, 2000, p.252] 
expliquent que ce qu'ils ont compris du terme PG, e'est qu'une unite de decomposition (obtenue par 
une methode PG) est un PG, car ces modules se font appeler par du code « client ». Cela ne fait que 
demontrer combien certains termes doivent etre bien dermis (Parnas fait egalement mention du probleme 
de definition de termes dans [Parnas, 2001]) 
9Appellation populaire, mais floue, d'une unite (id6alement) cohesive. Dans le paradigme de la POO, 
une classe peut etre un composant. Un ensemble de classes, dans un espace nom bien defini, pourrait 
egalement etre considere un composant. 
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localise dans cette classe. Un Aspect, par definition, ne peut etre localise et done, empiete 
sur des composants. Cet empietement porte le nom « d'entrecoupement de proprietes » 
(crosscutting concerns). 
Que veut-on dire par « entrecoupement de proprietes » ? Un tel effet existe lorsqu'une 
propriete d'un systeme viole la caracteristique d'encapsulation d'un composant. Cet en-
trecoupement peut prendre deux (2) formes, soit ce que l'on appelle l'enlacement de code 
(code tangling) et la dissemination de code (code scattering). L'enlacement de code est 
visible lorsqu'un module bien circonscrit se voit ajouter du code, qui n'a rien a voir avec 
sa responsabilite premiere (done, qui amenuise sa cohesivite), afin de respecter tel et tel 
requis. La dissemination de code, quant a elle, peut prendre deux (2) formes, soit : 
• la repetition de code semblable, mais dans plusieurs composants (violation de cohesivite 
et, evidemment, probleme de redondance10) 
• la distribution de code repartie dans plusieurs composants (probleme de localisation) 
Mais quelle peut bien etre la difference entre l'enlacement de code et la duplication de code 
(dans le contexte de dissemination de code) ? La difference s'explique par le point de vue 
pris lors de l'observation de ces effets. L'enlacement de code est ce qui est vu par un module 
qui avait une responsabilite nette et qui doit se voir ajouter du code supplemental afin 
de respecter certains requis. La duplication de code est un effet observable du point de 
vue d'un « requis » a implemented 
Afin de mettre un peu d'ordre dans tous ces concepts, voyons un exemple. Imaginons 
qu'apres la decomposition d'un systeme quelconque, nous avions identifies le composant 
Math ainsi que la propriete (dans ce cas, un « requis ») de tragage (logging) de l'execution 
dudit systeme. Si nous desirions implementer ce systeme en utilisant le langage oriente-
objet Java, nous pourrions creer une classe Math qui fournirait, entre autres, le service 
sqr t pour calculer la racine carree d'un nombre a virgule flottante. Le code de la figure 
2.12 represente la classe Math . 
10La redondance est une violation du principe DRY (un acronyme pour Don't Repeat Yourself (« Ne 
vous repetez pas »)) propose par [Hunt et Thomas, 1999] 
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class Math { 
double sqrt (double x) { 
/ / calcul de la racine carree de 'x ' 
} 
} 
Figure 2.12 Une classe cohesive 
class Math { 1 
1 
Tracage trace ; | 
I 
double sqrt (double x) { j 
trace. msg("on entre dans sqrt(double)"); | 
// calcul de la racine carree de 'x ' J 
trace.msg("on sort de sqrt(double)"); j 
} I 
} 
Figure 2.13 La meme classe qu'a la figure 2.12, mais dont la cohesivite est perturbee par 
un requis de tragage 
Cependant, comment integrer la propriete de tragage? Bien entendu, une multitude de 
fagons de faire existent. Une maniere conventionnelle de proceder serait d'inclure (soit 
par composition, agregation, heritage, etc.) la classe responsable du tragage, par exemple 
Tracage, a la classe Math. Ensuite, pour tracer l'execution de la classe Math, il suffirait 
d'envoyer des messages a l'instance de la classe Tracage aux endroits appropries. La figure 
2.13 presente ce code. 
II est a noter que lors de la decomposition du systeme, nous avions identifie le composant 
Math et le requis de tragage de l'execution du systeme. L'implementation objet du com-
posant Math etait initialement bien encapsulee et cohesive. Une fois le requis de tragage 
ajoute, la classe Math a perdu cette qualite de cohesion (du au symptome d'enlacement de 
code). II va de soit que la classe Math ne devrait pas etre responsable du requis de tragage. 
Etant donne que le requis de tracer l'execution du systeme ne peut etre encapsule cor-
rectement par Java (qui est un langage de type PG), on en arrive a la conclusion que ce 
requis est un Aspect. 
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L'integration des Aspects 
L'objectif de la POA est d'offrir des mecanismes et methodes afin d'identifier, lors d'une 
decomposition, les Aspects; de les exprimer correctement, de telle sorte qu'ils soient encap-
sules; de les co-composer11 avec des composants afin de generer un programme complet. 
Cela fait contraste avec les methodes et mecanismes de type PG qui ont comme seuls 
interets d'identifier les composants, les encapsuler et offrir un mecanisme de composition 
de ces composants afin de generer le programme complet. 
Dans [Kiczales et coll., 1997], Kiczales discute de quelques projets ou il a applique le 
concept de la POA. II n'apporte pas vraiment de precisions sur les methodes de decom-
positions qui permettraient de mieux identifier les Aspects; il semble les identifier avec 
les methodes PG et son bon sens. C'est dans la fagon de lier un programme PG avec les 
Aspects qu'il va dans le detail. II indique qu'afin d'implementer les methodes de la POA, 
il faut : 
• un langage de composants 
• un langage d'Aspects 
• un weaver 
Le « langage de composants » ressemble a (parfois « est ») un langage de type PG. L'idee 
est que ce langage doit exposer les endroits ou des Aspects pourraient vouloir se greffer. 
Le « langage d'Aspects » sert a exprimer les Aspects en fonction de l'exposition offerte 
par le langage de composants. 
Le weaver est le « co-composeur ». Conceptuellement, il transforme le programme de 
composants en une representation de points d'expositions (les elements exposes par le 
langage de composants). Ensuite, il « branche » le programme Aspects sur ces points 
d'expositions. La sortie est le programme complet. 
11
 La « composition » dans ce contexte fait reference a l'activite de liaison des modules compiles afin de 
creer le programme complet. Par exemple, lorsque l'on compile un programme ecrit en C, a un moment 
donne, les fichiers « objet » sont lies afin de creer un fichier executable. 
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Mais, que sont done ces « points d'expositions » ? Dans le jargon de la POA on appelle ces 
points d'expositions des « points de jointures » (PJ, de l'anglais Join Points). En frangais, 
une definition de jointure est : « Endroit ou deux parties, deux choses se joignent. ». Cette 
definition image parfaitement le role des PJ. Un PJ pourrait etre l'invocation d'une me-
thode sur un objet ou encore l'instanciation d'un objet. Dans le premier exemple de projet 
ou la POA fut mise a Pepreuve, Kiczales a meme developpe un langage de composants 
qui offrait comme PJ des structures de boucles12 arm de permettre une fusion explicite 
de boucles. C'est un exemple d'un langage de composants qui offre des PJ qui sont tres 
couples au domaine du probleme. 
L'origine de la POA 
Kiczales explique, dans [Kiczales et coll., 1997, section 8.2], que la POA a des liens « pro-
fonds » avec la reflexion informatique (de l'anglais computational reflection. A partir de 
maintenant, nous parlerons de « reflexion » tout simplement) et les protocoles metaobjets 
(Metaobject Protocols). II est interessant de noter qu'il est lui-meme un acteur important 
dans le developpement des protocoles metaobjets; il est un des auteurs du livre The Art 
of the Metaobject Protocol ([Kiczales et Des Rivieres, 1991]). 
Une parfaite comprehension de ce qu'est la reflexivite ainsi que des metaobjets n'est pas 
obligatoire afin de bien saisir la portee de la POA. Cependant, nous jugeons qu'afin de 
fournir une bonne vue d'ensemble de ce qu'est la POA il est bien de savoir d'ou l'idee 
prend racine. 
Nous decrirons brievement ce qu'est la reflexion ainsi que ce que sont les metaobjets et 
les protocoles metaobjets. Nous ferons ensuite le lien entre la POA et ces concepts. 
La reflexivite 
La reflexivite est la capacite qu'a un systeme informatique de manipuler, lors de son execu-
tion, sa propre representation. La reflexivite est scindee en deux parties, soit « l'introspec-
tion » et « l'intercession ». L'introspection est l'aptitude qu'a un programme a s'observer. 
12[Kiczales et coll., 1997, section 5.1] 
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L'intercession est la faculte d'un systeme informatique de se modifier. Le mecanisme qui 
permet l'observabilite porte le nom de « reification ». [Bobrow et coll., 1993] 
Le langage Java est en partie reflectif. II offre (via le package java. lang.ref lect) un 
mecanisme d'introspection qui permet de determiner, pendant l'execution du programme, 
le TYPE d'un objet, ses methodes, ses attributs, etc. Cependant, aucun service d'inter-
cession n'est disponible. Le langage C++ offre encore moins de services de reflexivite; 
principalement, il n'offre que le service d'identification de TYPES lors d'une execution (le 
fameux RTTI ou Runtime Type Identification). 
Les metaobjets et les protocoles metaobjets 
Le livre [Buschmann et coll., 1996, p. 193-219] presente le pattern Reflection et ce faisant, 
fournit une bonne explication de ce que sont les metaobjets. Le pattern propose une 
architecture en deux (2) couches; une couche meta et une couche base. La couche base 
comprend tous les objets qui representent les elements propres a la logique de l'application. 
La couche meta quant a elle est composee d'objets qui designent des proprietes du systeme 
qui seront probablement appelees a changer. Par exemple, dans la couche base on pourrait 
y retrouver un objet qui joue le role d'un compte bancaire et dans la couche meta un objet 
qui represente le mecanisme de passage de messages entre objets. II est alors possible 
d'apporter des changements a des caracteristiques fondamentales de l'application sans 
modifier la couche base. Des exemples de modifications fondamentales sont la structure 
des TYPES ou, comme nous venons de le proposer, le mecanisme de passage de messages 
entre objets. 
Le protocole metaobjets prend la forme d'un ensemble d'objets qui regoivent des requetes 
d'objets de la couche base afin d'apporter des modifications a des objets de la couche 
meta. Les objets du protocol metaobjets agissent done comme Proxy 
Reflexivite et protocoles metaobjets : des concepts a la base de la POA 
La POA peut etre vue comme une version epuree de toute la puissance qu'offrent les (pro-
tocoles) metaobjets. L'explication qui suit, portant sur le lien entre la POA, la reflexivite 
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et les metaobjets est purement theorique et ne reflete en rien le choix d'implementation 
d'une instance de la POA ou d'une autre (p.ex.: le langage Aspect J). 
De la description de la reflexivite et des metaobjets qui precede, on peut dire que la POA 
s'inscrit de la fagon suivante. La couche base est celle ou se situe un programme ecrit de 
fagon conventionnelle, avec, disons, le paradigme de la programmation orientee-objet. La 
couche meta serait une couche non developpee par le(s) programmeur(s) du systeme de la 
couche de base, mais qui fait partie de l'environnement d'execution du programme (par 
exemple, dans le contexte du langage Java, la couche meta pourrait etre au niveau de la 
JVM). Le langage de la POA utilise donnerait indirectement acces a la couche meta (a 
la limite, on pourrait voir le langage POA etre le protocole metaobjets). II serait alors 
possible d'envoyer a la couche meta, via le langage POA, des requetes afin de modifier la 
structure ou le comportement de la couche base. 
La reflexivite dans tout cela serait un outil, un levier, reutilise par la couche meta afin de 
faciliter sa propre implementation. 
Aspect J : Une implementation de la POA pour le langage Java 
AspectJ est LE langage oriente-aspect dans le monde Java. C'est celui developpe par 
Kiczales et son equipe alors qu'ils travaillaient au PARC. 
Pour une description exhaustive du langage, nous vous proposons la documentation qu'il 
est possible d'obtenir sur le site officiel @ h t tp : / /www.ec l ipse .org /aspec t j / ou encore 
l'excellent livre AspectJ In Action ([Laddad, 2003]). La presente section se veut un simple 
survol du langage. 
Aussi, dans cette section, nous ferons usage de la terminologie anglaise lorsque nous nom-
merons les differentes constructions du langage. Tenter de traduire en frangais tous les 
termes risque de creer une certaine confusion. 
Dans le contexte d'AspectJ, Java est le langage de composants (et un langage de type 
PG) et AspectJ le langage d'Aspects. AspectJ fournit egalement son propre compilateur, 
nomme ajc, qui agit comme weaver. 
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AspectJ est le langage Java augmente de nouveaux mots-cles. Des Aspects peuvent etre 
ecrits dans des fichiers . aj ou incorpores a des fichiers . j ava. Des outils speciaux existent 
pour travailler avec les nouvelles constructions propres a AspectJ. Par exemple, dans 
l'environnement de developpement Eclipse, differents outils sont disponibles afin d'editer 
du code AspectJ, de visualiser les endroits du code Java affectes par les Aspects, etc. 
Les nouvelles constructions se nomment : 
• Aspect 
• Join Point 
• Pointcut 
• Advice 
• Introduction 
Aspect 
Un Aspect doit etre un TYPE de « niveau superieur »13 ou alors il doit etre statique s'il 
est un Aspect interne a une classe ou a un autre Aspect. On peut voir un Aspect comme 
etant une classe speciale. 
Contrairement a une classe, un Aspect n'est pas directement instancie. 
Un Aspect peut « aviser » un pointcut ou « introduire » de nouveaux elements a des 
TYPES deja existants (lire : changer leur structure statique). 
Join Point 
Un join point represente les divers elements d'un programme Java qui sont exposes par 
AspectJ. Conceptuellement, on peut voir un join point comme un service expose par un 
metaobjet qui fait partie d'une couche de metaobjets representant l'environnement d'exe-
cution du programme Java. Par exemple, il est possible d'exposer l'appel d'une methode, 
son execution, l'instanciation d'un TYPE, la lecture d'une variable, l'ecriture d'une va-
riable, l'execution d'un bloc de gestion d'une exception, l'execution d'instructions se trou-
13par analogie, la specification du langage Java dit qu'une classe definie dans un fichier qui porte son 
nom est un top level class. Ce niveau est egalement appele le niveau du « package ». 
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vant dans un TYPE en particulier, l'execution d'instructions qui se trouvent dans une 
methode specifique, du code qui se trouve dans un flux de controle donne, etc. 
Dit autrement, les join points sont les « points d'encrages » que le weaver utilise pour 
« brancher » les Aspects aux composants (pour effectuer la co-composition). En effet, 
toujours conceptuellement parlant, la couche meta expose ces points d'encrage et les join 
points sont le pont entre la couche base et la couche meta. lis servent a indiquer lesquels 
de ces points d'encrages sont a utiliser pour que les Aspects puissent venir modifier la 
structure ou le comportement du programme. 
Pointcut 
Un pointcut sert a regrouper (voir, « capturer ») un ou plusieurs join points avec des 
operateurs booleens. Un true que l'auteur utilise pour se souvenir de la difference entre un 
join point et un pointcut est le suivant : un pointcut entrecoupe plusieurs join points 
(on s'imagine un graphe sur lequel sont disposes divers join points. Un pointcut serait une 
ligne qui relie chacun de ces join points.). 
Lorsque la liaison booleenne entre tous les join points regroupes sous un meme pointcut est 
respectee (qu'on pourrait tracer une ligne qui passe par chacun des join points), le pointcut 
devient actif. Un avis utilise un pointcut pour indiquer qui il avise (l'appel d'une methode, 
la modification d'un attribut, etc.). Lorsque le pointcut est actif, l'avis est execute. On 
peut le voir comme un mecanisme de « callback ». Un pointcut peut etre anonyme (il n'a 
pas de nom et est defini a l'endroit ou il est utilise par un avis), sinon il porte un nom. 
Un pointcut qui porte un nom peut etre utilise par plus d'un avis. 
II permet egalement de capturer le contexte d'un join point. 
La capture du contexte d'un join point 
Afin d'expliquer la capture de contexte, imaginons que nous voulions creer un Aspect qui 
fabrique une liste de tous les objets qui appellent une methode precise sur des objets d'un 
TYPE donne. AspectJ est dote d'un join point qui represente le mecanisme d'appel de 
methode. Nous pourrions done detecter l'appel de la methode desiree sur les objets du 
2.3. PRESENTATION DES TECHNOLOGIES UTILISEES 53 
TYPE voulu. Cependant, afin de connaitre les objets qui effectuent ces appels, il nous 
faudrait capturer le contexte dans lequel l'appel de la methode a lieu. AspectJ 
fournit un tel mecanisme. Grace a la capture de contexte, il est possible de determiner 
qui a appele la methode; son TYPE; la valeur des parametres passes a cette methode et 
plus encore. 
Advice 
Un advice (« avis ») est toujours associe a un pointcut. Lorsqu'un pointcut est « actif » 
(par exemple, si un pointcut capture l'appel d'une methode et que cette methode est 
appelee, on peut dire que le pointcut devient actif), les avis qui « ecoutent » ce pointcut 
sont executes. II existe trois (3) types d'avis, soit : 
• before 
• after 
• around 
Un avis before est execute avant que le pointcut s'execute. Par exemple, si le pointcut 
capture un appel de methode, alors l'avis qui ecoute ce pointcut s'executerait avant que le 
corps de la methode soit execute. Si le pointcut capturait la lecture d'une variable, l'avis 
s'executerait avant que la variable soit effectivement lue. 
L'avis de type after est l'oppose de before. Un avis de type after s'execute une fois que 
l'execution de ce qui est represents par le pointcut avec lequel il est associe est terminee. 
L'avis around est plus general que les deux types d'avis precedents. Grace a un avis de 
type around, il est possible d'effectuer un traitement avant ainsi qu'apres l'execution du 
pointcut14. Ce qui est fort interessant, c'est le fait qu'il devient egalement possible de 
controler le moment ou le pointcut sera execute. Cela se controle par l'utilisation de la 
construction proceed() propre a AspectJ. 
14Techniquement, un pointcut ne « s'execute » pas. Cependant, on peut parler dans ces termes tout en 
sachant que Ton fait reference a la realisation du ou des elements representes par le pointcut (l'execution 
d'une methode, la lecture d'un attribut, etc.). 
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In t roduct ion 
L'introduction fait un peu bande a part. L'introduction agit au niveau statique d'un pro-
gramme Java. Grace a l'introduction, il est possible d'ajouter un attribut ou une methode 
a un TYPE. II est egalement possible de modifier sa hierarchic. L'interdiction de definir 
le corps d'une methode dans une interface est meme levee! On peut done modifier la 
hierarchie d'un TYPE pour qu'il herite de plusieurs interfaces qui elles contiennent des 
implementations de methodes. Cela ressemble a de l'heritage multiple! 
Un exemple concret de ('utilisation d'AspectJ 
Ici, nous presentons un exemple d'un systeme rudimentaire de verification de contrats. Un 
fichier Math. Java, presente a la figure 2.14, est cree dans le package math. II comprend 
une classe Math ainsi qu'une methode sqr t . La methode regoit et retourne un double. 
Le double qu'elle regoit en parametre doit etre superieur ou egal a 0 tel que le stipule le 
commentaire juste au dessus de sa declaration. 
Un second fichier, appele MathObservateur.aj et presente a la figure 2.15, est present 
dans le package aspects. II contient un Aspect qui doit verifier que le contrat de sqr t est 
respecte. Dans un premier temps, un pointcut qui detecte l'appel de la fonction sqr t et qui 
capture la valeur passee en parametre est declare. Ce pointcut se nomme appelSqrt. En-
suite, un avis de type before est declare. Cet avis est execute lorsque le pointcut appelSqrt 
devient actif. La verification du respect du contrat se fait dans le corps de l'avis. 
La figure 2.16 presente la sortie du programme co-compose de la classe Math et de 1'Aspect 
MathObservateur. 
Le contenu du fichier Math. j ava etant facile a comprendre, nous ne le decrirons pas davan-
tage. Par contre, attardons-nous quelque peu sur le contenu du fichier MathObservateur. aj 
Premiere chose a noter : le nom du fichier aurait tres bien pu avoir . j ava comme suffixe. 
L'utilisation du suffixe .aj permet, par exemple, a un environnement de developpement 
specialise de « savoir » qu'il doit utiliser un outil special pour analyser le contenu du fi-
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package main; 
p u b l i c c l a s s Math { 
/ / x doit €tre superieur ou egal a 0! 
p u b l i c doub le s q r t (doub le x) { 
r e t u r n Java . lang . Math. s q r t (x) ; 
} 
p u b l i c s t a t i c void main( S t r i n g [] a rg s ) { 
Math m = new MathQ ; 
doub le answer = m. s q r t (9 . 0) ; 
System . out . p r i n t l n ( "Math : s q r t ( 9 .0) == 
answer = m. s q r t ( —9.0) ; 
System . out . p r i n t l n ( "Math : s q r t C - 9 . 0 ) = = 
} 
} 
" + 
" + 
answer) ; 
answer) ; 
'A ' . :^" '^ '"" '™"'^ ^ l { , , , , ™ , w , { i 
Figure 2.14 La classe Math 
package a s p e c t s ; 
p u b l i c a s p e c t MathObservateur { 
p o i n t c u t a p p e l S q r t (doub le x) : 
c a l l (doub le main .Math, s q r t ( d o u b l e ) ) 
&fc a r g s ( x ) ; 
b e f o r e (doub le x) : a p p e l S q r t (x) { 
if (x >= 0.0) { 
System . out . p r i n t l n ( "MathObserva teur : x == " + x 
+ " ce qui e s t >= 0 . 0 . B r a v o . " ) ; 
} e l s e { 
System . out . p r i n t l n ( "MathObservateur : x == " + x 
+ " ce qui e s t < 0 . 0 . Cor r igez v o t r e p rogramme!") ; 
System . ex i t ( —1) ; 
} 
} 
Figure 2.15 L'Aspect MathObservateur 
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MathObserva teu r : x = 9.0 ce qui est >= 0 .0 . Bravo. 
Math: s q r t ( 9.0) = 3.0 
MathObserva teu r : x = —9.0 ce qui es t < 0 .0 . Cor r igez v o t r e 
programme! 
Figure 2.16 La sortie du programme Math+MathObservateur 
drier15 (car les mots cles du langage AspectJ ne font evidemment pas parti du langage 
Java). Cela etant dit, l'Aspect aurait tres bien pu se trouver dans un fichier .Java; le 
compilateur aj c ne requiert pas qu'un Aspect soit declare dans un fichier . a j . 
Le pointcut est completement declare par l'expression produite a la figure 2.17. 
pointcut a p p e l S q r t (double x) : 
c a l l (double main .Math, s q r t (double) ) 
&& a r g s ( x ) ; 
„l^,,,,;,i,,,.i..,rl,j.,y,,i,)r,./:,:z.,.:, ,—. ,•'•';•; .- is';;;"!! r T - '," ''.:,' '/'iff. !'" W W » W 3 V 
Figure 2.17 Le pointcut de l'Aspect 
le mot cle pointcut indique que Ton desire declarer un pointcut. L'identificateur 
appelSqrt, qui se trouve entre pointcut et ( sert de nom. Un pointcut declare de fagon 
non anonyme (done, a l'exterieur de la declaration d'un avis) doit avoir un nom. Les 
arguments entre les parentheses qui suivent le nom servent a indiquer les valeurs 
capturees. Dans ce cas-ci, on capture le parametre passe a sqr t . II est de TYPE double. 
Nous aurions pu nommer le parametre y; son nom n'est pas lie par celui de la declaration 
de sqr t . Ce qui dicte que nous sommes interesses aux appels vers la methode sqr t de Math 
est la construction caii(). caii() expose les join points de type « appel de methode ». 
Ce qui est passe en « parametre » a caii() est la « signature » de la methode dont l'appel 
doit etre intercepte. Pour signature, on ne pourrait simplement ecrire double sqrt(doubie 
), car elle serait incomplete. Lorsque Ton specifle la signature d'une methode, il faut 
fournir le « chemin » complet vers cette derniere. Aussi, il ne faut pas ajouter le nom du 
parametre. caii() est seulement interesse aux TYPES des parametres (cela lui permet de 
faire la difference entre des methodes surchargees). Le sigle && est l'operateur booleen 
15Dans l'environnement de developpement Eclipse, il est possible d'installer AspectJ Development Tools 
qui rend accessible un editeur de fichier .aj qui, entre autres, detecte les mots-cles introduits par AspectJ. 
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ET. argsQ capture un element du contexte. Dans le cas present, le contexte est un 
appel de methode et args() capture l'unique parametre de la methode appelee. 
L'avis est declare par les lignes de la figure 2.18. 
be fo re (doub le x) : a p p e l S q r t ( x ) { 
if (x >= 0.0) { 
System . out . p r i n t l n ( "MathObservateur : x == " + x 
+ " ce qui e s t >= 0 . 0 . B r a v o . " ) ; 
} e l s e { 
System . out . p r i n t l n ( "MathObservateur : x == " + x 
+ " ce qui e s t < 0 . 0 . Cor r igez v o t r e p rogramme!") ; 
System . e x i t ( — 1) ; 
} 
} 
Figure 2.18 Les lignes de l'Aspect MathObservateur qui definissent l'avis 
On interprete ces lignes de la fagon suivante : la premiere ligne indique que l'on a affaire a 
un avis de type before, before regoit un parametre de TYPE double (nomme x) grace au 
pointcut appelSqrt. Ensuite, ce qui se trouve entre le signe { a la fin de la premiere ligne 
et le signe } de la derniere ligne est le corps de l'avis. On dit alors que cet avis « avise » 
ce qui est « detecte » par le pointcut appelSqrt avant que ce qui ait ete detecte s'execute 
(done le corps de l'avis est execute avant celui de la methode sqr t ) . 
La sortie du programme, presentee a la figure 2.16 montre que l'avis de l'Aspect 
MathObservateur s'execute comme prevu. 
Notez l'absence de couplage entre la classe Math et l'Aspect MathObservateur. Si on co-
compose l'Aspect avec le reste du programme, il y a verification du contrat dans Math. 
Par contre, si on decide de ne pas co-composer l'Aspect, le programme est alors simple-
ment defini par la classe Math. AspectJ ayant incorpore le mecanisme de co-composition 
dynamique du projet AspectWerkz16. II est aujourd'hui egalement possible de greffer des 
Aspects a un programme lors de son execution. 
16L'annonce de 1'unification des projets AspectJ et AspectWerkz : http://aspectwerkz.codehaus. 
org/ index-merge.html 
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Le role de la POA et d'AspectJ au coeur de Contrarius 
Une propriete importante du projet Contrarius est la verification dynamique et trans-
parente de contrats. Une verification dynamique peut se faire en faisant usage de la POO. 
Cependant, pour faire ainsi, il faut imperativement amener des modifications indesirables 
dans le programme a verifier, ce qui n'est pas transparent. Le besoin d'effectuer la ve-
rification de contrat est une propriete d'un systeme qui ne peut etre encapsulee par les 
methodes de la POO. 
AspectJ qui est un langage oriente-aspect expose certains evenements qui se produisent 
lors de l'execution d'un programme Java. Entre autres, il expose les appels de methodes. 
La verification de contrats doit se faire avant l'appel d'une methode (pour une precondition 
ainsi que pour des invariants) et apres l'appel d'une methode (pour une postcondition, 
ainsi que pour des invariants). AspectJ peut done etre utilise pour intercepter les appels 
sur les methodes ou la verification dynamique du respect des contrats doit se faire. 
Un net avantage de l'utilisation de la POA est que le code du programme principal (celui 
qui contient les contrats) a seulement besoin de specifier, a m6me ses commentaires, les 
contrats. II n'y a aucune ligne de code supplemental a ajouter au programme principal. 
La POA permet done d'ajouter et de retirer des fonctionnalites tres facilement. 
Recapitulation 
Nous avons vu que la POA est un paradigme de programmation qui est utilise en collabora-
tion avec la programmation orientee-objet. La programmation orientee-objet n'arrive pas 
a encapsuler correctement toutes les proprietes d'un systeme informatique. Lorsque Ton 
tente d'implementer ces proprietes avec les methodes de la POO, des effets d'enlacement 
et/ou de dissemination de code surviennent. 
La POA propose une nouvelle unite de decomposition qui se nomme « Aspect » et qui 
permet de correctement encapsuler les proprietes qui entrecoupent certains composants. 
La reflexivite informatique ainsi que les metaobjets et les protocoles metaobjets sont les 
racines de la POA. Les metaobjets representent des fonctionnalites liees a l'infrastructure 
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(et non la logique premiere) ou encore a l'environnement d'execution d'un programme. 
Conceptuellement, la POA expose certains services de ces metaobjets ce qui permet a 
un programmeur de modifier la structure ainsi que le comportement de son programme 
sans modifier une seule ligne de ce dernier. Les services des metaobjets qui sont exposes 
par la POA sont appeles des join points. Un compilateur special, nomme weaver, co-
compose des classes et des Aspects. Les Aspects peuvent se « greffer » aux composants 
par l'intermediaire des join points. La co-composition produit le programme final. 
Aspect J est le langage de programmation orientee-aspect le plus populaire dans le monde 
Java. Nous avons vu un exemple d'utilisation de ce langage. Un fichier .Java comprenait 
une classe Math et un fichier . aj comprenait un Aspect MathObservateur. La verification 
d'un simple contrat se faisait dynamiquement. 
Pr6t pour l'architecture 
Le concept de la PpC, le langage OCL ainsi que le paradigme de la POA ont tous ete 
presentes. Nous sommes maintenant en mesure de presenter l'architecture de Contrarius. 
60 CHAPITRE 2. MISE EN CONTEXTE POUR UN PROGRAMMEUR 
DEUXIEME PARTIE 
La mecanique 
(L'implementation de la solution) 

CHAPITRE 3 
Contrarius 
Ce chapitre est une description de 1'implementation de la solution proposee au probleme 
d'integration du concept de la programmation par contrat dans le langage Java. A cette 
implementation nous avons donne le nom de Contrarius, 
Une fois de plus, nous verrons a un tres haut niveau ce qu'est Contrarius; dans quel 
contexte il s'inscrit dans le developpement logiciel et ce qu'il fait. Ensuite, nous presente-
rons son architecture. Finalement, quelques metriques seront fournies afin de donner une 
idee de l'ampleur de l'implementation. 
3.1 Contrarius : vue a vol d'oiseau 
Cette section presente un bref rappel de la fagon dont Contrarius s'inscrit dans le de-
veloppement logiciel. Pour ce faire, nous ferons usage de deux « vues ». Dans un premier 
temps, nous presentons un diagramme qui montre une vue sur le r61e que joue Contra-
rius dans l'integration de la PpC en Java. Dans un second temps, nous exhibons un simple 
diagramme d'activites qui propose une vue de ce que fait Contrarius. 
3.1.1 Contrarius dans le developpement logiciel 
La figure 3.1 est un diagramme qui montre, a un tres haut niveau, le role de Contrarius 
dans l'implementation de la programmation par contrat en Java. L'etape 1 montre que les 
contrats sont extraits des documents de specification et injectes aux endroits appropries 
dans le code source Java. Cette etape pourrait etre realisee par un programmeur qui 
aurait la responsabilite de faire correspondre les contrats, qui sont dans les documents 
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aspect SqrtPreccmciitionCheckei," { 
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Documents de 
specifications 
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^ \ @ o c l p r e : x >« 0 
doub la^sq r t ( double s } { 
) 
" " \ ^ 
fichier .java 
Figure 3.1 Le role de Contrarius vu de tres haut. 
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de specifications, avec les emplacements appropries dans le code source. Idealement, cette 
etape devrait etre automatisee, mais cela est un sujet en dehors du cadre de ce projet.1 
L'etape 2 survient lorsque Contrarius s'execute et traite le fichier .Java. Cette etape 
indique que le contrat est detecte puis analyse et converti en code Java equivalent. A 
l'etape 3, le code Java equivalent est fourni au generateur d'Aspects de Contrarius qui 
fabrique des fichiers . a j . Ces fichiers encapsulent le code Java de verification des contrats. 
L'extension .aj indique que c'est un fichier qui contient du code usant de la syntaxe du langage AspectJ. 
Finalement, la 4e et derniere etape se deroule lors de l'execution du programme, soit 
apres que Contrarius ait effectue son travail. Elle represente l'execution de l'avis juste 
avant celle de la methode sqrt . On comprend par la que l'avis (qui fait partie de l'Aspect 
SqrtPreconditionChecker), apres que l'appel a la methode sqr t fut intercepts, regoit de 
l'information du contexte de cet appel (dans ce cas, l'argument x) et effectue la verification 
necessaire, a savoir si x >= 0. 
3.1.2 Que FAIT Contrarius? 
Reduit a sa plus simple expression, Contrarius fait ce qui est presente a la figure 3.2. 
On suppose que l'utilisateur a invoque Contrarius en lui demandant de traiter un ou 
plusieurs fichiers . j ava contenant des contrats OCL qui sont corrects (syntaxiquement et 
semantiquement). 
3.2 Comment utiliser Contrarius 
Pour utiliser Contrarius, on doit evidemment pouvoir lui fournir une entree correcte. 
Une telle entree est un ou plusieurs fichiers Java qui contiennent des contrats OCL (on 
peut passer des fichiers Java sans contrats; Contrarius va tout simplement les ignorer). 
Un contrat s'exprime a travers un commentaire Javadoc qui doit imperativement se situer 
au-dessus de l'endroit ou le contrat doit s'appliquer. C'est l'emplacement du com-
1En effet, realiser la tragabilite des requis vers l'implementation, et vice versa est un projet en soi. 
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3.2 Vue tres sommaire des activites realisees par Contrarius. 
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mentaire Javadoc qui determine le contexte du contrat OCL. Le contrat s'ecrit 
en suivant la syntaxe de la figure 3.3. 
@ocl (p re I post I inv ) [nom] : < c o n t r a t OCI> 
Figure 3.3 Syntaxe de redaction des contrats OCL 
@ocl est une etiquette Javadoc qui doit se trouver dans un commentaire de type Javadoc. 
Ce qui suit cette etiquette doit etre du code OCL legal. Cep»endant, on doit omettre 
d'indiquer un contexte, car il est derive automatiquement par l'emplacement 
du commentaire Javadoc. Le texte (pre I post I inv) doit etre interprets comme une 
expression reguliere et indique que la « fonction » de l'expression doit etre soit pre, post 
ou inv. [nom] signifie qu'un contrat peut optionnellement porter un nom. Finalement, ce 
qui suit le : est le corps du contrat. 
La figure 3.4 presente le contenu d'un fichier Java qui peut etre traite par Contrarius. 
package math; 
publ ic c l a s s Math { 
/** 
* @ocl pre: x >= 0.0 
*/ 
publ ic double s q r t (double x) { 
/ / ... 
} 
} 
Figure 3.4 Un fichier Java qui pourrait etre fourni en entree a Contrarius. 
Contrarius analyse les fichiers qui lui sont signifies et fabrique des Aspects dans un 
package qui, par defaut, debute par le nom contracts. L'utilisateur doit ensuite utiliser 
le compilateur ajc afin de compiler son programme avec les contrats. Cette derniere 
procedure n'est presentement pas geree par Contrarius, mais n'est guere plus compliquee 
que d'utiliser le compilateur par defaut javac. 
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Figure 3.5 Les principaux packages de Contrarius. 
Que se passe-t-il si on change le contrat ou le code apres avoir fait generer les 
Aspects une premiere fois ? 
Dans le cas ou le contrat change, on doit ajuster le code de l'application qui est verifiee par 
les contrats arm de s'assurer que cette derniere continue de respecter les specifications. Par 
contre, dans l'eventualite ou c'est le code qui change et non le contrat, il suffit de s'assurer 
que le code continue (malgre les changements apportes) a respecter le contrat. On peut 
considerer que les contrats agissent comme un mecanisme qui indique si un « refactoring » 
a incorrectement modifie la semantique du code source. 
3.3 Architecture 
L'architecture de Contrarius est relativement simple. La figure 3.5 illustre un diagramme 
de packages dans lequel sont presents les principaux packages de l'application. Chacun de 
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ces packages sera explique dans une section qui lui est propre. Nous indiquerons le role du 
package, ce que font les principaux composants du package, avec qui ils interagissent, les 
decisions de design significatives qui ont du etre prises lorsque le package a ete developpe, 
les structures de donnees importantes, etc. 
3.3.1 Le package contrarius 
Ce package offre le point d'entree de l'application ainsi que la mediation entre les autres 
packages. En effet, un mediateur s'affaire a effectuer le pont entre les packages afin de 
minimiser leur couplage. 
Dans un premier temps, le mediateur communique avec le package entree pour traiter 
la requete passee par Putilisateur sur la ligne de commande. Habituellement, l'utilisateur 
communique une liste de fichiers . j ava a traiter. Une fois cette liste recuperee, le mediateur 
demande au package source de generer une liste de ISource2 pour chacun de ces fichiers. 
Le mediateur prend alors cette liste de ISource et demande au package pretraitement 
d'en extraire les contrats OCL. Les contrats extraits sont ajoutes a la structure de donnees 
que represente un ISource. Ces ISource, maintenant emplis de contrats, sont ensuite pas-
ses, indirectement, au package pretraitement::ocl2java. Comme vous pouvez l'inferer 
de par son nom, ce package transforme les contrats OCL en code Java equivalent. Ce code 
est lui aussi (indirectement) greffe au ISource correspondant. 
A ce moment, le pretraitement est complet : les contrats OCL ont ete extraits des fichiers 
.Java et ils ont ete convertis en code Java equivalent. Le mediateur prend la liste de 
ISource et la passe au package traitement. Ce dernier analyse les contrats et genere des 
fichiers . aj qui contiennent des Aspects. Ces Aspects contiennent des avis qui encapsulent 
le code Java equivalent genere par le package pretraitement::ocl2java. 
Les Aspects ayant ete generes, le mediateur peut passer la liste de ISource au package 
sortie. II determine ou ces Aspects devraient etre deposes sur le systeme de fichiers en 
fonction d'informations extraites des ISource. 
2Le TYPE ISource est decrit a la section 3.3.3 
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Afin d'obtenir le programme final, il suffit alors de compiler le programme avec le compi-
lateur ajc d'AspectJ. 
3.3.2 Le package entree 
Pour le moment, l'interaction entre l'utilisateur et Contrarius se fait via une ligne de 
commande. L'utilisateur y indique les fichiers .Java a traiter et facultativement certaines 
options a passer a Contrarius. Le package entree est charge de cette facette de l'appli-
cation. 
L'interface « ligne de commande » 
Une decision a prendre etait de savoir quelles options offrir a l'utilisateur. Nous avons opte 
pour une interface semblable a celle offerte par le compilateur standard d'AspectJ (aj c) 
qui, incidemment, reprend les grandes lignes de celui de Java (javac). 
Voici la syntaxe pour invoquer Contrarius a partir d'une ligne de commande : 
Java - j a r c o n t r a r i u s . j a r [ options ] [ f ichierssources ] [ ©fichiers ] 
La seule option reconnue pour l'instant est l'option -d <chemin> qui permet d'indiquer 
le prefixe des noms de packages a generer. Le comportement par defaut est de deposer les 
fichiers .aj dans un package dont le nom debute par contracts et qui, en suffixe, prend 
le nom du package du fichier .Java qui est a l'origine du fichier . a j . Par exemple, si un 
fichier .Java, contenant des contrats, se trouve dans le package foo.bar, alors le fichier 
.aj genere ira dans le package cont rac ts . foo .bar . De cette fagon, les fichiers generes 
par Contrarius sont isoles dans la hierarchie de packages du programme. II est alors 
simple d'eviter de les ajouter dans un systeme de controle de versions de fichiers, de les 
eliminer, etc. 
[ f ichierssources ] veut dire que l'on peut passer a Contrarius une serie de noms 
de fichiers .Java a traiter. Par exemple, on pourrait appeler Contrarius ainsi : 
Java - j a r c o n t r a r i u s . j a r s rc /Tes t . Java 
3.3. ARCHITECTURE 71 
et Contrarius analyserait le fichier s rc /Tes t . Java. 
Finalement, l'option [ Of i ch ie r s ] est la fagon d'indiquer a Contrarius qu'une liste 
de fichiers a traiter se trouve dans le fichier suivant le caractere @. Encore une fois, cette 
fagon de faire est calquee sur javac et ajc. 
=4> Methode d'analyse de la ligne de commande 
La requete de l'utilisateur est analysee par un parseur genere par l'outil SableCC3. En 
echange de la definition du langage de la ligne de commande (qui prend la forme d'une 
grammaire), SableCC genere un parseur. On fournit au parseur une chaine de caracteres 
qui est une instance du langage de la ligne de commande. En sortie, on recoit une reference 
sur le sommet d'un arbre de syntaxe. Des objets appropries permettent de se deplacer 
dans cet arbre et d'inferer les options selectionnees par l'utilisateur. Cette fonctionnalite 
est cachee derriere un composant qui prend en entree la ligne de commande produite par 
l'utilisateur et qui fournit en sortie un objet de TYPE Options. II est ensuite possible 
d'interroger cet objet afin de connaitre les desirs de l'utilisateur. On doit alors esperer que 
Contrarius est en mesure de lui plaire. 
3.3.3 Le package source 
II contient les structures de donnees utilisees dans le reste de l'application. C'est dans 
ce package que le TYPE ISource est defini. Les principaux packages de l'application 
effectuent leur traitement sur le TYPE ISource ou sur les TYPES qui lui sont lies. Done, 
une description de ce TYPE s'impose. 
Description de la structure de donnees principale de Contrarius 
La figure 3.6 represente la structure de donnees la plus importante de Contrarius. Son 
importance est due au fait que c'est elle qui transporte toutes les informations relatives 
aux contrats et a leur transformation. ISource est une interface qui represente un code 
source qui peut contenir des contrats. Pourquoi avoir cree l'interface ISource si seuls les 
3 ht tp: / / sablecc .org/ 
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Figure 3.6 Diagramme de classes de la structure de donnees centrale de Contrarius : 
ISource. 
fichiers Java sont traites ? L'idee est qu'eventuellement, l'origine du code source contenant 
des contrats pourrait etre un flux de donnees provenant de n'importe ou (pas seulement 
de fichiers). Aussi, Contrarius pourrait un jour traiter d'autres langages; p.ex.: du code 
ecrit en C # ou Ruby. 
Cependant, dans la version courante, seuls les fichiers Java sont traites; de la l'unique 
heritier de ISource, la classe JavaFileSource. 
L'interface interne IMetadata (interne a ISource) contient des donnees relatives a la 
source representee par son conteneur4. JavaFileSource (qui est le seul herite de ISource) 
est compose d'une instance de sa classe interne JavaFileMetadata qui contient des infor-
mations sur le fichier Java represents par son conteneur telles une reference sur le fichier 
.Java ainsi qu'une chaine de caracteres qui decrit le nom qualifies en notation de points 
(p.ex.: packageA.packageB.ClassC) de la classe principale du fichier. 
Toujours dans le diagramme 3.6, on observe a la droite du TYPE IMetadata le TYPE 
IContext. Un ISource peut contenir de 0 a plusieurs IContext. Un IContext indique un 
4Si A est compose d'un B, alors B a pour conteneur A. 
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endroit dans un code source Java ou un contrat OCL a ete extrait. Par exemple, dans le 
code de la figure 3.4, le contexte serait la methode sqr t (double). Le contexte d'un contrat 
peut etre soit une classe (representee par le TYPE ClassContext), soit une methode (elle, 
representee par le TYPE MethodContext). 
Un MethodContext contient un ClassContext, car si un contrat lie a une methode fait 
reference a des attributs de la classe dans laquelle la methode est declaree, il faut avoir 
acces a ces attributs. 
Comme un contexte peut contenir plus d'un contrat (par exemple, un pre et un post), un 
IContext contient de 1 a plusieurs IOclContract. Comme vous l'aurez compris de par 
son nom, un IOclContract symbolise un contrat associe a un contexte. Pour le moment, 
etant donne que la seule forme de contrat existante est celle incluse dans un Javadoc, seul 
le TYPE JavadocOclContract herite de IOclContract. 
Chaque contrat associe a un contexte est necessairement dote d'un enonce (le corps du 
contrat). Le corps d'un contrat prend la forme d'un OclCode. Une fois le OclCode trans-
forme en code Java equivalent, ce dernier est ajoute par une instance de JavaMethod (car 
une des decisions de conception prise lors de l'elaboration de Contrarius est que le code 
Java genere, lors de la transformation du code OCL, est une methode). 
Finalement, IAspect est l'Aspect, lie au ISource, qui encapsule tous les JavaMethod. Le 
seul langage d'Aspects supporte pour le moment est Aspect J, done, la seule classe concrete 
derivant de IAspect est AspectJAspect. 
3.3.4 Le package pretraitement 
Avant de pouvoir generer des Aspects, il faut preparer le terrain. Deux grandes etapes 
doivent etre realisees, soit l'extraction des contrats OCL et leur transformation en code 
equivalent Java. 
Ces fonctionnalites sont exposees par une Fagade et implementees dans des packages 
distincts. 
74 CHAPITRE3. CONTRARIUS 
L'extraction des contrats OCL 
Afin d'extraire les contrats des JavaFileSource, une Doclet fut developpee. Sun Micro-
systems decrit ce qu'est une Doclet ainsi : 
« Les Doclets sont des programmes, ecrits dans le langage de programmation 
Java, qui font usage de I'API5 doclet afin de definir le contenu ainsi que le 
format de la sortie de I'outil Javadoc. » 
Cette description tient pour acquis que l'utilisateur de l'API doclet desire necessairement 
generer de la documentation dans un format donne, par exemple, en HTML. Par contre, 
tout ce que nous desirons utiliser de cet API, ce sont les services qui permettent d'extraire 
le texte associe a une etiquette particuliere. 
La Doclet developpee pour ce projet fait done simplement iterer sur les classes et methodes 
qui se trouvent dans des fichiers . j ava (qui lui sont specifies en entree) et recherche des 
commentaires Javadoc contenant des etiquettes @ocl. Elle extrait l'information associee 
a ces etiquettes, soit les contrats. Les contrats extraits sont retournes a Contrarius. 
Communication avec la Doclet 
Pour s'executer, la Doclet doit etre prise en charge par Javadoc. Tel que le mentionne 
le F.A.Q. officiel de Javadoc6, ce n'est que depuis Java 1.4 qu'il est possible d'executer 
Javadoc a partir du processus de l'application courante. Avec Java 1.3 (qui est la version 
la plus ancienne de Java supportee par Contrarius) la fagon la plus flexible de proceder 
est d'executer Javadoc dans son propre processus. II faut done faire usage d'un mecanisme 
IPC7 afin de rendre possible la communication entre le processus de Contrarius et celui 
dans lequel s'execute la Doclet. 
L'outil de communication inter-processus retenu est le Socket. La figure 3.7 illustre cette 
communication IPC. Un protocole de synchronisation {handshaking) tres simple est mis 
5
 Application Programming Interface 
6 h t t p : / / j ava. sun. com/j 2se / j avadoc/faq/ index. html#rimf romwittiia 
7Inter-Process Communication 
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en oeuvre. Ensuite, les donnees sont transmises par la serialisation d'un objet qui est une 
table associant des noms de TYPES (les noms dans JavaFileMetadata) avec des listes 
de IContext (contenant des IOclContract). La serialisation est accomplie par l'outil 
XStream8. 
Figure 3.7 Communication IPC entre Contrarius et OclDoclet 
La generation de code Java equivalent aux contrats OCL 
Dans Contrarius, la verification des contrats se fait par l'execution d'avis compris dans 
des Aspects. Le code a l'interieur des avis est du code Java. Les contrats etant ecrits dans 
le langage declaratif OCL, il faut, pour les executer, les transformer dans le langage Java. 
La fagon convenue de faire pour transformer une phrase d'un langage9 est de decouper 
cette phrase en ses elements grammaticaux, d'interpreter ces elements et d'appliquer une 
transformation. 
Ann de decouper n'importe quelle phrase d'un langage en ses constituants grammaticaux, 
il faut connaitre la grammaire du langage. Du projet Dresden Compiler une grammaire 
de la version 1.5 du langage OCL a ete recuperee. 
Un generateur de parseur est un outil qui prend en entree une grammaire et produit en 
sortie un parseur. Le parseur genere prend en entree une phrase du langage decrit par la 
grammaire et propose en sortie un arbre de syntaxe. L'arbre de syntaxe, si la grammaire 
est bien faite, est une structure de donnees que l'on peut parcourir et qui donne acces aux 
elements grammaticaux pertinents du langage. 
8http://xstream.codehaus.org/ 
9Dans le contexte du langage Java, la declaration d'une methode est, par exemple, une « phrase » du 
langage Java. 
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Afin d'illustrer le travail effectue par un parseur, admettons le code OCL de la figure 3.8. 
context M a t h : : s q r t ( x : double ) : double 
pre : x >= 0 
Figure 3.8 Le code a la source de l'arbre de syntaxe de la figure 3.9. 
Maintenant, admettons que nous ayons fourni ce code a un parseur de langage OCL fort 
rudimentaire. L'arbre de syntaxe genere par ce parseur pourrait ressernbler a celui de la 
figure 3.9. 
Le generateur de parseur utilise par Contrarius est SableCC. Ce generateur de parseur 
a pour principale caracteristique de faire plein usage de la programmation orientee-objet. 
L'arbre genere est retourne sous la forme d'un objet racine. Chacun des noeuds de l'arbre 
est lui-meme un objet type en fonction des terminaux et non terminaux de la grammaire. 
Pour se deplacer dans l'arbre, on doit sous-classer un « marcheur d'arbre » (de l'anglais 
Tree Walker); une classe speciale generee elle aussi par SableCC. On demande au noeud 
racine d'appliquer le marcheur d'arbre a sa structure. Le noeud racine quant a lui demande 
a ses enfants (noeuds) de visiter le marcheur d'arbre. Lorsqu'un noeud visite le marcheur 
d'arbre, une methode specifique au noeud du marcheur d'arbre est invoquee. C'est a ce 
moment qu'il est possible d'effectuer un traitement. 
C'est done en usant de ce mecanisme que la transformation du code OCL vers le code 
Java s'opere. 
3.3.5 Le package traitement 
Une fois que le code Java equivalent aux contrats OCL est genere, il faut l'encapsuler dans 
des Aspects. Ce travail est reserve a ce package. 
Evidemment, avant de decider de la structure des Aspects a generer, nous avons effectue 
plusieurs tests. Nous avons done code plusieurs Aspects de differentes fagons. Cela nous a 
permis de creer un modele d'Aspect a suivre. De ce modele, nous avons cree un template. 
Le template est presente a la section A.2. 
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Figure 3.9 Un exemple d'un arbre de syntaxe genere par un parseur OCL pour la phrase 
de la figure 3.8. 
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La figure 3.10 montre le template rempli pour le code Java equivalent au contrat OCL de 
la figure 3.4. 
Nous soulignons ici quelques facettes pertinentes de la conception du template. Premiere-
ment, 1'Aspect genere doit etre declare « privilegie » (par le mot-cle pr ivi leged) , car il 
devra potentiellement acceder a des attributs d'une classe auxquels il n'aurait pas autre-
ment acces (car, par exemple, un attribut serait « prive »). C'est la fagon de contourner 
le mecanisme de protection de l'acces aux objets impose par la JVM. 
Ensuite, le template a ete congu de telle sorte qu'il existe un Aspect par ISource et un 
Aspect interne par IOclContract. 
Les Aspects internes sont structures de la fagon suivante : on y retrouve un pointcut, un 
avis ou deux et une methode Java conventionnelle. Le pointcut sert a determiner quelle(s) 
methode(s) doi(ven)t etre interceptee(s). On y indique egalement que l'on desire capturer 
l'objet sur lequel la verification s' Operera (pa r target(instance)) ainsi que les parametres de 
la methode concemee (par args()). 
L'avis est de type bef ore() pour une precondition, a f t e r O returning 1 0 pour une post-
condition et before () et a f te r () re turn ing pour un invariant. II est a noter que nous 
effectuons la verification des invariants sur toutes les methodes publiques du TYPE sur 
lequel les invariants sont definis. Nous ne faisons pas la verification immediatement a la 
suite de l'instanciation d'un objet (une fois qu'un constructeur a termine son travail), car 
nous considerons trop contraignant d'exiger qu'un objet respecte toutes les contraintes a 
ce stade de son cycle de vie. Aussi, tel que nous le rapportions plus tot, nous considerons 
acceptable de tolerer qu'une methode privee laisse un objet dans un etat ou ses invariants 
sont violes; nous n'effectuons done pas de verification des invariants a l'entree ou a la 
sortie des methodes privees. 
10Le mot-cle returning indique que l'on desire capturer le retour de l'appel de la methode si et 
seulement si elle a effectue son travail normalement. Un retour anormal est cause par le lancement 
d'une exception. 
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import c o n t r a c t s . e x c e p t i o n s . * ; 
public p r i v i l e g e d aspect M a t h C o n t r a c t V e r i f i e r { 
s t a t i c aspect s q r t P r e c o n d i t i o n l 6 3 9 6 4 5 0 1 6 A s p e c t { 
pointcut methodCal l (math. Math i n s t a n c e , double x) : 
e x e c u t i o n (double math . Math . s q r t (double) ) && 
t a r g e t ( i n s t a n c e ) && 
a r g s ( x ) ; 
before (math. Math i n s t a n c e , double x) : 
methodCal l ( i n s t a n c e , x) 
{ 
s q r t P r e c o n d i t i o n l 6 3 9 6 4 5 0 1 6 ( i n s t a n c e , x) ; 
} 
A 
* context math:: Math:: sqrt (x : double) : double 
* pre : x >— 0.0 
*/ 
void s q r t P r e c o n d i t i o n l 6 3 9 6 4 5 0 1 6 (math. Math i n s t a n c e , 
double x) { 
if ( ! (x >= 0 . 0 ) ) { 
throw new C o n t r a r i u s P r e c o n d i t i o n C o n t r a c t E x c e p t i o n ( 
"pre : x >= 0 .0" 
+ System . g e t P r o p e r t y ( " l ine . separator ") 
4- "The current s t a t e of the re levant v a r i a b l e s i s :" 
+ System . g e t P r o p e r t y ( " l ine . separator " ) 
+ " x =" + x) ; 
} 
} 
} 
> , , . „ , _ _ _ , _ , „ „ , „ . . . . . . . . . . , . . ._ . . !) 
Figure 3.10 Un exemple du template d'Aspect rempli 
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Le corps de l'avis fait tout simplement invoquer la methode Java conventionnelle qui est 
le dernier element d'un Aspect interne. 
La methode conventionnelle est le code Java equivalent genere a l'interieur du package 
pretraitement: :ocl2java. 
3.3.6 Le package sortie 
Les Aspects generes par le package pretraitement::ocl2java sont gardes en memoire 
dans un objet de TYPE Aspect JAspect (voir la figure 3.6). Afin d'etre utile, Contrarius 
doit deposer ces Aspects aux cotes des fichiers .Java dont ils emanent. 
Ce package offre une Facade qui elle propose un service tout simple : output (SourceList). 
L'implementation courante itere sur chacun des ISource, determine (par le IMetadata) 
l'endroit ou le fichier .Java (qui est a l'origine de l'Aspect) se situe et depose l'Aspect 
dans un package dont le nom reflete celui du fichier .Java. Comme nous l'avons explique 
a la section 3.3.2, le comportement par defaut de Contrarius est de deposer les fichiers 
. aj dans une structure de packages parallele a celle ou se trouvent les fichiers . j ava. Par 
exemple, si un fichier Math. Java se trouve dans le package math, alors l'Aspect corres-
pondant ira dans le package contracts.math. Cette decision fut prise afin de simplifier 
la gestion des fichiers generes par Contrarius. Les fichiers generes sont isoles a un en-
droit particulier. II est alors facile de les ajouter au processus de construction du logiciel, 
d'eviter de les ajouter dans un systeme de version de fichier (p.ex.: CVS), de les effacer, 
etc. 
3.4 Metriques 
Afin de donner un apergu de l'ampleur de Contrarius, nous vous presentons quelques 
simples metriques. Dans la section portant sur l'architecture, nous avons presente les prin-
cipaux packages de Contrarius. Nous avons ainsi pu distiller l'essentiel de l'architecture. 
Cependant, l'implementation fait appel a plusieurs autres packages afin d'aider les princi-
paux packages a effectuer leur travail. Contrarius etant une application en perpetuelle 
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evolution, les metriques que nous fournissons ne servent qu'a donner une idee de Pampleur 
de l'implementation. 
Done, pour le moment, Contrarius est constitue d'approximativement 35 packages, 325 
classes, 10 Aspects et 10,000 lignes de code. 
Aussi, il est interessant de noter que le temps d'execution est principalement fonction 
du temps necessaire pour creer le processus dans lequel Javadoc s'execute. Sur notre 
plateforme de developpement, entre le moment ou le processus de Javadoc est cree et ou 
OclDoclet (voir figure 3.7), dans ce processus, peut effectuer son travail, il s'ecoule environ 
4 secondes. Ce temps est beaucoup trop eleve et nous devrons trouver une facon alternative 
de communiquer avec OclDoclet. En laissant tomber le support pour Java 1.3, il serait 
possible d'invoquer Javadoc a meme le processus de Contrarius. Ce serait deja une nette 
amelioration. Evidemment, plus il y a de fichiers a traiter et moins le temps de creation 
du processus de Javadoc devient une variable importante dans le temps d'execution totale 
de Contrarius. 
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TROISIEME PARTIE 
La tombee du rideau 
(Bilan et conclusion) 

CHAPITRE 4 
Les projets si mi la ires 
Des le moment oil nous avons eu l'idee d'utiliser la programmation orientee-aspect afin 
d'implementer le concept de la programmation par contrat en Java, nous avons effectue 
une recherche afin d'identifier s'il existait deja des projets sernblables. La recherche initiale 
avait permis de trouver les projets suivants : 
• iContract 
• j Contractor 
• JMSAssert 
• Dresden Compiler 
• Un projet sans nom presente par L.C. Briand, W. Dzidek et Y. Labiche. 
• Un second projet sans nom presente par Mark Richters et Martin Gogolla. 
Dans les sections qui suivent, nous discuterons brievement de chacun de ces projets et 
indiquerons en quoi ils different de Contrarius en fonction des points suivants : 
• La maniere de lier les contrats au code source 
• Le langage utilise pour rediger les contrats 
• Le mecanisme retenu pour integrer les contrats au programme compile 
Avant de proceder aux comparaisons, voici un simple rappel : dans Contrarius, le lien 
entre les contrats et le code source de l'application surveillee se fait par l'usage, dans des 
commentaires Javadoc, de l'etiquette Oocl; le langage utilise pour rediger les contrats est 
l'OCL; le mecanisme retenu pour integrer les contrats a la version compilee du programme 
sous surveillance est la programmation orientee-aspect. 
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iContract 
Ce projet se positionne comme etant le premier a avoir amene le concept de la program-
mation par contrat, tel que presente par Bertrand Meyer, dans le monde Java. C'est un 
projet qui date de 1998, qui fut cree par Reto Kramer (un partenaire technologique de 
l'Universite Cambridge) et presente dans l'article [Kramer, 1998]. 
L'utilisation de cet outil se deroule comme suit : on ajoute des contrats dans des com-
mentaires Javadoc. Les contrats sont des expressions booleennes Java. L'outil analyse ces 
contrats et instrumente le code source. L'instrumentalisation est assez « lourde », car le 
code genere est entrelace avec le code deja existant (on prend note que c'est un probleme 
que regie la POA). 
Les differences et similitudes notables avec Contrarius sont les suivantes : 
Lien des contrats avec le 
code source 
Langage de redaction 
des contrats 
Mecanisme d'integration 
des contrats 
Par des etiquettes Javadoc ©pre, ©post et ©invariant 
Java 
Ajout de code Java aux fichiers .Java existant. 
L'usage du langage Java comme langage de redaction de contrats n'est pas sans avan-
tage. Cela simplifie les choses pour la personne qui implemente l'outil : il n'y a pas de 
transformation a effectuer! Le choix du langage OCL pour rediger les contrats implique 
que les documents de specification existent, qu'il est relativement facile de faire le lien 
entre l'architecture et l'implementation (pour savoir ou transcrire les contrats) et que le 
systeme aura une longevite telle qu'il serait eventuellement envisageable de l'implemen-
ter a nouveau dans un autre langage. Evidemment, supposer toutes ces choses est tres 
optimiste. 
Aussi, les methodes agiles etant de plus en plus utilisees, il est aujourd'hui encore moins 
certain que des documents de specification bien tenus existent. De plus, la personne qui 
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lit les contrats n'a pas a apprendre un autre langage (Java + OCL au lieu de simplement 
Java). 
j Contractor 
Ce projet propose une approche assez differente des autres. jContractor fut presente en 
1998 par Murat Karaorman, Urs Holzle et John Bruno de l'Universite de Californie dans 
[Karaorman et coll., 1998]. La comparaison sommaire suit : 
Liaison des contrats 
Langage de redaction 
des contrats 
Mecanisme d'integration 
des contrats 
Pour une methode a laquelle on veut associer un contrat, 
on ajoute une methode protegee dans la meme classe et 
qui a la meme signature, mais dont le nom commence 
par celui de la methode a surveiller et avec en suffixe soit 
_Precondition ou .Postcondit ion. 
Java 
Par un ClassLoader special ou par l'usage du pattern 
usine. 
La methode d'identification des contrats est non transparente, car il faut ajouter des 
methodes protegees suivant une nomenclature specifique a l'outil. Certes, dans le cas ou 
jContractor n'est plus utilise, ces methodes peuvent rester, car elles sont du code Java par-
faitement legal. Cependant, dans un projet de grande envergure on peut s'imaginer que 
d'ajouter une ou plusieurs methode(s) supplementaire(s) pour definir la ou les precondi-
tion^) ou postcondition(s) et ce, pour chacune des methodes ou on doit faire respecter un 
contrat risque d'alourdir dangereusement le code existant. Cela entrainerait une diminu-
tion de la lisibilite du code, done une augmentation de la difficulte a maintenir ce dernier 
ce qui risque d'engendrer toutes sortes de problemes. 
Le mecanisme d'integration des contrats est quant a lui fort interessant. En fait, deux (2) 
mecanismes sont proposes, soit l'usage d'un ClassLoader special, soit l'usage du design 
pattern « usine ». La fagon d'integrer les contrats avec le ClassLoader est la suivante : 
un ClassLoader nomme jContractor doit etre utilise pour charger les classes du pro-
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gramme en memoire. Ce ClassLoader demande a un objet, nomme « l'instrumenteur », 
de verifier si la version compilee d'une classe contient des contrats. Si c'est le cas, l'instru-
menteur retourne, au ClassLoader, une copie instrumentee de la classe compilee. Sinon, 
rinstrumenteur instrumente la classe avant de la passer au ClassLoader. C'est cette classe 
compilee et instrumentee qui est alors executee. Toutefois, l'utilisation du pattern usine 
pour instancier les objets dont on desire qu'une verification dynamique se fasse a malheu-
reusement une facheuse consequence : autant j Contractor pouvait facilement etre retire 
d'un projet parce que 1'identification des contrats se faisant par l'ajout de methodes Java 
tout a fait legale, autant l'usage d'une usine vient de reduire considerablement la facilite 
avec laquelle jContractor peut etre retire. En effet, la methode du pattern usine fait in-
tervenir un TYPE qui est propre a jContractor. II faut utiliser ce TYPE afin d'instancier 
les objets a instrumenter. Le couplage avec l'outil devient difficile a eliminer. 
JMS Assert 
JMSAssert1 est un outil developpe par la compagnie Man Machine Systems. Fait par-
ticulier, malgre que l'outil vise specifiquement a integrer la PpC en Java, il fonctionne 
seulement sous la plateforme Microsoft Windows. 
Le logiciel JMSAssert est probablement celui qui ajoute le plus fort couplage entre lui-
meme et l'application avec laquelle des contrats doivent etre valides. Le fait que l'outil soit 
commercial n'est probablement pas etranger a cette forte dependance. Afin de l'utiliser, 
on doit suivre la recette suivante : 
1. On ajoute les contrats dans le code source Java de l'application en faisant usage 
d'etiquettes Javadoc. 
2. On execute un preprocesseur nomme jmsassert sur les fichiers .Java dans lesquels 
ont ete ajoutes des contrats. Le preprocesseur genere deux (2) fichiers : un fichier 
qui contient des declencheurs (des triggers qui sont les contrats dermis dans les 
fichiers Java, mais prepares pour un traitement ulterieur) et un fichier qui permet 
d'enregistrer ces declencheurs aupres de l'environnement d'execution JMScript. 
x h t t p : //www .miasindia. com/DBCFor Java.html 
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3. On compile le code de l'application Java avec les declencheurs. 
4. On invoque l'application avec des parametres non standards a passer a la JVM, dont 
le passage du fichier d'enregistrement de declencheurs aupres d'une DLL (une librai-
rie avec laquelle on se lie dynamiquement sous la plateforme Microsoft Windows) 
Lors de l'execution, la DLL reussit a intercepter, a meme la JVM, les appels vers les 
methodes ou une verification dynamique de contrats doit se faire. Lorsque cette detection 
est faite, la DLL invoque les methodes (declencheurs) appropriees. 
Avant de porter un jugement sur la pertinence de certains choix de design faits lors de 
l'elaboration de ce produit, il faut savoir que la page web fait reference a Java 1.2. L'outil 
date certainement de la fin des annees 90 (nous n'arrivons pas a trouver une date exacte). 
Le tableau de comparaison avec Contrarius suit : 
Liaison des contrats 
Langage de redaction 
des contrats 
Mecanisme d'integration 
des contrats 
Etiquettes Javadoc @pre, ©post et @inv 
Java 
Interception d'appels de methodes au niveau du JVM 
par l'entremise d'une DLL Windows qui fait appeler des 
methodes de verifications. 
Dresden Compiler 
Le groupe d'ingenierie logicielle de la « Technische Universitat Dresden » (Universite 
Technique de Dresden) semble avoir developpe une expertise vis-a-vis tout ce qui touche 
l'OCL. lis maintiennent un site web dedie a la question qui se trouve a h t t p : / / s t . inf. 
t u -d resden .de /oc lpor t a l / . Le groupe developpe, depuis 1999, un ensemble d'outils 
nomme Dresden OCL Toolkit. Au moment ou nous avons elabore Contrarius, un sous-
projet nomme le Dresden Compiler etait en mesure de generer du code Java equivalent a 
du code OCL. L'auteur de ce projet, Frank Finger, a bien indique dans son article [Finger, 
2000, section 3.6] que le generateur de code Java n'etait pas pret a etre utilise en produc-
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tion. Aussi, l'approche choisie pour integrer le code Java genere n'etait pas compatible 
avec notre vision de transparence. 
Ce module de generation de code Java prend en entree des fichiers Java, des fichiers 
contenant des expressions OCL2 et un modele du programme a traiter dans lequel les 
contextes (dont le code OCL fait reference) font partie. 
Comme nous l'avons presente dans la section 2.3.1 le langage OCL est muni de TYPES. 
Par exemple, il existe un TYPE Integer, un TYPE Boolean, un TYPE Bag, etc. Le 
Dresden Compiler fait appel a une librairie Java dans laquelle est represents chacun des 
TYPES du langage OCL. Dans cette librairie, il existe, entre autres, un TYPE Ocllnteger 
qui offre des services tels add (operation d'addition) et mod (operation modulus), soit les 
services dermis par la specification du langage OCL. 
Lors de la generation du code Java, cette librairie est abondamment utilisee. Chacune 
des variables utilisees dans un contrat est « enveloppee » par un TYPE equivalent de la 
librairie OCL. Le code est genere par fragments et ces fragments sont ensuite directement 
injectes dans les fichiers .Java aux endroits appropries. Le code genere est done une 
succession de fragments qui enveloppent les intervenants du contrat dans des TYPES de 
la librairie OCL et la veritable validation du contrat se fait par ces objets. Un exemple 
assez precis est donne dans [Finger, 2000, p.74-76]. 
Malheureusement, le code genere est volumineux et pour un non-initie, franchement inti-
midant. Le flchier Java est alors « pollue » ; sa cohesivite diminuee. Quoi faire si on decide 
de changer d'outil ? II faut « nettoyer » tous les fichiers qui ont ete modifies. 
Nous avons ete incapables de reutiliser le module de generation de code Java. Par contre, 
la grammaire du langage OCL developpee pour le projet de Frank Finger a ete recuperee 
arm de generer le parseur utilise par Contrarius. 
Une future version de Contrarius va surement s'integrer avec les outils offerts par le 
Dresden OCL Toolkit. 
2Souvenez-vous qu'a la section 2.3.1 nous avions mentionne que du code OCL pouvait se situer n'im-
porte ou; pourvu qu'il soit possible de clairement identifier son contexte. 
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La position de ce projet par rapport a Contrarius, relativement aux elements de com-
paraison etablis, est presentee dans le tableau qui suit : 
Liaison des contrats 
Langage de redaction 
des contrats 
Mecanisme d'integration 
des contrats 
Par l'utilisation d'un modele et par le contenu de code 
OCL dans des fichiers separes du code Java. 
OCL 
Ajout de code aux fichiers .Java existant. 
Projet de Briand et coll. 
Ce n'est qu'une fois Contrarius entame que nous avons eu vent de ce projet. II fut 
developpe par trois personnes provenant de l'Universite de Carleton au Canada ainsi que 
du laboratoire de recherche Simula en Norvege et presente dans [Briand et coll., 2004]. 
Pour ce projet, l'emphase a ete mise sur la transformation de code OCL vers du code Java 
ainsi que sur l'integration des contrats. L'identification des contrats ne semble pas etre 
une priorite pour eux et a ete abstraite par l'utilisation du pattern du pont (Bridge)3. En 
lisant leur article, il devient apparent que l'objectif fut de faire mieux que le module de 
generation de code Java du Dresden Compiler. 
Le module de generation de code Java, qu'ils nomment ocl2j , est beaucoup plus evo-
lue que celui de Contrarius. lis utilisent un engin de regies qui fait le lien entre une 
construction OCL et une construction Java. Nous pouvons modestement affirmer que 
notre approche est semblable dans la mesure ou nous faisons nous aussi appel a un engin 
de regies (rudimentaires) pour effectuer la transformation. Toutefois, nous reconnaissons 
beaucoup moins de types de constructions du langage OCL que ce projet le fait. 
Les auteurs consideraient que certaines facettes de l'approche prise par le Dresden Compi-
ler pour generer du code Java etaient beaucoup trop inefficaces. Entre autres, ils estimaient 
3Le pont permettrait de recueillir des contrats qui se situent dans des commentaires du code source 
ou dans des modeles. L'article manque de precision a ce sujet. 
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que l'enveloppement des variables (du programme Java ayant un role dans les contrats) 
par des objets d'une librairie OCL etait trop lourd. Comme c'est le cas avec Contra-
rius, ils ont plutot choisi de generer du code Java equivalent sans tenter de reproduire le 
systeme objet du langage OCL. 
La generation des Aspects ressemble beaucoup a celle retenue pour notre pro jet. Par 
exemple, un template a ete developpe et est rempli en fonction des types de contrats 
a verifier. Par contre, ils ne font pas usage d'Aspects internes afin d'isoler les contrats. 
Cependant, cela est un choix qui a surtout une incidence sur la structure du code, sur sa 
lisibilite et non au niveau semantique. 
Le tableau qui suit resume la position de ce projet vis-a-vis les criteres de comparaisons 
que nous avons selectionnes : 
Liaison des contrats 
Langage de redaction 
des contrats 
Mecanisme d'integration 
des contrats 
Leur papier ne precise pas exactement comment ils font. 
11 semble qu'ils font usage d'un modele (comme c'est le 
cas pour le Dresden Compiler) et du code source Java. 
OCL 
AspectJ 
Projet de Richters et coll. 
Ce projet etait lui aussi inconnu lors de la recherche de pro jets similaires. II a ete developpe 
par Mark Richters de l'agence aerospatiale EADS et Martin Gogolla de l'Universite de 
Bremen en Allemagne. Ils ont presente le fruit de leur recherche en 2003 dans le papier 
[Richters et Gogolla, 2003]. 
C'est probablement le projet le plus original de tous ceux presentes. L'idee est la suivante : 
Un outil, nomme USE (pour UML-based Specification Environment) est en mesure de va-
lider un modele UML et ses contraintes OCL. Une implementation (Java), qui respecte le 
modele UML et ses contraintes OCL, s'execute et est observee par un Aspect. L'Aspect 
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communique le comportement de l'application a l'outil USE. Ce dernier valide le compor-
tement de l'application a partir de sa propre representation basee sur le modele UML et 
les contraintes OCL. 
L'idee est fort interessante. Cependant, elle implique que l'outil USE doit toujours etre, 
d'une maniere ou d'une autre, present arm de valider le comportement de l'implemen-
tation. On peut s'imaginer des cas ou cela n'est pas pratique. Aussi, toujours s'assurer 
qu'une implementation respecte un modele UML est plutot optimiste. Manger des crous-
tilles est mauvais pour la sante. Tout le monde mange des croustilles. Etablir un modele 
UML complet d'une application et maintenir ce modele lorsque l'application evolue est 
une excellente pratique du genie logiciel. Personne ne maintient ses modeles UML avec 
discipline4. 
Le tableau de comparaison sommaire avec Contrarius suit 
Liaison des contrats 
Langage de redaction 
des contrats 
Mecanisme d'integration 
des contrats 
Dans un outil nomme USE avec l'aide d'un modele (tout 
comme pour le projet Dresden Compiler) 
OCL 
Ne s'applique pas. Les contrats demeurent « dans » l'outil 
USE. Un Aspect observe le comportement de l'implemen-
tation et rapporte son execution a l'outil USE. 
4.1 Comparaison globale 
Comme vous avez pu le constater, Contrarius ressemble surtout aux deux derniers pro-
jets presentes. 
Nous croyons que Putilisation d'etiquettes Javadoc est une des meilleures fagons d'ajouter 
des contrats a du code source Java. Cette facon de faire pollue beaucoup moins le contenu 
des fichiers .Java que, par exemple, Putilisation de methodes supplementaires. 
4Par contre, peut-etre que certaines personnes n'aiment pas les croustilles. Par extension, peut-6tre 
existe-t-il une personne qui effectue une maintenance assidue de ses modeles UML. 
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Nous avons deja indique notre point de vue sur la decision de faire usage du langage 
Java ou du langage OCL pour exprimer les contrats. Quoi qu'il en soit, nous exprimons 
encore une fois que nous croyons toujours avantageux d'utiliser le langage OCL dans un 
cas ou des documents de specifications complets et tenus a jour sont utilises ou lorsqu'un 
systeme est en usage a long terme (ce qui est difficile a prevoir). L'utilisation du langage 
d'implementation (p.ex.: Java) a l'avantage d'etre simple a comprendre et est pratique 
pour un programme de petite envergure dont on ne prend pas la peine de maintenir les 
modeles a jour. 
L'idee de faire usage de la POA pour observer l'execution d'un programme ou instrumenter 
la version compilee d'un programme est celle retenue par les deux (2) derniers projets 
analyses et par le notre. Nous croyons toujours que c'est la methode la plus compatible, 
la plus transparente et la plus elegante. L'insertion de code genere directement dans les 
fichiers sources d'un programme est a proscrire comme l'est Putilisation de mecanisme 
non transparent comme le pattern usine. Se greffer a une JVM est trop risque, car toutes 
les JVM ne se ressemblent pas necessairement; en suivant cette piste, on risque de se 
retrouver en perpetuelle course aux changements apportes aux JVM. L'utilisation d'un 
ClassLoader specialise est, a notre avis, la methode la plus transparente apres celle de la 
POA. 
CHAPITRE 5 
Conclusion 
A la suite de la destruction de la fusee Ariane 5, vous vous etiez promis de creer un outil 
qui permettrait d'eviter la repetition d'une telle bavure. L'origine du probleme etait un 
manque de specification precise a meme le code source des modules reutilises d'Ariane 4-
Bertrand Meyer avait propose dans [Meyer et Jezequel, 1997] que l'utilisation du concept 
de la programmation par contrat (afin de specifier completement les modules utilises par 
un projet d'envergure tel Ariane 5) aurait permis d'eviter le pire. En fait, Meyer croit, et 
nous partageons sa vision, qu'on ne peut pretendre avoir pleinement defini un module par 
une simple signature (soit par la description des TYPES regus par le module et retournes 
par ce dernier). Une explication dans un langage naturel du comportement d'un module 
est egalement insuffisante, car ambigue. II faut aussi munir un module d'un contrat formel. 
Nous avons vu ce qu'est un langage de specification formel. C'est un langage souvent base 
sur les concepts mathematiques de logique du premier ordre et de la theorie des ensembles. 
Ces langages sont souvent tellement dimciles a manipuler qu'ils sont encore et toujours 
relativement peu utilises dans l'industrie. Le langage formel OCL, qui est intimement lie 
a l'UML et qui est un langage de specification formelle plus accessible, a ete presente. Le 
cas d'utilisation originalement envisage pour l'OCL etait celui de l'ajout de precisions a 
des elements apparaissant dans des diagrammes graphiques UML (car dans ce contexte, 
« graphique » est souvent synonyme « d'imprecis »). 
Un gouvernement peut passer des lois, mais si la police ne les fait pas appliquer, les lois 
ne servent pas a grand-chose. La meme chose est vraie dans le cas de contrats lies a des 
modules informatiques. Un programmeur pourrait en toute bonne foi croire qu'il a, dans 
l'implementation de son module, respecte le contrat etabli, mais comment peut-il en etre 
certain? Pour ce faire, il faudrait que le contrat soit lui-meme executable. Nous vous 
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avons presente comment nous nous y prenions pour convertir des contrats, rediges avec le 
langage OCL, vers du code executable Java. 
Comment lier le code d'un programme et le code genere des contrats ? Une approche est 
de modifier le code du programme afin que ce dernier appelle le code des contrats aux 
moments opportuns. Cependant, cette facon de faire est problematique pour plusieurs 
raisons. Par exemple, comment s'assurer que les appels sont effectues aux bons endroits ? 
Demander au developpeur de l'application d'assurer le lien entre le code de l'application 
et celui des contrats c'est demander a ce developpeur de gerer une couche de complexity 
supplementaire. Ce n'est pas une bonne facjon d'ameliorer la qualite logicielle! 
Nous vous avons presente un paradigme de programmation relativement nouveau, nomme 
« programmation orientee-aspect » comme solution a l'integration des contrats. Ce para-
digme fut developpe afin de rendre possible 1'encapsulation de proprietes qui ne peuvent 
etre correctement encapsulees par un langage oriente-objet. Cependant, dans le cadre de 
ce pro jet, la particularite de la programmation orientee-aspect qui a retenu notre attention 
est sa capacite d'ajouter des fonctionnalites a un programme sans en modifier son code 
source. Par exemple, un contrat qui est une precondition et qui est associe a une methode 
doit etre verifie juste avant l'execution de la methode. La programmation orientee-aspect 
permet d'intercepter les appels a une methode et d'effectuer un traitement a ce moment 
(et ce traitement peut etre la verification de la precondition). 
Contrarius est le nom de l'outil developpe dans le cadre de ce projet. II permet d'amener 
l'avantage de la programmation par contrat dans le monde Java d'une fagon telle qu'un 
developpeur puisse Putiliser sans devoir sortir ses bouquins de mathematiques ou un volu-
mineux manuel d'utilisation. Vous vouliez creer un outil qui ameliore la qualite des logiciels 
qui en font usage sans pour autant devenir un element de complexity supplementaire. 
Afin d'utiliser Contrarius on doit, dans un premier temps, ajouter les contrats au-dessus 
des elements du programme Java qui doivent etre verifies, soit au-dessus de la declaration 
d'une methode ou d'une classe. Ensuite, on execute Contrarius en lui indiquant ou se 
trouvent les fichiers .Java a traiter (ceux qui contiennent des contrats). L'outil extrait 
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ces contrats et prend bonne note du contexte ou ces contrats se situent. II transforme les 
contrats qui sont rediges dans le langage OCL dans le langage Java. Finalement, afin d'as-
surer la verification dynamique de ces contrats, il genere des fichiers qui contiennent des 
Aspects ecrits dans le langage Aspect J. Ces Aspects encapsulent le code Java precedem-
ment genere et assurent que la verification se fasse aux moments opportuns. L'utilisateur 
de Contrarius peut ensuite compiler ces Aspects avec son programme. Lorsqu'il l'execu-
tera, les contrats seront dynamiquement verifies et si un contrat est viole, le programme 
stoppera son execution et rapportera le probleme adequatement. 
Vous avez done reussi a creer un outil qui soit en mesure de verifier, de fagon dynamique, 
la validite de contrats lies a des modules informatiques. Les commentaires de vos collegues 
sont dithyrambiques. lis ont decide de developper un outil afin d'extraire de fagon automa-
tique les contrats des documents de specifications et de les importer dans les commentaires 
du programme. 
Malheureusement, cette histoire se termine sur une triste note. La direction de l'entre-
prise pour laquelle vous travaillez a decide que vous alliez travailler a temps plein a la 
maintenance de Contrarius. 
5.1 Bilan 
Souvenez-vous (ou bien relisez la section 1.1.4) que nos objectifs etaient de creer Contra-
rius et de valider si l'idee d'utiliser la POA pour integrer la PpC sous Java est valable. 
Nous considerons avoir atteint l'objectif de creation de l'outil. Contrarius est utilisable 
et fonctionnel. Cependant, etant donne que le module ocl2java reste a completer, nous 
ne pouvons pretendre que Contrarius peut etre utilise en production. Malgre tout, nous 
croyons que l'idee generale de Contrarius etait tout a fait valable. L'utilisation de la 
POA s'est averee etre une methode elegante et transparente d'injection de nouveaux com-
portements (la verification des contrats) a un programme deja existant. Contrarius a ete 
utilise sur plusieurs petits projets et a chaque fois il s'est avere utile. Parfois, meme des 
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contrats forts simples deviennent aussi utiles que des tests unitaires. En fait, nous sommes 
aujourd'hui convaincus de leur complementarite. 
Nous avons beaucoup appris en realisant ce projet. Nous avons ete exposes a des ou-
tils tels AspectJ, SableCC, XStream, Eclipse, et plus encore. Nous avons approfondi nos 
connaissances dans le domaine des expressions regulieres de l'ecriture de grammaires, du 
traitement d'arbre de syntaxe et avons fait la lecture d'innombrables livres, articles, theses, 
etc. 
Plusieurs connaissances acquises durant la conception de ce projet sont transferases. 
Par exemple, nous avons l'intention de mettre a profit notre experience obtenue dans le 
domaine de la programmation orientee-aspect. En 1997, Kiczales disait que la POA etait 
au meme stade que l'etait, en 1977, la POO. Si tout va bien, en 2017 la POA devrait 
atteindre la meme maturite et popularity que la POO. Nous y serons. :) 
La plus grande legon apprise lors de l'elaboration de Contrarius est l'importance de 
l'identification rapide des plus grands risques associes a un projet logiciel. Pour etablir 
le niveau de risque d'une facette d'un projet, il ne suffit pas de nommer un sujet qui est 
mal compris, mais apres l'avoir etudie suffisamment, de creer un prototype qui permet 
d'explorer l'etendue de notre maitrise du sujet. Par exemple, clans le cadre de ce projet 
nous avions trop peu d'experience dans tout ce qui a trait au traitement d'un langage. Nous 
avons passe trop de temps a tenter de comprendre la theorie des langages, a decortiquer la 
specification officielle de l'OCL, a etudier SableCC, a lire le livre du dragon ([Alio et coll., 
1986]), etc. Un prototype realise beaucoup plus tot aurait permis d'identifier les elements 
de ce sujet que nous ne maitrisions pas tres bien et, incidemment, de sauver beaucoup de 
temps. 
5.2 Developpements futurs 
Plusieurs facettes de Contrarius pourraient etre ameliorees. Voyons, par ordre d'impor-
tance, les developpements futurs possibles. 
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L'element le plus urgent serait de terminer le module ocl2java, car il est le responsable 
du statut de « preuve de concept » de Contrarius. En effet, la plus grande difficulte 
rencontree lors de la confection de l'implementation du projet est la transformation des 
contrats OCL vers une version equivalente en Java. L'auteur a eprouve enormement de 
difficulte a realiser cette etape et a opte pour la reconnaissance d'un sous-ensemble du lan-
gage OCL. Toutefois, il est a noter que l'OCL, bien que compact et d'apparence simple, est 
considere passablement difficile a traiter. Voyez pour preuve une presentation de membres 
du groupe qui se charge de l'OCL a l'Universite de Dresden disponible a l'adresse sui-
vante : http://lgl.epf1.ch/members/baar/oclwsAtModels05/slides/hussmann.pdf. 
On peut y lire que la grammaire de l'OCL n'est pas une grammaire libre de contexte 
(un requis pour qu'une grammaire puisse etre utilisee par un generateur de parseur1). 
lis prevoient meme devoir modifier SableCC afln de l'adapter aux besoins specifiques du 
traitement de l'OCL version 2.0. Cela etant dit, nous sommes tres motives a continuer le 
developpement de ocl2java, car nous croyons au potentiel de Contrarius. 
L'architecture devrait egalement etre revue. C'est une architecture qui est trop calquee 
sur les grandes etapes a realiser pour obtenir des Aspects en sortie (la figure 3.2 est une 
vue sommaire de ces etapes). Le package source est utilise par tous les autres principaux 
packages. Cela rend l'application trop fragile. Si la structure de donnees que represente 
le TYPE ISource change, cela a des repercussions sur trop de packages. Chacun des 
packages suit le principe de dissimulation en usant d'une Fagade. Par contre, trop de code 
tient pour acquis la structure de ISource et ses associations. 
Une autre idee serait d'introduire certaines optimisations. Par exemple, nous pourrions li-
miter la generation d'Aspects seulement pour les fichiers sources dans lesquels les contrats 
ont change depuis la derniere execution de Contrarius. Pour un projet qui contient plu-
sieurs milliers de classes et plusieurs contrats, on imagine que cela pourrait grandement 
ameliorer les performances. Pour savoir si un contrat a change, on ne peut simplement 
xLa grammaire reutilisee du projet Dresden Compiler ne couvre qu'un sous-ensemble du langage. Un 
posttraitement doit etre applique a la suite de la phase de « parsing » afin de batir correctement l'arbre 
qui represente l'expression OCL 
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verifier la date de derniere modification d'un fichier. Le code dans un fichier pourrait avoir 
change, mais les contrats, eux, pourraient avoir ete epargnes. Done, afin de determiner 
si on contrat a change ou non, il faudrait developper un mecanisme qui analyse si, se-
mantiquement, ce qui suit l'etique @ocl dans un commentaire Javadoc est different de la 
derniere fois que l'expression suivant Petiquette avait ete transformee en code Java. 
De fagon plus globale, Contrarius pourrait faire partie d'un environnement de develop-
pement integre dans lequel une tragabilite des requis vers l'implementation et vice versa 
existe. Dans un tel systeme, il suffirait de modifier un contrat dans les specifications pour 
que Contrarius genere automatiquement un Aspect qui reflete ce changement. Lors de 
la prochaine execution du programme, on pourrait immediatement valider le programme. 
Cet environnement de developpement pourrait prendre la forme d'un plugin Eclipse qui 
fournirait egalement les possibilites suivantes : 
- un editeur d'OCL qui offrirait l'autocompletion de mots cles ainsi que la possibility de 
cliquer sur un type de l'expression OCL pour etre amene vers l'equivalent en Java. 
- un valideur d'expressions OCL 
- un mecanisme qui permet de diriger le developpeur directement a l'endroit dans le code 
qui est fautif vis-a-vis le non-respect d'un contrat. 
Un changement moins fondamental serait d'entrevoir une fagon un peu plus elegante 
d'ajouter des contrats au code source. Dans l'eventualite ou nous laissons tomber le sup-
port pour Java 1.3, nous pourrions decider de faire usage des Annotations. 
D'autres langages pourraient egalement etre supportes. Par exemple, il serait bien de pou-
voir generer du code pour le langage C# . Ensuite, d'autres langages qui ressemblent un 
peu moins a Java pourraient etre ajoutes a la liste des langages pour lesquels Contrarius 
pourrait generer des Aspects. Evidemment, le concept derriere Contrarius reposant en-
tierement sur la POA, il faudrait qu'il existe un outil equivalent a AspectJ pour chacun 
des langages cibles (tel AspectC++). 
Comme vous pouvez le constater, nous entrevoyons plusieurs pistes de developpement 
futur. 
QUATRIEME PARTIE 
ANNEXES 

ANNEXE A 
Li stages 
A . l Implementation qui s'impose a I'esprit 
c l a s s Math { 
/ / he contrat est 'x >— 0.0' 
double s q r t (double x) { 
p r e c o n d i t i o n S q r t (x) ; 
return . . . ; 
} 
p r i v a t e void p r e c o n d i t i o n S q r t (double x) { 
if ( (x >= 0.0) = f a l s e ) { 
throw new Runt imeExcept ion ( 
"precondi t ionSqrt : contrat 
} 
} 
} 
e s t >x >= 0 . 0 » m a i s x - = " + x) ; 
A.2 Template utilise pour generer des Aspects com-
patibles avec AspectJ 
// START ASPECT TEMPLATE 
$ASPECT_COMMENT$ 
public privileged aspect $ASPECT_NAME$ { 
$NEXT_INNER_ASPECT$ 
} 
// END ASPECT TEMPLATE 
// START $NEXT_INNER_ASPECT$ 
$INNER_ASPECT_COMMENT$ 
static aspect $INNER_ASPECT_NAME$ { 
$P0INTCUT_DEF$ 
$ADVICE_DEF$ 
$JAVA_METH0D_DECLARATI0N$ 
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} 
// END $NEXT_INNER_ASPECT$ 
// START $P0INTCUT_DEF$ 
pointcut $PC_NAME$($PC_INSTANCE$ $PC_METHOD_ARGS$) : 
execution($METHOD_SIGNATURE$) && 
target($INSTANCE_NAME$) $PC_ARGS_CAPTURE$; 
// END $POINTCUT_DEF$ 
// START $PC_ARGS_CAPTURE$ 
&& 
args($METHOD_ARGS_NAME$) 
// END $PC_ARGS_CAPTURE$ 
// START $ADVICE_DEF$ 
$ADVICE_KIND$ : 
$PC_NAME$($PC_ARGS$) 
{ 
$ADVICE_B0DY$ 
} 
// END $ADVICE_DEF$ 
// START BEFORE $ADVICE_KIND$ 
before($INSTANCE$ $METH0D_ARGS$) 
// END BEFORE $ADVICE_KIND$ 
// START AFTER $ADVICE_KIND$ 
after($INSTANCE$ $METH0D_ARGS$) returning 
// END AFTER $ADVICE_KIND$ 
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