Abstract
Introduction
The idea of Six Degrees of Separation was first proposed by Frigyes Karinthy in 1929 as a work of fiction, in his short story Chains (Láncszemek). This theory proposed the idea that any two random people in the world can be connected to each other in no more than six intermediate steps. A step being a connection between two familiar individuals. As this theory gained popularity a lot of attempts have been made over the years to prove the same. The experiments are usually governed by a lot of dynamic factors like diversity of users, size, complexity, structure, depth, connectivity, and various other elements depending on the nature of the test network chosen. On an average the degree of separation found through various experiments ranges from 5.89 to 7.12.
In this paper we use the theory of six degrees of separation to present the idea for an application using which people can easily find other individuals who might belong to a particular organization, city or country. The main idea behind the development of this desktop application is bi-fold. First it will provide the average degrees of separation between each node in the database that will be calculated and updated regularly whenever a new link is searched for. This will give us a good estimate as to the validity of the theory. The second use of this application would mainly be to help people find others who might prove to be of benefit to them. For example a student from India planning on going abroad to a university for higher education can search for other people from his country who might already be studying in that particular university and get a firsthand account to all his queries. The application will also provide links as to how that user is connected to the search results if such a link within six degrees exists, which if nothing can turn out to be a fun link finding game to say the least, similar to the game six degrees of Kevin Bacon [1] .
Figure 1. Six Degrees of Separation
The computing logic used in our application makes use of two dimensional bi-direction search algorithm. There are various reasons as to why we chose this algorithm some of them being that the search domain for the establishment of the links is very huge and the number of comparisons that are needed to be made grow exponentially as the depth of the links increase. Also there is no proper decision making process at junctions that eliminate a considerable amount of nodes. These factors lead to the need of large amount of computations and transactions. As we are planning to release our application for the general public we have decided to stick with a single algorithm to avoid unexpected exceptions and maintain consistency. The best algorithm that suits our case is two dimensional bi-direction search which usually performs better than other search algorithms like Depth first search, Best first search and Breadth first search, although this might not always be true.
The rest of this paper is structured as follows. In Section 2, we go on to describe the related works in the field of six degrees of separation. In Section 3, we explain our problem statement and the work that we are presenting in this paper. Moving further in Section 4, we talk about the design and implementation of our application. In Section 5, we talk about the experimental results that we obtained followed by the conclusion in Section 6. Finally in Section 7, we end this paper with the future work that we hope to perform in this field.
Related Works
In a study the validity of six degrees of separation was tested by making use of Facebook users and utilizing ant colony optimization. Their experiment showed an average separation of 5 degrees between their test subjects [2] . An instant messaging system was established to provide online-chatting services for people so as to collect their social relationship information. Routing algorithms and damping factors were applied to the system so as to prove the theory's validity [3] . Another experiment performed by [4] made use of new search techniques to obtain optimal solutions to prove the validity of six degrees of separation on twitter.
Mathematical modeling and online measurements were used to validate the application of six degrees of separation in online societies. The minimum diameter problem in graph theory is applied to calculate the maximum and average number of connections between any two online users [5] . In another experiment by [6] the use of complex network analysis was made to obtain the collaboration pattern at research, institute and state levels by forming corresponding networks based on the number of grants collaborated.
Facebook [7] , the popular social networking website had an application named "Six Degrees" which was developed by Karl Bunyan. The average separation between all the users was 5.73 and the maximum was found to be 12. The application was however shut down in June 2009 due to Facebook's caching policy issues which allowed sharing its resources for only 24 hours thus causing appreciable variations in the calculated degrees of separation. Facebook itself released an in depth analysis using probabilistic algorithms which concluded that out of 729 million users with 69 billion friendship links the degree of separation between any two user was a mere 4.74.
SixDegrees.com [8] was a first of its kind social networking site that was functional between 1997 and 2001. It had almost 3,500,000 registers users who were connected through personal acquaintances, friends, family members etc. up to 3 degrees of separation. It eventually became dysfunctional in the late 2000 as the concept of the site did not attract much public attention.
LinkedIn [9] , the statistically designed corporate centered social net working site partially makes use of the six degrees of separation and displays the links or connections up to 3 degrees. This site enables the user to search professionals based upon the desired characteristics and communicate with them. The first step of communication is getting connected to a strong link which is the 1st connection. This is the immediate friend of the user. The weak links or the 2nd and 3rd connections are then established when the user enters their network. This enhances the ease of communication and builds a strong professional network of the person.
A lot of application are present online which use the concept of six degrees of separation in different ways, however we have not found any of them t o be working in a manner similar to our application which tries to search for people based on input parameters and provide the corresponding six degree link between the user and the search results.
Two Dimensional Bi-direction Search
Since in our application we are dealing with a very large search domain, our main objective while selecting the algorithm was to minimize the time taken to establish a valid link from the user to the target. The time taken to establish a link can depend on various factors like the depth of the target, connectivity of the nodes, complexity of the domain, diversity and various other dynamic factors.
Two dimensional bi-direction search is capable of moving in both the direction in the search domain, which means we can search for links from the user to the target and also from the target to the user simultaneously. This is beneficial for us as it helps to reduce the depth that each search side has to visit.
The algorithm can be simplified further and broken down into two sub algorithms executing for a single iteration alternately. This means that the whole program can run on a single thread. The division can be described as a non recursive depth first search algorithm initiating from the user and a non recursive breadth first search initiating from the target. Therefore since the algorithm as a whole is moving along two axes, hence the name two dimensional search.
Figure 2. Two dimensional bi-direction search
Now since the application is an implementation of six degrees of separation each search side is limited to a maximum depth of six levels. Since the maximum depth is six levels and the size of the search domain is vast, obtaining valid links between the user and the target can take very long when the target is placed at greater depths. This is the reason we have introduce two hash tables that keeps record of all the nodes examined by both the search directions. Whenever a new node is visited by either of the search direction it is compared to the nodes present in the hash tables. An element known as a pivot keeps track of all the nodes inside the hash tables of both the search sides and returns a concatenated valid link whenever there is a common node found in both the hash tables. A valid link will also be returned if either side reaches its target because both the source and target are included in their corresponding hash tables.
Even after all these attempts to optimize the link finding process, it is frequently observed that the final link obtained may not be optimal. This means that the degrees of separation between the user and the target found may not be the smallest possible link in the search domain. This is one of the most common situations that arise while executing our algorithm since it only searches for a single link. To prevent this we implemented the concepts of heuristic ranking. This is a concept which helps the algorithm to decide which path to take out of the several paths that extend from a junction node. Since our database stores the information about the users as attributes such as the organization they work in, their state, their current city and their country. We decided to prioritize the path taken at a node junction based on similar attributes between the current node and the target node in the following manner:
Priority: country>organization>current city>state There is no concrete evidence that proves the validity of this ranking scheme, but it was found to yield faster links in most of the cases that we compared. This method of heuristic ranking even though it helps to reduce expansion of nodes, makes use of transactions with the database at each new node the algorithm visits, which sometimes increases the time taken to establish the links. Also since the search domain is very large, similarity in attributes can only be expected at greater depths near the end of the links. Therefore all the heuristic transactions made near the beginning of the links at shallow depths usually just end up increasing the total time needed to establish a link from the user to the target.
Also the extent to which the search domain is connected cannot be determined beforehand. This complex connectivity often leads to the formation of cycles which are invalid links between the user and the target and should be ignored. This is achieved by maintaining a look-back table which keeps the record of all the nodes visited for the present link by the search algorithm. These tables are very similar to the hash tables and help us to check any new node the algorithm visits against the nodes in the look-back table. If any new node matches a node in the look-back table it is ignored and therefore the algorithm prevents the formation of a cycle. Preventing the formation of cycles is very important as it leads to a significant increase in the time taken to find the links and also amounts to unnecessary increase in the degrees of separation between the user and the target which should be minimized at all cost.
Design and Implementation
The designing of our application is done using java on the front end and MySQL as the database which works at the backend. For the purpose of testing and obtaining results we asked for volunteers who would use our application to register themselves and add their friends on their profile. If their friends were not present on our database we created a small interface which would easily let them enter the details of their friends who would then become available on our database as well. At the beginning of the test of this application we had 305 volunteers who agreed to use the application and populate our database. The total population of our database rose to 515 through indirect additions by the volunteers. The average number of friends for each user during the experiment was 23.
Our application aims to achieve two objectives, first to establish links between the user and the target and second to count the average degrees of separation between each user in our database which would be updated dynamically whenever someone searches for links. To achieve these objectives we could either obtain a single link between the user and the target or we could let the algorithm run for as long as it takes to find all the links. The decision to go with the latter would give us an accurate value for the average degrees of separation between all nodes in our database. This is because by finding all the links we will be able to choose the smallest degree of separation between any two nodes and use it to find the average value for the whole database. But searching in this manner would take very long execution time to complete a single request from a user. This time was sometimes found to exceed 30 minutes which is not acceptable as no user will wait for that long to get an output from the application. Therefore we decided to stop the execution of the algorithm as soon as a link was found. This would mean that the search time would come down as acceptable and the value for the average degrees of separation would have to be compromised. Now as stated earlier our application is also dedicated to finding people in our database based on entered attributes like organization or current city. A user can easily find people belonging to a particular university, organization or town and see how they our connected to them. The need for doing this could be numerous as the user might not directly be in touch with the target but might need their assistance or the target might be the right person to answer the user's questions. Our application is designed to satisfy these criteria where we allow the user to search our database based on certain specific attributes like organization and then try to connect the user with the selected search results, if such a link between them exists within six degrees of separation.
The algorithm used for our application is given below.
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Algorithm
Input user,target; key=1;permit_1=1;permit_2=1; next_node_1=user; next_node_2=target; while(link not found and result set not empty) { while(key=1){ next_node_1=dfs(permit_1,next_node_1); next_node_1=look_back_1(next_node_1); hash_table_1(next_node_1); if(pivot){ concat(pivot); end; } key=0; } while(key=0){ next_node_2=bfs(permit_2,next_node_2); next_node_2=look_back_2(next_node_2); hash_table_2(next_node_2); if(pivot){ concat(pivot); end; } key=1; } }
Experimental Results
To obtain the experimental results we decided to find the links between every node in our database. This would provide us an average value of the degrees of separation that holds for our database and also give us the performance parameters of our algorithm like average runtime for various degrees, average nodes visited for various degrees and average nodes rejected for various degrees.
The use of heuristic priority and look-back tables in our algorithm has to a considerable extent decreased the search time taken to find the link between the user and the target. To demonstrate this we have taken a case in which the degree of separation extends up till the 6 th degree and calculated the execution time. It was found that the algorithm without heuristic priority fetched a runtime 28.11% more than when the algorithm was executed with heuristic priority. The output of the test case is shown below in Figure 3 Figure 5 gives us the average time taken to find the links between the nodes at various degrees of separation. As expected, for degrees of separations 1, 2, 3 and 4 the time taken is minimal. The time taken becomes noticeable from the 5 th degree where it reaches an average value of 100 seconds. It increases further more for the 6 th and the last degree of separation by approximately 3 times to a value of 315 seconds. This is in accordance to what was expected as the number of transactions requested by heuristic priority increases as the number of nodes increase. Figure 6 gives us an estimate about the average number of nodes visited by the algorithm while finding the links between the nodes for various degrees of separation. A significant increase can be observed for the next degree of separation as the number of nodes that could be potential targets increases exponentially at every level. The next graph shown below in Figure 7 gives us an average estimate of the number of nodes that the algorithm rejects at each degree of separation. The values for 1 st and 2 nd degree are negligible as expected since almost all the nodes are a potential target. At higher levels we can observe that the use of heuristic priority helps to eliminate a lot of nodes which could not have possibly led to the target. The use of look-back tables also come to play here as they eliminate all the nodes that could have led to the formation of cycles.
The experimental values we received look quite optimistic but we also have to keep in mind that our search domain was restricted to a small database. In situations when we are dealing with a larger database we might have to optimize our algorithm further to get similar results. The average value for the degree of separation for our database was found to be 5.21 which is in accordance with the theory of six degrees of separation. 
Conclusion
The idea that anyone in the world can be connected in six or less steps was enough to motivate us to look for its application in real life. Upon extensive research we came up with this idea to help people connect better with others using their common friends. Our application does a good job to achieve this but as the proper implementation of six degrees of separation requires a large search domain that is well connected, our application would fail to utilize the true meaning of "six degrees of separation" for every user without a well populated database.
Also the use of various optimizing techniques such as hash tables, look-back tables and heuristic priority enables our algorithm to get search results quite fast but this is only tested on a small database, which we feel may need a lot more optimization in future while dealing with a larger database.
Future Works
The present application that we have developed which is available on the internet makes use of a free database hosting facility. Since we have used a free service the number of transactions per second is very limited and often not enough to obtain a valid result before connection timeout. Therefore because of transaction limitations we would like to use dedicated database service for our application in the future. This would ensure that more number of users will be able to simultaneously use our application and query our database without having to face connection timeouts.
Also the java desktop application is not very appealing nowadays since we are living in an online age. Thus we would like to take our application further and make it available in the form of a website, which will make it even more convenient for people to access and use it.
In future we would also research into ways to make our algorithm obtain search results faster by implementing dynamic ranking techniques. These ranking techniques dynamically evaluate the best appropriate node that should be taken from the present node based on previous search results.
