Introduction
Both XML-relational systems and native XML systems support creating XML wrapper views and querying against them. However, update operations against such virtual XML views in most cases are not supported yet.
Two problems concerning updating XML views need to be tackled. First, update translatability concerns whether the given update to the view can be achieved by updates on the base data without any view-side-effect [1, 6, 8] . This base data storage typically may be a relational database or a native XML document. Second, we need to devise an appropriate translation strategy, namely, assuming the view update is indeed translatable, how to map the updates on the XML view into the equivalent SQL updates or XML document updates on the base data.
The second issue, the translation strategy, has been studied in recent works [3, 4, 10] . Under the assumption that the given update is translatable, [3, 4] propose an approach to convert the XML into the relational view update problem. [10] studies the performance of executing translated updates. Our work here is orthogonal to these works by addressing new challenges related to the decision of translation existence when no particular restrictions have been placed on the defined view for the update translatability study. That is, in general, conflicts in schema and data are possible and a view cannot always be guaranteed to be revert-able [11] , nor well-nested [3, 4] -as assumed by these prior works.
This update translatability issue is important in terms of both correctness and performance. Without translatability checking, blindly translating an XML view update into relational updates can be dangerous. Such blind translation may result in view side effects. To identify this, the view before and after the update would have to be compared as done in [9] . To adjust for such an error, the view update would have to be rejected and the database would have to be recovered for example by rolling back. This would be rather time consuming, depending on the size of the database. By performing an update translatability analysis, such ill-behaved updates could instead be identified early on and rejected. Thus it would clearly be less costly.
Based on the notion of data provenance (lineage) -the description of the origins of each piece of data in a view, recent works [5, 7] indicate a loose connection between the concept of provenance and the view update problem. However, these works do not answer the questions important to update translatability such as (i) whether the provenance is the correct translation and (ii) if it is not, whether there exists at least one (other) correct translation?
In this paper, we propose a general framework called U-Filter to assess the translatability of an update over an arbitrary XML view of a relational database,i.e., a view for which various schema level and data level conflicts potentially exist. U-Filter represents a practical approach that could be applied by any existing view update system for analyzing the translatability of a given view update before translation of it is attempted. Fig. 1 shows a running example of a relational schema and sample data of a book database. User-specific XML wrapper views ( Fig. 2) can be defined on top of it. Fig. 3 shows several examples of view updates using an XQuery "like" update syntax [10] . Fig. 3 Useful for advanced user.
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U-Filter: Our Approach for View Update Checking
The above examples illustrate that potential conflicts at both the schema or the data level can affect the translatability of a given view update. To address these factors we propose a lightweight view update checking framework called U-Filter. It generates an Annotated Schema Graph (ASG) to model the constraints from both the view query and the relational schema. ASG is then extensively used by two steps of schema-level (and thus very inexpensive)
checking. Only when necessary, more expensive checking requiring the base data to be accessed is employed. The first update validation step identifies whether the given view update is valid according to the view schema, which can be pre-defined [2] or be inferred from the view definition query and the base relational schema knowledge. The problem in Example 1 is identified by this step.
In the second step, called schema-driven translatability reasoning, any valid update from Step 1 is further examined. Here the potential view side effects are checked, which can be caused by different reasons such as (i) foreign key constraints conflicting with the view structure or (ii) base data duplication in the view. This compiletime check only utilizes the view query and the relational schema. Example 2 is identified to be not translatable here. Our earlier works [11, 12, 14] describe the theoretical foundation and practical algorithms for this step.
Updates that passed the previous two steps could potentially still conflict with the base data (Example 3). In our third step, the run-time data-driven translatability checking, such conflicts will be identified. This check can only be resolved by examining actual base data. This is typically rather expensive. Hence it is practical to employ this only after the prior check steps have already been considered and the update has successfully passed these filters. Fig. 4 shows the overall framework of U-Filter. We present algorithms and optimizations for each step of UFilter in [13] . It guarantee to filter out all XML updates that cannot be translated. The remaining updates are fed to the update translation engine, which then can generate the corresponding SQL update statements.
Conclusions
In this paper, we have proposed a lightweight framework, called U-Filter, that solves the full spectrum of the XML view update translatability problem. A three-step translatability checking process is used to guarantee that only translatable updates are fed into the actual translation system to obtain the corresponding SQL statements. Our solution is practical since it does not require any additional update capability from the relational database. Our solution is efficient since we perform schema-level (thus very inexpensive) checks first, while utilizing data-level checking only as the last step. 
