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Abstrakt
Oversættere til programmeringssprog som for eksempel C/C++ og Java har en indbygget statisk ty-
pekontrol. Denne typekontrol sørger for at analysere programmer for typefejl. Forma˚let med den sta-
tiske typekontrol er at typede programmeringssprog bidrager til, at der forekommer færre køretidsfejl
i programmer sammenlignet med utypede programmeringssprog. Det undersøges i rapporten i hvilket
omfang statisk typekontrol kan overføres til et utypet scriptsprog. Undersøgelsen er udført ved at skri-
ve et program som udfører en statisk typekontrol af PHP-programmer. Programmet har været udsat
for en række testkørsler for at belyse styrker og svagheder ved statisk typekontrol af utypede script-
sprog. Vi konkluderer, at vi i samme omfang som statisk typekontrol for typede sprog, kan anvende
statisk typekontrol til at analysere scriptsprog med dynamisk typekontrol for typefejl. Det sker dog pa˚
bekostning af fleksibilitet i de utypede scriptsprog.
Nøgleord: datalogi, typer, typekontrol, typeudledning, typerekonstruktion, typesystemer, oversætter,
programmeringssprog, PHP.
Abstract
Title: Type analysis of PHP scripts.
Compilers for programming languages such as C/C++ and Java have a built-in static type check.
It’s common to use this kind of type check to analyze programs for type errors. The purpose of the
static type check is that typed programming languages contribute to less the occurrence of less run-
time errors, compared to untyped programming languages. In this report, we study to what extent
static type check can be used for untyped script languages. The study has been conducted by making
a program, which make a static type check of PHP-programs. The program has been tested with a
number of test programs, to expose strengths and weaknesses in static type check of untyped script
languages. We conclude that a static type check can be used to analyze script languages with dynamic
type check for type errors, to the same extent as static type check can be used to for typed languages.
However, this happens at the expense of flexibility in the untyped script languages.
Keywords: computer science, types, type check, type inference, type reconstruction, soft types, type
systems, compilers, programming languages, PHP.
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Forord
Denne rapport er udarbejdet som en del af et 2. semesterprojekt pa˚ Naturvidenskabelige Basisuddan-
nelse ved Roskilde Universitetscenter. Der er i denne sammenhæng udviklet et program i Java, som er
vedlagt pa˚ den medfølgende CD-ROM.
Rapporten er lavet indenfor semesterbindingen “Modeller teorier og eksperimenter i naturvidenskab”.
Hertil valgte vi en problemstilling indenfor datalogi der omhandler statisk typekontrol af scriptsprog
med dynamisk typekontrol.
Rapporten er sat i LATEX, og med mindre andet er angivet er figurer udarbejdet af projektgruppen.
Rapporten kan hentes i PDF-format fra http://www.rucsdigitaleprojektbibliotek.dk
Tak til Mads Rosendahl for inspiration og vejledning gennem hele projektarbejdet.
Læsevejledning
Rapporten er overordnet opdelt i fem hoveddele:
• Teori
Kapitel 2, “Syntaksanalyse”, og kapitel 3, “Typer og typesystemer”, introducerer den generelle
teori for problemstillingen. Hvis læseren allerede er bekendt med dette stof, kan det udelades.
• Analyse
Kapitel 4, “Analyse”, og kapitel 5, “Programmeringsovervejelser”, analyserer problemstillingen
ud fra hhv. en abstrakt og teknisk synsvinkel. Kapitlerne er en smule lange og omstændelige for
at fa˚ afdækket problemstillingen pa˚ en ordentlig ma˚de.
• Program
Kapitel 6, “Programbeskrivelse”, og kapitel 7, “Kørselsvejledning”, beskriver opbygningen af det
program som er udviklet pa˚ baggrund af analysen.
• Resultater
Kapitel 8, “Afprøvning og erfaring”, giver dels dokumentation for at programmet fungerer i over-
ensstemmelse med analysen, og dels undersøger vi styrker og svagheder ved analysen, som en
almindelige afprøvning ikke afslører.
• Diskussion/Konklusion
Datalogi er et fagomra˚de som tit oversvømmes af engelske ord. For at gøre teksten mere læsbar, har vi
tilstræbt at bruge danske betegnelser og kun na˚r en dansk betegnelse enten ikke findes eller det højne
forsta˚elsen, har vi brugt de engelske betegnelser. Vi angiver dog den engelske betegnelse efter vigtige
begreber, som fx typeudledning (eng. type inference).
Vi har ogsa˚ lavet en ordliste, sa˚ læseren hurtigt kan fa˚ forklaringer pa˚ begreber anvendt i løbet af
rapporten.
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Kildekode konventioner
Kildekoden til programmet vi har udviklet er kommenteret i JavaDoc format. Vi har anvendt engelske
navne i selve kildekoden, hvis eventuelle andre programmører verden over skulle fa˚ lyst til at arbejde
videre fra hvor vi har sluppet. Det anbefales at kildekoden først gennemlæses efter gennemlæsning af
kapitel 6, “Programbeskrivelse”.
Litteraturhenvisninger
Vi har to litteraturlister – en referenceliste med bøger, artikler og websider vi refererer til gennem
rapporten, og en liste over supplerende litteratur som vi ikke har henvist til, men som har været
anvendt under projektarbejdet.
Faglige forudsætninger
Vi forudsætter at læseren har kendskab til datalogi svarende til datalogikurserne (Datalogi A, B og
C) pa˚ den naturvidenskabelige basisuddannelse ved Roskilde Universitetscenter, samt besidder en vis
portion matematisk modenhed. Kendskab til PHP og scriptsprog generelt vil være en fordel men ikke
en forudsætning.
Kapitel 1
Introduktion
Der er et utal af eksempler pa˚, at fejl i software i dag koster samfundet mange penge. Sikkerhedshuller
i emailklienter betyder at virus kan inficere millioner af computere verden over, og gøre lige sa˚ mange
brugere helt eller delvis uarbejdsdygtige. Der er derfor en stor interesse i at finde huller og forbedre
sikkerheden for trafik pa˚ internettet, lokalnet og i software.
En af mange fejl kan være fejl i kildekoden. Vi har i denne rapport beskrevet en kategori af fejl, som
hedder typefejl. Et sprog uden typekontrol vil ikke nødvendigvis give fejl, hvis en programmør har
lavet et program med fejl. Problemet er, at det er svært at forudsige hvordan fejlbehæftede program-
mer griber ind i komplekse strukturer, hvor mange programmer er afhængige af andre programmers
databehandling. Den manglende typekontrol i scriptsprog afskærer programmøren fra at finde og ret-
te selv meget a˚benlyse programmeringsfejl, som han nemt kunne rette hvis et typekontrol-program
kunne detektere denne simple fejl.
Rapporten indeholder en analyse af problemet, og der er fremstillet en løsning til typekontrol af
programmeringssproget PHP. Da det er en omfattende opgave at fremstille et sa˚dant program, sa˚ er
løsningen begrænset til en mindre del af PHP.
1.1 Problemformulering
I hvilket omfang kan man anvende statisk typekontrol til at analysere scriptsprog med dynamisk type-
kontrol for typefejl ?
1.2 Metode og afgrænsning
Vi har valgt at undersøge det problem, som rejses i problemformuleringen, dels ved studier og dels ved
at skrive et program i Java med det forma˚l at fange typefejl i scriptsproget PHP. Vi kalder programmet
PHPTypeChecker. PHPTypeChecker er testet eksperimentelt, og ud fra disse studier og tests er der
givet en konklusion pa˚ arbejdet.
Studierne i dette projekt skal finde løsninger til to hovedopgaver i forbindelse med at skrive PHPType-
Checker:
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• Find typer i PHP. Det er nødvendigt at kende til teorier om grammatikken i programmeringssprog
for at være i stand til at finde og analysere typer i PHP.
• Udfør typekontrol. De teorier som ligger bag begreberne type, statisk typekontrol og dynamisk
typekontrol giver baggrund for at forsta˚ hvad typekontrol er.
Gennem arbejdet med studier og skrivning af PHPTypeChecker har vi indset, hvilken stor opgave vi har
pa˚draget os. Det har vist sig nødvendigt at skære opgaverne til, sa˚ vi kunne fa˚ en anvendelig løsning
pa˚ den tid som er givet til projektet. I analysedelen er givet en teknisk beskrivelse af tilskæringen.
1.3 Semesterbinding
I 2. semester pa˚ den naturvidenskabelige basisuddannelse pa˚ Roskile Universitetscenter skal projektet
laves indenfor semesterbindingen Modeller, teorier og eksperimenter i naturvidenskab.
I denne rapport beskrives emner i relation til typekontrol. Ud fra den valgte problemformulering har vi
valgt at efterprøve en model for typekontrol ved at fremstille et program, som løser en begrænset del
af det valgte problem, nemlig typefejl i scriptsproget PHP. For at løse opgaven var det nødvendigt at
udføre et større analysearbejde for at opna˚ indsigt i hvordan et programmeringssprog er konstrueret.
Gennem faser med analyse, design, model og afprøvninger er forskellige aspekter af oversætterteori
behandlet i teori og i praksis. Oversætterteori er en central og grundlæggende disciplin inden for
datalogi.
I modellen er det beskrevet hvordan vi udfører en egentlig typekontrol ud fra en norm for, hvad vi
mener god programmeringsskik er. Ud fra analyser af en voksende mængde af problemer, er der i
rapporten redegjort for de valg, der er truffet. I analysen er der udviklet en model for typeanalyse,
som er et af resultaterne for arbejdet med oversætterteorien. I afprøvningen af det udviklede program
er det pa˚vist, at modellen for løsning af problemet kan bruges til at finde den begrænsede mængde af
fejl, som vi ønskede at finde.
I konklusionen og i diskussionen diskuteres det generelle spørgsma˚l i problemformuleringen. Som
nævnt i introduktionen er der store anvendelsesmæssige perspektiver i fejlsøgning af programmer.
Kapitel 2
Syntaksanalyse
I kapitel 2 og 3 beskrives teori for syntaksanalyse og typer. Forma˚let med disse to kapitler er at give
en fornuftig baggrund for at modellere programmet PHPTypeChecker, som beskrives fra kapitel 4 og
frem. Funktionen for PHPTypeChecker er at finde typefejl i PHP kildekode. Programmet behandler
koden i to trin: først udføres en syntaksanalyse. Her afgøres det om koden er skrevet i sætninger som
PHPTypeChecker genkender. Hvis dette er sandt, sa˚ analyseres koden for typefejl.
Tekststreng → Leksiksalsk analyse → Syntaksanalyse → Typekontrol → Svar
I dette kapitel beskrives leksikalsk analyse og syntaktisk analyse. Forma˚let er at afgøre om en tekst-
streng kan genkendes som sætninger der følger reglerne for PHP. Hvis dette er muligt, sa˚ repræsenteres
kildekoden i et abstrakt syntakstræ.
2.1 Kontekstfrie sprog
I dette afsnit beskrives egenskaber ved programmeringssprog, Chomskyhierarkiet og begrebet kon-
tekstfrie sprog. Programmeringssprog er formelle sprog, som har følgende egenskaber:
• Et programmeringssprog indeholder et endeligt antal ord.
• Alle ord i programmeringssproget er dannet ud fra et alfabet med et endeligt antal tegn.
• Syntaksen i programmeringssproget kan beskrives ud fra en formel grammatik.
Noam Chomsky udgav i sidste halvdel af 1950’erne to vigtige bøger om sprog og semantik. I disse
bøger findes blandt andet en kategorisering af formelle sprog, som kaldes Chomsky hierarkiet. I tabel
2.1 vises en oversigt over Chomsky hierarkiet. Efter Chomsky er der arbejdet videre pa˚ hans sprogte-
orier. Type 2, kontekst-frie sprog, bruges til at beskrive mange programmeringssprog, og er relevant i
forbindelse med studier af PHP. En beskrivelse af alle fire typer i tabel 2.1 falder uden for rammerne
af dette projekt.
2.1.1 Backus-Naur form og udledning
Dette afsnit er en kort introduktion til BNF og udledning, som bruges i næste afsnit om grammatik. En
kontekst-fri grammatik til programmeringssprog kan udtrykkes ved et sæt produktionsregler. I megen
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Type Sprog Grammatik
0 Formel grammatik Rekursivt numerable
mængder
1 Kontekst-sensitive Formel grammatik med
kontekst-sensitive regler
2 Kontekst-frie Formel grammatik med
kontekst-frie regler
3 Regulære Regulære udtryk
Tabel 2.1: Chomsky hierarkiet (Martin, 1997, side 328)
litteratur om programmeringssprog bruges et internationalt standardsprog til at udtrykke produktions-
regler, som hedder Backus-Naur form (BNF). BNF svarer til kontekstfri grammatikker i udtrykskraft.
Efter udviklingen af BNF er der fremstillet forskellige udvidede Backus-Naur former (EBNF = Exten-
ded BNF), som svarer til BNF, men har en kortere form og symboler som ikke er standardiserede. I
BNF og EBNF indga˚r terminerende og ikke-terminerende symboler, som herefter kaldes terminaler og
nonterminaler.
1 Tekst := Sætning
2 Sætning := ε | Tal Tildeling Udtryk
3 Udtryk := Tal Operator Tal { Operator Tal }*
4 Tal := { Bogstav }*
| PosTal
| Ciffer0
| (Negation PosTal)
5 PosTal := Ciffer1-9 { Ciffer1-9 | Ciffer0 }*
6 Operator := ’*’ | ’/’ | ’+’ | ’-’
7 Bogstav := [a-z] | [A-Z]
8 Ciffer1-9 := [1-9]
9 Tildeling := ’=’
10 Negation := ’-’
11 Ciffer0 := ’0’
Tegnforklaring
Alm. skrift Nonterminal.
Fed skrift Terminal.
Gentagelse { }* Udtryk mellem parenteser gentages fra nul til endeligt mange gange.
Definitionsseparator | Eet af udtrykkene mellem lodrette streger skal vælges.
Ingenting ε Inddata er en tom tekststreng.
Tabel 2.2: EBNF grammatik A
Et eksempel pa˚ udledning kunne være udledning af udtrykket a = 4−−1 + 3:
a = 4−−1 + 3 = (4−−1) + 3 = 5 + 3 = 8
2.1 Kontekstfrie sprog 13
2.1.2 Grammatik
Grammatik er studiet af de regler, som styrer brugen af et sprog. I datalogi er grammatikken for et
sprog et sæt regler for den ma˚de, som specifikke tegn fra en given tegntabel kan kombineres til sæt-
ninger i et program. Der er i Martin (1997, definition 6.1) givet en definition for grammatikker i
kontekst-frie sprog, som siger:
Definition 2.1. A context-free grammar (CFG) is a 4-tupleG = (V,Σ, S, P ), where V and Σ are disjoint
finite sets, S is an element of V , and P is a finite set of formulas of the form A → α, where A ∈ V
and α ∈ (V ∪ Σ)∗. The elements of V are called variables or nonterminal symbols, and those of the
alphabet Σ are called terminal symbols, or terminals. S is called the start symbol; and the elements of
P are called grammar rules, or productions.
Hvis denne definition sammenlignes med eksemplet i tabel 2.2, sa˚ ville terminalerne ”Tildeling”, ”Ne-
gation” og ”Ciffer0” være elementer i mængden Σ, og nonterminalerne Sætning, Udtryk, Tal, PosTal,
Operator, Bogstav og Ciffer1-9 ville være elementer i V . De 11 produktioner ville være elementer i
P, og Tekst ville være elementet i S.
Udtrykket A → α betyder at A, som tilhører mængden af nonterminaler, kan udledes af α. α er et
element i mængden af følger af nonterminaler og terminaler.
2.1.3 Definition af kontekst-frie sprog
I Martin (1997, definition 6.2) er følgende definition givet:
Definition 2.2. Let G = (V,Σ, S, P ) be a CFG. The language generated by G is
L(G) = {x ∈ Σ∗|S⇒∗G x}
A language L is a context-free language (CFL) if there is a CFG G so that L = L(G).
Definition 2.2 siger, at sproget L defineres ud fra en grammatik G. Leddet S⇒∗G x betyder, at start-
symbolet S kan udledes i nul til endeligt mange trin ved hjælp af G.
Udledning af udtryk som y → Gx, hvor x og y er elementer i V ∈ Σ∗, udføres ved at erstatte en
nonterminal v i følgen y med højresiden af en produktionsregel, hvor v sta˚r pa˚ venstresiden. Ved at
fortsætte med at erstatte symboler med produktionsregler, indtil følgen pa˚ højresiden kun besta˚r af
tegn i Σ, fa˚s at x ∈ Σ∗.
Der nævnes i Martin (1997), at hvis der generelt skal føres bevis for, at en CFG genererer et sprog, sa˚
skal det vises at følgende to udsagn gælder for CFG:
1. Enhver tekststreng i sproget kan udledes af grammatikken.
2. Enhver tekststreng, som ikke er en del af sproget, kan ikke udledes af grammatikken.
Det er ikke nødvendigt at bevise definition 2.1, da det er klart at grammatikken producerer det sprog
som ønskes.
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2.2 Flertydighed
Der forekommer ofte flertydighed i produktioner. Nogle flertydige produktioner er ”harmløse”, mens
andre flertydige produktioner kan skabe store problemer. I dette afsnit vil der blive redegjort for fler-
tydige produktioner, som giver problemer hvis der ikke tages hensyn til præcedens og associativitet.
Flertydighed er defineret i Martin (1997, definition 6.), som siger at:
Definition 2.3. A context-free grammar G is ambigious if there is at least one string in L(G) having
two or more distinct derivation trees (or, equivalently, two or more distinct leftmost derivations).
I grammatikken tabel 2.2 findes en flertydig produktion, som kan give mange fejlbehæftede resultater,
og det er produktionen Operator. Det er ikke angivet, om tabel 2.2 er højre eller venstreassociativ, men
i eksemplet under grammatikken er anvendt venstreassociation. Hvis grammatikken er venstreassoci-
ativ, sa˚ udledes udtrykket b = 8− 2 ∗ 3 sa˚ledes:
b = 8− 2 ∗ 3 = (8− 2) ∗ 3 = 6 ∗ 3 = 18
Hvis grammatikken er højreassociativ, sa˚ udledes det samme udtryk pa˚ følgende ma˚de:
b = 8− 2 ∗ 3 = 8− (2 ∗ 3) = 8− 6 = 2
Det ses, at der er forskel pa˚ højre og venstreassociation.
Produktionsreglen Operator i tabel 2.2 indeholder ikke regler for præcedens. De fire regningsarter
har lige høj præcedens. Hvis grammatikken skulle konstrueres, sa˚ den er i overensstemmelse med de
regler, som normalt gælder for matematik, sa˚ ma˚ grammatikken tage hensyn til følgende:
• Multiplikation og division har samme præcedens.
• Addition og subtraktion har samme præcedens.
• Multiplikation og division har højere præcedens end addition og subtraktion.
• For led med ovennævnte operatorer gælder venstreassociativitet.
Ovensta˚ende regler er implementeret i grammatik tabel 2.3, som er venstreassociativ. Det ses, at ope-
ratorpræcedens er indført i produktionsreglerne 3, 4, 9 og 10. Der er tilføjet symbolerne Led, Op1 og
Op2.
2.3 Leksikalsk analyse
Som nævnt i kapitlets indledning, sa˚ vil den første del af en syntaksanalyse være en leksikalsk analyse.
Denne funktion omtales ogsa˚ som en lekser eller en scanner. I den leksikalske analyse indlæses en
tekststreng, og hvert tegn i tekststrengen identificeres. Ved identifikatione undersøges, om tegnet er
”lovligt”, hvilket vil sige at tegnet tilhører den tegntabel, som syntaksanalysen benytter sig af. Sam-
menhængende symboler samles i symboler, og hele tekststrengen deles op i en symbolliste. Et symbol
tildeles en kategori, sa˚ledes at alle symboler har hver sin kategori, sa˚ledes at ethvert symbol er enty-
digt genkendt. Hvis der forekommer et eller flere symboler som ikke kan tildeles en kategori, sa˚ er det
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1 Tekst := Sætning
2 Sætning := ε | Tal Tildeling Udtryk
3 Udtryk := Led { Op2 Led }*
4 Led := Tal
| ( Tal Op1 Tal )
5 Tal := { Bogstav }*
| PosTal
| Ciffer0
| (Negation PosTal)
6 PosTal := Ciffer1-9 { Ciffer1-9 | Ciffer0 }*
7 Bogstav := [a-z] | [A-Z]
8 Ciffer1-9 := [1-9]
9 Op1 := ’*’ | ’/’
10 Op2 := ’+’ | ’-’
11 Tildeling := ’=’
12 Negation := ’-’
13 Ciffer0 := ’0’
Tabel 2.3: EBNF grammatik B
udtryk for at inddata indeholder ”ulovlig” tekst, altsa˚ tekst som ikk er defineret i det programmerings-
sprog som lekseren er fremstillet til.
2.4 Genkendelse og parsere
Grammatikken for et sprog besta˚r af produktioner for opbygningen af en eller flere sætninger. Pro-
duktionerne bruges af en parser til at kontrollere om en given tekst er indeholdt i sproget eller ej. At
parse en tekststreng betyder at genkende tekststrengen i forhold til et givent sprog, pa˚ samme ma˚de
som det er muligt at genkende om en person taler et sprog, som man selv kender. Pa˚ konstruktionsni-
veau udføres parsningen af en sætning eller et program sa˚dan, at parseren ”forsøger” at konstruere et
syntakstræ, som repræsenterer den givne tekststreng. Der er principielt to mulige udfald for genken-
delsesprocessen, og det er succes eller fiasko. Succes er et udtryk for, at det er muligt at konstruere
syntakstræet, og fiasko er udtryk for at det ikke er muligt for parseren at konstruere et syntakstræ.
Der er forsket en del i at finde effektive algoritmer til at udføre en genkendelse. Disse algoritmer stiller
specifikke krav til den CFG, som skal implementeres i parseren.
Parsere kan grupperes i tre kategorier:
• Generelle parsere
• Top-ned parsere, LR(k) Left to right Rightmost derivation.
• Bund-op parsere, LL(k) Left to right Leftmost derivation.
Bogstavet k betyder, at hvis parseren analyserer et symbol n, sa˚ skal parseren analysere k symboler
forud for at bestemme værdien af n.
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2.4.1 Generel parser
Generelle parsere er meget bredt anvendelige. Desværre er de ogsa˚ meget komplekse og langsomme,
sa˚ der anvendes normalt enten top-ned eller bund-op parsere.
2.4.2 Top-ned parser
En top-ned parser analyserer en tekst fra toppen, altsa˚ det symbol som er længst mod venstre. Top-ned
parsere kan ha˚ndtere en delmængde af de kontekstfrie grammatikker. En top-ned parser er normalt
nemmere at programmere end en bund-op parser. Den er typisk skrevet ved brug af rekursiv nedstig-
ning. En fordel ved en top-ned parser er, at den er nem at implementere. Der er dog mange kontekstfrie
grammatikker, der ikke kan parses med en top-down parser. Disse kan i stedet behandles af en bund-up
parser.
2.4.3 Bund-op parser
Det er muligt at afgøre om en kontekstfri grammatik kan implementeres ved hjælp af en bund-op
parser Martin (1997, side 225). Bund-op parsere anses for at være de mest effektive med hensyn til
kørselstid. En bund-op parser er normalt genereret af parser generatorer, da den er besværlig at skrive
manuelt (Watt & Brown, 2000).
2.4.4 Parser generatorer
Parsergeneratorer genererer parsere ud fra en grammatik. Den genererede parser kan anvendes til
oversættere og fortolkere. Parameteren for en parsergenerator kan være en repræsentation af et pro-
grammeringssprogs grammatik pa˚ BNF eller EBNF form. Der er forskellige typer af parsergeneratorer,
som varierer med hensyn til hvor stor en del af genereringen der er automatiseret. De genererer kode
til en fuldstændig oversættelse af sproget. Det er muligt at konstruere parsergeneratorer via et pro-
gram, da en stor del af processen kan automatiseres ud fra en grammatik. Der er givet eksempler pa˚
parser generatorer i afsnit 4.2.
2.5 Syntakstræ
Datastrukturen træ bruges til at repræsentere syntaksen for et program. Et træ med denne funktion
kaldes et abstrakt syntakstræ. I figur 2.1 ses et eksempel pa˚ et abstrakt syntakstræ for sætningen
x = 3 * (y - z)
I dette projekt bruges et abstrakt syntakstræ til at udføre typekontrol. I en oversætter er abstrakte
syntakstræer udgangspunktet for fejlkontrol, kodeoptimering og oversættelse til en anden form (ma-
skinkode eller andet).
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Figur 2.1: Syntakstræ for x = 3 * (y - z). (Kilde: www.redhat.com/magazine/002dec04/features/gcc/)
2.6 Afslutning
I dette kapitel er baggrunden beskrevet for leksikalsk analyse og syntaksanalyse. Der er givet defini-
tioner for grammatik, sprog og flertydighed, og der er vist eksempler pa˚ at flertydighed i produktioner
skal analyseres grundigt for at undersøge, om de kan generere potentielle fejl. Hvis der kan genereres
et syntakstræ ud fra en given tekststreng, sa˚ anvendes syntakstræet af det næste led i kæden, som er
typeanalysen. Typeanalyse beskrives i næste kapitel.
Kapitel 3
Typer og typesystemer
Dette kapitel introducerer begrebet type som overordnet set er en mængde af værdier med fælles
egenskaber, samt begrebet typesystem som overordnet set er en mængde af regler for tildeling af typer
i et program. Begreberne der introduceres i dette kapitel er generelle for scriptsprog sa˚vel som store
sprog som Java og ML1. Hele kapitlet danner grundlag for analysen (jf. kapitel 4) hvor vi afdækker
hvordan vi udfører en statisk typekontrol af PHP.
Vi beskriver først hvordan typer bruges pa˚ forskellige ma˚der i sprog. Dette er nødvendigt for senere
at have et overblik over hvordan begreberne hænger sammen. Vi uddyber dernæst begrebet type for
at kunne beskrive typersystemer og herunder forskellen pa˚ statisk og dynamisk typekontrol samt type-
udledning. Herefter gennemga˚r vi nogle mere specifikke begreber som typekonvertering og polymorfe
typer som er typer der repræsenterer en familie af typer. Tilsidst beskriver vi, at det er et uafgørligt
problem at bestemme om et program har en typefejl, men ogsa˚ hvorfor det stadig er interessant at
beskæftige sig med typekontrol.
Typer og typesystemer kan beskrives pa˚ vidt forskellige niveauer og med forskellig fokus. Den teori vi
gennemga˚r i dette kapitel, er kun de overordnede begreber inden for feltet, eftersom teorien hurtigt
bliver væsentlig mere kompliceret hvis man ga˚r lidt dybere.
3.1 Typede/utypede sprog
Sprog kan overordnet opdeles i to kategorier efter hvordan de anvender typer eller manglen derpa˚
(Cardelli, 1997):
• Typede sprog: En variabel kan antage en række værdier under eksekveringen af et program.
Hvis variablen kun kan antage en specifik type2 af værdier under eksekveringen, siges sproget
at være et typet sprog. Hvis en variabel har typen heltal (eng. integer) kan variablen eksempelvis
ikke antage værdier som er tekststrenge (eng. string).
• Utypede sprog Hvis en variabel kan antage en hvilke som helst type af værdi under eksekverin-
gen af programmet siges sproget at være et utypet sprog.
1ML er et funktionsorienteret programmeringssprog. Funktionsortienteret er her ikke at forveksle med fx C, PHP eller
Java. Alle er enten imperative eller objektorienterede programmeringssprog.
2Vi skal indtil afsnit 3.2 basere begrebet type pa˚ læserens almene opfattelse fra programmeringssprog.
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Typede sprog kan endvidere enten være eksplicit typet, hvorved typer angives i syntaksen for sproget,
eller implicit typet hvorved typer ikke nødvendigvis angives i syntaksen for sproget (Cardelli, 1997).
Tabel 3.1 giver eksempler pa˚ sprog indenfor hver kategori.
Typede sprog Utypede sprog
Eksplicit Java og C++ PHP, Basic og andre
Implicit ML scriptsprog (normalt fortolket)
Tabel 3.1: Eksempler pa˚ typede og utypede sprog.
3.2 Typer
Vi har i ovensta˚ende afsnit anvendt begrebet type lidt løst, men det er nu tid til en mere klar definition.
En type er en mængde af værdier, som opfører sig ensartet under nogle bestemte operationer. En type
er altsa˚ defineret ba˚de ud fra de mulige værdier, men ogsa˚ de mulige operationer pa˚ værdierne. Udtryk
i et programmeringssprog udtrykker en værdi, og har derfor ogsa˚ en type. Værdierne som et udtryk er
sammensat af, har hver især ogsa˚ en type. Alt der har en værdi, har altsa˚ en tilhørende type – hvad
enten den er eksplicit eller implicit angivet i syntaksen for sproget (man kan ogsa˚ komme ud for der
kun findes en universel type i et sprog).
Typer kan overordnet opdeles i (Watt, 1990, kap. 2):
• Grundtyper (eng. primitive types)
• Sammensatte typer (eng. composite types)
3.2.1 Grundtyper
Grundtyper er typer der ikke kan nedbrydes til simplere typer. Grundtyperne i et sprog kan være meget
forskellige fra grundtyper i et andet sprog, alt efter de opgaver som sproget er konstrueret til at løse.
Nogle grundtyper som findes i mange sprog er:
• Boolsk værdi (eng. boolean)
• Heltal (eng. integer)
• Decimaltal (eng. float, double eller real)
Som vi senere skal se i analysen (jf. afsnit 4.1.5), opfattes en tekststreng (eng. string) i PHP ogsa˚ som
en grundtype mens den i fx C++ opfattes som en type sammensat af typen tegn.
3.2.2 Sammensatte typer
En sammensat type besta˚r af simplere typer som fx grundtyper eller andre sammensatte typer. Ek-
sempelvis er tabel (eng. array) en sammensat type med elmenter af fx en grundtype. Sammensatte
typer kan ligesom grundtyper være meget forskellige fra sprog til sprog, men kan alligevel forsta˚s
ud fra nogle fa˚ begreber fra mængdelæren. I den følgende gennemgang er det vigtigt at holde sig
klart, at en type er en mængde af værdier. Fx er typen heltal den endelige mængde af værdierne
{. . . ,−2,−1, 0, 1, 2, . . .} med en nedre og en øvre grænse. Vi giver her tre eksempler pa˚ sammensatte
typer.
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Kartesiske produkt (funktionsparametre)
Det kartesiske produkt af to mængder A og B, skrevet A × B, er mængden af alle ordnede par (a, b)
hvor a ∈ A og b ∈ B (Lewis & Papadimitriou, 1998, s. 10). Eksempelvis er det kartesiske produkt
mellem mængderne {1, 2} og {3, 4} givet ved,
{1, 2} × {3, 4} = {(1, 3), (1, 4), (2, 3), (2, 4)}.
Parametre til en funktion kan opfattes som en enkelt tuple. En tuple er en ordnet mængde af værdier,
som fx (a, b, c) eller (b, a, c) hvor a, b og c er værdier. Typen af en tuple og derved ogsa˚ parametrene til
en funktion kan forsta˚s ud det kartesiske produkt. Det er lettest at forklare med et eksempel.
Eksempel: En funktion har en heltalsparameter og en decimaltalsparameter (jf. programeksempel 3.1).
De to parametre opfattes som en enkelt tuple, hvilket vil sige at funktionen tager tupler sa˚ som (1, 1.5),
(2, 6.4) og (3, 4.94) men ikke (1.3, 1) da tupler er ordnede.
Programeksempel 3.1: Funktion med en heltalsparameter og en decimaltalsparameter
1 boolean f(int i, float f) {
2 ...
3 }
Samtlige mulige tupler er givet ved alle de ordnede par (i,f) hvor i ∈ Heltal og f ∈ Decimaltal, eller
sagt med andre ord, det kartesiske produkt mellem heltal og decimaltal –Heltal×Decimaltal. Mæng-
den af samtlige mulige tupler kan overordnet betegnes som typen for tuplen og derved ogsa˚ typen for
funktionensparametrene (Watt, 1990, kap. 2). Flere parametre til en funktion klares pa˚ tilsvarende
ma˚de. Derved opna˚r man at specificere typen for funktionsparametre som en enkelt sammensat type3.
Afbildning (funktioner og tabeller)
En afbildning F , afbilder enhver værdi i mængden A (defintionsmængden) til en værdi i en mængde
B (værdimængden), og skrives F : A→ B.
Vi har brugt det kartesiske produkt til at beskrive parametrene til en funktion. Vi kan nu bruge afbild-
ning til at beskrive den samlede type for en funktion i et programmeringssprog. En funktion tager en
værdi med en given type, og returnerer en anden værdi med en given type – typerne kan ba˚de være
ens eller forskellige. Dvs. en funktion tager en værdi med e´n type A og afbilder den i e´n værdi med
typen B. Vi siger da, at funktionen har typen A→ B (Watt, 1990, kap. 2). Eksempelvis har funktionen
f i programeksempel 3.1 typen heltal × decimaltal→ boolsk værdi.
Tabeller kan ogsa˚ beskrives ud fra afbildninger, idet de afbilder værdier i en mængde af indeks (indeks-
mængden) til værdier i en anden mængde (komponentmængden). Man angiver typisk ogsa˚ antallet af
elementer i indeksmængden som i fx Java hvor int[] a = new int[10] opretter en tabel med 10
elementer i indeksmængden og heltal i komponentmængden (Watt, 1990, kap. 2). Vi angiver typen af
en tabel med elementtypen i parentes efter tabel, som fx tabel( heltal ).
3Det bør for god ordens skyld nævnes at det kartesiske produkt ogsa˚ bruges til at specificere typen for fx structs i C
eller records i Pascal (Watt, 1990, kap. 2).
3.3 Typesystemer 21
Rekursive typer (træer)
Rekursive typer er typer hvor typen er en del af sin egen type. Rekursive typer bruges fx til lister og
træer. Eksempelvis besta˚r knuder i et binært træ af to værdier af samme type som knuden, og en enkelt
værdi med data for knuden.
3.2.3 Typespecifikke operationer
Typer er normalt associeret med et antal operationer som er mulige at udføre pa˚ værdierne af en given
type. Anvendelse af en operation pa˚ værdier af en given typen, hvor operationen ikke er specificeret for
typen, giver ikke mening (Watt, 1990, kap. 2). Eksempelvis bruges punktum i PHP til at konkatenere
to tekststrenge, imodsætning til Java som bruger plus. Hvis man derfor fejlagtigt i PHP bruger plus
til at konkatenere to tekststrenge, vil operationen have en anden effekt. PHP er imidlertid “klog” pa˚
dette punkt, og konvertere de to tekststrenge til tal i stedet hvad end resultatet af denne konvertering
ma˚tte være.
3.3 Typesystemer
Vi har nu fa˚et en mere klar definition af begrebet type. Problemet er imidlertidigt, hvordan vi definerer
og sikrer at operationer ikke bliver udført pa˚ typer, hvor operationen ikke giver mening.
Hertil anvender vi et typesystem som er en mængde af regler for tildeling af typer til alle de forskellige
dele af et program (Aho et al., 1986, kap. 6). Typesystemer opstiller nogle regler som forhindrer at fx
operationer bliver udført pa˚ typer hvor det ikke giver mening. Eksempelvis vil et typesystem formentlig
opstille en regel for, at et heltal adderet med et heltal har typen heltal.
En typekontrol er en implementation at et givent typesystem for et sprog, og udfører altsa˚ selve kon-
trollen af et given program mens typesystemet beskriver reglerne for kontrollen. Til et givent sprog,
kan der sagtens eksistere flere typesystemer og dermed ogsa˚ flere typekontroller.
Typesystemer kan beskrives enten formelt eller uformelt. Vi har valgt at beskrive typesystemer ufor-
melt, idet en formel beskrivelse af et typesystem er unødvendig kompliceret, i forhold til hvad vi har
behov for. Fordelen ved en formel beskrivelse af et typesystem er, at man har mulighed for matematisk
at bevise at typesystemet er sikkert4 (Cardelli, 1997). I selve analysen (jf. afsnit 4.3) vil typesystemet
vi opstiller for PHP blive gennemga˚et, og na˚r vi fremover bruger begrebet typesystem, mener vi et
uformelt typesystem.
3.3.1 Typekontrol
For at sikre at reglerne i typesystemet bliver overholdt, ma˚ der udføres en typekontrol før enhver
operation i et program, for derved at sikre at operationen er meningsfuld. Typekontrol kan udføres
enten som en ren statisk typekontrol før et program eksekveres eller som en dynamisk typekontrolmens
programmet kører (Aho et al., 1986, kap. 6).
Statisk typekontrol I sprog med statisk typekontrol udføres kontrollen gerne af en oversætter. Enhver
variabel er tilordnet en type eksplicit angivet af programmøren5, og typen for et ethvert udtryk
4Dvs. der ikke forekommer køretidsfejl – hvad det nærmere vil sige beskriver vi i afsnit 3.6.1.
5Tilfældet hvor typen er tilordnet en variabel implicit ser vi pa˚ under typeudledning i afsnit 3.3.2
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i programmet kan udledes fra underudtryk. Operationer kontrolleres for om de er meningsfulde
for den given type. Eksplicit typede sprog (fx Java og C++) og statisk typekontrol bruges ofte som
synonymer i litteraturen (Aho et al., 1986; Watt, 1990), eftersom eksplicit typede sprog næsten
altid anvender statisk typekontrol.
Dynamisk typekontrol I sprog med dynamisk typekontrol udføres kontrollen mens programmet kører,
og det er værdierne som bærer typer og ikke variablerne. En variabel har ikke en bestemt type,
og kan derfor antage værdier af alle typer. Utypede sprog og dynamisk typekontrol bruges ogsa˚
ofte som synonymer i litteraturen (Aho et al., 1986; Watt, 1990), eftersom utypede sprog bliver
nødt til at anvende dynamisk typekontrol for i praksis at forhindre fejl fora˚rsaget af operationer
anvendt pa˚ typer de ikke giver mening for (jf. eksempel i afsnit 3.2.3).
Grænsen mellem statisk og dynamisk typekontrol er ikke altid lige skarp, eftersom visse kontroller
kun kan udføres dynamisk (fx i Java ved brug af typekonvertering – eng. cast ). Endvidere er det ogsa˚
muligt at udføre ren dynamisk typekontrol af et typet sprog, om end det kun ses sjældent.
3.3.2 Typeudledning
I eksplicit typede sprog angiver programmøren som omtalt i forrige afsnit typen af variabler og funk-
tioner. I implicit typede sprog udledes typen imidlertid for variabler og funktioner, hvilket kaldes ty-
peudledning (eng. type inference). Eksempelvis kan vi udlede fra $a = 1, at typen af $a er heltal.
ML er det klassiske eksempel pa˚ sprog med typeudledning, eftersom det ikke særlig ofte er nødvendigt
eksplicit at angive typer i ML6. Tabel 3.2 er en udvidelse af tabel 3.1 med begreberne statisk/dynamisk
typekontrol og typeudledning.
Typede sprog Utypede sprog
Statisk typekontrol Java og C++ Dynamisk typekontrol PHP, Basic og
(eksplicit) andre scriptsprog
Typeudledning ML (normalt fortolket)
(implicit)
Typerekonstruktion Problemstilling for
vores projekt
Tabel 3.2: Eksempler pa˚ sprog med statisk/dynamisk typekontrol, typeudledning eller typerekonstruk-
tion.
Vi ønsker i projektet at undersøge i hvilket omfang det er muligt at anvende statisk typekontrol til
analysere et scriptsprog med dynamisk typekontrol for typefejl. Problemet er altsa˚ lidt simpelt sagt, at
flytte PHP i tabel 3.2 fra cellen med utypede sprog til cellen med typede sprog. Dette problem minder i
høj grad om typeudledning og kaldes normalt for typerekonstruktion (Cardelli, 1997). Typerekonstruk-
tion er ikke et fuldstændig fastsla˚et fagterm, og andre engelske betegnelser for det er soft types eller
ad hoc types (Cartwright & Fagan, 2004). Vi har imidlertid valgt at anvende typeudledning i stedet for
typerekonstruktion, eftersom typeudledning er mere sigende.
6I praksis kan det dog være hensigtsmæssig, for at gøre kildekoden mere læsbar for andre.
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3.4 Typekonvertering
I visse tilfælde kan det være hensigtsmæssigt at konvertere en værdi fra en type til en anden – dette
kaldes typekonvertering (Aho et al., 1986, kap. 6). Eksempelvis vil det oftest give mening at konvertere
fra heltal til decimaltal, de steder det er nødvendigt. Hvis typekonverteringen foretages automatisk af
fortolkeren eller oversætteren kaldes det tvang (eng. coercion). Normalt vil fortolkeren eller oversæt-
teren kun gennemtvinge en typekonvertering hvis ingen informationer ga˚r tabt, som fx konvertering
fra heltal til decimaltal.
3.5 Polymorfe funktioner
Indtil nu har vi udelukkende omtalt et monomorf typesystem for typede sprog, hvor variabler og
funktioner har en unik type. Det er dog ikke altid hensigtsmæssig, eftersom en del algoritmer er
generiske, og kun i ringe grad er afhængig af typen af de værdier de opererer pa˚.
Programeksempel 3.2: Funktion der returnere det første element i en tabel.
1 int firstElement( int[] tabel ) {
2 return tabel[0];
3 }
I programeksempel 3.2 tager funktionen firstElement en tabel af heltal og returnerer det første
element. Typen for funktionen er givet ved tabel(heltal) → heltal. Imidlertid giver funktionen stadig
mening hvis vi istedet for heltal bruger tekststreng, og faktisk for næsten en hvilken som helst type.
Hvis α er en typevariabel, altsa˚ α kan antage en hvilken som helst type, sa˚ giver funktionen mening for
typerne tabel(α) → α. En funktion der opererer ensartet pa˚ en stor familie af relaterede typer, kaldes
en polymorf funktion. Vi implementerer ikke polymorfe funktioner for PHP, men undersøger i afsnit
8.2 hvilken betydning de kunne have for en statisk typekontrol af PHP.
For god ordens skyld bør vi nævne at polymorfi dækker over flere begreber og bruges fx ogsa˚ i objekt-
orienteret programmering. Vi skal dog ikke komme nærmere ind pa˚ det, eftersom det ikke er relevant
for projektet.
3.6 Perspektiv
Vi har foreløbigt kun beskæftiget os med de tekniske detaljer omkring typer og typesystemer og ikke
taget stilling til om de er gode egenskaber for sprog. For at komme nærmere et svar, beskriver vi i
resten af kapitlet hvad vi forsta˚r ved de følgende to begreber og hvordan typer og typesystemer kan
bruges som redskab i denne sammenhæng:
• Køretidsfejl og typefejl
• Sikkerhed
Som afslutning pa˚ kapitlet giver vi til sidst et bevis for, at det er et uafgørligt problem at bestemme
om et program laver en typefejl, men ogsa˚ hvorfor det stadigvæk kan betale sig at beskæftige sig med
typekontrol.
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3.6.1 Typefejl
Det overordnede forma˚l med indførsel af typer og typesystemer er at forhindre køretidsfejl og derved
gennemtvinge sikkerhed i sproget. Vi vil derfor kort skifte fokus fra typer og typesystemer til at beskrive
hvad vi forsta˚r ved køretidsfejl, typefejl og sikkerhed.
Køretidsfejl opsta˚r under udførelsen af et program, na˚r programmet prøver at udføre en ulovlig hand-
ling som fx at tilga˚ et ulovligt omra˚de i hukommelsen. Med ulovligt menes noget som ifølge sprogbe-
skrivelsen ikke er lovligt. En uendelige løkke er fx derfor ikke en køretidsfejl, eftersom det er en egen-
skab ved sprog, vi ønsker for at de ikke skal være for begrænsede. Cardelli (1997) opdeler køretidsfejl
i to kategorier:
1. Detekterede køretidsfejl som medfører at udførelsen af programmet standses øjeblikkeligt eller
der rejses en undtagelse (eng. exception) sa˚ fejlen kan blive ha˚ndteret.
2. Udetekterede køretidsfejl som ikke øjeblikkeligt medfører at udførelsen af programmet standes
men fortsætter. Først senere medfører køretidsfejlen uspecificeret opførsel i forhold til sprogbe-
skrivelsen.
I visse typede sprog som fx C/C++ og Java er det muligt at tilga˚ en tabel uden for dens grænser,
hvorved der opsta˚r en køretidsfejl. I Java detekteres køretidsfejlen og der rejses en undtagelse sa˚ fejlen
kan ha˚ndteres. I C/C++ detekteres fejlen imidlertid ikke, og giver derfor anledning til en udetekteret
køretidsfejl. Vi beskæftiger os med en særlig slags køretidsfejl, nemlig typefejl.
En typefejl er na˚r man anvender værdier, som om de har en anden type end de egentlig har. Vi beskæf-
tiger os udelukkende med simple typefejl som har at gøre med grundtyper og nogle fa˚ sammensatte
typer. Det er derfor ikke naturligt at komme ind pa˚ en mere kompleks diskussion om typefejl i fx
polymorfe funktioner eller objektorienteret programmering.
I PHP er det i princippet tilladt at anvende værdier som om de har en anden type end de har. Systemet
vil sa˚ vidt muligt søge at konvertere værdierne til de rette typer, sa˚ledes at fx ’10 æbler’ + ’7 dage’
giver værdien 17. Det vil imidlertid i mange sammenhænge være en fejl fra programmørens side, og
kan i den forstand opfattes som en typefejl. Det kan dog diskuteres, om det formelt set er en typefejl,
eftersom PHP i et vist omfang beskriver hvordan sproget vil reagere ved at konvertere værdien til den
rette type.
3.6.2 Sikkerhed
Utypede sprog som fx PHP udfører normalt dynamisk kontrol for derved at gennemtvinge sikkerhed7.
Sikkerhed for et sprog, handler altsa˚ om at forhindre køretidsfejl enten via statiske eller dynamisk
kontroller (tabel 3.3 viser skematisk oversigt over sikre og usikre sprog med hhv. statisk og dynamisk
kontrol).
Statisk kontrol Dynamisk kontrol
Sikker ML og Java PHP og Basic
Usikker C og C++
Tabel 3.3: Eksempler pa˚ sikre og usikre sprog (Pierce, 2002, kap. 1)
7Der findes enkelte varianter af Basic som er usikre, men det er praktisk besværligt at arbejde med disse sprog (Pierce,
2002, kap. 1)
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Sikkerhed i et sprog betyder ikke nødvendigvis at et program er velskrevet (altsa˚ opfører sig efter hen-
sigten – eng.well-behaved). I et velskrevet program forekommer der ingen udetekterede fejl. Yderligere
forekommer der ingen detekterede fejl som er bestemt, som værende forbudte8 (Cardelli, 1997). Det
kræver dog en formel beskrivelse af et sprog, for at bestemme om et program opfører sig efter hen-
sigten. Imidlertid eksisterer der normalt kun mere løse beskrivelser af sprog, hvilket betyder at det er
diskutabelt hvorna˚r vi har at gøre med en udetekteret, detekteret køretidsfejl eller blot overraskende
adfærd, og derfor ogsa˚ hvorna˚r et program er velskrevet.
Typede sprog og dermed typer og typesystemer kan bruges til at gennemtvinge at et program er
velskrevet, eftersom en typekontrol kan afvise programmet hvis ikke det overholder reglerne i typesy-
stemet. Typer og typesystemer sikrer ikke i sig selv at et program er velskrevet, men kan bruges som
redskab til det. Utypede sprog kan gennemtvinge velskrevne programmer og sikkerhed ved at udføre
dynamisk kontrol.
PHP udfører som andre utypede sprog dynamisk kontrol, sa˚ledes at udetekterede fejl ikke forekommer
(det kan diskuteres hvad der er udetekterede fejl). Der kan imidlertidigt forekomme detekterede fejl,
som medfører at udførelsen af programmet stoppes øjeblikkeligt (og det kan diskuteres om dette
kaldes at detektere en fejl). PHP kan derfor med god ret ba˚de kaldes for sikkert og usikkert.
Vi ønsker imidlertidigt at undersøge i hvilket omfang det er muligt at finde sa˚ mange typefejl som
muligt vha. en statisk kontrol for derved at minimere antallet af køretidsfejl. Det er til denne statiske
kontrol vi undersøger mulighederne for at anvende typer og typesystemer, til at lave en statisk type-
kontrol af PHP-program. Resultatet af undersøgelserne vil altsa˚ ikke kun sige noget om PHP, men ogsa˚
utypede sprog i almindelighed (dog specielt scriptsprog).
3.6.3 Beregnelighed
Vi vil nu her give et bevis for, at det er et uafgørligt problem at bestemme om et program laver en
typefejl (hvis sproget vel at mærke tillader typefejl). Beviset er næsten magen til beviset for standnings-
problemet (Lewis & Papadimitriou, 1998, s. 251). Antag der findes et program LaverTypefejl, som for
ethvert program P og inddata x, kan bestemme om p(x) laver typefejl. Programmet ser sa˚ledes ud:
LaverTypefejl(p,x) = if p(x) laver typefejl then sand else falsk.
LaverTypefejl er et yderst anvendeligt program, som vi afprøver alle vores programmer med, for at sikre
de ikke laver typefejl. Vi kan imidlertid ogsa˚ lavet et andet program Q, som anvender LaverTypefejl:
Q(R) = if LaverTypefejl(R,R) then ingen typefejl else typefejl
Programmet Q laver en typefejl, hvis vores yderst anvendelige program LaverTypeFejl bestemmer at
programmet R med sig selv som inddata ikke laver typefejl! Vi skal ikke her bekymre os om den
praktiske anvendelighed af et sa˚dan program, men bare stille os spørgsma˚let: Laver Q(Q) typefejl?
Programmet Q(Q) er givet ved:
Q(Q) = if LaverTypefejl(Q,Q) then ingen typefejl else typefejl
Svaret pa˚ spørgsma˚let finder vi ved at anvende vores LaverTypefejl program til at bestemme om Q(Q)
laver typefejl.
LaverTypefejl(Q,Q) = if Q(Q) laver typefejl then sand else falsk.
8Resten af de detekterede fejl er programmørens ansvar.
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LaverTypefejl(Q,Q) analyserer nu Q(Q) og finder at Q(Q) laver typefejl hvis og kun hvis LaverType-
fejl(Q,Q) i Q(Q) svarer falsk. Eller sagt med andre ord, Q(Q) laver typefejl hvis og kun hvis Q(Q) ikke
laver typefejl! Dette er en modstrid, og kan kun betyde at vores antagelse om at der findes at program
LaverTypefejl ma˚ være forkert. Vi har hermed bevist, at det er et uafgørligt problem at bestemme om
et program laver en typefejl.
Hvorfor sa˚ overhovedet beskæftige sig med typekontrol og hvis det er et uafgørligt problem hvordan
kan Java og andre sprog udføre typekontrol? Godt nok er det et uafgørligt problem, men vi kan
stadigvæk, som det ogsa˚ vil fremga˚ af rapporten, lave en konservativ analyse som har tre mulige svar
pa˚ spørgsma˚let om et program laver typefejl. Udover ja eller nej, kan den konservative analyse ogsa˚
svare ved ikke. Endvidere kan man i praksis opstille regler, og udover statiske kontroller indføre fa˚
dynamiske kontroller som gør det muligt at garantere et program ikke laver typefejl. Derfor kan det
stadig betale sig at beskæftige sig med typekontrol.
En vigtig pointe at holde i mente er, at hvis vores statiske typekontrol af PHP svarer at der ikke
forekommer typefejl, sa˚ vil der ikke opsta˚ typefejl under kørslen af programmet. Men det vel at mærke
det som vi specificerer som typefejl. Hvis vores statiske typekontrol af PHP derfor svarer at der er
typefejl, er det dermed ikke ensbetydende med at programmet vil fejle under kørslen.
Kapitel 4
Analyse
Dette kapitel anvender teorien om syntaksanalyse, typekontrol og typeudledning, gennemga˚et i kapitel
2 og kapitel 3, til at afdække vores problemstilling om hvordan vi udfører statisk typekontrol af PHP.
Analyse ga˚r specifikt pa˚ PHP, men fremgangsma˚den og mange af løsningerne vil være generelt for
scriptsprog. Implementeringsspecifikke deltajer for de løsninger vi vælger, bliver først gennemga˚et i
næste kapitel.
Vi laver følgende opdeling af vores problemstillling:
• Definition af delmængde af PHP.
• Syntaksanalyse.
• Typekontrol
• Typeudledning
For at udføre en syntaksanalyse af PHP ma˚ vi klart definere syntaksen for den del af PHP vi behandler.
Vi starter derfor med at beskrive delmængden af PHP vi behandler, og efterfølgende at vi har valgt at
anvende en parser generator til selve syntaksanalysen. Vi har endvidere valgt til selve typeanalysen
først at udlede typen af variabler og funktioner og dernæst gennemføre en statisk typekontrol. Vi be-
skriver dog typeudledningen og den statiske typekontrol i omvendt rækkefølge, eftersom den statiske
typekontrol er lettere at forsta˚ og typeudledningen er magen til store dele af den statiske typekontrol.
Vi vil kort berøre de problemstillinger vores valg i analysen medfører, men vi vil først ga˚ i detaljer med
problemstillingerne i afsnit 8.2.
Dette kapitel kan være relativt tungt at læse pga. mange definitioner og ræsonnementer. Vi har dog
tilsigtet for hvert af de fire underafsnit at hive pointerne ud i starten af afsnittet. Det vil være en fordel
med overordnet kendskab til PHP i gennem hele kapitlet.
4.1 Delmængde af PHP
Vi har udvalgt en delmængde af PHP til at arbejde med, eftersom det ville være en større opgave at
udføre typeanalyse af hele PHP. Den udvalgte delmængden af PHP, som er beskrevet i de følgende
underafsnit, besta˚r af
• simple typer sa˚ som heltal (eng. integer), decimaltal (eng. float), boolsk værdi (eng. boolean),
tekststreng (eng. string) og tabel (eng. array).
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• fa˚ simple kontrolstrukturer
• et passende udvalg af operationer
• funktioner der højest har en parameter.
Delmængden af PHP dækker centrale dele af PHP1, og er i mange henseender repræsentativ for script-
sprog. Der er imidlertidigt meget mere til PHP end vi har kunnet na˚ at behandle i et semester projekt,
hvor af nogle af de centrale dele besta˚r af
• objekter
• referencer
• inkludering af filer
• indbyggede funktioner
• prædefinerede variabler
• standard argumenter til funktioner
• variable variabler og variable funktioner
4.1.1 Grammatik
Første skridt for at definere en delmængde af PHP, er at udforme en grammatik for den del af syntaksen
vi ønsker at benytte. Udvælgelsen af syntaksen har selvfølgelig været pa˚virket af, hvad vi ønsker at
undersøge i typeanalysen. Begrundelsen for hvorfor hver enkelt del i syntaksen er medtaget, vil derfor
formentlig ikke sta˚ helt klart før til sidst i dette kapitel. Selve grammatikken for delmængden af PHP er
udarbejdet ud fra PHP manualen (PHP Documentation Group, 2005) og to eksisterende grammatikker
til PHP (The PHP Group, 2005; Mandre, 2005).
PHP-programmer besta˚r overordnet af en række sætninger som bl.a. kan. besta˚ af et udtryk efterfulgt
af et semikolon (andet eksempel pa˚ sætninger er løkker). Denne beskrivelse gør det muligt at udforme
en foreløbig overordnet struktur for grammatikken:
program := sætning*
sætning := udtryk ‘;’
| . . . (diverse sammensatte sætninger)
| . . . (funktionserklæringer)
udtryk := . . .
Normalt er PHP-programmer indlejret i HTML-dokumenter, hvilket vi dog vælger ikke at tage højde
for, eftersom det i første omgang ikke har den store betydning for typeanalysen. Vi udformer nu først
1Ba˚de PHP4 og PHP5 (i PHP5 er det primært den objekt orienterede del af PHP som er udvidet).
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produktionsreglerne for udtryk og dernæst sætninger, da udtryk benyttes af stort set alle sætninger.
4.1.2 Udtryk
Et udtryk er alt i PHP der repræsenterer en værdi. Følgende er en liste over de slags udtryk vi har
udvalgt inklusiv deres respektive produktionsregler i grammatikken:
Konstanter
Heltal, decimaltal, tekststrenge og boolske værdier udtrykker en konstant værdi der ikke ændrer sig
i løbet af programmet. Heltal kan i PHP specificeres ba˚de i hexadecimal-, oktal- eller decimaltals-
notation2, hvoraf vi kun udvælger decimaltalsnotationen, eftersom kun notationen er forskellig og
notationsformerne alle udtrykker et heltal. Produktionsreglerne er givet ved:
udtryk := konstant
konstant := heltal | decimaltal | boolsk værdi | tekststreng
Vi har valgt ikke nærmere at udspecificere produktionsreglerne for heltal, decimaltal, boolske værdier
og tekststrenge eftersom det er deres egenskaber som er interessante for os, og ikke hvilke tegn de er
sammensat af. Uspecificerede produktionsregler er sat i kursiv i resten af teksten.
Variabler
I løbet af et program kan variabler antage forskellige værdier, og udtrykker denne værdi. Variabler
identificeres med et dollartegn efterfulgt af et identifikationsnavn som fx $variabel. Identifikations-
navnet kender forskel pa˚ store og sma˚ bogstaver, og kan starte med et bogstav eller understregtegn
(eng. underscore) og efterfølges et antal bogstaver, tal og understregtegn. Det er værd at bemærke at
identifikationsnavnet godt ma˚ være identisk med reserverede ord som fx if og global. Produktions-
reglerne for variabler er givet ved:
udtryk := variabel
variabel := ‘$’ identifikationsnavn
Ovensta˚ende er den simpleste ma˚de at tilga˚ værdien af en variabel. Herudover kan man bl.a. indeksere
i en tabel (som fx $a[1]), hvilket ogsa˚ udtrykker en værdi. Produktionsreglen for indeksering i en
tabel er givet ved:
udtryk := variabel ‘[’ udtryk ‘]’
Vi har fravalgt alle andre former for variabler. Det skyldes, at det er bestemmelsen af typen for en
variabel der er interessant, og ikke antallet af forskellige ma˚der at vi kan tilga˚ variabler, eftersom det
er variationer over samme tema.
2Bemærk, vi her snakker om et heltal i decimaltalsnotation, som ikke er at forveksle med et decimaltal i decimaltalsnota-
tion.
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Operatorer
En operator udtrykker en værdi pa˚ baggrund af udførsel af en operation pa˚ en eller flere operan-
der (udtryk). Der findes enkelt-, binære- og tertiæreoperatorer som hhv. udfører en operation pa˚ e´n,
to eller tre operander. De operatorer vi har udvalgt, kan overordnet grupperes efter arten af deres
operation som i tabel 4.1.
Tildelingsoperatorer =
Aritmetiske operatorer +, −, ∗, /
Tekststrengsoperator .
Sammenligningsoperatorer ==, ! =, <, <=, >, >=
Logiske operatorer &&, ||, !
Tabel 4.1: Gruppering af operatorer i PHP efter arten af deres operation.
Udover operatorerne i tabel 4.1 har PHP bl.a. ogsa˚ bitoperatorer og mere specielle operatorer til fx
undertrykkelse af fejlmeddelelser som dog langtfra er nær sa˚ benyttede. De fleste af operatorene i
tabel 4.1 har sammen operation som i andre sprog, dog kræver nogle fa˚ lidt ekstra forklaring:
• Tildelingsoperatoren tildeler værdien af et udtryk til en variabel (fx $a = 10). Tildelingsopera-
toren kan sammensættes med fx de aritmetiske operatorer og tekststrengsoperatoren sa˚ledes at
$a = $a + 2 kan skrives pa˚ den kortere form $a += 2. Vi fravælger dog disse sammensat-
te operatorer, da vi ikke mister udtrykskraft. Tildelingsoperatoren udtrykker endvidere værdien
som tildeles, sa˚ledes at $a = $b = 5 medfører at ba˚de $a og $b tildeles værdien 5.
• Tekststrengsoperatoren konkatenerer to tekststrenge (fx er’Tekst’.’streng’ækvivalent med
’Tekststreng’).
• Plusoperatoren er i PHP, i modsætning til i Java, ikke overlæsset (eng. overloaded) til at kon-
katenere to tekststrenge. Dette leder til typiske fejl i PHP-programmer, hvor plusoperatoren er
brugt til at konkaternere to tekststrenge i stedet for tekststrengsoperatoren. Derved konverterer
PHP tekststrengene til tal, og fortsætter med en “skrammel” værdi.
Produktionsreglerne for operatorerne er givet ved:
udtryk := variabel ‘=’ udtryk
| udtryk ‘+’ udtryk
| udtryk ‘-’ udtryk
| udtryk ‘*’ udtryk
| udtryk ‘/’ udtryk
| udtryk ‘.’ udtryk
| udtryk ‘==’ udtryk
| udtryk ‘!=’ udtryk
| udtryk ‘>’ udtryk
| udtryk ‘>=’ udtryk
| udtryk ‘<’ udtryk
| udtryk ‘<=’ udtryk
| udtryk ‘&&’ udtryk
| udtryk ‘||’ udtryk
| ‘-’ udtryk
| ‘!’ udtryk
4.1 Delmængde af PHP 31
Det er værd at bemærke at ovensta˚ende grammatik er flertydig. Vi kommer imidlertid til at bruge
en allerede eksisterende grammatik som tager højde for præcedens og associativitet, hvorved det
abstrakte syntakstræ vil blive opbygget korrekt. Vi har dog valgt at vise den flertydige grammatik, da
den er lettere at læse for mennesker.
Typekonvertering
En typekonvertering (eng. type casting) udtrykker værdien af et udtryk som er konverteret fra en type
til en anden type. Typekonvertering benyttes normalt ikke særlig ofte i PHP, eftersom PHP autonomt
konverterer værdier til den pa˚krævede type udfra sammenhængen.
Na˚r vi udfører en typeanalyse af et PHP-program, bliver det dog højest relevant eksplicit at kunne
angive at man ønsker at konvertere fra en type til en anden. Produktionsreglerne for typekonvertering
er givet ved:
udtryk := (’ typekonvertering ‘)’ udtryk
typekonvertering := ‘int’ | ‘float’ | ‘string’ | ‘boolean’
Tabeller
En tabel udtrykker en tabelværdi og kan oprettes i PHP pa˚ flere forskellige ma˚der. Vi har kun udvalgt
e´n metode, eftersom det er typen af tabellen der er interessant og ikke ma˚de vi opretter tabellen pa˚.
Metoden til at oprette tabeller med beskrives med følgende produktionsregel:
udtryk := ‘array’ ‘(’ udtryksliste? ‘)’
udtryksliste := udtryk ( ‘,’ udtryk )*
Funktionskald
Et funktionskald udtrykker returværdien for en funktion. Funktionskald tager et antal argumenter som
skal stemme overens med funktionserklæringens antal af parametre. Bemærk, parametre og argumen-
ter bliver brugt pa˚ forskellige ma˚der i litteraturen. Vi bruger parametre om en variabel i funktionser-
klæringen, og argumenter om en specifik værdi i et funktionskald. Vi har valgt kun at lade funktioner
have e´n parameter for at begrænse os, og eftersom der ikke indføres mere komplekse problemer ved
at have flere parametre (jf. afsnit 4.4).
Identifikationsnavnet for en funktion kender, modsat identifikationsnavne for variabler, ikke forskel
pa˚ store og sma˚ bogstaver. Yderemere kan reserverede ord ikke bruges som identifikationsnavn, og
funktioner kan ikke overlæsses. Vi har som for variabler valgt ikke at angive produktionsreglen for
identifikationsnavnet. Produktionsreglerne for funktionskald er givet ved:
udtryk := funktionskald
funktionskald := identifikationsnavn ‘(’ udtryk? ‘)’
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Gruppering
Udtryk kan grupperes for at ændre associativiteten af fx operatorer. Gruppering er givet ved følgende
produktionsregel:
udtryk := ‘(’ udtryk ‘)’
4.1.3 Sætninger
Vi har nu beskrevet de mulige udtryk vi behandler, og ga˚r dernæst videre til sætninger, som er kom-
mandoer der skal udføres. Stort set alle sætninger indholder et eller flere udtryk. Vi har udvalgt nogle
fa˚ sætninger, der er repræsentative for en række af lignende sætninger (fx kan for-løkker skrives vha.
while-løkker). Følgende er en liste over de sætninger vi behandler:
Løkke
Vi har udvalgt while-løkker, blandet de forskellige former for løkker i PHP (do...while, for og
foreach). Produktionsreglen er givet ved (sætningen pa˚ højreside udføres sa˚ længe udtrykket evalu-
erer til sandt):
sætning := ‘while’ ‘(’ udtryk ‘)’ sætning
Betingelsessætning
Vi har udvalgt if/elseif/else-sætningen som til enhver tid kan erstatte switch-sætninger. Denne
produktionsregel er et klassisk eksempel pa˚ flertydighed i grammatik (Tucker & Noonan, 2001, s. 32).
Eksempelvis, hvis der er en if-sætning i en if/else-sætning, vil man ikke entydigt ud fra gramma-
tikken kunne bestemme hvilken if-sætning som else-delen tilhører. Som nævnt tidligere anvender
vi en grammatik som tager højde for flertydigheden, og vi bringer derfor en flertydig grammatik her,
eftersom den er lettere at læse for mennesker. Produktionsreglen er givet ved:
sætning := ‘if’ ‘(’ udtryk ‘)’ sætning
( ‘elseif’ ‘(’ udtryk ‘)’ sætning )*
( ‘else’ sætning )?
Funktionserklæring
I PHP findes flere forskellige slags funktioner, hvoraf vi kun vil beskæftige os med de brugerdefinerede
funktioner. De brugerdefinerede funktioner er eksplicit erklæret i klidekoden, modsat fx de indbyggede
funktioner i PHP som er en del af selve fortolkeren i PHP (de indbyggede funktioner er pendant til
Java’s klassebibliotek, idet de tilbyder en masse funktionalitet til programmøreren).
Funktionserklæringer anses i PHP for at være sætninger pa˚ linie med alle andre sætninger. Det medfører
at en funktion kan erklæres i funktionskroppen pa˚ en anden funktion. Funktionen vil da først være
erklæret i det øjeblik yderfunktionen er blevet kaldt (jf. programeksempel 4.1).
Programeksempel 4.1: Funktionserklæring i funktionskroppen pa˚ en anden funktion.
1 function f() {
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2 function g() {}
3 }
4
5 g(); // Ulovligt (g er ikke defineret endnu)
6 f();
7 g(); // Lovligt (g blev defineret i kaldet til f)
Regler for identifikationsnavnet og begrundelsen for hvorfor vi kun tager e´n parameter er omtalt i
afsnit 4.1.2 under funktionskald. Produktionsreglen for funktioner er givet ved:
sætning := ‘function’ identifikationsnavn ‘(’ variabel? ‘)’ ‘{’ sætning* ‘}’
Retursætning
En funktion kan returnere en værdi vha. return-sætningen. Sætningen evaluerer værdien af et udtryk
og returnerer denne værdi fra funktionen. Angivelse af udtrykket er valgfrit. Hvis en retursætningen
forekommer udenfor en funktionen, stoppes udførsel af PHP-programmet3. Produktionsreglen for re-
tursætninger er givet ved:
sætning := ‘return’ udtryk? ‘;’
Udskrivning
Værdien af et udtryk kan i PHP udskrives med echo-sætningen. Sætningen er medtaget, sa˚ vi under
programudviklingen og afprøvningen kan udskrive værdier. Produktionsreglen er givet ved4:
sætning := ‘echo’ udtryksliste ‘;’
Gruppering
Sætninger kan ligesom udtryk grupperes via følgende produktionsregel:
sætning := ‘{’ sætning* ‘}’
4.1.4 Samlet grammatik
Vi har nu beskrevet samtlige dele af grammatikken, sa˚ for overblikkets skyld bringer vi nu her den
samlede grammatik:
program := sætning*
sætning := udtryk ‘;’
3Der gælder dog specielle regler hvis PHP-programmet er inkluderet fra et andet PHP-program, som vi dog ikke skal
undersøge yderligere.
4Under udarbejdelsen af rapporten, stødte vi pa˚ en sjov lille finurlighed i PHP. Man kan enten bruge echo eller
print til udskrivning i PHP. Imidlertid er echo en sætning, mens print er et udtryk der returnerer et heltal. Dette
gør det muligt at skrive lovlige PHP-programmer som fx echo print ’Finurligt’, print’PHP’; der vil udskrive
Finurligt PHP11.
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| ‘echo’ udtryksliste ‘;’
| ‘return’ udtryk? ‘;’
| ‘while’ ‘(’ udtryk ‘)’ sætning
| ‘if ’ ‘(’ udtryk ‘)’ sætning
( ‘elseif’ ‘(’ udtryk ‘)’ sætning )*
( ‘else’ sætning )?
| ‘function’ identifikationsnavn ‘(’ variabel? ‘)’ ‘{’ sætning* ‘}’
| ‘{’ sætning* ‘}’
udtryk := variabel
| variabel ‘[’ udtryk ‘]’
| funktionskald
| konstant
| ‘(’ typekonvertering ‘)’ udtryk
| ‘array’ ‘(’ udtryksliste? ‘)’
| ‘(’ udtryk ‘)’
| variabel ‘=’ udtryk
| udtryk ‘+’ udtryk
| udtryk ‘-’ udtryk
| udtryk ‘*’ udtryk
| udtryk ‘/’ udtryk
| udtryk ‘.’ udtryk
| udtryk ‘==’ udtryk
| udtryk ‘!=’ udtryk
| udtryk ‘>’ udtryk
| udtryk ‘>=’ udtryk
| udtryk ‘<’ udtryk
| udtryk ‘<=’ udtryk
| udtryk ‘&&’ udtryk
| udtryk ‘||’ udtryk
| ‘!’ udtryk
| ‘-’ udtryk
variabel := ‘$’ identifikationsnavn
funktionskald := identifikationsnavn ‘(’ udtryk? ‘)’
konstant := heltal | decimaltal | boolskværdi | tekststreng
typekonvertering := ‘int’ | ‘float’ | ‘string’ | ‘boolean’
udtryksliste := udtryk ( ‘,’ udtryk )*
4.1.5 Typer
PHP er et utypet scriptsprog og udfører dynamisk typekontrol, hvorved man ikke erklærer typen af
variabler og funktioner som i fx Java. Det er værdierne der bærer pa˚ typen, og variablerne kan antage
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værdier af en hvilken som helst type (jf. afsnit 3.3.1). PHP konverterer autonomt en værdi fra en
type til en anden alt efter sammenhængen. PHP opererer med otte indbyggede typer til værdier (PHP
Documentation Group, 2005, kap. 6), hvoraf vi kun skal beskæftige os med fire grundtyper og e´n
sammensat:
• Boolsk værdi besta˚r af værdien sand eller falsk.
• Heltal besta˚r af mængden af heltalsværdier der dog er begrænset af computerens interne hel-
talstype (normalt ±231). Ligger et heltal udenfor grænsen, konverteres heltallet til decimaltal af
PHP. Vi undlader dog at tage højde for grænsen, eftersom det vil kræve yderligere komplicerede
analyser som ligger udover almindelig statisk typekontrol.
• Decimaltal har ligesom heltal ogsa˚ en grænse som vi pa˚ tilsvarende ma˚de ser bort fra.
• Tekststreng er en liste af tegn mellem to enkeltcitationstegn. PHP har specielle tekststrenge der
istedet for enkeltcitationstegn angives med dobbeltcitationstegn, hvori fx et variabelnavn vil bli-
ve erstattet med variablens værdi. Vi beskæftiger dog os kun med først omtalte slags tekststreng
for at begrænse os.
• Tabel er en sammensat type og er i PHP implementeret som en ordnet associativ tabel. Altsa˚
værdien af en given nøgle associeres med en værdi, og nøglen angives i ordnet rækkefølge. I
de tilfælde hvor værdien af nøglen er et heltal >= 0, har vi at gøre med tabeller fra fx Java og
C. Vi har dog syntaksmæssigt allerede i afsnit afsnit 4.1.2 begrænset os til sidste omtalte type
af tabeller. Kun operatorerne +, == og != har en meningsfuld virkning for tabeller i PHP (PHP
Documentation Group, 2005, kap. 10).
4.1.6 Virkefelter
I PHP eksisterer kun to slags virkefelter (eng. scopes) for variabler:
• globale virkefelt
• funktionsvirkefelt
Variabler tilhører det globale virkefelt, sa˚fremt de bruges udenfor funktioner og de tilhører et givent
funktionsvirkefelt, sa˚fremt de anvendes i en funktion. Det er ikke muligt implicit at tilga˚ variabler pa˚
tværs af virkefelter, dog kan man med global-sætningen tilga˚ variabler i det globale virkefelt fra et
funktionsvirkefelt5. Funktioner tilhører udelukkende det globale virkefelt.
4.1.7 Afgrænsning
Vi har nu gennemga˚et den delmængde af PHP vi ønsker at beskæftige os med. Delmængden forholder
sig udelukkende til en lille del af syntaksen og nogle fa˚ simple typer. Der er imidlertidigt meget mere
til PHP i form funktionalitet og fleksibilitet, end det er muligt at na˚ at behandle i et semesterprojekt.
Vi vil dog i afsnit 8.2 undersøge betydningen af mange af vores begrænsninger. Følgende er en liste
over de centrale dele af PHP vi har undladt at behandle:
• Objekter: PHP understøtter fra version 5 objektorienteret programmering lignende Java6 (PHP
Documentation Group, 2005, kap. 19). Typekontrol og typeudledning i et objektorienteret para-
5Bemærk, vi har valgt ikke at medtage global-sætningen.
6PHP4 understøtter meget simpel objekt orienteret programmering – man kan fx ikke angive synlighed af metoder og
felter sa˚ alt er offentligt.
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digme er imidlertidigt en væsentlig større opgave end for den delmængde af PHP vi har udvalgt,
og er derfor fravalgt.
• Referencer: En reference er en ma˚de at tilga˚ den samme værdi via forskellige variabler. Refe-
rencer bruges især sammen med objekter, for sa˚ledes at undga˚ kopiering af et helt objekt na˚r det
gives som argument i et funktionskald. Referencer bruges endvidere til at tilga˚ variabler i det
globale virkefelt i virkefeltet for en funktion via global-sætningen.
• Inkludering: Det er mere reglen end undtagelsen, som for andre sprog fx Java og C++, at
PHP-programmer inkluderer andre PHP-programmer, for derved at kunne genbruge kildekoden.
En statisk typekontrol af PHP-programmer vil derfor ikke være praktisk anvendelig, med mindre
inkludering af PHP-programmer er understøttet. For typekontrollen er betydningen imidlertidigt
ikke stor, idet det svarer til at indsætte kildekoden fra en fil i en anden fil. Vi skal envidere
ikke lave et færdigt produkt til slutbrugeren, men undersøge i hvilket omfang det er muligt at
anvende statisk typekontrol.
• Indbyggede funktioner: PHP besidder et stort funktionsbibliotek (PHP Documentation Group,
2005, del VI) som bl.a. har været medvirkende a˚rsag til PHPs popularitet. Funktioner er indbyg-
gede i moduler til fortolkeren, og tilbyder bl.a. databasetilgang og XML parser. De indbyggede
funktioner er udeladt fordi de ikke er defineret eksplicit i kildekoden, men derudover ligner de
brugerdefinerede funktioner vi allerede behandler.
• Prædefinerede variabler: PHP definerer en række variabler inden eksekveringen af et program
(PHP Documentation Group, 2005, kap. 12). Variabler kan enten sendes via fx URL’en (eksem-
pelvis vil http://www/program.php?var=10 oprette variablen var med værdien 10) eller
være prædefineret internt i systemet, sa˚ som fx $GLOBALS der er en tabel over alle globale
variabler. Fælles for prædefinerede variabler er at de normalt ikke tildeles en ny værdi før de
anvendes, hvilket senere vil kunne give problemer for typeudledningen.
• Standard argumenter: PHP giver mulighed for i funktionserklæringen at angive et standard
argument til en parameter, sa˚ledes at hvis funktionen kaldes uden argumenter, benyttes standard
argumentet (PHP Documentation Group, 2005, kap. 17). Standard argumentet er dog en teknisk
detalje i forhold til implementeringen, som vi ikke ønsker at behandle nærmere.
• Variable variabler og funktioner: I PHP er det muligt at have dynmaiske variabelnavne (PHP
Documentation Group, 2005, kap. 12), hvilket vil sige værdien af en variabel er navnet pa˚ en
anden variabel (noget tilsvarende er tilladt for funktioner). Denne fleksibilitet introducerer i-
midlertidigt en stor kompleksitet for en statisk analyse, eftersom det kræver vi kender samtlige
værdier en variabel antager for at kunne bestemme typen af variablen.
4.2 Syntaksanalyse
Vi har nu defineret den delmængde af PHP vi behandler, og kan derfor ga˚r videre til næste skridt som
besta˚r i at opbygge en abstrakt repræsentation af et PHP-program som skal bruges til selve typeud-
ledningen og typekontrollen. Vi har i kapitel 2 gennemga˚et teorien for syntaksanalyse, endvidere at
det er en systematisk proces at udvikle en parser, og vi derfor kan bruge en parser generator. Udover
syntaksanalysen er en nødvendighed, sa˚ ligger fokus for projektet pa˚ selve den statiske typekontrol og
ikke syntaksanalysen, hvorfor vi ogsa˚ har valgt at bruge en parser generator.
Selve parseren i PHP er genereret udfra en grammatik til parser generatoren YACC (The PHP Group,
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2005), og har som før omtalt fungeret som inspiration til grammatikken gennemga˚et i afsnit 4.1.4.
YACC genererer imidlertidigt en parser i C, og kan ikke alene ud fra grammatikken opbygge et abstrakt
syntakstræ. Vi har derfor undersøgt tre andre parser generatorer som udover at generere en parser i
Java, ogsa˚ kan opbygge et abstrakt syntakstræ. De tre parser generatorer er,
• ANTLR er en populær parser generator der genererer top-ned parsere. ANTLR adskiller sig des-
uden fra de andre parser generatorer ved at generere parsere som er let læselige for mennesker,
imodsætning til andre parser generatorer som genererer store tabeller (Parr, 1989).
• JavaCC er ogsa˚ en meget populær parser generator, der genererer en top-ned parser (Viswa-
nadha & Sankar, 2005).
• SableCC er knap sa˚ populær, og genererer i modsætning til de to andre bund-op parsere (Gag-
non et al., 2003). Derudover eksisterer der allerede en PHP4-grammatik til SableCC (Mandre,
2005) som er blevet gennemtestet med ca. 10.000 PHP-programmer og fundet at 92% af alle
programmer blev analyseret korrekt (Huang et al., 2004).
Vi ledte bevidst fra starten efter en parser generatorer med en allerede eksisterende PHP-grammatik,
eftersom det ville reducere arbejdsbyrden. Vi fandt imidlertidigt, at der kun fandtes e´n offentligt til-
gængelig PHP-grammatik (den til SableCC)7. Vi valgte derfor at anvende SableCC til at generere par-
seren. Som tidligere nævnt tager grammatikken til SableCC højde for de flertydigheder som eksisterer
i vores grammatik.
4.3 Typekontrol
Resultatet af syntaksanalysen er et abstrakt syntakstræ der repræsenterer programmet som vi skal
kontrollere for typefejl. Næste skridt er at lave en typetilordning for programmet (bestemme typen af
variabler og funktioner) til brug for den statiske typekontrol. Vi gennemga˚r imidlertid først den statiske
typekontrol, og antager derfor vi har en typetilordning via funktionen opslag( identifikationsnavn ) –
vi undersøger i afsnit 4.4 hvordan vi laver denne typetilordning.
Vi specificerer her selve typesystemet for delmængden af PHP vi behandler (jf. afsnit 4.1), men med
fokus pa˚ at typesystemet skal implementeres i en statisk typekontrol. Typesystemet vil derfor visse
steder omfatte elementer (fx fejlha˚ndtering), der ga˚r udover hvad der er nødvendigt for at specifi-
cere programmer uden typefejl. Ligesom vi har specificeret en delmængde af PHP pa˚ det syntaktiske
niveau, specificerer typesystemet en delmængde af PHP pa˚ det semantiske niveau. En vigtig pointe
i denne sammenhæng er, at programmer som den statiske typekontrol garanterer at phpscripts ikke
laver typefejl, heller ikke vil lave typefejl i hele PHP (ud fra vores definition af typefejl, som vil blive
gennemga˚et i resten af kapitlet).
Typesystemet specificerer vi ved at angive typen for hver produktionsregel i grammatikken. Den over-
ordnede algoritme for den statiske typekontrol laver e´t gennemløb af det abstrakte syntakstræ, og
bestemmer en unik type for hver enkelt knude ud fra reglerne i typesystemet (specificeret vha. gram-
matikken) og typen af knudens undertræ. Inden vi gennemga˚r reglerne i typesystemet ma˚ vi dog først
specificere hvilke typer vi kan anvende.
7Den 4. maj 2005 blev dog frigivet en PHP-grammatik til JavaCC (JavaCC Grammar Repository, 2005), hvor størstedelen
af vores program imidlertid var færdigudviklet.
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4.3.1 Typer
Udover typerne vi behandler i afsnit 4.1.5 er det hensigtsmæssig at indføre tre yderligere typer i selve
typekontrollen.
• Fejltype: Hvis vi opdager en typefejl under den statiske typekontrol, er det stadig muligt at kon-
trollere resten af programmet. Vi indfører derfor typen fejltype, som repræsenterer en typefejl.
• Udefineret: Det er muligt vi ikke kan udlede typen for en variabel eller en funktion, eftersom
PHP er et utypet sprog. Vi indfører derfor typen udefineret der repræsenterer en unik type som
er ukendt for typekontrollen. Typen skal ikke forveksles med en typevariabel i forbindelse med
polymorfe funktioner (jf. afsnit 3.5), eftersom det er en unik type som blot er ukendt. Den unikke
type kan være fx være heltal, men ikke ba˚de heltal og tekststreng.
• Tom: For at kunne give en parametertype eller en returtype til en funktion som enten ikke har
en parameter eller en returværdi, indfører vi typen tom. Typen tom repræsenterer manglen pa˚
en værdi. Typen viser sig ogsa˚ hensigtsmæssig til at angive typen for sætninger.
Indførelsen af ba˚de fejltype og udefineret ga˚r udover hvad der nødvendigt for at specificere programmer
uden typefejl, men de er praktisk anvendelige for den statiske typekontrol.
4.3.2 Udtryk
Vi starter med at beskrive reglerne i typesystemet for udtryk. Vi har ændret navnene pa˚ non-terminalerne
i grammatikken af hensyn til plads i forhold til afsnit 4.1. De fleste non-terminaler skrives nu med et
enkelt stort bogstav i stedet for et navn. Grammatikken bliver dog gennemga˚et i nogenlunde samme
rækkefølge som i afsnit 4.1, hvorved man i tilfælde af tvivl kan bladre tilbage og sammenligne.
Konstanter
Vi vil her første gang gennemga˚ notationsformen8 detaljeret. Et udtryk kan besta˚ af en konstant.
Typen af udtrykket (angivet ved U.type) er derved givet ved typen af konstanten (angivet ved K.type).
Non-terminalen K (konstant), kan generere enten et heltal, decimaltal, boolsk værdi eller tekststreng.
Typerne for hver af non-terminaler er angivet i krølleparenteser.
U := K { U.type := K.type }
K := heltal { K.type := hetal }
| decimaltal { K.type := decimaltal }
| boolsk værdi { K.type := boolsk værdi }
| tekststreng { K.type := tekststreng }
Variabler
Vi har antaget vi har en typetilordning for hele programmet, vi skal derfor blot lave et opslag for det
givne virkefelt – angivet ved opslag( ID ). Vi skal senere i afsnit 4.4.1 se hvordan vi udleder typen af
en variabel.
8Notationsformen er taget fra Aho et al. (1986, kap. 6).
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U := V { U.type := V.type }
| V ‘[’ U1 ‘]’ { U.type := if V.type = tabel(τ)
and U1.type = heltal
then τ
else fejltype }
V := ‘$’ ID { V.type := opslag( ID ) }
Operatorer
Hver operator er associeret med et antal typer den kan operere pa˚. Nedensta˚ende tabel angiver typerne
af værdierne til en operator sammen med den deducerede type af det samlede udtryk. Eksempelvis vil
typen for et heltal adderet med et decimaltal være et decimaltal.
Aritmetiske operatorer
1. operand 2. operand Operator Deduceret type
heltal heltal +, -, *, / heltal
heltal decimaltal +, -, *, / decimaltal
decimaltal heltal +, -, *, / decimaltal
decimaltal decimaltal +, -, *, / decimaltal
tabel(α) tabel(α) + tabel(α)
heltal - heltal
decimaltal - decimaltal
Tekststrengsoperator
1. operand 2. operand Operator Deduceret type
tekststreng tekststreng . tekststreng
Sammenligningsoperatorer
1. operand 2. operand Operator Deduceret type
heltal heltal ==, ! =, >, >=, <, <= boolsk værdi
heltal decimaltal ==, ! =, >, >=, <, <= boolsk værdi
decimaltal heltal ==, ! =, >, >=, <, <= boolsk værdi
decimaltal decimaltal ==, ! =, >, >=, <, <= boolsk værdi
tekststreng tekststreng ==, ! =, >, >=, <, <= boolsk værdi
boolsk værdi boolsk værdi ==, ! = boolsk værdi
tabel(α) tabel(α) ==, ! = boolsk værdi
Logiske operatorer
1. operand 2. operand Operator Deduceret type
boolsk værdi boolsk værdi &&,|| boolsk værdi
boolsk værdi ! boolsk værdi
Tildelingsoperator
1. operand 2. operand Operator Deduceret type
α α = α
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decimaltal heltal = decimaltal
Bemærk, at plus operatoren er overlæsset til ogsa˚ at operere pa˚ to tabeller (denne operation giver
mening i PHP, jf. afsnit 4.1.5). Yderligere at kun sammenligningsoperatorene == og ! = giver mening
for tabeller og boolske værdier. Vi vil her kun angive en delvis regel for plusoperatoren, eftersom
reglerne for de andre operatorer minder om denne. Endvidere nummererer vi non-terminalerne pa˚
højresiden, for at kunne referere til dem entydigt i den semantiske regel. I nedensta˚ende regel, betyder
de tre prikker, at der for hver række i tabellen ovenover hvor plus operatoren optræder, vil være en
tilsvarende betingelsessætning (if U1.type = type 1. operand and U1.type = type 2. operand then
deduceret type).
U := U1 ‘+’ U2 { E.type := if U1.type = hetal and
U2.type = hetal then hetal
else if ... then deduceret type
else fejltype}
Typekonvertering
Vi vælger for eksplicitte typekonverteringer ikke at give en advarsel hvis det muligvis vil medføre
datatab – eksempelvis konvertering fra en decimaltalsværdi til en heltalsværdi. Det skyldes at det
sjældent anvendes i PHP og programmøren aktivt har taget stilling til typen af en given værdi. I en
praktisk anvendelig typekontrol, ville det dog være hensigtsmæssigt at give en advarsel.
U := ‘(’ ‘int’ ‘)’ U1 { U.type := heltal }
| ‘(’ ‘float’ ‘)’ U2 { U.type := decimaltal }
| ‘(’ ‘string’ ‘)’ U3 { U.type := tekststreng }
| ‘(’ ‘boolean’ ‘)’ U4 { U.type := boolsk værdi }
Tabeller
I tabeller kontrollerer vi at alle værdier er af samme type. De tre prikker i nedensta˚ende regel angiver
at betingelserne skal gælde for alle elementer. Eksempelvis hvis en tabel indeholder n elementer, sa˚ er
betingelsen for det i’te element givet ved Ui.type = τ , hvor τ er ens for alle elementer.
U := ‘array’ ‘(’ L ‘)’ { U.type := tabel( L.type ) }
L := U1 (‘,’ Ui )* { L.type := if U1.type = τ and ...
and Un.type = τ
then tabel(τ)
else fejltype}
Funktionskald
Som for variabler har vi antaget vi har en typetilordning af funktioner, vi skal blot lave et opslag
for den givne funktion – angivet ved opslag( ID ). Typen af et funktionskald, er derved givet ved
returtypen for funktionen. Vi skal senere i afsnit 4.4.2 se hvordan vi udleder typen af en funktion. Da
funktioner udelukkende tilhører det globale virkefelt, gælder der ikke specielle regler for opslaget i
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symboltabellen. Sa˚fremt funktionskaldet ikke har et argument, er typen af argumentet tom.
U := F { U.type := F.type }
F := ID ‘(’ U1? ‘)’ { F.type := if U1.type = σ and
opslag( ID ) = σ → τ
then τ
else fejltype}
Gruppering
Typen af en gruppering er givet ved typen af U1.
U := ‘(’ U1 ‘)’ { U.type := U1.type }
4.3.3 Sætninger
Sætninger i PHP udtrykker ikke en værdi, sa˚ for at kunne udføre typekontrol af sætninger tildeler
vi dem værdien tom (som repræsenterer manglen pa˚ en værdi), sa˚fremt sætningen ikke indeholder
typefejl. Første sætning vi kontrollerer er et udtryk efterfulgt af semikolon. Sa˚fremt typen af udtrykket
ikke er fejltype, indeholder sætningen ikke typefejl og gives type tom.
S := U ‘;’ { S.type := if U.type != fejltype then tom
else fejltype }
Løkke, betingelsessætning og udskrivning
Vi har valgt at behandle disse sætninger samlet, eftersom typekontrollen for dem er lige frem og
ikke kræver yderligere kommentarer. Løkken kontrolleres for om betingelsesudtrykket er af typen
boolsk værdi. Typekontrollen af betingelsessætninger minder om typekontrollen for løkker med lidt
flere betingelsesudtryk og sætninger der skal kontrolleres. Udskrivning af værdier kan ske sa˚fremt
værdierne ikke indeholder typefejl.
S := ‘while’ ‘(’ U ‘)’ S1 { S.type := if U.type = boolsk værdi
then S1.type
else fejltype }
| ‘if ’ ‘(’ U1 ‘)’ S1 { S.type := if U1.type = boolsk værdi and
( ‘elseif’ ‘(’ Ui ‘)’ Si )* ... and
( ‘else’ Sn )? Un.type = boolsk værdi and
S1.type = tom and ... and
Sn.type = tom
then tom
else fejltype }
| ‘echo’ U1 (‘,’ Ui )* ‘;’ { S.type := if U1.type != fejltype and ...
and Un.type != fejltype
then tom
else fejltype }
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Gruppering
I grupperinger kontrolleres hver enkelt sætning for fejl. Bemærk eftersom vi alene arbejder med to
mulige virkefelter (global eller funktion), er der ikke behov for yderligere her. Eksempelvis i Java
er variabler erklæret i en gruppering kun tilgængelige i grupperingen, og overskriver variabler med
samme identifikationsnavn i højereliggende virkefelter.
S := ‘{’ Si* ‘}’ { S.type := if S1.type = tom and ...
and Sn.type = tom
then tom
else fejltype }
Retursætning
Retursætninger er lidt specielle i det de kan forekomme i virkefelter for funktioner og det globale
virkefelt. Na˚r en retursætning forekommer i virkefeltet for en funktion, skal typen af returværdien være
af samme type som funktionens returtype. Det kræves derfor vi laver et opslag pa˚ den aktuelle funktion
i symboltabellen for funktioner. Hvis retursætningen forekommer i det globale virkefelt, kontrollerer
vi blot for at returværdien ikke er af typen fejltype.
S := ‘return’ U? ‘;’ { S.type := if U.type = τ and
opslag( aktuel ID ) = σ → τ
then tom
else fejltype }
Funktionserklæring
Funktionserklæringer kontrolleres kun for om der ikke er typefejl i sætningerne i funktionskroppen.
Det er ikke nødvendigt at kontrollere typen af en evt. parameter, da den kontrolleres na˚r den bli-
ver brugt. Vi kommer nærmere ind pa˚ typen af argumentet under typeudledningen for funktioner.
Bemærk, sætningerne Si analyseres i en typetilordning hvor lokale parametre har de rigtige typer.
S := ‘function’ ID ‘(’ V? ‘)’ ‘{’ Si* ‘}’ { S.type := if S1.type = tom and ...
and Sn.type = tom
then tom
else fejltype }
4.4 Typeudledning
Under den statiske typekontrol, har vi antaget at vi havde en typetilordning for programmet. Vi skal nu
undersøge hvordan vi kan udlede typerne af variabler og funktioner for at lave selve typetilordningen.
Typeudledningen baserer sig pa˚ de samme regler i typesystemet som den statiske typekontrol, med
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nogle sma˚ modifikationer mht. variabler og funktioner.
4.4.1 Variabler
Vi har mulighed for at gætte typen for en variabel na˚r den bruges sammen med en operator, eftersom
dens operation kun giver mening for visse typer. Det vil imidlertid ikke altid være muligt at gætte en
unik type, da fx plusoperatoren opererer pa˚ ba˚de heltal og decimaltal . Eksempelvis vil $a i udtrykket
$a + 10 enten kunne have typen heltal eller decimaltal.
Vi kan imidlertid altid entydigt udlede typen for en variabel na˚r den tildeles en værdi, sa˚fremt vi
kender typen af værdien. Eksempelvis vil $a have typen heltal i $a = 1. Vi vælger kun at bestemme
typen af en variabel, na˚r den tildeles en værdi.
Variabler tildeles ofte værdier flere gange i løbet af et program, vi bestemmer derfor typen af en
variabel først gang vi støder pa˚ en tildeling til variablen. Vi tillader dog, hvis den udledte type er enten
udefineret eller fejltype, at den kan blive overskrevet af efterfølgende tildelinger. Dette er specielt
vigtigt ved rekursive kald, hvilket vi kommer nærmere ind pa˚ i næste afsnit. Bemærk, hvis en variabel
tildeles værdier af to forskellige typer, vil det blive fanget af typekontrollen. Alternativt havde vi kunnet
vælge at give variablen typen fejltype.
Algoritme
Algoritmen for bestemmelse af typen for en variabel, V , ser sa˚ledes ud:
• HVIS V IKKE ER tilordnet en type SA˚
– Tilorden V i det givne virkefelt med type af højreudtryk i tildeling.
• ELLERS
– HVIS V ER tilordnet fejltype ELLER udefineret SA˚
∗ Tilorden V i det givne virkefelt med type af højreudtryk i tildeling.
4.4.2 Funktioner
Udledning af typen for funktioner er en smule mere besværlig end for variabler. For funktioner skal vi
udlede
• returtypen
• parametertypen
Returtypen for en funktion bestemmes ud fra enten eksplicitte retursætninger eller implicit ved mang-
len pa˚ retursætninger. I sidste tilfælde er typen for funktionen tom. Udledning af typen for parameteren
kan vi ikke pa˚ samme ma˚de udlede ud fra funktionserklæringen, med mindre funktionen ikke tager
en parameter. Vi kender derfor først typen af en evt. parameter ved først kommende funktionskald. Vi
vil nu give eksempler pa˚ problemer med udledning af typen for en funktion ud fra programeksempel
4.2.
Programeksempel 4.2: Udledning af type for funktion.
1 $a = f( 1 ); // kald før funktionserklæring
2 $b = $a;
3
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4 function f($x) {
5 return $x;
6 }
7
8 f( 1 ); // kald efter funktionserklæring
Eftersom vi først kender parametertypen for en funktion ved første funktionskald, bliver man nødt
til at vente til funktionskaldet med at udlede returtypen for funktionen, eftersom parametertypen
kan have indflydelse pa˚ returtypen. I programeksempel 4.2 tager funktionen f parameteren $x og
returnerer værdien af $x. Funktionen er ikke særlig anvendelig, men er stadig fuldt lovlig i forhold til
vores delmængde af PHP. Returtypen for funktionen, har den samme type, som parametertypen.
Sa˚ snart vi kender parametertypen, bliver vi endvidere ogsa˚ nødt til at bestemme returtypen for funk-
tionen, eftersom returtypen af funktionen eksempelvis kan tildeles en variabel (jf. programeksempel
4.2, linie 2). Det betyder at funktionserklæringer skal analyseres ved første funktionskald, og endvide-
re at funktioner der ikke bliver kaldt ikke bliver analyseret. Funktioner der ikke bliver kaldt, kan dog
heller ikke lave typefejl.
Det er fast kotume i PHP (sa˚vel som sa˚ mange andre sprog), at genbruge kode ved fx at inkludere
kildekoden til en række funktioner. Vi har imidlertidigt afskrevet inkludering af filer, sa˚ledes at vi til
en hver tid har det fulde program, hvorved vi kan garantere en funktion ikke kaldes med mindre der
er et funktionskald.
Rekursive funktioner
Rekursive funktioner giver problemer for ovensta˚ende fremgangsma˚de, eftersom at mens vi prøver at
udlede en returtype for funktionen støder pa˚ et funktionskald til sammen funktion (jf. programeksem-
pel 4.3, linie 3).
Programeksempel 4.3: Rekursiv funktion
1 function f($x) {
2 if( $x > 0 ) {
3 return f($x - 1);
4 } else {
5 return $x;
6 }
7 }
Vi løser dette problem, ved at ignorere det rekursive funktionskald og først bestemme typen af funk-
tionen ved næste retursætning (eksplicit eller implicit). Følgende fremgangsma˚de betyder imidlertid
at hvis det rekursive funktionskald tildeles en variabel, at variablen vil fa˚ typen udefineret (jf. progra-
meksempel 4.4, linie 3). Imidlertid kan typen for en variabel overskrives sa˚fremt den er fejltype eller
udefineret. Derved kan efterfølgende tildelinger overskrive typen (jf. programeksempel 4.4, linie 5),
hvorved programeksempel 4.4 ogsa˚ vil ga˚ godt.
Programeksempel 4.4: Rekursiv funktion
1 function f($x) {
2 if( $x > 0 ) {
3 $i = f($x - 1);
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4 } else {
5 $i = 0;
6 }
7
8 return $i;
9 }
Sa˚fremt else-sætningen i programeksempel 4.4 (linie 4-6) udelades, tildeles $i kun typen udefineret
og returtypen for funktionen bliver udefineret. Programmet vil godt nok blive udført korrekt i PHP,
men rejser et andet problem, som ikke vedrører typekontrollen. Nemlig om en variabel er initialiseret
med en værdi før den bruges, hvilket ikke er typeanalysens opgave at vide9
Indbyrdes rekursive funktioner
Indbyrdes rekursive funktioner (jf. programeksempel 4.5)10 giver en smule problemer for ovensta˚ende
fremgangsma˚de, eftersom de medfører et rekursivt kaldt som vi ikke umiddelbart kan opdage. Vi
bliver dog nødt til at undga˚ rekursive kald, for ikke at risikere at ende i en uendelig løkke. Hvis vi
følger den hidtil anvendte fremgangsma˚de, vil funktionskaldet til f i linie 13, medføre en analyse af
funktionskroppen for f. Under analysen vil funktionskaldet til g i linie 2 medføre at vi ma˚ analysere
funktionskroppen for g. Under analysen vil funktionskaldet til f i linie 10 medføre at funktionskroppen
for f ma˚ analyseres, og sa˚ er vi havnet i en uendelig løkke.
Programeksempel 4.5: Indbyrdes rekursive funktioner.
1 function f() {
2 if( g() ) {
3 return 0;
4 } else {
5 return 1;
6 }
7 }
8
9 function g() {
10 return f();
11 }
12
13 f();
Problemet opsta˚r na˚r vi analyserer et funktionskald. Vi løser derfor problemet ved kun at analysere
funktionskroppen for funktionen til kaldet, hvis funktionen ikke allerede er tilordnet en type. Hvis vi
derved har et funktionskald til en funktion som ikke er tilordnet en type, tilordner vi først funktionen
med en parametertype inden vi analyserer selve funktionskroppen. I selve analysen af funktionskrop-
pen vil funktionen blive tilordnet en returtype. Hvis der eksisterer et rekursivt funktionskald fra en
9Bemærk, i tilfældet hvor $x ≤ 0 bliver $i ikke tildelt en værdi sa˚fremt linie 4-6 er udeladt, hvorved $i i linie 8 bliver
evalueret til 0. Det fa˚r derved samme effekt, som hvis linie 4-6 ikke var udeladt, hvor $i tildeles værdien 0.
10Bemærk, programeksemplet er ikke særlig anvendeligt da det vil ga˚ i en uendelig løkke. Eksemplet kunne udvides til at
være praktisk anvendelig, men det vil bare sløre de væsentlige detaljer.
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anden funktion, vil funktionen allerede være tilordnet en parametertype og derfor ikke blive analyse-
ret. Funktionen er imidlertid ikke tilordnet en returtype, hvorved funktionskaldet bliver tildelt typen
udefineret.
Det betyder at funktionskaldet til f i linie 6 (jf. programeksempel 4.5) vil blive tildelt typen udefi-
neret, hvorved returtypen for g bestemmes til typen udefineret. Herefter kan vi analysere resten af
funktionskroppen for f, og finder at f returnerer et heltal.
Fremgangsma˚den betyder at vi ikke kan udlede typen for indbyrdes rekursive funktioner. Hvis vi
imidlertidigt lavede endnu et gennemløb, ville vi nu have bestemt typen for f, og ville uden problemer
kunne bestemme typen for g, nemlig heltal. Vi kan altsa˚ ved at lave flere gennemløb af det abstrakte
syntakstræ, bestemme type af indbyrdes rekursive funktioner. Det vælger vi imidlertid ikke at gøre, for
at begrænse os.
Algoritme
Inden vi beskriver algoritmen for udledningen af typer for funktioner, antager vi at følgende:
• Typen af funktionensparameter x er bestemt til typen τ , som evt. i manglen pa˚ et argument er
type tom.
• Alle knuder for funktionserklæringer er kendt.
• Alle funktionserklæringer er indtil nu ignoreret i traverseringen af det abstrakte syntakstræ.
Na˚r traverseringen af det abstrakte syntakstræ kommer til en knude der repræsenterer et funktions-
kald f(x) til funktionen f , bestemmes typen for funktionen. Algoritmen for bestemmelse af typen for
funktionen, f , ser sa˚ledes ud.
• HVIS f(x) ER et rekursivt funktionskald SA˚
– tildel f(x) typen udefineret (ignore´r med andre ord).
• ELLERS
– HVIS f IKKE er tilordnet en type SA˚
∗ tilorden f med parametertypen τ , men uden returtype.
∗ analyse´r funktionskroppen i funktionserklæringen for f (her bestemmes returtypen).
∗ tildel f(x) returtypen for f .
– ELLERS
∗ tildel f(x) returtype for f (hvis ingen returtype er bestemt, sa˚ er returtypen udefineret).
Det er værd at bemærke at algoritmen fint ha˚ndtere situation i programeksempel 4.6. Typeudlednin-
gen, vil i funktionskaldet til f i linie 14, prøve at analysere funktionskroppen til f for at finde en
returtype. Typeudledningen vil her støde pa˚ funktionskaldet til g (linie 2), og derved midlertidigt
stoppe analysen af f til returtypen for g er fundet. Under analysen af funktionskroppen til g, støder
typeudledningen pa˚ funktionskaldet til h og vil igen midlertidigt stoppe analysen af g til returtypen
for h er fundet. Funktionskroppen for h analyseres nu, og returtypen bestemmes til heltal. Herefter
kan returtypen for g bestemmes og dernæst returtypen for f. Variablen $a vil dernæst korrekt blive
tildelt typen heltal.
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Programeksempel 4.6: Funktionskald fra funktionskrop.
1 function f() {
2 return g();
3 }
4
5 function h() {
6 return 0;
7 }
8
9 function g() {
10 $i = h();
11 return $i;
12 }
13
14 $a = f();
4.4.3 Opsamling
Dette kapitel er relativ langt, og vi vil derfor kort opsummere hvad vi har gennemga˚et.
• Grammatik for delmængde af PHP
Grammatikken tager ikke højde for flertydighed, da den derved er lettere at læse, og gramma-
tikken vi anvender til parser generatoren tager højde for det. Den samlede grammatik er angivet
i afsnit 4.1.4.
• Typer
Vi behandler typerne boolsk værdi, heltal, decimaltal, tekststreng, tabel, fejltype, udefineret og
tom. De sidste tre typer indføres pga. af typeudledningen.
• Virkefelter
Der findes to virkefelter. Det globale og funktionsvirkefelt.
• Afgræsninger
Vi beskæftiger os ikke med objekter, referencer, inkludering af filer, indbyggede funktioner, præ-
definerede variabler, standard argumenter eller variable variabler/funktioner.
• SableCC
Vi anvender parser generatoren SableCC til at generere en parser. SableCC kan opbygge et ab-
strakt syntakstræ.
• Typesystem
Vi har specificeret et typesystem som beskriver en delmængde af PHP pa˚ det semantiske niveau.
• Traversering af abstrakt syntakstræ
Vi udfører to gennemløb af det abstrakte syntakstræ. I første gennemløb udledes typer af variab-
ler og funktioner. I andet gennemløb udføres en klassiske statisk typekontrol (Aho et al., 1986,
kap. 6).
• Typeudledning
Vi udleder typen af variabler ud fra tildelinger. Vi udleder typen af funktioner ved første funk-
tionskald. Vi kan udlede typen af rekursive funktioner, men ikke indbyrdes rekursive funktioner.
Kapitel 5
Programmeringsovervejelser
I analysen har vi opstillet en række krav som vores program skal opfylde. Disse krav er falder i to
faser. Først skal vi kunne udføre en syntaksanalyse af et PHP-script og opbygge et abstrakt syntakstræ
som beskriver PHP-programmet. Dernæst skal vi udlede typerne i det abstrakte syntakstræ og udføre
en typekontrol af PHP-programmet. Dette kapitel omhandler de overvejelser vi har haft vedrørende
hvordan programmet der udføre den statiske typekontrol af PHP skal implementeres.
5.1 Abstrakt syntakstræ
I analyse fandt vi ud at, at vi kan bruge parser generatoren SableCC til automatisk at generere en
parser for os, ud fra en allerede eksisterende grammatik til PHP skrevet af Mandre (2005). Udover at
udføre syntaksanalyse, kan parseren ogsa˚ opbygge et abstrakt syntakstræ for os. Dette gør den mere
mekaniske del af typekontrol programmet noget lettere. Vi har dog haft nogle overvejelser om, hvor-
dan vi skulle traversere og dekorere træet. Traverseringen og dekoreringen af det abstrakte syntaktstræ
er forudsætninger for at kunne udføre typekontrollen.
5.1.1 Traversering
For at udføre typeudledningen i syntakstræet skal vi kunne traversere det. En ma˚de at gøre dette
pa˚, er at lade selve syntakstræet sta˚ for traverseringen, hvilket imidlertid betyder at vi skal ændre i
klasserne for syntakstræet. Disse klasser genereres automatisk af SableCC, og det vil derfor ikke være
hensigtsmæssigt at ændre i dem. Finder man fx en fejl i grammatikken som parseren er genereret
udfra, sa˚ overskriver SableCC de ændringer man har lavet i klasserne. En mere tungtvejende grund
for ikke at lade syntakstræet traversere sig selv, er at koden bliver spredt i et væld af klasser, og bliver
derved sværere at vedligeholde.
Udover at lade syntakstræet traversere sig selv, er der to andre oplagte metoder at traversere træet pa˚.
Rekursiv funktion
Alle klasser i syntakstræet arver fra e´n fælles superklasse. Vi kan derfor lave en funktion der tager den-
ne superklasse som argument, og i funktionskroppen bestemmer hvilken underklasse funktionen har
med at gøre. Na˚r funktionen har fundet den rette underklasse, kan den lave et rekursivt kald for hvert
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af underklassens børn og pa˚ den ma˚de gennemløbe hele træet. Programeksempel 5.1 illustrerer forkla-
ringen. I eksemplet er syntakstræet opbygget af klassen SuperKnude, og to klasser, UnderKnude1 og
UnderKnude2, som begge arver fra SuperKnude. UnderKnude1 har e´t barn, mens UnderKnude2
har to børn (jf. figur 5.1a). Bemærk fordi underklasserne har forskellige antal børn, er man nødt til at
bestemme hvilken underklasse vi har med at gøre.
Ulempen ved denne metode er at funktionskroppen vil indeholde samme antal sammenligninger som
der er klasser i syntakstræet. Eftersom antallet af klasser i syntakstræet er betragtelig, er denne metode
heller ikke hensigtsmæssigt.
+ visitUnderKnude1()
+ inUnderKnude1()
+ outUnderKnude1()
+ visitUnderKnude2()
+ inUnderKnude2()
+ outUnderKnude2()
TraverseringsKlasse
+ inUnderKnude1()
+ outUnderKnude1()
+ inUnderKnude2()
+ outUnderKnude2()
SpecifikTraverserings
Klasse
in/out 
metoderne er 
tomme
in/out 
metoderne er 
implementeret
SuperKnude
barn
UnderKnude1
barn1
barn2
UnderKnude2
BA
Figur 5.1: A) Simpel model af klasser i et abstrakt syntakstræ. B) Model af traverseringsklasser –
TraverseringsKlasse er genereret af SableCC, mens SpecifikTraverseringsKlasse er bru-
gerimplementeret.
Programeksempel 5.1: Skelet til rekursiv funktion til traversering af syntakstræ
1 void traverser( SuperKnude k ) {
2 if( k instanceof UnderKnude1 ) {
3 traverser( ((UnderKnude1) k).barn );
4 } else if ( k instanceof UnderKnude2 ) {
5 traverser( ((UnderKnude2) k).barn1 );
6 traverser( ((UnderKnude2) k).barn2 );
7 } else if ...
8 }
Visitor designmønster
I stedet for at lade syntakstræet traversere sig selv, kan vi lave e´n enkelt klasse der traverser syntak-
stræet ud fra visitor designmønstret (Gamma et al., 1995).
Udover klasserne til syntakstræet genererer SableCC ogsa˚ klasser til traversering af det abstrakte syn-
takstræ. Traverseringsklassen implementerer en lettere modificeret form af visitor designmønstret.
Da klasserne sta˚r for at traverseringen af det abstrakte syntakstræ, kan vi blot arve fra klasser-
ne og overskrive de metoder som vi ønsker at ændre. De metoder vi overskriver, indeholder imid-
lertidigt kode som sørger for at besøge alle undertræerne i en knude (fx visitUnderKnude1 i
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TraverseringsKlasse, jf. figur 5.1b). Vi skal derfor reimplementere koden i den overskrevne me-
tode. Alternativt kan vi kalde den overskrevne supermetode.
SableCC laver dog en elegant løsning pa˚ dette problem, hvor vi ikke skal overskrive en metoden som
traverserer undertræet. Hver gang traverseringsklassen støder pa˚ en knude i syntakstræet, kaldes først
en tom metode til at signalere vi er ga˚et ind i knuden og dens undertræer (fx inUnderKnude1 i
TraverseringsKlasse, jf. figur 5.1b). Efterfølgende, na˚r alle knudens undertræer er traversere-
de og vi ga˚r ud af en knude, kaldes en tom metode til at signalere at vi er ga˚et ud af knuden (fx
outUnderKnude1 i TraverseringsKlasse, jf. figur 5.1b).
Ved at overskrive disse metoder, som bliver kaldt for at signalere traverseringen ga˚r ind og ud af en
knude, undga˚r vi at skulle reimplementere kode til at traversere en knudes undertræer. Bemærk, for
hver klasse i det abstrakte syntakstræ findes to metoder af ovennævnte metoder, til at signalere vi ga˚r
ind og ud af en bestemt type knude (SpecifikTraverseringsKlasse jf. figur 5.1b).
Vi vælger at bruge visitor designmønstret til at traversere det abstrakte syntakstræ, da det giver mindst
mulig arbejde og er lettest at vedligeholde.
5.1.2 Dekorering
For at kunne udlede typen af en given knude under traverseringen, kræver det at vi kender typen af
alle knudes undertræer1. Vi ønsker derfor at dekorere hver knude i hele træet med e´n type.
Ved at lave en postorder traversering2 af syntakstræet kan vi dekorere hvert undertræ før vi dekorerer
selve knuden (svarer til at dekorer knuden i out-metoderne, jf. figur 5.1b). Vi skal derudover ogsa˚
kunne henten typen for hvert af knudens undertræer. Hertil kan vi enten vælge at tilføje et felt til hver
klasse i det abstrakte syntakstræ, eller vedligeholde en tabel over objekter og deres dekorering.
Tilføjelse af et felt til klasserne i det abstrakte syntakstræ, er dog stadig ikke hensigtsmæssigt, eftersom
vi ændrer i klasserne og derved besværliggører vedligeholdelsen. Derudover bliver klasserne genereret
automatisk af SabelCC. SableCC tilbyder imidlertid funktionalitet i traverseringsklasserne som kan
vedligeholde en tabel som associerer et objekt i syntakstræet med et andet objekt (i vores tilfælde en
type).
5.2 Symboltabel
Analysen stiller krav til at typekontrollen vedligeholder en symboltabel over typerne af variabler og
funktioner. Symboltabellen skal bruges til at sla˚ typen af en variabel eller funktion op under selve
typekontrollen.
Først og fremmest er det nødvendigt at have en separat symboltabel for variabler og for funktioner.
De to symboltabeller er nødvendige pga. følgende forskelle:
• Navneomra˚ede: Variabler og funktioner bruger ikke det samme navneomra˚de, hvorved en va-
riabel og en funktion kan have det samme navn. Envidere kender variabelnavne forskel pa˚ store
og sma˚ bogstaver samt kan benytte reserverede ord hvilket funktionsnavne ikke gør.
1Dette er ikke helt rigtigt, da fx et typekast ikke behøver kende typen den konverteres fra.
2Knudens undertræer besøges før selve knuden, imodsætning til preorder traversering hvor knuden besøges før knudens
undtræer. Begge metoder er dybde-først traversering.
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• Virkefelt: Variabler har to mulige virkefelter, enten det globale virkefelt eller et lokalt virkefelt.
Funktioner har kun det globale virkefelt.
• Type: En variabel har e´n type, mens funktioner har e´n returtype og e´n parametertype.
5.2.1 Datastruktur
Fælles for begge symboltabeller er, at vi skal associere et identifikationsnavn med en type. Vi skal
derfor bruge en datastruktur som kan lave denne association. Derudover skal vi under typekontrollen
kunne lave hurtige opslag i tabellen, for at bestemme typen af en given variabel eller funktion. En
hashtabel honorerer bedst disse krav, idet den kan lave opslag i tilnærmet konstant tid (afhængig af
den anvendte hashfunktion). Alternativt kunne man vælge en liste eller et binært søgetræ, men de vil
være langsommere at sla˚ op i. Vi vælger derfor at bruge en hashtabel.
Under opslag i symboltabellen kan vi komme ud for, at et given identifikationsnavn ikke eksisterer i
symboltabellen. Det sker fx na˚r en variabel bliver brugt i et udtryk, før den er blevet tildelt en værdi. I
dette tilfælde kan vi vælge at returnere en af følgende:
• Nulreference: Vælger vi at returnere en nulreference, skal vi ha˚ndtere den under selve typekon-
trollen, hvilket vil betyde lidt mere kode at vedligeholde.
• Typen udefineret: Vælger vi at returnere typen udefineret fa˚r vi altid en type tilbage pa˚ et opslag.
Dette betyder dog, at vi ikke ud fra opslaget kan bestemme om et givent identifikationsnavn
eksisterer i symboltabellen eller ej (der kan sagtens være identifikationsnavne som er associeret
med typen udefineret). Vi kan dog løse problemet, ved at lave en metode som undersøger om
identifikationsnavnet eksisterer i symboltabellen.
Vi vælger at returnere typen udefineret, for at undga˚ at tjekke for nulreferencer samt i hvert enkelt
tilfælde skulle tage stilling til, hvad vi sa˚ skal gøre. Grunden til at typen udefineret bliver returneret og
ikke fx typen fejl, er at vi ikke kender typen af fx en variabel der ikke eksisterer i symboltabellen. Derfor
kan typen af variablen være hvad som helst – ba˚de fejl, heltal, tekststreng osv. Det giver endvidere god
mening at returnere udefineret, eftersom typen repræsenterer noget vi ikke kender værdien af fx en
variabel der ikke eksisterer i symboltabellen.
5.2.2 Virkefelt for variabler
Symboltabellen for variabler adskiller sig som før omtalt fra symboltabellen til funktioner ved at vari-
abler tilhører et bestemt virkefelt. En variabel identificeres derfor udfra dens navn samt hvilket virke-
felt den tilhører. Vi kan derved vælge at lave enten e´n symboltabel som indeholder typen af variabler
i alle virkefelter, eller en symboltabel for hvert virkefelt.
Ved at anvende en symboltabel for hvert virkefelt bliver nøglen i hashtabellen simplere, og der bliver
færre elementer i hashtabellen. Gemmer man desuden ogsa˚ symboltabellerne i en hashtabel, sa˚ kan
vi hente den ønskede symboltabel for et given virkefelt hurtigt. Dertil kommer at traverseringen af
syntakstræet kun ga˚r ind i et given virkefelt e´n gang (pa˚ nær det globale virkefelt), og vi henter derfor
ogsa˚ kun symboltabellen for virkefeltet e´n gang og altsa˚ ikke tilfældigt.
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5.3 Typekontrol
Analysen beskriver hvilke typer der findes i PHP og hvilke vi tilføjer til vores typesystem for PHP.
Næste skridt er derfor at repræsentere en type i PHP i typekontrollen. Derefter kan vi udføre selve
typeudledningen og typekontrollen af et PHP-program ved at traversere det abstrakte syntakstræ.
5.3.1 Repræsentation af typer
Inden vi kan dekorere klasserne i det abstrakte syntakstræ med en type ma˚ vi finde en ma˚de at repræ-
sentere en type pa˚. I analysen har vi beskrevet følgende typer:
• Grundtyper Boolsk, tekststreng, heltal, decimaltal, tom, udefineret og fejltype.
• Sammensatte typer
– Tabeller: En tabel har elementer af e´n grundtype eller en tabel.
– Funktioner: Typen for en funktion har en returtype og en parametertype, som enten kan
være en tabel eller en grundtype.
Ovensta˚ende typer kan vi repræsentere med to klasser. En klasse der repræsenterer en grundtype og
en tabel, og en klasse der repræsenterer en funktion. Klassen der repræsenterer grundtyper og tabeller
skal have to felter, en type og en elementtype. Elementtypen bruges til at bestemme typen af elementer
i en tabel, og sættes til nulreference hvis ikke vi har at gøre med en tabel. Funktionstypen har to felter
for hhv. returtype og parametertype repræsenteret ved først nævnte klasse til grundtyper og tabeller.
Vi kan bestemme om to typer er ækvivalente ved for grundtypernes vedkommende at sammenligne
typen, mens vi for tabellens vedkommende ogsa˚ bliver nødt til at sammenligne typen af elementerne3.
Na˚r vi skal dekorere hele syntakstræet med typer, kunne vi vælge at instanciere et nyt objekt af ty-
peklasserne for hver knude i syntakstræet. Vi vil dog hurtigt fa˚ instancieret mange objekter som ogsa˚
skal ødelægges igen. Imidlertid vil mange af alle de objekter der repræsenterer en grundtype være
identiske (felterne i de to objekter der sammenlignes har samme værdi). Vi kan derfor nøjes med at
instanciere e´t objekt i en klassevariabel for hver grundtype, og derefter bruge dem til at dekorere det
abstrakte syntakstræ.
Samme nummer kan vi dog ikke lave med tabeller, eftersom vi har uendelig mange muligheder for at
konstruere tabeltyper. Vi kan fx konstruere en tabel som har elementer af en tabel som har elementer
af en grundtype. Vi bliver derfor nødt til at instanciere et nyt objekt for hver tabel type. Det samme
gælder for funktionstyper.
5.3.2 Typeudledning
Som beskrevet i analysen, bygger typeudledningen pa˚ mange af de samme regler som den statiske
typekontrol med sma˚ modifikationer for variabler og funktioner. Det vil derfor være oplagt at typeud-
ledningen og typekontrollen ogsa˚ deler den samme kode for den fælles funktionalitet. Hertil har vi tre
muligheder (typeudledningen og typekontrollen repræsenteres med hver deres klasse):
• typeudledningsklassen arver fra typekontrolklassen.
3Kaldes strukturel ækvivalens (Aho et al., 1986, kap. 6). Bestemmelse af ækvivalens af typer kan virke trivielt for vores
vedkommende, men problemet bliver mere kompliceret hvis vi indfører rekursive typer eller polymorfe typer.
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• typekontrolklassen arver fra typeudledningsklassen.
• begge klasser arver fra en fælles superklasse.
Vi har ikke fundet nogle overbevisende argumenter for hvordan vi skal dele koden, og vælger derfor
at lade typeudledningsklassen arve fra typekontrolklassen.
Typeudledning af funktioner
Vi har i afsnit 4.4.2 beskrevet at funktionskroppen i en funktionserklæring skal analyseres ved første
funktionskald – hverken før eller efter. Det betyder imidlertid, at vi bliver nødt til at kende knuden
for funktionserklæringen, inden vi begynder pa˚ typeudledningen. For at kende alle knuderne for funk-
tionserklæringer i træet, bliver vi nødt til at lave et fuldt gennemløb af træet. Vi kan end ikke droppe
at analysere funktionskroppene, eftersom funktioner kan være erklæret i funktionskroppene. Vi ville
med fordel under opbygningen af det abstrakte syntakstræ, kunne gemme en liste med alle knuderne
for funktionserklæringen, hvorved vi ville slippe for et helt gennemløb af det abstrakte syntakstræ.
5.3.3 Fejlmeddeleser
I vores program skal vi afgive en fejlmeddelelse na˚r vi støder pa˚ en typefejl. Sammen med fejlmeddel-
elsen skal vi angive en beskrivelse af fejlen samt et linienummer og position pa˚ linien i kildekoden.
Den essentielle del af vores projekt er imidlertid at identificere typefejl ud fra det typesystem vi har
konstrueret for PHP, og altsa˚ ikke afgivelsen af gode let forsta˚elige fejlmeddeleser. Hvis vores program
til PHP skal være anvendeligt for en bruger, er det selvfølgelig hensigtsmæssigt med klare fejlmeddel-
elser, men vi begrænser os til selve identifikationen af typefejl.
Kapitel 6
Programbeskrivelse
Dette kapitel beskriver hvordan vores typekontrolprogram til PHP er opbygget. Det besta˚r overordnet
at to dele. Delen som SableCC har genereret for os ud fra PHP grammatikken lavet af Mandre (2005),
samt typekontroldelen som vi har programmeret. Vi beskriver her begge dele, idet vi trækker kraftigt
i typekontroldelen pa˚ den funktionalitet som SableCC tilbyder.
Leksikalsk 
analyse Syntaksanalyse
TypeudledningTypekontrol
PHP-
program
Svar
SableCC
PHPTypeChecker
Abstrakt 
syntakstræ
Ovensta˚ende figur viser den overordnet datastrøm i programmet. SableCC delen udfører den leksi-
kalske analyse og syntaksanalyse som resulterer i et abstrakt syntakstræ. Vores program udfører ud
fra det abstrakte syntakstræ selve typeudledningen, samt den statiske typekontrol. Hele programmet
besta˚r en af en række pakker, som vi kort beskriver her og efterfølgende ga˚r mere i dybden med.
Pakke Beskrivelse
org.sablecc.php4.lexer Klasserne der udfører den leksikalske analyse.
org.sablecc.php4.parser Klasserne der udfører syntaksanalysen.
org.sablecc.php4.node Klasserne som det abstrakte syntakstræ opbyg-
ges af.
org.sablecc.php4.analysis Klasser til traversering af det abstrakte syntak-
stræ.
dk.ruc.phptypechecker Hovedprogram
dk.ruc.phptypechecker.typeanalzer Klasser der udfører den statiske typekontrol,
samt klasser der repræsenterer symboltabel og
typer.
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Hovedprogram
Hovedprogrammet ligger i klassen PHPTypeChecker i pakken dk.ruc.phptypechecker, og in-
deholder ikke andet end en main metode. Programeksempel 6.1 viser et simplificeret udsnit af ho-
vedprogrammet hvor processen gennemga˚et pa˚ forrige side gennemføres. I linie 2 til 4 udføres den
leksikalske analyse og syntaksanalysen, og resultatet er det abstrakte syntakstræ der lagres i variablen
root. I linie 7 udføres typeudledningen, og i linie 12 udføres typekontrollen. Vi beskriver i resten af
kapitlet hovedsaglig hvad der sker i metodekaldene i linie 7 og 12 (root.apply( ... )), eftersom
det er her vi gennemløber det abstrakte syntakstræ.
Programeksempel 6.1: Hovedprogram
1 public static void main( String[] args ) {
2 Lexer lexer = new Lexer( ... );
3 Parser parser = new Parser( lexer );
4 Start root = parser.parse();
5
6 TypeReconstructor reconstruct = new TypeReconstructor();
7 root.apply( reconstruct );
8
9 System.out.println( reconstruct );
10
11 TypeChecker checker = new TypeChecker( ... );
12 root.apply( checker );
13
14 System.out.println( checker );
15 }
6.1 Syntaksanalyse
Forsta˚elsen af typekontroldelens virkema˚de forudsætter at man først forsta˚r SableCC-delens virkema˚de.
SableCC genererer fire pakker med klasser ud fra PHP grammatikken, som sta˚r for hhv. den leksikal-
ske analyse, syntaksanalysen, opbygning af abstrakte syntakstræ samt traverseringen af det abstrakte
syntakstræ. Specielt interessant er klasserne i det abstrakte syntakstræ og klasserne til traversering af
det abstrakte syntakstræ.
6.1.1 Syntakstræsklasser
Figur 6.1 viser til venstre et klassediagram for nogle fa˚ af klasserne i et abstrakte syntakstræ, samt
hvordan det abstrakte syntakstræ for et simpelt PHP-program tager sig ud. Følgende lille PHP-program
vil blive brugt som gennemga˚ende eksempel i resten af dette kapitel:
$a = ’type’. ’kontrol’;
Alle klasser i et abstrakt syntakstræ arver fra en fælles superklasse (Node). Til fx at repræsentere et
program, sætning og udtryk, genererer SableCC tre abstrakte klasser, som de konkrete klasser som fx
AProgram, AExprStatement og AStringExpr arver fra. Bemærk, at fx AExprStatement som
repræsenterer et udtryk efterflugt semikolon har et barn e1 af typen PExpr. Dette barn repræsenterer
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selve udtrykket, og kan være en af underklasserne for PExpr men ikke selve PExpr, da det er en
abstrakt klasse. Det giver ogsa˚ god mening, da PExpr ikke repræsenterer et konkret udtryk, som fx
AStringExpr. Metoderne apply() kommer vi tilbage til senere.
e: AExprStatement
sætning := udtryk ';'
$a = 'type' . 'kontrol' ;
a: AAssignExpr
udtryk := variabel '=' udtryk
$a = 'type' . 'kontrol'
v: AVariabelExpr
variabel := '$' Identifikationsnavn
$a
b: ABopConExpr
udtryk := udtryk '.' udtryk
'type' . 'kontrol'
s1: AStringExpr
udtryk := konstant
'type'
s2: AStringExpr
udtryk := konstant
'kontrol'
p: AProgram
program := sætning*
$a = 'type' . 'kontrol' ;
PProgram PStatement PExpr
+ apply()
- e1: PExpr
- e2: PExpr
ABopConExpr
+ apply()
- e1: PExpr
AExprStatement
+ apply()
AProgram
- s1: PStatement
+ apply()
- e1: PExpr
- e2: PExpr
AAssignExpr
+ apply()
AStringExpr
Node
+ apply()
Figur 6.1: Til venstre) Klassediagram med angivelse af arvehierarki for klasserne i det abstrakte syn-
takstræ. Til højre) Abstrakt syntakstræ for programmet $a = ’type’. ’kontrol’;.
Til højre i figur 6.1 vises det abstrakte syntakstræ for det lille PHP-program, repræsenteret ved klas-
serne i klassediagrammet. Bemærk, hver enkelt kasse er et konkret objekt af en af klasserne i klas-
sediagrammet. For hvert objekt er produktionsreglen fra grammatikken givet (jf. afsnit 4.1.4), samt
hvilken del af program objektet repræsenterer. Det abstrakte syntakstræ er resultatet af syntaksanaly-
sen, og næste skridt i grove træk er derfor at gennemløbe træet i selve typeudledningen og den statiske
typekontrol.
6.1.2 Traverseringsklasser
Udover klasserne i det abstrakte syntakstræ er det interessant at se nærmere pa˚ klasserne til gen-
nemløb af det abstrakte syntakstræ. Klasserne ligger i pakken org.sablecc.php4.analysis. Der
er følgende traverseringsklasser og grænseflader:
Klasse Beskrivelse
Analysis Grænseflade som alle klasserne implementerer.
AnalysisAdapter Implementere visitor designmønstret beskrvet
under programmeringsovervejelserne (jf. afsnit
5.1.1).
DepthFirstAdapter Arver fra AnalysisAdapter og implementere
funktioner til at gennemløbe alle knuder i det
abstrakte syntakstræ.
Vi bruger nu gennemløbet af AAssignExpr objektet i figur 6.1 som eksempel, til at forklare hvordan
gennemløbet af hele det abstrakte syntakstræ forega˚r. Figur 6.2 viser til højre de to traverserings-
klasser og nogle af deres metoder. Bemærk, at der for hver syntakstræsklasse eksisterer en metode i
AnalysisAdapter og tre metoder i DepthFirstAdapter. Gennemløbet af det abstrakte syntak-
stræ forega˚r sa˚ledes (sekvensdiagram vist til venstre i figur 6.2):
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1. Gennemløbet startes ved at kalde metoden apply() pa˚ knuden med en instans af DepthFirst
Adapter (jf. linie 7 og 11 i programeksempel 6.1). Bemærk, alle syntakstræklasser har apply()
metoden.
2. Metoden apply() er implementeret for hver syntakstræsklasse, sa˚ den kalder den respektive
metode i traverseringsklassen. Eksempelvis kalde apply() metoden i AAssignExpr metoden
caseAAssignExpr i traverseringsklassen med sig selv som argument.
3. caseAAssignExpr i DepthFirstAdpater kalder først metoden inAAssignExpr (jf. pro-
grammeringsovervejelserne afsnit 5.1.1).
4. caseAAssignExpr i DepthFirstAdpater kalder dernæst apply() metoderne pa˚ knudens
børn. Disse kald sørger for at gennemløb hele undertræet for knuden.
5. caseAAssignExpr i DepthFirstAdpater kalder til sidst metoden outAAssignExpr.
d:DepthFirstAdaptera:AAssignExpr
a.apply(d)
d.caseAAssignExpr(a)
inAAssignExpr(a)
ouAAssignExpr(a)
For hvert barn e i a, 
kaldes e.apply(d)
+ caseAProgram()
+ caseAExprStatement()
+ caseAAssignExpr()
+ caseAVariableExpr()
+ caseABopConExpr()
+ caseAStringExpr()
AnalysisAdapter
+ caseAProgram()
+ inAProgram()
+ outAProgram()
+ caseAExprStatement()
+ inAExprStatement()
+ outAExprStatement()
+ caseAAssignExpr()
+ inAAssignExpr()
+ outAAssignExpr()
+ caseAVariableExpr()
+ inAVariableExpr()
+ outAVariableExpr()
+ caseABopConExpr()
+ inABopConExpr()
+ outABopConExpr()
+ caseAStringExpr()
+ inAStringExpr()
+ outAStringExpr()
DepthFirstAdapter
Figur 6.2: Til venstre) Klassediagram for traverseringsklasserne. Til højre) Sekvensdiagramm som viser
princippet i implementeringen af visitor designmønstret.
6.2 Typekontrol
Vi har nu gennemga˚et hvordan gennemløbet af det abstrakte syntakstræ forega˚r. Typekontroldelen
af programmet trækker kraftigt pa˚ denne funktionalitet. Følgende er en beskrivelse af klasserne i
typekontroldelen som ligger i pakken dk.ruc.phpdebugger.typeanalyzer:
Klasse Beskrivelse
Type Repræsenterer en grundtype og en tabel som be-
skrevet i afsnit 5.3.1.
FunctionType Repræsenterer en funktionstype som beskrevet i
afsnit 5.3.1.
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SymbolTable Indeholder hhv. en symboltabel for variabler
og funktioner (VariabelSymbolTable og Fun-
ctionSymbolTable ).
FunctionSymbolTable Implementerer symboltabellen for funktioner
som beskrevet i afsnit 5.2.
VaraibelSymbolTable Implementerer symboltabellen for variabler
som beskrevet i afsnit 5.2.
TypeChecker Implementerer selve den statiske typekon-
trol og indeholder symboltabellen (arver fra
DepthFirstAdapter).
TypeReconstructor Implementerer typeudledningen for variabler
og funktioner (arver fra TypeChecker).
Typeudledningen og typekontrollen besta˚r primært i at overskrive out-metoderne i DepthFirstAdapter,
hvorved DepthFirstAdapter vil sørge for at gennemløbe hele træet. Typeudledningen og typekon-
trollen skal altsa˚ kun koncentrere sig om for hver knude at bestemme en type, sa˚ sørger DepthFirstAdapter
for at alle knuder bliver besøgt.
Figur 6.3 viser hvordan klassen TypeChecker overskriver out-metoderne i DepthFirstAdapter
og hvordan TypeReconstructor overskriver en enkelt metode i TypeChecker. Bemærk, vi udle-
der typen af en variabel na˚r den tildeles en værdi, altsa˚ typeudledningen ga˚r ind i en AAssignExpr
objekt. Typeudledningen benytter sig altsa˚ af funktionaliteten i TypeChecker, til at bestemme type
af værdi som tildeles variablen.
+ outAProgram()
+ outAExprStatement()
+ outAAssignExpr()
+ outAVariableExpr()
+ outABopConExpr()
+ outAIntegerExpr()
TypeChecker
+ outAAssignExpr()
TypeReconstructor
DepthFirstAdapter
Figur 6.3: Arvehierarki for TypeChecker og TypeReconstructor klasserne.
6.2.1 Eksempel pa˚ typekontrol
Programeksempel 6.2 viser et eksempel pa˚ typekontrol af tekststrengskonkatenering. Reglen for tekst-
strengskonkatenering i typesystemet er givet ved (jf. afsnit 4.3.2),
U := U1 ‘.’ U2 { U.type := if U1.type = tekststreng
and U2.type = tekststreng
then tekststreng
else fejltype }
Metoden i Programeksempel 6.2 henter først typen som de to undertræer er blevet dekoreret med (li-
nie 2-3). Derefter kontrolleres det at typen af de to undertræer begge er tekststrenge (linie 7), og hvis
dette er tilfældet dekoreres knuden med typen tekststreng (linie 8 og 14). Hvis ikke afgives en fejlmed-
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delelse og knude dekoreres med typen fejltype (linie 10-11 og 14). Fejlmeddelsen bliver undertrykt af
TypeReconstructor sa˚ der kun udskrives fejlmeddelelser under typekontrollen i TypeChecker.
Programeksempel 6.2: Eksempel pa˚ kontrol af tekststrengkonkaternering.
1 public void outABopConExpr( ABopConExpr node ) {
2 Type t1 = getOutType( node.getE1() );
3 Type t2 = getOutType( node.getE2() );
4
5 Type decorationType;
6
7 if( t1.isString() && t2.isString() ) {
8 decorationType = Type.stringType;
9 } else {
10 error("Forventede to " + Type.stringType + " udtryk, men
fandt " + t1 + " og " + t2 + " udtryk." );
11
12 decorationType = Type.errorType;
13 }
14
15 setOut( node, decorationType );
16 }
Kapitel 7
Kørselsvejledning
Foreløbigt har vi beskrevet selve implementeringen af den statiske typekontrol, men ikke hvordan det
benyttes. Vi vil her give en kort kørselsvejledning til programmet, sa˚ledes at brugeren har mulighed
for at afprøve det.
I analysen har vi beskrevet hvilken delmængde af PHP vi behandler ba˚de pa˚ det syntaktiske og seman-
tiske niveau. Det er brugerens opgave ikke at anvende dele af PHP der ligger uden for den syntaktiske
delmængde. Programmet vil meddele eventuelle fejl pa˚ det semantiske niveau som specificeret i ana-
lyse. Bemærk specielt at tekststrenge angives med enkelt citationstegn og ikke dobbletcitationstegn.
7.1 Udførsel af typekontrol
Programmet ligger pa˚ den medfølgende CD-ROM. Kildekoden er placeret i mappen src mens de
oversatte klasser ligger i mappen bin. Programeksempel 7.1 giver et eksempel pa˚ et PHP-program
som vi vil prøve at udføre den statiske typekontrol pa˚.
Programeksempel 7.1: PHP-program
1 <?
2 $a = f(10) + 5;
3 $b = $a * ’10 æbler’;
4
5 function f($x) {
6 return $x + 1;
7 }
8 ?>
Programmets main-metode er placeret i klassen PHPTypeChecker. Den tager et argument som er
stien til filen med kildekoden til PHP-programmet. Forudsat at der er installeret et Java miljø pa˚ com-
puteren, kan programmet køres fra kommandolinien ved at skifte til bin-mappen. Programeksempel
7.1 ligger i filen test.php i niveauet over bin-mappen. Programmet udføres med følgende kom-
mando:
1 java dk.ruc.phptypechecker.PHPTypeChecker ../test.php
Kørsel af ovensta˚ende kommando giver følgende udskrift fra programmet:
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1 VARIABELERKLÆRINGER:
2 ======================
3 Virkefelt: f
4 $x har typen HELTAL
5 Virkefelt: global
6 $b har typen FEJL
7 $a HAR typen HELTAL
8
9 FUNKTIONSERKLÆRINGER:
10 ======================
11 HELTAL function f( HELTAL );
12
13 TYPEKONTROL
14 =============
15 Typefejl - linje 3, position 11: Forventede to HELTAL eller
DECIMALTAL udtryk, men fandt HELTAL og TEKSTSTRENG udtryk.
16 Typefejl - linje 6, position 14: Forventede TOM sætning, men
fandt FEJL sætning.
17 Fandt 2 typefejl.
Først angives den udledte type af variabler samt deres virkefelt. Herefter angives typen af eventuelle
funktioner, og tilsidst angives eventuelle typefejl1. Bemærk, at en enkelt typefejl typisk vil resultere i
flere fejlmeddelelser, eftersom typefejlen forplanter sig op gennem det abstrakte syntakstræ.
1Vi har snydt en lille smule med udskrifterne fra programmet. Æ, ø og a˚ bliver ikke udskrevet korrekt, formentlig fordi
der er rod i hvilke tegnsæt kildekode filerne bruger.
Kapitel 8
Afprøvning og erfaring
Na˚r man laver et program, sa˚ er det nødvendigt at udføre en afprøvning for at dokumentere, at pro-
grammet fungerer som forventet. Problemet med afprøvning er, at det ikke er muligt afprøve med alle
inddata, og det er heller ikke muligt at finde alle fejl. Vi har valgt at lave ekstern afprøvning, som
tager udgangspunkt i kravene til programmets funktionalitet. Ekstern afprøvning fortæller imidlertid
kun om programmet overholder en række krav, og ikke om eventuelle svagheder ved den underlig-
gende analyse. Vi har derfor ogsa˚ lavet en række øvrige testkørsler for at belyse styrker og svagheder
i vores analyse.
8.1 Ekstern afprøvning
Ekstern afprøvning har til hensigt at overbevise en læser, om at programmet fungerer som forventet.
Afprøvningen tager udgangspunkt i kravene til programmet, modsat en intern afprøvning som sikre
at alt programkode i programmet afprøves. Hvert enkelt krav afprøves pa˚ en systematisk og gennem-
skuelig ma˚de. Med udgangspunkt i kravene opstilles mulige inddata, ba˚de gyldige og ugyldige. For
hver gruppe af inddata opstilles forventede uddata. Der udføres kørsler af programmet med de op-
stillede inddata, og for hver afprøvningstilfælde noteres uddata. Det sammenlignes sa˚, om uddata fra
programkørslerne stemmer overens med forventede uddata.
Det er overordentligt tidskrævende, og som regel ikke hensigtsmæssigt, at afprøve alle tænkelige ind-
data for programmet, eftersom det vil give uhensigtsmæssigt mange afprøvningstilfælde. Man opdeler
derfor inddata i grupper, sa˚ alle elementer i en gruppe er repræsentative for gruppen. Pa˚ den ma˚de
er det muligt at reducere antallet af afprøvninger. Grupperinger af samhørende data i grupper kaldes
ækvivalensklasser. Begrebet ækvivalensklasser er la˚nt fra matematik, men skal opfattes i en bredere
forstand i denne sammenhæng.
8.1.1 Afprøvningsstrategi
Afprøvning af den statiske typekontrol er inddelt i en afprøvning af den syntaktisk del og en afprøvning
af den semantisk del. Afprøvningen af den syntatiske del har til opgave at afprøve om programmet
kan behandle den delmængde af syntaksen for PHP, som programmet er afgrænset til. Afprøvning af
den semantiske del har til opgave at afprøve om programmet kan udføre typeudledning og statisk
typekontrol. Her forudsættes at den syntaktiske del er uden fejl.
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Al inddata for afprøvning af den statiske typekontrol er kildekode til PHP-programmer. Den overord-
nede strategi for ba˚de den syntaktiske og semantiske del er inspireret af den normale brug af ækvi-
valensklasser. Her opfattes to programmer som ækvivalente, hvis programmerne bruger de samme
produktionsregler i grammatikken. Pa˚ denne ma˚de afprøves hver enkelt produktionsregel i gramma-
tikken efter de krav, som er opstillet i analysen (Rosendahl, 2003).
8.1.2 Afprøvning af syntaktisk del
Forma˚let med afprøvning af den syntaktiske del er at vise om programmet opbygger et abstrakt syntak-
stræ ud fra kildekoden til et PHP-program. Den PHP-grammatik, som anvendes til generere parseren i
PHPTypeChecker, er blevet testet pa˚ ca. 10.000 PHP-scripts. Resultatet blev, at 92% af alle PHP-scripts
blev analyseret korrekt Huang et al. (2004). Vi benytter en lille simple delmængde af PHP og for-
venter derfor ikke at finde større fejl i syntaksanalysen. Der tages hensyn til den bemærkning, hvor
Mandre (2005) angiver at grammatikken ikke udfører en korrekt syntaksanalyse af udtryk af typen
$a = 1 + $b = 10, som ellers er fuldt lovlige i PHP.
Nedensta˚ende tabel viser afprøvningen for syntaksanalyse. Beskrivelsen henviser til produktionsregler-
ne gennemga˚et i afsnit 4.1.1. Vi har ikke angivet det forventede uddata for hvert afprøvningstilfælde,
eftersom det er næsten ens for alle afprøvningstilfælde. Forventede uddata er, at programmet fortsæt-
ter til den statiske typekontrol. Hvis et afprøvningstilfælde ikke ga˚r videre til den semantiske del, sa˚
vil parseren give en fejlmeddelelse. Den kunne for eksemple se sa˚ledes ud:
Programeksempel 8.1: Eksempel pa˚ fejlmeddelelse fra parser.
1 org.sablecc.php4.parser.ParserException: [96,14] expecting: ’?>’,
’;’
2 at org.sablecc.php4.parser.Parser.parse(Parser.java:2398)
3 at dk.ruc.phptypechecker.PHPTypeChecker.main(
PHPTypeChecker.java:28)
Vi afprøver ikke ugyldigt inddata, eftersom grammatikken vi har anvendt til at generere parseren ud-
fra, behandler en større delmængde af PHP end vores grammatik. Det er brugerens ansvar, at sørge
for PHP-programmer som PHPTypeChecker skal udføre statisk typekontrol af, overholder den specifi-
cerede delmængde af syntaksen for PHP. Hvis en produktionsregel indeholder tegnet * (kvantiserings-
operator), sa˚ afprøves produktionsreglen med hhv. 0, 1 og mange (2) af den givne non-terminal. Hvis
en produktionsregel indeholder tegnet ? (kvantiseringsoperator), sa˚ afprøves produktionsreglen med
hhv. 0 og 1 af den givne non-terminal.
Beskrivelse Inddata X/ ×
Konstanter 5; X
5.1; X
true; X
’...’; X
Variabel $a; X
$a[1]; X
Funktionskald f(); X
f( 1 ); X
Typekonvertering (int) $a; X
(float) $a; X
64 8 Afprøvning og erfaring
Beskrivelse Inddata X/ ×
(string) $a; X
(boolean) $a; X
Tabeller array(); X
array( 1 ); X
array( 1, 1 ); X
array( 1, 1, 1 ); X
Gruppering ( $a ); X
Tildelingsoperator $a = 1; X
Aritmetiske operatorer 1 + 1; X
1 - 1; X
1 / 1; X
1 * 1; X
Tekststrengsopeartor 1 . 1; X
Sammenlignings- 1 == 1; X
operatorer 1 != 1; X
1 > 1; X
1 >= 1; X
1 < 1; X
1 <= 1; X
Logiske operatorer 1 && 1; X
1 || 1; X
!1; X
Fortegnsoperator -1; X
Udskrivning echo 1; X
echo 1, 1; X
echo 1, 1, 1; X
Retursætning return; X
return 1; X
Løkkesætning while( 1 ) 1; X
Betingelsessætning if( 1 ) 1; X
if( 1 ) 1; else 1; X
if( 1 ) 1; elseif( 1 ) 1; X
if( 1 ) 1; elseif( 1 ) 1; else 1; X
if( 1 ) 5; elseif( 1 ) 1; elseif( 1 ) 1; X
if( 1 ) 5; elseif( 1 ) 1; elseif( 1 ) 1; else 1; X
Funktionserklæringer function f() {} X
function f( $x ) {} X
function f( $x ) { 1; } X
function f( $x ) { 1; 1; } X
Gruppering {} X
{ 1; } X
{ 1;1; } X
Program (tomt) X
1; X
1;1; X
Spidsfindighed $a = 1 + $b = 2; ×
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Der blev ikke fundet fejl i syntaksanalysen, som ikke var kendt pa˚ forha˚nd.
8.1.3 Afprøvning af semantisk del
Forma˚let med afprøvning af den statiske typekontrol i PHPTypeChecker er at vise, at programmet
opfylder de krav, som er gennemga˚et i afsnit 4.3 og afsnit 4.4 i analysen. Først afprøves de fleste
regler i typesystemet som er angivet i afsnit 4.3, men vi venter med en fuldstændig afprøvning af
typeudledningen af variabler og funktioner til sidst.
For hvert afprøvningstilfælde angiver vi forventet uddata. Hvis uddata for programmet ikke stem-
mer overens med det forventede uddata, bliver afprøvningstilfældet kommenteret under tabellen. Vi
angiver endvidere kun uddata for afprøvningstilfælde hvor det er relevant, eftersom den statiske ty-
pekontrol giver lange meddelelser. Vi giver dog her et eksempel pa˚ uddata for programmet.
Programeksempel 8.2: PHP-program
1 <?
2 function f( $x ) {
3 return (boolean) $x;
4 }
5
6 $a = 10;
7 $b = 1 + f($a);
8 ?>
Udførsel af den statiske typekontrol af programeksempel 8.2 giver uddata som vist herunder. Først
vises alle variabler samt deres tilordnede type og hvilket virkefelt de tilhører. Herefter vises funktion-
serklæringer med angivelse af parametertype og returtype og tilsidst angivelse af eventuelle typefejl
og a˚rsag hertil.
1 VARIABELERKLÆRINGER:
2 ======================
3 Virkefelt: f
4 $x har typen HELTAL
5 Virkefelt: global
6 $b har typen FEJL
7 $a har typen HELTAL
8
9 FUNKTIONSERKLÆRINGER:
10 ======================
11 BOOLSK VÆRDI function f( HELTAL );
12
13 TYPEKONTROL
14 =============
15 Typefejl - linje 7, position 12: Forventede to HELTAL eller
DECIMALTAL udtryk, men fandt HELTAL og BOOLSK VÆRDI udtryk.
16 Typefejl - linje 7, position 12: Forventede TOM sætning, men
fandt FEJL sætning.
17 Fandt 2 typefejl.
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Konstanter
I afsnit 4.3 under “Konstanter” er følgende regel angivet:
U := K { U.type := K.type }
K := heltal { K.type := hetal }
| decimaltal { K.type := decimaltal }
| boolsk værdi { K.type := boolsk værdi }
| tekststreng { K.type := tekststreng }
Reglen afprøves med et afprøvningstilfælde for hver af de fire produktionsregler for K. Vi vil ikke
angive reglerne for de efterfølgende afprøvningstilfælde eftersom man med afsnitsoverskrifterne nemt
kan finde de tilsvarende regler i analysen. Horisontale streger i tabellerne gruppere afprøvningstilfælde
for en enkelt produktionsregel (se eksempelvis afprøvningstilfælde for variabler eller operatorer).
Nr Inddata Forventet type af $a X/ ×
1 $a = 1; heltal X
2 $a = 1.1; decimaltal X
3 $a = true; boolsk værdi X
4 $a = ’...’; tekststreng X
Typekonvertering
Nr Inddata Forventet type af $a X/ ×
1 $a = (int) 1.1; heltal X
2 $a = (float) true; decimaltal X
3 $a = (boolean) ’...’; boolsk værdi X
4 $a = (string) 1.1; tekststreng X
Tabeller
Nr Inddata Forventet type af $a X/ ×
1 $a = array( 1, 1 ); tabel(heltal) X
2 $a = array( 1, 1.1 ); typefejl ×
Uddata for afprøvningstilfælde 2 var tabel(typefejl) og ikke typefejl som forventet. Fejlen er rettet.
Variabler
Nr Inddata Forventet type af $a X/ ×
1 $b = 1; $a = $b; heltal X
2 $b = array( 1, 1 ); $a = $b[0]; hetal X
3 $b = array( 1, 1 ); $a = $b[true]; typefejl X
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Nr Inddata Forventet type af $a X/ ×
4 $b = ’tekststreng’; $a = $b[0]; typefejl ×
5 $b = ’tekststreng’; $a = $b[false]; typefejl X
Uddata for afprøvningstilfælder 4 var udefineret og ikke typefejl som forventet. Fejlen er rettet.
Operatorer
Nr Inddata Forventet type af $a X/ ×
1 $a = 1 + 1; heltal X
2 $a = 1 + 1.1; decimaltal X
3 $a = 1.1 + 1; decimaltal X
4 $a = 1.1 + 1.1; decimaltal X
5 $a = array(1,1) + array(1,1); tabel(heltal) X
6 $a = ’...’+ ’...’; typefejl X
7 $a = true + 1; typefejl X
8 $a = array(1,1) + array(1.1,1.1); typefejl X
9 $a = 1 - 1; heltal X
10 $a = 1 - 1.1; decimaltal X
11 $a = 1.1 - 1; decimaltal X
12 $a = 1.1 - 1.1; decimaltal X
13 $a = ’...’- ’...’; typefejl X
14 $a = 1 - false; typefejl X
15 $a = ’...’. ’...’; tekststreng X
16 $a = 1 . 1; typefejl X
17 $a = 1 . ’...’; typefejl X
18 $a = ’...’. 1.1; typefejl X
19 $a = 1 == 1; boolsk værdi X
20 $a = 1 == 1.1; boolsk værdi X
21 $a = 1.1 == 1; boolsk værdi X
22 $a = 1.1 == 1.1; boolsk værdi X
23 $a = ’..’== ’...’; boolsk værdi X
24 $a = true == false; boolsk værdi X
25 $a = array(1.1) == array(1.1); boolsk værdi X
26 $a = array(true) == array(true); boolsk værdi X
27 $a = ’..’== 1; typefejl X
28 $a = 1.1 == true; typefejl X
29 $a = array(1) == array(1.1); typefejl X
30 $a = 1 > 1; boolsk værdi X
31 $a = 1 > 1.1; boolsk værdi X
32 $a = 1.1 > 1; boolsk værdi X
33 $a = 1.1 > 1.1; boolsk værdi X
34 $a = ’...’> ’...’; boolsk værdi X
35 $a = 1 > false; typefejl X
36 $a = true && false; boolsk værdi X
37 $a = 1 && true; typefejl X
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Nr Inddata Forventet type af $a X/ ×
37 $a = false && 1.1; typefejl X
38 $a = ’...’&& ’...’; typefejl X
39 $a = !false; boolsk værdi ×
40 $a = !1; typefejl X
41 $a = !1.1; typefejl X
42 $a = !’...’; typefejl X
43 $a = -1; heltal X
44 $a = -1.1; decimaltal X
45 $a = -true; typefejl X
46 $a = -’...’; typefejl X
47 $a = 1; $a = 2; heltal X
48 $a = 1.1; $a = 1.2; decimaltal X
49 $a = true; $a = false; boolsk værdi X
50 $a = ’...’; $a = ’...’; tekststreng X
51 $a = array(1); $a = array(2); tabel(heltal) X
52 $a = ’...’; $a = 1; typefejl X
53 $a = ’...’; $a = 1.1; typefejl X
54 $a = ’...’; $a = true; typefejl X
55 $a = ’...’; $a = array(1); typefejl X
56 $a = 1.1; $a = 1; heltal X
57 $a = 1; $a = 1.1; typefejl X
58 $a = $b; $a = 10; heltal X
59 $a = 1+true; $a = 10; heltal X
• Fejlmeddelesen afgivet i afprøvningstilfælde 8 er misvisende, men typen af $a bestemmes kor-
rekt. Fejlmeddelelsen er ikke rettet.
• Operatorene -, * og / er specificeret for samme typer og vi afprøver derfor kun e´n i afprøvningstilfælde
9-14.
• Operatorene == og ! = er specificeret for samme typer og vi afprøver derfor kun e´n i af-
prøvningstilfælde 19-29.
• Operatorene >,>=,< og <= er specificeret for samme typer og vi afprøver derfor kun e´n i
afprøvningstilfælde 30-35.
• Operatorene && og || er specificeret for samme typer og vi afprøver derfor kun e´n i afprøvningstilfælde
36-38.
• Uddata for afprøvningstilfælder 39 var udefineret og ikke boolsk værdi som forventet. Fejlen er
rettet.
• Afprøvningstilfælde 47-57 afprøver tildelingsoperatoren ved at tildele den samme eller forskel-
lige typer til en variabel.
• Afprøvningstilfælde 58-59 er lidt specielle idet de afprøver typeudledningen. Nr. 58 tildeles $a
først udefineret, men overskrives af den efterfølgende tildeling. Nr. 59 tildeles $a først typefejl,
men overskrives af den efterfølgende tildeling.
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Gruppering (udtryk)
Nr Inddata Forventet type af $a X/ ×
1 $a = ( ’...’); tekststreng X
Sætning
Sætninger er lidt sværere at afprøve end udtryk men ikke meget. Typekontrollen vil ikke melde fejl
sa˚fremt sætningen har typen tom. Hvis sætningen derimod ikke har typen tom, vil den statiske type-
kontrol give en fejlmeddelelse.
Nr Inddata Forventet type af sætning X/ ×
1 1; tom X
2 1 + true; typefejl X
Løkke, betingelsessætning og udskrivning
Nr Inddata Forventet type af sætning X/ ×
1 while( true ) 1; tom X
2 while( 1 ) 1; typefejl X
3 while( true ) 1 + true; typefejl X
4 if(true) 1; elseif(true) 1; else 1; tom X
5 if(1) 1; elseif(true) 1; else 1; typefejl X
6 if(true) 1; elseif(1) 1; else 1; typefejl X
7 if(true) 1+true; elseif(true) 1; else 1; typefejl X
8 if(true) 1; elseif(true) 1+true; else 1; typefejl X
9 if(true) 1; elseif(true) 1; else 1+true; typefejl X
10 echo 1; tom ×
11 echo 1, 1+true; typefejl ×
Uddata for afprøvningstilfælde 10 var typefejl og ikke tom som forventet. Fejlen er rettet. Uddata for
afprøvningstilfælde 11 var tom og ikke typefejl som forventet. Fejlen er rettet.
Retursætning
Nr Inddata Forventet type af sætning X/ ×
1 return 1; tom X
2 return 1 + true; typefejl X
Bemærk, vi afprøver foreløbigt kun retursætninger i det globale virkefelt. I afsnit 8.1.3 afprøver vi
retursætninger i virkerfelter for funktioner.
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Gruppering (sætninger)
Nr Inddata Forventet type af sætning X/ ×
1 {1;} tom X
2 {1;1;} tom X
3 {1;1+true;} typefejl X
Funktionskald og funktionserklæringer
Vi har foreløbigt ikke afprøvet funktionskald og funktionserklæringer. Vi afprøver derfor først typeud-
ledningen for funktionserklæringer.
Nr Inddata Forventet type af funktion X/ ×
1 function f() {} (analyseres ikke) X
2 f(); function f() {} tom→ tom X
3 function f() {} f(); tom→ tom X
4 function f() { return 1; } f(); tom→ heltal X
5 function f() { return; } f(); tom→ tom X
6 function f($x) {} f(1); heltal→ tom X
7 function f($x) { return 1; } f(1.1); decimaltal→ heltal X
Typen for funktioner udledes korrekt. Vi afprøver dernæst reglerne for funktionserklæringer i typesy-
stemet (kontrol af sætninger i funktionskroppen).
Nr Inddata Forventet type af sætning X/ ×
8 function f() { 1; } f(); tom for funktion X
9 function f() { 1+true; } f(); typefejl for funkion X
Vi afprøver dernæst funktionskald. Første funktionskald medfører at typen for funktionen udledes,
andet funktionskald bliver kontrolleret for om argumenttypen stemmer overens med funktions para-
metertype.
Nr Inddata Forventet uddata X/ ×
10 function f($x) {} f(1); f(1); ingen typefejl X
11 function f($x) {} f(1); f(1.1); typefejl for f(1.1) X
Fejlmeddelelsen i afprøvningstilfælde 11 var misvisende. Fejlmeddelelsen er rettet. Næste afprøvningstilfælde
afprøver reglerne for virkefelter.
Nr Inddata Forventet uddata X/ ×
12 $a = 1; function f() { $a = ’...’} f(); $a har typen heltal i glo-
bale virkefelt. $a har ty-
pen tekststreng i virkefelt
for funktionen f.
X
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Rekursive funktioner
Programeksempel 4.4 giver et eksempel pa˚ en rekursive funktioner. Vi afprøver den statiske type-
kontrol pa˚ programeksemplet for at se om den statiske typekontrol korrekt kan udlede typen for en
rekursiv funktion. Resultatet af den statiske typekontrol udført pa˚ programeksemplet er angivet i ap-
pendiks A.1.1. Typeudledningen udleder korrekt typen for den rekursive funktion.
Indbyrdes rekursive funktioner
Vi har godt nok i analysen begrænset os til ikke korrekt at kunne udlede typen af indbyrdes rekur-
sive funktioner. Vi skal dog alligevel sørge for at den statiske typekontrol ikke havner i en uendelig
løkke. Programeksempel 4.5 giver eksempel pa˚ indbyrdes rekursive funktioner, som afprøver den sta-
tiske typekontrol med. Resultatet af den statiske typekontrol udført pa˚ programeksemplet er angivet
i appendiks A.1.2. Typeudledningen kan som forventet ikke udlede typen af de indbyrdes rekursive
funktioner (kun den ene), men typeudledningen stopper og ga˚r dermed ikke i uendelig løkke.
8.2 Øvrige testkørsler
For at kunne svarer pa˚ problemformuleringen kræver det at vi undersøger i hvilket omfang den statiske
typekontrol kan anvendes til at finde typefejl i PHP-programmer. Vi har foreløbigt lavet en ekstern
afprøvning af programmet, der har vist at programmet overholder de opstillede krav i analysen. Vi
har imidlertid i analysen foretaget en række valg og fravalg, som vi i de følgende afsnit vil undersøge
konsekvenserne af.
Det ville være optimalt at teste den statiske typekontrol pa˚ en række PHP-programmer skrevet af
andre programmører. De fleste PHP-programmer gør dog brug af klasser, inkludering af filer eller
indbyggede funktioner som vores statiske typekontrol ikke kan ha˚ndtere. Vi har derfor selv designet
nogle sma˚ PHP-programmer med egenskaber som man typisk ville se i andre PHP-programmer. De
begrænsninger vi har opsat for den statiske typekontrol kan overordnet opdeles i to kategorier:
• Syntaksmæssige begrænsninger: Vi behandler fx ikke klasser eller referencer i vores analyse.
Mange af egenskaberne ved PHP i denne kategori, ville uden større anstrengelser kunne imple-
menteres hvis tiden tillod det. Visse egenskaber vil givetvis ogsa˚ kunne volde større problemer.
• Ikke analyserede problemstillinger: Indenfor den delmængde af PHP vi har specificeret, kan
man lave fuldt lovlig PHP-programmer som giver god mening, men som den statiske typekontrol
alligevel vil finde typefejl i. Et eksempel herpa˚ kunne være polymorfe funktioner.
Det er specielt interessant at se nærmere pa˚ nogle af de problemstillinger, vi ikke har analyseret inden-
for den lovlige delmængde af syntaksen for PHP vi har specificeret. Vi vil her kunne fa˚ nogle indikatio-
ner af, i hvilket omfang PHP lader sig dikterer af statisk typekontrol. Vi skal dog ogsa˚ undersøge nogle
af de syntaksmæssige begrænsninger. Mange af de egenskaber vi tester i resten af kapitlet, kan i første
omgang virke som om de er specifikke for PHP. I mange utypede scriptsprog vil man imidlertid kunne
finde lignende egenskaber, og resultaterne vil ogsa˚ sige noget om, i hvilket omfang statisk typekontrol
kan anvendes til at finde typefejl i utypede scriptsprog.
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8.2.1 Variabler via URL
I PHP har man mulighed for at sende variabler med na˚r man laver en forespørgsel til et PHP-program.
Eksempelvis hvis man tilga˚r PHP-programmet program.phpmed følgende adresse http://www.ruc.dk/program.php?a=3,
vil PHP automatisk registrere en variabel $a med værdien 3. Dette er en af de meste benyttede egen-
skaber i PHP, eftersom det tillader at PHP-programmet kan fodres med informationer fra en formular
pa˚ en webside. De prædefinerede variabler (jf. afsnit 4.1.7) fungerer pa˚ tilsvarende ma˚de, eftersom de
ogsa˚ er tildelt en værdi som ikke angives i kildekoden til PHP-programmet. Dette er en problemstilling
vi ikke har analyseret nærmere i analysen.
Problemet i forhold til den statisk typekontrol er imidlertid, at sa˚danne variabler ikke tildeles en
værdi, men blot anvendes i en anden sammenhæng. Programeksempel 8.3 viser et typisk eksempel,
hvor variablen $a blot anvendes uden at blive tildelt en værdi. Resultatet af den statiske typekontrol
udført pa˚ programeksempel 8.3 er angivet i appendiks A.2.1.
Programeksempel 8.3: Variabel der ikke tildeles værdi i programmet.
1 <?
2 if( $a == ’side1’ ) {
3 echo ’Viser side 1’;
4 }
5 ?>
Programmet er fuldstændigt lovligt, eftersom alle variabler der sendes til et PHP-program via en URL,
bliver registreret som tekststrenge. Altsa˚ er sammenligningen i linie 2 fuldstændig lovlig. Variablen
$a tildeles imidlertidigt ikke en værdi, hvorved typen af variablen ikke bliver udledt og er dermed
udefineret. Den statiske typekontrol finder derefter typefejl, hvilket ogsa˚ fremga˚r af appendiks A.2.1.
Der er flere mulige løsninger pa˚ problemet. Vi ville fx ud fra sammenligningen af variablen med en
tekststreng kunne udlede, at det ma˚tte være en tekststreng. En anden mulighed ville være, at give
brugeren mulighed for at specificere typen af variabler som typeudledningen ikke kunne udlede. Det
ville med lidt ekstra tid, altsa˚ være muligt at løse dette problem pa˚ en rimelig fornuftig ma˚de.
8.2.2 Indbyggede funktioner
PHP besidder som nævnt i afsnit 4.1.7 et stort funktionsbibliotek, som bl.a. har været medvirkende
a˚rsag til PHPs popularitet. De indbyggede funktioner giver dog problemer i forhold til den statiske
typekontrol, eftersom de ikke er defineret eksplicit i kildekoden. Problemet er ikke en syntaksmæssig
begrænsning men et problem vi ikke har analyseret nærmere i analysen. Programeksempel 8.4 an-
vender den indbyggede funktion strlen der returnerer længden af en tekststreng. I manualen (PHP
Documentation Group, 2005, kap. CVI) er angivet af funktionen tager en tekststreng som parame-
ter og returnerer et heltal. Programmet er derfor fuld lovligt i forhold til hele PHP. Resultatet af den
statiske typekontrol udført pa˚ programeksempel 8.4 er angivet i appendiks A.2.1.
Programeksempel 8.4: Eksempel pa˚ anvendelse af den indbyggede funktion strlen.
1 <?
2 $a = ’Typeanalyse af PHP-scripts’;
3 $i = strlen( $a );
4 ?>
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Typeudledningen vil korrekt udlede typen af $a til tekststreng. Imidlertid na˚r typeudledningen støder
pa˚ et funktionskald, prøver den at bestemme parameter- og returtypen for funktionen, ved at analysere
selve funktionskroppen. Funktionen strlen er imidlertid ikke defineret i kildekoden, og funktions-
kroppen kan derved ikke analyseres. Typen af $i kan derved heller ikke bestemmes. Den statiske
typekontrol melder derfor at den statiske typekontrol ikke kan udføres.
Problemet ville relativt let kunne løses ved at indsætte de indbyggede funktioner i symboltabellen
for funktioner. Det er dog ikke alle funktioner som tager en unik parametertype eller returnerer en
unik type. Programeksempel 8.5 anvender den indbyggede funktion reset som tager en tabel og
returnerer det første element i tabellen1. Funktionen reset giver dog mening for alle tabeller uan-
set elementtypen. Resultatet af den statiske typekontrol udført pa˚ programeksempel 8.5 er angivet i
appendiks A.2.1 og er magen til resultatet for programeksempel 8.4.
Programeksempel 8.5: Eksempel pa˚ anvendelse af den indbyggede funktion reset.
1 <?
2 $a = array(1,2,3);
3 $b = array(’a’,’b’,’c’);
4
5 $c = reset($a);
6 $d = reset($b);
7 ?>
Problemet minder ved første øjekast om programeksempel 8.4. Før omtalte løsning med at indsæt-
te funktionen i symboltabellen vil imidlertid ikke ga˚ godt med funktionen reset. I første forsøg
kunne man ændre symboltabellen til at tillade overlæssede funktionsnavne, sa˚ledes at funktionen
kunne indsættes i symboltabellen for alle typer den giver mening for – i eksemplet tabel(heltal) og
tabel(tekststreng). Problemet er imidlertid, at funktionen er en polymorf funktion af typen tabel(α)→
α, og der er derfor i princippet uendelig mange typer2. Vi ser nærmere pa˚ en løsning i næste afsnit,
hvor vi undersøger en polymorf funktion som er erklæret eksplicit i kildekoden.
8.2.3 Polymorfe funktioner
I ovensta˚ende afsnit anvendte vi den indbyggede funktion reset til at returnerer det første element
i en tabel. Vi kan programmere en funktion, der gør noget tilsvarende (jf. programeksempel 8.6).
Funktionen f er fuldt lovlig i forhold til den delmængde af syntaksen vi behandler, og vil ikke give
anledning til typefejl – hverken i kaldet til f i linie 9 eller 10. Problemet er altsa˚ ikke en syntaksmæssig
begræsning men et problem vi ikke har analyseret nærmere i analysen. Resultatet af den statiske
typekontrol udført pa˚ programeksempel 8.6 er angivet i appendiks A.2.4.
Programeksempel 8.6: Eksempel pa˚ funktion der returnerer det første element i en tabel.
1 <?
2 function f( $tabel ) {
3 return $tabel[0];
4 }
1Funktionen reset() sætter endvidere den interne pegepind i tabellen til det første element. Det har dog ikke betydning
for eksemplet.
2Eksempelvis en tabel med elementer af en tabel, med elementer af en tabel, med elementer af en tabel, osv. – computeren
sætter naturligvis en fysisk grænse.
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5
6 $a = array(1,2,3);
7 $b = array(’a’,’b’,’c’);
8
9 $c = f($a);
10 $d = f($b);
11 ?>
Typeudledningen bestemmer korrekt typen af variablerne $a og $b til hhv. tabel(heltal) og tabel(tekststreng).
Ved første funktionskald til f, linie 9, bestemmes typen for funktionen til tabel(heltal) → heltal. Det
betyder imidlertid at den statiske typekontrol melder typefejl i linie 10, hvor den forventer at argumen-
tet til funktionen f er tabel(heltal) og ikke tabel(tekststreng). Typen af $d bestemmes endvidere ikke
korrekt, eftersom funktionen er bestemt til at returnere typen heltal, hvorved typen af $d bestemmes
til heltal.
Programeksempel 8.6 er et eksempel pa˚ hvordan den statiske typekontrol finder typefejl i programmer
der er fuldt lovlige, og ikke giver anledning til typefejl. Det typesystem vi anvender, opstiller altsa˚
regler som forhindre noget af PHPs fleksibilitet, i at blive anvendt som ellers ikke vil give anledning
til fejl. Problemet vil formentlig kunne løses ved at anvende et polymorft typesystem, hvilket dog er
væsentlig mere kompliceret end det monomorfe typesysstem vi anvender. Indbyggede funktioner som
fx reset omtalt i forega˚ende afsnit, vil dermed ogsa˚ kunne ha˚ndteres.
8.2.4 Variable variabler/funktioner
PHP understøtter variable funktioner og variable variabler (jf. afsnit 4.1.7), hvilket betyder at værdi-
en af en variabel kan anvendes som variabelnavn eller funktionsnavn. Dette er i modsætning til de
forega˚ende testkørsler en syntaktiske begrænsning vi har valgt ikke at behandle, hvorved udførelsen
af den statiske typekontrol pa˚ programeksempel 8.7 eller programeksempel 8.8 ikke er specificeret. Vi
har imidlertid valgt at udføre den statiske typekontrol pa˚ begge eksempler alligevel, da det indeholder
nogle hovedpointer for, i hvilket omfang man kan anvende statisk typekontrol til at analysere utypede
scriptsprog for typefejl.
I programeksempel 8.7 linie 2 bliver variablen $var tildelt tekstestrengen ’a’. I linie 3 er $$var
en variabel variabel der henviser til variablen med identifikationsnavnet $a, fordi $var indeholder
værdien ’a’. $a tildeles altsa˚ en heltalsværdi som ogsa˚ tildelels $b i linie 4. Resultatet af den statiske
typekontrol udført pa˚ programeksempel 8.7 er angivet i appendiks A.2.5.
Programeksempel 8.7: Variabel variabel
1 <?
2 $var = ’a’;
3 $$var = 1;
4 $b = $a;
5 ?>
Vi understøtter som sagt ikke syntaksen for variable variabler, men selvom vi gjorde, ville det stadig
volde store problemer for den statiske typekontrol. Det skyldes at vi først ved køretid, kan bestem-
me hvilken variabel der tildeles værdien 1 i linie 3 i programeksempel 8.7. Den statiske typekontrol
har altsa˚ ingen chance for at tildele en variabel en typen na˚r den ikke kender identifikationsnavnet.
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Den statiske typekontrol kender derfor heller ikke typen af $a i linie 4, hvorved $b tildeles typen
udefineret.
De samme problemer opsta˚r med funktioner (jf. programeksempel 8.8), hvor typekontrollen i linie 7
ikke ved hvilken funktion der bliver kaldt. For det første bliver funktionen f derfor ikke analyseret, og
for det andet kan argumentet heller ikke kontrolleres for, om det er den rigtige type.
Programeksempel 8.8: Variabel funktion
1 <?
2 function f( $x ) {
3 return $x + 1;
4 }
5
6 $func = ’f’;
7 $func(1);
8 ?>
Variable funktioner og variable variabler giver altsa˚ begge problemer, fordi vi først ved kørsel af pro-
grammet ved hvilke funktioner og variabler der bliver kaldt og evt. tildelt en værdi. En statisk typekon-
trol forhindre altsa˚ brug af variable variabler og variable funktioner, fordi de ikke lader sig indordne
under en statisk typekontrol. Der er ikke nogle oplagte løsninger pa˚ problemet, men ma˚ske andre
former for analyse som ligger langt uden for projektet vil kunne bruges (fx abstrakt fortolkning).
8.2.5 Dynamiske virkefelter
Vi vil her til sidst give et eksempel pa˚ et PHP-program som vil give anledning til en køretidsfejl, men
som den statiske typekontrol imidlertid ikke vil afvise. I programeksempel 8.9 vil funktionen f i linie 3
aldrig blive erklæret, eftersom betingelsesætningen i linie 2 altid er falsk. Funktionskaldet til f i linie
6, vil derfor medfører en køretidsfejl. Vi har altsa˚ at gøre med dynamiske virkefelter for funktioner,
hvilket kan være yderst ubehagelig for en statisk typekontrol. Resultatet af den statiske typekontrol er
angivet i appendiks A.2.7.
Programeksempel 8.9: Køretidsfejl som ikke resulterer i afvisning fra den statisk typekontrol.
1 <?
2 if( false ){
3 function f() { return 1; }
4 }
5
6 $a = f();
7 ?>
Den statiske typekontrol bestemmer typen af funktionen f til heltal, og tildeler variablen $a typen
heltal. Den statiske typekontrol finder derfor ingen typefejl. Programeksempel 8.9 vil altsa˚ blive god-
kendt af den statiske typekontrol selvom PHP-programmet giver anledning til køretidsfejl under hver
kørsel. For at løse problemet skal der indføres andre former for kontroller, som ikke ligger inden for
projektet, men er altsa˚ et eksempel pa˚ at ikke alle problemer kan løses af en statisk typekontrol.
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8.2.6 Erfaringsopsamling
Der findes en del interessante problemstillinger ved at udføre en statiske typekontrol af PHP-programmer.
Visse af problemstillingerne sa˚ som variabler via URL, indbyggede funktioner og polymorfe funktioner
vil med fordel kunne implementeres for ikke at forhindre for meget af PHPs fleksibilitet. Der er dog
ogsa˚ visse problemstillingerne og egenskaber ved PHP som fx variable variabler, hvor en statisk type-
kontrol kommer til kort pga. PHP er et utypet fortolket sprog som udfører alle kontroller dynamisk.
Ved at gøre brug af de dynamiske kontroller fa˚r PHP en fleksibilitet som ikke lader sig indordne under
en statisk typekontrol. Endvidere har vi ogsa˚ set, at en statisk typekontrol pa˚ ingen ma˚de kan fange
alle køretidsfejl.
Kapitel 9
Diskussion & perspektivering
Vi er nu ved at have samlet erfaring nok, til at kunne svare pa˚ vores problemformulering. Men lad os
først rekapitulere og kigge tilbage pa˚ hvad vi har erfaret i projektet, inden vi i konklusionen svarer pa˚
problemformuleringen.
Vi har i de indledende teoriafsnit beskrevet modeller for typer og typesystemer samt udførsel af statisk
typekontrol i typede sprog. I afsnit 3.6.1 er det beskrevet, at det er muligt at opna˚ et højere niveau
af sikkerhed i programmeringssprog med statisk typekontrol end i programmeringssprog uden statisk
typekontrol i den udstrækning, at programmeringssprogets typesystem er sikkert. Vi har dernæst i
analysen prøvet at overføre og tilpasse modellerne for udførsel af statisk typekontrol i typede sprog
til et utypet scriptsprog i form af PHP. Det har inden for projektets tidsrammer kun været muligt at
tilpasse modellerne til en mindre delmængde af PHP, men som alligevel har indeholdt tilpas med pro-
blemstillinger. For nærmere at kunne sige noget om, hvor godt modellerne for typede sprog har ladet
sig overføre til PHP, har vi implementeret en statisk typekontrol for PHP. Vi har endvidere lavet en ek-
stern afprøvning som dokumenterer at den statiske typekontrol er implementeret i overensstemmelse
med analysen, samt lavet nogle testkørsler for at belyse styrker og svagheder ved analysen.
Vi har i afprøvningen og de øvrige testkørsler vist at den statiske typekontrol kan fange typefejl i
PHP (eller nærmere, det som vi specificerer som typefejl for PHP). Disse typefejl ville kunne medføre
køretidsfejl i programmet som derved kan undga˚s. Det er altsa˚ lykkedes indenfor den delmængde af
PHP vi behandler at mindske antallet af køretidsfejl. I enkelte tilfælde afviser den statiske typekontrol
dog PHP-programmer som er fuldt lovlige og giver god mening. Vi har dog i de øvrige testkørsler belyst,
at det vha. fx polymorfe funktioner vil være muligt at mindske antallet af “falske” typefejl. De øvrige
testkørsler belyser altsa˚, at det ved yderligere studier burde være muligt at fange mere interessante
typefejl, og derved mere interessante køretidsfejl. Vi har endvidere i løbet af hele rapporten prøvet
at gøre opmærksom pa˚, at mange af de egenskaber ved PHP vi har undersøgt ogsa˚ gælder for andre
utypede scriptsprog, og vi derfor ogsa˚ kan konkludere noget om dem ud fra PHP.
“There is no such thing as free lunch”
Alt kommer imidlertid pa˚ bekostning af noget andet. Vi har vist at vi kan ha˚ndtere mange problem-
stillinger og derved mindske antallet af køretidsfejl, men spørgsma˚let er sa˚ pa˚ bekostning af hvad?
PHP besidder i sin egenskab af at være et fortolket utypet sprog en del dynamiske egenskaber som
fx variable variabler og variable funktioner. Vi har i de øvrige testkørsler belyst at disse dynamiske e-
genskaber ikke umiddelbart lader sig tæmme af en statisk typekontrol. De giver store problemer, fordi
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de først under køretid af et program ligger fast. Den statiske typekontrol og de regler den opstiller,
forhindrer altsa˚ meget af den kraftfulde fleksibilitet der findes i PHP og andre utypede scriptsprog. De
besidder denne kraftfulde fleksibilitet lige netop fordi de er fortolkede og utypede sprog. Ved at an-
vende den statiske typekontrol pa˚ utypede scriptsprog reducerer man altsa˚ sproget, til funktionalitet
lignende det som man finder i typede scriptsprog med statisk typekontrol.
Det afhænger imidlertid af brugssituationen om de regler som den statiske typekontrol opstiller er go-
de eller da˚rlige. De dynamiske egenskaber ved utypede sprog kan ba˚de betyde uforudsete køretidsfejl
men ogsa˚ gøre sproget lettere og hurtigere at anvende. Hvis den statiske typekontrol forhindrer en pro-
grammør i at anvende de dynamiske egenskaber ved utypede scriptsprog, vil man i givet fald kunne
reducere antallet af køretidsfejl, men man indskrænker derved ogsa˚ programmørens ra˚derum indefor
sproget. Det kunne dog være, at fx et software hus kunne være interesseret i at anvende den statisk
typekontrol til at gennemtvinge en fælles kodestil som ma˚ske ville gøre deres programmer lettere at
vedligeholde.
Er det meningsfyldt at udføre statisk typekontrol af utypede scriptsprog? Ved udførelse af typekontrol
forudsættes det, at der ligger et typesystem til grund for programmet som kontrolleres for typefejl.
Et typesystem bygger pa˚ en standard for typer, en standard for fejl (og fejltolerancer) og en standard
for hvordan værdier kan konverteres mellem typer. Det er derfor nødvendigt at overveje hvilket sæt af
standarder som ønskes indført i den statiske typekontrol, sa˚dan at kontrollen er meningsfuld. Vi har i
dette projekt “skævet” til den standard som bruges i Java’s typesystem, men mange andre alternativer
kunne bruges.
Den store problemstilling indenfor projektets omra˚de, er altsa˚ hvordan man med statisk kontrol kan
tæmme dynamiske egenskaber ved utypede sprog. Det vil derfor være et oplagt indsats omra˚de for
fremtidig forskning. Man vil derved kunne presse grænsen længere ud, for i hvilket omfang det er
muligt at anvende statiske kontroller pa˚ utypede scriptsprog, og dermed ma˚ske mindske antallet af
køretidfejl.
Kapitel 10
Konklusion
I problemformuleringen er stillet spørgsma˚let: “I hvilket omfang kan man anvende statisk typekontrol
til at analysere scriptsprog med dynamisk typekontrol for typefejl?”
Vi har implementeret en statisk typekontrol for en delmængde af PHP. I den forbindelse har vi fundet
indikationer pa˚, at vi i samme omfang som statisk typekontrol for typede sprog, kan anvende statisk ty-
pekontrol til at analysere scriptsprog med dynamisk typekontrol for typefejl. Man kan derved reducere
antallet af køretidsfejl der kan forekomme i et utypet scriptsprog. Det sker imidlertid pa˚ bekostning
fleksibiliteten i form af dynamiske egenskaber ved utypede sprog. Vi har ikke fundet klare argumenter
for eller imod om det giver mening at udføre denne statiske typekontrol af utypede scriptsprog, men
derimod at anvendelsessituationen ma˚ afgøre det. Vi har dog erfaret, at hvis komplette statiske type-
kontroller skulle fremstilles, sa˚ ville det være en større opgave. Man kunne i sa˚ fald overveje, om det
ville være bedre at skifte til et andet sprog hvor den statiske typekontrol er indbygget fra starten.
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Ordforklaring
Abstrakt syntakstræ er en abstrakt repræsentation af et program.
EBNF forkortelse for “Extended Backus Naur Form” og er et metasprog. Bruges til at
specificer grammatikker i.
Eksplicit typet sprog er sprog hvor programmøren eksplicit angiver typen af variabler og funktioner.
Java og C++ er eksplicit typede sprog.
Implicit typet sprog er sprog hvor programmøren ikke nødvendigvis behøver at angive typen af va-
riabler og funktioner. ML er et implicit typet sprog.
Konkatenere betyder at sætte to tekststrenge sammen i forlængelse af hinanden.
Monomorf funktion er en given funktion kun opererer pa˚ e´n type.
Polymorf funktion er en funktion der opererer ensartet pa˚ en stor familie af relaterede typer.
Typefejl anvendeles af værdier, som om de har en anden type end de egentlig har.
Typekontrol typekontrol kan udføres enten som en statisk typekontrol før et program ekse-
kveres eller dynamisk typekontrol som udføres løbende mens programmet kører
Typekonvertering Konvertering af en værdi fra en type til en anden, fx fra heltal til decimaltal.
Typer er overordnet set mængder af værdier med fælles egenskaber.
Typesystem er en mængde af regler for tildeling af typer. Fx, vil et typesystem opstille en
regel for, at et heltal adderet med et decimaltal har typen decimaltal.
Typeudledning udledningen af typer ud fra hvilken sammenhæng programfragmenter optræder
i.
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Appendiks A
Appendiks
A.1 Afprøvning
A.1.1 Rekursive funktion
1 VARIABELERKLÆRINGER:
2 ======================
3 Virkefelt: f
4 $x har typen HELTAL
5 $i har typen HELTAL
6 Virkefelt: global
7
8 FUNKTIONSERKLÆRINGER:
9 ======================
10 HELTAL function f( HELTAL );
11
12 TYPEKONTROL
13 =============
14 Ingen typefejl.
A.1.2 Indbyrdes rekursive funktioner
1 VARIABELERKLÆRINGER:
2 ======================
3 Virkefelt: f
4 Virkefelt: g
5 Virkefelt: global
6
7 FUNKTIONSERKLÆRINGER:
8 ======================
9 HELTAL function f( TOM );
10 UDEFINERET function g( TOM );
11
12 TYPEKONTROL
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13 =============
14 Typefejl - linje 6, position 10: Forventede BOOLSK VÆRDI udtryk i
if/elseif/else-sætning, men fandt UDEFINERET udtryk.
15 Typefejl - linje 6, position 10: Forventede TOM sætning, men
fandt FEJL sætning.
16 Typefejl - linje 11, position 9: Forventede TOM sætning, men
fandt FEJL sætning.
17 Typefejl - linje 14, position 1: Forventede TOM sætning, men
fandt FEJL sætning.
18 Typefejl - linje 14, position 1: Forventede TOM sætning, men
fandt FEJL sætning.
19 Fandt 5 typefejl.
A.2 Resultat af testkørsler
A.2.1 Variabler via URL
1 VARIABELERKLÆRINGER:
2 ======================
3 Virkefelt: global
4
5
6 FUNKTIONSERKLÆRINGER:
7 ======================
8
9 TYPEKONTROL
10 =============
11 Typefejl - linje 3, position 11: Forventede to sammenlignelige
udtryk med operator ==, men fandt UDEFINERET og TEKSTSTRENG
udtryk.
12 Typefejl - linje 4, position 7: Forventede BOOLSK VÆRDI udtryk i
if/elseif/else-sætning, men fandt FEJL udtryk.
13 Typefejl - linje 4, position 7: Forventede TOM sætning, men fandt
FEJL sætning.
14 Fandt 3 typefejl.
A.2.2 Indbyggede funktioner (strlen)
1 Manglende understøttelse - linje 3, position 14: Funktionen ’
strlen’ er ikke erklæret eksplicit i kildekoden.
A.2.3 Indbyggede funktioner (reset)
1 Manglende understøttelse - linje 5, position 11: Funktionen ’
reset’ er ikke erklæret eksplicit i kildekoden.
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A.2.4 Polymorfe funktioner
1 VARIABELERKLÆRINGER:
2 ======================
3 Virkefelt: f
4 $tabel har typen TABEL( HELTAL )
5 Virkefelt: global
6 $b har typen TABEL( TEKSTSTRENG )
7 $d har typen HELTAL
8 $c har typen HELTAL
9 $a har typen TABEL( HELTAL )
10
11
12 FUNKTIONSERKLÆRINGER:
13 ======================
14 HELTAL function f( TABEL( HELTAL ) );
15
16 TYPEKONTROL
17 =============
18 Typefejl - linje 11, position 8: Forventede HELTAL argument i
funktionskald, men fandt TABEL( TEKSTSTRENG ) argument.
19 Typefejl - linje 11, position 8: Forventede HELTAL udtryk, men
fandt FEJL udtryk.
20 Typefejl - linje 11, position 8: Forventede TOM sætning, men
fandt FEJL sætning.
21 Fandt 3 typefejl.
A.2.5 Variabel variabel
1 VARIABELERKLÆRINGER:
2 ======================
3 Virkefelt: global
4 $b har typen UDEFINERET
5 $var har typen TEKSTSTRENG
6
7
8 FUNKTIONSERKLÆRINGER:
9 ======================
10
11 TYPEKONTROL
12 =============
13 Typefejl - linje 3, position 9: Forventede UDEFINERET udtryk, men
fandt HELTAL udtryk.
14 Typefejl - linje 4, position 9: Forventede UDEFINERET udtryk, men
fandt UDEFINERET udtryk.
15 Typefejl - linje 4, position 9: Forventede TOM sætning, men fandt
FEJL sætning.
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16 Typefejl - linje 4, position 9: Forventede TOM sætning, men fandt
FEJL sætning.
17 Fandt 4 typefejl.
A.2.6 Variabler funktioner
1 VARIABELERKLÆRINGER:
2 ======================
3 Virkefelt: global
4 $func har typen TEKSTSTRENG
5
6
7 FUNKTIONSERKLÆRINGER:
8 ======================
9
10 TYPEKONTROL
11 =============
12 Typefejl - linje 3, position 14: Forventede to HELTAL eller
DECIMALTAL udtryk, men fandt UDEFINERET og HELTAL udtryk.
13 Typefejl - linje 3, position 14: Forventede TOM sætning, men
fandt FEJL sætning.
14 Typefejl - linje 7, position 7: Forventede TOM sætning, men fandt
FEJL sætning.
15 Fandt 3 typefejl.
A.2.7 Dynamiske virkefelter
1 VARIABELERKLÆRINGER:
2 ======================
3 Virkefelt: f
4 Virkefelt: global
5 $a har typen HELTAL
6
7
8 FUNKTIONSERKLÆRINGER:
9 ======================
10 HELTAL function f( TOM );
11
12 TYPEKONTROL
13 =============
14 Ingen typefejl.
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e
m
m
e
s
a
f
m
e
t
o
d
e
n
c
o
m
p
a
r
e
C
o
m
p
a
r
i
s
o
n
E
x
p
r
T
y
p
e
s
(
)
.
11
01
*
11
02
*
P
r
o
d
u
k
t
i
o
n
s
r
e
g
e
l
:
11
03
*
u
d
t
r
y
k
:
=
u
d
t
r
y
k
’
<
=
’
u
d
t
r
y
k
11
04
*
11
05
*
E
k
s
e
m
p
e
l
:
11
06
*
$
a
<
=
$
b
11
07
*
11
08
*
@
s
e
e
c
o
m
p
a
r
e
C
o
m
p
a
r
i
s
o
n
E
x
p
r
T
y
p
e
s
(
)
11
09
*
/
11
10
p
u
b
l
i
c
v
o
i
d
o
u
t
A
B
o
p
L
t
e
q
E
x
p
r
(
A
B
o
p
L
t
e
q
E
x
p
r
n
o
d
e
)
{
11
11
s
e
t
O
u
t
(
n
o
d
e
,
c
o
m
p
a
r
e
C
o
m
p
a
r
i
s
o
n
E
x
p
r
T
y
p
e
s
(
n
o
d
e
.
g
e
t
E
1
(
)
,
n
o
d
e
.
g
e
t
E
2
(
)
,
"
<
=
"
)
)
;
11
12
}
11
13
11
14
11
15
11
16
11
17
11
18
11
19
/
/
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
11
20
/
/
D
e
k
o
r
e
r
e
r
o
b
j
e
k
t
e
r
d
e
r
r
e
p
æ
s
e
n
t
e
r
e
r
e
n
k
e
l
t
o
p
e
r
a
t
o
r
e
r
.
11
21
/
/
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
11
22
11
23
/
*
*
11
24
*
K
o
n
t
r
o
l
l
e
r
e
r
o
g
d
e
k
o
r
e
r
e
r
A
N
e
g
E
x
p
r
o
b
j
e
k
t
e
r
m
e
d
g
r
u
n
d
t
y
p
e
n
11
25
*
h
e
l
t
a
l
e
l
l
e
r
d
e
c
i
m
a
l
t
a
l
h
v
i
s
t
y
p
e
n
a
f
u
d
t
r
y
k
k
e
t
e
r
e
t
h
e
l
t
a
l
11
26
*
e
l
l
e
r
d
e
c
i
m
a
l
t
a
l
.
11
27
*
11
28
*
P
r
o
d
u
k
t
i
o
n
s
r
e
g
e
l
:
11
29
*
u
d
t
r
y
k
:
=
’
-
’
u
d
t
r
y
k
11
30
*
11
31
*
E
k
s
e
m
p
e
l
:
11
32
*
-
1
0
11
33
*
/
11
34
p
u
b
l
i
c
v
o
i
d
o
u
t
A
N
e
g
E
x
p
r
(
A
N
e
g
E
x
p
r
n
o
d
e
)
{
11
35
T
y
p
e
t
=
g
e
t
O
u
t
T
y
p
e
(
n
o
d
e
.
g
e
t
E
1
(
)
)
;
11
36
11
37
i
f
(
!
t
.
i
s
N
u
m
b
e
r
T
y
p
e
(
)
)
{
11
38
e
r
r
o
r
(
"
F
o
r
v
e
n
t
e
d
e
"
+
T
y
p
e
.
i
n
t
e
g
e
r
T
y
p
e
+
"
e
l
l
e
r
"
+
T
y
p
e
.
f
l
o
a
t
T
y
p
e
+
11
39
"
u
d
t
r
y
k
,
m
e
n
f
a
n
d
t
"
+
t
+
"
u
d
t
r
y
k
.
"
)
;
11
40
t
=
T
y
p
e
.
e
r
r
o
r
T
y
p
e
;
11
41
}
11
42
11
43
s
e
t
O
u
t
(
n
o
d
e
,
t
)
;
11
44
}
11
45
11
46
/
*
*
11
47
*
K
o
n
t
r
o
l
l
e
r
e
r
o
g
d
e
k
o
r
e
r
e
r
A
N
o
t
E
x
p
r
o
b
j
e
k
t
e
r
m
e
d
g
r
u
n
d
t
y
p
e
n
11
48
*
b
o
o
l
s
k
v
æ
r
d
i
h
v
i
s
t
y
p
e
n
a
f
u
d
t
r
y
k
k
e
t
e
r
e
n
b
o
o
l
s
k
v
æ
r
d
i
11
49
*
11
50
*
P
r
o
d
u
k
t
i
o
n
s
r
e
g
e
l
:
11
51
*
u
d
t
r
y
k
:
=
’
!
’
u
d
t
r
y
k
11
52
*
11
53
*
E
k
s
e
m
p
e
l
:
11
54
*
!
$
i
s
O
p
e
n
11
55
*
/
11
56
p
u
b
l
i
c
v
o
i
d
o
u
t
A
N
o
t
E
x
p
r
(
A
N
o
t
E
x
p
r
n
o
d
e
)
{
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11
57
T
y
p
e
t
=
g
e
t
O
u
t
T
y
p
e
(
n
o
d
e
.
g
e
t
E
1
(
)
)
;
11
58
11
59
i
f
(
!
t
.
i
s
B
o
o
l
e
a
n
(
)
)
{
11
60
e
r
r
o
r
(
"
F
o
r
v
e
n
t
e
d
e
"
+
T
y
p
e
.
b
o
o
l
e
a
n
T
y
p
e
+
"
u
d
t
r
y
k
,
m
e
n
f
a
n
d
t
"
+
t
+
"
u
d
t
r
y
k
.
"
)
;
11
61
t
=
T
y
p
e
.
e
r
r
o
r
T
y
p
e
;
11
62
}
11
63
11
64
s
e
t
O
u
t
(
n
o
d
e
,
t
)
;
11
65
}
11
66
}
A.3 Kildekode 103
A
.3
.3
Ty
pe
R
ec
on
st
ru
ct
or
1
p
a
c
k
a
g
e
d
k
.
r
u
c
.
p
h
p
t
y
p
e
c
h
e
c
k
e
r
.
t
y
p
e
a
n
a
l
y
z
e
r
;
2 3
i
m
p
o
r
t
j
a
v
a
.
u
t
i
l
.
*
;
4 5
i
m
p
o
r
t
o
r
g
.
s
a
b
l
e
c
c
.
p
h
p
4
.
a
n
a
l
y
s
i
s
.
D
e
p
t
h
F
i
r
s
t
A
d
a
p
t
e
r
;
6
i
m
p
o
r
t
o
r
g
.
s
a
b
l
e
c
c
.
p
h
p
4
.
n
o
d
e
.
*
;
7 8
/
*
*
9
*
T
y
p
e
u
d
l
e
d
n
i
n
g
10
*
11
*
T
y
p
e
u
d
l
e
d
n
i
n
g
f
o
r
v
a
r
i
a
b
l
e
r
:
12
*
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
13
*
M
e
t
o
d
e
n
A
A
s
s
i
g
n
E
x
p
r
(
A
s
s
i
g
n
E
x
p
n
o
d
e
)
s
t
a˚
r
f
o
r
u
d
l
e
d
n
i
n
g
e
n
a
f
14
*
t
y
p
e
r
n
e
f
o
r
v
a
r
i
a
b
l
e
r
.
15
*
16
*
T
y
p
e
u
d
l
e
d
n
i
n
g
f
o
r
f
u
n
k
t
i
o
n
e
r
:
17
*
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
-
18
*
R
e
t
u
r
t
y
p
e
n
f
o
r
e
n
f
u
n
k
t
i
o
n
b
e
s
t
e
m
m
e
s
u
d
f
r
a
e
k
s
p
l
i
c
i
t
t
e
r
e
t
u
r
n
-
19
*
s
æ
t
n
i
n
g
e
r
e
l
l
e
r
i
m
p
l
i
c
i
t
v
e
d
a
t
v
i
g
a˚
r
u
d
a
f
e
n
f
u
n
k
t
i
o
n
u
d
e
n
20
*
a
t
h
a
v
e
b
e
s
t
e
m
t
e
n
r
e
t
u
r
t
y
p
e
.
21
*
22
*
A
r
g
u
m
e
n
t
t
y
p
e
n
f
o
r
e
n
f
u
n
k
t
i
o
n
b
e
s
t
e
m
m
e
s
f
ø
r
s
t
e
g
a
n
g
f
u
n
k
t
i
o
n
e
n
23
*
k
a
l
d
e
s
.
24
*
25
*
S
o
m
k
o
n
s
k
v
e
n
s
a
f
o
v
e
n
s
t
a˚
e
n
d
e
f
r
e
m
g
a
n
g
s
m
a˚
d
e
,
k
a
n
v
i
f
ø
r
s
t
26
*
a
n
a
l
y
s
e
r
e
f
u
n
k
t
i
o
n
s
k
r
o
p
p
e
n
p
a˚
e
n
g
i
v
e
n
f
u
n
k
t
i
o
n
v
e
d
d
e
t
27
*
f
ø
r
s
t
e
f
u
n
k
t
i
o
n
s
k
a
l
d
,
e
f
t
e
r
s
o
m
v
i
f
ø
r
s
t
d
e´
r
k
e
n
d
e
r
t
y
p
e
n
28
*
a
f
e
t
e
v
t
.
a
r
g
u
m
e
n
t
t
i
l
f
u
n
k
t
i
o
n
e
n
.
29
*
30
*
H
a˚
n
d
t
e
r
i
n
g
a
f
r
e
k
u
r
s
i
v
e
k
a
l
d
b
e
s
k
r
i
v
e
s
i
k
o
m
m
e
n
t
a
r
e
n
t
i
l
31
*
o
u
t
A
F
u
n
c
t
i
o
n
E
x
p
r
(
)
.
32
*
33
*
@
v
e
r
s
i
o
n
$
R
e
v
i
s
i
o
n
:
1
.
2
$
34
*
/
35
p
u
b
l
i
c
c
l
a
s
s
T
y
p
e
R
e
c
o
n
s
t
r
u
c
t
o
r
e
x
t
e
n
d
s
T
y
p
e
C
h
e
c
k
e
r
{
36 37
/
*
*
38
*
A
s
s
o
c
i
a
t
i
o
n
a
f
i
d
e
n
t
i
f
i
k
a
t
i
o
n
s
n
a
v
n
e
f
o
r
f
u
n
k
t
i
o
n
e
r
m
e
d
39
*
k
n
u
d
e
r
i
d
e
t
a
b
s
t
r
a
k
t
e
s
y
n
t
a
k
s
t
r
æ
d
e
r
r
e
p
r
æ
s
e
n
t
e
r
e
r
f
u
n
k
t
i
o
n
s
40
*
e
r
k
l
æ
r
i
n
g
e
n
(
A
F
u
n
c
t
i
o
n
S
t
a
t
e
m
e
n
t
k
l
a
s
s
e
n
)
.
41
*
42
*
@
s
e
e
d
k
.
r
u
c
.
p
h
p
t
y
p
e
c
h
e
c
k
e
r
.
t
y
p
e
a
n
a
l
y
z
e
r
.
F
u
n
c
t
i
o
n
L
o
c
a
t
o
r
43
*
/
44
p
r
i
v
a
t
e
H
a
s
h
M
a
p
d
e
c
l
a
r
a
t
i
o
n
s
;
45 46
/
*
*
47
*
K
o
n
s
t
r
u
k
t
ø
r
f
o
r
k
l
a
s
s
e
n
.
48
*
49
*
O
p
r
e
t
t
e
e
n
t
o
m
s
y
m
b
o
l
t
a
b
e
l
s
o
m
e
r
k
l
a
r
t
i
l
50
*
i
n
d
s
æ
t
t
e
l
s
e
a
f
v
a
r
i
a
b
e
l
-
o
g
f
u
n
k
t
i
o
n
s
t
y
p
e
r
.
51
*
/
52
p
u
b
l
i
c
T
y
p
e
R
e
c
o
n
s
t
r
u
c
t
o
r
(
)
{
53
s
u
p
e
r
(
n
e
w
S
y
m
b
o
l
T
a
b
l
e
(
)
)
;
54
}
55 56
/
*
*
57
*
U
n
d
e
r
t
r
y
k
k
e
r
f
e
j
l
m
e
d
d
e
l
e
s
e
r
f
r
a
T
y
p
e
C
h
e
c
k
e
r
,
d
a
v
i
k
u
n
58
*
e
r
i
n
t
e
r
e
s
s
e
r
e
d
e
i
a
t
u
d
l
e
d
e
t
y
p
e
r
n
e
.
59
*
/
60
p
u
b
l
i
c
v
o
i
d
e
r
r
o
r
(
S
t
r
i
n
g
m
e
s
s
a
g
e
)
{
}
61 62
/
*
*
63
*
O
p
b
y
g
g
e
r
e
n
a
s
s
o
c
i
a
t
i
v
l
i
s
t
e
o
v
e
r
f
u
n
k
t
i
o
n
e
r
s
i
d
e
n
t
i
f
i
k
a
t
i
o
n
s
n
a
v
n
e
64
*
o
g
f
u
n
k
i
o
n
s
e
r
k
l
æ
r
i
n
g
e
r
.
65
*
66
*
P
r
o
d
u
k
t
i
o
n
s
r
e
g
e
l
:
67
*
p
r
o
g
r
a
m
:
=
s
æ
t
n
i
n
g
*
68
*
69
*
D
e
t
t
e
k
a
l
d
l
a
v
e
r
e
t
g
e
n
n
e
m
l
ø
b
a
f
h
e
l
e
d
e
t
a
b
s
t
r
a
k
t
e
s
y
n
t
a
k
s
t
r
æ
70
*
m
i
n
u
s
f
u
n
k
t
i
o
n
s
k
r
o
p
p
e
r
n
e
,
f
o
r
a
t
k
u
n
n
e
o
p
b
y
g
g
e
d
e
n
o
m
t
a
l
t
e
l
i
s
t
e
.
71
*
L
i
s
t
e
n
b
r
u
g
e
s
t
i
l
h
e
n
t
e
k
n
u
d
e
n
f
o
r
e
n
f
u
n
k
t
i
o
s
n
e
r
k
l
æ
r
i
n
g
f
r
a
e
t
72
*
h
v
i
l
k
e
t
s
o
m
h
e
l
s
t
s
t
e
d
i
d
e
t
a
b
s
t
r
a
k
t
e
s
y
n
t
a
k
s
t
r
æ
.
D
e
t
t
e
e
r
s
p
e
c
i
e
l
t
73
*
p
r
a
k
t
i
s
k
n
a˚
r
f
u
n
k
t
i
o
n
e
r
e
r
e
r
k
l
æ
r
e
t
e
f
t
e
r
e
v
e
n
t
u
e
l
l
e
f
u
n
k
t
i
o
n
s
k
a
l
d
.
74
*
75
*
i
n
A
P
r
o
g
r
a
m
v
i
l
a
l
t
i
d
v
æ
r
e
d
e
n
f
ø
r
s
t
e
f
u
n
k
t
i
o
n
d
e
r
b
l
i
v
e
r
k
a
l
d
t
i
76
*
a
n
a
l
y
s
e
n
a
f
e
t
g
i
v
e
n
P
H
P
p
r
o
g
r
a
m
,
o
g
l
i
s
t
e
n
v
i
l
d
e
r
f
o
r
v
æ
r
e
77
*
o
p
r
e
t
t
e
t
i
n
d
e
n
v
i
t
r
a
v
e
r
e
s
e
r
d
e
t
a
b
s
t
r
a
k
t
e
s
y
n
t
a
k
s
t
r
æ
.
78
*
79
*
D
e
n
n
e
l
i
s
t
e
v
i
l
l
e
m
e
d
f
o
r
d
e
l
k
u
n
n
e
o
p
b
y
g
g
e
s
a
f
s
e
l
v
e
p
a
r
s
e
r
e
n
,
80
*
f
o
r
d
e
r
m
e
d
a
t
s
l
i
p
p
e
f
o
r
e
t
e
k
s
t
r
a
g
e
n
n
e
m
l
ø
b
a
f
d
e
t
a
b
s
t
r
a
k
t
e
81
*
s
y
n
t
a
k
s
t
r
æ
.
82
*
83
*
@
s
e
e
d
k
.
r
u
c
.
p
h
p
t
y
p
e
c
h
e
c
k
e
r
.
t
y
p
e
a
n
a
l
y
z
e
r
.
F
u
n
c
t
i
o
n
L
o
c
a
t
o
r
84
*
/
85
p
u
b
l
i
c
v
o
i
d
i
n
A
P
r
o
g
r
a
m
(
A
P
r
o
g
r
a
m
n
o
d
e
)
{
86
F
u
n
c
t
i
o
n
L
o
c
a
t
o
r
l
o
c
a
t
o
r
=
n
e
w
F
u
n
c
t
i
o
n
L
o
c
a
t
o
r
(
)
;
87 88
n
o
d
e
.
a
p
p
l
y
(
l
o
c
a
t
o
r
)
;
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89 90
d
e
c
l
a
r
a
t
i
o
n
s
=
l
o
c
a
t
o
r
.
g
e
t
F
u
n
c
t
i
o
n
D
e
c
l
a
r
a
t
i
o
n
s
(
)
;
91
}
92 93
/
*
*
94
*
T
y
p
e
u
d
l
e
d
n
i
n
g
f
o
r
v
a
r
i
a
b
l
e
r
v
i
a
t
i
l
d
e
l
i
n
g
(
f
x
$
a
=
1
0
)
.
95
*
96
*
P
r
o
d
u
k
t
i
o
n
s
r
e
g
e
l
:
97
*
u
d
t
r
y
k
:
=
v
a
r
i
a
b
e
l
’
=
’
u
d
t
r
y
k
98
*
99
*
A
l
g
o
r
i
t
m
e
:
10
0
*
-
-
-
-
-
-
-
-
-
-
10
1
*
1
.
H
V
I
S
v
a
r
i
a
b
e
l
I
K
K
E
E
K
S
I
S
T
E
R
E
R
i
s
y
m
b
o
l
t
a
b
e
l
l
e
n
:
10
2
*
1
.
1
I
n
d
s
æ
t
v
a
r
i
a
b
e
l
i
s
y
m
b
o
l
t
a
b
e
l
m
e
d
t
y
p
e
n
s
o
m
h
ø
j
r
e
u
d
t
r
y
k
k
e
t
10
3
*
e
r
d
e
k
o
r
e
r
e
t
m
e
d
.
10
4
*
2
.
H
V
I
S
v
a
r
i
a
b
l
e
E
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e
n
y
t
t
e
r
s
t
r
u
k
t
u
r
e
l
æ
k
v
i
v
a
l
e
n
s
t
i
l
a
t
b
e
s
t
e
m
m
e
o
m
t
o
55
*
t
y
p
e
r
e
r
æ
k
v
i
v
a
l
e
n
t
e
.
56
*
57
*
B
e
m
æ
r
k
:
T
y
p
e
n
u
d
e
f
i
n
e
r
e
t
e
r
I
K
K
E
æ
k
v
i
v
a
l
e
n
t
m
e
d
t
y
p
e
n
u
d
e
f
i
n
e
r
e
t
,
58
*
d
a
t
y
p
e
n
u
d
e
f
i
n
e
r
e
t
b
e
t
y
d
e
r
v
i
i
k
k
e
k
e
n
d
e
r
t
y
p
e
n
.
T
o
t
y
p
e
r
s
o
m
v
i
i
k
k
e
59
*
k
e
n
d
e
r
t
y
p
e
n
a
f
,
k
a
n
v
i
i
k
k
e
v
i
d
e
o
m
e
r
æ
k
v
i
v
a
l
e
n
t
e
(
d
e
e
r
m
a˚
s
k
e
,
m
e
n
60
*
v
i
k
a
n
i
k
k
e
s
i
g
e
d
e
t
m
e
d
s
i
k
k
e
r
h
e
d
)
.
61
*
62
*
/
63
p
u
b
l
i
c
b
o
o
l
e
a
n
e
q
u
a
l
s
(
O
b
j
e
c
t
a
r
g
0
)
{
64
i
f
(
a
r
g
0
i
n
s
t
a
n
c
e
o
f
T
y
p
e
)
{
65
T
y
p
e
o
t
h
e
r
T
y
p
e
=
(
T
y
p
e
)
a
r
g
0
;
66 67
i
f
(
t
h
i
s
.
k
i
n
d
=
=
A
R
R
A
Y
)
{
68
r
e
t
u
r
n
(
o
t
h
e
r
T
y
p
e
.
g
e
t
K
i
n
d
(
)
=
=
A
R
R
A
Y
&
&
e
l
e
m
e
n
t
T
y
p
e
.
e
q
u
a
l
s
(
o
t
h
e
r
T
y
p
e
.
g
e
t
E
l
e
m
e
n
t
T
y
p
e
(
)
)
)
;
69
}
e
l
s
e
{
70
r
e
t
u
r
n
(
t
h
i
s
.
k
i
n
d
=
=
o
t
h
e
r
T
y
p
e
.
g
e
t
K
i
n
d
(
)
&
&
t
h
i
s
.
k
i
n
d
!
=
U
N
D
E
F
I
N
E
D
&
&
o
t
h
e
r
T
y
p
e
.
g
e
t
K
i
n
d
(
)
!
=
U
N
D
E
F
I
N
E
D
)
;
71
}
72
}
e
l
s
e
{
73
r
e
t
u
r
n
f
a
l
s
e
;
74
}
75
}
76 77
/
*
*
78
*
H
e
n
t
e
r
a
r
t
e
n
a
f
t
y
p
e
n
.
79
*
/
80
p
u
b
l
i
c
b
y
t
e
g
e
t
K
i
n
d
(
)
{
81
r
e
t
u
r
n
k
i
n
d
;
82
}
83 84
/
*
*
85
*
S
æ
t
t
e
r
a
r
t
e
n
a
f
t
y
p
e
n
.
86
*
/
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87
p
u
b
l
i
c
v
o
i
d
s
e
t
K
i
n
d
(
b
y
t
e
k
i
n
d
)
{
88
t
h
i
s
.
k
i
n
d
=
k
i
n
d
;
89
}
90 91
/
*
*
92
*
B
e
s
t
e
m
m
e
r
o
m
t
y
p
e
n
e
r
t
e
k
s
t
s
t
r
e
n
g
93
*
/
94
p
u
b
l
i
c
b
o
o
l
e
a
n
i
s
S
t
r
i
n
g
(
)
{
95
r
e
t
u
r
n
(
t
h
i
s
.
k
i
n
d
=
=
S
T
R
I
N
G
)
?
t
r
u
e
:
f
a
l
s
e
;
96
}
97 98
/
*
*
99
*
B
e
s
t
e
m
m
e
r
o
m
t
y
p
e
n
e
r
h
e
l
t
a
l
.
10
0
*
/
10
1
p
u
b
l
i
c
b
o
o
l
e
a
n
i
s
I
n
t
e
g
e
r
(
)
{
10
2
r
e
t
u
r
n
(
t
h
i
s
.
k
i
n
d
=
=
I
N
T
E
G
E
R
)
?
t
r
u
e
:
f
a
l
s
e
;
10
3
}
10
4
10
5
/
*
*
10
6
*
B
e
s
t
e
m
m
e
r
o
m
t
y
p
e
n
e
r
d
e
c
i
m
a
l
t
a
l
10
7
*
/
10
8
p
u
b
l
i
c
b
o
o
l
e
a
n
i
s
F
l
o
a
t
(
)
{
10
9
r
e
t
u
r
n
(
t
h
i
s
.
k
i
n
d
=
=
F
L
O
A
T
)
?
t
r
u
e
:
f
a
l
s
e
;
11
0
}
11
1
11
2
/
*
*
11
3
*
B
e
s
t
e
m
m
e
r
o
m
t
y
p
e
n
e
r
b
o
o
l
s
k
v
æ
r
d
i
11
4
*
/
11
5
p
u
b
l
i
c
b
o
o
l
e
a
n
i
s
B
o
o
l
e
a
n
(
)
{
11
6
r
e
t
u
r
n
(
t
h
i
s
.
k
i
n
d
=
=
B
O
O
L
E
A
N
)
?
t
r
u
e
:
f
a
l
s
e
;
11
7
}
11
8
11
9
/
*
*
12
0
*
B
e
s
t
e
m
m
e
r
o
m
t
y
p
e
n
e
r
u
d
e
f
i
n
e
r
e
t
.
12
1
*
/
12
2
p
u
b
l
i
c
b
o
o
l
e
a
n
i
s
U
n
d
e
f
i
n
e
d
(
)
{
12
3
r
e
t
u
r
n
(
t
h
i
s
.
k
i
n
d
=
=
U
N
D
E
F
I
N
E
D
)
?
t
r
u
e
:
f
a
l
s
e
;
12
4
}
12
5
12
6
/
*
*
12
7
*
B
e
s
t
e
m
m
e
r
o
m
t
y
p
e
n
e
r
f
e
j
l
.
12
8
*
/
12
9
p
u
b
l
i
c
b
o
o
l
e
a
n
i
s
E
r
r
o
r
(
)
{
13
0
r
e
t
u
r
n
(
t
h
i
s
.
k
i
n
d
=
=
E
R
R
O
R
)
?
t
r
u
e
:
f
a
l
s
e
;
13
1
}
13
2
13
3
/
*
*
13
4
*
B
e
s
t
e
m
m
e
r
o
m
t
y
p
e
n
e
r
t
o
m
.
13
5
*
/
13
6
p
u
b
l
i
c
b
o
o
l
e
a
n
i
s
V
o
i
d
(
)
{
13
7
r
e
t
u
r
n
(
t
h
i
s
.
k
i
n
d
=
=
V
O
I
D
)
?
t
r
u
e
:
f
a
l
s
e
;
13
8
}
13
9
14
0
/
*
*
14
1
*
B
e
s
t
e
m
m
e
r
o
m
t
y
p
e
n
e
r
e
n
t
a
l
t
y
p
e
(
h
e
l
t
a
l
e
l
l
e
r
d
e
c
i
m
a
l
t
a
l
)
.
14
2
*
14
3
*
@
r
e
t
u
r
n
S
a
n
d
h
v
i
s
t
y
p
e
n
e
r
e
n
t
a
l
t
y
p
e
,
e
l
l
e
r
s
f
a
l
s
k
.
14
4
*
/
14
5
p
u
b
l
i
c
b
o
o
l
e
a
n
i
s
N
u
m
b
e
r
T
y
p
e
(
)
{
14
6
i
f
(
t
h
i
s
.
k
i
n
d
=
=
I
N
T
E
G
E
R
|
|
t
h
i
s
.
g
e
t
K
i
n
d
(
)
=
=
F
L
O
A
T
)
{
14
7
r
e
t
u
r
n
t
r
u
e
;
14
8
}
e
l
s
e
{
14
9
r
e
t
u
r
n
f
a
l
s
e
;
15
0
}
15
1
}
15
2
15
3
/
*
*
15
4
*
B
e
s
t
e
m
m
e
r
o
m
t
y
p
e
n
e
r
e
n
t
a
b
e
l
.
15
5
*
15
6
*
@
r
e
t
u
r
n
S
a
n
d
h
v
i
s
t
y
p
e
e
r
e
n
t
a
b
e
l
e
l
l
e
r
s
f
a
l
s
k
.
15
7
*
/
15
8
p
u
b
l
i
c
b
o
o
l
e
a
n
i
s
A
r
r
a
y
(
)
{
15
9
i
f
(
t
h
i
s
.
k
i
n
d
=
=
A
R
R
A
Y
)
{
16
0
r
e
t
u
r
n
t
r
u
e
;
16
1
}
e
l
s
e
{
16
2
r
e
t
u
r
n
f
a
l
s
e
;
16
3
}
16
4
}
16
5
16
6
/
*
*
16
7
*
B
e
s
t
e
m
m
e
r
d
e
n
m
i
n
d
s
t
ø
v
r
e
t
y
p
e
f
o
r
t
o
t
a
l
t
y
p
e
r
.
D
e
r
e
r
f
ø
l
g
e
n
d
e
m
u
l
i
g
h
e
d
e
r
.
16
8
*
16
9
*
H
e
l
t
a
l
x
H
e
l
t
a
l
=
H
e
l
t
a
l
17
0
*
H
e
l
t
a
l
x
D
e
c
i
m
a
l
t
a
l
=
D
e
c
i
m
a
l
t
a
l
17
1
*
D
e
c
i
m
a
l
t
a
l
x
H
e
l
t
a
l
=
D
e
c
i
m
a
l
t
a
l
17
2
*
D
e
c
i
m
a
l
t
a
l
x
D
e
c
i
m
a
l
t
a
l
=
D
e
c
i
m
a
l
t
a
l
17
3
*
17
4
*
R
e
s
u
l
t
a
t
e
t
a
f
m
e
t
o
d
e
n
f
o
r
a
n
d
r
e
p
a
r
a
m
e
t
e
r
e
n
d
t
a
l
t
y
p
e
r
17
5
*
e
r
u
s
p
e
c
i
f
i
c
e
r
e
t
.
17
6
*
17
7
*
@
p
a
r
a
m
t
1
H
e
l
t
a
l
e
l
l
e
r
d
e
c
i
m
a
l
t
a
l
s
t
y
p
e
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8
*
@
p
a
r
a
m
t
2
H
e
l
t
a
l
e
l
l
e
r
d
e
c
i
m
a
l
t
a
l
s
t
y
p
e
17
9
*
/
18
0
p
u
b
l
i
c
s
t
a
t
i
c
T
y
p
e
s
m
a
l
l
e
s
t
U
p
p
e
r
N
u
m
b
e
r
T
y
p
e
(
T
y
p
e
t
1
,
T
y
p
e
t
2
)
{
18
1
i
f
(
t
1
.
e
q
u
a
l
s
(
T
y
p
e
.
f
l
o
a
t
T
y
p
e
)
|
|
t
2
.
e
q
u
a
l
s
(
T
y
p
e
.
f
l
o
a
t
T
y
p
e
)
)
{
18
2
r
e
t
u
r
n
T
y
p
e
.
f
l
o
a
t
T
y
p
e
;
18
3
}
e
l
s
e
{
18
4
r
e
t
u
r
n
T
y
p
e
.
i
n
t
e
g
e
r
T
y
p
e
;
18
5
}
18
6
}
18
7
18
8
/
*
*
18
9
*
H
e
n
t
e
r
t
y
p
e
a
f
e
n
t
a
b
e
l
s
e
l
e
m
e
n
t
e
r
.
19
0
*
/
19
1
p
u
b
l
i
c
T
y
p
e
g
e
t
E
l
e
m
e
n
t
T
y
p
e
(
)
{
19
2
r
e
t
u
r
n
e
l
e
m
e
n
t
T
y
p
e
;
19
3
}
19
4
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5
/
*
*
19
6
*
S
æ
t
t
e
r
t
y
p
e
n
a
f
e
n
t
a
b
e
l
s
e
l
e
m
e
n
t
e
r
.
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7
*
/
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8
p
u
b
l
i
c
v
o
i
d
s
e
t
E
l
e
m
e
n
t
T
y
p
e
(
T
y
p
e
e
l
e
m
e
n
t
T
y
p
e
)
{
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9
t
h
i
s
.
e
l
e
m
e
n
t
T
y
p
e
=
e
l
e
m
e
n
t
T
y
p
e
;
20
0
}
20
1
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2
/
*
*
20
3
*
U
d
s
k
r
i
v
i
n
f
o
r
m
a
t
i
o
n
o
m
o
b
j
e
k
t
e
t
20
4
*
/
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5
p
u
b
l
i
c
S
t
r
i
n
g
t
o
S
t
r
i
n
g
(
)
{
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6
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7
s
w
i
t
c
h
(
k
i
n
d
)
{
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8
c
a
s
e
E
R
R
O
R
:
20
9
r
e
t
u
r
n
"
F
E
J
L
"
;
21
0
21
1
c
a
s
e
B
O
O
L
E
A
N
:
21
2
r
e
t
u
r
n
"
B
O
O
L
S
K
V
Æ
R
D
I
"
;
21
3
21
4
c
a
s
e
I
N
T
E
G
E
R
:
21
5
r
e
t
u
r
n
"
H
E
L
T
A
L
"
;
21
6
21
7
c
a
s
e
F
L
O
A
T
:
21
8
r
e
t
u
r
n
"
D
E
C
I
M
A
L
T
A
L
"
;
21
9
22
0
c
a
s
e
S
T
R
I
N
G
:
22
1
r
e
t
u
r
n
"
T
E
K
S
T
S
T
R
E
N
G
"
;
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2
22
3
c
a
s
e
U
N
D
E
F
I
N
E
D
:
22
4
r
e
t
u
r
n
"
U
D
E
F
I
N
E
R
E
T
"
;
22
5
22
6
c
a
s
e
A
R
R
A
Y
:
22
7
r
e
t
u
r
n
"
T
A
B
E
L
(
"
+
e
l
e
m
e
n
t
T
y
p
e
+
"
)
"
;
22
8
22
9
c
a
s
e
V
O
I
D
:
23
0
r
e
t
u
r
n
"
T
O
M
"
;
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1
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2
d
e
f
a
u
l
t
:
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3
r
e
t
u
r
n
"
"
;
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4
}
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5
}
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}
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A
.3
.5
Fu
n
ct
io
n
Ty
pe
1
p
a
c
k
a
g
e
d
k
.
r
u
c
.
p
h
p
t
y
p
e
c
h
e
c
k
e
r
.
t
y
p
e
a
n
a
l
y
z
e
r
;
2 3
/
*
*
4
*
K
l
a
s
s
e
d
e
r
r
e
p
r
æ
s
e
n
t
e
r
e
r
e
n
f
u
n
k
t
i
o
n
s
t
y
p
e
.
5
*
6
*
@
v
e
r
s
i
o
n
$
R
e
v
i
s
i
o
n
:
1
.
2
$
7
*
/
8
p
u
b
l
i
c
c
l
a
s
s
F
u
n
c
t
i
o
n
T
y
p
e
{
9 10
p
r
i
v
a
t
e
T
y
p
e
r
e
t
u
r
n
T
y
p
e
;
11
p
r
i
v
a
t
e
T
y
p
e
a
r
g
u
m
e
n
t
T
y
p
e
;
12 13
/
*
*
14
*
K
o
n
s
t
r
u
k
t
ø
r
f
o
r
k
l
a
s
s
e
n
.
15
*
16
*
@
p
a
r
a
m
r
e
t
T
R
e
t
u
r
t
y
p
e
n
f
o
r
f
u
n
k
t
i
o
n
e
n
.
17
*
@
p
a
r
a
m
a
r
g
T
A
r
g
u
m
e
n
t
t
y
p
e
n
f
o
r
f
u
n
k
t
i
o
n
e
n
.
18
*
/
19
p
u
b
l
i
c
F
u
n
c
t
i
o
n
T
y
p
e
(
T
y
p
e
r
e
t
T
,
T
y
p
e
a
r
g
T
)
{
20
s
e
t
A
r
g
u
m
e
n
t
T
y
p
e
(
a
r
g
T
)
;
21
s
e
t
R
e
t
u
r
n
T
y
p
e
(
r
e
t
T
)
;
22
}
23 24 25
/
*
*
26
*
H
e
n
t
e
r
a
r
g
u
m
e
n
t
t
y
p
e
n
f
o
r
f
u
n
k
t
i
o
n
e
n
27
*
/
28
p
u
b
l
i
c
T
y
p
e
g
e
t
A
r
g
u
m
e
n
t
T
y
p
e
(
)
{
29
r
e
t
u
r
n
a
r
g
u
m
e
n
t
T
y
p
e
;
30
}
31 32
/
*
*
33
*
S
æ
t
t
e
r
a
r
g
u
m
e
n
t
t
y
p
e
n
f
o
r
f
u
n
k
t
i
o
n
e
n
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*
/
35
p
u
b
l
i
c
v
o
i
d
s
e
t
A
r
g
u
m
e
n
t
T
y
p
e
(
T
y
p
e
a
r
g
u
m
e
n
t
T
y
p
e
)
{
36
t
h
i
s
.
a
r
g
u
m
e
n
t
T
y
p
e
=
a
r
g
u
m
e
n
t
T
y
p
e
;
37
}
38 39
/
*
*
40
*
H
e
n
t
e
r
r
e
t
u
r
t
y
p
e
n
f
o
r
f
u
n
k
t
i
o
n
e
n
.
41
*
/
42
p
u
b
l
i
c
T
y
p
e
g
e
t
R
e
t
u
r
n
T
y
p
e
(
)
{
43
r
e
t
u
r
n
r
e
t
u
r
n
T
y
p
e
;
44
}
45 46
/
*
*
47
*
S
æ
t
t
e
r
r
e
t
u
t
y
p
e
n
f
o
r
f
u
n
k
t
i
o
n
e
n
.
48
*
/
49
p
u
b
l
i
c
v
o
i
d
s
e
t
R
e
t
u
r
n
T
y
p
e
(
T
y
p
e
r
e
t
u
r
n
T
y
p
e
)
{
50
t
h
i
s
.
r
e
t
u
r
n
T
y
p
e
=
r
e
t
u
r
n
T
y
p
e
;
51
}
52 53
/
*
*
54
*
U
d
s
k
r
i
v
e
r
i
n
f
o
r
m
a
t
i
o
n
o
m
o
b
j
e
k
t
e
t
.
55
*
/
56
p
u
b
l
i
c
S
t
r
i
n
g
t
o
S
t
r
i
n
g
(
)
{
57
r
e
t
u
r
n
"
(
R
e
t
u
r
t
y
p
e
:
"
+
r
e
t
u
r
n
T
y
p
e
+
"
;
A
r
g
u
m
e
n
t
t
y
p
e
:
"
+
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