Abstract. The traditional perspective on software architecture has paid much attention to the architecting process as a means to create the software architecture of the target system, as well as the documentation for describing this by means of several architectural views. Recently, the software architecture research community has faced the need to record, manage, and document the design decisions that lead to the architecture. Because architectures are the result of a set of design decisions, these must be managed properly as a complementary process to the architecting activity. Several types of processes can be defined and used as part of this decision-making activity. In this paper we focus on those activities that concern to the creation and use of architectural design decisions and how these can be managed with a tool support.
Introduction
Software architectures have been successfully used in the past decades as the central cornerstone for describing the main functional parts of a software system [2] . Different stakeholders with different interests and requirements are represented in the architecture by means of several architectural views [11] [16] . The more traditional perspective on architecting see this as a process [2] to develop the software architecture of a system, which is often considered as the most visible entity of such software engineering activity. Recently, this point of view is changing to a more modern approach which includes the creation and use of architectural knowledge (AK) as a first class entity that should be recorded. This AK includes, among others, the creation and use of the architectural design decisions that lead to a particular architecture. All architectures are the result of a set of design decisions [3] , and the impact and benefits for recording such AK is quite visible for maintenance and evolution activities. In addition, as software systems evolve over time, the design decisions that are made during the life of the system should evolve accordingly to the changes performed on the system. Therefore, a continuous decision-making process happens to meet the goals specified in the requirements.
The software architecture community has recognized the need to record, manage, and document explicitly the rationale and the design decisions that makes possible the creation of architectures. Design decisions become quite important as they bridge the gap between requirements and architectural products. Thus, traceability issues can benefit using this approach. In this paper we will focus on those processes that are needed to deal with design decisions as a complementary product of the architecting activity. Also, we describe how some of these processes are supported by ADDSS 2.0, a web-based tool for recording and managing design decisions. The structure of the paper is as follows. Section 2 discusses the representation of design decisions in software architecture. Section 3 deals with the processes that affect the creation and use of AK. Section 4 outlines which of the processes mentioned in section 3 are supported by the ADDSS approach. Section 5 provides some discussion and the conclusions of our work.
Representing Architectural Design Decisions
In the early '90s, Perry and Wolf [14] mentioned the rationale and principles that guide the design and evolution of software architectures. This rationale has to be taken into account to justify the form of the architecture. More recently, these ideas have been detailed in [6] , which mentions that design decisions have to be documented explicitly, but the processes that lead to them are not currently described. Nevertheless, prior to the definition of the activities that should take place in the creation of this architectural knowledge, is necessary to know which kind of information we need to describe the design decisions and the rationale that guides to them.
In this way, different authors have addressed the problem to reflect architectural design decisions as part of the architecture documentation. Tyree and Akerman [18] provide a template with several items for characterizing architectural design decisions. In [17] , the authors motivate the need for documenting design decisions, because recording architectural descriptions, (often based in a component & connector view) is not enough. In addition, many maintenance activities become highly-cost processes because of architecture erosion or non existing designs and due to the lack of design decisions previously recorded. Other authors [15] focus on the explicit representation of assumptions for AK as a way to make explicit the tacit knowledge which is implicit in the architect's mind. In [5] , the authors propose a large list of attributes for characterizing design decisions with the particularity that mandatory and optional attributes can be defined and tailored for each single organization. Also, some attributes specific for evolution issues are proposed. All this AK is supported by a meta-model which combines the characterization of design decisions with the processes needed to manage such knowledge. Similarly, the architecture-centric concern analysis (ACCA) method [20] uses a meta-model to capture architectural design decisions and linking them to software requirements and architectural concerns. The approaches mentioned before highlight the relevance for characterizing architectural knowledge in order to document it explicitly.
Creating Architectural Knowledge
To date, most of software architects have seen the architecture as a "product", which has to be maintained and evolved as requirements change. According to [3] [13], architects are changing its more traditional perspective by considering architectural knowledge as a product, which is considered as a first class co-product of the architecting activity to avoid knowledge vaporization. In addition, architectural knowledge as a process [13] deals with using and managing such AK during the software development lifecycle". Use cases, methods for recording and discovering knowledge, tools and services for supporting the usage of AK fall on this category.
In this new scenario, the relevant stakeholders may act as "producers" and "consumers" of this AK. According to the classification defined in [13] , processes like architecting and sharing belong to the producer side while learning and assessment belong to the consumer side. The decision-making activity that accomplishes the traditional architecting process defines a set of sub-processes for the different needs concerning to the creation of AK. By making explicit the decisionmaking activity will overload the effort spent during architecting, but expected software process improvement, in particular for maintenance and evolution, should be the main motivation for recording architectural design decisions during the software development process. Our contribution in this paper focuses on a detailed list of the processes and sub-processes that happen in decision-making activity. Thus, in the following paragraphs we propose a classification based on the preliminary one defined in [13] . Those activities mentioned in [13] are marked with an asterisk, while the "new" sub-activities for managing design decisions are described in the rows of each table as shown below.
The activities that fall in the architecting process are described in table 1. Before a decision is made, a reasoning activity may take place [12] . This reasoning process is based on the rationale and motivation which guides that decision. The rationale often relies on assumptions made and an analysis of the pros and the cons (i.e.: the implications) of each decision is usually carried out. Also, we have to take into account the existence of constraints for the decision or, in other case, if a particular decision may depends on another decision. After the decision is made we should give it a concrete status (e.g.: pending, obsolete, rejected, accepted) for letting know the architect which is the current status of that decision in the project. Once a set of decisions have been made, we must stored them in any readable form so they can be used afterwards when needed. Frequently, before the final decision is made, several alternatives are considered. The evaluation of alternatives means to deal with new decisions and sometimes to search for codified AK to evaluate other possibilities. Different methods can be defined for this (e.g.: querying, browsing, navigation) knowledge reuse process. Once an amount of decisions has been stored, this AK can be shared with others. The processes that may fall in this category are defined in table 2. Producers make available shared knowledge to other stakeholders that are expected to act as consumers. We believe that not all this AK may be relevant at the same time for all the stakeholders. Depending on the specific phase or project milestone, different chunks of AK can be relevant or not to be shared. For instance, during architecting a well-known pattern can be shared with other architects for discussion to know if this pattern provides suitable design solution. In other cases, once a set of design decisions are made and the first version of the architecture is created, a subsequent maintenance process might need to share some of the decisions made with those stakeholders interested in learning from past experiences.
ARCHITECTING (*): Creates and stores AK
In addition, knowledge sharing can be a more passive task when the user reviews existing AK or queries a knowledge base. A more pro-active approach happens when some users want to publish knowledge to others that act as subscribers of such AK (e.g.: RSS contents for distributed teams). Moreover, brainstorming meetings can be organized for sharing knowledge. In the last two cases we will need more than one stakeholder to achieve the sharing goal while in a review activity a single stakeholder can learn from shared knowledge. Complementary to the producer side, consumers of AK include assessing and learning activities, such as shown in tables 3 and 4.
SHARING (*)
Assessing activities provide guidelines and recommendations for selecting the best decision among several. The expertise of the architects and the results from evaluating different alternatives usually drive the assessment activities. Table 3 shows different assessment activities before or after decisions are made. Thus, we could assess during the architecting process to select the best decision or during a learning activity for future decisions, as the architect learns from right and wrong experiences. Assessment can be used, for instance, in maintenance and testing. The last activity of the consumer side concerns to learning (see table 4 ), where architects and other interested stakeholders become more expert consumers of AK as they learn from previous experiences. As a results future architecting activities are expected to be performed better that initially. Learning improves also the career of architects from beginners to expert ones. Some of the sub-activities defined in the previous tables are interrelated or even duplicated because certain activities in the producer side needs of others from the consumer side and vice-versa. In next section we explain which of these activities have been implemented using the ADDSS approach.
Making AK Explicit with Tool Support
The technology for managing architectural design decisions is still young and immature, but recent proposals are trying to define functionality is needed to support architectural knowledge. From our knowledge, only three tools meet the aforementioned goal by extending previous efforts [9] .
Archium (http://www.archium.net) is a research prototype [8] for supporting design decisions as first class entities. Archium defines a meta-model which is composed of three sub-models: an architectural model, a design decision model, and a composition model which compose design fragments (an architectural fragment defining a collection of architectural entities). Archium is also a component language which extends Java for describing components, connectors, and design decisions with tool support. Archium integrates an architectural description language (ADL) with Java to describe the elements from a component & connector view and making explicit the design decisions and its rationale that lead to a particular architecture description [10] . Archium supports the trace from requirements to decisions and is able to check which of these requirements are addressed in one or more decisions. It also provides visualization facilities for the decisions made using a dependency graph, which can be used to assess about the consequences of the decisions. PAKME [1] is a web-based architecture knowledge management tool for providing knowledge management for software architecture development. PAKME has been built on the top of Hipergate, an open source groupware platform which includes collaborative features, project management facilities and online collaboration tools. With PAKME, architectural knowledge management features can be used for decentralized teams involved in the software architecture process. At present, PAKME consists of five components: the user interface implemented with JSP and HTML pages, the knowledge management component which provides the services necessary to store and update AK, the search component which defines three different searching mechanisms (i.e.: keywords, logical operators, and navigation) for retrieving artefacts, the reporting component which provides services for representing AK and describing the relationships between different architectural artefacts, and the repository management which offers the services needed to maintain the data which is currently implemented in PostgreSQL. PAKME uses different templates for capturing and representing the knowledge and the rationale associated to architectural design decisions.
The Architecture Design Decision Support System (ADDSS) 1.0, available at, http://triana.escet.urjc.es/ADDSS) [4] , was developed in 2005-2006. ADDSS is an open web-based tool developed with PHP, HTML and MySQL, and focuses on recording, managing and documenting architectural design decisions under an iterative development process. ADDSS follows the natural way in which architects usually work, that is, creating the architecture under an iterative process and where one or more design decisions are made for each of the iterations. For each set of decisions, an image of the architecture can be uploaded to the system and thumbnail JPEG images of the original architecture facilitate the visualization for the stakeholders. In ADDSS, decisions are based on the requirements previously defined and stored in the tool; those requirements can be selected for each single decision.
Also, basic dependencies can be established between a decision and previous ones, as a way to create a network of decisions. The result of the decision-making process is easily visualized by ADDSS and the user can navigate and browse both the resulting architectures and the decisions made. These decisions are based on the selection of patterns already stored and a free text description explaining the decision can be added. Finally, PDF documents containing the project and architecture descriptions with the design decisions can be automatically generated.
New Features in ADDSS 2.0
The need to count with adequate tool support for recording, managing and using architectural knowledge is clear. • Status of the decisions: A status can be assigned to each decision (e.g.: pending, rejected, approved, etc.), so the architect can know which is the current status of that decision in the project.
• Date of each decision can be added.
• Support for alternatives decisions: Decisions can be marked as alternative decisions until the final decision is made (one or more decisions could be the best ones).
• Requirements are tagged when they have been used in a decision.
Therefore, the architect knows at every time the amount of the requirements that have been addressed during the architecting activity. Figure 2 . A design decision with its date, status, the requirements that motivated the decision; and a dependency link to a previous decision
• PDF documentation improved: The documentation generated by ADDSS 2.0 details better the relationships between requirements, decisions and architectures to follow more easily the trace links.
• User interface improved (e.g.: menu options, colours).
• Support for different stakeholder roles.
• Pattern classification into different categories: Searching patterns is now more easy and intuitive for the architect.
• Support for different architectural views: Now is possible to define different architectural views and make decisions for each single view.
• Knowledge query: In addition to browsing patterns and navigating across the decisions and architectures, a query module extracts relevant information about the decisions made following the links between requirements, decisions, and architectures. For instance, we can extract the requirements and the architectures affected by a particular decision, or we could know the decisions that affect a particular architecture product.
Decision-making Process with ADDSS 2.0
According to the activities described in tables 1 to 4, this section describes which of these are implemented in ADDSS 2.0. Table 5 shows in yellow the activities currently supported by ADDSS 2.0. Those activities marked with "+" are supported by ADDSS but added respect to the initial classification as a refinement of similar tasks. Also, those processes marked inside a dotted box are not directly supported by ADDSS 2.0 (we don't have an explicit attribute to record such information), but the result of any of these activities can be stored as part of the description of the decision or as alternative decisions. The tool provides a semi-automatic support to manage the tacit knowledge and make it explicit to users. The explanation of the activities of table 5 supported by ADDSS 2.0 is as follows. During the architecting process, ADDSS 2.0 records the decisions and assigns to them a status as well as other items like the date or the responsible. The architect can tag a decision as an alternative decision or as the selected one (main decision). This reasoning process implies to consider the pros and the cons of any decision, as well as constraints and dependencies between decisions. The reuse of existing AK is limited by the moment to design patterns previously stored. Reusing previous decisions can be done by examining the documentation generated by the tool. Users can navigate through past decisions or even query the database to extract trace information between decisions, requirements and architectural products. Sharing activities are supported in ADDSS 2.0 by the analysis of existing PDF documentation or stored patterns as well as codified architectures and decisions. Assessment activities are supported by an evaluation of the implications or the quality attributes in the architecture which is often carried out through external simulation or scenario evaluation.
Also, the basic dependency model supported by ADDSS serves to establish links between requirements and architectures and used to validate the decisions made. This becomes quite useful for maintenance and evolution activities. Finally, learning activities can be only carried out through out the evaluation of the decisions that have been recorded. We can compare the decisions made against the requirements to know how many of these have been addressed, and also trace such requirements to the architectural products developed in the process.
Otherwise, inconsistencies or wrong decisions may cause to remove a decision or to mark this as wrong. One key aspect that is not currently supported happens when we remove a decision. ADDSS does not directly track the consequences of removing a decision, which may causes a broken link in the dependency network which is not explicitly treated. Table 5 . Decision-making activities which are automatic or manually supported by ADDSS 2.0 to record and document relevant architectural knowledge
Decision

Impact on Traditional Architecting Activities
Software architecting is considered a formal software engineering approach aimed to create and maintain the architecture of a software system over time. Complex and less complex approaches in combination with other software engineering practices are often used to achieve a balance between the more formal activity of well established methods and the agility required to meet the project schedule. Closely related to this issue is the introduction of a complementary and parallel activity like the creation and use of architectural design decisions during architecting. By making explicit the process to record the tacit knowledge which resides in the architect's mind we overload the time needed for architecting, because users (e.g.: architects) have to spend some additional effort recording the decisions that lead to a particular architecture. Otherwise, spending some time to record and maintain the set of design decisions should reduce the effort in maintenance and evolution processes because software engineers will be able to replay past decisions and avoid other maintenance processes like architecture recovery, reverse engineering, etc.
With ADDSS 2.0 we have tried to balance the process for recording and managing architecture design decisions respect to the traditional architecting activity. Because ADDSS 2.0 is not integrated with other modeling tools, decisions can be stored in parallel at the same time the designers use modeling tools to depict the architecture. Figure 3 reflects intuitively the impact and the relationship between architecting and the decision-making activity for development and maintenance processes. Initially, the architecting spends a certain effort in creating the architecture during several project iterations (It), and an additional effort has to be made for creating and storing design decisions (DD) made (including evaluation, assessment, patterns usage). Afterwards and during a maintenance process, some new decisions have to be made while others can be reused (hexagons). For instance, the architectural product in iteration 6 is the result from a new decisions and a reused one. Therefore, the effort spent in re-architecting the system is expected to be lower than if decisions were never recorded. Computing the reuse effort is necessary to estimate how much effort we could save. Development phase Maintenance phase Figure 3 . Effort impact view extending the traditional architecting activity with explicit decision-making process for recording and using architectural knowledge
Discussion and Conclusions
We have no empirical evidence of the overhead spent in recording and using architectural design decisions compared to the traditional architecting process (as figure 3 shows) , but as mentioned in [19] , "creating and maintaining this rationale is very time-consuming". Because ADDSS 2.0 has just been released, we only have the results of a previous evaluation done during the first semester of 2006-2007 with ADDSS 1.0, in which 22 master students participated in the evaluation of a smallmedium size project. The students were organized in teams of two persons and they spent around 20 hours with ADDSS to record the decisions for the target system and using Rational Rose and MagicDraw for modeling the different architectural products. Because ADDSS 1.0 has limited features (e.g.: no support for decision status or alternative decisions) compared to version 2.0, the main results from the evaluation forms and interviews with the team members can be summarized as follows. Most of the teams perceived the utility of ADDSS for architecting, easy to learn and use, and good understandability. Also, depending of the experience of the teams, 4 teams spent around 20 hours while 3 teams spent between 7 and 10 hours, and 4 teams took less than 7 hours using the tool. The average time of the evaluation took around 10 hours. Finally, the average scores of the evaluation of ADDSS ranged between 5 and 10 points in a scale of 0 to 10, excepting the learning effort that should be smaller (near to 4 points). Respect to the traditional approach, the teams perceived they needed an extra effort to record and manage the decisions stored with ADDSS 1.0, but we didn't perform cross-comparison creating the same architecture without using ADDSS.
We expect for the next months to have some evaluation results according to the new features implemented in ADDSS 2.0, so users will perceive better the impact for recording design decisions at the same time as architecture products are created. From the process improvement perspective, recording design decisions in parallel with architecting provides a broader view of architect's tasks (sadly forgotten for many years), and facilitates to establish clear trace links to bridge the gap between products and requirements. Also, the classification of the activities for knowledge producers and consumers seemed to work fine to detail the activities and sub-activities that can be implemented with tool support like ADDSS. Finally, the documentation generated by ADDSS improves the traditional documented architectural views and provides valuable information for different stakeholders that want to learn how the architecture was created. Such information crosscuts the information of other views, and we have called this the "decision view" [7] , as a complementary view to the more traditional ones.
