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Resumen
El objetivo de este trabajo es disen˜ar y desarrollar un sistema empotrado que per-
mita el control desde una interfaz gra´fica de un conjunto de actuadores. Se plantea con
un propo´sito general dando la posibilidad de gestionar actuadores que funcionen en un
rango de tensio´n de 6 V a 42 V. El resultado es un sistema que se compone de un com-
ponente hardware construido para controlar los actuadores y de un sistema software que
comunica la interfaz gra´fica de usuario con el hardware. Las pruebas del sistema verifican
el correcto funcionamiento del sistema completo.
Palabras clave: sistema empotrado, interfaz gra´fica, actuadores.
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Abstract
The target of this work is the design and development of an embedded system which
allows handling of multiple actuators through a graphical interface. It has been raised
with the general purpose of allowing the use of actuators in a tension range from 6 V
to 42 V. As a result, we obtain a system with a hardware component built to manage
the actuators and a software system that enables communication between hardware and
user. In addition, system passes the tests successfully.
Keywords: embedded system, graphical user interface, actuators.
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Capı´tulo1
Introduccio´n
1.1. Motivacio´n
La interfaz gra´fica, GUI por sus siglas en ingle´s (Graphical User Interface), es una
aplicacio´n o parte de una aplicacio´n que permite al usuario interactuar con un sistema
informa´tico mediante elementos visuales en una pantalla.
Histo´ricamente podr´ıa considerarse como la primera interfaz gra´fica a las pantallas
de los radares empleados en el a´mbito militar. Pero no fue hasta la de´cada de los 70
cuando aparecio´ por primera vez el concepto de escritorio que conocemos hoy en d´ıa.1[1].
Desde aquel entonces las interfaces han evolucionado notablemente tanto en su estructura,
disen˜o y color como en los mecanismos para interactuar con ellas. En el mundo moderno,
se han popularizado llegando a todas las personas en multitud de dispositivos sin limitarse
exclusivamente a los ordenadores personales. En sistemas empotrados como televisores
o sistemas de control industrial tambie´n encontramos interfaces gra´ficas que permiten la
interaccio´n del usuario.
Los sistemas empotrados son sistemas computacionales que desempen˜an tareas es-
pec´ıficas donde priman las operaciones en tiempo real. Se encuentran en multitud de
aplicaciones, desde la electro´nica de consumo hasta el control de complejos procesos in-
dustriales. Generalmente pasan desapercibidos por su taman˜o o porque forman parte de
un sistema mucho mayor. Las propiedades que los caracterizan cuando los comparamos
con sistemas de propo´sito general como un ordenador personal, son la eficiencia energe´tica,
su reducido taman˜o y un bajo coste de produccio´n. Por el contrario, podemos encontrar
una limitacio´n de los recursos y mayor dificultad para su programacio´n. Si se plantea un
problema de grandes dimensiones que requiera alta flexibilidad en su funcio´n, un sistema
empotrado no es la mejor alternativa. En cambio, si prima la eficiencia energe´tica, la
portabilidad y el problema esta´ muy acotado, son la eleccio´n ma´s acertada.
1En 1973, Xerox PARC desarrollo´ la computadora personal Alto que ten´ıa una pantalla de mapa de
bits.
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La capacidad para actuar o conocer el entorno f´ısico mediante actuadores y sensores y
la posibilidad de interactuar con una interfaz gra´fica, convierte a los sistemas empotrados
en una alternativa apta para soluciones en entornos industriales o en sistemas auto´nomos.
1.2. Objetivos
El objetivo de este trabajo es disen˜ar e implementar un sistema empotrado emplean-
do la tecnolog´ıa actual, para controlar elementos actuadores desde una interfaz gra´fica.
Para ello, se elaborara´ un sistema completo comenzando desde el ana´lisis de las plata-
formas disponibles, hasta el desarrollo de los elementos hardware y software necesarios.
Para abordar este objetivo, se enfocara´ el trabajo desde una serie de objetivos parciales
que permitira´n alcanzar el objetivo global de una manera progresiva y adecuada. Estos
objetivos desglosados sera´n:
1. Eleccio´n de un sistema empotrado que permita tanto interfaces gra´ficas, como pro-
gramacio´n a bajo nivel.
2. Disen˜o de un componente hardware que permita la interaccio´n con los actuadores.
3. Disen˜o de la arquitectura software que contemple un disen˜o vertical desde la interfaz
gra´fica, hasta el bajo nivel.
5. Disen˜ar el sistema con la flexibilidad suficiente para poder incluir un mo´dulo de
lectura de datos.
6. Superar las pruebas de funcionamiento establecidas.
Cumpliendo con estos objetivos parciales se pretende alcanzar el objetivo global de
este proyecto (ve´ase Figura 3.1).
1.3. Estructura del documento
En el primer cap´ıtulo se presenta el contexto que comprende este proyecto, la moti-
vacio´n para trabajar en las distintas a´reas que lo componen y los objetivos propuestos
para llevarlo a cabo. El segundo cap´ıtulo expone un ana´lisis previo de las plataformas
disponibles y el desarrollo del componente hardware del sistema. El ana´lisis, el disen˜o y
el desarrollo de la arquitectura software esta´ recogido en el tercer cap´ıtulo. En el cuarto
cap´ıtulo se muestran las pruebas realizadas sobre el sistema para verificar su integridad y
si satisface los objetivos. En u´ltimo lugar en el quinto cap´ıtulo se exponen las conclusiones
del desarrollo del proyecto y el trabajo futuro que se plantea.
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Desarrollo hardware
2.1. Ana´lisis
El objetivo de este cap´ıtulo es llevar a cabo el desarrollo de la solucio´n que cumpla
con los dos primeros objetivos que se han planteado en el cap´ıtulo anterior (ve´ase Seccio´n
1.2). Las competencias del apartado hardware son:
1. Sistema empotrado.
2. Placa que sirva de integracio´n para la actuacio´n y el control.
3. Actuadores.
4. Sensor y ADC.
El elemento base sobre el que se construira´ el sistema completo es el sistema empotra-
do. Su eleccio´n por tanto, no es trivial. Hay que tener en cuenta los requisitos que debe
cumplir el sistema para poder tomar la decisio´n que ma´s se acerque a las necesidades del
proyecto.
2.1.1. Sistemas empotrados
En la actualidad, existen muchas alternativas por parte de distintos fabricantes. Para
facilitar el proceso, se ha realizado un listado de los requisitos que deben cumplir los
sistemas empotrados:
Requisitos obligatorios:
• Un sistema operativo ante la necesidad de programacio´n en distintos niveles,
una comunicacio´n entre ellos y una interfaz gra´fica.
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• El sistema debe contar con una potencia de co´mputo suficiente para poder
manejar una aplicacio´n con interfaz gra´fica. Los requisitos son:
◦ Procesador de un so´lo nu´cleo con una frecuencia de reloj de 1 GHz.
◦ 512 MB de RAM.
• Debe disponer de GPIOs u otros buses de comunicacio´n que permitan su uso
para la lectura de datos y para el control de la actuacio´n.
• Debe ser compatible con algu´n estandar de salida de v´ıdeo como HDMI o
disponer de accesorios que permitan la inclusio´n de una pantalla.
Requisito recomendado:
• Capacidad para llevar a cabo tareas en tiempo real.
• Disponibilidad de recursos y manuales.
De los sistemas existentes se plantean, Raspberry PI 2, BeagleBone White, BeagleBone
Black y Arduino TRE.
2.1.1.1. Raspberry PI 2
La Raspberry PI 2 [2] es un sistema empotrado desarrollado por Raspberry Pi Foun-
dation. Es la segunda generacio´n de este mini ordenador que salio´ al mercado a principios
del an˜o 2012. Las caracter´ısticas te´cnicas relevantes para el proyecto son:
Procesador Quad-Core ARM Cortex A7 con una velocidad de reloj de 900 MHz.
1GB de RAM.
40 pines de GPIOs.
Puerto HDMI.
A pesar de no alcanzar 1 GHz de velocidad de reloj, dispone de un procesador de
cuatro nu´cleos con una velocidad de 900 MHz con el rendimiento adecuado.
2.1.1.2. BeagleBone White
La BeagleBone White [3] (BBW) es un sistema empotrado desarrollado por la funda-
cio´n BeagleBoard.org. Sus caracter´ısticas ma´s relevantes para el proyecto son:
Procesador ARM Cortex A8 con una frecuencia de reloj de 720 MHz.
256 MB de RAM.
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92 pines de GPIOs separados en 2 conectores de 46 pines.
Compatibilidad con pantalla externas a trave´s de un accesorio.
2 microcontradores PRU.
La BeagleBone White no cumple con los requisitos de procesador y memoria RAM,
por tanto, se descarta como alternativa.
2.1.1.3. BeagleBone Black
La BeagleBone Black [4] (BBB) es un sistema empotrado desarrollado por la fundacio´n
BeagleBoard.org. Es la hermana mayor de la BeagleBone White. Los aspectos te´cnicos
que la caracterizan son
Procesador ARM Cortex A8 con una frecuencia de reloj de 1 GHz.
512 MB de RAM.
92 pines de GPIOs separados en 2 conectores de 46 pines.
Compatibilidad con pantallas externas a trave´s de una capa de expansio´n1.
Memoria eMMC de 4GB.
2 microcontradores PRU.
2.1.1.4. Arduino TRE
El Arduino TRE [5] es un sistema empotrado desarrollado por el proyecto Arduino
en colaboracio´n con la fundacio´n BeagleBoard.org. Es el primer desarrollo de Arduino
que incluye un procesador de propo´sito general. Sus caracter´ısticas ma´s relevantes para
el proyecto son:
Procesador ARM Cortex A8 con una frecuencia de reloj de 1 GHz.
512 MB de RAM.
12 pines GPIO.
Puerto HDMI y compatibilidad con pantallas externas a trave´s de una capa de
expansio´n2.
1Beagleboard:BeagleBone Capes, http://elinux.org/Beagleboard:BeagleBone#BeagleBone_
Capes, Mayo de 2015
2Ve´ase la nota a pie 1.
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Memoria eMMC de 4GB.
2 microcontradores PRU.
Aunque esta alternativa cumple con los requisitos, au´n no esta´ disponible. Saldra´ al
mercado a lo largo del an˜o 2015.
2.1.1.5. Elementos a considerar
Al establecer los requisitos que deb´ıa cumplir un sistema empotrado, se ha puntualiza-
do en las tareas en tiempo real como requisito recomendado. En las alternativas analizadas
se menciona un microcontrolador PRU mediante el cual se puede satisfacer este requisito.
2.1.1.5.1. Programmable Real-Time Unit
La Unidad Programable de Tiempo Real o PRU por sus siglas en ingle´s, es un micro-
controlador existente en algunos microcontroladores de ARM que permite la ejecucio´n de
programas orientados a tiempo real. Es decir, esta unidad permite ejecutar un programa
de forma totalmente as´ıncrona al microprocesador principal y por tanto, de forma inde-
pendiente al sistema operativo. Este programa es necesario para la gestio´n del proceso de
lectura de datos.
Aunque la PRU disfruta de independencia del microprocesador, existe una memoria
compartida por ambos donde se puede producir un intercambio de informacio´n. Adema´s,
en el caso particular de la BeagleBone Black, sus dos PRUs pueden acceder de forma
directa a los GPIOs, y bus SPI entre otros, sin requerir del sistema operativo.
RaspBerry PI 2 BBW BBB Arduino TRE
Procesador S´ı No S´ı S´ı
Memoria RAM S´ı No S´ı S´ı
GPIO S´ı S´ı S´ı S´ı
Salida de v´ıdeo S´ı S´ı S´ı S´ı
Tiempo real No S´ı S´ı S´ı
En el mercado S´ı S´ı S´ı No
Tabla 2.1: Comparativa entre las alternativas.
2.1.1.6. Conclusio´n del ana´lisis
Basado en los requisitios definidos al principio de esta seccio´n (ve´ase Seccio´n 2.1.1),
se ha construido la Tabla 2.1 con los elementos exigibles a las plataformas analizadas. La
alternativa escogida para el desarrollo ha sido la BeagleBone Black.
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2.1.2. Componente hardware. Control de la actuacio´n
Uno de los objetivos que se pretende resolver en este cap´ıtulo es el disen˜o de un
componente hardware que permita la interaccio´n con los actuadores (ve´ase Seccio´n 1.2).
Antes de llevar a cabo el disen˜o es preciso tomar decisiones sobre algunos componentes
y exponer los requisitos que debe cumplir este elemento.
2.1.2.1. Comunicacio´n con la actuacio´n
La comunicacio´n con la actuacio´n consiste en establecer el estado de los actuadores
en activado o desactivado. En te´rminos de hardware el estado activado consiste en ali-
mentar el actuador y el estado desactivado deja al actuador sin alimentacio´n para que
vuelva a su posicio´n de reposo. Para llevar a cabo la comunicacio´n existen las siguientes
alternativas[6]:
GPIOs de la BeagleBone: Pueden configurarse los pines necesarios como pines de sa-
lida y modificar su valor segu´n convenga. No hay nada a favor de este tipo de
disen˜o que justifique su uso. Es una solucio´n muy sencilla pero permite controlar
una cantidad de actuadores muy limitada y no es escalable.
Bus I 2C: Es un bus de comunicaciones en serie disen˜ado por Philips que permite el
intercambio de informacio´n entre varios dispositivos3. Este bus emplea u´nicamente
dos l´ıneas de datos que pueden ser compartidas entre varios dispositivos. Existen
elementos de expansio´n que mediante este bus de comunicaciones otorgan pines
adicionales que pueden configurarse como entrada/salida. Con esta solucio´n se con-
sigue un sistema escalable puesto que incluyendo mo´dulos de expansio´n podemos
aumentar el nu´mero de actuadores.
Bus SPI: El Bus SPI (del ingle´s Serial Peripheral Interface), es un bus serie disen˜ado
por Motorola que permite el intercambio de informacio´n entre varios dispositivos4.
De la misma manera que el bus I 2C, el bus SPI cuenta tambie´n con mo´dulos de
expansio´n para conseguir manejar mas GPIOs.
Dado que ambos buses comparten todas las caracter´ısticas el empleo de uno u otro
es indiferente. Se decide entonces utilizar el bus I 2C para el control de la actuacio´n y
establecer el bus SPI como mecanismo de comunicacio´n del mo´dulo de lectura de datos.
2.1.2.2. Proteccio´n de la BeagleBone
La BeagleBone funciona en un re´gimen de tensio´n bajo comparado con los actuadores.
Necesita para funcionar una fuente de alimentacio´n de 5 V mientras que los actuadores
pueden alcanzar tensiones de ma´s de 40 V. Por motivos de proteccio´n y funcionamiento,
3I2C - What’s That?, http://www.i2c-bus.org/, Mayo de 2015
4SPI - Serial Peripheral Interface, http://www.mct.net/faq/spi.html, Mayo de 2015
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la alimentacio´n de la actuacio´n debe ser externa y no debe alcanzar a la BeagleBone en
ningu´n momento. La BeagleBone puede controlar el paso de corriente por un circuito de
forma segura mediante un transistor. Como la corriente que circula por los actuadores
es alta y un so´lo transistor limita la ganancia de corriente, se pueden emplear dos o ma´s
transistores en cascada multiplicando as´ı la ganacia de corriente. La colocacio´n en cascada
de dos transistores bipolares se conoce como Par Darlington.
La fuente de alimentacio´n de la BeagleBone entrega una tensio´n nominal de 3,3 V con
la que los mo´dulos de expansio´n I 2C pueden funcionar. Pero para an˜adir una capa ma´s
de proteccio´n, la alimentacio´n de los mo´dulos de expansio´n dependera´ de un regulador
de tensio´n que convierta de 5 V a 3,3 V.
Figura 2.1: Arquitectura del hardware.
La arquitectura definida que se presenta en la Figura 2.1, aumenta la distancia de la
BeagleBone de los actuadores. Se disminuye as´ı la posibilidad de dan˜ar la BeagleBone
ante una subida de tensio´n.
Para evitar ruidos se incluira´n condensadores de desacoplo en la alimentacio´n de los
componentes y a la salida de las fuentes de alimentacio´n.
8
Desarrollo hardware - Disen˜o
2.1.3. Sensor y ADC
Se ha planteado la flexibilidad que debe disponer el sistema para poder incluir un
mo´dulo de lectura de datos (ve´ase Seccio´n 1.2). Los sistemas electro´nicos son capaces de
conocer cambios en magnitudes f´ısicas del mundo real mediante sensores. Un sensor del
propo´sito que sea, convierte los cambios de una magnitud f´ısica en un cambio ele´ctrico
que puede ser a nivel de corriente, resistencia o tensio´n. Esta transduccio´n entre magnitud
f´ısica y variacio´n ele´ctrica, es lo que permite a los sistemas electro´nicos conocer la infor-
macio´n. Los sensores aportan datos en forma analo´gica, algo que un sistema digital no
puede interpretar si no se acompan˜a de un ADC. Un ADC traduce una sen˜al analo´gica
en una sen˜al digital que s´ı es entendible por el sistema digital. Para simular el disen˜o
final, se leera´ la informacio´n de un ADC conectado por SPI y se le aplicara´ una tensio´n
analo´gica mediante un divisor de tensio´n y un potencio´metro.
2.2. Disen˜o
Una vez terminado el ana´lisis de la seccio´n anterior, ya se conoce el alcance que debe
tener el disen˜o del componente hardware. Debe reunir todas las funcionalidades de control
as´ı como la alimentacio´n y la proteccio´n necesaria.
En la Figura 2.2 se muestra el esquema´tico del disen˜o realizado. Se puede observar una
separacio´n clara entre los componentes involucrados en la alimentacio´n y los involucrados
en el control.
2.2.1. Alimentacio´n
En la parte superior de la Figura 2.2, se organiza la parte de alimentacio´n de la placa
donde se realizan todas las transformaciones necesarias para alimentar cada componente.
Un comportamiento general es la inclusio´n de condensadores en todas las entradas de
alimentacio´n para eliminar el ruido del circuito.
2.2.1.1. Fuente conmutada
Es la encargada de convertir la tensio´n de entrada en los 5 V de tensio´n necesarios
para alimentar la BeagleBone (ve´ase Figura 2.1). La decisio´n de emplear una fuente
conmutada en vez de una fuente lineal es la eficiencia y el amplio rango de tensiones
en el que funciona. Una fuente lineal emplea un transformador para variar la tensio´n lo
que supone una gran pe´rdida de energ´ıa disipada en forma de calor que puede mermar
la vida media de los componentes. Una fuente conmutada conmuta un transistor a altas
frecuencias abriendo y cerrando el paso de corriente para variar la tensio´n de salida.
Las fuentes conmutadas son ma´s eficientes que las fuentes lineales y no disipan tanta
energ´ıa[7].
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Figura 2.2: Esquema´tico del componente hardware disen˜ado.
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Se va a utilizar la fuente conmutada LMZ14203TZE5 del fabricante Texas Instru-
ments. Esta fuente admite una tensio´n de entrada de 6 a 42 V con una salida segu´n la
configuracio´n de resistencias de 0,8 a 6 V. La corriente ma´xima de salida es de 3 A. Se ha
usado esta fuente porque para una configuracio´n de salida de 5 V, admite entradas de 7,5
a 42 V, siendo un rango amplio de tensiones para alimentar el sistema. Los 3 amperios
que puede dar la fuente a su salida garantizan la alimentacio´n de la BeagleBone y la
pantalla.
Esta fuente conmutada requiere la colocacio´n de una serie de resistencias y condensa-
dores para definir la tensio´n de salida necesaria as´ı como para eliminar cualquier ruido.
Adema´s, la posicio´n f´ısica de estos respecto a la fuente debe ser respetada. Toda esta
informacio´n se encuentra recogida en la hoja de datos del fabricante y se llevara´ a cabo
a la hora de realizar el disen˜o de la placa de circuito impreso.
2.2.1.2. Regulador lineal de tensio´n
Aunque la fuente de alimentacio´n interna de la BeagleBone entrega 3,3 V, para an˜adir
otra capa de proteccio´n, se va a emplear un regulador lineal para convertir los 5 V de
salida de la fuente conmutada a los 3,3 V que necesitan los expansores I 2C. Se va a
utilizar el regulador lineal LD1117S33TR del fabricante STMicroelectronics6.
2.2.2. Control
En la parte central e inferior de la Figura 2.2, se encuentra el disen˜o esquema´tico del
control de los actuadores. Esta parte incluye los elementos de comunicacio´n, proteccio´n
y eliminacio´n de ruido del circuito
2.2.2.1. Expansor de 16bits E/S I2C
Se emplean dos mo´dulos expansores PCA9555PWR7 del fabricante Texas Instruments.
Este expansor permite controlar diecise´is pines adicionales. En las entradas de alimenta-
cio´n de los chips se incluyen condesadores para eliminar ruido.
En el disen˜o aparecen dos mo´dulos I2C pero so´lo el primero esta´ involucrado en
el control de la actuacio´n. El segundo mo´dulo se ha an˜adido para dar soporte a ma´s
actuadores y una de sus l´ıneas se puede emplear para verificar si el mo´dulo de actuacio´n
esta´ enchufado en el conector.
5LMZ14203TZE Datasheet, http://www.ti.com/lit/ds/symlink/lmz14203.pdf, 2015.
6LD1117S33TR Datasheet, https://www.sparkfun.com/datasheets/Components/LD1117V33.pdf,
2015.
7PCA9555PWR - DataSheet, http://www.ti.com/lit/ds/symlink/pca9555.pdf, 2015.
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Figura 2.3: Disen˜o de la placa. Pistas de la capa superior.
2.2.2.2. Array de transistores Darlington
Para permitir el manejo de actuadores que requieren rangos de tensio´n muy superiores
al de la BeagleBone se necesitan emplear transistores Darlington. En el disen˜o se utilizan
dos mo´dulos ULN2803A8 del fabricante Texas Instruments que se conectan con uno de
los expansores I2C.
2.2.3. Placa de circuito impreso
En base al esquema´tico disen˜ado se procede a realizar el disen˜o que tendra´ la placa
final. Durante este proceso se selecciona la posicio´n que tendra´n los componentes y se
definen sus conexiones mediante pistas y v´ıas. En la Figura 2.3 se puede ver el disen˜o
que tendra´ la placa final. Se observan las pistas y la colocacio´n de los componentes en la
placa.
2.3. Construccio´n
Una vez completado el disen˜o final del componente hardware se procede a su fabrica-
cio´n y posteriormente, se sueldan los componentes. El resultado final se muestra en las
Figuras 2.4a y 2.4b.
8ULN2803A Datasheet, http://www.ti.com/lit/ds/symlink/uln2803a.pdf, 2015.
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(a) Cara superior de la placa construida.
(b) Cara inferior de la placa construida.
Figura 2.4: Placa de control construida.
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Capı´tulo3
Desarrollo software
3.1. Ana´lisis
Para cumplir los objetivos propuestos en el primer cap´ıtulo (ve´ase Seccio´n 1.2), es
preciso llevar a cabo un ana´lisis previo al disen˜o del sistema. El objetivo final de esta
seccio´n es proponer una implementacio´n software que en conjunto con el componente
hardware, permita el control de actuadores desde una interfaz gra´fica.
Los componentes software del sistema son:
1. Control de la interfaz gra´fica.
2. Control de la actuacio´n.
3. Control de la lectura.
3.1.1. Ana´lisis de requisitos
En esta seccio´n se detallan todos los requisitos que presenta la aplicacio´n. Se divide
en dos apartados que clasifican los diferentes requisitos en requisitos funcionales y requi-
sitos no funcionales. La categor´ıa de requisitos funcionales se encarga de describir todas
aquellas funcionalidades concretas que deben implementarse en el sistema. La categor´ıa
de requisitos no funcionales describe los criterios que debe satisfacer la aplicacio´n a nivel
de rendimiento en el sistema.
3.1.1.1. Requisitos funcionales
Los requisitos funcionales del sistema se describen a continuacio´n cada uno compren-
dido en el subsistema que le corresponde.
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Requisitos de la interfaz gra´fica
Funcionalidades que debe cumplir la interfaz gra´fica para hacer usable la aplicacio´n
por parte del usuario.
RF(01) La interfaz debe mostrar una pa´gina de inicio que sirva de prea´mbulo. El
usuario debe ser capaz de, mediante botones o elementos interactivos, iniciar el proceso
principal.
RF(02) El proceso principal debe mostrarse exclusivamente en una pantalla. La in-
formacio´n de lectura se mostrara´ mediante un gra´fico que no debe proporcionar ma´s
funcionalidad que la de ser visible. Por otro lado, deben existir elementos interactivos
como botones que sirvan para manejar el proceso de actuacio´n. Adema´s, el usuario debe
ser consciente del estado de activacio´n de los actuadores mediante un elemento gra´fico.
RF(03) El usuario debe poder ser capaz de salir de la aplicacio´n en cualquier mo-
mento.
Lo´gica interna de la aplicacio´n
RF(04) La lo´gica debe estar claramente modularizada.
RF(05) Dada la necesidad de dividir el sistema en mo´dulos, es preciso establecer una
series de mecanismos que los comuniquen entre s´ı.
3.1.1.2. Requisitos no funcionales
Los requisitos no funcionales del sistema se describen a continuacio´n siendo ordenados
segu´n la categor´ıa que les corresponde.
Requisitos la interfaz gra´fica
RNF(01) La interfaz gra´fica debe estar disen˜ada para ser utilizada en pantallas
ta´ctiles.
RNF(02) La interfaz gra´fica debe poder adaptarse fa´cilmente a pantallas de taman˜os
y resoluciones diferentes.
RNF(03) La interfaz gra´fica debe ser clara y sencilla. Sin componentes este´ticos que
puedan lastrar el rendimiento.
RNF(04) Las secciones de lectura y control deben estar claramente diferenciadas y
separadas entre s´ı.
Requisitos de rendimiento
RNF(05) El proceso interno de la aplicacio´n debe estar compuesto por hilos, procesos
o aplicaciones independientes que no interfieran con el hilo de ejecucio´n de la interfaz
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gra´fica.
RNF(06) El proceso de lectura de datos debe ser en tiempo real.
Requisitos de fiabilidad
RNF(07) Cualquier error que suceda en el proceso interno de la aplicacio´n debe ser
notificado al usuario mediante un mensaje aclarativo.
RNF(08) Si alguno de los mo´dulos que componen el sistema deja de responder o es
desconectado, el sistema debe detectarlo, notificar al usuario de dicho evento y permitir
un cierre ordenado de la aplicacio´n.
RNF(09) Cada mo´dulo debe generar de forma conjunta o separada unos registros
que sirvan al desarrollador o al te´cnico a modo de depuracio´n de errores.
3.1.2. Ana´lisis de sistemas operativos
En el cap´ıtulo anterior (ve´ase el Cap´ıtulo 2) se ha dejado presente la necesidad de
emplear un sistema empotrado donde se pueda ejecutar un sistema operativo (ve´ase
Seccio´n 2.1.1). El principal motivo es apoyarse en las facilidades que otorga a la hora de
programar en cualquier lenguaje y la capacidad para interactuar con el hardware de la
placa.
Para la BeagleBone Black tenemos los siguientes sistemas operativos:
Windows Embbeded: Existe una versio´n de Windows 7 para sistemas empotrados
que puede ser ejecutada en la BeagleBone. No es una alternativa interesante ya que
existe poca documentacio´n y generalmente hay que buscar drivers espec´ıficos para
trabajar con algunos dispositivos.
Angstrom es una distribucio´n de Linux basada en Debian adaptada especificamente
a sistemas empotrados. Es el software que viene preinstalado de fa´brica en las
BeagleBone Black. A pesar de estar basado en Debian, la gestio´n de paquetes y la
configuracio´n de algunos para´metros del kernel funcionan de manera distinta.
Android es un sistema operativo disen˜ado para dispositivos mo´viles con la idea puesta en
la interaccio´n con pantallas ta´ctiles. Esta´ basado en el kernel de Linux. La versio´n
que puede ejecutar la BeagleBone Black no es estable y a pesar de que aporta
facilidades en el uso de una pantalla ta´ctil, se pierden las ventajas para trabajar
con las GPIOs.
Debian es un sistema operativo GNU/Linux libre desarrollado por miles de personas
de todo el mundo que colaboran a trave´s de internet. Es un sistema operativo que
esta´ disponible para mu´ltiples arquitecturas de microprocesador y existen muchas
distribuciones basadas en este sistema. Una de las de arquitecturas que soporta
es la ARM, que es la arquitectura del microprocesador que monta la BeagleBone
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Black. Tiene completa compatibilidad con el uso de las GPIOs y con adaptadores
para poder incluir una pantalla en el sistema.
Alternativa a un sistema operativo:
Bare Metal Programming: Consiste en programar en ensamblador directamente en
la BeagleBone sin ejecutar un sistema operativo. Se codifican las instrucciones en
co´digo legible por el microcontrolador y son llevadas a cabo cuando la BeagleBone
recibe alimentacio´n. Es una alternativa muy eficiente si se puede prescindir del
sistema operativo pero para desarrollar una interfaz gra´fica compleja requiere una
gran inversio´n de trabajo.
De las alternativas propuestas, se ha optado por el uso de Debian GNU/Linux como
motor principal de la BeagleBone. Es un sistema con mucha documentacio´n espec´ıfica
para el trabajo con los buses, GPIOs, la PRU y adema´s, es compatible con pantallas
ta´ctiles.
Existen otros sistemas operativos disponibles pero generalmente buscan el rendimiento
sacrificando funcionalidades y adema´s, la documentacio´n para desarrollar en la Beagle-
Bone Black es escasa.
3.1.3. Ana´lisis de la aplicacio´n
La aplicacio´n debe implementar y satisfacer los requisitos que se especificaron en la
primera seccio´n de este cap´ıtulo (ve´ase 3.1.1). Para alcanzarlos, hay que desgranar la
aplicacio´n en las funcionalidades que deben componerla. Podemos dividir la aplicacio´n
en un primer nivel que engloba la interfaz gra´fica que permita al usuario interactuar con
el sistema y un segundo nivel que abarca los mo´dulos que controlara´n el hardware. Para
una tener una visio´n ma´s global del sistema ve´ase la Figura 3.1.
3.1.3.1. Desarrollo de interfaces gra´ficas
Existen varias opciones en distintos lenguajes de programacio´n para la implementacio´n
de interfaces gra´ficas. El inconveniente de muchas de estas alternativas es que los lenguajes
que son compilados, necesitan librer´ıas de soporte que en gran medida dependen del
sistema operativo. Con los lenguajes C y C++, podemos disen˜ar interfaces en Windows
empleando las APIs del propio sistema. Alternativamente en Linux, podemos utilizar
librer´ıas externas como GTK1, obteniendo as´ı, un resultado similar al de Windows.
En los lenguajes interpretados conseguimos ma´s independencia del sistema operativo,
lo que permite una gran portabilidad como es caso de Java. En Java por ejemplo, en-
contramos la librer´ıa Swing que utiliza las estructuras de AWT[8]. Posiblemente sea la
librer´ıa para disen˜o de interfaces con un uso ma´s extendido.
1GTK es una librer´ıa desarrollada por el equipo GTK+ que contiene objetos y funciones para desaro-
llar una interfaz gra´fica de usuario.
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Con esta pequen˜a aproximacio´n, se ha tomado la decisio´n de realizar la implementa-
cio´n de la interfaz gra´fica en Java empleando la librer´ıa Swing por los siguientes motivos:
Se independiza el disen˜o de la interfaz del sistema operativo y facilita su uso en
otras plataformas si este proyecto continu´a en el futuro.
Swing ayuda en el disen˜o y colocacio´n de los elementos de la interfaz. Permite
generar tablas, etiquetas y botones en pocas l´ıneas de co´digo.
La respuesta a la interaccio´n por parte del usuario se implementa de una manera
ma´s sencilla que en GTK.
Existen librer´ıas compatibles con Swing para generar elementos gra´ficos ma´s com-
plejos.
Al desarrollar la interfaz en Java, se delega la responsabilidad del control de memoria
a la propia ma´quina de Java, as´ı como la sencillez que aporta a la hora de trabajar
con objetos.
Al tomar la decisio´n de implementar la interfaz gra´fica en Java, surge un contratiempo
para la gestio´n de componentes de bajo nivel que provoca un cambio en la idea inicial
que se ten´ıa de la aplicacio´n. La solucio´n propuesta se explica a continuacio´n.
3.1.3.2. Control del hardware
Cuando se habla de controlar hardware desde el software, es inevitable descender has-
ta el nivel ma´s profundo de la programacio´n de alto nivel. El mecanismo que controle el
hardware, debe ser capaz de configurar y controlar los GPIOs, manejar buses de comuni-
cacio´n y comunicarse con la PRU. Tambie´n es importante que el mecanismo de control
sea capaz de realizar el mapeo de registros que configure los GPIOs para emplear los
buses de comunicacio´n.
Los GPIOs, como cualquier dispositivo en Linux, son tratados como descriptores de
fichero donde las operaciones de lectura y escritura componen la interaccio´n con ellos.
Cualquier lenguaje de programacio´n puede interactuar con ficheros, por tanto, en este as-
pecto no habr´ıa ninguna restriccio´n. La limitacio´n para la eleccio´n del lenguaje a emplear,
se encuentra en la comunicacio´n con la PRU.
La comunicacio´n con la PRU funciona mediante unas librer´ıas que esta´n disponibles
para C y para Python. Para la implementacio´n se ha decidido emplear C. Debido al
uso de dos lenguajes de programacio´n distintos, Java para la interfaz de usuario y C
para el control del hardware, a la hora de disen˜ar la aplicacio´n, habra´ que definir una
serie de mecanismos de comunicacio´n entre ambas partes. Se puede hacer una analog´ıa
con un servidor web que es accedido desde un navegador web. La interfaz de usuario
corresponder´ıa al navegador y el control del hardware con el servidor.
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Alternativamente se podr´ıa haber utilizado JNI2, pero la aproximacio´n como una
comunicacio´n por sockets permite mayor flexibilidad de cara a un entorno distribuido en
caso de ser necesario.
3.2. Disen˜o
Dentro del desarrollo de cualquier sistema un buen disen˜o es vital para una futura
implementacio´n que satisfaga los requisitos. Tras realizar una ana´lisis de las tecnolog´ıas
software disponibles se ha llegado a la conclusio´n de que el software del sistema se va a
dividir en tres componentes. Una primera parte que englobara´ el control de la interfaz
gra´fica, una segunda parte que interactuara´ con el hardware y una tercera parte que
compone el software de control de la PRU. En la Figura 3.1 se muestra el disen˜o que se
pretende alcanzar. Se observan diferenciadas las tres secciones, indicando su lenguaje de
programacio´n.
3.2.1. Primer nivel: Interfaz gra´fica de usuario
El propo´sito de la interfaz gra´fica es aportar al usuario un mecanismo de interaccio´n
con el sistema completo. Este primer nivel abarca los elementos gra´ficos de la interfaz
de usuario, el controlador de la interfaz y una lo´gica de nivel superior que tendra´ como
propo´sito gestionar la lo´gica de nivel inferior.
3.2.1.1. Maqueta del disen˜o
Basa´ndose en los requisitos definidos y teniendo en cuenta que la pantalla que se
empleara´ en el sistema sera´ de un taman˜o reducido, se ha propuesto el siguiente disen˜o
de los elementos visuales de la interfaz:
Este disen˜o propone una interfaz gra´fica muy sencilla que se centra principalmente en
mostrar la informacio´n y permitir la interaccio´n de forma clara.
La aplicacio´n comienza con la pantalla de inicio como se ve en la Figura 3.2. El usuario
podra´ cerrar o iniciar la aplicacio´n. Por u´ltimo, en la Figura 3.3, se muestra la apariencia
que tendra´ la pantalla principal, cuyos componentes son:
Componentes de respuesta a las acciones del usuario:
1. Botonera de actuacio´n: En la parte izquierda aparece la botonera para
activar y desactivar los elementos de actuacio´n.
2. Boto´n para salir: En la parte inferior de la pantalla, se encuentra el boto´n
para terminar el proceso y salir de la aplicacio´n.
2Java Native Interface, http://docs.oracle.com/javase/7/docs/technotes/guides/jni/, Mayo
de 2015.
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Figura 3.1: Esquema del disen˜o del sistema completo.
Componentes de informacio´n para el usuario:
1. Indicadores de activacio´n: Informan al usuario del estado individual de
cada elemento de actuacio´n. Se situ´an asociados a los botones de control.
2. Gra´fica: Siendo el elemento que ma´s ocupa, se situ´a en la parte central y ocupa
hasta la derecha de la pantalla. En ella se muestran los datos del proceso de
lectura.
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Figura 3.2: Maqueta de la pantalla de inicio.
Figura 3.3: Maqueta de la pantalla principal.
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3.2.1.2. Lo´gica y controlador
La arquitectura de la lo´gica del primer nivel se muestra en la Figura 3.4. Implementa
una estructura jera´rquica por capas donde existen distintos mo´dulos que interactu´an entre
s´ı. A continuacio´n se listan los mo´dulos que componen el sistema y las tareas que deben
llevar a cabo:
Interaccio´n con el usuario:
Interfaz gra´fica: Se encarga de dibujar y mostrar los elementos gra´ficos en la
pantalla. Adema´s, implementa los mecanismos de reaccio´n ante las acciones
del usuario con la interfaz.
Controlador: Su finalidad es establecer un medio que sirva de nexo entre los
elementos gra´ficos y la lo´gica interna. Sus tareas son:
1. Atender a los eventos de la interfaz gra´fica.
2. Iniciar los procesos de lectura y actuacio´n.
3. Inicializar la comunicacio´n.
4. Modificar elementos de la interfaz en tiempo de ejecucio´n.
Lo´gica de nivel superior:
Proceso de control de lectura: Aporta al sistema la capacidad de lectura de
datos. Debe leer de forma perio´dica la informacio´n y notificar al Controlador
para que modifique la interfaz.
Proceso de control de la actuacio´n: Es el encargado de gestionar la tarea de
control de la actuacio´n. Debe:
1. Leer de forma perio´dica el estado de los actuadores y notificar al Contro-
lador para que modifique la interfaz.
2. Llevar a cabo los cambios en el estado de los actuadores segu´n indique el
Controlador.
Mo´dulo de comunicaciones: Otorga las funciones de comunicacio´n necesarias
para conectarse con el segundo nivel.
Para evitar situaciones de bloqueo de la interfaz, los sistemas de control deben ejecu-
tarse de forma independiente. Habra´ que emplear entonces distintos hilos o procesos de
ejecucio´n. Es vital realizar una separacio´n clara de las responsabilidades de cada mo´dulo
y llevar el disen˜o a la pra´ctica durante la implementacio´n. Una mala praxis en la imple-
mentacio´n podr´ıa afectar negativamente al rendimiento de la aplicacio´n llegando al punto
de no ser funcional.
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Figura 3.4: Arquitectura del primer nivel.
3.2.2. Segundo nivel: Control del hardware
El segundo nivel debe establecer una comunicacio´n estable entre el primer nivel y
el hardware para permitir un flujo de informacio´n en ambos sentidos. De este modo el
usuario podra´ controlar los actuadores y conocer los datos del proceso de lectura.
Atendiendo a la estructura del disen˜o en la Figura 3.5, se pueden observar cuatro
mo´dulos diferenciados:
Gestio´n de comunicaciones: Proporciona los mecanismos necesarios de conexio´n e
intercambio de informacio´n con el nivel superior.
Control general: Gestiona toda la lo´gica interna para proporcionar una comunicacio´n
entre el hardware y el tercer nivel con el primer nivel.
Control de la actuacio´n: Aporta al Control general las funciones necesarias para ma-
nipular los actuadores.
Control de la PRU: Gestiona los mecanismos para inicializarla y comunicarse con ella.
Durante el ana´lisis del control del hardware en la Seccion 3.1.3.2 se presento´ la analog´ıa
entre el primer nivel y el segundo nivel con un servidor web y un cliente. Para que el
sistema funcione es preciso que todos los elementos de software se ejecuten a la vez y
se comuniquen entre s´ı. Sin el nivel superior no hay interaccio´n y sin el inferior no hay
funcionalidad. El nivel inferior se centra en una funcionalidad auto´noma independiente
del usuario y puede ser ejecutado de forma continuada esperando a que el nivel superior
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Figura 3.5: Arquitectura del control del hardware.
se comunique con e´l. Puede ser interesante que el nivel inferior permanezca siempre en
ejecucio´n de forma invisible al usuario da´ndole un mecanismo para iniciar o detener el
proceso.
El flujo necesario para satisfacer la funcionalidad requerida en este nivel se muestra
en la Figura 3.6.
3.2.3. Tercer nivel: PRU
En u´ltimo lugar, para controlar el proceso de lectura de datos de forma perio´dica
esta´ la PRU. El lenguaje de programacio´n para este microcontrolador es una versio´n
propia de ensamblador. El proceso que debe llevar a cabo este software es:
1. Configurar el entorno de la PRU para poder emplear el bus SPI (ve´ase Seccio´n
2.1.2.1).
2. Inicializar la memoria compartida.
3. Leer datos de forma perio´dica desde el bus SPI y copiarlos en la memoria compar-
tida.
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3.2.4. Conexio´n de los tres niveles
En el disen˜o se han definido tres niveles del software que se encuentran separados y
deben comunicarse entre s´ı construyendo una l´ınea de comunicacio´n punto a punto.
Para comunicar el primer nivel con el segundo nivel se ha decido el empleo de sockets.
Los sockets definen una conexio´n entre dos programas para permitir el intercambio de
informacio´n [10]. La conexio´n puede ser a nivel local dentro del mismo dispositivo o
a trave´s de una red. Con esta capacidad, el nivel superior se independiza del sistema
empotrado dando la posibilidad de ejecutar la interfaz gra´fica en otro sistema.
El segundo nivel se comunica con el tercer nivel mediante una regio´n de memoria
compartida entre la PRU y el microprocesador de la BeagleBone.
3.3. Implementacio´n
Una vez tomadas todas las decisiones durante la fase de ana´lisis y de disen˜o, se proce-
de a implementar el sistema definido. Se propone la implementacio´n de un sistema com-
puesto por tres mo´dulos o niveles que permita la inclusio´n de forma sencilla de nuevas
implementaciones, funcionalidades, etc. Esto facilitara´ adema´s el mantenimiento futuro
del sistema.
3.3.1. Primer nivel: Interfaz gra´fica
El proceso de implementacio´n del primer nivel se ha separado en dos apartados. Por
una parte se implementa el disen˜o de la interfaz gra´fica y por otra se analiza la imple-
mentacio´n de la lo´gica que se encuentra detra´s. La fase de implementacio´n ha dado como
resultado las clases Java que se muestran en el diagrama de clases de la Figura 3.8.
Durante la seccio´n se va a tratar de establecer una relacio´n entre las funcionalidades
y las clases involucradas.
3.3.1.1. Implementacio´n del disen˜o visual
La implementacio´n de la interfaz gra´fica se ha cen˜ido a la maqueta de las Figuras 3.2
y 3.3. En la Figura 3.7 se observa el resultado de la implementacio´n de la interfaz gra´fica.
La implementacio´n se ha llevado a cabo empleando el patro´n de disen˜o modelo-vista-
controlador. Los elementos visuales se implementan en las clases GUIFrame, JPanelInicio,
JPanelPPrincipal, Chart3 y Gestor.
3JFreeChart, http://www.jfree.org/jfreechart/, Mayo de 2015.
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3.3.1.2. Lo´gica y controlador
La lo´gica del nivel superior se definio´ como la unio´n de tres elementos que deb´ıan ser
independientes pero a la vez deb´ıan tener cierta cohesio´n para poder trabajar juntos. Los
elementos son:
Lectura de datos: Servicio que realiza la lectura de datos desde el nivel inferior y me-
diante el Controlador los dibuja en la interfaz gra´fica.
Control de actuacio´n: Servicio que permite conocer y modificar el estado de los ac-
tuadores comunica´ndose con el nivel inferior.
Controlador: Inicializa y controla los dos servicios anteriores adema´s de realizar el
control de la interfaz gra´fica.
Estos tres elementos se han implementado para ejecutarse en hilos diferentes. Mientras
un hilo maneja la interaccio´n con los elementos visuales, otro hilo procesa la lectura de
los datos y el u´ltimo hilo gestiona el proceso de actuacio´n. La funcionalidad de cada hilo
se ha implementado respectivamente en las clases Worker, GestorWorker y Controlador.
Se ha usado la librer´ıa Thread4 de Java para implementar los hilos.
3.3.1.3. Comunicacio´n con el nivel inferior
En la Seccio´n 3.2.4 se definio´ que los sockets ser´ıan el medio de comunicacio´n entre el
primer y el segundo nivel. En el el nivel superior se ha llevado a cabo la implementacio´n
de una clase de Sockets que, apoya´ndose en la estructura de la librer´ıa Socket5 de Java,
implementa la funcionalidad necesaria para intercambiar mensajes con el segundo nivel.
3.3.2. Segundo nivel: Control del hardware
El control del hardware ha sido implementado con el propo´sito de funcionar a modo
de servidor y haciendo que su ejecucio´n sea totalmente invisible al usuario. Esto es lo
que se conoce como servicio en entornos de Windows o demonio6 en sistemas UNIX[9].
El flujo que sigue la ejecucio´n del control del hardware es el descrito en la Figura 3.6.
3.3.2.1. Control de actuadores
En la Seccio´n 2.1.2.1 se tomo´ la decisio´n de emplear el bus de comunicaciones I 2C
para controlar los actuadores. En este nivel por tanto, se implementan las funciones de
4Thread, https://docs.oracle.com/javase/7/docs/api/java/lang/Thread.html, Mayo de 2015.
5Socket, http://docs.oracle.com/javase/7/docs/api/java/net/Socket.html, Mayo de 2015.
6Linux: Daemon Writing, http://www.linuxprofilm.com/articles/linux-daemon-howto.html,
Mayo de 2015.
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lectura y escritura en el bus I 2C para establecer una comunicacio´n con el mo´dulo de
expansio´n. El mecanismo empleado consiste en escribir y leer el descriptor de fichero del
dispositivo7 I 2C de la BeagleBone. La idea no es proporcionar una librer´ıa de propo´sito
general para manejar el bus I 2C, si no proporcionar una librer´ıa adaptada para manejar
mo´dulos de expansio´n I 2C sin importar el nu´mero de pines que admita.
3.3.2.2. Comunicacio´n con los niveles adyacentes
La comunicacio´n con el nivel superior se realiza mediante sockets con una librer´ıa
implementada por Javier Abella´n8 que otorga a este nivel las capacidades de un servidor.
Permite esperar un cliente, aceptarlo y cuando el cliente cierra la conexio´n, vuelve a la
espera de otro cliente.
Por el otro lado, la comunicacio´n con la PRU se realiza mediante las librer´ıas de
control disponibles para el lenguaje C. Permiten iniciar y detener la PRU y compartir
informacio´n con ella mediante una a´rea de memoria compartida.
3.3.3. Tercer nivel: PRU
Para el funcionamiento de la PRU se ha implementado un pequen˜o programa que
es cargado cuando el segundo nivel inicia su ejecucio´n. El programa mediante el bus de
comunicaciones SPI, lee datos desde un ADC y copia la lectura en la memoria compartida.
El co´digo se repite de forma perio´dica hasta que la PRU sea apagada.
7Los sistemas operativos derivados de UNIX, encapsulan la comunicacio´n E/S con los dispositivos
permitiendo a las aplicaciones y al usuario comunicarse con ellos mediante la lectura y escritura de un
descriptor de fichero.
8Programacio´n de sockets en C de Unix/Linux, http://www.chuidiang.com/clinux/sockets/
sockets_simp.php, Mayo de 2015.
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Figura 3.6: Flujo de ejecucio´n del control del hardware.
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(a) Pantalla de inicio.
(b) Pantalla de principal
Figura 3.7: Implementacio´n de la interfaz gra´fica.
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Figura 3.8: Diagrama de clases de la interfaz gra´fica y su controlador.
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Capı´tulo4
Pruebas
El objetivo de este capitulo es presentar las pruebas que se han llevado a cabo para la
comprobacio´n de la funcionalidad del sistema en su totalidad. Se dividen en las pruebas
realizadas al componente hardware y las pruebas unitarias, de integracio´n, de validacio´n,
y del sistema llevadas a cabo en el software.
4.1. Pruebas en la placa construida
Antes de acoplar la placa con la BeagleBone para probar el sistema completo, se han
realizado una serie de pruebas. Estas pruebas tienen como objetivo verificar la correcta
fabricacio´n de la placa.
4.1.1. Bu´squeda de cortocircuitos
Mediante un mult´ımetro se ha verificado que no existen cortocircuitos en el sistema.
Adema´s, ha servido para verificar que los componentes esta´n bien soldados a la placa y
que las v´ıas esta´n correctamente soldadas.
4.1.2. Medicio´n de tensiones
Mediante un mult´ımetro se han verificados las tensiones que circulan por la placa.
Esta prueba se ha centrado en las fuentes existentes.
Fuente conmutada de 24 V a 5 V: No ha funcionado correctamente. La salida deb´ıa
ser de 5 V pero la fuente daba una salida de 7 V con una oscilacio´n de 2 V pico-pico.
Esta salida habr´ıa puesto en peligro la BeagleBone llegando a averiarla.
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Fuente lineal de 5 V a 3,3 V: Ha funcionado correctamente entregando una salida de
3,3 V.
Linea de 24 V: Se ha verificado que la l´ınea de tensio´n de 24 V no entra en contacto
con ninguna otra de menor tensio´n.
Ante el fallo de la fuente conmutada se decidio´ desoldar la fuente y todas las resis-
tencias y condensadores que estaban involucrados con ella. Desde ese momento, los 5 V
salen desde la misma fuente que alimenta la BeagleBone. Esta conexio´n es independiente
de la fuente interna1 de la Beaglebone y no debe suponer ningu´n riesgo.
4.1.3. Conclusio´n de las pruebas de la placa
La placa se acopla correctamente a la BeagleBone y los componentes funcionan.
Adema´s la pantalla acoplada no tiene incompatibilidades. El sistema hardware funciona
correctamente y se puede proceder a probar el software de control.
4.2. Pruebas de software
4.2.1. Pruebas unitarias
Estas pruebas tienen como objetivo verificar la correcta funcionalidad de cada mo´dulo.
Para ello se llevaron a cabo las siguientes pruebas:
Lectura de datos de la PRU mediante el mo´dulo de lectura empleando un programa
de prueba que imprime por pantalla los datos le´ıdos de la memoria compartida.
Lectura y escritura del bus I 2C con la librer´ıa disen˜ada. Mediante un analizador
lo´gico y un decodificador serie se validaron las tramas I 2C.
Intercambio de mensajes entre la interfaz y control del hardware mediante sockets
mediante un programa que enviaba continuamente informacio´n a trave´s del socket.
Correcta ejecucio´n de la interfaz gra´fica. Verificacio´n visual.
Las pruebas fueron superadas con e´xito y se procede a las siguiente pruebas.
1TPS65217C - datasheet, http://www.ti.com/product/tps65217, Mayo de 2015.
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4.2.2. Pruebas de integracio´n
Estas pruebas tienen como objetivo verificar que los mo´dulos desempen˜an su tarea
trabajando en conjunto con el resto de los mo´dulos. En este caso, el software funciona co-
rrectamente y la integracio´n con el hardware no ha sido necesaria puesto que el desarrollo
se ha realizado en la propia plataforma donde se integra.
4.2.3. Pruebas de sistema
Una vez integrados todos los elementos que conforman el sistema final, se han llevado
a cabo pruebas de ejecucio´n para verificar que todo funciona correctamente. Para realizar
estas pruebas se han necesitado dos elementos externos:
Placa con un potencio´metro conectado a un ADC para simular un proceso de lectura
(Ve´ase la Figura 4.1).
Placa con 16 leds y un bus de conexio´n a la placa disen˜ada para simular los actua-
dores (Ve´ase la Figura 4.2).
Pantalla de 7”.
El resultado de la conexio´n de todos los elementos se puede observar en la Figura 4.3.
(a) Cara superior.
(b) Cara inferior.
Figura 4.1: Potencio´metro con ADC.
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Figura 4.2: Mo´dulo de LEDs.
Figura 4.3: Conjunto de todos los mo´dulos hardware del sistema.
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4.2.3.1. Prueba de conexio´n
Se realiza el arranque de la aplicacio´n GUI que se conecta con el control del hardware.
El sistema realiza correctamente el handshake. El resultado se muestra en la Figura 4.4.
Figura 4.4: Prueba de conexio´n.
4.2.3.2. Prueba de lectura de datos
Se han realizado mu´ltiples pruebas de lectura de datos modificando el valor del po-
tencio´metro. Como resultado el sistema mostraba las lecturas del ADC en la gra´fica de
la interfaz. Se puede ver el resultado de la prueba en la Figura 4.5.
Figura 4.5: Prueba de lectura de datos y representacio´n.
37
Pruebas
4.2.3.3. Prueba de actuacio´n
Se han realizado diversas pruebas de actuacio´n modificando el estado de los actua-
dores. El cambio en el estado en la interfaz tambie´n se ve reflejado en el mo´dulo de
actuacio´n. El resultado de la prueba se puede ver en las Figuras 4.6 y 4.7.
Figura 4.6: Prueba de actuacio´n (1).
Figura 4.7: Prueba de actuacio´n (2).
4.2.3.4. Pruebas de control de errores
Desconexio´n del mo´dulo de lectura: El sistema al no leer ningu´n dato imprime -1
como valor le´ıdo. No muestra ningu´n mensaje al respecto.
38
Pruebas
Desconexio´n de la interfaz con el control del hardware: El sistema muestra un
mensaje en pantalla notificando del error (Ve´ase la Figura 4.8)
Figura 4.8: Prueba de control de errores. Desconexio´n.
4.2.4. Pruebas de validacio´n
Se ha verificado que el sistema cumple con todos los requisitos que se definieron en
la Seccio´n 3.1.1, por lo que se considera que el sistema pasa de forma satisfactoria las
pruebas de validacio´n.
4.2.5. Pruebas adicionales
Adicionalmente se ha llevado a cabo una prueba que puede ser interesante de cara
al trabajo futuro. Consiste en ejecutar la interfaz gra´fica en un ordenador dentro de la
misma red que la BeagleBone. La ejecucio´n ha sido un e´xito y es la prueba fehaciente
de que la interfaz gra´fica como cliente es adaptable a otros sistemas. En la Figura 4.9 se
observa el resultado de la prueba.
39
Pruebas
(a) Todos los actuadores desactivados.
(b) Algunos actuadores activados.
Figura 4.9: Prueba adicional de ejecucio´n en red.
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Conclusiones
5.1. Conclusiones
En este trabajo se ha disen˜ado y construido un sistema empotrado que permite el con-
trol de actuadores utilizando una interfaz gra´fica. Adema´s se ha construido con la flexibi-
lidad necesaria para poder incluir un proceso de lectura de datos. Por tanto, atendiendo
a los objetivos que se plantearon en la Seccio´n 1.2 y en base a las pruebas realizadas, se
puede concluir que el desarrollo ha sido un e´xito.
Las elecciones entre las disyuntivas que se han planteado durante el proyecto han sido
las correctas y han permitido que el sistema cumpla su propo´sito. En el lado opuesto, se
han encontrado problemas en cuanto al uso de fuentes conmutadas en el disen˜o hardware.
Son elementos complejos y se cometieron errores durante el disen˜o que provocaron que
no funcionase correctamente.
No hay que ver el sistema desarrollado como un sistema empotrado ma´s. Es importante
comprender que el resultado de este trabajo es un sistema que puede servir de base en
futuros desarrollos que implementen nuevas funcionalidades o mejoren las ya existentes.
5.2. Trabajo futuro
El proyecto llevado a cabo es un sistema empotrado que puede servir de base para
desarrollos futuros. Puede usarse a modo de ejemplo para cualquier desarrollo de comu-
nicacio´n desde el alto nivel software hasta el hardware.
A continuacio´n se presentan algunas posibles:
1. Corregir los problemas encontrados con la fuente conmutada. De cara a un disen˜o
final es importante que exista una sola l´ınea de alimentacio´n de la que dependa
todo el sistema.
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2. Implementar la interfaz de cliente en distintos lenguajes y entornos. Por ejemplo,
dispositivos mo´viles, plataforma web, etc.
3. Implementar un mecanismo de seguridad para cifrar la comunicacio´n entre los clien-
tes y el servidor. Se pueden emplear desde cifrados sencillos a cifrados de intercambio
de claves como RSA.
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Ape´ndiceA
Glosario
ADC: El ADC, Analog to Digital Converter por sus siglas en ingle´s, es un dispositivo
electro´nico capaz de convertir una sen˜al analo´gica de voltaje en una sen˜al digital
con un valor binario.
Clase: En la programacio´n orientada a objetos, una clase es el modelo a partir del
cual se crean objetos individuales. Define el objeto especificando que´ propiedades y
operaciones disponibles va a tener.
Demonio: En los sistemas operativos multitarea, un demonio (sistemas UNIX) o ser-
vicio (sistemas Windows), es un proceso no interactivo que se ejecuta en segundo
plano de forma persistente.
GPIO: General Purpose Input/Output por sus siglas en ingle´s, Entrada/Salida de
Propo´sito General, es un pin gene´rico de un chip cuyo comportamiento puede ser
definido por el usuario en tiempo de ejecucio´n.
GUI: La interfaz gra´fica de usuario, Graphical User Interface por sus siglas en ingle´s,
es la parte de una aplicacio´n informa´tica que permite la interaccio´n con el usuario
a trave´s de elementos gra´ficos.
Handshake: El handshake, o apreto´n de manos en espan˜ol, es un proceso automatizado
de negociacio´n que establece los para´metros del canal de comunicacio´n.
Java: Es un lenguaje de programacio´n orientado a objetos disen˜ado por Sun Microsys-
tems y liberado en 1995.
PCB: En el a´mbito de la electro´nica, un PCB o Printed Circuit Board (Placa de cir-
cuitos impresos), es una placa cuya superficie esta´ constituida por caminos, pistas
o buses de material conductor laminadas sobre una base no conductora. Se uti-
liza para conectar ele´ctricamente a trave´s de los caminos conductores, y sostener
meca´nicamente, por medio de la base, un conjunto de componentes electro´nicos.
Sensor: Es un transductor cuyo propo´sito es detectar caracter´ısticas de su entorno.
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