Affine equivalence classes of Boolean functions has many applications in modern cryptography and circuit design. Previous publications have shown that affine equivalence on the entire space of Boolean functions can be computed up to 10 variables, but not on the quotient Boolean function space modulo functions of different degrees. Computing the number of equivalent classes of cosets of Reed-Muller code R(1, n) is equivalent to classifying Boolean functions modulo linear functions, which can be computed only when n ≤ 6. In this paper, we propose a novel method to compute the number of affine equivalence classes on the quotient space of different degrees of Boolean functions B(s, n)/B(k, n), where B(s, n) is the set of Boolean functions with degree ≤ s. By constructing linear representation of the affine group AGL(n, 2) on the quotient Boolean function space, we obtain a useful counting formula to classify Boolean functions on the quotient spaces. With the proposed algorithm, the number of equivalent classes of cosets of R(1, n) can be computed up to 10 variables and the results are presented in this paper. Furthermore, the number of affine equivalent classes on the quotient space B(s, n)/B(k, n) can also be computed when −1 ≤ k < s ≤ n ≤ 10, which is a major improvement and advancement comparing to previous methods.
by considering Boolean functions with certain degrees instead of the whole Boolean functions space. Two Boolean functions f, h whose degrees are between k and s are equivalent if there exists an invertible matrix A and an n-dimensional vector b over F 2 such that h(x) = f (Ax ⊕ b) mod B(k, n), where B(k, n) is the set of all possible Boolean functions whose degree are less than or equal to s. This kind of equivalence is related to the classification of the cosets of Reed-Muller codes. It is worth mentioning that matrix techniques can be useful to analyzing some problems concerned with Boolean functions. Some Boolean control networks problems can be converted into the solvable set of Boolean matrix equations equivalently [29] , [30] .
Affine equivalence plays an important role in cryptography, since many cryptographic properties of Boolean functions remain the same after affine transformations [13] , [19] . Algebraic degree, as a key cryptographic property of Boolean functions, has many applications in the area [17] , [18] . Affine equivalence can be used to analyze nonlinearity and the algebraic degree of Boolean functions [14] , [15] , [16] . It has also been successfully used in the classification of Reed-Muller codes, due to the fact that when two Boolean functions f and h are affine equivalent, they are also in the same cosets of Reed-Muller codes. Coset is a fundamental object studied in linear coding theory [22] , due to its strong connections with syndromes. The classification of cosets of the first order Reed-Muller code is equivalent to classify Boolean functions modulo linear functions under the definition. To be specific, two Boolean functions f and h are affine equivalent, if there exists an invertible matrix A over
Affine equivalence of rotation symmetric quadratic or cubic Boolean functions has been studied in [23] , [24] , [25] , [26] . However, the affine equivalence classification of Boolean functions with different degrees has been studied only by a few scholars. Using group isomorphism and Burnside's lemma, Yang Zhang [11] computed affine classification up to 10 variables. This method cannot deal with the extended equivalence classification related to the classification of Reed-Muller codes, however. In fact, there are few studies that compute the whole classification of the cosets of Reed-Muller codes. In 1972, Berlekamp and Welch [20] successfully classified all 5-variable Boolean functions into 48 equivalence classes. In 1991, Maiorana [2] classified all 6-variable Boolean functions into 150357 equivalence classes by decomposing Boolean functions into 5-variable functions and then applying the method for 5-variable Boolean functions. In [7] , An Braeken computed the classification of the affine equivalence classes of cosets of the first order Reed-Muller code with respect to cryptographic properties such as correlation immunity, resiliency and propagation characteristics. They also determined the classification of R(3, 7)/R (1, 7) . Even so, an efficient method is still needed to compute the whole classification of cosets with different length of Reed-Muller codes with more variables, which motivates our own work.
The main objective of this paper is to computing the affine equivalence classes of Boolean function on the quotient space B(s, n)/B(k, n). By introducing the algebraic normal form of Boolean functions, we can represent a Boolean function as a unique coefficient vector, which means that there is a bijection between Boolean functions and the coefficient vector space. After the quotient spaces of Boolean functions are defined, the bijections between quotient spaces of Boolean functions and quotient coefficient vector spaces are naturally established. Then, we propose a method to constructing group representations of the affine group AGL(n, 2) on the quotient vector spaces B(s, n)/B(k, n), which allows us to analyze the problem from the perspective of matrices.
Using group representation of the affine group and Burnside's lemma, an useful counting formula is obtained to computing the number of affine equivalent classes of Boolean functions. But computing the conjugate classes of the affine group AGL(n, 2) can be very difficult and source consuming when the number of variables n is large. We reduce the complexity by transforming the computation of conjugate classes of AGL(n, 2) into the computation in a permutation group P n , which was constructed in [11] and is isomorphic to AGL(n, 2). By computing the conjugate classes in P n and then transforming them into the conjugate classes in AGL(n, 2), we can compute the affine equivalence classes up to 10 variables, which is a major advancement over previous methods.
The rest of this paper is organized as follows. Section 2 introduces some basic definitions and theories related to this paper. In Section 3, we construct linear representations of the affine group AGL(n, 2) on the coefficient vector space CF n and quotient space CF n s,k . Meanwhile, an approach is derived to obtain the matrix structure of the representations. In Section 4, the counting formula of number of orbits of AGL(n, 2) operating on CF n s,k is derived. Applying algorithm 1, we are able to compute the number of equivalent classes of cosets of Reed-Muller code R(1, n), and the results are presented in Table 1 and Table 2 . Furthermore, we are able to compute the number of affine equivalence classes on the quotient space B(s, n)/B(k, n) when −1 ≤ k < s ≤ n ≤ 10, and the results are also presented in this section and the appendix. Section 5 concludes this paper.
II. PRELIMINARIES
In this section, we provide some definitions and basic theories related to this paper. In addition to the truth table expression, every Boolean function can be uniquely represented as a polynomial, which is called the algebraic normal form (ANF) [21] .
Definition 1 (algebraic normal form (ANF)): Every Boolean function f : F n 2 → F 2 can be uniquely represented by a polynomial in n variables which has degree ≤ n f (x 1 , . . . , x n ) = I⊆{1,...,n}
where x I = i∈I x i , a I takes value 0 or 1, |I| is the degree of the monomial a I x I . the addition and multiplication are calculated over F 2 .
Since every Boolean function is uniquely determined by its ANF, we have a one-to-one correspondence between Boolean function and the coefficients a I , I ⊆ {1, . . . , n}. By reordering the polynomial (1) in descending order of degree and variable indexes in ascending order, we can write the coefficients uniquely as a vector (a 1 , a 2 , ..., a 2 n ) T , which is called the coefficient vector of f . For instance, suppose the ANF of a Boolean function with three variables is
The coefficient vector of a Boolean function f , denoted as cv(f ), is a column vector with each element equaling to a I from (1) in descending order of degrees and ascending order of variable indexes. The coefficient vector space CF n with dimension 2 n is a linear vector space constructed by all possible coefficient vectors of Boolean functions with n variables.
is the set of Boolean functions with n variables with degree ≤ s. B(s, n)/B(k, n) is the quotient space of B(s, n) modulo B(k, n). Correspondingly, the coefficient vector space of B(s, n) is denoted by CF n s , and the coefficient vector space of B(s, n)/B(k, n) is denoted by CF n s,k . For simplicity, we define B(s, n) = B(s, n)/B(−1, n). Suppose f ∈ B(s, n) is a Boolean function, then the order of monomials in ANF of f must be less than or equal to s. In other words, the coefficients of monomials in ANF of f whose orders are greater than s must be zero, which reduces the dimension of CF n s from 2 n to s i=0
is a Boolean function, then the order of monomials in ANF of f must be less than or equal to s and greater than k, which means the dimension of CF n s,k is s i=k+1 n i . General linear group GL(n, 2) is the set of all n × n invertible matrices over F 2 and the affine group [11] is defined to be:
The size of GL(n, 2) and AGL(n, 2) can be calculated as follows:
The affine group operates naturally on Boolean functions in the following way. Definition 4 (AGL(n, 2) operating on B(n, n) ):
and we denote this group action by h = g • f . 
Affine equivalence of Boolean functions on B(s, n) can be viewed as a special case of affine equivalence of Boolean functions on B(s, n)/B(−1, n).
In the above definition, h ∈ B(s, n)/B(k, n), so AGL(n, 2) operates on B(s, n)/B(k, n). Computing the number of affine equivalence classes of Boolean function on B(s, n)/B(k, n) is equal to computing the number of orbits of AGL(n, 2) operating on B(s, n)/B(k, n).
The work of [11] calculated the number of affine equivalent classes of Boolean function on B(n, n), which is equivalently to computing the number of orbits of AGL(n, 2) operating on the Boolean function set B(n, n). The author used Burnsides lemma to calculate the number of orbits of a group G operating on a set S. The number of orbits denoted by N can be calculated as follows [32] ,
To maintain consistency of this paper, we review some results in [11] related to our method. An integer i(0 ≤ i ≤ 2 n − 1) can be expressed as i = n k=1 b k 2 n−k with B(i) = (b 1 , b 2 , · · · , b n ) T being the vector expression of i over F 2 . Also, an vector v can be transformed to an integer I(v) with I(v) = n k=1 b k 2 n−k . Let S = {0, 1, 2, · · · , 2 n − 1}, a mapping φ is defined from AGL(n, 2) to a permutation group P n and the two groups are isomorphic:
σ g (i) = I(g(B(i))), i ∈ S Below is a useful property used in our method to transform the elements of P n into the element of AGL(n, 2). Property 1: Let σ g ∈ P n , then g = (A, b) ∈ AGL(n, 2) is uniquely determined by taking b = B(σ g (0)) and the jth column of A being B(σ g (2 j−1 + 1)) ⊕ b.
Proof: Since B(0) is a zero vector and σ g (0) = I (g(B(0) 0) ). Let {e i } be the standard orthogonal basis of F n 2 , we have σ g (I(e j )) = I(g(e j )) = I(Ae j ⊕ b). Then Ae j = B(σ g (2 j−1 + 1)) ⊕ b.
III. LINEAR REPRESENTATION OF AGL(n, 2)
In this section, we present a method to construct linear representations of AGL(n, 2) and for simplicity, we only focus on one particular representation. The rest can be derived in the similar way. A linear representation of a group G is a group operation on a vector space by invertible linear maps [32] . Consider the map ρ g defined as
where cv(f ) is the coefficient vector of a Boolean function f and cv(g • f ) is the coefficient vector of g • f .
Theorem 1: The mapping ρ g defined above is an invertible linear operator on the vector space CF n over F 2 .
Proof: To prove that ρ g is a linear operator on CF n , we only need to show ρ g (cv(f 1 ) ⊕ cv(f 2 )) = ρ g (cv(f 1 )) ⊕ ρ g (cv(f 2 )) ρ g (αcv(f 1 )) = αρ g (cv(f 1 )) (
where α ∈ F 2 and f 1 , f 2 are two arbitrary Boolean functions with n variables. If α = 0, then ρ g (0 · cv(f 1 )) = 0 = 0 · ρ g (cv(f 1 )); if α = 1, then ρ g (1 · cv(f 1 )) = ρ g (cv(f 1 )) = 1 · ρ g (cv(f 1 )). So it remains to check ρ g (cv(f 1 ) ⊕ cv(f 2 )) = ρ g (cv(f 1 ) ⊕ ρ g (cv(f 2 )).
Since cv(f 1 ) ⊕ cv(f 2 ) = cv(f 1 ⊕ f 2 ), by the definition of ρ g , we have
To prove that ρ g is invertible, we have an inverse operator ρ g −1 , since ρ g −1 ρ g (cv(f )) = ρ g −1 (cv(g • f )) = cv(g −1 g • f ) = cv(f ). This completes the proof. With the above theorem, we construct a linear representation of AGL(n, 2) on CF n . Theorem 2 (the representation of AGL(n, 2) on CF n ):
The mapping ρ : g → ρ g is a faithful group homomorphism: AGL(n, 2) → GL(CF n ), where GL(CF n ) is the group of invertible linear operators on CF n . Thus, ρ is a faithful representation of AGL(n, 2) on the vector space CF n over F 2 .
Proof: To prove that ρ is a group homomorphism, we need to show ρ g1g2 = ρ g1 ρ g2 holds for arbitrary g 1 , g 2 ∈ AGL(n, 2). For arbitrary cv(f ) ∈ CF n , we have
Since for arbitrary cv(f ), (4) holds, ρ g1g2 and ρ g1 ρ g2 must be the same invertible linear operator, which shows that ρ is a group homomorphism.
For g 1 , g 2 ∈ AGL(n, 2), if ρ g1 = ρ g2 , we have ρ g1 (cv(f )) = ρ g2 (cv(f )) for arbitrary cv(f ) ∈ CF n . Then cv(g 1 • f ) = cv(g 2 • f ). Since coefficient vector of a Boolean function is uniquely determined, we have g 1 • f = g 2 • f . The only element in AGL(n, 2) which fixes every Boolean function in BS n is the identity, so AGL(n, 2) operates faithfully on BS n . Therefore, we must have g 1 = g 2 . This proves ρ is faithful and completes the proof.
Although the vector space CF n is chosen to construct the group representation, the vector space can be replaced by CF n s,k with 0 ≤ k < s ≤ n to construct the corresponding representations of AGL(n, 2). Consider the mapping τ g defined as
where cv s,k (f ) is the coefficient vector of a Boolean function f in CF n s,k and cv s,k (g • f ) is the coefficient vector of g • f in CF n s,k . Theorem 3 (the representation of AGL(n, 2) on CF n s,k ): The mapping τ : g → τ g is a faithful group homomorphism: AGL(n, 2) → GL(CF n s,k ), where GL(CF n s,k ) is the group of invertible linear operators on CF n s,k . Thus, τ is a faithful representation of AGL(n, 2) on the vector space CF n s,k over
The proof is similar to the proof of Theorem 2, so is omitted here. Now we are ready to construct the corresponding matrix representation of the invertible linear operator ρ g by choosing a specific basis of CF n . For computation simplicity, we choose the standard orthogonal basis (e 1 , e 2 , ..., e 2 n ), and ρ g can be expressed as a specific matrix. To show how this works, here is a specific example. 
ρ g can be calculated in the following way. First, we have
Then a matrix representation of ρ g can be easily obtained from (5) by assigning the 8 × 8 matrix to ρ g : 
In fact, for any given g = (A, b) , we can calculate the matrix expression of ρ g in the following lemma. The lemma can be proved using linear algebra and is omitted. Lemma 1: ρ is the representation of AGL(n, 2) on the vector space CF n and g ∈ AGL(n, 2). Let {e 1 , e 2 , ..., e 2 n } be the standard orthogonal basis of CF n and f 1 , f 2 , ..., f 2 n be the corresponding Boolean functions of the basis. Then the j-th column of ρ g is cv(g • f i ). Similarly, we can calculate the matrix representation of AGL(n, 2) on the vector space CF n s,k with Lemma 2. Lemma 2: τ is the representation of AGL(n, 2) on the vector space CF n s,k g ∈ AGL(n, 2). Let {e 1 , e 2 , ..., e d } be the standard orthogonal basis of CF n s,k whose dimension is d, and f 1 , f 2 , ..., f d be the corresponding Boolean functions of the basis. Then the j-th column of τ g is cv s,k (g • f i ).
In the next section, we use the symbol ρ g , τ g to denote the matrix expression of ρ g , τ g at the same time.
IV. COMPUTE THE NUMBER OF AFFINE EQUIVALENCE CLASSES OF BOOLEAN
FUNCTIONS ON B(s, n)/B(k, n)
In this section, we present an efficient method to compute the equivalent classes of Boolean functions on B(s, n)/B(k, n) and cosets of Reed-Muller codes. Since B(s, n)/B(k, n) is isomorphic to CF n s,k , classifying Boolean functions on B(s, n)/B(k, n) is equivalent to enumerate the orbits of AGL(n, 2) operating on CF n s,k . Consider the representation of the affine group AGL(n, 2) on the vector space CF n s,k , where 0 ≤ k < s ≤ n, we can take CF n s,k as a finite set and use Burnside's lemma to calculate the number of orbits of AGL(n, 2) operating on CF n s,k . Theorem 4 (counting formula): The number of affine equivalence classes of Boolean function on B(s, n)/B(k, n) can be calculated as:
where AG is the abbreviation of AGL(n, 2), r is the number of conjugate classes of AGL(n, 2), C i is the i-th conjugate class of AGL(n, 2), g i is a representative of C i , d is the dimension of CF n s,k , I is the d × d identity matrix and rank(τ gi − I) is the rank of the matrix τ gi − I.
Proof: Since the way g ∈ AGL(n, 2) operates on B(s, n)/B(k, n) is the same as τ g operating on CF n s,k , using Burnside's lemma, we have
Since elements in the same conjugate class of a group have the same number of fixed elements in the set, by classifying AGL(n, 2) into different conjugate classes {C 1 , C 1 , ...C r }, where r is the number of conjugate classes of AGL(n, 2), we have
where g i is a representative of C i and |C i | is the number of elements in C i . Since |F ix(τ gi )| is equal to the number of solutions of y ∈ CF n s,k satisfying τ gi y = y, we can find |F ix(τ gi )| = 2 d−rank(τg i −I) . Therefore, we get the counting formula (6) .
Remark 1: When the affine group AGL(n, 2) in Theorem 4 is replaced by its subgroups, the corresponding counting formula can be derived in the same way.
In [27] , Hulpke propose an algorithm to calculate conjugate classes of finite permutation groups by homomorphism mapping. We compute the conjugate class representatives and size of each conjugate class in the permutation group P n introduced in section II and transform the conjugate representatives into the element in AGL(n, 2) using Property 1. Using GAP [28] , we can calculate equivalent classes of Boolean functions up to 10 variables. The computation steps are summarized in Algorithm 1.
Algorithm 1 compute the classification of Boolean functions with degrees from s to k Input: n, s, k, N = 0, d = dim(CF n s,k ) Output: the number of classes of Boolean functions with degrees from s to k, denoted as N 1: compute the conjugate classes of P n in GAP, find a representative p i in each conjugate class C i and the number of elements n i in C i 2: for each representative p i do 3: transform p i into g i = (A i , b i ) using Property 1 4: transform g i into ρ gi using Lemma 1 5: compute the rank of ρ gi − I, denoted as r i 6:
N + = n i × 2 d−ri 7: end for 8: N = N/|AG| 9: return N as the number of classes in CF n s,k Consider the vector space CF n s . When s = n, we can use Algorithm 1 to compute the number of affine equivalence classes of Boolean functions, which has been done in [11] using a different approach. Thus, the experiment results are omitted here in this paper. When s < n, we can use Algorithm 1 to compute the number of affine equivalence classes of Boolean functions whose degree are less than or equal to s. Now consider the vector space CF n s,k , 1) when s = n, k = 0, we classify Boolean functions under this equivalence definition that f, h ∈ BS n are affine equivalent if there exists A ∈ GL(n, 2), b ∈ F n 2 , d ∈ F 2 such that h(x) = f (Ax + b) + d. The affine equivalence of Boolean functions under this definition can be calculated using method in [31] with NP group replaced by affine group. 
A. Compute the Number of Classes of the Cosets of R(1, n)
Based on previous publications, the classification of the cosets of R(1, n) has been calculated when n ≤ 6. Using the counting formula (6), we are able to compute the number of classes up to 10 variables. Classifying Boolean functions modulo linear functions is equivalent to computing the classification of cosets of Reed-Muller code R(1, n), which is equivalent to enumerating orbits of AGL(n, 2) operating on CF n n,1 . The results are presented in Table I and Table II .
B. Compute the Number of Affine Equivalence Classes of Boolean Functions on B(s, n)/B(k, n)
We have computed the number of affine equivalent classes of Boolean functions on B(s, n)/B(k, n) when −1 ≤ k < s ≤ n ≤ 10. The experiment results are presented in Tables III-V in this section and Tables VI-XII in the appendix. In the experiment results, we find a symmetry that the number of equivalent classes on B(s, n)/B(k, n) is equal to the number of equivalent classes on B(n − 1 − k, n)/B(n − 1 − s, n). In Tables V-XII, we only show half of the results, while the rest can be obtained by symmetry. 
V. CONCLUSION
The aim of this paper is to computing the number of affine equivalence classes of Boolean functions on the quotient space B(s, n)/B(k, n). Using group techniques, we obtain a counting formula and the proposed algorithm is able to computing the classes up to 10 variables. The method used in the paper may be applied to find the representative Boolean function in each class and helps to detect affine equivalence of Boolean functions, which are the highlights of some future work to focus on. 
