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Povzetek
Kvaliteta življenja je v veliki meri odvisna od zdravstvenega stanja posameznika. Za opis
le-tega obstajajo medicinski testi, ki pa jih v večini ne najdemo v digitalni obliki. Zato smo
izdelali spletno aplikacijo, ki omogoča zajem in interpretacijo rezultatov posameznih medi-
cinskih testov, ki opišejo zdravstveno stanje posameznika. Z uporabo aplikacije ga znamo
obravnavati kot podpovprečnega, povprečnega ali nadpovprečnega glede na posamezen me-
dicinski test. Za ocenitev zdravstvenega stanja posameznika je biološka starost zanesljivejša
od kronološke starosti. Zato smo z uporabo genetskega programiranja izdelali model, s ka-
terim lahko uspešno napovemo biološko starost. Za še bolj natančen izračun bi potrebovali
veliko količino resničnih podatkov.
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Abstract
The quality of life mostly depends on the individual’s health status. The health status can
be assessed with existing medical tests which aren’t available in the digital form. Therefore a
web application for assessing the individual’s health status using medical tests was developed.
The application can determine if the individual is below, on or above average depending
on the medical test. To assess an individual’s health, biological age is more reliable than
chronological age. Therefore a model for predicting the biological age with the use of genetic
programming was developed. For an even more accurate calculation, a large amount of real-
world data is needed.
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1Uvod
Zdravstveno stanje posameznika je v veliki meri odvisno od njegovega življenjskega
sloga, količine gibanja, prehrane, stresa, količine, kvalitete spanca itd. Naše zdra-
vstveno stanje lahko do neke mere preverimo oziroma analiziramo s pomočjo določe-
nih medicinskih oziroma spretnostnih testov in s pomočjo različnih telesnih meritev.
Za izvedbo večine medicinskih oziroma spretnostnih testov in telesnih meritev je po-
trebna prisotnost zdravnikov ali drugih strokovnjakov. Vseeno pa lahko določene
spretnostne teste in telesne meritve izvedemo sami oziroma s pomočjo nekoga, ki ne
potrebuje usposobljenosti za izvajanje takšnih testov oziroma meritev. Tak primer
spretnostnega testa je stoja na eni nogi, kjer si lahko čas izmerimo sami. Ravno tako
si lahko sami izmerimo mišično maso in maščobno tkivo. Pri natančnostih teh meri-
tev smo omejeni na naprave, ki si jih posameznik lahko privošči glede na ceno. Tako
lahko vsak posameznik delno preveri svoje zdravstveno stanje in ga skuša izboljšati z
večjo količino gibanja, načinom prehranjevanja, s spremembami spalnih navad ipd.
1.1 Cilji
Cilj magistrskega dela je izdelava spletne aplikacije za oceno zdravstvenega stanja
posameznika na podlagi medicinskih testov in telesnih meritev. Aplikacija bo vsa-
kemu posamezniku omogočala vpogled v njegovo zdravstveno stanje. S tem bo vedel,
na katerem področju se mora izboljšati, bo bolj motiviran nekaj spremeniti in posle-
dično bo živel bolj zdravo. Dela se bomo lotili tako, da bomo najprej v znanstvenih
člankih poiskali izbrane medicinske teste in telesne meritve, ki pripomorejo k ocenitvi
zdravstvenega stanja posameznika. Izdelali bomo podatkovno bazo, ki bo hranila
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podatke testov in meritev ter tako skrbela za konsistentnost aplikacije. Aplikacija
bo omogočala uporabniški vmesnik, ki bo obsegal zajem in interpretacijo rezultatov
meritev zdravstvenega stanja posameznika.
1.2 Struktura magistrskega dela
Magistrsko delo je razdeljeno na šest poglavij. Prvo poglavje predstavlja Uvod. V
drugem poglavju so opisani izbrani medicinski testi in telesne meritve, ki smo jih
podprli v aplikaciji. V tretjem poglavju so na kratko opisane tehnologije, ki smo jih
uporabili pri razvoju aplikacije, strežnika in podatkovne baze. Sledi četrto poglavje,
ki je razdeljeno na tri podpoglavja, kjer prvo podpoglavje obsega opis izdelave po-
datkovne baze, drugo opisuje vzpostavitev strežnika in tretje podpoglavje predstavi
uporabo aplikacije. V petem poglavju je predstavljen primer najdenega modela za
izračun biološke starosti na podlagi izbranih medicinskih testov in telesnih meritev
posameznika. V zadnjem, šestem, poglavju končamo s povzetkom celotnega dela in z
ugotovitvami.
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2Podprti medicinski testi in telesne
meritve v aplikaciji
V aplikaciji smo z namenom, da bi čim bolje ocenili zdravstveno stanje posameznika,
podprli medicinske teste in telesne meritve iz različnih področij. Pri izbiri posameznih
medicinskih testov in telesnih meritev smo izbrali tiste, ki jih je enostavno izvesti in
pri ocenitvi ne potrebujejo eksperta iz izbranega področja. Pri tem smo se omejili
na tiste, ki za izvedbo ne potrebujejo profesionalnih medicinskih naprav in pripomoč-
kov, saj nam niso cenovno dostopni. Podprli smo samo preverjene teste, ki smo jih
zasledili v javno objavljenih znanstvenih člankih. Na te članke smo se omejili zato,
ker v aplikaciji potrebujemo referenčne vrednosti, s katerimi se primerjajo rezultati
testiranega posameznika. Na podlagi zbranih referenčnih vrednosti v aplikaciji lahko
posameznika primerjamo z ostalimi, ki so istega spola in starosti pri posameznem
testu oziroma meritvi. Tako lahko vidimo morebitno odstopanje posameznika od
povprečja in na podlagi tega ocenimo, na katerih področjih je boljši in na katerih
področjih še mora izboljšati rezultate.
2.1 Enonožna stoja
Cilj izvedbe testa enonožne stoje je bil pridobiti normativne vrednosti za večkrat
ponovljeni poizkus stoje na eni nogi. Časi stoje na eni nogi so bili grupirani glede na
poizkus z odprtimi očmi in z zaprtimi očmi za posamezno starostno skupino in spol.
Pri testiranju je sodelovalo 549 prostovoljcev, ki so bili ocenjeni kot navidezno zdravi,
starejši od 18 let in zaposleni v vojski.
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Vsak posameznik je test ponovil trikrat z odprtimi očmi in trikrat z zaprtimi očmi. Pri
izvedbi testa je moral biti vsak posameznik bos, imeti roke prekrižane preko ramen in
gledati v eno točko na steni. V trenutku, ko je dvignil nogo, se je začel šteti čas. Čas
se je zaključil, ko je prekrižane roke odmaknil z ramen, z nogo v zraku začel loviti
ravnotežje, premaknil položaj stojne noge ali pa je minil maksimalni čas izvajanja
testa, ki je 45 sekund.
Rezultati posameznikov so grupirani v šest skupin in so ločeni glede na starost, spol
in glede na vrsto testa. Kot lahko vidimo v Tabeli 2.1 se je za vsakega posameznika
zabeležil povprečni in najboljši čas treh ponovitev, ločeno za poizkus z odprtimi očmi
in ločeno za poizkus z zaprtimi očmi. V primeru, da se rezultat nahaja za en ali
dva standardnega odklona pod povprečjem, lahko indiciramo, da ima posameznik
morebitno okvaro ravnotežja, katera zahteva nadaljnje preiskave za natančnejšo di-
agnozo. Študija je pokazala, da je uspešnost izvedbe testa odvisna zgolj od starosti
posameznika in ne od njegovega spola. [1]
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Tabela 2.1: Test enonožne stoje z odprtimi in zaprtimi očmi glede na starost in
spol [1].
Skupine po staro-
sti in spolu
Najboljši
poizkus z
odprtimi
očmi (sec)
µ (σ)
Povprečje
poizkusov
z odprtimi
očmi (sec)
µ (σ)
Najboljši
poizkus z
zaprtimi
očmi (sec)
µ (σ)
Povprečje
poizkusov
z zaprtimi
očmi (sec)
µ (σ)
18–39
Ženski (n = 44)
Moški (n = 54)
Skupaj (n = 98)
45,1 (0,1)
44,4 (4,1)
44,7 (3,1)
43,5 (3,8)
43,2 (6,0)
43,3 (5,1)
13,1 (12,3)
16,9 (13,9)
15,2 (13,3)
8,5 (9,1)
10,2 (9,6)
9,4 (9,4)
40–49
Ženski (n = 47)
Moški (n = 51)
Skupaj (n = 98)
42,1 (9,5)
41,6 (10,2)
41,9 (9,9)
40,4 (10,1)
40,1 (11,5)
40,3 (10,8)
13,5 (12,4)
12,0 (13,5)
12,7 (12,9)
7,4 (6,7)
7,3 (7,4)
7,3 (7,0)
50–59
Ženski (n = 50)
Moški (n = 48)
Skupaj (n = 98)
40,9 (10,0)
41,5 (10,5)
41,2 (10,2)
36,0 (12,8)
38,1 (12,4)
37,0 (12,6)
7,9 (8,0)
8,6 (8,8)
8,3 (8,4)
5,0 (5,6)
4,5 (3,8)
4,8 (4,8)
60–69
Ženski (n = 50)
Moški (n = 51)
Skupaj (n = 101)
30,4 (16,4)
33,8 (16,0)
32,1 (16,2)
25,1 (16,5)
28,7 (16,7)
26,9 (16,6)
3,6 (2,3)
5,1 (6,8)
4,4 (5,1)
2,5 (1,5)
3,1 (2,7)
2,8 (2,2)
70–79
Ženski (n = 45)
Moški (n = 50)
Skupaj (n = 95)
16,7 (15,0)
25,9 (18,1)
21,5 (17,3)
11,3 (11,2)
18,3 (15,3)
15,0 (13,9)
3,7 (6,2)
2,6 (1,7)
3,1 (4,5)
2,2 (2,1)
1,9 (0,9)
2,0 (1,6)
80–99
Ženski (n = 22)
Moški (n = 37)
Skupaj (n = 59)
10,6 (13,2)
8,7 (12,6)
9,4 (12,8)
7,4 (10,7)
5,6 (8,4)
6,2 (9,3)
2,1 (1,1)
1,8 (0,9)
1,9 (1,0)
1,4 (0,6)
1,3 (0,6)
1,3 (0,6)
Skupaj (vse starosti)
Ženski (n = 258)
Moški (n = 291)
Skupaj (n = 549)
33,0 (16,8)
33,8 (17,1)
33,4 (16,9)
29,2 (17,4)
30,2 (17,7)
29,8 (17,5)
7,7 (9,6)
8,2 (10,8)
8,0 (10,3)
4,7 (6,0)
4,9 (6,4)
4,9 (6,2)
Najboljši poizkus in povprečje se navezujeta na vse tri poizkuse vseh udeležencev.
σ Standardni odklon.
µ Povprečje.
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2.2 Stisk roke
Ocena moči rok se uporablja na različnih področjih v medicini. Še posebej v času
zdravljenja bolezni oziroma poškodb, ki so povezane s funkcijo roke. Izkazala se je za
zanesljiv in veljaven objektivni parameter za ocenjevanje funkcionalne celovitosti roke
kot dela mišično-skeletnega sistema. Cilj raziskave je bil določiti referenčne vrednosti
moči prijema roke in moči pincetnega prijema prebivalcev Švice. Poudarek raziskave
je bil na starih in zelo starih posameznikih, ki so prihajali iz različnih poklicnih smeri.
Analiza je obsegala rezultate 1023 testiranih oseb, ki so bile stare med 18 in 96 let.
Pokazala je, da če je moč prijema roke visoka, je tudi moč pincetnega prijema temu
primerno visoka glede na starost, v korelaciji z višino, težo in bistvenimi razlikami med
posameznimi poklicnimi usmeritvami. V članku so predstavljene referenčne vrednosti
za moč prijema roke in moč pincetnega prijema za različne starostne skupine in za
oba spola [2].
2.2.1 Prijem roke in pincetni prijem
Posamezniki, ki so sodelovali pri testiranju, so bili razdeljeni v 15 starostnih skupin
glede na spol. Interval starosti vsake skupine je bil na 5 let, izjemi sta bili skupini od
18 do 19 let in starejši od 85 let.
Pri testiranju moči prijema je moral vsak posameznik sedeti na stolu s hrbtom na
naslonjalu, s stopali na tleh in z nevtralno rotiranimi rameni ob telesu. Komolec
je moral imeti v položaju 90 stopinj in podlaket v nevtralnem položaju ter zapestje
nekoliko podaljšano. Za testiranje pincetnega prijema so veljala enaka pravila kot pri
testiranju moči prijema. Vrednosti, uporabljene v študiji, so pridobljene iz povprečja
treh poizkusov.
Rezultati testa moči prijema in pincetnega prijema so razdeljeni na štiri tabele glede
na spol in so predstavljeni v tabelah Tabela 2.2, Tabela 2.3, Tabela 2.4 in v Tabeli
2.5. Opazimo lahko, da moč prijema narašča do starosti med 35 in 39 let za moški
spol in do starosti med 40 in 44 let za ženski spol. Za tem začne moč prijema in moč
pincetnega prijema pri obeh spolih padati. Izkazalo se je, da na moč rok vplivajo
številni parametri, kot so starost, spol, teža, poklic, dejavnosti v prostem času, čas v
dnevu itd. [2]
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Tabela 2.2: Normativni podatki moči prijema (kg) glede na starost za moške [2].
Starosta Moški (n = 496)
n Rokab Povprečje SDc SEM Min. Maks.
18–19 33 D 51,2 6,6 (12,9) 1,15 33,7 64,0
ND 48,3 7,7 (15,8) 1,33 28,7 63,3
20–24 29 D 53,9 8,7 (16,2) 1,62 40,7 79,0
ND 51,2 8,5 (16,6) 1,58 34,3 72,7
25–29 30 D 53,0 7,5 (14,1) 1,36 40,7 74,3
ND 50,4 7,5 (14,9) 1,37 40,0 73,3
30–34 28 D 55,0 7,1 (12,9) 1,33 42,0 68,0
ND 52,5 7,3 (13,9) 1,38 40,0 68,3
35–39 41 D 55,9 7,9 (14,1) 1,23 36,0 73,0
ND 53,6 8,7 (16,2) 1,36 37,3 73,3
40–44 37 D 54,2 8,1 (15,0) 1,33 40,0 78,0
ND 53,4 8,5 (15,9) 1,39 36,7 83,7
45–49 31 D 51,8 8,3 (16,0) 1,49 30,7 64,0
ND 60,0 7,2 (14,5) 1,30 32,3 62,7
50–54 40 D 50,8 9,1 (17,8) 1,43 26,3 73,3
ND 59,2 8,9 (18,0) 1,40 28,3 72,3
55–59 30 D 53,6 8,6 (16,1) 1,58 35,7 72,0
ND 51,1 8,0 (15,6) 1,45 37,7 69,0
60–64 33 D 47,9 6,4 (13,3) 1,11 33,7 62,7
ND 47,6 6,5 (13,7) 1,14 30,7 58,7
65–69 46 D 43,0 6,8 (15,8) 1,00 25,3 57,0
ND 42,3 6,4 (15,2) 0,95 24,0 54,0
70–74 33 D 41,7 8,9 (21,3) 1,54 22,7 61,0
ND 40,8 8,6 (21,2) 1,50 21,3 61,3
75–79 28 D 36,8 9,7 (26,5) 1,84 17,0 54,3
ND 36,6 8,9 (24,2) 1,67 19,3 52,7
80–84 29 D 30,7 9,1 (29,5) 1,68 12,3 54,0
ND 29,4 8,7 (29,6) 1,62 11,3 47,0
> 85 28 D 22,4 6,2 (27,6) 1,17 11,3 36,3
ND 23,2 5,9 (25,3) 1,11 9,7 34,3
a V letih.
b D, dominantna roka; ND, nedominantna roka.
c Absolutna vrednost (%).
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Tabela 2.3: Normativni podatki moči prijema (kg) glede na starost za ženske [2].
Starosta Ženske (n = 482)
n Rokab Povprečje SDc SEM Min. Maks.
18–19 31 D 32,0 4,8 (15,1) 0,87 22,7 42,7
ND 30,7 4,1 (13,3) 0,73 24,0 38,0
20–24 31 D 33,4 5,4 (16,2) 0,97 23,7 42,3
ND 31,5 4,8 (15,3) 0,87 19,0 38,3
25–29 30 D 34,3 5,7 (16,5) 1,04 22,0 45,0
ND 33,6 6,1 (18,1) 1,10 23,3 45,7
30–34 30 D 33,8 5,9 (17,3) 1,07 20,3 45,7
ND 32,6 4,6 (14,2) 0,85 22,3 40,0
35–39 42 D 35,8 6,7 (18,7) 1,03 18,7 50,0
ND 34,6 5,9 (17,0) 0,91 18,7 49,7
40–44 39 D 34,0 6,0 (16,7) 0,96 24,3 51,3
ND 34,7 5,3 (15,4) 0,85 25,3 45,7
45–49 40 D 34,1 5,3 (15,5) 0,83 24,3 47,7
ND 33,6 5,5 (16,2) 0,86 24,0 47,3
50–54 34 D 33,7 4,5 (13,2) 0,77 24,0 42,0
ND 33,7 4,6 (13,7) 0,79 22,7 42,7
55–59 28 D 31,9 4,9 (15,3) 0,92 25,3 48,0
ND 31,5 5,9 (18,6) 1,11 25,0 55,3
60–64 30 D 28,7 5,5 (19,1) 1,00 13,3 37,0
ND 28,3 5,3 (18,7) 0,96 15,3 35,3
65–69 34 D 29,5 3,6 (12,2) 0,62 23,3 36,7
ND 27,8 4,5 (16,1) 0,77 20,0 36,7
70–74 27 D 26,4 6,8 (25,6) 1,30 10,3 40,7
ND 26,0 5,5 (21,1) 1,06 14,3 38,0
75–79 26 D 25,0 4,5 (17,9) 0,88 16,7 34,7
ND 23,7 4,8 (20,1) 0,93 14,3 30,7
80–84 32 D 19,2 5,2 (27,3) 0,93 9,3 30,3
ND 19,7 5,1 (25,7) 0,90 9,7 29,0
> 85 28 D 16,9 4,8 (28,1) 0,90 9,3 27,0
ND 16,7 4,9 (29,4) 0,93 7,7 25,7
a V letih.
b D, dominantna roka; ND, nedominantna roka.
c Absolutna vrednost (%).
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Tabela 2.4: Normativni podatki pincetnega prijema (kg) glede na starost za moške [2].
Starosta Moški (n = 496)
n Rokab Povprečje SDc SEM Min. Maks.
18–19 33 D 9,5 1,8 (18,9) 0,31 5,2 13,5
ND 9,1 1,7 (19,2) 0,30 6,5 13,5
20–24 29 D 9,8 1,4 (14,1) 0,26 7,7 12,3
ND 9,2 1,4 (15,0) 0,26 7,3 12,5
25–29 30 D 10,1 1,4 (14,1) 0,26 7,8 13,7
ND 9,5 1,6 (16,2) 0,28 6,0 12,8
30–34 28 D 9,9 1,5 (15,4) 0,29 6,5 13,0
ND 9,3 1,7 (18,1) 0,32 6,0 13,2
35–39 41 D 10,4 1,5 (14,0) 0,23 8,0 13,5
ND 10,1 1,6 (16,0) 0,25 7,5 13,5
40–44 37 D 10,3 1,5 (14,8) 0,25 7,3 13,5
ND 10,0 1,7 (16,8) 0,28 7,5 13,5
45–49 31 D 9,8 1,7 (17,7) 0,31 6,2 13,0
ND 9,2 1,6 (17,4) 0,29 6,5 12,3
50–54 40 D 9,7 1,5 (15,4) 0,24 6,8 12,3
ND 9,5 1,5 (15,3) 0,23 7,0 13,5
55–59 30 D 10,3 1,5 (14,5) 0,27 8,0 13,2
ND 9,7 1,5 (15,5) 0,28 6,5 12,5
60–64 33 D 9,8 1,5 (15,2) 0,26 7,3 13,5
ND 9,3 1,6 (16,7) 0,27 7,0 13,0
65–69 46 D 8,7 1,5 (16,9) 0,22 5,7 13,3
ND 8,4 1,5 (18,1) 0,23 5,8 11,5
70–74 33 D 8,3 1,9 (22,8) 0,33 3,2 11,8
ND 7,9 1,8 (22,2) 0,30 4,0 11,3
75–79 28 D 8,2 2,4 (30,0) 0,46 1,8 12,8
ND 7,8 2,2 (27,4) 0,41 2,5 11,5
80–84 29 D 6,4 2,1 (33,5) 0,40 2,0 10,7
ND 6,5 2,2 (33,8) 0,40 1,7 11,0
> 85 28 D 5,4 1,8 (32,7) 0,33 1,8 8,2
ND 5,5 1,4 (25,2) 0,26 2,5 8,0
a V letih.
b D, dominantna roka; ND, nedominantna roka.
c Absolutna vrednost (%).
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Tabela 2.5: Normativni podatki pincetnega prijema (kg) glede na starost za ženske [2].
Starosta Ženske (n = 482)
n Rokab Povprečje SDc SEM Min. Maks.
18–19 31 D 6,9 1,2 (17,8) 0,22 4,7 10,3
ND 6,5 1,2 (17,8) 0,21 4,7 9,3
20–24 31 D 6,5 1,3 (19,9) 0,23 3,8 8,7
ND 6,2 1,2 (19,4) 0,22 4,0 8,5
25–29 30 D 6,8 0,9 (13,3) 0,16 4,8 8,3
ND 6,6 1,0 (15,3) 0,18 5,2 8,8
30–34 30 D 6,9 1,2 (17,8) 0,22 4,2 10,0
ND 6,7 1,1 (15,5) 0,19 4,2 8,7
35–39 42 D 7,1 1,4 (19,6) 0,22 4,5 12,3
ND 6,7 1,3 (18,8) 0,19 4,0 8,8
40–44 39 D 7,2 1,0 (13,9) 0,16 5,0 9,5
ND 6,9 1,0 (14,7) 0,16 5,0 8,8
45–49 40 D 7,1 1,3 (17,7) 0,20 4,5 9,5
ND 6,8 1,1 (16,5) 0,18 4,7 9,2
50–54 34 D 6,9 1,0 (14,0) 0,17 5,0 8,8
ND 6,6 0,9 (14,2) 0,16 4,8 8,5
55–59 28 D 6,8 1,4 (20,1) 0,26 5,0 12,5
ND 6,6 1,4 (21,1) 0,26 5,3 12,5
60–64 30 D 6,7 1,4 (21,4) 0,26 3,2 9,3
ND 6,4 1,3 (20,6) 0,24 3,5 8,3
65–69 34 D 6,3 1,1 (17,4) 0,19 4,5 9,3
ND 6,0 1,2 (19,8) 0,20 4,3 10,0
70–74 27 D 5,7 1,6 (28,5) 0,31 3,2 9,8
ND 5,5 1,6 (29,1) 0,31 3,0 8,3
75–79 26 D 5,1 1,2 (23,6) 0,23 2,5 7,0
ND 4,5 1,4 (28,2) 0,25 2,2 6,8
80–84 32 D 4,3 1,3 (29,1) 0,22 1,3 7,2
ND 3,9 1,2 (31,0) 0,22 1,3 6,2
> 85 28 D 3,1 1,3 (40,1) 0,24 1,2 6,7
ND 2,8 1,1 (39,1) 0,21 0,8 5,3
a V letih.
b D, dominantna roka; ND, nedominantna roka.
c Absolutna vrednost (%).
2.3 Kalkulator kardiovaskularnega tveganja
Kalkulatorji kardiovaskularnega tveganja se uporabljajo za izračune ocene tveganja
pojavitve kardiovaskularne bolezni (KVB) posameznika v določenem časovnem ob-
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dobju. Omogočajo tudi grafični prikaz rezultatov, vključno z grafikoni, ki ustrezajo
tistim, ki so jih objavila združenja Joint British Societies (JBS) in jih najdemo v
knjigah British National Formulary (BNF) [3].
Kalkulator, ki ga uporabljamo v naši aplikaciji za izračun različnih ocen tveganja,
uporablja formule Framingham, ASSIGN in JBS. Formulo Framingham je do ne-
davnega večina ljudi uporabljala za izračun kardiovaskularnega tveganja. Prednost te
formule je, da omogoča izračun za različna časovna obdobja (od 4 do 12 let). Zraven
izračuna kardiovaskularnega tveganja omogoča tudi izračun različnih ocen, kot so kar-
diovaskularne bolezni, kap, koronarna bolezen, srčna kap in smrt zaradi koronarnih
ali kardiovaskularnih bolezni. Druga formula, ki smo jo uporabili, je formula AS-
SIGN, ki je bila razvita v povezavi z organizacijo Scottish Intercollegiate Guidelines
Network (SIGN). Ta formula je prilagojena škotskemu prebivalstvu in ni tako na-
tančna za druga prebivalstva. Formula ASSIGN ravno tako izračuna oceno tveganja
za KVB in vključuje še dodatne dejavnike tveganja, ki pa niso uporabljeni pri formuli
Framingham (družinska zgodovina in socialno pomanjkanje). Tretja formula, ki smo
jo uporabili v našem kalkulatorju, je formula JBS in je izpeljana iz formul Framing-
ham in ASSIGN. Dejavniki tveganja hipertrofije levega prekata (angl. Left Venticular
Hypertrophy (LVH)) in diabetesa, ki so bili prvotno vključeni v formulo Framingham,
niso vključeni pri grafih JBS. Vključeni so, ker se ti posamezniki samodejno obrav-
navajo z visokim tveganjem. Formula JBS/BNF izračuna tveganje KVB na podlagi
vsote koronarne bolezni in tveganja za možgansko kap, podanih s Framingham-om.
Nacionalni inštitut za odličnost zdravja in oskrbe (angl. National Institute for Health
and Care Excellence) trenutno priporoča uporabo formule JBS [4].
S pomočjo navedenih formul lahko dobimo naslednje rezultate:
– KVB (BNF) je tveganje za razvoj kardiovaskularne bolezni na podlagi izra-
čuna JBS/BNF. Uporaba te formule omogoča izdelavo podobnega grafa, kot je
možen s pomočjo formule JBS.
– KVB (ASSIGN) je tveganje za razvoj karidovaskularne bolezni na podlagi
izračuna ASSIGN.
– KVB (Framingham) je tveganje za razvoj kardiovaskularne bolezni na pod-
lagi originalne Framingamove formule.
– CHD je tveganje za razvoj koronarne bolezni srca (MI, CD smrt, angina, ko-
ronarno pomanjkanje), ki temelji na Framinghamovi formuli.
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– MI je tveganje za srčnim infarktom, ki temelji na Framinghamovi formuli.
– Možganska kap je tveganje za možgansko kap, ki temelji na Framinghamovi
formuli.
– Smrt KVB je tveganje smrti zaradi kardiovaskularne bolezni, ki temelji na
Framinghamovi formuli.
– Smrt CHD je tveganje smrti zaradi kardiovaskularne bolezni, ki temelji na
Framinghamovi formuli.
Med različnimi izračuni rezultatov obstajajo razlike. Razlike so med definicijami,
kaj sploh je kardiovaskularna bolezen, in med dejavniki tveganja, ki so vključeni v
izračunih in jih lahko vidimo v Tabeli 2.6.
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Tabela 2.6: Dejavniki tveganja, ki so uporabljeni pri izračunih.
Dejavnik tveganja Opis
Časovno obdobje
za izračun tveganja
Časovno obdobje se lahko spreminja med 4 in 12 let za
kateri koli izračun Framingham. Fiksno je določen na
10 let za formuli BNF in ASSIGN.
Starostni razpon Prikazani grafi BNF so omejeni na tri skupine (mlajši
od 50 let, stari med 50 in 59 let ter starejši od 60 let).
Starostni razpon za formulo Framingham/BNF je med
35 in 75 let in za formulo ASSIGN med 30 in 74 let.
Kajenje Formuli Framingham in BNF obravnavata kajenje kot
binarno spremenljivko (da/ne), medtem ko formula AS-
SIGN uporablja število pokajenih cigaret na dan (pri-
vzeta vrednost za kadilce je 10 pokajenih cigaret na
dan).
Sladkorna bolezen Formuli ASSIGN in Framingham omogočata vključitev
sladkorne bolezni kot dejavnika tveganja. Formula BNF
predvideva, da oseba nima sladkorne bolezni.
Družinska zgodo-
vina
Formula ASSIGN vključuje dejavnik tveganja, ki pove,
če ima kdo v družini kardiovaskularno bolezen. Medtem,
ko formuli Framingham in BNF tega dejavnika tveganja
ne upoštevata.
Hipertrofija levega
prekata (LVH)
Formula Framingham vključuje LVH kot dejavnik tvega-
nja. LVH se nanaša na originalne kriterije Framingham
EKG. Formula ASSIGN ne vključuje LVH kot dejav-
nika tveganja (ugotovljeno je bilo, da je pomemben le
pri modelu ASSIGN za ženske). Formula BNF predvi-
deva odsotnost LVH.
Škotski indeks
večkratnega pri-
krajšanja (angl.
Scottish Index of
Multiple Depriva-
tion (SIMD))
Formula ASSIGN vključuje SIMD kot dejavnik tvega-
nja. SIMD se lahko giblje med 0,54 (najmanj prikraj-
šan) do 87,6 (najbolj prikrajšan) in temelji na rezultatu
za leto 2006 (ki se le malo razlikuje od originalne ocene
leta 2004). Predpostavlja se, da je vrednost SIMD enaka
20, če je prazna in ni navedena nobena poštna številka.
Poštne številke, ki niso iz območja Škotske, bodo javile
napako.
Holesterol HDL
(angl. High-
Density Lipopro-
tein) oziroma dobri
holesterol
Formula ASSIGN vključuje HDL kot ločen dejavnik tve-
ganja za popoln holesterol. V nasprotju s tem, formuli
Framingham in BNF uporabljata razmerje holesterola
popoln holesterol:HDL. Grafi ASSIGN zato uporabljajo
popoln holesterol na x-osi, medtem ko formula Framing-
ham/BNF uporablja razmerje holesterola popoln hole-
sterol:HDL. Če vrednost HDL ni vnesena, se predposta-
vlja vrednost 1,4.
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2.4 Mišična masa
Večina ocen telesne sestave se predvsem osredotoča na maso maščobe. Vendar me-
ritve mišične mase tudi zagotavljajo koristne informacije v zvezi z zdravstvenim in
prehranskim stanjem. Mišična masa ima pomembno vlogo pri vzdrževanju gostote
kosti, izboljšanju metabolizma, ohranjanju moči in zmanjšanju tveganja poškodb in
padcev. V referenčnih podatkih o vrednostih mišične mase, ki smo jih uporabili v
naših testih, je sodelovalo 3327 posameznikov, od tega 2076 žensk in 1251 moških.
Posamezniki so bili prostovoljci iz okoliških skupnosti in raziskovalci, ki so bili vsi
ocenjeni kot navidezno zdravi. Vsi sodelujoči so bili stari med 20 in 80 let.
Rezultati sodelujočih so bili grupirani glede na spol in v starostne skupine na inter-
valu 10 let, od 20 do 79 let. Pri tem so moški imeli skozi vse starostne skupine v
povprečju višje vrednosti mišične mase kot ženske. Vrednosti mišične mase so se v
petih desetletjih pri moških občutno zmanjšale, medtem ko so se pri ženskah bolj
postopoma zmanjševale od najmlajših do najstarejših starostnih skupin. [5]
Tabela 2.7: Povprečne vrednosti mišične mase (kg) posameznikov glede na spol.
Starosta Ženski Moški
n X ± SD n X ± SD
20–29 562 43,0 ± 6,1 384 65,0 ± 11,0
30–39 196 43,6 ± 6,8 104 60,9 ± 9,0
40–49 258 42,9 ± 7,0 145 60,2 ± 8,5
50–59 437 42,3 ± 6,9 214 59,3 ± 8,1
60–69 440 40,8 ± 5,5 236 58,9 ± 6,9
70–79 183 39,0 ± 5,0 168 54,3 ± 6,0
a V letih.
X Povprečna vrednost.
SD Standardni odklon.
2.5 Maščobno tkivo
Cilj merjenja maščobnega tkiva je bil zagotoviti referenčne vrednosti glede na sta-
rost in spol posameznikov. Referenčne vrednosti maščobne mase posameznikov so
potrebne za razlago in natančno razvrstitev tistih, ki so izpostavljeni zdravstvenim
težavam, povezanim z debelostjo. Ti posamezniki posledično potrebujejo spremembe
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v življenjskem slogu, ki se odražajo v prehrani, telesni dejavnosti itd. Pri meritvah
maščobnega tkiva je sodelovalo 3327 posameznikov, od tega 2076 žensk in 1251 mo-
ških. Posamezniki so bili prostovoljci iz okoliških skupnosti in raziskovalci, ki so bili
vsi ocenjeni kot navidezno zdravi. Vsi sodelujoči so bili stari med 20 in 80 let.
Rezultati sodelujočih so bili grupirani glede na spol in v starostne skupine na intervalu
10 let. Pri tem so v vseh starostnih skupinah ženske imele večjo povprečno vrednost
maščobnega tkiva kot moški. Pri obeh spolih je bila največja vrednost maščobnega
tkiva v starostnem intervalu med 50 in 59 let. [6]
Tabela 2.8: Povprečne vrednosti maščobnega tkiva (kg) posameznikov glede na spol.
Starosta Ženski Moški
n X ± SD n X ± SD
20–29 562 31,4 ± 8,5 384 21,1 ± 8,3
30–39 196 36,6 ± 11,0 104 26,3 ± 10,6
40–49 258 39,2 ± 9,7 145 29,1 ± 8,6
50–59 437 41,7 ± 8,7 214 30,9 ± 7,9
60–69 440 42,4 ± 7,7 236 31,0 ± 7,8
70–79 183 40,4 ± 7,9 168 31,1 ± 6,6
a V letih.
X Povprečna vrednost.
SD Standardni odklon.
2.6 Vprašalnik o zdravju mišično-skeletnega sistema
Vprašalnik o zdravju mišično-skeletnega sistema je kratek vprašalnik, ki ljudem z bo-
leznimi mišično-skeletnega sistema omogoča, da svoje simptome in kakovost življenja
poročajo na standardiziran način. Cilj izdelave vprašalnika je bil razviti celosten ka-
zalnik, ki odraža, kako dobro določene storitve izboljšujejo kakovost življenja osebam z
mišično-skeletnimi boleznimi, kot so artritis ali bolečine v hrbtu. Vprašalnik je zasno-
van tako, da ga lahko uporabimo za različne načine oskrbe mišično-skeletnega sistema,
kakor tudi v različnih zdravstvenih okoljih. Z zajemom splošne ocene zdravja mišično-
skeletnega sistema posameznika v katerem koli trenutku je posameznikom omogočeno,
da spremljajo svoj napredek skozi čas in se pravi čas odzovejo z zdravljenjem. Z
obravnavo posameznih komponent vprašalnika, kot je na primer kakovost spanja ali
razpoloženje, je zagotovljen celosten pristop posameznikovim potrebam [7,8].
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3Uporabljena tehnologija
V tem poglavju so opisane tehnologije, ki smo jih uporabili za implementacijo aplika-
cije. Opis vsake tehnologije obsega, čemu je tehnologija namenjena, zakaj se uporablja
in kratek opis njenega delovanja.
3.1 Knjižnica React
React je deklarativna, učinkovita in fleksibilna knjižnica, napisana v programskem
jeziku JavaScript in je namenjena za ustvarjanje uporabniških vmesnikov. Omogoča
sestavljanje kompleksnih uporabniških vmesnikov s pomočjo majhnih, ločenih delov
kode, ki se imenujejo komponente. S komponentami določimo, kaj želimo, da nam
React prikaže na zaslonu. Ob spreminjanju podatkov React samodejno posodablja
komponente in jih ponovno prikaže s posodobljenimi podatki, ne da bi pri tem osvežil
celotno stran. Komponentam lahko določimo tudi parametre, ki jih podamo preko
props (angleška okrajšava za lastonsti “properties”). Vsaka komponenta vsebuje me-
todo render, ki vrne tisto, kar želimo, da se nam prikaže na zaslonu oziroma vrne
element React, ki predstavlja opis tistega, kar želimo prikazati. Večina razvijalcev
uporablja posebno sintakso, imenovano JSX (angl. JavaScript Extensible Markup
Language) in predstavlja poenostavljen zapis React kode. Vse, kar omogoča Java-
Script, omogoča tudi JSX. Pri zapisovanju kode JSX lahko uporabimo kateri koli
izraz iz programskega jezika JavaScript. Vsak React element je JavaScript objekt
in ga lahko shranimo v spremenljivko. Na enak način, kot uporabljamo standardne
oznake HTML (angl. Hypertext Markup Language), lahko uporabljamo tudi kompo-
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nente React, ki smo jih ustvarili. Na tak način lahko s pomočjo enostavnih komponent
sestavimo kompleksne uporabniške vmesnike [9].
React je v zadnjih letih postal zelo razširjen in ga uporabljajo aplikacije, kot so
Facebook, Instagram, Netflix, New York Times, WhatsApp, Dropbox ipd.
3.1.1 Redux
Redux je odprtokodna knjižnica JavaScript, ki se uporablja za upravljanje stanja
aplikacije. Najbolj pogosto se uporablja skupaj s knjižnicami za ustvarjanje uporab-
niških vmesnikov, kot sta, na primer, knjižnici React in Angular [10]. Knjižnica nam
olajša, da zapišemo aplikacijo, ki se obnaša konsistentno in jo lahko zaganjamo v
različnih okoljih (odjemalec, strežnik) ter je enostavna za testiranje [11]. Aplikacije
React delujejo tako, da vsaka komponenta hrani svoje stanje in nima skupne shrambe
za celotno aplikacijo. Medtem, ko z uporabo knjižnice Redux v aplikacijo dodamo
shrambo, ki je skupna za celotno aplikacijo.
S preprostimi objekti, imenovanimi akcije (angl. actions), določimo spremembe, ka-
tere želimo, da se zgodijo (na primer vnos novega podatka v shrambo, posodobitev že
obstoječega podatka v shrambi ipd.). Na tak način stanja ne spreminjamo direktno.
Zraven tega moramo zapisati še funkcijo, imenovano reducer, s katero določimo, kako
naj katera akcija spremeni celotno stanje aplikacije.
V tipični aplikaciji Redux obstaja samo ena shramba (angl. store) z eno korensko
reducer funkcijo. Pri večjih aplikacijah funkcijo reducer razdelimo na več manjših
funkcij reducer. Te manjše funkcije delujejo neodvisno nad različnimi deli shrambe.
Princip shranjevanja stanja je enak kot sestavljanje aplikacij React, kjer imamo ravno
tako eno korensko komponento, ta pa je sestavljena iz več manjših komponent.
Redux arhitektura je nekoliko preveč kompleksna za manjše oziroma preproste apli-
kacije. Nasprotno pa je ta vzorec zelo uporaben za večje in kompleksne aplikacije. [11]
Torej, kot smo že omenili, ima Redux tri sestavne dele (akcije, shramba in funkcije
reducers). Z njimi lahko predstavimo pretok podatkov znotraj aplikacije, kot je pri-
kazano na Sliki 3.1. Akcije so dogodki, ki pošiljajo podatke iz aplikacije (interakcija
uporabnika, notranji dogodki aplikacije, kot so klici API (angl. Application Program-
ming Interface) in potrditve obrazcev) do shrambe. Shramba dobi podatke samo z
uporabo akcij. Akcije so enostavni objekti JavaScript, ki imajo lastnost type (običajno
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je to konstanta) in opisujejo tip akcije in lastnost payload, ki vsebuje informacije, po-
slane v shrambo. Ustvarjene akcije lahko kjer koli v aplikaciji enostavno kličemo s
pomočjo metode dispatch. Na drugi strani pa imamo funkcijo reducer, ki prejme tre-
nutno stanje aplikacije in akcijo ter vrne novo, spremenjeno stanje. Shramba hrani
stanje aplikacije (angl. application state) in zagotavlja nekaj metod, s katerimi lahko
dostopamo do stanja. Razpošljemo lahko akcije in registriramo poslušalce (angl. li-
steners). Celotno stanje aplikacije je predstavljeno kot en store. Katera koli akcija
vrne novo stanje preko funkcije reducer [12].
Slika 3.1: Pretok podatkov v arhitekturi Redux [12].
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3.2 Node.js
Node.js je odprtokodno izvajalno okolje za JavaScript in deluje na več različnih plat-
formah. Node.js je zgrajen na V8 JavaScript pogonu (angl. engine), ki je jedro br-
skalnika Google Chrome in se izvaja zunaj brskalnika. Aplikacija, zapisana v Node.js,
se izvaja znotraj ene same niti in ne ustvari za vsako zahtevo (angl. request) nove niti
(angl. thread), kot je to običajno za strežnike. Življenjski cikel Node.js je prikazan
na Sliki 3.2 in temelji na dogodkih (angl. event-driven). Je sposobna asinhronega
delovanja vhodno/izhodnih operacij, kar pomeni, da bo Node.js še naprej sprejemal
zahteve in ne bo blokiran s strani vhodno/izhodnih operacij, kot so na primer branje
iz omrežja, dostop do podatkovne baze ali datotečnega sistema. Tak način delovanja
omogoča, da Node.js upravlja več sočasnih povezav z enim strežnikom, ne da bi se pri
tem ukvarjal z upravljanjem večjega števila niti. Edinstvena prednost, ki jo zagotavlja
Node.js, je ta, da se razvijalci, ki razvijajo čelni del aplikacije v programskem jeziku
JavaScript, ne potrebujejo za razvoj strežniškega dela naučiti novega programskega
jezika. [13,14]
Slika 3.2: Življenjski cikel Node.js [15].
3.3 MongoDB
MongoDB je odprtokodna dokumentna NoSQL podatkovna baza. Namenjena je za
več platform in zagotavlja visoko zmogljivost, visoko dostopnost in enostavno razšir-
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ljivost. MongoDB deluje na konceptu zbirk (angl. collections) in dokumentov (angl.
documents). Zbirka je skupina dokumentov MongoDB in je ekvivalenta tabeli v re-
lacijski podatkovni bazi. Z zbirko ne definiramo sheme, po kateri bi morali biti vsi
dokumenti isto strukturirani, ampak imajo lahko dokumenti znotraj iste zbirke raz-
lična polja (angl. fields). Tipično vsi dokumenti znotraj iste zbirke služijo podobnemu
pomenu. Dokument je množica parov ključ-vrednost (angl. key-value). Shema do-
kumentov je dinamična, kar pomeni, da dokumenti znotraj iste zbirke ne potrebujejo
istega niza polj ali iste strukture. Prav tako lahko ista polja v različnih dokumentih
vsebujejo različne tipe podatkov. V spodnji Tabeli 3.1 je prikazana primerjava termi-
nologije med sistemi za upravljanje z relacijskimi podatkovnimi bazami in MongoDB
oziroma z dokumentnimi podatkovnimi bazami. [16]
Tabela 3.1: Primerjava sistemov za upravljanje z relacijskimi podatkovnimi bazami
in MongoDB oziroma z dokumentnimi podatkovnimi bazami.
SURPB a MongoDB
podatkovna baza podatkovna baza
tabela zbirka
vrstica dokument
stolpec polje
združitev tabel vgrajeni dokumenti
(angl. table join) (angl. embedded documents)
primarni ključ primarni ključ (privzeti ključ _id,
ki ga zagotovi MongoDB)
a Sistemi za upravljanje z relacijskimi podatkovnimi
bazami.
Spodnja Programska koda 3.1 prikazuje strukturo dokumenta v MongoDB. Vsi pari
ključ-vrednost dokumenta so ločeni z vejicami. Za upravljanje s tako strukturiranimi
dokumenti smo v aplikaciji uporabili orodje Mongoose, ki je namenjeno modeliranju
objektov MongoDB.
Programska koda 3.1: Primer dokumenta MongoDB.
1 {
2 "_id": "5bfd271f82402a333cac6fcf",
3 "naziv": "MongoDB primer",
4 "opis": "Prikaz strukture dokumenta",
5 "oznake": ["mongodb", "podatkovna_baza", "NoSQL"]
6 }
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4Razvoj aplikacije
Kvaliteta življenja oziroma življenjska doba posameznika je odvisna od njegovega
zdravstvenega stanja. S pomočjo določenih telesnih meritev, spretnostnih in medi-
cinskih testov lahko do neke mere preverimo zdravstveno stanje posameznika. Veliko
tega znanja je zbranega v pisni obliki. Zato smo izdelali aplikacijo z namenom, da bi
zbrali to znanje na enem mestu in ga predstaviti v digitalni obliki.
Z razvojem aplikacije za zajem in interpretacijo rezultatov meritev zdravstvenega
stanja posameznika smo omogočili enostaven in pregleden vnos izbranih medicinskih
testov oziroma telesnih meritev. Za shranjevanje medicinskih testov in telesnih me-
ritev smo ustvarili dokumentno podatkovno bazo MongoDB. Aplikacijo smo izdelali
z uporabo knjižnice React, medtem ko smo za komunikacijo aplikacije s podatkovno
bazo vzpostavili še spletni strežnik Node.js.
4.1 Načrtovanje podatkovne baze
V aplikaciji smo želeli podatke trajno hraniti, zato smo potrebovali podatkovno bazo.
Izbrali smo dokumentno NoSQL podatkovno bazo MongoDB. Gostili smo jo v oblačni
storitvi mLab, ki omogoča nadzor in upravljanje nad podatkovno bazo. Z uporabo
podatkovne baze smo zagotovili konsistentnost in trajnost podatkov skozi celotno
aplikacijo. Potrebno je bilo hraniti referenčne vrednosti medicinskih testov in meritev,
rezultate izvedenih medicinskih testov in meritev ter podatke posameznikov, nad
katerimi smo izvajali medicinske teste in meritve.
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Za delo s podatkovno bazo MongoDB znotraj aplikacije smo uporabili objektno-
relacijsko mapiranje (angl. Object-relational mapping (ORM)) Mongoose. Mongoose
smo namestili v zalednem delu aplikacije s pomočjo upravljalca paketov za Node.js.
Za vsako ustvarjeno zbirko v podatkovni bazi smo s pomočjo mapiranja Mongoose
morali ustvariti shemo. S tem smo definirali obliko posameznega dokumenta znotraj
zbirke. Da smo lahko ustvarjeno shemo uporabili, smo jo morali pretvoriti v model,
s katerim smo jo lahko kasneje upravljali. Posamezna ustvarjena instanca modela
predstavlja dokument v podatkovni bazi. Dokumenti imajo veliko vgrajenih instanc
metod, zraven katerih smo določenim dokumentom dodali še lastne metode po meri.
4.1.1 Shranjevanje referenčnih vrednosti medicinskih testov in
telesnih meritev
Referenčne vrednosti medicinskih testov in telesnih meritev smo potrebovali za pri-
merjavo izmerjenih rezultatov posameznikov pri izbranih medicinskih testih in tele-
snih meritvah. Zato smo poiskali znanstvene članke s področja medicine, ki te vre-
dnosti vsebujejo. Za vsak medicinski test in telesno meritev smo ustvarili novo zbirko
v podatkovni bazi in vanjo dodali dokumente. Vsak dokument je predstavljal po eno
referenčno vrednost, katerim so bile skupne lastnosti spol, spodnja in zgornja meja
starosti intervala testiranih posameznikov, povprečna vrednost in standardni odklon
meritve. Primer zapisa JSON (angl. JavaScript Object Notation) za dokument v po-
datkovni bazi s skupnimi lastnostmi za zbirko telesnih meritev mišične mase vidimo v
Programski kodi 4.1. Zraven skupnih lastnosti vidimo, da je dodana še lastnost _id.
Ta lastnost predstavlja unikatno oznako dokumenta in se nahaja v vseh dokumentih v
vseh zbirkah. Za upravljanje (dodajanje novih, spreminjanje obstoječih) dokumentov
te zbirke znotraj aplikacije pa smo morali s pomočjo ORM modela Mongoose zapisati
shemo in jo pretvoriti v model. Zapis sheme in pretvorbo v model vidimo v Program-
ski kodi 4.2. Meritvi prijema roke in pincetnega prijema sta zraven tega vsebovali še
lastnost oziroma podatek, če je bila meritev izvedena z dominantno ali nedominantno
roko. Test enonožne stoje pa je poleg skupnih lastnosti vseboval še lastnosti, na kateri
nogi je testiran posameznik v času meritve stal in zraven povprečnega časa stoje na
eni nogi (in standardnega odklona), še najboljši čas stoje na eni nogi (in standardni
odklon) izmed treh poizkusov.
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Programska koda 4.1: Primer zapisa JSON za telesno meritev mišične mase.
1 {
2 "_id": {
3 "$oid": "5b0d367460b4262c244c9628"
4 },
5 "gender": "M",
6 "ageFrom": 20,
7 "ageTo": 29,
8 "mean": 65,
9 "std": 11
10 }
Programska koda 4.2: Shema in model za telesno meritev mišične mase.
1 var mongoose = require(’mongoose’);
2 var Schema = mongoose.Schema;
3
4 var LeanBodyMassSchema = new Schema ({
5 gender: String,
6 ageFrom: Number,
7 ageTo: Number,
8 mean: Number,
9 std: Number
10 });
11
12 module.exports = mongoose.model(’LeanBodyMass’, LeanBodyMassSchema,
’leanBodyMass’);
4.1.2 Shranjevanje rezultatov medicinskih testov in telesnih
meritev
Izmerjene vrednosti sodelujočih posameznikov za vsak izveden medicinski test in tele-
sno meritev moramo trajno hraniti. Trajno hranjenje rezultatov izmerjenih vrednosti
je ključnega pomena, da lahko po izvedeni množici medicinskih testov in telesnih
meritev čim bolje opišemo zdravstveno stanje sodelujočega posameznika. V ta na-
men smo v podatkovni bazi ustvarili ločeno zbirko. Vsak dokument znotraj te zbirke
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predstavlja po en vnos rezultatov testa oziroma en vnos vrednosti izvedene telesne
meritve. Primer, prikazan v Programski kodi 4.3, prikazuje strukturo zapisa JSON
za vrednosti stiska roke. Dokumenti vseh izvedenih medicinskih testov in telesnih
meritev so si med seboj zelo podobni. Vsi dokumenti imajo iste lastnosti, najbolj pa
se razlikujejo pri vrednosti lastnosti input, ki predstavlja objekt JSON in je za vsak
medicinski test in telesno meritev drugačen. Lastnosti, ki jih trajno hranimo pri vsa-
kem vnosu, so unikatna oznaka sodelujočega posameznika, kategorija, kamor spada
medicinski test oziroma telesna meritev, ime testa oziroma telesne meritve, objekt, ki
vsebuje vse izmerjene vrednosti, lastnost, ki pove, če je podatek začasen ali pa ga je
uporabnik že potrdil s klikom na gumb “Shrani” in lastnost, ki hrani unikatno oznako
uporabnika, ki je ta rezultat vnesel v aplikacijo. Za upravljanje teh dokumentov zno-
traj aplikacije smo morali podobno kot pri zbirki, ki vsebuje referenčne vrednosti,
zapisati shemo in jo pretvoriti v model (Programska koda 4.4). To smo ravno tako
naredili s pomočjo ORM modela Mongoose.
Programska koda 4.3: Primer zapisa JSON za rezultat izvedenega testa stiska roke.
1 {
2 "_id": {
3 "$oid": "5c3dce4f4b34e0000438615f"
4 },
5 "patient_id": "5bc04f27b71b3b0004866e31",
6 "category": "kinesiology",
7 "name": "handShake",
8 "input": "{\"gripStrengthD\":\"40\",\"gripStrengthND\":
9 \"50\",\"pinchStrengthD\":\"40\",\"pinchStrengthND\":\"30\"}",
10 "isTemp": true,
11 "user_id": "5ba1eea6e7179a09ae5de763",
12 "__v": 0
13 }
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Programska koda 4.4: Shema in model za shranjevanje rezultatov medicinskih testov
in telesnih meritev.
1 var mongoose = require(’mongoose’);
2 var Schema = mongoose.Schema;
3
4 var TestsSchema = new Schema ({
5 patient_id: String,
6 category: String,
7 name: String,
8 input: Object,
9 isTemp: Boolean,
10 user_id: String
11 });
12
13 module.exports = mongoose.model(’Test’, TestsSchema, ’tests’);
4.1.3 Shranjevanje sodelujočih posameznikov
Za izračun določenih enostavnih vrednosti, kot je indeks telesne mase posameznika,
ni potrebno izvesti nobenega medicinskega testa. Zato smo poleg osnovnih informa-
cij, kot so ime, priimek, spol in datum rojstva, hranili še informaciji o teži in višini
sodelujočega posameznika. Za trajno hranjenje informacij o sodelujočih posamezni-
kih smo ravno tako ustvarili ločeno zbirko, kjer je vsak dokument predstavljal po
enega posameznika. Primer strukture zapisa JSON v podatkovni bazi je prikazan v
Programski kodi 4.5. Njena shema, pretvorjena v model s pomočjo ORM modela
Mongoose, pa je prikazana v Programski kodi 4.6.
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Programska koda 4.5: Primer zapisa JSON za sodelujočega posameznika.
1 {
2 "_id": {
3 "$oid": "5c8f58c678a77c28706cfe42"
4 },
5 "first": "Peter",
6 "last": "Novak",
7 "gender": "M",
8 "birthDate": {
9 "$date": "1992-03-18T08:32:44.174Z"
10 },
11 "weight": 55,
12 "height": 55,
13 "__v": 0
14 }
Programska koda 4.6: Shema in model za sodelujočega posameznika.
1 var mongoose = require(’mongoose’);
2 var Schema = mongoose.Schema;
3
4 var PatientsSchema = new Schema ({
5 first: String,
6 last: String,
7 gender: String,
8 birthDate: Date,
9 height: Number,
10 weight: Number
11 });
12
13 module.exports = mongoose.model(’Patient’, PatientsSchema, "patients");
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4.2 Vzpostavitev spletnega strežnika Node.js
Za vzpostavitev spletnega strežnika smo morali najprej namestiti Node.js. Node.js
vsebuje upravljalca paketov za Node (angl. Node Package Manager (NPM)), s kate-
rim nam je omogočena namestitev paketov. Ideja je, da imamo več manjših paketov,
ločenih za vsak problem, ki ga želimo v aplikaciji rešiti [17]. Za upravljanje paketov
znotraj projekta oziroma aplikacije smo dodali datoteko package.json. S tem olaj-
šamo upravljanje in namestitev projekta morebitnim drugim razvijalcem, ki delajo
na projektu. Datoteka package.json vsebuje seznam paketov, ki jih v našem projektu
uporabljamo. V seznamu je zraven vsakega paketa zapisana tudi verzija, ki jo upo-
rabljamo. Z verzijo paketa se omejimo na funkcionalnosti, ki jih ta verzija omogoča.
Z uporabo datoteke package.json naredimo projekt ponovljiv in s tem enostaven za
souporabo z drugimi razvijalci. Datoteko package.json ustvarimo tako, da v konzoli
vnesemo ukaz npm init, ki nas vpraša za osnovne podatke o projektu (ime projekta,
verzija, opis itd.), ki se shranijo v novo ustvarjeni datoteki. Vsebino datoteke lahko
vidimo v Programski kodi 4.7 [18]. V Programski kodi 4.7 smo zraven ostalih lastnosti
JSON dodali še lastnost odvisnosti angl. dependencies, kjer navedemo vse pakete, ki
jih aplikacija potrebuje za delovanje. V programski kodi je primer za paket Express.
Programska koda 4.7: Primer datoteke package.json.
1 {
2 "name": "moja-aplikacija",
3 "version": "1.0.0",
4 "description": "",
5 "main": "index.js",
6 "scripts": {
7 "test": "echo \"Error: no test specified\" && exit 1"
8 },
9 "author": "Matej Moravec",
10 "license": "ISC",
11 "dependencies": {
12 "express": "^4.16.3"
13 }
14 }
Eden izmed paketov, ki smo ga morali namestiti, je bil paket Express. Paket Express
je hitro in minimalistično spletno ogrodje za upravljanje s spletnim strežnikom Node.js
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[19]. Paket Express smo namestili z uporabo ukaza NPM (npm install express). Ena
izmed lastnosti paketa je, da omogoča arhitekturo REST (angl. Representational
State Transfer) spletnih aplikacij. Pri arhitekturi REST je vsak vir predstavljen z
enoličnim naslovom URL (angl. Uniform Resource Locator). Vire pa upravljamo
s pomočjo standardnih metod HTTP (angl. Hypertext Transfer Protocol), kot so
GET, POST, PUT in DELETE. Še ena izmed lastnosti paketa Express, ki smo jo
uporabili, je usmerjanje (angl. routing). Usmerjanje se nanaša na to, kako se končne
točke (angl. endpoints) odzovejo na zahteve odjemalcev. Usmerjanja smo se lotili
tako, da smo imeli eno skupno datoteko app.js, ki je vsebovala logiko usmerjanja
za vse zbirke v podatkovni bazi. Uporabili smo metodo app.use(), ki specificira
vmesno opremo (angl. middleware) kot funkcijo povratnega klica (angl. callback).
S to metodo pripnemo določeno funkcijo (ali več funkcij), ki se izvede takrat, ko se
določena pot v URL naslovu ujema. V Programski kodi 4.8 vidimo uporabo metode
app.use(), kjer prvi parameter predstavlja pot, ki definira, kdaj se bo izvedla funkcija,
ki je zapisana v drugem parametru. V našem primeru smo kot drugi parameter
uporabili vgrajeno funkcijo require, ki je namenjena nalaganju modulov [20]. Za vsako
zbirko v podatkovni bazi smo ustvarili ločeno datoteko, ki je vsebovala usmerjevalnik
(angl. router) za vse podpoti za določeno zbirko. Primer datoteke tests.js, ki vsebuje
usmerjevalnik, vidimo v Programski kodi 4.9. V datoteki je vključen model, ki smo
ga že omenili v poglavju o načrtovanju podatkovne baze, in predstavlja model za
zbirko testov v podatkovni bazi. Vključiti smo morali še usmerjevalnik Express in
implementirati potrebne metode HTTP. V našem primeru je to metoda GET, ki iz
podatkovne baze vrne vse dokumente, ki se nahajajo v zbirki tests.
Programska koda 4.8: Primer datoteke app.js.
1 const express = require(’express’);
2
3 app.use(’/users’, require(’./routes/users’));
4 app.use(’/patients’, require(’./routes/patients’));
5 app.use(’/tests’, require(’./routes/tests’));
6 app.use(’/gripStrength’, require(’./routes/gripStrength’));
7 app.use(’/pinchStrength’, require(’./routes/pinchStrength’));
8 app.use(’/bodyFatPercent’, require(’./routes/bodyFatPercent’));
9 app.use(’/leanBodyMass’, require(’./routes/leanBodyMass’));
10 app.use(’/unipedalStance’, require(’./routes/unipedalStance’));
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Programska koda 4.9: Primer datoteke tests.js.
1 var Test = require(’../model/tests’);
2 var express = require(’express’);
3 var router = express.Router();
4
5 router.get(’/’, function(req, res) {
6 Test.find(function(err, tests) {
7 if (err) res.send(err);
8 res.status(200).json(tests);
9 });
10 });
11
12 module.exports = router;
Strežnik, ki posluša na določenih vratih (angl. port), smo zagnali z uporabo metode
listen(). Metoda prejme številko vrat, na katerem bo strežnik poslušal prihajajoče
povezave. To smo naredili v datoteki server.js, kar vidimo v Programski kodi 4.10.
Pred tem smo v datoteko vključili še potrebne module za delovanje strežnika. Vključili
smo konfiguracijsko datoteko, ki vsebuje MongoDB URI (angl. Uniform Resource
Identifier), ki definira povezave med aplikacijo, ki uporablja gonilnike MongoDB, in
instancami MongoDB [21]. Vključili smo še modul Mongoose, ki ga potrebujemo,
da se z uporabo metode connect() povežemo s podatkovno bazo MongoDB. Modul
path smo vključili, da smo lažje upravljali s potmi do datotek oziroma direktorijev.
Aplikacijo Express smo zapisali v datoteki app.js, zato smo morali vključiti še to. Za
uporabo statičnih datotek, kot so slike, datoteke CSS (angl. Cascading Style Sheets)
in datoteke JavaScript, pa smo uporabili vgrajeno metodo static().
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Programska koda 4.10: Primer datoteke server.js.
1 const mongodb_url = (process.env.MONGODB) ? process.env.MONGODB :
require(’./backend/config/config.json’).mongodb.url;
2 const mongoose = require(’mongoose’);
3 const path = require(’path’);
4 const app = require(’./backend/app’);
5
6 const port = (process.env.NODE_ENV == ’production’) ? process.env.PORT :
3001;
7
8 mongoose.connect(mongodb_url);
9
10 app.use(require(’express’).static(path.join(__dirname,
’/frontend/public’)));
11
12 app.listen(port);
4.3 Oblikovanje vmesnika spletne aplikacije
Vmesnik spletne aplikacije smo izdelali z JavaScript knjižnico React. Vmesnik smo
sestavili tako, da smo si posamezne dele vmesnika razdelili v ločene komponente.
Vsaka ločena komponenta vsebuje manjše, ločene dele kode, s katerimi smo določili,
kaj se nam naj prikaže na zaslonu. Želeni prikaz na zaslonu smo z uporabo sintakse
JSX pri vsaki komponenti zapisali v metodi render(). Za konsistentnost aplikacije pa
smo poskrbeli z uporabo odprtokodne JavaScript knjižnice Redux. Knjižnica nam je
omogočila, da smo imeli eno shrambo, ki je bila skupna za celotno aplikacijo. Tako
so vse komponente shranjevale in brale podatke iz iste, skupne shrambe.
4.3.1 Prijava v aplikacijo
Za uporabo aplikacije je potrebna prijava. Vsak uporabnik ima v podatkovni bazi
vnaprej shranjeno svoje uporabniško ime in geslo. Geslo smo šifrirali z razpršilnim
algoritmom (angl. hash algorithm) bcrypt. Za overovitev uporabnika smo uporabili
JavaScript knjižnico Passport. Passport je vmesna oprema za overovitev za Node.js.
Knjižnica je prilagodljiva in modularna ter tako enostavno uporabljena v kateri koli
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spletni aplikaciji, ki je osnovana na ogrodju Express. Obsežen nabor strategij podpira
overovitev z uporabo uporabniškega imena in gesla, računa Facebook, računa Twitter
itd. [22]
Overovitev zahteve za prijavo smo enostavno preverili tako, da smo kot drugi pa-
rameter pri metodi POST uporabili funkcijo passport.authenticate(). Pri tem smo
morali definirati, katero strategijo bomo uporabili. Mi smo uporabili strategijo local.
Če je overovitev uporabnika neuspešna, potem knjižnica Passport privzeto odgovori
s statusom 401 Unathorized in uporabnika preusmerimo na stran za prijavo v aplika-
cijo. V primeru, da je overovitev uspešna, se bo naslednji definiran usmerjevalnik poti
izvedel in overovljen uporabnik se bo shranil v lastnost req.user. Overovitev zahteve
za prijavo v naši aplikaciji vidimo v Programski kodi 4.11.
Programska koda 4.11: Overovitev zahteve za prijavo uporabnika.
1 router.post(’/login’,
2 passport.authenticate(’local’),
3 function(req, res) {
4 req.session.user_id = req.user._id;
5 res.status(200).json({ msg: ’success’, username: req.user.username
});
6 });
Za prijavo uporabnika preko uporabniškega imena in gesla smo morali namestiti še
modul passport-local. Naloga Programske kode 4.12 je, da preveri uporabniško ime in
geslo. Kar pomeni, da prejme podano uporabniško ime na vhodu in preveri, če to upo-
rabniško ime obstaja. V primeru ujemanja uporabniških imen primerja še podano in
dejansko geslo. V Programski kodi 4.12 smo uporabili metodi getUserByUsername()
in comparePassword(). Naloga prve metode je, da preveri, če uporabnik s podanim
uporabniškim imenom obstaja. Naloga druge metode pa je, da primerja podano in
dejansko geslo. Geslo smo morali preveriti s pomočjo funkcije compare() iz knjižnice
bcrypt.
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Programska koda 4.12: Prijava z uporabniškim imenom in geslom.
1 passport.use(new LocalStrategy(
2 function(username, password, done) {
3 User.getUserByUsername(username, function(err, user) {
4 if (err) throw err;
5
6 if (!user) {
7 return done(null, false, { message: ’Unknown User’ });
8 }
9
10 User.comparePassword(password, user.password, function(err,
isMatch) {
11 if (err) throw err;
12
13 if (isMatch) {
14 return done(null, user);
15 } else {
16 return done(null, false, { message: ’Invalid password’ });
17 }
18 });
19 });
20 }
21 ));
Za inicializacijo knjižnice Passport je v aplikaciji Express potrebna še vmesna oprema
passport.initialize(). Ker pa v aplikaciji uporabljamo trajno sejo, moramo uporabiti
še vmesno opremo passport.session(). V tipični spletni aplikaciji se podatki za ove-
rovitev uporabnika prenesejo samo v trenutku zahteve za prijavo. Če je overovitev
uporabnika uspešna, se seja vzpostavi in vzdržuje preko piškotka (angl, cookie) zno-
traj uporabnikovega brskalnika. Noben naslednji zahtevek ne bo vseboval podatkov
o prijavljenem uporabniku, ampak bo uporabnikov ID shranjen v piškotku, ki pred-
stavlja sejo. Knjižnica Passport za podporo prijavne seje omogoča serializacijo in
deserializacijo instance uporabnika v oziroma iz seje. V Programski kodi 4.13 vidimo,
da smo v sejo serializirali samo uporabnikov ID oziroma njegovo unikatno oznako.
Ob prejemu nadaljnih zahtev se ta ID uporabi za iskanje uporabnika, ki se zapiše v
req.user. Logika serializacije in deserializacije je podprta s strani aplikacije.
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Programska koda 4.13: Serializacija in deserializacija uporabnika.
1 passport.serializeUser(function(user, done) {
2 done(null, user.id);
3 });
4
5 passport.deserializeUser(function(id, done) {
6 User.getUserById(id, function(err, user) {
7 done(err, user);
8 });
9 });
Za odjavo prijavljenega uporabnika smo morali pripraviti metodo GET. V Programski
kodi 4.14 vidimo, da knjižnica preko req omogoča klic funkcije logout(), ki poskrbi
za prekinitev seje prijavljenega uporabnika. Klic funkcije logout() izbriše lastnost
req.user in počisti sejo prijavljenega uporabnika.
Programska koda 4.14: Odjava uporabnika.
1 router.get(’/logout’, function(req, res) {
2 req.logout();
3 res.status(200).json({ msg: "succcess" });
4 });
Naslednja zelo pomembna funkcionalnost je preverjanje ročnega spreminjanja naslova
poti. V primeru, da uporabnik ni prijavljen v aplikaciji, ne želimo, da vidi seznam
posameznikov, ki so že izvedli določene teste. V ta namen smo zapisali funkcijo ensu-
reAuthenticated(), ki ob vsakem klicu preveri, če je uporabnik prijavljen v aplikaciji.
Če uporabnik ročno spremeni pot v naslovu in ni prijavljen v aplikaciji, ga preusme-
rimo na začetno stran aplikacije. Primer implementacije preusmeritve za korensko
pot /tests vidimo v Programski kodi 4.15.
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Programska koda 4.15: Preverjanje overjenosti uporabnika.
1 app.use(’/tests’, ensureAuthenticated, require(’./routes/tests’));
2
3 function ensureAuthenticated(req, res, next) {
4 if (req.isAuthenticated()) {
5 return next();
6 } else {
7 res.redirect(’/’);
8 }
9 }
4.3.2 Prikaz seznama posameznikov
Sodelujoče posameznike smo trajno hranili v podatkovni bazi. O vsakem posame-
zniku smo imeli zabeležene določene osnovne podatke in njegove rezultate, dosežene
na medicinskih oziroma spretnostnih testih. Za preglednejši prikaz smo v aplikaciji
implementirali komponento React, ki je skrbela za prikazovanje seznama sodelujočih
posameznikov, shranjenih v podatkovni bazi. Za lažje upravljanje s seznamom smo
s pomočjo orodja NPM namestili paket react-bootstrap-table-next. Ta paket omogoča
bolj učinkovito in enostavno delo s tabelami ogrodja Bootstrap znotraj aplikacije Re-
act [23]. S pomočjo tega paketa smo v eni spremenljivki z notacijo JSON navedli vse
stolpce, ki naj jih vsebuje tabela. Za vsak stolpec smo lahko določili nastavitve, kot
so oznaka stolpca, način sortiranja podatkov v stolpcu, poravnavo teksta v stolpcu,
preverjanje veljavnosti podatkov itd. V Programski kodi 4.16 lahko vidimo enostaven
primer nastavitev za stolpec, ki skrbi za prikazovanje imen sodelujočih posameznikov.
Za stolpec smo določili lastnost dataField, ki definira, katero polje iz podatkovne baze
se mora prikazati v tem stolpcu. Zraven te lastnosti je obvezna še lastnost text, s ka-
tero določimo tekst, ki se bo prikazal v glavi stolpca tabele. S tem, ko smo omogočili
lastnost sort, ima uporabnik možnost s klikom na glavo stolpca sortirati podatke v
tabeli na podlagi stolpca, na katerega je kliknil. Zadnja lastnost, ki smo jo še določili,
pa je lastnost headerFormatter. Ta lastnost omogoča, da prilagajamo izgled stolpca s
pomočjo sintakse JSX. Prikaz seznama sodelujočih posameznikov v aplikaciji vidimo
na Sliki 4.1.
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Programska koda 4.16: Nastavitve stolpca za ime posameznika.
1 const columns = [
2 {
3 dataField: ’first’,
4 text: "Ime",
5 sort: true,
6 headerFormatter: () => { return ( <Translate id="first_name" /> ); }
7 }
8 ];
Slika 4.1: Seznam sodelujočih posameznikov.
Zraven običajnega prikaza seznama smo implementirali tudi možnost hitrega pregleda
posameznikov. Hiter pregled služi za lažjo medsebojno primerjavo med sodelujočimi
posamezniki. Omogoča, da se s klikom na puščici levo in desno (ki ju vidimo na Sliki
4.2) enostavno pomikamo med posamezniki v seznamu. Na tak način se lahko hitro
sprehodimo skozi seznam in posameznike pri tem upravljamo. Kar pomeni, da če se v
aplikaciji nahajamo na kateri koli drugi strani, kot je seznam sodelujočih posamezni-
kov, se lahko s klikom na puščici na vrhu aplikacije vedno pomikamo med njimi. Ob
35
kliku se tudi spremenijo vsi podatki testov za izbranega uporabnika. Glavna pred-
nost hitrega pomikanja med posamezniki je lažje primerjanje rezultatov, prikazanih
z grafi.
Slika 4.2: Hiter pregled.
4.3.3 Dodajanje novega posameznika
Dodajanje novih posameznikov v podatkovno bazo je omogočeno preko vmesnika
spletne aplikacije. Uporabnik doda novega posameznika s klikom na gumb ”Dodaj
posameznika“, ki se nahaja nad seznamom obstoječih posameznikov. Ob kliku na
gumb se odpre nova stran znotraj aplikacije, ki omogoča vnos določenih osnovnih
podatkov posameznika preko vnosnih polj. Za vnos podatkov preko vnosnih polj smo
ustvarili ločeno komponento React, ki je skrbela za preverjanje veljavnosti vnesenih
podatkov. Na tak način vsako vnosno polje predstavlja svojo komponento React.
V Programski kodi 4.17 lahko vidimo, katere lastnosti lahko nastavimo komponenti
za vnos podatkov. Lastnost labelText predstavlja ime oznake vnosnega polja, ki se
izpiše nad vnosnim poljem. Lastnost placeholder predstavlja tekst, ki se nahaja v
vnosnem polju, dokler ne začnemo pisati v njega, in predstavlja namig, kaj mora
biti v določenem vnosnem polju zapisano. Lastnost type definira tip vnosa, ki ga
pričakujemo (besedilo, celo število, decimalno število itd.). Lastnosti id in name
predstavljata unikatno oznako vnosnega polja, medtem ko lastnost value predstavlja
vsebino vnosnega polja. Lastnost oziroma metoda handleChange skrbi za pravilno
hranjenje vrednosti, ki se nahaja v vnosnem polju in se kliče ob vsaki spremembi
znotraj vnosnega polja. Celoten obrazec za vnos novega posameznika je sestavljen iz
več takih komponent React, ki smo jo opisali. Izgled komponente oziroma strani za
vnos novega posameznika z že vnesenimi podatki je prikazan na Sliki 4.3.
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Programska koda 4.17: Primer uporabe komponente za vnosno polje.
1 <InputItem
2 labelText={ <Translate id="first_name" /> }
3 placeholder={ this.props.translate("insert_first_name") }
4 type="text"
5 id="first"
6 name="first"
7 value={this.state.first}
8 handleChange={this.handleChange.bind(this)} />
Slika 4.3: Vnos posameznika.
4.3.4 Vnos podatkov testov
Vsak medicinski oziroma spretnostni test spada v določeno področje medicine. Zato
smo teste grupirali glede na področja medicine, kot so kineziologija, nutricionistika,
kardiologija in ortopedija. Vsi ostali testi, razen ortopedskega vprašalnika o zdravju
mišično-skeletnega sistema, so bili sestavljeni z uporabo vnosnih polj. Odgovore or-
topedskega vprašalnika smo zbrali s pomočjo uporabnikove izbire opcije pri vsakem
vprašanju. Za vnos rezultatov ostalih testov smo uporabili isto lastno komponento
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React, ki smo jo že uporabili pri dodajanju novega posameznika. S tem smo isto
komponento uporabili večkrat, kar je ideja koncepta knjižnice React. Ravno tako
smo z isto komponento oziroma isto kodo zagotovili preverjanje veljavnosti podatkov,
vnesenih v vnosna polja. Pri vsakem vnosu testa smo dodali še gumb, ki omogoča
sprotni prikaz grafa. S tem lahko uporabnik takoj vidi, kam se posameznik uvršča
glede na njegove vrstnike pri določenem testu oziroma meritvi. Pri vsakem testu hra-
nimo začasno vnesene podatke. Podatek je začasen tako dolgo, dokler ga uporabnik
ne potrdi s klikom na gumb ”Shrani“. To pomeni, da če tudi uporabnik zapusti stran z
delno vnesenim testom, mu bodo podatki ostali v vnosnem polju in jih ne bo izgubil.
Slika 4.4 prikazuje stran za vnos podatka mišične mase posameznika.
Slika 4.4: Vnos mišične mase izbranega uporabnika.
4.3.5 Prikaz rezultatov
Podatke oziroma rezultate si običajno lažje predstavljamo, če imamo vizualno pred-
stavitev. Zato smo v aplikaciji dodali predstavitev rezultatov v obliki grafov. Za vsak
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medicinski oziroma spretnostni test, ki je vseboval primerne podatke za vizualno
predstavitev, smo implementirali predstavitev z grafom. Za implementacijo grafov
smo uporabili knjižnico Recharts, ki smo jo namestili s pomočjo NPM. Glavi namen
knjižnice je, da nam v aplikacijah React pomaga enostavneje implementirati razne
oblike grafov. Uporabili smo vrsto grafa, ki se imenuje ComposedChart. To je graf,
ki je lahko sestavljen iz linijskega, ploščinskega in stolpičnega grafa [24]. Za smiselni
prikaz rezultatov smo v aplikaciji uporabili linijski in ploščinski graf. Z linijskim gra-
fom smo prikazali povprečne vrednosti za določeno starostno skupino pri določenem
medicinskem oziroma spretnostnem testu. S ploščinskim grafom pa smo prikazali
območje standardnega odklona. Prikaz rezultatov pri testih enonožne stoje in stiska
roke ter pri meritvah mišične mase in maščobnega tkiva je zelo podoben. Zato smo
ustvarili lastno komponento React, v kateri smo uporabili graf iz knjižnice Recharts in
zraven implementirali še lastno logiko. V Programski kodi 4.18 je prikazana uporaba
komponente. Kot lastnost komponente smo morali določiti širino, višino in skupino
podatkov, ki bodo prikazani na grafu. Pri tem smo morali še posebej določiti, kateri
podatki bodo prikazani na x-osi in kateri na y-osi. Obema osema smo morali določiti
še območje prikaza podatkov. Če že obstajajo podatki določenega posameznika za
določen test oziroma meritev, se bo ta vrednost na grafu prikazala v obliki rdeče pike.
Programska koda 4.18: Primer uporabe komponente za prikaz grafa.
1 <ComposedChartItem
2 width={400} height={200}
3 data={this.props.gripStrength.filter(row => row.hand == ’D’)}
4 xAxisLabel="age" xAxisDataKey="ageFrom" xAxisDomain={[18, 85]}
5 yAxisLabel="chart_avg_pinch_strengthD" yAxisDataKey="mean"
6 dotX={chronologicalAge} dotY={ (handShakeTestData) ?
handShakeTestData.gripStrengthD : null } />
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Slika 4.5: Prikaz rezultatov.
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5Iskanje modela
Cilj je bil pridobiti model, ki nam na podlagi treh testov (enonožna stoja, moč stiska
in moč prijema roke) oceni biološko starost posameznika. Koncept biološke starosti se
je uvedel kot boljši pokazatelj za merjenje staranja telesa. Uvedel se je, ker kronološka
starost ni najbolj zanesljiv pokazatelj staranja telesa, čeprav deloma opiše posamezni-
kovo starost. Ne glede na povezavo med kronološko in biološko starostjo lahko imajo
posamezniki iste kronološke starosti različna zdravstvena stanja. Biološka starost je
torej skrito stanje telesa, zaradi česar je težko razumeti, kateri dejavniki so ključni
pri določitvi biološke starosti [25].
5.1 Genetsko programiranje
Genetsko programiranje (GP) je posebna veja strojnega učenja, kjer populacijo sesta-
vljajo računalniški programi. Za začetnika genetskega programiranja velja John Koza,
ki je leta 1992 objavil knjigo “On the Programming of Computers by Means of Natural
Selection” [26]. GP je razširitev oziroma nadaljevanje ideje genetskih algoritmov, kjer
vsak posameznik v populaciji predstavlja računalniški program. Računalniški pro-
grami se skozi več generacij izpopolnjujejo s pomočjo selekcije, križanja in mutacije.
Računalniški programi so lahko zapisani v poljubnih programskih jezikih, kot so Java,
Lisp, C, C# itd. Prostor iskanja je prostor vseh množnih računalniških programov, ki
so sestavljeni iz funkcij in terminalnih simbolov določene domene problema. Za vsak
primerek računalniškega programa v populaciji se izmeri njegova uspešnost v določe-
nem prostoru problema in se imenuje fitness. GP skuša poiskati tistega posameznika,
ki ima najboljšo vrednost fitness [27].
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Obstaja veliko aplikacij, v katerih se GP uspešno uporablja kot orodje za samodejno
programiranje, orodje za strojno učenje ali orodje za samodejno reševanje problemov.
Na podlagi dolgoletnih izkušenj številnih raziskovalcev se je izkazalo, da so metode
GP-ja in ostale metode evolucijskega računanja še posebej uspešne na področjih, ki
imajo samo nekaj ali pa vse od naslednjih lastnosti:
– Medsebojna razmerja med relevantnimi spremenljivkami niso znana ali pa so
slabo razumljiva (ali pa obstaja sum, da je trenutno razumevanje morda na-
pačno).
– Iskanje velikosti in oblike končne rešitve je glavni del problema.
– Znatne količine testnih podatkov so na voljo v računalniško berljivi obliki.
– Obstajajo dobri simulatorji za testiranje zmogljivosti začasnih rešitev problema,
vendar slabe metode za neposredno pridobivanje dobrih rešitev.
– Konvencionalne matematične analize ne zagotavljajo ali ne morejo zagotoviti
analitičnih rešitev.
– Približna rešitev je sprejemljiva (ali je edini rezultat, ki je verjetno vedno dose-
žen).
– Majhne izboljšave v delovanju se redno merijo (ali so zlahka izmerljive) in so
zelo cenjene. [28]
5.1.1 Simbolična regresija
Simbolična regresija oziroma iskanje funkcije v simbolični obliki vključuje matema-
tične izraze, ki zagotavljajo model, ki ustreza določenemu vzorcu podatkov. Razlika
med simbolično regresijo in ostalimi regresijami (linearna, kvadratična in polinom-
ska), ki jih poznamo, je ta, da simbolična regresija zraven numeričnih koeficientov
poišče tudi funkcijo. Matematični izraz, ki ga iščemo pri iskanju funkcije v simbo-
lični obliki, si lahko predstavljamo kot računalniški program, ki na vhodu prejme
neodvisne spremenljivke in kot rezultat vrne odvisne spremenljivke [26].
Vsak matematični izraz lahko predstavimo v obliki sintaktičnega drevesa. Poglejmo
si primer sintaktičnega drevesa za kvadratno funkcijo x2+10x+39, ki je prikazan na
Sliki 5.1.
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Slika 5.1: Primer sintaktičnega drevesa za izraz x2 + 10x+ 39.
Pri tem ne smemo pozabiti, da obstaja neskončno število različnih sintaktičnih dreves,
s katerimi lahko predstavimo semantično enak izraz. Na primer izraza x∗(x+10)+39
in (x+ 5)2 + 14 predstavljata semantično enak izraz. Čeprav sta sintaktični drevesi,
ki ju vidimo na Sliki 5.2 med seboj različni.
Slika 5.2: Primer semantično enakih dreves.
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Eden izmed najbolj generičnih problemov v praksi je rekonstrukcija originalne funk-
cije, katera ima informacijo o vrednostih le v specifičnih točkah. Za reševanje tega
problema lahko uporabimo genetsko programiranje. Z vidika genetskega programira-
nja lahko vsako sintaktično drevo obravnavamo kot kromosom. Kromosom je entiteta,
ki jo lahko mutiramo ali pa spremenimo tako, da jo križamo z drugimi kromosomi.
Določiti je potrebno tudi funkcijo fitness. To je funkcija, ki izračuna, kako dobro po-
samezen izraz, ki ga dobimo s pomočjo sintaktičnega drevesa, opiše obstoječe podatke
(na primer z uporabo povprečne kvadrirane napake).
Križanje je najpomembnejši operator pri genetskem programiranju. Za križanje
izberemo dve sintaktični drevesi in naključno izberemo dve mesti križanja. Na mestih
križanja se poddrevesi v obeh sintaktičnih drevesih zamenja. Razlago operatorja
križanja nad sintaktičnimi drevesi lahko vidimo na Sliki 5.3 in na Sliki 5.4.
Slika 5.3: Drevesi pred operacijo križanja.
44
Slika 5.4: Drevesi po operaciji križanja.
Mutacija je operator pri genetskem programiranju, ki naključno spremeni del sintak-
tičnega drevesa. Znotraj sintaktičnega drevesa lahko spremeni samo poljubno vozlišče
tako, da vozlišče zamenja z drugo vrednostjo, vrednost vozlišč zamenja med sabo ali
vozlišče odstrani. Spremeni oziroma odstrani lahko tudi celotno poddrevo znotraj
sintaktičnega drevesa. Primer operatorja mutacije vidimo na Sliki 5.5 in na Sliki
5.6. [27] [29]
+
+^
x 8x 2
Slika 5.5: Drevo pred operacijo mutacije.
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Slika 5.6: Drevo po operaciji mutacije.
5.2 Odprtokodno ogrodje za genetsko programiranje
Iskanje modela, ki nam na podlagi treh testov oceni biološko starost posameznika, smo
predstavili kot primer uporabe genetskega programiranja. V ta namen smo uporabili
odprtokodno ogrodje, osnovano na genetskem programiranju, ki služi za reševanje
simbolične regresije. Ogrodje poizkuša na podlagi ciljnih vrednosti rekonstruirati
originalno funkcijo za izračun biološke starosti. Za zagon ogrodja je potrebno podati
učno množico (angl. training set), definirati spremenljivke in osnovne funkcije, ki
se lahko uporabijo pri rekonstrukciji funkcije. Definirati moramo še število iteracij
oziroma generacij, skozi katere bomo iskali ciljno funkcijo. Ogrodje oziroma iskanje
funkcije v simbolični obliki lahko zaženemo, ko smo podali vse navedene podatke.
5.3 Rezultati
Kot smo že omenili, je bil naš cilj poiskati funkcijo, s katero bi lahko na podlagi
časa stoje na eni nogi (to je čas, preden oseba stopi z drugo nogo na tla), moči
stiska roke in moči prijema določili biološko starost posameznika. Primer rešitve
pri iskanju modela prikazuje Tabela 5.1. Vsi primeri, podani v Tabeli 5.1, so bili
uporabljeni kot vhod oziroma učna množica pri uporabi odprtokodnega ogrodja za
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genetsko programiranje. Vsak primer je tudi ovrednoten tako, da je v zadnjem stolpcu
zapisana dejanska biološka starost posameznika.
Tabela 5.1: Primer rešitve in kako se ovrednoti.
Zap. št. a KSb Enonožna stojac Moč stiskad Moč prijemae BSf
1. 20 43 56 10 20
2. 30 38 58 11 30
3. 40 35 48 9 40
4. 50 34 44 8 50
5. 60 25 39 7,5 60
6. 70 15 35 7 70
7. 80 8 26 4 80
8. 90 5 19 3 90
9. 20 32 39 7 58
10. 30 16 35 7 70
11. 40 43 58 12 18
12. 50 38 58 11 30
13. 60 34 44 8 50
14. 70 43 50 10 20
15. 80 10 26 7 78
16. 90 8 24 5 80
a Zaporedna številka primera.
b Kronološka starost, označena s spremenljivko x (v letih).
c Test, označen s spremenljivko y (v sekundah).
d Test, označen s spremenljivko z (v kg).
e Test, označen s spremenljivko g (v kg).
f Biološka starost, ki je naša ciljna vrednost (v letih).
Vhod v genetsko programiranje so torej kronološka starost, čas stoje na eni nogi (v
sekundah), moč stiska roke in moč prijema roke. Kot izhod pa pričakujemo biološko
starost oziroma funkcijo, s katero lahko izračunamo biološko starost. Primer enega
vhoda, podanega v učno množico v ogrodju, lahko vidimo v Programski kodi 5.1. Če
smo želeli, da je rekonstrukcija funkcije čim bolj uspešna, smo morali zraven vhodnih
podatkov navesti še elemente prostora rešitev. To so funkcije seštevanje, odštevanje
in množenje. Kot terminale pa smo navedli spremenljivke x, y, z, g in konstante.
Definirane spremenljivke in osnovne funkcije lahko vidimo v Programski kodi 5.2.
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Programska koda 5.1: Primer vhoda v učno množico.
1 TabulatedFunctionFitness fitness =
2 new TabulatedFunctionFitness(
3 new Target().when("x", 20).when("y", 43).when("z", 56).when("g",
10).targetIs(20));
Programska koda 5.2: Definirane spremenljivke in osnovne funkcije.
1 SymbolicRegressionEngine engine =
2 new SymbolicRegressionEngine(
3 fitness,
4 // definirane spremenljivke
5 list("x", "y", "z", "g"),
6 // definirane osnovne funkcije
7 list(Functions.ADD, Functions.SUB, Functions.MUL,
Functions.VARIABLE, Functions.CONSTANT));
Ciljno funkcijo smo z ogrodjem iskali skozi 2000 generacij. V zadnji generaciji nam je
ogrodje vrnilo funkcijo za izračun biološke starosti, ki jo lahko vidimo v Enačbi 5.1.
BS =k1 − z − g + (y − (z ∗ k2)) ∗ (−k3 ∗ (y + k4))
∗(k5 − ((−k6 − x) ∗ k7 + k8 − y)) (5.1)
.
Kjer so k1, k2, k3, k4, k5, k6, k7, k8 konstante in predstavljajo naslednje vrednosti:
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k1 = 111, 07425473161291,
k2 = 0, 4465623464575752,
k3 = 0, 0011703354323633341,
k4 = 5, 764384837983939,
k5 = 27, 84121457800276,
k6 = 13, 20255551503779,
k7 = 0, 03443766393969616 in
k8 = 48, 01717069419005.
.
Dobljeno ciljno funkcijo smo prikazali še s sintaktičnim drevesom, ki ga lahko vidimo
na Sliki 5.7.
*
* -
*+
-
- g
-
*y
zk1 z k2
+-k3
y k4
*k5
- +
-k6 x -k7
yk8
Slika 5.7: Sintaktično drevo ciljne funkcije.
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Ciljno funkcijo smo zapisali v okrajšani oziroma poenostavljeni obliki. Okrajšana
oblika predpostavlja, da so spremenljivke x, y, z in g pozitivne. Temu pogoju smo
zadostili, saj so vse vrednosti, izmerjene pri vseh medicinskih testih, kakor tudi kro-
nološka starost, vedno pozitivne. Okrajšano obliko enačbe prikazuje Enačba 5.2.
BS =−g − 0.0000403036 ∗ (x+ 821.655) ∗ (y + 5.76438) ∗ (y − 0.446562 ∗ z)
−z + 111.07425473161291 (5.2)
.
Biološko starost za vsakega posameznika smo izračunali po Enačbi 5.2 in jo primerjali
s pričakovano iz Tabele 5.1. Dejanske in izračunane vrednosti smo prikazali s pomočjo
grafa, ki ga vidimo na Sliki 5.8. Za dejanski izračun oziroma približno definicijo
enačbe za izračun biološke starosti bi potrebovali vsaj nekaj tisoč resničnih vnosov
več posameznikov. Za izboljšanje enačbe bi bilo potrebnih še več zagonov ogrodja z
različnimi velikostmi populacije.
Slika 5.8: Primerjava dejanske in izračunane biološke starosti.
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6Sklep
Glavni namen magistrskega dela je bil oceniti in prikazati zdravstveno stanje posa-
meznika. V ta namen smo se odločili za izdelavo spletne aplikacije. Pred pričetkom
samega razvoja smo poiskali in pregledali več znanstvenih člankov, ki obsegajo znanje
s področja medicine. Pri odločanju, katere medicinske oziroma spretnostne teste in
telesne meritve uporabiti v aplikaciji, smo se omejili na tiste, ki ne potrebujejo veliko
(drage) opreme za izvedbo. Druga omejitev je bila ta, da pri izvedbi in meritvah
nismo potrebovali strokovnjakov s tega področja. Tako smo se omejili na preproste
teste, kot so stoja na eni nogi, prijem roke in pincetni prijem. Telesne meritve, ki
smo jih podprli v naši aplikaciji, pa so kalkulator kardiovaskularnega tveganja, me-
ritev mišične mase in maščobnega tkiva. S področja ortopedije smo implementirali
vprašalnik o zdravju mišično-skeletnega sistema. Podatke določenih starostnih sku-
pin za določene teste oziroma meritve, pridobljene iz znanstvenih člankov, hranimo v
podatkovni bazi. Rezultate pri testih in telesnih meritvah vsakega posameznika smo
ravno tako shranili v podatkovno bazo in zraven tega v vmesniku aplikacije omogočili
še vizualno primerjavo s svojo in drugimi starostnimi skupinami. Tako je posame-
znik izvedel, na katerih področjih oziroma katere sposobnosti še mora izboljšati in
v katerih se nahaja v povprečju ali pa je nadpovprečen oziroma podpovprečen. V
primerjavi posameznika z ostalimi smo v aplikaciji omejeni na podatke, ki smo jih
pridobili iz znanstvenih člankov. Posameznik skozi aplikacijo deloma spozna, kakšno
je njegovo zdravstveno stanje, vendar za medicinske namene bo še vedno potrebno
mnenje strokovnjaka iz stroke.
V prihodnosti bi želeli razviti bolj natančen model, ki bi znal na podlagi osnovnih
podatkov o posamezniku in na osnovi znanja o njegovem zdravstvenem stanju, ki
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smo ga pridobili skozi aplikacijo, izračunati oziroma približno oceniti biološko starost
posameznika. Za ta namen bi uporabili znanje iz področja genetskega programiranja
in zraven tega bi potrebovali veliko resničnih podatkov za čim bolj natančno oceno
biološke starosti. Tako bi posameznik izvedel svojo biološko starost, ki je za njegovo
zdravstveno stanje veliko bolj pomembna kot pa kronološka starost.
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