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Tato práce se zaobírá syntaktickou analýzou s použitím hlubokých zásobníkových automatů.
Po teoretické stránce jsou definováný hluboké zásobníkové automaty, veškeré potřebné teo-
retické pojmy a následně je rozebrána implementace těchto hlubokých zásobníkových auto-
matů zasazených do výukového programu pro studenty.
Abstract
This thesis is concerning with syntax analysis based on deep pushdown automata. In theo-
retical part are defined themselves deep pushdown automata, all the necessary theoretical
concepts and then is discussed the implementation of these deep pushdown automata em-
bedded in the educational program for students.
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Tato práce je věnována syntaktické analýze s použitím hlubokých zásobníkových automatů,
které zavedl profesor Meduna v článku Deep pushdown automata [3]. Tyto speciální zásobní-
kové automaty jsou oproti klasickým automatům silnější a jsou schopny generovat, na rozdíl
od klasických, i některé kontextové jazyky.
V kapitole 2 jsou definovány základní pojmy potřebné pro další definice a základní uve-
dení do problematiky.
Ve 3. kapitole jsou definovány jazyky a stručně popsány. Také zde nalezneme Chomského
hierarchii s jejím popisem a rozdělením jednotlivých gramatik.
Popis gramatik a následně i definici bezkontextové gramatiky nalezneme v 4. kapitole.
Kapitola 5 definuje jednotlivé automaty a operace nad nimi. Do této kapitoly spadají
jak automaty konečné, tak i automaty zásobníkové.
Následující kapitola 6 je zaměřena na hluboké zásobníkové automaty, jejich definici a
vlastnosti a příklady.
Kapitola 7 se věnuje syntaktické analýze, její úloze v překladači a také vstupy a výstupy.
Dále je zde uvedena definice syntaktické analýzy a dvě různé provedení této analýzy.
Předposlední kapitola 8 obsahuje informace o implementaci samotného výukového pro-
gramu, hlubokých zásobníkových automatů a také použití tohoto programu.
V poslední kapitole 9 jsou shrnuty získané závěry a porovnány výhody a nevýhody hlu-




Definice 2.1 až 2.6 jsou převzaty z [4] a [2].
2.1 Abecedy a symboly
Abeceda je konečná, neprázdná množina elementů, které nazýváme symboly.
2.2 Řetězec
Nechť Σ je abeceda.
1. ε je řetězec nad abecedou Σ.
2. Pokud x je řetězec nad Σ a a ∈ Σ, potom xa je řetězec nad abecedou Σ.
2.3 Délka řetězce
Nechť x je řetězec nad abecedou Σ. Délka řetězce x, |x|, je definována jako:
1. Pokud x = ε, pak |x| = 0.
2. Pokud x = a1 . . . an, pak |x| = n
pro n ≥ 1 a ai ∈ Σ pro všechna i = 1, . . . , n.
2.4 Konkatenace řetězců
Nechť x a y jsou dva řetězce nad abecedou Σ. Konkatenace x a y je řetězec xy.
2.5 Podřetězec
Nechť x a y jsou dva řetězce nad abecedou Σ. x je podřetězec y, pokud existují řetězce z,z’
nad abecedou Σ, přičemž platí zxz’=y.
2.6 Card(Q)
card(Q), neboli kardinalita udává počet prvků dané množiny.
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2.7 alph(w)
alph(w) udává množinu všech symbolu, které se vyskytují v daném řetězci w.
2.8 occur(x,y)
occur(x, y) udává počet výskytů symbolů z množiny y v řetězci x.
2.9 Terminální symboly
Jedná se o elementární symboly jazyka (viz kapitola 3), které již nelze nahradit na základě
jakéhokoliv pravidla.
2.10 Neterminální symboly
Neterminální symboly jsou takové symboly, které lze dále nahrazovat. Ať už jednotlivými





Jedná se o podmnožinu množiny všech možných řetězců nad danou abecedou.
Jazyky mohou být popsány dvěma různými způsoby. Automatem (viz kapitola 5), nebo
gramatikou (viz kapitola 4). Zatímco automaty slouží pro zjištění, zda daný řetězec na
základě daných pravidel patří do jazyka, který je tímto automatem popsán, tak gramatiky
na základě daných pravidel generují řetězce tohoto jazyka.
3.1 Definice
Nechť Σ∗ značí množinu všech řetězců nad Σ, včetně přázdného řetězce. Každá podmnožina
L ⊆ Σ je jazyk nad Σ.
3.2 Chomského hierarchie
Jedná se o hierarchii tříd formálních gramatik, zavedenou Noamem Chomskym roku 1956.





Přičemž platí, že všechny gramatiky nacházející hierarchicky níž jsou podmnožinami dané
gramatiky, jak lze vidět na obrázku 3.1.
Obrázek 3.1: Hierarchie gramatik
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3.3 Regulární jazyky
Každý takovýto jazyk lze vždy popsat regulárním výrazem a je vytvořen za základních
symbolů abecedy. Při vytváření regulárního jazyka se využívá pouze základních operací
sjednocení, zřetězení a iterace a takový to jazyk je rozpoznatelný konečným automatem.
3.3.1 Definice
Nechť L je jazyk. L je regulární jazyk právě tehdy, pokud existuje regulární výraz, který
tento jazyk značí.
3.4 Bezkontextové jazyky
Jedná se o formální jazyky akceptovatelné zásobníkovým automatem a mohou být genero-
vány bezkontextovými gramatikami. Pro každý regulární jazyk platí, že je zároveň i bezkon-
textový, avšak každý bezkontextový jazyk není jazykem regulárním.
3.4.1 Definice
Nechť L je jazyk. L je bezkontextový jazyk právě tehdy, pokud existuje bezkontextová gra-




Jedná se o model, který je schopný popsat různé jazyky. Gramatika je tvořena množinou
gramatických pravidel, na základě kterých dochází k vytvoření určitého řetězce daného
jazyka.
4.1 Bezkontextové gramatiky
Pomocí těchto gramatik bývají definovány syntaxe programovacích jazyků a jsou spjaty
se zásobníkovými automaty a jejich rozšířeními. Dále umožňují generovat bezkontextové
jazyky.
4.1.1 Definice
Bezkontextová gramatika G je čtveřice G = (N,T, P, S), kde
• N je abeceda neterminálů
• T je abeceda terminálů, přičemž platí N ∩ T = ∅
• P je konečná množina pravidel tvaru: A→ x, kde A ∈ N, x ∈ (N ∪ T )∗
• S ∈ N je počáteční neterminál
4.2 Stavové gramatiky
Stavové gramatiky jsou silnější, než vyše zmíněné, bezkontextové. Oproti bezkontextovým
gramatikám obsahují navíc stavy, kdy je možnost, že ne vždy lze najít pravidlo přepisující
nejlevější neterminální symbol, avšak může dojít k přepsání neterminálního symbolu nachá-
zejícího se hlouběji ve větné formě. Při definích jsem vycházel ze dvou článků a to z [3] a
[1].
4.2.1 Definice
Stavová gramatika G je pěticě G = (V,W, T, P, S), kde
• V je úplná abeceda
• W je konečná množina stavů
9
• T ⊆ V je abeceda terminálů, přičemž platí N ∩ T = ∅
• S ∈ (V − T ) je počáteční symbol
• P ⊆ (W × (V −T ))× (W ×V +) je konečná relace. Místo zapisování pravidel ve tvaru
(q, A, p, v) ∈ P je zapisujeme (q, A)→ (p, v) ∈ P .
Pro každý řetězec z ∈ V ∗ ustanovme Gstates(z) = q|(q,B)→ (p, v) ∈ P , kde B ∈ (V −
T ) ∩ alph(z), v ∈ V +, q, p ∈W . Za předpokladu, že existuje pravidlo (q, A)→ (p, v) ∈ P a
máme řetězce x, y ∈ V ∗, množinu Gstatex(x) ∩ q = , pak gramatika G udělá derivační krok
z (q, xAy) do (p, xvy), symbolicky zapsáno jako (q, xAy)⇒ (p, xvy)[(q, A)→ (p, v)].
V případě, že přidáme kladné, celé číslo n splňující occur(xA, V − T ) ≤ n, říkáme, že
(q, xAy)⇒ (p, xvy)[(q, A)→ (p, v)] je n-omezené, symbolicky zapsáno (q, xAy)n ⇒ (p, xvy)
[(q, A)→ (p, v)].
V případě, že nehrozí záměny, zjednodušeně zapíšeme (q, xAy) ⇒ (p, xvy)[(q, A) ⇒
(p, v)] a (q, xAy)n ⇒ (p, xvy)[(q, A)→ (p, v)] na (q, xAy)⇒ (p, xvy) a (q, xAy)n ⇒ (p, xvy).
Také lze rozšířit derivační krok ⇒ na ⇒m, kde m ≥ 0. Po té na základě ⇒m můžeme
definovat ⇒+, značící provedení alespoň jednoho derivačního kroku a ⇒∗, značící možnost
neprovedení ani jednoho derivačního kroku.
Nechť n ∈ I a v,$ ∈ (W × V +). K vyjádření, že každý derivační krok ⇒m, ⇒+ a ⇒m
je n-omezený, zapisujeme n ⇒m, n ⇒+, n ⇒∗. Pomocí string(vn ⇒∗ $) značíme množinu
všech řetězců vyskytujících se v derivaci vn ⇒∗ $.
Jazyk L(G) je definován jako L(G) = w ∈ T ∗|(q, S)⇒∗ (p, w), q, p ∈W . Mimoto de-
finujeme pro každé n ≥ 1, L(G,n) = w ∈ T ∗|(q, S)n ⇒∗ (p, w), q, p ∈W . Derivace tvaru
(q, S)n ⇒∗ (p, w), kde q, p ∈ W a w ∈ T ∗, reprezentuje úspěšné n-omezené generování




Zde si definujeme a popíšeme dva automaty, na nichž jsou postaveny hluboké zásobníkové
automaty (viz kapitola 6). Tyto automaty slouží zejména k rozhodování o tom, zda daný
řetězec patří, či nepatří do daného jazyka. Definice jednotlivých automatů byly přebrány
z [6].
5.1 Konečné automaty
Prvním automatem je konečný automat. Jedná se o teoretický výpočetní model používáný
nejen pro studium formálních jazyků. Popisuje jednoduchý počítač, který se může nacházet
v jednom stavu z jeho množiny stavů. Přechody mezi těmito stavy jsou prováděny na základě
symbolů, načtených se vstupní pásky. Rozhodování probíhá na základě aktuálního stavu
a aktuálně načteného vstupního symbolu.
Tento automat je schopen rozeznávat pouze regulární jazyky.
5.1.1 Definice
Konečný automat je pětice M = (Q,Σ, R, s, F ), kde
• Q je konečná množina stavů
• Σ je vstupní abeceda
• R je konečná množina pravidel tvaru: pa→ q, kde p, q ∈ Q, a ∈ Σ ∪ {ε}
• s ∈ Q je počáteční stav
• F ⊆ Q je množina koncových stavů
5.1.2 Konfigurace
Nechť M = (Q,Σ, R, s, F ) je konečný automat.
Konfigurace konečného automatu M je řetězec χ ∈ QΣ∗.
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Obrázek 5.1: Konfigurace konečného automatu 1
5.2 Zásobníkové automaty
Druhým automatem je zásobníkový automat, který je rozšířením konečného automatu.
Jedná se o teoretický výpočetní model používáný nejen pro studium formálních jazyků.
Popisuje jednoduchý počítač, který již na rozdíl od konečného automatu využívá jednodu-
chou pamět - zásobník.
Oproti konečným automatům, které pracují pouze s aktuálním stavem a aktuálně na-
čteným symbolem, zásobníkové automaty pracují navíc ještě se symbolem umístěným na
vrcholu tohoto zásobníku. Díky tomuto rozšíření jsou tyto automaty již schopny rozpozná-
vat i bezkontextové jazyky.
S tímto zásobníkem mohou být prováděny dvě operace - vyjmutí a expanze. Vyjmutí
je možno provést právě tehdy, když je na vrcholu zásobníku stejný symbol jako symbol
aktuálně načtený ze vstupní pásky. Při tomto kroku dojde k odebrání symbolu na vrcholu
zásobníku a zároveň dojde k posunu čtecí hlavy na vstupní pásce. Při expanzi dojde k na-
hrazení nevstupního symbolu na vrcholu zásobníku daným řetězcem symbolů.
5.2.1 Definice
Zásobníkový automat je sedmice M = (Q,Σ,Γ, R, s, S, F ), kde
• Q je konečná množina stavů
• Σ je vstupní abeceda
• Γ je zásobníková abeceda
• R je konečná množina pravidel tvaru: Apa→ wq, kde A ∈ Γ, p, q ∈ Q, a ∈ Σ∪{ε}, w ∈
Γ∗
• s ∈ Q je počáteční stav
• S ∈ Γ je počáteční symbol na zásobníku
1Meduna, A., Lukáš, R.:Formální jazyky a překladače, Kapitola III. Modely pro regulární jazyky, Brno,
FIT VUT v Brně.
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• F ⊆ Q je množina koncových stavů
5.2.2 Konfigurace
Nechť M = (Q,Σ,Γ, R, s, S, F ) je zásobníkový automat.
Konfigurace zásobníkového automatu M je řetězec χ ∈ Γ∗QΣ∗.
Obrázek 5.2: Konfigurace zásobníkového automatu 2
5.2.3 Příklad
Uvažujme M = (Q,Σ,Γ, R, s, S, F ), kde:
• Q = {s,m, n, f}
• Σ = {a, b}
• Γ = {a, S}
• R = {Ssa→ Sap, apa→ aap, apb→ q, aqb→ q, Sq → f}
• F = {f}
Při vstupním řetězci aabb bude automat M postupovat takto:
(s, aabb, S) ⇒ (p, abb, Sa) [Ssa→ Sap]
(p, abb, Sa) ⇒ (p, bb, Saa) [apa→ aap]
(p, bb, Saa) ⇒ (q, b, Sa) [apb→ q]
(q, b, Sa) ⇒ (q, , S) [aqb→ q]
(q, , S) ⇒ (f, , ) [Sq → f ]
2Meduna, A., Lukáš, R.:Formální jazyky a překladače, Kapitola VI. Modely pro bezkontextové jazyky,




Jak již bylo zmíněno, hluboký zásobníkový automat je rozšířením klasického zásobníkového
automatu a stejně jako klasický, využívá zásobník. I operace, které může hluboký zásobní-
kový automat provádět nad zásobníkem, jsou totožné – expanze a vyjmutí.
Hlavním rozdílem a výhodou oproti klasickým zásobníkovým automatům je možnost
pracovat nejen se symboly, které se nachází na vrcholu zásobníku, ale i se symboly nachá-
zejícími se hlouběji v zásobníku, kdy maximální hloubka zanoření je vždy omezena typem
automatu. Toto odstranění omezení práce pouze se symbolem na vrcholu zásobníku má za
následek větší generativní sílu a dokonce i možnost generování některých kontextových ja-
zyků.
Jak již bylo řečeno v úvodu tohoto dokumentu, hlubké zásobníkové automaty zavedl
profesor Meduna v článku Deep pushdown automata [3], odkud taktéž pocházejí definice
uvedené v této kapitole.
6.1 Definice
Hluboký zásobníkový automat je sedmice nM = (Q,Σ,Γ, R, s, S, F ), kde
• n ∈ I je maximální hloubka, v niž může dojít k nahrazení,
• Q je konečná množina stavů
• Σ je vstupní abeceda
• Γ je zásobníková abeceda
• R je konečná množina pravidel tvaru:mqA→ pv, kde A ∈ Γ, p, q ∈ Q, a ∈ Σ∪{ε}, w ∈
Γ∗
• s ∈ Q je počáteční stav
• S ∈ Γ je počáteční symbol na zásobníku
• F ⊆ Q je množina koncových stavů
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6.2 Konfigurace
Konfigurace hlubokého zásobníkového automatu je trojice údajů potřebných pro uložení
aktualního stavu automatu. Těmito údaji jsou aktuální stav, nezpracovaná část vstupního
řetězce a stav zásobníku.
6.2.1 Definice
Konfigurace hlubokého zásobníkového automatu nM je trojice Q× Σ∗ × (Γ− {#})∗{#}.
6.3 Determinismus
Determinismus je vlastnost algoritmu, v našem případě automatu, kdy vždy za stejných
výchozích (vstupních) podmínek získáme stejný výstup. Z čehož plyne, že tím je automat
předvídatelný.
Až do teď jsme brali v potaz pouze nedeterministickou verzi hlubokého zásobnikového
automatu, avšak v tomto případě exitují 2 typy determinismu.
6.3.1 Striktní determinismus
V tomto případě platí, že hluboký zásobníkový automat může pro každý stav použít maxi-
málně jedno pravidlo ve všech možných hloubkách.
nM = (Q,Σ,Γ, R, s, S, F ) je striktně deterministický právě tehdy, když platí mqA → pv ∈
R, card({mqA→ ow|mqA→ ow ∈ R, o ∈ Q,w ∈ Γ+} − {mqA→ pv}) = 0.
6.3.2 Determinismus s ohledem na hloubku
Determinismus s ohledem na hloubku je slabší formou determinismu oproti striktnímu de-
terminismu. Opět lze použít pro každý stav pouze jedno pravidlo, avšak s tím rozdílem, že
v tomto případě pro každou možnou hloubku.
Pro každé q ∈ Q, card({m|mqA→ pv ∈ R,A ∈ Γ, p ∈ Q, v ∈ Γ+}) ≤ 1
6.4 Příklad
Uvažujeme hluboký zásobníkový automat 3M = ({s,m, n, o, f}, {a, b, c, d}, {S,A,B,C,D,#},
R, s, S, {f}), který má v R následující pravidla:
• 1sS → mABCD
• 3mC → nc
• 3nD → odd
• 1oA → paa
• 1pB → fbb
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Při vstupním řetězci aabbcdd bude automat M postupovat takto:
(s, aabbcdd, S#) e ⇒ (m, aabbcdd,ABCD#) [1sS → mABCD]
(m, aabbcdd,ABCD#) e ⇒ (n, aabbcdd,ABcD#) [3mC → nc]
(n, aabbcdd,ABcD#) e ⇒ (o, aabbcdd,ABcdd#) [3nD → odd]
(o, aabbcdd,ABcdd#) e ⇒ (p, aabbcdd, aaBcdd#) [1oA→ paa]
(p, aabbcdd, aaBcdd#) v ⇒ (p, abbcdd, aBcdd#)
(p, abbcdd, aBcdd#) v ⇒ (p, bbcdd,Bcdd#)
(p, bbcdd,Bcdd#) e ⇒ (f, bbcdd, bbcdd#) [1pB → fbb]
(f, bbcdd, bbcdd#) v ⇒ (f, bcdd, bcdd#)
(f, bcdd, bcdd#) v ⇒ (f, cdd, cdd#)
(f, cdd, cdd#) v ⇒ (dd, dd#)
(f, dd, dd#) v ⇒ (f, d, d#)





Syntaktická analýza je prováděna syntaktickým analyzátorem, který často bývá hlavní částí
překladače, a po lexikální analýze je druhou fázi překladu. Tento analyzátor je úzce spjat
s již zmíněnou lexikální analýzou, která syntaktickému analyzátoru předáva jednotlivé zís-
kané tokeny a následně se právě syntaktický analyzátor snaží rozhodnout, zda jsou tokeny
zadány ve správném pořadí a tudíž patří do daného jazyka.
Výstupem této nejdůležitější fáze je derivační strom, který je vytvořen na základě gra-
matických pravidel.
Tento strom lze chápat jako acyklický graf, který reprezentuje danou syntaktickou struk-
turu vstupní posloupnosti tokenů. Jeho listy jsou ohodnoceny terminálními symboly a
všechny ostatní uzly jsou ohodnoceny symboly neterminálními.
Syntaktická analýza může být provedena dvěmi metodami, které jsou rozlišeny na zá-
kladě směru tvorby derivačního stromu. První metoda je shora dolů a druhá je zdola nahoru.
Ač se tyto dvě metody liší ve směru tvorby derivačního stromu, tak vstupní posloupnost
tokenů načítají stejným způsobem, zleva dopravu.
7.1 Postup shora dolů
Při tomto postupu začínáme startovacím symbolem – počátečním neterminálem gramatiky,
který je umístněn v kořeni derivačního stromu. Následně strom tvoříme směrem dolů, k lis-
tům, zleva doprava podle levé derivace.
Tento postup bývá využit u metod "pokusu a omylu", rekurzivního postupu, popřípadně
také u LL analýzy.
7.1.1 Definice
Mějme gramatiku G = (N,T, P, S), ([4]), která má n pravidel, číslovaných 1,. . . ,n a mějmě
řetězec w ∈ L(G). Syntaktická analýza metodou shora dolů je proces, jehož cílem je nalezení
posloupnosti čísel pravidel použitých při levé derivaci věty w.
7.2 Postup zdola nahoru
Při tomto postupu nezačínáme startovacím symbolem, jak tomu bylo u předchozího postupu,
ale začínáme "odspoda"– od terminálních symbolů. Z toho plyne, že strom je vytvářen
v opačném pořadí, než tomu bylo u postupu shora dolů, a cílem tohoto postupu je dostat
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se až ke kořeni počátečního neterminálu. Také je tento strom tvořen zprava doleva podle
pravé derivace.
7.2.1 Definice
Mějme gramatiku G = (N,T, P, S), ([4]), která má n pravidel, číslovaných 1,. . . ,n, a mějmě
řetězec w ∈ L(G). Syntaktická analýza metodou zdola nahoru je proces redukce vstupní věty
w na startovací symbol gramatiky. Tento proces slouží k nalezení obracené posloupnosti čísel
pravidel použitých při pravé derivaci.
7.3 Hluboký zásobníkový převodník
Rozšířením hlubokého zásobníkového automatu o Σ0, což je výstupní abeceda, lze dosáhnout
hlubokého zásobníkového převodníku, jehož definice je převzata z Syntaxí řízený překlad
založený na hlubokých zásobníkových automatech [6].
7.3.1 Definice
Hluboký zásobníkový převodník je osmice nM = (Q,Σ,Γ,Σ0, δ, q0, S, F ), kde
• n ∈ I je maximální hloubka, v niž může dojít k nahrazení,
• Q je konečná množina stavů,
• Σ je vstupní abeceda,
• Γ je zásobníková abeceda, Σ,Σ0 ⊂ Γ,# ∈ Γ−Σ−Σ0,# je speciální pomocný symbol,
zastupující dno zásobníku,
• Σ0 je výstupní abeceda,
• δ je zobrazení z I × Q × (Σ ∪ {ε}) × Γ do množiny konečných podmnožin množiny
Q× Γ× Σ+0 ,
• q0 je počáteční stav,
• S ∈ Γ je počáteční zásobníkový symbol,
• F ⊆ Q je konečná množina koncových stavů,
7.4 Syntaxí řízené překladové schéma
7.4.1 Definice
Syntaxí řízené překladové schéma je pětice T = (N,Σ,∆, R, S),[6], kde
• N je konečná množina neterminálních symbolů,
• Σ je konečná vstupní abeceda,
• ∆ je konečná výstupní abeceda,
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• R je konečná množina pravidel tvaru A → a, β, kde a ∈ (N ∪ Σ)∗, β ∈ (N ∪ ∆)∗ a
neterminály v β tvoří permutaci neterminálů z a. Řetězec a se nazývá vstupní část
pravidla, řetězec β pak výstupní část pravidla,




Jak již bylo zmíněno v úvodu, jedná se o výukový program, který má sloužit nejen k demon-
straci principů hlubokých zásobníkových automatů, ale taktéž jej lze využít k demonstraci
klasických zásobníkových automatů.
Program zpracovává zadaný seznam pravidel a počáteční konfiguraci automatu třemi
různými způsoby. Lze si vybrat z automatického, krokovacího, nebo ručního zpracování.
Jak lze z názvu vyvodit, první typ zpracuje zadaná data automaticky a pouze uživa-
tele informuje, zda byl zadaný řetězec za daných pravidel a počáteční konfigurace přijat,
či nebyl. V případě přijetí daného řetězce taktéž poskytne uživateli informace o tom, jaká
pravidla byla použita a v jakém pořadí.
Dalším způsobem je krokování, kdy program opět samostatně vyhodnocuje, zda byl ře-
tězec přijat, avšak jednotlivé kroky procesu jsou prováděny na základě podnětu uživatele,
který má zobrazeny detailní informace o procesu.
Poslední možností je ruční kontrola, kterou má plně pod kontrolou samotný uživatel.
Opět má zobrazeny veškeré důležité informace, ale na rozdíl od předchozího způsobu, zde
je plně pod jeho kontrolou celý proces kontroly přijmutí řetězce a jen na něm zavísí, který
krok bude proveden v případě, že jej lze provést.
Uživatel také nemusí ručně zadávat veškeré informace, ale může si je načíst z disku,
popřípadě na něj uložit.
8.1 Implementace
Program je implementován v Qt Creator 2.4.1 na operačním systému Windows 7 64bit.
8.1.1 Datové struktury
První dvě datové struktury Jednosměrný lineární seznam 1, Jednosměrný lineární sez
nam - ukazatele 2 jsou definovány v zasobnik.h a definují jednosměrný lineární seznam,
který je využíván jako zásobník. Kromě zásobníku je taktéž využíván pro uložení řetězce,
který má být zkontrolován a všechny řetězce terminálních a neterminálních symbolů z pra-
vých stran pravidel.
Pro práci s tímto lineárním seznam využívám následujících funkcí.
Init_list − inicializuje daný seznam
DisposeList − kompletně smaže seznam
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InsertFirst − vloží nový prvek na začátek seznamu
SetAct − nastaví první prvek seznamu jako aktuální
First − vrátí první prvek seznamu
DeleteFirst − smaže první prvek seznamu
PostDelete − zruší prvek seznamu za aktvním prvkem
PostInsert − vloží nový prvek do seznamu za aktuální prvek
Succ − posune aktuální prvek na následující
PreSucc − posune aktuální prvek na předcházející
Copy − vrátí hodnotu aktivního prvku seznamu
Active − zjištění, zda je seznam aktivní
Algoritmus 1: Jednosměrný lineární seznam
1: typedef struct tElem {
2: struct tElem *ptr;
3: char data;
4: } *tElemPtr;
Algoritmus 2: Jednosměrný lineární seznam - ukazatele




Další datovou strukturou je struktura Pravidla 3, do které se ukládají jednotlivá, uži-
vatelem zadaná pravidla.
Hloubka obsahuje hloubku, pro kterou je dané pravidlo zadané. Poradi udava pořadí zada-
ného pravidla. Další položkou je L_stav s počátečním stavem pravidla, položka L_neterm
udává neterminál, který bude nahrazen, a položka P_stav určuje cílový stav, do kterého se
dostanemme po provedení daného pravidla. Poslední položkou této struktury je P_retezec,




2: int Hloubka, Poradi;




Poslední datová struktura Back_track slouží k ukládání konfigurace daného automatu
pro potřebu následné obnovy konfigurace.
Historie_zasobniku udává obsah zásobníku v době uložení dané konfigurace, položka
Stav nese informaci o stavu, Zakazana_pravidla obsahuje seznam všech pravidel, která již
byly pro danou konfiguraci vyzkoušena a na jejichž základě nebylo možno přijmout daný
řetězec, což zabraňuje zacyklení programu při výběru neustále stejných, neúspěšných pra-










První a zároveň také hlavní třidou programu je MainWindow, což je v podstatě "srdce"progra-
mu. Obsahuje veškeré potřebné atributy a metody pro zpracování zadaných parametrů a
automatickou kontrolu. V programu se dále nachází další dva obdobné typy tříd, kdy první
z nich je určena pro kontrolu ruční a druhá pro kontrolu zadaného řetězce krokováním.
Třída MainWindow obsahuje atributy udávající počet zadaných pravidel, posunutí čtecí
hlavy u načteného řetězce, aktuální stav, samozřejmě také potřebný zásobník, Nacteny_vzor
obsahující načtený řetězec, zasobník historie, který obsahuje jednotlivé uložené konfigurace
zásobníku.
Poslední tři atributy jsou kontejnery. První obsahuje veškerá načtená pravidla, jednotlivě
uložená ve struktuře Pravidla 3, druhý je seznam použitých pravidel, která vedla k přijetí
daného řetězce, a poslední kontejner obsahuje seznam pravidel, která již byla v daném kroku
použita v předchozích pokusech, avšak nevedla k úspěšnému přijetí řetězce.
Algoritmus 5: MainWindow
1: int Pocet_pravidel, Poc_posun_ctec_hlavy;
2: QString Aktualni_stav;






8.1.3 Důležité funkce, procedury a metody
V programu je také použito několik důležitých funkcí, které v této části ještě zmíním.
Back_track_push() Jak již název vypovídá, jedná se o metodu (algoritmus 6), která
ukládá aktuální konfigurace hlubokého zásobníkového automatu do speciálního zásobníku,
určeného pro uchovávání těchto konfigurací.
Do vytvořené struktury Back_track ??algoritmus Alg4) jsou uloženy veškeré informace
o dané konfiguraci, potřebné pro případnou obnovu takto uložené konfigurace automatu.
Následně dojde k uložení této struktury na vrchol zásobníku Zasobnik_historie.
Algoritmus 6: Back_track_push
1: Uložení aktuálního stavu
2: Uložení všech již použitých pravidel pro tuto konfiguraci
3: Uložení obsahu zásobníku
4: Uložení pozice čtecí hlavy
5: Uložení takto vytvořené struktury na vrchol zásobník Zasobnik_historie
Back_track_pop() Další neopomenutelnou metodou je metoda Back_track_pop (algo-
ritmus 7), jejimž úkolem je získání záznamu o uložené konfiguraci z vrcholu zásobníku a
aktualizace automatu na základě takto získaných údajů.
Algoritmus 7: Back_track_pop
1: Načtení uložené struktury z vrcholu zásobníku Zasobnik_historie
2: Obnovení aktuálního stavu
3: Aktualizace všech již použitých pravidel pro tuto konfiguraci
4: Aktualizace obsahu zásobníku
5: Aktualizace pozice čtecí hlavy
6: Posunutí čtecí hlavy na aktuální pozici
Kontrola_korektnosti() Úlohou této metody je pouze primitivní kontrola zadaných
vstupních informací. Jedná se o kontrolu, zda alespoň jedno ze zadaných pravidel má stejný
stav na levé straně, jako zadaný počáteční stav a zároveň shodný neterminální symbol pro
expanzi s počátečním neterminálním symbolem na vrcholu zásobníku.
V případě, že tato podmínka splněna není, dojde k zastavení programu a upozornění uživa-
tele na tuto situaci.
8.1.4 Algoritmus hlubokého zásobníkového automatu – automatická kon-
trola
Popisovaný algoritmus 8 pochází z automatické části kontroly řetězce, nacházející se v sou-
boru mainwindow.cpp.
Při návrhu tohoto algoritmu jsem vycházel z práce svého vedoucího, Ing. Petera Solára,
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[5].
Hlavní cyklus Základem samotného algoritmu 8 je cyklus do-while, po jehož ukončení je
již známo, zda byl zadaný řetězec přijmut daným automatem, či nebyl. Zástavovací pomínka
je ve tvaru ((!Konec)&&(!Zasobnik_historie.isEmpty())), kdy Konec je proměnná udá-
vající, zda byl řetězec úspěšně přijat a Zasobnik_historie je seznam pravidel již použitých
pravidel v daném kroku, aby se předešlo opakování těchto pravidel a možnému zacyklení
programu.
Hned ze začátku kontroluji podmínkou ((First(&(Zasobnik)) == ’#’) && (Copy(&(N
acteny_vzor)) != ’@’)), zda Zasobnik není prázdný a zároveň zda v
Nacteny_vzor nezbyl ještě nějaký nepřečtený symbol. V případě, že vyhodnocení dané
podmínky je pravdivé, je zavolána funkce Back_track_pop, která načte z vrcholu zásobníku
určeného pro back-track uloženou konfiguraci a tuto konfiguraci obnoví. Pokud byla výše
zmíněná podmínka vyhodnocena jako nepravdivá, je načten symbol, který se nachází na
vrcholu Zasobniku.
Načten terminální symbol Po načtení tohoto symbolu jsou další příkazy provedeny
v závislosti na tom, zda je daný symbol termínální, nebo neterminální, o čemž rozhoduje
následující podmínka. V případě, že se jedná o symbol terminální, dostávám se k pod-
mínce (Copy(&(Nacteny_vzor)) == ’@’), při jejimž pravdivém vyhodnocení dojde opět
k obnově poslední uložené konfigurace. Pokud by tato podmínka nebyla vyhodnocena jako
pravdivá, tak se dostáváme do fáze kontroly načteného symbolu a symbolu nacházejícího
se na čtecí hlavě u načteného řetězce. Jestliže se jedná o shodné znaky, dojde ke sma-
zání znaku na vrcholu zásobníku, posunu čtecí hlavy na následující pozici, inkrementaci
Poc_posun_ctec_hlavy a poznáčení o procesu vyjmutí. Za podmínky, že by symboly shodné
nebyly, dostáváme se opět k funci Back_track_pop a obnovení konfigurace.
Načten neterminální symbol V případě, že načtený symbol je symbolem neterminál-
ním, je splněna podmínka (Zpracovavany_znak.isUpper()) a dostáváme se do fáze ex-
panze. Tato fáze začína cyklem while, ve kterém jsou postupně projita veškerá náčtená pravi-
dla. Základní vlastností vyhovujícího pravidla je shodný počáteční stav pravidla s aktuálním
stavem, což je kontrolová podmínkou (Počáteční stav aktuálně vybraného pravidla
== Aktuální stav ) nacházející se hned za while cyklem.
Další vlastností, která musí být bezpodmínečně splněna, aby mohlo být pravidlo použito
je vyhovující neterminální symbol nacházející se v hloubce potřebné pro vykonání tohoto
pravidla. Takže pokud je splněna první podmínka shodných stavů,musí být splněna i násle-
dující podmínka ((Neterminal aktuálně vybraného pravidla == Neterminal v dané
hloubce )&&(Vybrané pravidlo není v Aktualne_zakazana_pravidla )), která nemá na
starost pouze kontrolu shodných neterminálních symbolů, ale taktéž skutečnost, že aktuálně
vybrané pravidlo nebylo v některém z předešlých, neúspěšných pokusů použito při stejné
konfiguraci.
Poslední, čemu musí aktuálně vybrané pravidlo vyhovovat, je fakt, že pravidlo musí být první
vybrané pravidlo, které splňuje veškeré potřebné náležitosti, nebo musí mít nižší hloubku
pro expanzi oproti již vybranému pravidlu.
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Expanze dle vybraného pravidla Po postupném projití všech pravidel zjišťuji, zda bylo
vybráno nějaké pravidlo. V případě, že se pravidlo nepodařilo najít dojde k závolání funkce
Back_track_pop, v opačném případě dojde k zavolání funkce Back_track_push(), která
uloží aktuální konfiguraci hlubokého zásobníkového automatu na vrchol Zasobnik_historie,
expanzi daného terminálu dle vybraného pravidla, aktualizaci stavu a vymázání obsahu
Aktualne_zakazana_pravidla.
Poslední podmínka ((First(&(Zasobnik)) == ’#’) && (Copy(&(Nacteny_vzor)) ==
’@’ )) kontroluje, zda je již zásobník prázdný a čtecí hlava je na konci. Pokud tato pod-
mínka platí, dojde k nastavení proměnné Konec na true a tím pádem i k ukončení programu.
Po ukončení tohoto cyklu do-while zkontroluji hodnotu proměnné Konec a zjistím, zda
došlo k úspěšnému přijetí řetězce, nebo ne.
Algoritmus 8: Hluboký zásobníkový automat
1: do{
2: if ((First(&(Zasobnik)) == ’#’) && (Copy(&(Nacteny_vzor)) != ’@’)){
3: Back_track_pop();}
4: Zpracovavany_znak = First(&(Zasobnik));
5: if (Zpracovavany_znak.isLower()){
6: if (Copy(&(Nacteny_vzor)) == ’@’){
7: Back_track_pop();}
8: }else{
9: if (Copy(&(Nacteny_vzor)) == First(&(Zasobnik))){





15: while(Projiti vsech zadanych pravidel){
16: if(Počáteční stav aktuálně vybraného pravidla == Aktuální stav){
17: Posunutí ukazatele nad zásobníkem do aktuální hloubky ;
18: if ((Neterminal aktuálně vybraného pravidla == Neterminal v dané
hloubce)&&(Vybrané pravidlo není v Aktualne_zakazana_pravidla)){
19: Pokud zatím nebylo žádné pravidlo vybráno, nebo aktuálně vybrané
pravidlo má menší hloubku, než již vybrané pravidlo pro použití, tak vyberu
aktuálně vybrané pravidlo pro použití}
20: }
21: }
22: if (Bylo vybráno pravidlo pro použití){
23: Back_track_push();
24: Expanduji dle daného pravidla vybraný neterminál Aktualizace
stavu a vymazání obsahu Aktualne_zakazana_pravidla
25: }else {Back_track_pop();}
26: if ((First(&(Zasobnik)) == ’#’) && (Copy(&(Nacteny_vzor)) == ’@’)){
27: Konec = true;}
28: }while ((!Konec)&&(!Zasobnik_historie.isEmpty()));
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8.1.5 Algoritmus hlubokého zásobníkového automatu – kontrola kroko-
váním
Tato kontrola probíhá obdobně jako automatická kontrola, kdy ale jedním z rozdílů je, že
základní algoritmus není v cyklu do-while. Funkci tohoto cyklu zajišťuje sám uživatel, kdy
vždy jedno zmačknutí tlačítka pro provedení kroku provede jeden průchod algoritmem.
Jak již bylo řečeno, algoritmus zde je obdobný algoritmu automatické kontroly. Hlavním
rozdílem je dodání přikazů pro zobrazování jednotlivých kroků, obsahu zásobníku, použitých
pravidel a dalších věcí, zmíněných v kapitole 8.2.3.
Další změnou je přidání proměnné Prijato, kdy vždy po ukončení algoritmu je pro-
měnná Konec nastavena na hodnotu true, zatímco obsah proměnné Prijato je změněn
v závislosti na přijetí, potažmo nepřijetí řetězce. V případě přijetí řetězce obsahuje Prijato
hodnotu true a naopak při nepřijetí hodnotu Neprijato.
Proměnná Konec je kontrolována vždy okamžitě při pokusu o provedení dalšího kroku a
v závislosti na obsahu proměnné Prijato je uživatel informován o výsledku procesu kontroly
zadaného řetězce.
8.1.6 Algoritmus hlubokého zásobníkového automatu – ruční kontrola
U ruční kontroly má uživatel na výběr ze tří možných kroků, které může provést.
Expanze Prvním krokem, který může uživatel provést, je expanze dle uživatelem vybra-
ného pravidla.
Celý algoritmus 9 začíná kontrolou, zda již nebyl daný řetězec přijmut, a v případě, že
dosud nebyl, následuje podmínka kontrolující, jestli jej nelze přijmout nyní. Za podmínky, že
jej stále nelze přijmout, je nutné zjistit, zdali si uživatel vybral nějaké pravidlo, a informovat
tohoto uživatele, pokud nevybral. V opačném případě dojde k načtení vybraného pravidla a
pomocí cyklu while k zanoření do hloubky, kterou určuje uživatelem vybrané pravidlo. Po
zanoření dojde ke zjištění, zda neterminální symbol v dané hloubce na zásobníku a netermi-
nální symbol pravidla, který má být expandován, jsou shodné. Zároveň s touto podmínkou
musí být také totožný aktuální stav hlubokého zásobníkového automatu a počáteční stav
vybraného pravidla.
V případě, že toto pravidlo lze použít, tak pomocí Back_track_push() uložím aktuální
konfiguraci před expanzí na zásobník historie a zobrazím zásobník před expanzí. Poté již
dojde k samotné expanzi a opět zobrazené zásobníku, avšak již po provedení pravidla.
V případě, že by nešlo uživatelem vybrané pravidlo použít, dojde pouze k informování





3: if ((First(&(Zasobnik)) == ’#’) && (Copy(&(Nacteny_vzor)) == ’@’)){
4: Zobrazeni informace o prijeti retezce}
5: if (Nebylo vybrano pravidlo){
6: return;}
7: Načtení vybraného pravidla
8: while(1){
9: Zanoření do hloubky dané vybraným pravidlem}
10: if (Kontrola, zda lze dané pravidlo použít){
11: Back_track_push();
12: Zobrazení aktuálního obsahu zásobníku před expanzí
13: Expanze dle uživatelem vybraného pravidla
14: Zobrazení aktuálního obsahu zásobníku po expanzi
15: Aktualizace zobrazení aktuální stavu, statusu a vybraného pravidla
16: }else{
17: Nelze použít vybrané pravidlo}
Vyjmutí Druhým krokem, který může uživatel provést, je operace vyjmutí (algoritmus
10).
Stejně jako expanze, i v případě vyjmutí jsou první dvě podmínky pouze pro zjištění, zda již
nebyl daný řetězec přijmut, a v případě, že dosud nebyl, zdali jej nelze přijmout nyní. Pokud
jej stále nelze přimout, následuje podmínka (Zpracovavany_znak.isLower()), kontrolující
typ symbolu nacházejícího se na vrcholu zásobníku.
Jestliže se jedná o terminální symbol, následuje kontrola pozice čtecí hlavy, která se ne-
smí nacházet na konci. V případě, že se však na konci nachází, je tato skutečnost uživateli
oznámena, a proces vyjmutí je zastaven. Pokud by však tato podmínka nebyla vyhodnocena
jakožto pravdivá, tak se dostávám k poslední podmínce, která musí být splněna před samot-
ným vyjmutím. Jedná se o podmínku (Copy(&(Nacteny_vzor)) == First(&(Zasobnik))),
která kontroluje shodnost symbolu na vrcholu zásobníku a symbolu na čtecí hlavě. V pří-
padě shodnosti těchto symbolů dojde k uložení aktuální konfigurace na zásbník historie,
zobrazení aktuálního obsahu zásobníku před vyjmutím, vyjmutí terminálního symbolu z vr-
cholu zásobníku, posunutí čtecí hlavy na následující pozici a zobrazení obsahu zásobníku po
vyjmutí symbolu.
Pokud by však symboly shodné nebyly, popřípadě by se na vrcholu zásobníku nenecházel





3: if ((First(&(Zasobnik)) == ’#’) && (Copy(&(Nacteny_vzor)) == ’@’)){
4: Zobrazeni informace o prijeti retezce}
5: if (Zpracovavany_znak.isLower()){
6: if (Copy(&(Nacteny_vzor)) == ’@’){
7: Čtecí hlava je na konci
8: }else{
9: if (Copy(&(Nacteny_vzor)) == First(&(Zasobnik))){
10: Back_track_push();
11: Zobrazení aktuálního obsahu zásobníku před vyjmutím
12: Vyjmutí terminálního symbolu z vrcholu zásobníku
13: Posunutí čtecí hlavy
14: Zobrazení aktuálního obsahu zásobníku po vyjmutí
15: }else{
16: Nelze provést vyjmutí}}
17: }else {
18: Nelze provést vyjmutí}
Back track Posledním krokem, který uživatel může provést, je back track (algoritmus
11), což je obnovení konfigurace nacházející se na vrcholu zásobníku historie.
Stejně jako u předchozích dvou akcí, tak i zde jsou první 2 podmínky pouze pro zjištění
zda již nebyl daný řetězec přijmut, a v případě, že dosud nebyl, zdali jej nelze přijmout nyní.
Pokud jej stále nelze přimout, následuje podmínka (Zasobnik_historie.isEmpty()), kon-
trolující zda Zasobnik_historie není prázdný.
V případě, že prázdný není, dojde k zobrazení aktuálního obsahu zásobníku před samot-
ným provedením obnovy konfigurace, následuje Back_track_pop(), opět zobrazení obsahu
zásobníku po provedení obnovy konfigurace a aktualizaci stavu a statusu.
Naopak v případě, že zásobník historie je prádný, je uživatel informován.
Algoritmus 11: Back track
1: if (Konec){
2: return;}
3: if ((First(&(Zasobnik)) == ’#’) && (Copy(&(Nacteny_vzor)) == ’@’)){
4: Zobrazeni informace o prijeti retezce}
5: if (Zasobnik_historie.isEmpty()){
6: Zobrazení aktuálního obsahu zásobníku před provedením obnovy konfigurace
7: Back_track_pop();
8: Zobrazení aktuálního obsahu zásobníku po provedení obnovy konfigurace
9: Aktualizace zobrazení aktuální stavu a statusu
10: }else{
11: Zásobník historie je prázdný}
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8.1.7 Ukládání konfigurace hlubokého zásobníkového automatu na disk
Tento program samozřejmě také umožňuje ukládat jednotlivé zadané konfigurace automatu
na disk. Tyto uložené informace jsou v XML formátu, který byl vybrán z toho důvodu, že
je lehce zpracovatelný samotným programem, tak i pro samotného uživatele je v případě
potřeby srozumitelný.
Pro ukládání načtených dat ve formátu XML využívám knihovny QtXml, kdy uložím
celou konfiguraci do jednotlivých XML elementů a tyto elementy po jejich vytvoření zapíši
do vybraného souboru.
Pro vybrání místa k uložení daného XML souboru jsem vybral knihovnu QFileDialog.
8.1.8 Načtení konfigurace hlubokého zásobníkového automatu z disku
Další funkčností je také i samotné načtení již uložených konfigurací hlubokého zásobníkového
automatu z disku. Proces načítání probíhá podobně jako ukládání. Stejně jako pro uložení,
tak i pro načtení uložených dat ve formátu XML využívám knihovny QtXml a pro vybrání
uloženého souboru opět používám knihovnu QFileDialog.
8.1.9 Formát XML souboru
Jak již bylo zmíněno, získaná data jsou ukládána do souboru ve formátu XML (algoritmus
12).
Jak je z ukázky algoritmu 12 zřejmé, veškeré položky jsou obaleny v kořenovém elementu
Koren a seznam pravidel je dále ještě obalen dodatečně pomocí Pravidla.
Algoritmus 12: XML formát
1: <Koren>




6: <Pravidlo Poradi="1" Hloubka="1" Cil_stav="q" Poc_stav="s"
Levy_Neterm="S" Retezec="ABCDE"\>
7: <Pravidlo Poradi="2" Hloubka="4" Cil_stav="w" Poc_stav="q"
Levy_Neterm="D" Retezec="d"\>
8: <Pravidlo Poradi="3" Hloubka="4" Cil_stav="e" Poc_stav="w"
Levy_Neterm="E" Retezec="ee"\>
9: <Pravidlo Poradi="4" Hloubka="3" Cil_stav="r" Poc_stav="e"
Levy_Neterm="C" Retezec="cc"\>
10: <Pravidlo Poradi="5" Hloubka="2" Cil_stav="t" Poc_stav="r"
Levy_Neterm="B" Retezec="bb"\>





8.2 Grafické uživatelské rozhraní
Grafické uživatelské rozhrání je nedílnou součástí tohoto programu, vzhledem k faktu, že se
jedná u výukový program, jehož jedním z účelů je i vizualizace hlubokého zásobníkového
automatu.
8.2.1 Úvodní obrazovka
Po spuštění programu se nám zobrazuje základní obrazovka 8.1, která uživateli umožňuje
zadávat jednotlivá pravidla, počáteční stav a počáteční symbol na zásobníku. Dále lze také
načíst celou konfiguraci, popřípadě zadanou konfiguraci uložit, vymazat aktuálně zadanou
konfiguraci a vybrat si, jaký způsobem bude zadaný řetězec zkontrolován. Na výběr je ze
3 různých variant, zmíněných v kapitole 8. Poslední možností, kterou zde lze zadat, je
CheckBox Hloubka 1 - klasické zásobníkové automaty, při jehož označení dojde k odebrání
možnosti zadávat hloubku zadaného pravidla a tato hloubka je defaultně nastavena na hod-
notu 1, což má za následek to, že v případě využití této možnosti u všech pravidel se jedná
o klasický zásobníkový automat, jelikož všechna pravidla budou mít právě hloubku 1.
8.2.2 Automatická kontrola
Tato obrazovka 8.1 zároveň také slouží k informování uživatele o konečném stavu automa-
tické kontroly, kdy se při jejím spuštění objeví dvě informační okna, oznamující uživateli
výsledek kontroly zadaného řetězce. První okno obsahuje pouze informaci, zda byl řetězec
přijat, či přijat nebyl a druhé okno obsahuje v případě přijetí řetězce seznam pravidel a
vyjmutí z vrcholu zásobníku, jež byla vykonána, aby byl tento řetězec úspěšně přijat.
8.2.3 Kontrola krokováním
V případě, že se uživatel rozhodne pro kontrolu krokováním, je mu zobrazena obrazovka 8.3.
Zde může využívat pouze 3 tlačítek. Nejdůležitějším tlačítkem je Krok, které provede právě
jeden krok pokusu o přijmutí řetězce.
V případě, že má dojít k vyjmutí symbolu na vrcholu zásobníku, je aktualizováno zob-
razení zásobníku před a po vyjmutí symbolu, posunutí čtecí hlavy na řetězci, uživatel je
informován v části Aktuální krok o faktu, že bylo provedeno vyjmutí, a vyjmutí je také
poznačeno v seznamu použítých pravidel.
Pokud má dojít k expanzi, uživatel je o tomto kroku opět informován v části Aktuální
krok, je mu zvýrazněno pravidlo, které bylo použito, stav zásobníku před použítím vybra-
ného pravidla a po použití vybraného pravidla, aktualizován aktuální stav a opět je použité
pravidlo poznačeno v seznamu použitých pravidel.
Poslední možností je, že by se automat dostal do stavu, kdy musí využít back-track, tedy
obnovení konfigurace nacházející se na vrcholu zásobníku. Dojde k aktualizování zásobníku
před tímto krokem a po tomto kroku, čtecí hlava ja posunuta na dané pozice, taktéž dojde
k obnovení aktuálního stavu, seznamu doposud použitých pravidel a samozřejmě uživatel je
opět informován o zvolení možnosti back-track v části Aktuální krok.
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8.2.4 Ruční kontrola
Největší volnost uživateli poskytuje ruční kontrola nacházející se na obrázku 8.2, kdy celá
kontrola přijetí řetězce a veškeré provedené kroky a jejich pořadí zavisí právě na něm.
Podobně jako u kontroly krokováním, tak i zde jsou uživateli zobrazeny veškeré potřebné
informace. Zobrazen je seznam pravidel, ze kterého si uživatel vybírá pravidla v případě, že
má v plánu provést expanzi, samozřejmě jsou zobrazeny opět i zásobníky před a po provedení
uživatelem vybraného kroku, řetězec s vyznačenou pozicí čtecí hlavy a aktuální stav. Taktéž
je zde opět okno, kde je uživatel informován o tom, zda a jaký krok byl proveden, popřípadě,
že jím vybraný krok nelze provést.
Oproti kontrole krokováním je zde rozdíl ten, že záloha konfigurace je na Zasobnik_histo
rie umístěna po každém úspěšném kroku, aby se uživatel mohl vracet zpět po jednotlivých
krocích.
8.2.5 Načtení
Poslední obrázek zobrazuje načítání konfigurace hlubokého zásobníkového automatu uložené
na disku. Jak již bylo zmíněno výše, pro načítání využívám knihovny QFileDialog.
Okamžitě po potvrzení vybrání souboru je celá konfigurace načtena a uživateli stačí
pouze spustit jím vybraný způsob kontroly.
Ukládání konfigurace probíhá obdobně, kdy při zadání této konfigurace a vybrání uložení
se uživateli zobrazí okno, kde si vybere pod jakým názvem bude tato konfigurae uložena na
jím vybrané místo na disku.
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Obrázek 8.1: Automatická kontrola
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Obrázek 8.2: Ruční kontrola




Tato bakalářská práce se zabývala rozšířením zásobníkových automatů, hlubokými zásobní-
kovými automaty. Na začátku byly definovány veškeré potřebné pojmy, kdy jsem vycházel
z [4] a [2]. Po té byla definována syntaktická analýza, dvě metody přístupu k této analýze,
jazyky, Chomského hierarchie a gramatiky.
Po tomto teoretickém úvodu byly rozebrány automaty konečné a zásobníkové, pojmy
s nimi spjaté a příklady. Detailně jsem se zaměřil na hluboké zásobníkové automaty, kdy
jsem vycházel z [4], [3], [5]. Tento speciální typ zásobníkových automatů byl definován, byla
zmíněna další potřebná fakta pro implementaci výukového programu a samozřejmě také byl
rozebrán příklad na toto téma.
V jedné z posledních kapitol jsem se věnoval hlavní části této práce, samotné implemen-
taci výukového programu. V této kapitole jsou zmíněny veškéré datové struktury, funkce
a dále popsány a vysvětleny veškeré důležité algoritmy potřebné pro správný běh tohoto
programu i s jejich ukázkami. V této kapitole je taktéž rozebráno grafické uživatelské roz-
hraní tohoto programu, co jaká obrazovka obsahuje, co uživateli zobrazuje a také co může
uživateli nabídnout z funkční stránky.
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