Abstract. Let K be an arbitrary field and {d1, . . . , dn} a set of all-different positive integers. The aim of this work is to propose and evaluate an algorithm for checking whether or not the toric ideal of the affine monomial curve
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Let R = K[x 1 , . . . , x n ] be a polynomial ring over a field K. Denote by x a the monomial x a1 1 · · · x an n , where a = (a 1 , . . . , a n ) ∈ N n . A binomial f in R is a difference of two monomials, i.e. , f = x a − x b for some a, b ∈ N n . An ideal of R generated by binomials is called a binomial ideal. Let {d 1 , . . . , d n } be a set of all-different positive integers and consider the monomial curve
The image of the homomorphism of K-algebras φ :
. Its kernel is denoted by I(d 1 , . . . , d n ) and it is a quasi-homogeneous ideal, i.e., a homogeneous ideal when one gives degree d i to variable x i for all i ∈ {1, . . . , n}. 
The aim of this work is to obtain and implement an efficient algorithm for checking whether or not I(d 1 , . . . , d n ) is a complete intersection. In the positive case, g 1 , . . . , g n−1 are also determined. For all i ∈ {1, . . . , n} let us define
Herzog in [7, Theorem 3.8] gives the following result when n = 3 :
It is well-known that Herzog's characterization does not hold for n > 3. In this work, we design and implement an algorithm for checking whether or not a toric ideal is a complete intersection based on the computation of the smallest positive multiple of an integer that belongs to a semigroup. Therefore, the contribution of this work can be seen as a generalization of Herzog's result.
The algorithm exploits the combinatorial-arithmetical structure of complete intersections given by the existence of a certain binary tree labeled by {d 1 , . . . , d n } stated in [1, Theorem 4.3] . A binary tree is a connected directed rooted tree in which every node has either two children or zero. Nodes with no children are called terminal nodes and the only node with no parent is called the root of the tree. A binary tree with n terminal nodes is said to be labeled by {d 1 , . . . , d n } if its terminal nodes are labeled by {d 1 } , . . . , {d n } . Let v be a node of a binary tree T labeled by {d 1 , . . . , d n } and T v the subtree of T whose root node is v . Denoting by ∆ v the subset of {d 1 , . . . , d n } such that T v is labeled by ∆ v , Theorem 4.3 in [1] proves the following: I(d 1 , . . . , d n ) is a complete intersection, it does not provide an efficient algorithm for solving this problem. Nevertheless, it is extremely useful for obtaining the algorithm described in this work.
Although Theorem 4.3 in [1] is a characterization of a combinatorial-arithmetical type for determining if
Delorme proposes a different algorithm for checking whether I(d 1 , . . . , d n ) is a complete intersection in [4, Section 14] . The procedure uses a characterization of complete intersections given by the existence of certain 'suites distinguées' (see [4, Lemme 8] ) and it is based on the computation of the smallest positive integer in the intersection of two semigroups. Besides the fact that our approach is different in nature to that of Delorme, the algorithm obtained in this work outperforms Delorme's algorithm.
The main results of this work are Proposition 2.1 and Theorem 2.3 in [2] . Proposition 2.1 provides necessary but not sufficient conditions for I(d 1 , . . . , d n ) to be a complete intersection. Using this result, Theorem 2.3 characterizes when the toric ideal I(d 1 , . . . , d n ) is a complete intersection in terms of certain arithmetical conditions on binary trees labeled by {d 1 , . . . , d n }. As an interesting consequence of the main results, we obtain that our characterization coincides with the classical result of Herzog when n = 3. Making use of Theorem 2.3, we describe our algorithm in [2, Section 3] . The performance of several implementations of the algorithm in ANSI C programming language is discussed in [2, Section 4] and a comparison of our fastest implementation and a similar implementation of Delorme's algorithm is also included. Our computational experiments show that our algorithm is able to solve large-size instances. It is worth mentioning that we have also implemented the algorithm in the distributed library cimonom.lib [3] of Singular [6] .
