The SALAM model: an exploratory study for the development of a holistic software traceability model under a tetrad of contextual constraints by Durrani, U
i 
 
THE SALAM MODEL: AN EXPLORATORY 
STUDY FOR THE DEVELOPMENT OF A 
HOLISTIC SOFTWARE TRACEABILITY 
MODEL UNDER A TETRAD OF CONTEXTUAL 
CONSTRAINTS 
 
 
 
 
A thesis submitted in fulfilment of the requirements for 
the degree of Doctor of Philosophy 
 
 
 
Usman Khan Durrani 
Masters of Information Technology 
Masters of Computer Science 
 
 
 
 
School of Business Information Technology and Logistics 
Business College 
RMIT University 
August 2014 
ii 
 
DECLARATION 
I certify that except where due acknowledgement has been made, the work 
is that of the author alone; the work has not been submitted previously, in 
whole or in part, to qualify for any other academic award; the content of 
this thesis is the result of work which has been carried out since the official 
commencement date of the approved research program; any editorial work, 
paid or unpaid, carried out by a third party is acknowledged; and, ethics 
procedures and guidelines have been followed. 
 
 
 
Signed: _______________________________________ 
Usman Khan Durrani 
Date: ______/________/_________ 
 
iii 
 
ABSTRACT 
Software configuration management is a software engineering process that facilitates the 
governance of software development activities and provides traceability of changes. 
Traceability and governance are important quality attributes for all types of software 
development environments. At present no comprehensive traceability model exists that 
can facilitate organisations by tracing both product and process knowledge during their 
software development operations.  
This study examines the software configuration management process in large, medium 
and small organisations, where agile and traditional software development methods 
coexist under the guidelines for software process improvement standards with different 
types of computing environments. For this research, I examine the impact of the Tetrad 
of Contextual (ToC) constraints drawn from the traceability framework for the 
implementation of a software configuration management process. The ToC constraints 
include the following influencing factors impacting the implementation of software 
configuration management process: 1) Software development methodologies, 2) 
Different types of computing environments, 3) Diverse software process improvement 
standards, and 4) organisation size.  
The aim of this research is to extend the existing traceability meta-model to incorporate 
a management systems’ view. This extended traceability meta-model provides a 
comprehensive traceability view covering both product and process knowledge 
perspectives. In addition, I also propose and test a reference traceability model called 
SALAM (Software configuration Agile Lean Adaptable Management; in Arabic it also 
means ‘peace‘) which can facilitate the practitioner in implementing a software 
configuration management process under constraints. 
Due the exploratory nature of the research investigating the software configuration 
management process implementations under the influence of different types of software 
development methodologies, computing environments, process improvement standards 
and organization sizes, an exploratory iterative sequential mixed design approach is 
chosen and divided into three research phases. I identify a case study, extend the 
traceability meta-model to add the management system view, develop a reference 
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traceability model, and then perform quantitative validation of the reference traceability 
model.  
Both the extended holistic traceability meta-model and the associated reference 
traceability model SALAM are validated. It is identified that all sizes of organisations 
consider management systems very important for establishing traceability. Although 
their traceability solutions varied in terms of the granularity of the software 
configuration management process and the sophistication of the tools used, they all 
show evidence for taking a value-based approach using lean thinking principles and 
practices. 
  
v 
 
ACKNOWLEDGEMENTS 
Firstly, I would like to thank ALLAH, from whom all wisdom and blessings flow. He is 
my strength and my portion. If any good comes from this research, it is from His 
wisdom. All faults are my own. 
It would not have been possible to write this doctoral thesis without the help, belief, 
insight and prodding of the kind people around me, to only some of whom it is possible 
to give particular mention here. 
This thesis would not have been possible without the help, support and patience of my 
senior supervisor, Associate Professor Joan Richardson, not to mention her advice and 
unsurpassed knowledge of qualitative research studies. The good advice, support and 
friendship of my quantitative research consultant and advisor, Dr Zijad Pita, has been 
invaluable on both an academic and a personal level, for which I am extremely grateful. 
I would also like to offer my sincere gratitude to my second supervisor, Dr John 
Lenarcic, and my special thanks to Dr Alemayehu Molla, for their constant support, 
encouragement and guidance throughout the entire duration of my program. 
I am deeply indebted to my family for their endless love, support and encouragement. 
During the most struggling moment when I had the thought of quitting, it was you – my 
parents, brothers, sisters, friends, my kids (Saad, Amaar, and Mahrosh) and my dearest 
wife, Aisha – who gave me the strength and confidence to move on. 
I must also acknowledge with thanks the professional editing and proofreading carried 
out by Mary-Jo O’Rourke, Accredited Editor. 
Finally, I would also like to thank my statistical advisors, Dr Adrian and Dr Anthony, 
from the School of Mathematical and Geospatial Sciences, RMIT University, for their 
encouragement and valuable statistical input during my research design and analysis. 
 
  
vi 
 
PUBLICATIONS 
Journal papers 
1. Durrani, U., Richardson, J., and Lenarcic, J. (2012). “Adaptable Software Configuration Management: An 
investigation on Australian Agile Software Development Organisations”. Lecture Notes on Software 
Engineering, Vol 1, No 1, February 2013. http://www.lnse.org/papers/15-D0032.pdf#! 
2. Durrani, U., Richardson, J., and Lenarcic, J. (2013). “Investigation on Australian Agile Software 
Development Organisations: An Exploratory Study of Adaptable SCM Process Implementation”. Journal of 
Computers, Vol 8, No 7 (2013), 1799–1803, Jul 2013 doi:10.4304/jcp.8.7.1799-1803 
3. Durrani, U., Richardson, J., and Lenarcic, J. (2014). “Coexistence of Agile and SCM practices: An 
Exploratory Study of Australian Agile Software Development Organisations”. Journal of Systems and 
Information Technology, Vol 16, No 1 (2014), ISSN 1328-7265.  
4. Durrani, U., Pita, Z., Richardson, J., and Lenarcic, J. (2014). “Towards Holistic Traceability Solution: From 
Systematic Literature Review to Proposed Traceability Model”. International Journal of Strategic Decision 
Sciences (IJSDS), Vol 5, No 1 (2014), ISSN 1947-8569 [in press]. 
5. Durrani, U., Pita, Z., and Richardson, J. (2014). “Lean Configuration Management Systems’ 
Implementation for the Governance: a Cloud Computing Case Study”. Journal of Information Technology 
Management, Vol 25, No 1 (2014), ISSN 1042-1319 [in press]. 
6. Durrani, U., Pita, Z., Richardson, J., and Lenarcic, J. (2014). “Tetrad Influence: A Case Study of an 
Adaptable Software Configuration Management Process“. International Journal of Strategic Decision 
Sciences (IJSDS), Vol 5, No 2 (2014), ISSN 1947-8569 [in press]. 
Conference papers 
1. Durrani, U., Richardson, J., and Lenarcic, J. (2012). “Adaptable SCM: An investigation on Australian Agile 
Software Development Organisations”. Proceedings of the IACCIT/ICSCT Conference, Kuala Lumpur, 
Malaysia 2012. Paper D0032. ISBN: 2301-3559. 
2. Durrani, U., Richardson, J., Lenarcic, J., and Pita, Z. (2013). “Lean traceability solution through SALAM 
model: A case study of a hybrid delivery team in a hybrid cloud computing environment”. Industry 
Proceedings of 22nd Australasian Software Engineering Conference (ASWEC 2013). pp. 19–26. 
Melbourne, Australia, 4–7 June 2013.  
3. Durrani, U., Richardson, J., Lenarcic, J., and Pita, Z. (2013). “Adaptable Management Systems 
Implementation for the Governance: A Case Study of Cloud Computing”. BLED 2013 Proceedings. Paper 
9. http://aisel.aisnet.org/bled2013/9 
4. Durrani, U., Pita, Z., Richardson, J., and Lenarcic, J. (2014). “An empirical study of lean and agile 
influences in Software Configuration Management”. PACIS 2014 Proceedings. Chengdu, China [in press]. 
  
vii 
 
Books 
1. Durrani, U. (2013). Adaptable Software Configuration Management Process: An Investigation. LAP 
Lambert Academic Publishing, ISBN: 978-3-659-46901-5 
  
viii 
 
 
 
 
 
 
 
 
 
 
 
 
 
[This page is intentionally left blank] 
  
ix 
 
TABLE OF CONTENTS 
DECLARATION .................................................................................................................................... ii 
ABSTRACT ........................................................................................................................................... iii 
ACKNOWLEDGEMENTS .................................................................................................................... v 
PUBLICATIONS ................................................................................................................................... vi 
LIST OF FIGURES ..............................................................................................................................xiv 
LIST OF TABLES ................................................................................................................................ xv 
LIST OF ABBREVIATIONS .............................................................................................................. xvii 
GLOSSARY ....................................................................................................................................... xviii 
1. CHAPTER: INTRODUCTION ...................................................................................................... 1 
BACKGROUND OF THE STUDY ................................................................................................... 1 
PROBLEM STATEMENT ................................................................................................................. 6 
PURPOSE STATEMENT .................................................................................................................. 8 
SIGNIFICANCE AND CONTRIBUTION OF THE STUDY ......................................................... 10 
SUMMARY OF RESEARCH METHODOLOGY .......................................................................... 11 
RESEARCH QUESTIONS .............................................................................................................. 13 
ASSUMPTIONS ............................................................................................................................... 14 
STRUCTURE OF THE THESIS ...................................................................................................... 14 
SUMMARY ...................................................................................................................................... 16 
2. CHAPTER: LITERATURE REVIEW ......................................................................................... 18 
THE SOFTWARE CONFIGURATION MANAGEMENT (SCM) PROCESS .............................. 19 
Background and introduction ........................................................................................................ 19 
SCM process framework ............................................................................................................... 23 
AGILE VALUES AND PRINCIPLES ............................................................................................. 31 
Introduction to agile values and principles ................................................................................... 31 
Agile SCM values and principles .................................................................................................. 34 
THE THEORY OF LEAN THINKING ........................................................................................... 38 
Lean thinking principles................................................................................................................ 38 
Lean thinking practices ................................................................................................................. 42 
Lean and agile – differences and similarities ................................................................................ 49 
COMPUTING ENVIRONMENTS .................................................................................................. 53 
Parallel computing ........................................................................................................................ 53 
Distributed computing .................................................................................................................. 53 
x 
 
Grid computing ............................................................................................................................. 54 
Cloud computing ........................................................................................................................... 54 
TRACEABILITY FUNDAMENTALS ............................................................................................ 58 
Traceability building blocks.......................................................................................................... 61 
Traceability – importance and benefits ......................................................................................... 65 
Traceability meta models – benefits and challenges ..................................................................... 66 
Traceability – approaches and implementation strategies............................................................. 70 
Contribution towards traceability literature .................................................................................. 81 
SUMMARY ...................................................................................................................................... 83 
3. CHAPTER: CONCEPTUAL FRAMEWORK AND REFERENCE MODEL ............................ 85 
CONCEPTUAL RESEARCH FRAMEWORK ............................................................................... 90 
REFERENCE SALAM TRACEABILITY MODEL ....................................................................... 92 
SUMMARY ...................................................................................................................................... 95 
4. CHAPTER: RESEARCH METHODOLOGY ............................................................................. 97 
RESEARCH PHILOSOPHY ............................................................................................................ 99 
Ontological viewpoint ................................................................................................................. 100 
Epistemology viewpoint ............................................................................................................. 100 
Methodological viewpoint .......................................................................................................... 101 
Justification for the research paradigm and methodology .......................................................... 102 
RESEARCH METHOD .................................................................................................................. 104 
SAMPLE DESIGN ......................................................................................................................... 108 
MEASURING INSTRUMENTS AND DATA COLLECTION .................................................... 109 
Online surveys ............................................................................................................................ 109 
Delphi feedback .......................................................................................................................... 115 
Semi-structured interviews ......................................................................................................... 115 
Structured environment observations .......................................................................................... 119 
Documentation analysis .............................................................................................................. 119 
PARTICIPANTS BACKGROUND ANALYSIS – SEMI-STRUCTURED INTERVIEWS ........ 120 
ETHICS APPROVAL FOR DATA COLLECTION ...................................................................... 122 
DATA ANALYSIS ......................................................................................................................... 122 
Data coding and missing value analysis...................................................................................... 124 
Data reduction ............................................................................................................................. 125 
Data display ................................................................................................................................ 125 
Data integration and interpretation ............................................................................................. 125 
xi 
 
SUMMARY .................................................................................................................................... 126 
5. CHAPTER: IDENTIFICATION OF THE CASE STUDY WITH THE TOC CONSTRAINTS – 
PHASE 1 ............................................................................................................................................. 128 
RESULTS AND CONCLUSION ................................................................................................... 131 
SUMMARY .................................................................................................................................... 134 
6. CHAPTER: DEVELOPMENT OF THE SALAM REFERENCE TRACEABILITY MODEL – 
PHASE 2 ............................................................................................................................................. 136 
CASE STUDY BACKGROUND ANALYSIS .............................................................................. 137 
CASE STUDY TRACEABILITY PROCESS MODEL................................................................. 139 
Strategic initiative and initiation stage ........................................................................................ 139 
Creation stage .............................................................................................................................. 142 
Usage stage ................................................................................................................................. 143 
Maintenance stage ....................................................................................................................... 143 
Adaptable software development environment and lean thinking practices ............................... 144 
The SALAM reference traceability model implementation in the case study context ............... 154 
SUMMARY AND CONCLUSION................................................................................................ 160 
7. CHAPTER: VALIDATION OF THE SALAM REFERENCE TRACEABILITY MODEL – 
PHASE 3 ............................................................................................................................................. 166 
ASSESSMENT OF VALIDITY AND RELIABILITY ................................................................. 168 
Normality and Homogeneity in the Survey Data ........................................................................ 168 
First assumption for parametric test ............................................................................................ 169 
Second assumption for parametric test ....................................................................................... 169 
Third assumption for parametric test .......................................................................................... 170 
Decision to use parametric tests for hypotheses testing .............................................................. 170 
DESCRIPTIVE STATISTICS AND DEMOGRAPHIC ANALYSIS ........................................... 171 
Organisation profile .................................................................................................................... 171 
Organisational software development environment and associated culture: .............................. 172 
Software development methodology and its usage ..................................................................... 175 
SCM processes and practices ...................................................................................................... 177 
Software traceability solutions, granularity and associated management systems ..................... 187 
Management systems, values and perceived importance ............................................................ 198 
HYPOTHESIS RESULTS .............................................................................................................. 215 
Hypothesis 1: .............................................................................................................................. 215 
Hypothesis 2: .............................................................................................................................. 216 
Hypothesis 3: .............................................................................................................................. 218 
xii 
 
Hypothesis 4: .............................................................................................................................. 219 
Hypothesis 5: .............................................................................................................................. 220 
Hypothesis 6: .............................................................................................................................. 222 
SUMMARY AND CONCLUSION................................................................................................ 224 
8. CHAPTER: DISCUSSION ......................................................................................................... 228 
DISCUSSION OF RESEARCH QUESTION 1 ............................................................................. 228 
DISCUSSION OF RESEARCH QUESTION 2 ............................................................................. 232 
Strategic initiatives ...................................................................................................................... 233 
Learning capacity ........................................................................................................................ 236 
Cultural readiness ........................................................................................................................ 239 
Network relationships ................................................................................................................. 241 
IT leveragability and knowledge capacity .................................................................................. 242 
SALAM reference traceability model ......................................................................................... 244 
SUMMARY .................................................................................................................................... 245 
9. CHAPTER: CONCLUSION....................................................................................................... 247 
STUDY IMPLICATIONS .............................................................................................................. 251 
STUDY LIMITATIONS ................................................................................................................ 254 
SUGGESTIONS FOR FUTURE RESEARCH .............................................................................. 256 
REFERENCES ................................................................................................................................... 260 
APPENDIX A: ONLINE SURVEY STRUCUTRE [PHASE 1] ....................................................... 275 
APPENDIX B: SEMI-STRUCTURED INTERVIEW PROTOCOL [PHASE 2] .............................. 288 
APPENDIX C: INTERVIEW DATA CODING SCHEME [PHASE 2] ............................................ 290 
APPENDIX D: STRUCTURED ENVIRONMENT OBSERVATION MATRIX [PHASE 2] ......... 291 
APPENDIX E: ETHICS LETTER OF APPROVAL ......................................................................... 293 
APPENDIX F: QUESTIONS AND CODES [PHASE 3] .................................................................. 294 
APPENDIX G: GROUPS FOR SAMPLE POPULATION [PHASE 1 & PHASE 3] ........................ 300 
APPENDIX H: ONLINE SURVEY STRUCTURE [PHASE 3] ....................................................... 302 
APPENDIX I: ASSESSMENT OF VALIDITY & RELIABILITY [PHASE 3] ................................ 317 
APPENDIX J: FREQUENCY DISTRIBUTION OF RESPONDENTS [PHASE 3] ......................... 319 
APPENDIX K: LEAN PRINCIPLES & ORGANIZATIONAL ENVIRONMENT [PHASE 3]....... 321 
APPENDIX L: RESPONSES ABOUT SCM PROCESS CUSTOMIZATION [PHASE 3] .............. 323 
APPENDIX M: SCM PROCESS AND CRONBACH’S ALPHA [PHASE 3].................................. 325 
APPENDIX N: SCM PRACTICES AND FREQUENCY USAGE [PHASE 3] ................................ 327 
APPENDIX O: VALUE OF SCM PROCESS [PHASE 3] ................................................................ 329 
xiii 
 
APPENDIX P: SOFTWARE TRACEABILITY SOLUTION [PHASE 3] ........................................ 331 
APPENDIX Q: SCM INFLUENCING FACTORS CUSTOMIZATION [PHASE 3] ....................... 334 
APPENDIX R: VALUE OF COLLABORATIVE MANAGEMENT SYSTEM [PHASE 3] ........... 335 
APPENDIX S: LIMITATIONS OF TRACEABILITY SOLUTIONS [PHASE 3] ........................... 336 
APPENDIX T: VALUE OF REQUIREMENT MANAGEMENT SYSTEMS [PHASE 3] .............. 338 
APPENDIX U: VALUE OF DEFECT MANAGEMENT SYSTEMS [PHASE 3] ........................... 340 
APPENDIX V: VALUE OF VERSION CONTROL MANAGEMNET SYSTEMS [PHASE 3] ..... 342 
APPENDIX W: VALUE OF BUILD MANAGEMENT SYSTEMS [PHASE 3] ............................. 344 
APPENDIX X: VALUE OF CONTENT MANAGEMENT SYSTEMS [PHASE 3] ........................ 345 
APPENDIX Y: PHASE 1 QUANTITATIVE ANALYSIS ................................................................ 346 
APPENDIX Z: RESEARCHER RESUME ........................................................................................ 364 
 
 
  
xiv 
 
LIST OF FIGURES 
Figure 1.1: The Tetrad of Contextual (ToC) constraints on the SCM process ....................................................... 5 
Figure 2.1: Software Engineering: A Practitioner’s Approach (Pressman et al. 2014) ........................................ 24 
Figure 2.2: Software configuration management (SCM) framework ................................................................... 25 
Figure 2.3: Traceability granularity at various trace elements levels ................................................................... 63 
Figure 2.4: Generic traceability process model (Gotel et al., 2012b) ................................................................... 79 
Figure 3.1: Extended traceability meta model based on Ramesh and Jarke (2001) .............................................. 85 
Figure 3.2: Research conceptual framework ........................................................................................................ 91 
Figure 3.3: Software configuration Agile Lean Adaptable Management (SALAM) model ................................. 93 
Figure 4.1: Three-phase research design .............................................................................................................. 98 
Figure 4.2: Data generation and knowledge integration process ........................................................................ 103 
Figure 4.3: Judgment/purposive sampling design .............................................................................................. 109 
Figure 4.4: Survey design with two levels of filter questions ............................................................................. 111 
Figure 5.1: Importance of SCM process, systems, and practices in different sizes of organizations ................. 129 
Figure 5.2: Importance of Build Mgt. System in different size of organization ................................................. 130 
Figure 6.1: Digital Broadband Network and SALAM deployment model ......................................................... 138 
Figure 7.1: Word cloud analysis on SCM process customisation ....................................................................... 182 
Figure 7.2: Word cloud analysis on the limitations of existing software traceability solution ........................... 194 
 
xv 
 
LIST OF TABLES 
Table 2.1: Comparison of standard agile values and SCM agile values ............................................................... 35 
Table 2.2: Comparison of standard agile principles and SCM agile principles .................................................... 37 
Table 2.3: SCM waste categories (Morien, 2005; Sproull, 2009) ........................................................................ 42 
Table 2.4: Value stream mapping tools and correlation with waste (Hines & Rich, 1997) .................................. 49 
Table 2.5: Different combinations of agile and lean in software development (Wang, 2011) ............................. 51 
Table 2.6: Contribution towards Traceability Literature ...................................................................................... 82 
Table 4.1: Summary of  analysis used to develop and validate SALAM ........................................................... 106 
Table 4.2: Research methods and the measuring instruments along with literature references .......................... 110 
Table 4.3: Iterations during pilot stage ............................................................................................................... 114 
Table 4.4: Profiles of interview participants ....................................................................................................... 121 
Table 5.1: Geographical location of Survey Participants (Phase 1) .................................................................... 128 
Table 5.2: Survey Participants Usage of Software Development Methodologies (Phase 1) .............................. 129 
Table 5.3: Importance of SCM Dynamic Capabilities ........................................................................................ 130 
Table 5.4: Agile practices ................................................................................................................................... 132 
Table 5.5: SCM practices ................................................................................................................................... 133 
Table 5.6: Dynamic capabilities ......................................................................................................................... 134 
Table 6.1: Key Findings of Qualitative Analysis ................................................................................................ 161 
Table 7.1: Reliability Statistics (Cronbach Alpha test)....................................................................................... 168 
Table 7.2: Tests of Normality ............................................................................................................................. 169 
Table 7.3: Tests of Homogeneity of Variance (Levene’s Test) .......................................................................... 170 
Table 7.4: Organisation industry frequencies and percentage ............................................................................ 171 
Table 7.5: Organisation size ............................................................................................................................... 172 
Table 7.6: Employees directly involved in software development ..................................................................... 172 
Table 7.7: List of lean principles and summation of scores (respondents given A/SA) ..................................... 173 
Table 7.8: Cross-tabulation of software development methodology use ............................................................ 176 
Table 7.9: Agile software development method used ......................................................................................... 176 
Table 7.10: Projects completed using agile or mixed software development methodology ............................... 177 
Table 7.11: SCM process in the agile organisation ............................................................................................ 178 
Table 7.12: Cross-tabulation of SCM process and employees directly related to software development .......... 179 
Table 7.13: Projects completed using SCM process ........................................................................................... 180 
Table 7.14: Cross-tabulation between empowerment and employees in software development ........................ 181 
Table 7.15: SCM practices and summation of scores (respondents selected OF/AW) ....................................... 184 
Table 7.16: Value of SCM process and summation of scores (respondents selected A/SA) .............................. 185 
Table 7.17: Software process improvement standards........................................................................................ 187 
Table 7.18: Software traceability solution in the organisation ........................................................................... 188 
Table 7.19: Cross-tabulation between software traceability solution and employees in software development 189 
Table 7.20: Source of software traceability requirement .................................................................................... 190 
xvi 
 
Table 7.21: Grade of traceability solutions and summation of scores (respondents selected A/SA) .................. 191 
Table 7.22: Granularity of the existing software traceability solution ................................................................ 193 
Table 7.23: Management systems in the organisation ........................................................................................ 196 
Table 7.24: Independent/collaborative management systems ............................................................................. 196 
Table 7.25: Requirement management system ................................................................................................... 198 
Table 7.26: Importance of requirement management system and organisation size ........................................... 199 
Table 7.27: Associations of the requirement management system ..................................................................... 199 
Table 7.28: Defects/issues management system ................................................................................................. 201 
Table 7.29: Importance of the defects/issues management system ..................................................................... 202 
Table 7.30: Association of the defects/issues management system .................................................................... 203 
Table 7.31: Version control management systems ............................................................................................. 204 
Table 7.32: Importance of the version control management system .................................................................. 205 
Table 7.33: Association of the version control management system .................................................................. 206 
Table 7.34: Build management system in the organisation ................................................................................ 208 
Table 7.35: Importance of build management system ........................................................................................ 208 
Table 7.36: Association of the build management system .................................................................................. 209 
Table 7.37: Release & deployment management system ................................................................................... 211 
Table 7.38: Importance of release & deployment management system and organisation size ........................... 211 
Table 7.39: Association of release & deployment management system with other systems .............................. 212 
Table 7.40: Content management system ........................................................................................................... 213 
Table 7.41: Importance of the content management system ............................................................................... 213 
Table 7.42: Association of the content management system .............................................................................. 214 
Table 7.43: ANOVA Test for Lean Thinking Principles/Adaptable Software Development Environment ....... 216 
Table 7.44: ANOVA Test for Software Configuration Management Practices.................................................. 217 
Table 7.45: ANOVA Test for the value of Software Configuration Management Process ................................ 218 
Table 7.46: ANOVA test for the grades of Software Change Traceability Solution .......................................... 220 
Table 7.47: Chi-Square Tests - OS versus RMS................................................................................................. 221 
Table 7.48: Chi-Square Tests - OS versus DIMS ............................................................................................... 221 
Table 7.49: Chi-Square Tests - OS versus VCMS .............................................................................................. 221 
Table 7.50: Chi-Square Tests - OS versus BMS................................................................................................. 222 
Table 7.51: Chi-Square Tests - OS versus RDMS .............................................................................................. 222 
Table 7.52: Chi-Square Tests - OS versus CMS................................................................................................. 222 
Table 7.53: Chi-Square Tests - OS versus Empowerment to customize SCM Process ...................................... 223 
Table 7.54: Chi-Square Tests - OS versus Empowerment to customize Management Systems Linkage .......... 223 
Table 7.55: Chi-Square Tests - OS versus Empowerment to customize SCM Role........................................... 223 
 
  
xvii 
 
LIST OF ABBREVIATIONS 
ASCM Agile Software Configuration Management 
ASD Agile Software Development 
BVA Business Value-Add 
CCB Change Control Board 
CI Configuration Item 
CM Configuration Management 
CMMI Capability Maturity Model Integration 
CVA Customer Value-Add 
FCA Functional Configuration Audit 
IEEE Institute of Electrical and Electronics Engineers 
ISO International Organisation for Standardization 
ITIL Information Technology Infrastructure Library 
JIT Just in Time 
NVA Non-Value Add 
OGC Organisation of Government Commerce 
PCA Physical Configuration Audit 
PMI Project Management Institute 
PMP Project Management Professional 
Prince2 Project in Controlled Environments 2 
QIP Quality Improvement Paradigm 
SCM  Software Configuration Management 
SCSA Software Configuration Status Accounting 
SE Software Engineering 
SEI Software Engineering Institute 
SERM Software Engineering Research Methodology 
SALAM Software configuration Agile Lean Adaptable Management 
SMED Single-Minute Exchange of Dies 
SPI Software Process Improvement 
SUS System under Study 
SWEBOK  Software Engineering Body Of Knowledge 
TIM Traceability Information Model 
TMM Traceability Meta Model 
ToC  Tetrad of Contextual 
TPM Total Productive Maintenance 
TPS Toyota Production System 
TQM Total Quality Management 
VAM Volume Adjustment Monitor 
 
xviii 
 
GLOSSARY 
• 5 Whys: a process of continually asking questions until reaching the root cause of every activity performed  
• 5Ss: a housekeeping lean thinking tool which provides a systematic method for organising and 
standardising the workplace 
• Agile software development methodologies: the advocation of new practices with emphasis on releasing 
software changes rapidly, as opposed to traditional software development methods; for this research we 
have only included the six most widely used agile methods: XP, Scrum, FDD, DSDM, Adaptive Software 
Development and Crystal, for the purposes of this study 
• Agile Software Configuration Management (ASCM): the “pragmatic application of sound SCM 
principles and practices in accordance with agile values, using Lean Thinking, to serve the needs of the 
business” 
• Agility: the ability to change rapidly in response to customer needs and market forces; adaptability, 
flexibility, responsiveness (Oxford English Dictionary definition in business context) 
• Cloud computing: a large-scale distributed computing paradigm that is driven by economies of scale, in 
which a pool of abstracted, virtualised, dynamically scalable, managed computing power, storage, platforms 
and services are delivered on demand to external customers over the Internet 
• Flow: the “progressive achievement of tasks along the value stream so that a product proceeds from design 
to launch, order to delivery, and raw material into the hands of the customer with no stoppages, scrap or 
backflows” 
• Gemba: a Japanese word which means ‘the real place’ where the actual services are provided or where the 
work is done 
• Heijunka: a Japanese term, commonly known as production levelling or production smoothing in the 
Western world, a technique for reducing muda (waste) 
• Jidoka: a Japanese term for autonomation (automation with a human element) and referring to the principle 
of stopping work immediately, when a problem occurs 
• Just-In-Time (JIT): a method whereby production lead time is greatly shortened by maintaining 
conformity to changes by having “all processes produce the necessary parts at the necessary time and have 
on hand only the minimum stock necessary to hold the processes together” 
• Kaikaku: means ‘instant revolution’ and aims at spectacular and very rapid productivity improvement in a 
focused area 
• Kaizen: a Japanese philosophy that means continual, incremental improvement 
• Kanban: a visual signal to support flow by ‘pulling’ the product through the manufacturing process as 
required by the customer 
• Leagility: defined as “the combination of lean and agile paradigms within a total supply of chain strategy 
by positioning the decoupling point so as to best suit the need for responding to a volatile demand 
downstream yet providing level scheduling upstream from the marketplace” 
xix 
 
• Lean thinking: the three key principles of lean thinking are the identification of value, the elimination of 
waste and the generation of flow (of value to the customer); these principles, along with others, when 
applied appropriately can provide an adaptable environment in which agile capabilities can be developed 
• Leanness: a fundamental approach capable of minimising the risks and side-effects in re-engineering 
business processes to adapt change in any direction 
• Management system: the implementation of a certain degree of process, practices and work instructions, 
facilitated by tools and technology, to deliver specific and valuable information about defined sources and 
objects to the target stakeholders for the operational and strategic alignment of the business 
• One-piece flow: moving/making only what is needed, when it is needed, thus minimising WIP inventory 
• Open source software development methodology: Open-source software development is the process by 
which open-source software, or similar software whose source code is publicly available, is 
developed(Sharma et al. 2002) 
• Perfection: the “complete elimination of muda (waste) so that all activities along a value stream create 
value” 
• Poke yoke: a foolproofing or errorproofing technique which ensures that mistakes do not happen 
• Pull: a “system of cascading production and delivery instructions from downstream to upstream in which 
nothing is produced by the upstream supplier until the downstream customer signals a need” 
• SCM framework: includes policy, process and practices or procedures, and defines the “why, what and 
how” to record and implement the requested system requirements, how to relate these to system 
components, and the methods used to identify different versions of the system 
• Single Minute Exchange of Die (SMED): a method of increasing the amount of productive time available 
for a piece of machinery by minimising the time needed to change from one model to another 
• SALAM: Software configuration Agile Lean Adaptable Management 
• Software Configuration Management (SCM): the discipline of applying technical and administrative 
direction and surveillance to identify and document the functional and physical characteristics of a 
configuration item, control changes to those characteristics, record and report change processing and 
implementation status, and verify compliance with specified requirements 
• Software process improvement: the facilitation of software development organisations and practitioners 
by providing guidelines to improve software quality 
• Takt time: the time required to produce a single component or entire product based on sold products 
• ToC constraints: the influence of four SE dynamics (software development methodologies, computing 
environments, software improvement standards, and organisation size) on the SCM process 
• Trace elements: consist of trace artefacts, stakeholders and management systems 
• Trace: defined as “a relationship between two or more products of the development process”  
• Traceability: the ability to trace from one management system containing a specific type of objects and 
their sources to another based on a defined syntax, semantic relations and implementation context, to gain 
transparency from product and process perspectives (Durrani et al. 2013) 
• Tracing: the activities performed either to establish or to use traces 
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• Value stream: the “specific activities required to design, order, and provide a specific product, from 
concept to launch, order to delivery, and raw materials into the hands of the customer” 
• Value: a “capability provided to the customer at the right time at an appropriate price, as defined in each 
case by the customer” 
• Yokoten: ‘learning and sharing‘ 
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1. CHAPTER: INTRODUCTION 
“My fault, my failure, is not in the passions I have, but in my lack of control of 
them.” Jack Kerouac (1922–1969) 
BACKGROUND OF THE STUDY 
Anecdotal evidence suggest that Software Configuration Management (SCM) process can co-
exist with any type of software development method (Plan-driven, Agile, or Open source) in 
any size of software development organization. The research will validate this coexistence 
and develop a conceptual framework and along with associated reference model to assure 
software change traceability irrespective of the organisation size (DIISRTE 2012), chosen 
software development method, or software process improve standard.  
The annals of software engineering are littered with apocryphal tales of systems out of 
control due to the slightest of errors. Case in point: NASA aborted the Mariner 1 spacecraft 
mission in 1962 due to what legend has called “the most expensive hyphen in history” (Hill 
1962). The omission of a simple symbol in mathematical data within Fortran 
systems regulating the space probe precipitated the downfall of this large-scale project, 
according to technical folklore at least. The moral of this story is that being unable to trace 
things that can go wrong can ultimately lead to an inability to govern outcomes. 
Governance in a software development context denotes whatever macro-level processes are 
in place to ensure the effective and efficient, goal-driven deployment of information 
technology by an organisation. Within this broad scope of holistic means to achieve 
calculated ends, there exists the practice known as traceability, which can simply be 
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expressed as the continuous evidence of documentation on a work product. This continuum 
of certification serves to signal the validity and veracity of the system at hand. 
The purpose of this thesis is to explore the governance and traceability capabilities in 
different sizes of software development organisations with different software development 
methodologies, computing environments and software process improvement standards. 
Governance and traceability are the primary outcomes of the software configuration 
management process and are considered important quality attributes for all types of software 
development environments (Espinoza et al. 2011a).  
Traceability is the ability to discover the history of every feature of a system. Traceability is 
also being able to find out what has resulted from a software change request (Hamilton et al. 
1991). On the other hand, IT governance describes the distribution of IT decision-making 
rights and responsibilities among different stakeholders in the enterprise, and defines the 
procedures and mechanisms for making and monitoring strategic IT decisions (Peterson 
2004). In other words, governance ensures that policies and strategy are actually implemented 
and that required processes are correctly followed (Adams et al. 2009).  
Close monitoring of current technological trends reveals continuous improvement in the 
software engineering domain, for example, software development methodologies, tools, 
techniques, software process improvement standards and computing environments 
(Abrahamsson et al. 2002; Abrahamsson et al. 2003b; Cockburn 2002a; Highsmith 2002a).  
On the contrary, examination of current trends also shows that this domain has not yet 
reached the desired satisfaction level of the practitioners, for example, the quality of the 
software product, and the traceability of the software development activities in agile software 
development environments (Charette 2005a; Davis et al. 2004; Turk et al. 2002). Hence, the 
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software engineering domain will continue evolving and the objective of reaching a 
consensus in relation to any one solution is not viable at present.  
Software configuration management (SCM) is a key process in the software engineering 
domain which makes software development traceable during the software development 
lifecycle. The SCM process, with its initial basis in hardware development and version 
control management, was first applied to software development environments in the 1950s. In 
those days, software changes followed simple sequential software development approaches 
such as Waterfall etc. mostly in standalone software development environments (Royce 1970; 
Sommerville 2010).  
The key purpose of traceability and governance is to ensure the persistent alignment of 
product knowledge between stakeholders, artefacts (such as requirement specification 
documentation, functional specification documentation etc.) and various traceability objects 
(such as individual software requirements or enhancement requests, defects reported by any 
stakeholder etc.) (Ramesh et al. 2001).  
Conversely, process knowledge is equally important and refers to knowledge about the 
process followed in the development of the project artefacts (Mohan et al. 2008). To be 
useful in the industrial setting, these two knowledge perspectives need to be organised in the 
form of a holistic traceability meta-model which can be further used by practitioners to create 
more detailed models to implement traceability solutions (Ramesh et al. 2001; Spanoudakis 
et al. 2005). 
With radical advancement in software development tools, technologies, and techniques over 
the last six decades, the software engineering (SE) paradigm has shifted in at least four 
important ways:  
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1) software development methodologies, for example, RAD, agile software development 
(ASD) methodologies and open source software development methodologies  
2) computing environments, for example, parallel computing, grid computing, cloud 
computing, and mobile computing 
3) software improvement standards, for example, IEEE, ITIL, PMP, and Prince2 
4) organisational needs for traceability and governance, regardless of size and complexity.  
This thesis uses the term the “Tetrad of Contextual constraints” (onward either referred to 
as “ToC constraints” or “contextual constraints” or “constraints”) to represent the impact of 
these four SE dynamics on the SCM process, as shown in Figure 1.1 (The list of standards 
and computing environment illustrated in Figure 1.1 is not exhaustive and include others 
process improvement standards and computing environments not shown in the diagram. The 
purpose of the diagram was to show the influence of improvement process standards and 
computing environments on the SCM process and the need to use value-based mindset to 
customise the process in the context of an organisation size).  
With such contextual constraints, it is simply not feasible to follow the strict classical 
traceability approaches used in the past. In order to realise the full benefits of traceability and 
governance and to make them valuable, an adaptable traceability approach is required 
(Poppendieck 2011). No matter how sophisticated and modern a given solution is, it cannot 
be called effective unless it is tailored to the traceability needs of specific projects and 
organisations. 
Motivated by the need to establish a holistic traceability model covering both product and 
process knowledge perspectives, the key purpose of this thesis is to extend the existing 
traceability meta-model (Ramesh et al. 2001). By ‘holistic’, I mean that the resulting model 
5 
 
covers both product and process knowledge perspectives. Meta-modelling is a specification 
model for a class of systems under study (SUS), where each SUS in the class is itself a valid 
model expressed in a certain modelling language (Seidewitz 2003b). 
 
Figure 1.1: The Tetrad of Contextual (ToC) constraints on the SCM process 
Based on our extended holistic traceability meta-model, I further propose a reference model 
called SALAM (Software configuration Agile Lean Adaptable Management) using different 
management systems to address the contextual constraints (Figure 1.1). The word ‘SALAM’ 
in Arabic literally means ‘peace’, but in the context of this thesis I define it as ‘peaceful 
coexistence’. Through this study, the researcher seeks to develop a generic traceability model 
that can be used by any size of software development organisation, for different computing 
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environments, and using different software development methodologies and software process 
improvement standards to implement SCM processes for the value-adding end-to-end 
traceability of software changes.  
In this thesis, the ToC constraints are studied to identify and provide an insight into the 
coexistence of the SCM process, software process improvement (SPI) standards, agile 
software development methodologies and cloud computing environments in different sizes of 
software development organisations. Other perspectives such as combinations of SCM 
processes with plan-driven software development methodologies, or open source software 
development methodologies other computing environments, such as, parallel or grid or 
distributed or mobile computing environments in different sizes of software development 
organisations are left intentionally for future work Spanoudakis et al. (2005). The contextual 
constraints represent the elements defined as within the scope of this thesis. 
PROBLEM STATEMENT 
Software process improvement (SPI) standards, such as Capability Maturity Model 
Integration (CMMI), the International Organisation for Standardization (ISO) and the 
Institute of Electrical and Electronics Engineers (IEEE) standards all facilitate software 
development organisations and practitioners by providing guidelines to improve software 
quality (CMMI Product Team 2006; IEEE.Std.828 2012; ISO/IEC 12207 2008). These 
guidelines include a set of high-level goals related to various SE processes and practices to be 
achieved in order to attain certain certification and/or improve the quality of the developed 
software.  
However, these standards do not provide any drill-down, concrete reference guidelines or 
models about how to establish and/or customise these SE processes and practices under the 
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ToC constraints (Nawazish Khokhar et al. 2010; Wangenheim et al. 2006). High-level 
abstraction of these standards has been highlighted as a major gap between the literature and 
software engineering practice (Coleman 2005; Halloran 1999). Implementing SPI in 
organisations has also been considered a path full of obstacles due to its high-level of 
abstraction (Morgan 2008). 
Studies have been performed to develop detailed methodologies, such as IDEAL (named 
after the initials of the five phases of SPI initiatives) and Quality Improvement Paradigm 
(QIP) to address the question of “how to improve” or more specifically “how to run an SPI 
project” (McFeeley 1996; Naveh et al. 2004; Shaikh et al. 2009). However, even these 
methodologies are still very generic and cannot directly answer questions: 
• how to implement or improve the SCM process, or more specifically  
• how to run an SPI project to implement or improve the SCM process under the ToC 
constraints 
In line with Mathiassen et al. (2005), managing changes in the software development 
processes as defined by an SPI standard model such as CMMI is by any analysis a complex 
and demanding task, and organisations often fail to implement it effectively without specific 
guidelines or models.  
Also, at present there is a lack of methodological support for identifying traceability needs 
and using them to inform adoption and deployment strategies (Spanoudakis et al. 2005). 
Despite the development of a growing number of sophisticated traceability tools, enhanced 
software development methodologies and improved software standards claiming to support 
traceability, in actuality traceability remains poorly documented, as evident from recent 
studies of traceability (Cleland-Huang 2005; Cleland-Huang 2006b; Czauderna et al. 2011; 
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Espinoza et al. 2008; Gotel et al. 2012c; Gotel et al. 2012b; Kannenberg et al. 2009; Morris et 
al. 2007; Oliveto et al. 2007).  
In addition, a lack of tools and environment capabilities to support different types of software 
development artefacts and traceability relations has been identified as one of the main reasons 
for its limited use in industrial settings (Spanoudakis et al. 2005). In words of Neumuller et 
al. (2006), traceability techniques and tools have failed to achieve widespread adoption in 
industry because of the scale and complexity of traceability.  
I demonstrate proposed extended traceability model (SALAM) by implementing management 
systems using different lean thinking practices to align the scale and complexity of new or 
existing tools and processes capabilities with business goals. This results in the development 
of a traceability solution which adds value in the context of implementation. 
One of the confounding factors is inconsistency in the use of traceability terminology and 
concepts, not only between researchers and practitioners, but also within each of these 
communities themselves Gotel et al. (2012b). Studies have raised the need to establish such 
traceability solutions by incorporating the management process and the associated 
management systems (Bendix et al. 2012a; Bendix et al. 2012b; Capilla et al. 2012; Lanubile 
et al. 2010; Ramesh et al. 2001).  
PURPOSE STATEMENT 
While there are different combinations of factors, such as organisation size, software 
development methodology usage, software process improvement standards and computing 
environment in context (as illustrated by the ToC constraints in Figure 1.1), for the purposes 
of this thesis, I am only seeking to identify and provide insight into the potential engagement 
of the SCM process, SPI standards, agile software development (ASD) methodologies and 
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cloud computing environments in different sizes of software development organisation 
(DIISRTE 2012).  
There have been several separate studies of security and governance challenges in cloud 
computing environments, SCM in global software development environment, agile software 
development environments with traceability issues etc. But the study of these concerns 
together in a single software development environment has mostly remained unexplored.  
This thesis is unique because it seeks firstly, to discover if the ToC constraints (which 
includes the impact of software development methodologies, computing environments, 
software process improvement standards, and organisation size) exists in any software 
development environments, and secondly, to study what strategies are used by different sizes 
of software development organisation to keep a synergetic balance between the SCM process, 
SPI standards and agile software development methodologies in cloud computing software 
development environments.  
The aim of the thesis is to extend the existing traceability meta-model developed by Ramesh 
et al. (2001) to introduce a new element, ‘management system’, into the model. For this 
thesis, I define ‘management system’ as:  
The implementation of a certain degree of process, practices and work instructions, 
facilitated by tools and technology, to deliver specific and valuable information about 
defined sources and objects to the target stakeholders for the operational and strategic 
alignment of the business. 
As a result, this extended model provides a comprehensive traceability view covering both 
product and process knowledge perspectives. In addition, this thesis also proposes and tests a 
10 
 
reference traceability model called SALAM which will facilitate the practitioner in 
implementing SCM processes under the contextual constraints. 
 SIGNIFICANCE AND CONTRIBUTION OF THE STUDY 
Statistics released by the Software Engineering Institute (SEI) for the software community 
striving for Software Process Improvement (SPI) indicate that a large number of companies 
fail to achieve their software process improvement goals (Shaikh et al. 2009). It is suggested 
by Shaikh et al. (2009) that software process improvement initiatives need to be tailored to 
addressing organisational needs, instead of unseeingly pursuing maturity model prescriptions.  
This thesis is significant because it explores the ToC constraints (Figure 1.1), the evidence for 
which is not apparent in the literature. The findings of this thesis could prove significant to 
configuration management and information systems management practitioners whereby 
executive management, program and project managers, and other stakeholders could 
experience improved software traceability and governance, and hence increased success rates 
of IT projects.  
In addition, existing traceability models and framework activities are not adequate for current 
IT needs; for example, no software development process model exists for the cloud 
computing platform (Guha et al. 2010). Studies have raised the need to establish traceability 
solutions by incorporating management processes, such as SCM processes, and associated 
management systems, such as version control systems and defect management systems 
(Bendix et al. 2012a; Bendix et al. 2012b; Capilla et al. 2012; Lanubile et al. 2010; Ramesh et 
al. 2001).  
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Motivated by the need to establish an adaptable traceability model and to provide guidelines 
for holistic traceability solution, this thesis also opts to extend the definition of the 
traceability meta model as developed by (Ramesh et al. 2001).  
Also, this thesis investigates and highlights the critical importance of management systems 
and the application of lean thinking principles for the development of an adaptable SCM 
process and its application in agile software development cloud computing environments.  
The contribution of this research is the development of a conceptual framework and reference 
traceability model for the application of SCM process in agile cloud computing environments 
assured by software process improvement standards, such as, ITL and CMMI. The 
framework and the reference model will drive SCM process in all sizes of software 
development organisations.  
SUMMARY OF RESEARCH METHODOLOGY 
Due the exploratory nature of the research to investigate the SCM process under the ToC 
constraints (which includes the impact of software development methodologies, computing 
environments, software process improvement standards, and organisation size), an 
exploratory iterative sequential mixed design approach has been chosen and is discussed 
further in Chapter 4 (Creswell et al. 2011; Teddlie et al. 2009). 
The thesis design has been divided into three research phases: 
• phase 1 – quantitative descriptive statistical analysis for the identification of 
organisations with the existence of SCM processes under the ToC constraints 
In phase 1, a quantitative method has been chosen to explore and investigate the existence 
of SCM processes in Australian software development organisations where organisational 
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size, software development methodologies, improvement standards and computing 
environments act as constraints to effective project outcomes (ToC constraints).  An 
online survey was used and an invitation was sent to 187 participants, mostly drawn from 
different organisations. Out of 187, 60 valid responses were received and descriptive 
statistics was performed. Although the number of valid responses was disappointing, the 
results still addressed the phase 1 requirements and provided a description of the SCM 
process implementation under the constraints in the Australian context. In addition it 
facilitated in the identification of one case study for next phase.   
On the basis of the phase 1 descriptive statistics, one participant organisation was chosen 
for a longitudinal case study in phase 2.  
• phase 2 – qualitative analysis using a longitudinal case study approach for the 
development of a holistic traceability model covering both product and process 
knowledge perspectives 
Before phase 2, an initial conceptual model based on a literature review was developed 
and then a qualitative case study was performed to investigate “how software 
development organisations establish an adaptable software development environment for 
the existence of an SCM process without losing its value under the ToC constraints” 
Qualitative data-gathering methods such as semi-structured interviews, structured 
environment observations and Delphi feedback, and documentation analysis were used 
and the resulting data has been analysed qualitatively. The outcome of phase 2 is the 
reference traceability model called SALAM.  
• phase 3 – quantitative analysis for the validation of the holistic traceability model 
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In phase 3, another quantitative study using an online survey of 158 global participants 
was performed to further investigate SCM process implementation strategies under the 
contextual constraints, to validate and generalise the findings of phase 2 and the 
associated SALAM model. 
RESEARCH QUESTIONS 
Fifty four per cent of IT project failures can be attributed to project management, whereas 
only 3 per cent are attributed to technical challenges Gulla (2011). Similarly, Charette 
(2005b) stated that the most common factors contributing to project failure are:  
• inaccurate estimates of needed resources 
• poor reporting of project status 
• unmanaged risks 
• poor communication among stakeholders 
• inability to handle project complexity. 
Many of these failure factors are closely linked to the lack of traceability in the software 
development process and occur due to weak implementations of the SCM process. 
Traceability and governance are considered important quality attributes for all types of 
software development environments (Espinoza et al. 2011a).  
The SCM process (which provides traceability and governance capabilities) should be 
implemented in all types of software projects irrespective of the size of the project and 
organisation, because change is inevitable in all projects and unmanaged change is likely to 
cause trouble Leon (2005). 
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For this thesis, the following research questions and hypotheses are raised: 
• Research question 1: Is there any evidence for the co-existence of an SCM process 
under the ToC constraints in adaptable software development organisations?  
• Research question 2: How can software development organisations establish an 
adaptable software development environment for an SCM process without losing its 
value under the ToC constraints? 
ASSUMPTIONS 
The assumptions directly pertaining to the design and method of the thesis have assisted the 
researcher in his examination of the study’s conclusions. The primary assumptions associated 
with this thesis are:  
• The target survey population, comprised of members of the LinkedIn web community 
of professionals, is representative of the population of IT professionals. 
• Successful implementation of the SCM process is invariably connected to traceability 
and governance. 
• A mixed methodology research design strategy of inquiry is appropriate to make 
deductions and conclusions during and after the data collection and analysis 
processes. 
STRUCTURE OF THE THESIS 
This thesis is presented in seven chapters. Chapter 1 contains an introduction to the study 
comprised of the background of the study, statement of the problem, purpose statement, 
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rationale of the research, research questions, significances of the study, nature of the study 
and research methodology, definition of terms, and the assumptions and limitations.  
In chapter 2, a review of the literature is organised by major topic related to the existing 
literature about SCM, agile values and principles, the theory of lean thinking and associated 
principles and practices, cloud computing environments, and traceability fundamentals.  
Chapter 3 propose an extended traceability meta-model. This extended traceability meta-
model is then further discussed with the help of a conceptual research framework to propose 
a new reference traceability model called SALAM.  
Chapter 4 describes the research strategy and methodology along with the research design, 
based on an iterative sequential mixed-method design using SE research methodology. The 
role of the researcher, the environment and participant selection method and various 
measuring instruments are also discussed.  
Chapter 5 presents the quantitative analysis for the identification of organisations with an 
SCM process under the ToC constraints (which includes the impact of software development 
methodologies, computing environments, software process improvement standards, and 
organisation size) among Australian software development organisations.  
Chapter 6 presents the qualitative analysis through a case study. It provides the background 
analysis of the case study environment and interview participants, and then discusses the 
conceptual framework along with its associated elements established for the case study. 
Identified themes emerging from the qualitative content analysis are then discussed and the 
case study is concluded.  
Chapter 7 presents the quantitative data analysis and the construction of the conceptual 
framework and the associated web-based survey. This chapter is organised into six main 
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sections. The first section summarises the steps involved in the construction of the web-based 
survey, the coding and missing-value analysis and the instrumentation of the survey. The 
second section describes the assessment performed to check the validity and reliability of the 
survey data. The third section then describes the analysis performed for testing the normality 
and homogeneity of the survey data. The fourth section provides the descriptive analysis of 
the survey responses. The fifth section provides the quantitative analysis and how this 
answers the research questions. The sixth section summarises the chapter content.  
Chapter 8 presents a summary and the conclusions of the research; it is organised in four 
main sections. The first section summarises the research, including a review of the purpose, 
hypotheses, methods and procedures. The second section presents the research results. The 
third section presents the SALAM model verification and validation.  
Chapter 9 finally presents the thesis conclusion, implications, limitations and suggestions for 
future research. 
SUMMARY 
In this thesis, the impact of organisational size, software development methodologies, 
improvement standards and computing environments on effective project outcomes (ToC 
constraints) is studied to identify and provide insight into the coexistence of SCM processes, 
software process improvement (SPI) standards, agile software development methodologies 
and cloud computing environments in different sizes of software development organisation. 
This thesis seeks firstly to discover if contextual constraints exists in any software 
development environments, and secondly to study what strategies are used by different sizes 
of software development organisation for the implementation of the SCM process under such 
constraints. 
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The aim of the thesis is to extend the existing traceability meta-model developed by Ramesh 
et al. (2001) to include a management systems’ perspective. This extended model provides a 
comprehensive traceability view covering both product and process knowledge perspectives. 
In addition, this thesis proposes and tests a reference traceability model called SALAM 
(Software configuration Agile Lean Adaptable Management) which can facilitate the 
practitioner in implementing the SCM process under the ToC constraints (which includes the 
impact of software development methodologies, computing environments, software process 
improvement standards, and organisation size). 
This thesis also investigates and highlights the critical importance of management systems 
and the application of lean thinking principles for the development of an adaptable SCM 
process and its application in agile software development cloud computing environments.  
Due to the exploratory nature of the research to investigate the SCM process under the 
contextual constraints, an exploratory iterative, sequential, mixed design approach has been 
chosen. 
18 
 
2. CHAPTER: LITERATURE REVIEW 
“Until thought is linked with a purpose, there is no intelligent accomplishment” 
James Allen (1864-1912) 
This chapter provides a literature review surrounding and theoretically supporting this study. 
Multiple sources are used to identify and compile literature in support of this research study, 
such as journal papers, conference proceedings, industry papers, books and online databases.  
To arrive at an understanding of the existence of SCM under the ToC constraints (of various 
software development methodologies, software process improvement standards and 
computing environments in different sizes of organisations – see Figure 1.1) and the 
strategies used by these organisations to establish end-to-end traceability solutions under the 
contextual constraints, the chapter is divided into seven sections:  
• the SCM process and practices 
• agile software development methods 
• the agile SCM process and associated values, principles and practices  
• lean thinking principles and practices  
• cloud computing environments 
• traceability fundamentals 
• conceptual research framework. 
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The SCM Process section provides the introduction and background to the SCM process, and 
then follows discussion on the SCM process framework and different practices.  
Agile values and principle section introduces agile values and principles, and then aligns 
these values and principles with the SCM process and relevant practices. The theory of lean 
thinking section provides a brief history of the theory of lean thinking and industry changes 
that evidence a shift towards the adoption of lean practices. Lean and agile concepts are 
discussed and compared with a view to identifying common characteristics.  
Computing environments section reviews the literature on the computing environment, 
advantages and disadvantages, and the need for software development models addressing 
such environments. Traceability fundamentals section describes the fundamentals of 
traceability concepts, common terminology and practice, and procedural building blocks for 
use in the thesis context. Agile methodologies are examined within a traceability context to 
identify the benefits, issues and concerns regarding the usage of traceability meta-models, 
different approaches and implementations of traceable solutions.  
THE SOFTWARE CONFIGURATION MANAGEMENT (SCM) 
PROCESS 
This section introduces the SCM process as described by the different software process 
improvement (SPI) standards, such as IEEE, CMMI and PMP (CMMI Product Team 2010; 
IEEE.Std.828 2012; UK.OGC. 2005).  
Background and introduction 
Software configuration management (SCM) is an SE process that makes software 
development traceable. In other words, (software) configuration management is the 
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development and use of standards and procedures for managing an evolving software system 
(Sommerville 2010). SCM is central to, and provides essential services to, all the major 
processes of systems and software engineering, such as project management, requirement 
management, design, implementation, integration, verification, release/transition, and 
operation and maintenance (IEEE.Std.828 2012). 
The advent of the concept of SCM can be traced back as early as the 1950s, when 
configuration management, which was originally intended for hardware development and 
production control, was first considered to be one method for the control of software 
development processes. The first standard configuration management process was developed 
by the U.S. Air Force in order to respond to control and communication problems in the 
design of its jet aircraft Leon (2005). Historically speaking, the initial few versions of this 
process were built around manual practices, but eventually software tools were written to 
manage these practices. At present, the SCM process is considered a discipline for controlling 
the evolution of complex systems (Tichy 1988).  
Rapid advancements in software and hardware technology took computers and software to a 
new era, when people were constrained to find ways to control their software development 
processes. Tichy (1988) presents the advantages of this transformation process from 
configuration management to SCM in two points: first, software is easier and faster to change 
than hardware; and second, SCM can potentially be more automated.  
Conversely, Abran et al. (2001) state that, “the concepts of configuration management apply 
to all items to be controlled although there are some differences in implementation between 
hardware configuration management and software configuration management”. 
Consistent with IEEE.Std.828 (2012), SCM is central to, and provides essential services to, 
all the major process of systems and software engineering, such as project management, 
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requirement management, design, implementation, integration, verification, release/transition, 
and operation and maintenance. SCM comprises seven primary lower-level processes and 
two special instances of applying those lower-level processes (IEEE.Std.828 2012). The 
seven primary lower-level processes include: 
• planning  
• management  
• configuration identification 
• configuration change control 
• configuration status accounting  
• configuration auditing  
• configuration release management  
and the two special instances are:  
• interface control and  
• supplier configuration item control. 
The CMMI standard defines the purpose of SCM as the establishment and maintenance of the 
integrity of work products using configuration identification, configuration control, 
configuration status accounting and configuration audits (CMMI Product Team 2010).  
The PMI standard implements SCM as a component of the “project integration management” 
knowledge area (PMI. 2004). A configuration management system is considered a subsystem 
of the overall project management information system and contains processes for submitting 
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proposed changes, tracking systems for reviewing and approving proposed changes, defining 
approval levels for authoring changes, and providing a method to validate approved changes 
(PMI. 2004).  
The ITIL v3 foundation handbook defines the purpose of service asset and configuration 
management as ensuring that assets required to deliver services are properly controlled, and 
that accurate and reliable information about those assets is available when and where it is 
needed (Adams et al. 2009). Comparatively, as per the Prince2 standard, SCM is thought of 
as an asset or product control system (UK.OGC. 2005). SCM is a discipline that gives precise 
control over a project’s products by allowing management to specify the versions of products 
in use, and to maintain updated records containing evidence of control changes to products. 
The process and information collected ensure that changes are made only with the agreement 
of appropriate authorities. In addition, the records are audited to ensure that they contain only 
authorised products. SCM contains five basic functions: planning, identification, control, 
status accounting, and verification (UK.OGC. 2005). 
SCM is also termed a supporting software lifecycle process (12207.0-96 1996) that benefits 
project management, development and maintenance activities, assurance activities, and the 
customers and users of the end product. SCM ensures that the development and evolution of 
the different components of a system are efficient and controlled, so that the individual 
components fit together as a coherent whole Whitgift (1991). This application of control to 
the evolution of a new product/process comes through the capability of requirement 
traceability, which is considered a component of change management good practice (Eberlein  
et al. 2002). 
Two perspectives of SCM are management support and development support Feiler (1991a). 
The management support perspective concentrates its effort on the identification of product 
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components and changes, through initiation, evaluation, authorisation workflow, management 
of change, and recording and reporting the history and status of the product. The development 
support perspective deals with the actual maintenance of components of a product, recording 
the history of the components as well as of the whole product, developing and executing the 
CM practice as a stable working context for changing the product, supporting the 
manufacture of the product from its components, and coordinating concurrent changes. Lack 
of development support is usually due to a lack of basic SCM structures, or else the structure 
does not fit well into the development environment (Berczuk 2003). 
The general misconception that often deludes IT practitioners is that SCM is only for big 
companies and large projects. SCM should be implemented in all software projects 
irrespective of the size of the project and organisation, because change is inevitable in all 
projects and unmanaged change is likely to cause trouble Leon (2005). Regardless of the 
development method in use, it is important that software development be under control and 
SCM is known as a method of bringing control to the software development process Koskela 
(2003a).  
SCM process framework 
Software engineering (SE) is a layered technology (Figure 2.1) (Pressman et al. 2014). 
Therefore, SE is an effort that is based on an organisational commitment to quality and on its 
policies for this purpose. It fosters a continuous improvement culture, and it is this culture 
that ultimately leads to the development of increasingly more effective approaches to 
software development, as determined by measurement of outcomes and alignment of the 
product/service with requirements (Pressman et al. 2014). These approaches contain 
processes for software development, configuration management, quality assurance, and 
project management processes and their associated methods (practices). The SCM 
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framework, as shown in Figure 2.2, presents a more sophisticated, layered view of policy, 
process and practices to manage the lifecycle of any software development system.  
 
Figure 2.1: Software Engineering: A Practitioner’s Approach (Pressman et al. 2014) 
It is pointed out by Sommerville (2010) that in the absence of an SCM process there is a 
greater chance of applying redundant effort, modifying the wrong version of a system, 
releasing the wrong version of a system to customers or losing track of where the software 
code is stored. The software process forms the basis for management control of software 
projects and establishes the context in which technical methods (practices) are applied, work 
products are produced, milestones are established, quality is ensured and change is properly 
managed (Pressman et al. 2014). Different SCM tools should be used to automate various 
aspects of SCM practices, i.e. to store versions of system components, build systems from 
these components and track the releases of system versions. 
The SCM framework includes policy, process and practices or procedures, and defines the 
“why, what and how” of recording and implementing the requested system requirements, 
how to relate these to system components, and the methods used to identify different versions 
of the software products/systems. In other words, for a system to work effectively and 
efficiently, a framework must be defined and implemented regardless of the software 
development methodology used. 
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Figure 2.2: Software configuration management (SCM) framework 
Most SCM standards have an embedded assumption that a waterfall model will be used for 
system development (Bersoff et al. 1991). Regardless of its nature, it has been highlighted by 
Leon (2005) that the SCM process should be implemented in all projects without considering 
their size (small, medium, large or very large), complexity (simple or complex) or stage 
(conceptual, design, development, testing or maintenance). This further indicates that the 
standards have to be adapted to modern software development approaches, based on 
incremental specification and development. Hass (2003) discusses some of these adaptations 
for software development processes such as agile development. 
The SCM standard IEEE 1042 (1987) is the most comprehensive international standard 
available for the SCM process. It describes the application of the SCM process to the 
management of software engineering projects. SCM consists of two major aspects – planning 
and implementation.  
• Planning 
o Configuration Planning 
• Implementation 
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o Configuration identification 
o Configuration control 
o Configuration status reporting 
o Configuration auditing 
o Build and release management 
o Interface control 
o Supplier configuration item control 
Configuration planning 
Effective SCM implementation requires detailed planning effort in assessing and analysing 
the current CM functionalities, as mentioned by Dart (1990), and the CM system 
environment, highlighted by Feiler (1991a), currently associated with the organisation. 
Therefore, thorough understanding of the organisational context is mandatory. It is also 
highlighted in SWEBOK (2004) and Sommerville (2010) that SCM planning should be 
consistent with the organisational context, considering the applicable constraints, acceptable 
guidance and the nature of the project.  
Consistent with Bounds et al. (1993), the CM plan is one of the three keys to successfully 
attaining a CM solution (the other two are the CM system and the CM adoption strategy). 
There are various SCM plan standards (IEEE 1028 1997; IEEE 1042 1987; IEEE.Std.828 
2012) available in the industry that can be adopted to fit the requirements and constraints of 
specific projects.  
Configuration identification 
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Configuration identification is the basis for subsequent control of the software configuration 
Leon (2005). It identifies items to be controlled, establishes identification schemes for the 
items and their versions, and establishes the tools and techniques to be used in acquiring and 
managing controlled items (IEEE 12207 2008). It also establishes the baseline for the product 
at different points in time during the lifecycle of a project. It is the core functionality that 
every system must have and it should provide a mechanism for keeping track of the history of 
changes to the product components as they evolve over time throughout the software 
development lifecycle (Midha 1997). 
IEEE 610.12-90 (2004) defines configuration identification as an element of configuration 
management, consisting of selecting the configuration items (CI) for a system and recording 
their functional and physical characteristics in technical documentation. As mentioned by 
Leon (2005), a CI is an aggregation of software that is designated for configuration 
management and is treated as a single entity in the SCM process. Each CI must be named and 
versioned uniquely to distinguish it from other CIs and from other versions of Cis Whitgift 
(1991). 
Configuration control 
Configuration control is considered core practice under the SCM process. It contains the 
activities of: identifying, evaluating, tracking, managing, implementing, and reporting the 
requests for changes to a product. Change management defines the overall use of the SCM 
system. It is defined by IEEE 610.12-90 (2004) as an element of the SCM process consisting 
of the evaluation, coordination, approval or disapproval, and implementation of changes to 
configuration items after formal establishment of their configuration identification. So it can 
be emphasised, based on the above definition that configuration identification is the basis of 
this practice and configuration control provides some degree of control to all the 
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configuration items identified during the configuration identification. It also highlights the 
need to have a configuration management system that manages all such CIs at a centrally 
controlled location.  
Midha (1997) lists two sub-practices of configuration control SCM practice, problem 
management and change control. Change control is concerned with managing changes during 
the software lifecycle and problem management is the process of recording, tracking and 
reporting problems and enhancement requests submitted by end users of a product. Some of 
these reported issues, problems and enhancements result in requests for product changes. 
All the approved change requests are implemented using the defined software procedures in 
accordance with applicable schedule requirements. Since a number of approved changes 
might be implemented simultaneously, it is necessary to provide a means for tracking which 
software change requests are incorporated into particular software versions and baselines.  
Configuration status reporting 
Software Configuration Status Accounting (SCSA) practice is the recording and reporting of 
information needed for effective management of the software configuration (IEEE 12207 
2008). It is a part of the SCM process that answers the following questions (Pressman et al. 
2014): (1) What happened? (2) Who did it? (3) When did it happen? (4) What else will be 
affected?  
It is reported by Berlack (1992) and Buckley (1996) that such information can be used by 
various organisational and project elements, including the development team, the 
maintenance team, project management and software quality activities. Leon (2005) also 
emphasises the importance of such reporting by stating that the aim of status accounting is to 
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keep managers, users, developers and other project stakeholders informed about the various 
configuration stages and their evolution. 
Configuration auditing 
A configuration audit practice is a set of activities performed independently to evaluate the 
conformance of the resulting products and their associated processes to applicable 
regulations, standards, guidelines, plans and procedures. In other words, its purpose is to 
verify that the software system matches the configuration item description in the 
specifications and documents and that the pack being reviewed is complete (Leon 2005).  
Audits are conducted according to a well-defined process consisting of various auditor roles 
and responsibilities (SWEBOK 2004). Consequently, each audit must be carefully planned 
and may require a number of individuals with different domains of knowledge to perform a 
variety of tasks over a short period. Tools are required to facilitate such activities, which can 
greatly benefit from them. Guidance for conducting software audits is available in various 
references, as provided by Berlack (1992), Buckley (1996), and IEEE 1028 (1997). 
There are two categories of activities that are conducted as part of this practice (Pressman et 
al. 2014): (1) formal technical reviews; and (2) the software configuration audit. Further 
elaboration on auditing activities is given in SWEBOK (2004), which categorises audit 
activities based on their functional and physical characteristics. A definition given by Leon 
(2005) describes the two types of audits as: a functional configuration audit (FCA), which 
ensures that the functions defined in the specifications are all implemented correctly; and a 
physical configuration audit (PCA), which determines whether all the items identified as 
being part of the CI are present in the product baseline. Successful completion of these audits 
can be a prerequisite for the establishment of the product baseline.  
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Build and release management 
IEEE 610.12-90 (2004) defines a “build” as an operational version of a system or component 
that incorporates a specified subset of the capabilities that the final product will provide; 
whereas the term “release” is used in this context to refer to the distribution of a software 
configuration item outside the development activity (IEEE 12207 2008).  
The practice of efficiently building the whole or a subset of a version of a product from the 
selected configuration of product components, build management facilitates recordkeeping of 
a built version, the built environment and the versions of the selected components in a 
configuration. Build support is essential in various software development lifecycle phases 
like unit, integration and system testing (Midha 1997). 
The release management practice includes internal releases within the organisation as well as 
external distribution to customers. When different versions of a software item are available 
for delivery, such as versions for different platforms or versions with varying capabilities, it 
is frequently necessary to recreate specific versions and package the correct materials for 
delivery of the version.  
In line with Babich (1986) and Sommerville (2010), there are two perspectives of release 
management and delivery. The first is software building and the second is software release 
management. Furthermore, the two most essential characteristics of any software building 
activity are its repeatability and reproducibility Leon (2005).  
Interface control 
The purpose of the interface control process is to manage the potential interfacing effects that 
hardware, system software and support software, as well as other projects and deliverables, 
have on the project IEEE.Std.828 (2012). Interface control activities coordinate changes to 
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the project CIs with changes to interfacing items. This interface can be between components 
developed internally to the project or between project components and components 
developed externally. In our research, I define and study the interface control between 
different management systems and illustrated later in Figure 3.3. 
Supplier configuration item control 
The purpose of the supplier configuration item control process is to manage the incorporation 
of items developed outside the project environment into the project CIs in order to support 
added accountabilities for organisational and legal relationships IEEE.Std.828 (2012).  
For the purposes of this thesis, the researcher has studied the SCM framework (Figure 2.2) 
and the associated practices presented above of various software development organisations 
under the ToC constraints (Figure 1.1). In addition, the value of the SCM process and the 
importance of each of the SCM practices are also studied, along with the granularity of usage. 
AGILE VALUES AND PRINCIPLES 
Introduction to agile values and principles 
Agility is the ability to change rapidly in response to customer needs and market forces; 
adaptability, flexibility, responsiveness. Agile software development methodologies advocate 
new practices with the emphasis on releasing software changes rapidly, as opposed to 
traditional software development methods. 
A manifesto for agile software development was published in 2001 (Beck et al. 2001a) that 
described values and principles common to all agile methods. The authors of this manifesto 
(Beck et al. 2001a) not only contributed to its development but also published individual 
software development methods with similar characteristics (Cockburn 2002; Fraser et al. 
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2006; Highsmith 2002b; Schwaber et al. 2002). Each of these methods is based on 
practitioner experience and evolutionary development practices with a focus on fast delivery 
of quality software.  
The name ‘agile’ comes from the field of flexible manufacturing and is considered an 
improvement on the name ‘lightweight’. The ‘agile movement’ in the software industry was 
researched and published by a group of software practitioners and consultants in 2001 (Beck 
et al. 2001a; Cockburn 2002a). The central values honoured by the agilists are: 
• individuals and interactions over processes and tools 
• working software over comprehensive documentation 
• customer collaboration over contract negotiation 
• responding to change over following a plan. 
These four agile values are supported by twelve agile principles (Beck et al. 2001b) as 
follows: 
• Our highest priority is to satisfy the customer through early and continuous delivery 
of valuable software. 
• Welcome changing requirements, even late in development. Agile processes harness 
change for the customer’s competitive advantage. 
• Deliver working software frequently, from a couple of weeks to a couple of months, 
with a preference for the shorter timescale. 
• Business people and developers must work together daily throughout the project. 
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• Build projects around motivated individuals. 
• Give them the environment and support they need and trust them to get the job done. 
• The most efficient and effective method of conveying information to and within a 
development team is face-to-face conversation. 
• Working software is the primary measure of progress. 
• Agile processes promote sustainable development. 
• The sponsors, developers and users should be able to maintain a constant pace 
indefinitely. 
• Continuous attention to technical excellence and good design enhances agility. 
• Simplicity – the art of maximising the amount of work not done – is essential. 
• The best architectures, requirements and designs emerge from self-organising teams. 
• At regular intervals, the team reflects on how to become more effective, then tunes 
and adjusts its behaviour accordingly. 
In this thesis, the researcher has studied the influences of agile values and principles in the 
software development environments of different sizes of software development organisation 
under the ToC constraints (Figure 1.1). The study also identifies various agile software 
development methods used and the most frequently used agile practices within the 
methodology.  
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Agile SCM values and principles 
This section introduces the key concepts behind agile values and principles and their 
association with the SCM process. It also attempts to associate and compare agile values and 
principles with agile SCM values and principles (Appleton et al. 2003b; Appleton et al. 2003c; 
Appleton et al. 2004a; Appleton et al. 2004b; Appleton et al. 2008b). This study provides 
support to understanding the SCM practices in any given agile organisational environment. 
Agile values and principles take nothing away from traditional SCM but seek to achieve the 
same results in perhaps a slightly different manner while remaining true to the basic 
principles of SCM. As per Appleton et al. (2008b) and Appleton et al. (2006), agile SCM is 
“the pragmatic application of sound CM principles and practices in accordance with Agile 
values, using Lean Thinking, to serve the need of the business”. Thus, it builds on traditional 
SCM and still contains the traditional SCM non-development activities of configuration 
planning, identification, control, status accounting, audit and reporting, build and release 
management, and the corresponding process for managing those activities. 
Agile SCM does, however, inject the agile thought process into the discipline of SCM. With 
that comes an emphasis on flow and throughput of the project value-stream, and operating in 
service to that and to those who create value. This has led to the slogan, ‘Add nothing but 
value; remove nothing but waste!’ when it comes to any form of process change or 
improvement in an agile environment.  
As described by Appleton et al. (2008b), true agile SCM requires taking on an agile mindset 
embodied by the agile manifesto, applying it with lean principles and techniques, and 
combining it with the principles and discipline of configuration management. As it is 
considered to be a challenge when attempting to reconcile apparent conflict between agile 
values and principles with CM principles and discipline, a synergistic balance must be 
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achieved that attains the goals of both without compromising the values of either one 
(Appleton et al. 2008b).  
Table 2.1 displays a comparison of standard agile values as presented by Beck et al. (2001a) 
as part of the agile manifesto, and the SCM agile values as presented by Appleton et al. 
(2008b). These Agile SCM values and principles were used by the researcher for the 
qualitative data collection and analysis in phase 2 using the structured observation list as 
provided in Appendix D). 
Standard agile values  
(Beck et al. 2001a) 
Agile SCM values 
(Appleton et al. 2008b) 
Individuals and interactions over processes and tools Individuals and interactions suitably supported by 
processes and tools 
Working software over comprehensive 
documentation 
Working software and SCM processes over 
comprehensive documentation 
Customer collaboration over contract negotiation Customer collaboration over contract negotiation 
Responding to change over following a plan Responding to change over following a plan 
Table 2.1: Comparison of standard agile values and SCM agile values 
These four SCM agile values (Table 2.1) are further supported by SCM agile principles and 
are compared with the standard agile principles in Table 2.2. SPI standards and their 
proposed SCM definition and purposes provide a high-level detailed view of what practices, 
tasks and activities are required to implement SCM process in the software development 
environment and how to meet these standards (Bentley 2009; IEEE.Std.828 2012; PMI. 
2004). However, these standards do not provide any drill-down, concrete reference guide on 
how to establish and customise the SCM process depending on the context and facets of 
value, such as products, disciplines, projects, organisations and sites (Bendix et al. 2012a; 
Capilla et al. 2012). 
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Standard agile principles  
(Beck et al. 2001a) 
Agile SCM principles 
(Appleton et al. 2008b) 
Our highest priority is to satisfy the customer through 
early and continuous delivery of valuable software.  
Our highest priority is to satisfy the customer by 
maintaining the integrity of the software 
throughout its lifecycle, and making early and 
continuous delivery easy and simple to achieve. 
Welcome changing requirements, even late in 
development. Agile processes harness change for the 
customer’s competitive advantage.  
We welcome changing requirements because we 
can manage and control them in a lightweight, but 
consistent, way to harness change for the 
customer’s competitive advantage. 
Deliver working software frequently, from a couple of 
weeks to a couple of months, with a preference for the 
shorter timescale.  
Deliver working software frequently, from a couple 
of weeks to a couple of months, with a preference 
for the shorter timescale. 
Businesspeople and developers must work together 
daily throughout the project.  
Change and configuration management are the 
responsibility of everyone involved in the project 
from businesspeople to developers. SCM people 
must work with the rest of the team on a daily 
basis. 
Build projects around motivated individuals. Give 
them the environment and support they need and trust 
them to get the job done.  
Give individuals appropriate tools and 
environments to perform effective configuration 
management throughout the lifecycle. 
The most efficient and effective method of conveying 
information to and within a development team is face-
to-face conversation.  
While agile processes encourage conveying 
information face-to-face, SCM requirements lead 
to some level of easily recording, tracking and 
managing change to that information, preferring 
automation to manual processes. 
Working software is the primary measure of progress.  Working software is the primary measure of 
progress (not SCM metrics!) 
Agile processes promote sustainable development. The 
sponsors, developers and users should be able to 
maintain a constant pace indefinitely.  
Agile processes promote sustainable development. 
The sponsors, developers and users should be able 
to maintain a constant pace indefinitely. 
Continuous attention to technical excellence and good 
design enhances agility.  
Continuous attention to (SCM) processes and 
systems enhances agility. 
Simplicity – the art of maximising the amount of work 
not done – is essential.  
Simplicity – the art of maximizing the amount of 
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work not done – is essential. 
The best architectures, requirements and designs 
emerge from self-organising teams.  
The best architectures, requirements, designs and 
SCM processes emerge from self-organising teams 
with SCM responsibilities devolved. 
At regular intervals, the team reflects on how to 
become more effective, then tunes and adjusts its 
behaviour accordingly.  
At regular intervals, the team reflects on how to 
become more effective in its SCM processes and 
procedures, then tunes and adjusts its behavior 
accordingly. This includes incorporating ideas 
from lean thinking, the theory of constraints and 
other such initiatives. 
Table 2.2: Comparison of standard agile principles and SCM agile principles 
The demand for concrete SCM models is growing due to the rising number of SCM process 
implementations (Fauzi et al. 2010). Studies have been performed to develop comprehensive 
methodologies like IDEAL (named after the initials of the five phases of SPI initiatives) and 
Quality Improvement Paradigm (QIP) to address the question of “how to improve” or more 
specifically “how to run an SPI project” (McFeeley 1996; Naveh et al. 2004; Shaikh et al. 
2009). Unfortunately, even these methodologies are still very generic and cannot directly 
answer the questions of “how to implement or improve the SCM process” or more 
specifically “how to run an SPI project to implement or improve the SCM process under 
given ToC constraints (which includes the impact of software development methodologies, 
computing environments, software process improvement standards, and organisation size)”.  
Many practitioners and researchers have proposed such models from different perspectives 
(Baiôco et al. 2010; Bellomo et al. 2008; Buchmann et al. 2012; Capilla et al. 2012; Coetzee 
et al. 2011; Kim et al. 2010), but still there is lot to investigate and explore, hence this study. 
The researcher has studied agile values, principles and methodologies in different sizes of 
software development organisation under the contextual constraints and identified the 
implementation strategies for using agile practices.  
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THE THEORY OF LEAN THINKING  
Leanness describes a fundamental approach capable of minimising the risks and side-effects 
of re-engineering business processes to adapt to change in any direction (Luo et al. 1996). In 
line with Wong et al. (2009), the main purpose of implementing lean manufacturing is to 
increase productivity, reduce lean time and cost, and improve quality.  
Leanness is a way of thinking that enables organisations to “specify value, line up value-
creating actions in the best sequence, conduct these activities with interruption whenever 
someone requests them, and perform them more and more effectively” (Womack et al. 
1996c). Principles of leanness are universal and broadly accepted across many disciplines 
(Poppendieck 2011).  
Lean thinking principles 
In keeping with Womak et al. (1990), leanness is achieved by a drive towards “perfection: 
continually declining costs, zero defects, zero inventories, and endless product variety”. Lean 
thinking consists of a body of best practices whose primary aim is to reduce waste and focus 
only on those activities which add value for the customer Jones et al. (1999). The five 
principles that drive this lean thinking process are (Womack et al. 1996c):  
• define each product such that it precisely meets customer requirements (value)  
• identify the value stream for each product (value stream)  
• all value to flow through the value stream without delays or barriers (flow)  
• allow the customer to pull value rather than the manufacturer producing to forecasts 
(pull)  
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• pursue perfection and practise continuous improvement (perfection). 
The “value” is defined as a “capability provided to customers at the right time and at an 
appropriate price, as defined in each case by the customer” (Womack et al. 1996c). The 
identification of value and the definition of value propositions for specific customers are the 
starting point of lean thinking process (Melton 2005). Value is something which is created by 
any activity at any point of the process that the actual customer is ready to pay for Mandić et 
al. (2010).  
The “value stream” is defined as the “specific activities required to design, order, and provide 
a specific product, from concept to launch, order to delivery, and raw materials into the hands 
of the customer” (Womack et al. 1996c). In other words, it represents the map of all end-to-
end linked tasks, control/decision nodes and the interconnecting flows necessary to realise 
customer value (Oppenheim et al. 2011). The value stream is the linkage of events or 
activities which ultimately delivers value to a customer, and usually crosses the functional 
and organisational boundaries for the purpose Melton (2005).  
 “Flow” is defined as the “progressive achievement of tasks along the value stream so that a 
product proceeds from design to launch, order to delivery, and raw material into the hands of 
the customer with no stoppages, scrap or backflows” Womack et al. (1996c). In relation to 
Oppenheim et al. (2011) point of view, it represents the work through the planned and 
streamlined value-adding steps and processes, without stopping or idle time, unplanned 
rework or backflow. In an effective process, the product should flow from one value-creating 
activity to another, avoiding wasteful activities between (Mandić et al. 2010). 
The lean principle of “pull” is a “system of cascading production and delivery instructions 
from downstream to upstream in which nothing is produced by the upstream supplier until the 
downstream customer signals a need” (Womack et al. 1996c). In accordance with Melton 
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(2005) definition, a “pull” system only works when it needs to pull a customer order. In 
product development, the pull principle has two important meanings: 1) the inclusion of any 
task in the program must be justified by a specific need from an internal or external customer; 
and 2) the task should be completed when the customer needs the output: excessively early, 
or due to late completion to schedule slip (Oppenheim et al. 2011).  
The principle of “perfection” is defined as the “complete elimination of muda (waste) so that 
all activities along a value stream create value” (Womack et al. 1996c). It represents pursuing 
perfection in all processes to refine the workout in a given task bounded by the overall value 
proposition, which defines when the output “is good enough” (Oppenheim et al. 2011). 
Along with the five principles of lean thinking, another expansion to this theory came when 
Jeffrey Liker published his book The Toyota way to describe Toyota’s fundamental 
philosophy as a general philosophy of management using the following 14 principles (Liker 
2004b):  
• Base management decisions on long-term philosophy, even at the expense of short-
term financial goals.  
• Create continuous process flow to bring problems to the surface.  
• Use “pull” systems to avoid overproduction.  
• Level out the workload (heijunka) – work like the tortoise, not the hare.  
• Build a culture of stopping to fix problems to get quality right the first time.  
• Standardise tasks as the foundation for continuous improvement and employee 
empowerment.  
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• Use visual control so no problems are hidden.  
• Use only reliable, thoroughly tested technology that serves people and processes.  
• Grow leaders who thoroughly understand the work, live the philosophy and teach it to 
others.  
• Develop exceptional people and teams who follow your company’s philosophy.  
• Respect your extended network of partners and suppliers by challenging them and 
helping them improve.  
• Go and see for yourself to thoroughly understand the situation (genchi genbustsu).  
• Make decisions slowly by consensus, thoroughly considering all options; implement 
them rapidly.  
• Become a learning organisation through relentless reflection (hansei) and continuous 
improvement (kaizen).  
On the basis of our understanding of the above lean thinking concept, I aligned the SCM 
process in terms of the general manufacturing waste categories, as shown in Table 2.3 
(Morien 2005b; Sproull 2009). 
General 
Manufacturing Waste 
category 
SCM waste 
Overproduction  Forceful implementation of SCM process to meet improvement standards 
such as Capability Maturity Model (CMM), Capability Maturity Model 
Integration (CMMI) etc. 
Waiting (time on hand) Waiting for the Change Control Board (CCB) to approve the changes 
before implementing 
Unnecessary transport Involvement of middle-tier parties such as SCM and system support 
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or conveyance departments for the delivery of software releases 
Overprocessing  Defined SCM with heavy framework including policies, processes and 
practices for each and every configuration management activity 
Excess inventory Accumulation of changes and manual build process at a scheduled time 
period 
Unnecessary movement Process making it mandatory for developers to log change requests first 
in an issue management database, and waiting on CCB and management 
for their decisions and communication with the customer 
Defects Developers have to wait for testing team to verify the changes. Testing 
team have to wait for SCM team to compile the required software 
changes and build through manual or semi-automated build process to 
develop a product for testing phases 
Creativity No, or less, automation of SCM activities. Focus is more on maintaining 
a standard definition of SCM rather than optimising it. 
Table 2.3: SCM waste categories (Morien, 2005; Sproull, 2009) 
Lean thinking practices 
The 5Ss practice 
The 5Ss is a housekeeping tool which provides a systematic method for adopting continuous 
improvement as a way of life (Adams et al. 1999; Aulakh et al. 2008). The 6Ss/5Ss include 
activities such as, Sorting out what is unneeded (seisi), Straightening what must be kept 
(seiton), Scrubbing everything that remains (seiso), Stabilising to spread the clean routine and 
provide employees with training and time to improve their work areas (seitetsu) and 
Standardising to establish a cleaning schedule, and requires much self-discipline (shitsuke) 
(Adams et al. 1999; National Research Council Canada 2004). It is considered one of the 
simplest lean tools to implement, provides immediate return on investment, crosses all 
industry boundaries and is applicable to every function within an organisation (Aulakh et al. 
2008). 
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The 5 whys practice 
The 5 whys is a powerful, visual, problem-analysis tool that can be used by anyone, 
anywhere, anytime (National Research Council Canada 2004). It is a process of continually 
asking questions until reaching the root cause of every activity performed (Staats et al. 2011). 
It helps to find the root cause of the problem, rather than merely responding to symptoms 
(Adams et al. 1999). The primary aim of this tool is to address the fifth lean principle of 
pursuing perfection and practising continuous improvement (Jones et al. 1999). The 5 whys 
technique lends itself more to simple problems than to complex ones, and must therefore be 
combined with other techniques when addressing complex problems (Jones et al. 1999). The 
simplicity of this tool enables everyone to contribute their piece while seeing how it relates to 
those contributed by others (National Research Council Canada 2004).  
Gemba practice 
The Japanese word gemba means “the real place” where the actual services are provided or 
where the work is done. This practice follows three parts: 1) go to the place; 2) look at the 
process; 3) talk with the people Mann (2009). Similar steps are also stated by Imai et al. 
(1999) as “rules of gemba management”: 1) go to the gemba first; 2) check the gembutsu 
(something physical – a defect or downed equipment); 3) take temporary countermeasures on 
the spot; 4) find the root cause; 5) standardise to prevent recurrence.  
Heijunka practice 
Heijunka is a Japanese term, commonly known as production levelling or production 
smoothing in the Western world, which is a technique for reducing muda (waste). Heijunka 
aims at a balance of workload for both employee and machine (Vaghefi et al. 2000). 
Production plans have to be organised in such a way that certain amounts of all products can 
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be manufactured in a repetitive production pattern within defined time slots (McKellen 
2004). The risk of causing structural overburden and idle times of employees and machines 
as well as the resulting overtime, shift allowance and further waste has to be avoided 
(Birkmann et al. 2007). 
Jidoka practice 
Jidoka is a Japanese term for autonomation (automation with a human element) and refers to 
the principle of stopping work immediately when a problem occurs (Werner 2004). In view 
of Liker (2004a), a culture should be built of stopping to fix problems to get quality right the 
first time. Jidoka represents one of the two pillars of the TPS system (Holweg 2007; Sobek II 
et al. 2011). This lean practice creates flow and eliminates waste by automatically inspecting 
each item after producing it, ceasing production and notifying humans if a defect is detected. 
Just in time practice 
In relation to Sugimori et al. (1977) point of view, just-in-time (JIT) production is a method 
whereby production lead time is greatly shortened by maintaining conformity to changes, by 
having “all processes produce the necessary parts at the necessary time and have on hand 
only the minimum stock necessary to hold the processes together”. This production method 
discloses the existence of surplus resources, by checking the degree of inventory quantity and 
production lead time as policy (Sugimori et al. 1977). JIT is a production method in which a 
system goes to the preceding processes to withdraw the necessary units in the necessary 
quantities at the necessary time Monden (2011). The preceding process produces only enough 
units to replace those that have been withdrawn.  
Kaikaku and kaizen practices 
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Kaikaku means “instant revolution” and aims at spectacular and very rapid productivity 
improvement in a focused area (Yamamoto 2010). As a phenomenon, kaikaku has been 
discussed by a number of researchers using different terminology; i.e. radical improvement, 
radical change, radical innovation and breakthrough improvement (Gåsvaer et al. 2012). In 
comparison to kaizen, which represents small-step improvements, being process– and people-
oriented as well as continuous kaikaku is characterised by episodic occurrence, bringing 
about fundamental change, intending dramatic results and being driven by top-down 
initiatives (Gåsvaer et al. 2012). 
Kaizen is a Japanese philosophy that means continual, incremental improvement. KAI = 
change and ZEN = good or for the better (Palmer 2001). When applied to the workplace, it 
means continual improvement that involves managers and workers alike. Kaizen forms an 
umbrella that covers many techniques including kanban, total productive maintenance, six 
sigma, automation, just-in-time, suggestion system and productivity improvement (Imai 
1986). 
Kanban practice 
Kanban is a visual signal to support flow by “pulling” product through the manufacturing 
process as required by the customer (Melton 2005). The main aim of kanban is to minimise 
the work in progress or inventory by making sure that the upstream manufacturing processes 
produce parts only if needed by the downstream processes (Hiranabe 2008). It is a method for 
maintaining an orderly flow of material and is used to indicate material order points, how 
much material is needed, from where the material is ordered and to where it should be 
delivered (Aulakh et al. 2008). The objective of visualisation is to create transparency 
regarding goals, processes and performances, to enable employees and superiors to observe 
the status of current processes easily and to make problems noticeable Dombrowski and Zahn 
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(2011). On the other hand, the goal of the pull is to create a process with a fast, continuous 
and steady flow of information across all value streams by increasing the customer 
orientation (Dombrowski et al. 2011). 
One-piece flow practice 
One-piece flow is defined as moving/making only what is needed, when it is needed, thus 
minimising WIP inventory (Kasul et al. 1997). As stated by Adams et al. (1999), in order to 
minimise work-in-process, operators should focus on one part through the process before 
starting the next part. The requisites to achieve “one-piece flow” are minimal setup times, 
100% defect-free quality, perfectly maintained equipment and machines, and fool-proofing 
for mistakes Aulakh et al. (2008). From a software development perspective, requirements 
are often put into the system in large batches, which cause disruptions and hide errors. The 
solution is to handle the changes in small batches so, with a small “inventory” or 
requirements, designs, codes and tests are started earlier and therefore mistakes in 
requirements will be caught sooner (Middleton et al. 2005). 
Poke yoke practice 
Poke yoke is a foolproofing or errorproofing technique which ensures that mistakes do not 
happen (Aulakh et al. 2008; Melton 2005). Poke yoke is also known as mistake-proofing and 
represents a systematic practice of eradicating whole classes of errors from the software 
development process by locating the root cause of the error and eliminating the potential for 
making that error (Middleton 2001). Poke yoke is a mechanism through which it is either 
impossible to make a mistake or otherwise impossible not to immediately notice mistakes 
when they occur (Benefield 2009). As said by Adams et al. (1999), it is a simple and low-cost 
device that prevents defective parts from being made or passed on in the process. 
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Empowerment practice 
As per Motwani (2003), the support of the senior management is critical for lean processes, 
but middle management needs to be empowered to develop the “how”. Lean is truly a 
corporate vision; however, the roadmap and toolbox should be development from the 
operating level in the organisation (Motwani 2003). Morien (2005a) listed “empower 
workers” as one of the rules for lean production. A culture of trust and empowerment is 
considered a key to achieving all of the lean thinking principles, rather than command and 
control (Jones et al. 1999; Womack et al. 1996c).  
Standardised work practice 
Standardised work is an agreed-on set of work that effectively combines people, resources 
and tools to maintain quality, efficiency, safety and predictability. It establishes work 
procedures written as simple but highly detailed descriptions (Liker 2004a) for repetitive 
tasks, which provides a basis for improvement: by defining the normal and highlighting the 
abnormal, it prohibits backsliding. As said by Emiliani (2008), the benefits include the 
creation of reference point from which to continuously improve, process control, reduction in 
variability, improved quality and flexibility, stability, visibility into abnormalities, clear 
expectations, and a platform for individual and organisational learning. Standardised work is 
the foundation for kaizen, or process improvement, in production (Kasul et al. 1997). 
Takt time practice 
Takt time is the time required to produce a single component or entire product based on sold 
products (Kasul et al. 1997). It is determined by dividing the number of orders placed by 
customers in a given period into the amount of available production time in that period 
(Womack et al. 1996b). The importance of takt time lies in the goal of producing one unit just 
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in time to replace a unit used by the customer (Lovelle 2001). Any delay exceeding takt time 
results in generating WIP, waiting, excess motion, damage and other waste. 
Value stream practice 
A value stream is all the actions (both value-added and non-value-added) currently required 
to bring a product through the main flows essential to every product: the production flow 
from raw material into the arms of the customer, and the design flow from concept to launch 
(Rother et al. 2003). In other words, value stream mapping is the simple process of directly 
observing the flows of information and materials as they now occur, summarising them 
visually and then envisioning a future state with better performance (Jones et al. 2002).  
According to Hines et al. (1997), the difference between the traditional value chain and the 
value stream is that the former includes the complete activities of all the companies involved, 
whereas the latter refers only to the specific parts of the firms that actually add value to the 
specific product or service under consideration. Hines et al. (1997) have listed seven value 
stream mapping tools (shown in Table 2.4) to perform analysis in order to eliminate waste: 
process activity mapping, supply chain response matrix, production variety funnel, quality 
filter mapping, demand amplification mapping, decision point analysis, and physical structure 
mapping.  
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Table 2.4: Value stream mapping tools and correlation with waste (Hines & Rich, 1997) 
Visual factory practice 
The aim of a visual factory is to make information available and understandable at a glance, 
for each user to see and use in achieving continuous improvements (Greif 1991). The 
objective of visualisation is to create transparency related to goals, processes and 
performance, to enable employees and superiors to observe the status from current processes 
easily and to make problems noticeable (Dombrowski et al. 2011). As stated by Aulakh et al. 
(2008), these controls should be efficient, self-regulating and worker-managed, and include 
kanban cards, lights, colour-coded tools, lines delineating work areas and product flow.  
Lean and agile – differences and similarities 
In order to adapt to change in the IT industry, software development organisations have to 
undergo revolutionary changes in the way they function and compete (Luo et al. 1996). 
Organisations are continuously seeking to redesign their business processes to enhance 
productivity, competiveness and responsiveness (Davenport 1993; Rodríguez et al. 2012). In 
order to obtain reconfigurable organisation adaptation to improve business productivity, the 
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integration of agile and lean characteristics should be done during engineering (Luo et al. 
1996).  
There are different schools of thought that do or do not distinguish between the concepts 
associated with agile and lean approaches. In accordance with a study reported by (Jalali et 
al. 2010), agile and lean approaches are not distinguishable. On the other hand, the majority 
of the literature does consider differences between agile and lean approaches, and thus there 
is potential to combine them to make the most of both (Wang 2011). 
Agility is defined as the ability to thrive in an environment of continuous and unpredictable 
change (Luo et al. 1996). In line with Ohno (1988), the aim of agility is to minimise the time 
from making the concept to collecting the cash. Agility focuses more on flexibility and the 
capacity to rapidly embrace change Rodríguez et al. (2012). Furthermore, in the context of 
information systems and software engineering, agility is defined as “the continual readiness 
of an Information System Development to rapidly or inherently create change, proactively or 
reactively embrace change, and learn from change while contributing to perceived customer 
value (economy, quality, and simplicity), through its collective components and relationships 
with its environment” (Conboy 2009).  
Leanness, on the other hand, stands for the fundamental approach capable of minimising the 
risks and side-effects in re-engineering business processes to adapt to change in any direction 
(Luo et al. 1996). The lean aim is to minimise the time from placing the order to collecting 
the cash (Ohno 1988). In relation to Rodríguez et al. (2012), leanness focuses on the overall 
economic contribution. Leanness is considered a “platform upon which to build agile 
software development practices” (Poppendieck 2011).  
On the words of Wang (2011), one view of the difference between agility and leanness is that 
both are at different levels. Leanness is considered a philosophical view or a set of principles, 
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whereas agile is more at a practice level (Hibbs et al. 2009; Morien 2005a; Poppendieck et al. 
2006). A second view does not consider differences in levels but in the scope and focus they 
address (Dall’Agnol et al. 2003; Hibbs et al. 2009). Agile methods are mainly concerned with 
the specific practice of developing software and associated project management practices, 
whereas lean principles can be applied to any scope, from the specific practices of developing 
software to the entire enterprise (Wang 2011). Table 2.5 shows different combinations of lean 
and agile concepts. 
 
Table 2.5: Different combinations of agile and lean in software development (Wang, 2011) 
Regardless of their approaches, the agile and lean philosophies have numerous 
compatibilities and key agile principles are based on lean thinking (Mandić et al. 2010). It is 
highlighted by Ross et al. (2003) that agility depends on the lean fundamentals of short cycle 
time, reduced setup, multi-skilling and flow being in place, and the difference lies in the 
intent – agility is a core of lean practice focused on responsiveness, not cost reduction.  
Luo et al. (1996) list 11 objectives of integrating agile architecture with lean process as 
follows: 
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• Make organisation reconfigurable so that it can be prosperous in the long run. 
• Upgrade process efficiency through elimination of duplicate activities and 
combination of related activities.  
• Organise multi-function teams to put process in parallel and simplify process. 
• Improve the efficiency of flows of material, capital and decision information. 
• Exploit employee initiative through empowerment and better working conditions. 
• Cut down cost through informative monitoring and controlling flows of resources, 
capital and work. 
• Reduce processing time through coordination of production phases. 
• Shorten the time to market through coordination of production at corporate level. 
• Increase volume flexibility and range flexibility through rapid design and manufacture 
adaptability. 
• Strengthen the development and management of information and knowledge. 
• Expand market shares.  
There is an argument such that if 1) agile manufacturing is adopted where demand is volatile, 
and 2) lean manufacturing is adopted where there is a stable demand, this results in a loss of 
power of each paradigm (Mason-Jones et al. 2000). The suggestion has been made to utilise a 
different paradigm on either side of the material flow decoupling point, to enable a total 
supply chain strategy; it is termed the “leagile paradigm” (Mason-Jones et al. 2000). Ben 
Naylor et al. (1999) define leagility as “the combination of the lean and agile paradigms 
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within a total supply of chain strategy by positioning the decoupling point so as to best suit 
the need for responding to a volatile demand downstream yet providing level scheduling 
upstream from the marketplace.” 
COMPUTING ENVIRONMENTS  
Parallel computing 
In the simplest sense, parallel computing is the simultaneous use of multiple computer 
resources to solve a computational problem (Gottlieb et al. 1989):  
• A problem is broken into discrete parts that can be solved concurrently.  
• Each part is further broken down into a series of instructions.  
• Instructions from each part execute simultaneously on different processors.  
• An overall control/coordination mechanism is employed.  
Distributed computing  
This is a method of computer processing in which different parts of a program are run 
simultaneously on two or more computers that are communicating with each other over a 
network (Coulouris et al. 2011). Distributed computing is a type of segmented or parallel 
computing, but the latter term is most commonly used to refer to processing in which 
different parts of a program run simultaneously on two or more processors that are part of the 
same computer (Nancy 1996). While both types of processing require that a program be 
segmented – divided into sections that can run simultaneously – distributed computing also 
requires that the division of the program takes into account the different environments on 
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which the different sections of the program will be running (Andrews 2000). For example, 
two computers are likely to have different file systems and different hardware components. 
Grid computing 
This is multiple independent computing clusters which act like a grid because they are 
composed of resource nodes not located within a single administrative domain (Buyya et al. 
2009). This offers online computation or storage as a metered commercial service, known as 
utility computing, computing on demand or cloud computing. It refers to the creation of a 
‘virtual supercomputer’ by using spare computing resources within an organisation. 
Cloud computing 
In the context and scope of this thesis, the cloud computing environment is considered one of 
the ToC constraints in the implementation of the SCM process (see Figure 1.1). In 
accordance with Armbrust et al. (2010), cloud computing refers to both applications delivered 
as a service over the internet and the hardware and systems software in the data centres, 
through the use of different virtualisation technologies by defining images of operating 
systems, middleware and applications to represent physical machines, and are usually pro-
allocated to an available server (Kalagiakos et al. 2011). 
Research studies in the past have identified various advantages and benefits of using cloud 
computing, such as cost effectiveness, real-time provisioning and pay-as-you go services etc. 
(Marston et al. 2011; Yaming et al. 2011). On the contrary, it has also presented different 
challenges, issues, vulnerabilities and complexities, such as security, privacy, performance, 
availability, integration and governance (Chebrolu 2012; Guha et al. 2010; Jadeja et al. 2012; 
Patidar et al. 2011; Rajan et al. 2011; Ren et al. 2012b; Subashini et al. 2011).  
55 
 
According to Guha et al. (2010), the existing software development process models and 
frameworks are not adequate from the cloud computing perspective, and the suggestion has 
been made to involve cloud service providers during the software development lifecycle for 
the establishment of different processes (such as cost and schedule estimations, risk 
management, configuration management, change management and quality assurance) and the 
provisioning of different project-related environments. Also, before the actual provisioning of 
the cloud infrastructure, platform and related management systems, appropriate measures 
should be taken regarding privacy, trustworthy computing and auditing compliance (Al-
Aqrabi et al. 2012). 
In accordance with the definition of National Institute of Standards and Technology, there are 
five essential characteristics of cloud computing (Mell et al. 2011): 
• Measured service: Cloud systems automatically control and optimize resource use by 
leveraging a metering capability at some level of abstraction appropriate to the type of 
service (e.g., storage, processing, bandwidth, and active user accounts). Resource 
usage can be monitored, controlled, and reported, providing transparency for both the 
provider and consumer of the utilized service.  
• On-demand self-service: A consumer can unilaterally provision computing 
capabilities, such as server time and network storage, as needed automatically without 
requiring human interaction with each service provider. 
• Resource pooling: The provider's computing resources are pooled to serve multiple 
consumers using a multi-tenant model, with different physical and virtual resources 
dynamically assigned and reassigned according to consumer demand.  
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• Broad network access: Capabilities are available over the network and accessed 
through standard mechanisms that promote use by heterogeneous thin or thick client 
platforms (e.g., mobile phones, tablets, laptops, and workstations). 
• Rapid elasticity: Capabilities can be elastically provisioned and released, in some 
cases automatically, to scale rapidly outward and inward commensurate with demand. 
To the consumer, the capabilities available for provisioning often appear unlimited 
and can be appropriated in any quantity at any time. 
Cloud computing environments are available in three basic service models (Voorsluys et al. 
2011): 
• Infrastructure as a service (IaaS): In the most basic cloud-service model, service 
providers of IaaS offer computers either physical or virtual machines – along with 
other resources, such as, raw block storage, virtual-machine disk image library and 
file or object storage, firewalls, IP addresses, load balancers, virtual local area 
networks, and software bundles (Amies et al. 2012). The cloud user patches and 
maintains the operating systems and the application software. Billing of IaaS services 
is typically performed by the service providers on a utility computing basis, which 
includes, the amount of resources allocated and consumed. 
• Platform as a service (PaaS): In the PaaS models, the cloud service providers deliver 
a computing platform, including operating system, programming language execution 
environment, database, and web server. Cloud users develop and run their software 
solutions on a cloud computing platform without the cost and complexity of buying 
and managing the underlying hardware and software layers (Boniface et al. 2010). For 
example, Microsoft Azure, and Google App Engine.  
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• Software as a service (SaaS): In the SaaS model, cloud service providers install and 
operate application software in the cloud. The cloud service users access the software 
from cloud clients. Cloud users do not manage the cloud infrastructure and platform 
where the application runs. This eliminates the need to install and run the application 
on the cloud user's own computers, which simplifies maintenance and support. Cloud 
applications are different from other applications in their scalability—which can be 
achieved by cloning tasks onto multiple virtual machines at run-time to meet changing 
work demand (Hamdaqa et al. 2011). 
From another perspective, cloud computing can have four deployment models (Mell et al. 
2011): 
• Public cloud: A cloud is called a "public cloud" when the services are rendered over a 
network that is open for public use (Ren et al. 2012a). Public cloud services may be 
free or offered on a pay-per-usage model.  
• Private cloud: It is a cloud infrastructure operated exclusively for a single 
organizational context, managed either internally or by a third-party, and hosted either 
internally or externally (Mell et al. 2011). Undertaking a private cloud project requires 
a significant level and degree of engagement to virtualize the business environment, 
and requires the organization to re-evaluate decisions about existing resources. Private 
clouds have a significant physical footprint, requiring allocations of space, hardware, 
and environmental controls. These assets have to be refreshed periodically, resulting 
in additional capital expenditures. 
• Community cloud: It shares infrastructure between several organizations from a 
specific community with common concerns, such as, security, compliance, 
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jurisdiction, whether managed internally or by a third-party, and either hosted 
internally or externally (Mell et al. 2011). 
• Hybrid cloud: It is a composition of two or more clouds (private, community or 
public) that remain distinct entities but are bound together, offering the benefits of 
multiple deployment models (Mell et al. 2011).  
In the context of this thesis, I investigate the implementation of the SCM process in a cloud 
computing environment and study the deployment strategies of various management systems 
in the cloud computing environment for the traceability of software development activities 
and the role of different stakeholders. 
TRACEABILITY FUNDAMENTALS 
Traceability is the  
Ability to trace from one management system (containing specific type of objects and 
their sources) to another in order to gain transparency from product and process 
perspectives.  
Traceability is considered an important quality attribute for all types of software development 
environments (Espinoza et al. 2011a). The key purpose of traceability is to ensure the 
persistent alignment of product knowledge between stakeholders, project artefacts (for 
example, source code, requirement specification documentation etc.) and various traceability 
objects (for example, stakeholder requirements, defects etc.) (Ramesh et al. 2001). 
At the most basic level, traceability is simply the opportunity to relate information that is 
recorded between objects, artefacts or management systems of some kind, along with its 
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ability to examine the relationships within (Gotel et al. 2012b; Ramesh et al. 2001). 
Traceability is “the ability to describe and follow the life of a requirement, in both a forward 
and backward direction.”(Gotel et al. 1994). The IEEE standard glossary of software 
engineering (IEEE.Std.610.12-1990 1990) defines traceability as:  
• the degree to which a relationship can be established between two or more products of 
the development process, especially products having a predecessor–successor or 
master–subordinate relationship to one another 
• the degree to which each element in a software development product establishes its 
reason for existing.  
On the basis of a literature review, Gills et al. (2005) have identified four main types of 
traceability definitions: 
• purpose-driven: definitions provided in terms of what it should do and containing the 
ability to adhere to the business position, project scope and key requirements that 
have been signed off 
• solution-driven: definitions provided in terms of how it should be done and containing 
the ability to trace from one entity to another based on given semantic relations 
• information-driven: definitions emphasising traceable information and containing the 
ability to link between functions, data, requirements and any text in the statement of 
requirements that refers to them 
• direction-driven: definitions emphasising traceability direction and containing the 
ability to follow a specific item at input of a phase of the software lifecycle to a 
specific item at the output of that phase. 
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Previous studies have investigated the phenomenon of traceability using different 
terminologies and looking at the relations between software documents (Nguyen et al. 2003), 
software artefacts (Spanoudakis 2006), objects (Ramesh et al. 2001), products of the 
development process (IEEE.Std.610.12-1990 1990), product fragments, project item (Gills et 
al. 2005), sources and stakeholders (Ramesh et al. 2001) etc.  
This research looks at traceability from a management systems perspective within 
organisation and project context. In keeping with Jackson (1997) definition, “a management 
system is a set of common elements which includes, policy, defined organisation and 
responsibilities, control of critical operations, document control, training, records system, 
internal audits, corrective action system, and management review for continual 
improvement”. The basic idea behind using this perspective is that management systems are 
entities that contain different types of sources which are then associated with various types of 
objects (Ramesh et al. 2001). Also, the resulting management systems are managed, used and 
administered by different kinds of stakeholders. This result covers traceability from both 
process and product knowledge perspectives (Mohan et al. 2008). For the purposes of this 
thesis, I define ‘management system’ as:  
The implementation of a certain degree of process, practices and work instructions, 
facilitated by tools and technology, to deliver specific and valuable information about 
defined sources and objects to the target stakeholders for the operational and strategic 
alignment of the business.  
Syntax refers to the structure of the traceability element and semantics represents the purpose 
(Gotel et al. 2012b). 
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In the context of this study, it is important to understand the difference between three levels 
of traceability:  
• requirements traceability  
• software traceability  
• systems traceability 
As said by Gotel et al. (2012), requirements traceability focuses on tracing requirements-
related artefacts, using links that expose both requirements derivation and coverage, to enable 
tasks such as requirements validation and verification. Software traceability records the 
relationships between uniquely identifiable software engineering artefacts, and broadens the 
scope of coverage of validation and verification activities accordingly. In systems 
traceability, this scope spans system engineering artefacts to a broad range of systems-level 
components, such as people, processes, systems etc. For the purposes of this study, I use the 
more general term ‘traceability’ throughout and assume that it deals with the traceability 
coverage of all three types of traceability. 
Traceability building blocks 
As stated by Mohan et al. (2008), in order to ensure a systematic development process, so 
that the software system remains well defined at all times with accurate specifications and 
verifiable quality attributes, requires knowledge from two perspectives. First is product 
knowledge and second is process knowledge. Product knowledge represents the information 
about the artefacts of the software system and their relations with each other, while process 
knowledge represents the knowledge about the process followed in the development of these 
artefacts (Mohan et al. 2008). These processes are usually associated with some form of 
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management systems implemented through a variety of proprietary and open source CASE 
tools.  
As per Gotel et al. (2012b), from the product knowledge perspective, traceability contains 
two underlying building blocks, “trace artefact” and “trace link”. In order to ensure a 
systematic development process, process knowledge must be managed (Mohan et al. 2008). 
So, considering both product and process knowledge perspectives, I propose one new general 
building block called ‘trace element’ and redefine ‘trace link’ at a general level as follows: 
Trace elements 
Trace elements consist of ‘Trace artefacts’, ‘Stakeholders’ and “Management systems’. Trace 
artefacts are combinations of ‘Source’ and ‘Object’ required to document information about 
specific software systems and are traceable units of data (Gotel et al. 2012b; Ramesh et al. 
2001). A Trace artefact can be applied to a single requirement (Object), a cluster of 
requirements (Objects) or even an entire requirements specification document (Source) 
(Gotel et al. 2012b). In addition, a Trace artefact can also refer to an entire database of 
artefacts categorised based on their structure and purpose, for example, source code package, 
requirement database, defects database and release artefact repository. It is this uncertainty of 
the Trace artefact granularity that leads to many problems in establishing traceability in 
practice (Gotel et al. 2012b). 
As per Spanoudakis et al. (2005), Stakeholders with different perspectives, goals and interests 
contribute to the capture and use of traceability information. Stakeholders, depending on their 
role in software development projects, interact with Trace artefacts (Objects and Sources) and 
also manage and maintain the information about Trace artefacts through the use of associated 
management systems. Management systems perform a key role by providing the process 
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knowledge about what, who, where, how, why and when a Trace artefact evolves as a result 
of stakeholders’ interaction (Ramesh et al. 2001). 
Three key terms adopted from (Gotel et al. 2012b) closely related to trace elements are:  
• trace element type – a label reflecting structure (syntax) and/or purpose (semantics) of 
a particular element 
• source element resides at the point of origination of a trace 
• target element resides at the destination of a trace 
Figure 2.3 shows the trace element types, along with source and destination elements based 
on the granularity required. 
 
Figure 2.3: Traceability granularity at various trace elements levels 
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As shown in Figure 2.3, traces can be established between different granularity levels of trace 
elements depending on the syntax and semantics. For example, a trace can be established 
between Object 1 (Requirement) and Object 2 (Test case) or between Source 1 (Requirement 
specification) and Source 2 (Test plan) or between Management System 1 (Requirement 
management system) and Management System 2 (Defect management system). Figure 2.3 
illustrates a very simple relationship scenario, but in reality this traceability relationship can 
be much more complex. For example, one object can be linked to multiple sources and one 
source can be associated with multiple management systems. But regardless of the 
complexity of the relationship, there are always syntax, semantics, source elements and a 
destination element. 
Trace link  
According to Spanoudakis et al. (2005), trace links consist of two types. The first is 
“traceability relations” which denote links between various software artefacts, and the other 
is “contribution relations” which represent links between trace artefacts and the stakeholders 
that have contributed to their construction (Spanoudakis et al. 2005).  
The traceability relation in its simplest form represents a single association forged between 
two trace artefacts, one comprising the source artefact and one comprising the target artefact 
(Gotel et al. 2012b). In a more realistic form, it represents a cardinal association forged 
between source element(s) and target element(s). For example, one requirement as a source 
artefact (Object) can refer to multiple target artefacts (Source) such as requirement 
specifications and test cases or, in another example, multiple requirements as source artefact 
released under a single release package as a target artefact.  
The contribution relation on the other hand can also be represented through a cardinal 
association between various stakeholders, artefacts and management systems. As per 
65 
 
Spanoudakis et al. (2005), stakeholder perceptions and needs may influence the selection of 
different types of traceability links which are used in software development projects, and can 
establish project specific conventions for interpreting the meaning of such links. 
Traceability – importance and benefits 
The importance of traceability can be assessed from the fact that it has been identified as a 
major factor in project overruns and failures (Dömges et al. 1998; Leffingwell 1997). On the 
contrary, a number of benefits have also been identified in previous studies (Appleton et al. 
2005; Cleland-Huang 2012; Ghazarian 2008; Kannenberg et al. 2009; Winkler et al. 2010).  
The most important traceability benefits as highlighted by Cleland-Huang (2012) include 
change impact analysis, product conformance, process compliance, project accountability, 
baseline reproducibility and organisational learning. Kannenberg et al. (2009) have pointed 
out the important benefits of traceability which can be realised in the area of project 
management as process visibility, verification and validation, and maintenance. It has been 
concluded that traceability needs to be hardcoded into a process to be replicated iteratively on 
each and every project.  
Similar benefits have also been identified from the literature on traceability by Ghazarian 
(2008), including detecting inconsistencies, accountability, change management, quantitative 
traceability analysis, and requirement validation and reuse. As stated by Winkler et al. 
(2010), neglecting traceability can lead to less maintainable software and to defects due to 
inconsistencies or omissions. 
Appleton et al. (2005), through their study of traceability, dissect the phenomenon into a 
countdown of different traceability perspectives, including eight reasons for traceability. 
Reasons to implement traceability include: 
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• validation of what we built and what the customer actually agreed to pay us to build 
• verification of all configuration items that we agreed to deliver along with the 
features/fixes that we said we would do 
• identification and isolation of a set of changes that we implemented or can be rolled-
back from existing versions or/and applied to another version 
• impact assessment of configuration items including design, source code, test and other 
aspects of system for a proposed change request 
• record and maintain an audit trail of who did what, when, where, why and how for the 
purpose of accountability 
• capture everything necessary to identify what exactly was delivered and repeat the 
steps necessary to reproduce it again 
• report status of development activities to customers and management 
• retracing if something is done poorly. 
Traceability meta models – benefits and challenges 
In words of Ramesh et al. (1993), in order to have a comprehensive scheme for maintaining 
traceability, all system components created at various stages of the development process must 
be linked to the requirements. System components include hardware, software, manuals, 
policies and procedures. To have such useful and comprehensive linkage between system 
components, a model must be organised according to some (reference) modelling framework 
(Ramesh et al. 2001).  
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A model as defined by Seidewitz (2003a) is a set of statements about some system under 
study (SUS), where statement means some expression about the SUS that can be considered 
true or false. The model is considered correct if all the statements for the SUS are true. 
Seidewitz suggests that in order to use a model, extend the original model or determine 
whether the reference or derived model confirms to the original model, a theory is a way 
(2003a). Theory facilitates in deducing new statements about SUS from statements which 
already exist in some model of the SUS (Seidewitz 2003a). While deducing, care should be 
taken that any statement from the subset of the model is consistent with any other statement 
in the model (Seidewitz 2003a). 
A meta model is defined as a model of model that should contain the structure and, 
optionally, the behaviour necessary to present some subject under study (Atkinson et al. 
2003). As said by Seidewitz (2003a), a meta model is a specification model for a class of 
systems under study. New statements can be deduced about the modelling language from the 
statements already in the modelling language’s meta model. Although the meta model can 
represent any system under study, for this study it focuses on meta models that represent 
conceptual models of traceability systems comprising product and process knowledge 
perspectives.  
In line with Seidewitz (2003a), a derived or reference model in the modelling language must 
not violate any statement deducible using the theory from the original meta model statements. 
Also, a meta model that is theoretically elegant but practically useless can be regarded as of 
poor quality (Henderson-Sellers et al. 2005). 
In practical aspects, these meta models are not directly used by the practitioner. In order to be 
useful, more concrete models are derived from these meta models with low-level details 
about tools, processes, practices and work instructions in a specific organisational context. 
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Consistent with Ramesh et al. (2001), reference (or derived) models are prototypical models 
of some application domain, usually organised according to some underlying basic meta 
model. Reference to such models can greatly reduce the time taken to create application-
specific models and systems. This is achieved when a stakeholder selects a relevant part of 
the reference model and customises it according to the needs of the project, establishing a 
complete solution from these customised parts.  
As per (Henderson-Sellers et al. 2005), the body of knowledge comprising the necessary 
guidance to achieve this can be called the methodology or method. In line with Rolland et al. 
(1999), such methodology level models include support for both product and process. When a 
process engineer uses these methodology guidelines and specification as defined originally in 
the organisational context, they in fact enact the model for the sake of a specific project or 
endeavour context (Henderson-Sellers et al. 2005). Enacting it means creating a real-time 
copy of the methodology model. 
Previous studies of the development of traceability models focused on different aspects such 
as Object, Source and Stakeholder (Mohan et al. 2008; Ramesh et al. 2001; Winkler et al. 
2010). Objects in these cases represent the inputs and outputs of the system development 
process, for example, requirements, assumptions, decisions, rationale. Sources are defined as 
physical media, for example, requirement specification documentation, meeting minutes, 
design documents, and Stakeholders are represented as the agents involved in system 
development and maintenance lifecycle activities, for example, systems analysts, software 
engineers, and project managers.  
According to Mohan et al. (2008), in order to have a software system in a well-defined state 
with accurate specification and verifiable quality attributes, knowledge about both artefacts 
(Source and Objects) and the process of their development and evolution must be managed. It 
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is also highlighted by Mohan et al. (2008) that a lack of process knowledge makes it difficult 
to understand different viewpoints held by various stakeholders involved in the design 
process and to estimate the impact of changes, thus hindering change management and 
adversely affecting the consistency and integrity of systems (Ramesh et al. 2001).  
It is concluded by Aizenbud-Reshef et al. (2006) that the inefficiency of present requirement 
traceability solutions is due to the lack of integration among the various environments and the 
tools (which implement the required process). These elements must share the associated 
traceability information for effective tracing. Also, most often organisations emphasise trace 
definition over trace utilisation, which means that without realising the benefits of 
traceability, organisations adopt such practices for the sake of meeting process standards 
(Neumuller et al. 2006). Similar concerns are also noted by Spanoudakis et al. (2005), stating 
this as one of the main reasons for its limited use in industrial settings.  
A study performed by Schwarz (2009) shows the serious deficiencies in terms of the usage or 
tools and techniques for traceability, where users only addressed single aspects of traceability 
without considering the whole picture. Due to this reason, usage of traceability in practice is 
often non-existing, rudimentary or based on ad-hoc solutions (Schwarz 2009). As a guideline, 
it has been suggested to take the following necessary steps towards better integration by 
defining a standard traceability meta model (Aizenbud-Reshef et al. 2006): 
• A model should provide a definition of reference objects representing traceable 
artefacts. 
• Specify different types of traceability relationships with standardised semantics. 
• It should provide for customisation and support extensibility mechanisms. 
• A standard format for exchanging traceability information is needed. 
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At present, given the current state of traceability solutions, it cannot be claimed that holistic 
and effective support for all types of artefacts (that are constructed in the software 
development lifecycle), as well as all the types of traceability relations that may exist 
between these artefacts, is available (Spanoudakis et al. 2005). Hence, there is a need to 
define such holistic meta and reference models that can be further used and customised by 
practitioners in industrial settings. 
Traceability – approaches and implementation strategies 
A comprehensive scheme for maintaining traceability, especially for complex, real-time 
systems, requires that all system components including both product and process aspects 
created at various stages of the software development process be linked to the requirements 
(Ramesh et al. 1993). It has also been identified that precise definitions of the kind of 
traceability linkages or relationships that must be maintained under different scenarios are 
lacking. A conclusion has been reached to develop models that capture essential features of 
the systems development process and that such models should be supported by reasoning 
mechanisms to support various stakeholders (Ramesh et al. 1993). 
A case study by Ramesh et al. (1995) of a systems development organisation demonstrates 
employing a comprehensive view of traceability. An information model was used to convey 
the semantics of the various types of traceability information being captured and used by the 
organisation. The proposed model identifies various types of traceability information used in 
areas such as requirements rationale capture, design rationale capture, allocation of 
requirements to system components and use of resources by various system components. It is 
concluded that such a comprehensive traceability scheme can be justified in terms of better 
quality of the product and the systems development and maintenance process with potentially 
lower lifecycle costs. 
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A requirement engineering approach called PRO-ART was presented by Pohl (1996) to 
capture the requirements pre-traceability based on three main contributions:  
• a three-dimensional framework for requirement engineering to define the kind of 
information to be recorded 
• a trace-repository for structuring the trace information and enabling selective trace 
retrieval 
• a tool interoperability approach which enables automated trace capture. 
The proposed solution provides the capabilities to record the traces in a central process 
repository, and offered interactive and situated methodological advice to the requirement 
engineers and support for consistent change integration. 
Ramesh et al. (2001), based on their empirical study, present a reference model for 
traceability and relate the findings to requirements for future traceability mechanisms. A 
simple meta model to organise the traceability scheme is developed and then further two 
reference models are developed to address the needs of low-end and high-end users or 
stakeholders.  
It is indicated as a result of a longitudinal case study (Ramesh et al. 2001) that the uptake of 
these reference models, providing the appropriate management support and user attitudes, 
yield substantial benefits in terms of quality as well as efficiency. Important ingredients for 
such implementation include structured knowledge representation, link-type related inference 
capabilities, the grounding of trace models in thick multimedia descriptions, and a model-
driven tool-supported trace process (Ramesh et al. 2001). 
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Meta model based development offers a promising way of managing the complexity of 
industrial-scale software development by describing a system in terms of different views, but 
such tools lack description of the behaviour of models, and this is central to demonstrating a 
consistency of views Venkatesh et al. (2001). This consistency can be ensured by defining a 
unified model of the entire system. Formalised models are used to enable tool support for 
assuring consistency in dynamic behaviour, whereas a meta modelling framework ensures 
that all instances are statically correct. This as a result demonstrates the automated procedure 
for consistency checking between views (Venkatesh et al. 2001). 
A method called the “traceability development contract (TDC)” was developed by Arkley et 
al. (2005) to propose a solution to the lack of direct perceived benefits of traceability to the 
main development process. TDC formalises the interaction of the upper-level functioning 
team and the lower-level development team by defining their behaviours with respect to the 
state of their common development artefacts. Spanoudakis et al. (2005) present a roadmap for 
software traceability and identify the main approaches and techniques for generating 
traceability relations from manual, semi-automatic and automatic perspectives.  
It was identified as an issue that traceability cannot be valuable unless it is customised to the 
needs of a specific project and organisation, and there is a lack of methodological support for 
identifying these needs and using them to inform traceability adoption and deployment 
strategies (Spanoudakis et al. 2005). As a conclusion, it is acknowledged that the provision of 
adequate support for traceability is not an easy task and, given the current state of the art in 
this area, it cannot be claimed that holistic and valuable support for traceability is available.  
Overhead incurred in manually creating and maintaining relationships is seen as one key 
issue that impedes the wide adoption of traceability (Aizenbud-Reshef et al. 2006). Based on 
literature reviews, model-driven development is identified as a solution that can provide new 
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opportunities for establishing and using traceability information. Further discussion on using 
transformations and the use of traceability relationships to maintain consistency and 
synchronise model artefacts for automatic generation of trace information is given.  
It is concluded, after reviewing the traceability landscape, that the main concern identified 
was the lack of integration among the various environments and tools that need to share 
traceability information. A suggestion is made to take necessary steps towards better 
integration through definition of a standard traceability meta model (Aizenbud-Reshef et al. 
2006). These models should specify and define the reference objects, source artefacts and 
their association with different management systems using standard semantics. These models 
should also provide the provisions for customisation and support for extensibility mechanism 
(Aizenbud-Reshef et al. 2006).  
Neumuller et al. (2006) present a case study of a very small software company and suggest a 
traceability approach along with the lessons learned. It is found that comparably simple 
automation techniques are surprisingly effective. The key lessons learned from the case study 
are:  
• introduce traceability features incrementally 
• provide smooth integration with existing tools 
• make only small changes to work practices of developers 
• focus on already established development practices; and  
• emphasise trace utilisation rather than trace definition. 
Automation plays a key role in making traceability attractive for engineers by collecting trace 
links and enabling them to focus on utilising the trace links (Neumuller et al. 2006). A panel 
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study was performed to address the problems and challenges of requirements traceability by 
asking question such as “how much traceability is enough?” (Cleland-Huang 2006a) The two 
traceability methods identified were automated traceability and lean traceability.  
An extensive literature review was performed to evaluate several traceability approaches 
published with the focus on their contribution to software evolution (Rochimah et al. 2007). 
Based on specific criteria, seven approaches were selected for further review. These 
approaches are:  
• information retrieval approach  
• rule-based approach  
• event-based approach  
• hypertext-based approach  
• feature model–based approach  
• value-based approach  
• scenario-based approach  
Based on the evaluation of these approaches, it is concluded that so far, there are no 
approaches that fully satisfy all the requirements of traceability-related capabilities that have 
to be accomplished to support software evolution (Rochimah et al. 2007). There is a need to 
develop a value mindset of transparency of processes and approaches, such that traceability 
requirements can be satisfied with the least effort needed (Appleton et al. 2007 ). 
In accordance with Yu et al. (2008) point of view, for a secure and dependable software 
system development, one must ensure that the linked entities are truly traceable to each other 
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and the links are updated to reflect true traceability among changed entities. A proposal is 
given through traceability techniques based on refactoring, which is then continuously 
integrated with other maintenance activities. A solution through traceability patterns is 
suggested by Ghazarian (2008) to require component traceability in agile software 
development. This traceability is achieved through source code, which is considered a main 
development artefact in agile software development methodologies.  
An approach is developed by Mader et al. (2008) through the construction and refinement of 
UML models to automate traceability maintenance, based on the observation of finite types 
of development activities that appear to impact traceability when software development 
proceeds. Mohan et al. (2008), using a case study approach, proposed a traceability model 
representing the knowledge elements that are essential to comprehensively manage changes 
tracked within the change management function of the SCM process. 
A question is raised: “Why do so many challenges exist in traceability practices today?” 
(Kannenberg et al. 2009). It is concluded that many of the challenges can be resolved through 
organisational policies and procedures changes, but the one key open problem is the quality 
requirements of traceability tool support. It is proposed to create cost-effective traceability 
tools that improve on the design and feature set of currently available tools.  
Van Rompaey et al. (2009) evaluate six traceability resolution strategies to make the relation 
between developer test cases and units under test explicit. Based on the result, it is suggested 
to combine these traceability resolution strategies to allow the user to find a balance between 
improved applicability and accuracy. It is also suggested to invest in traceability tools and to 
configure such tools based on knowledge about coding.  
David et al. (2009) propose a traceability approach based on SCM, more specifically on an 
operation-based versioning system, to support the automation of traceability link recovery 
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called ReARM (Recovery of traceability links based on Association Rule Mining). It is 
concluded as a result of the study that the approach presented is a useful alternative to 
content-based approaches, such as information retrieval (IR) (Lucia et al. 2007), especially 
where these approaches fail.  
As said by Mader et al. (2009a), traceability still tends to be undertaken in an ad hoc fashion, 
with unpredictable results. The reason given for this is that current software development 
tools provide little support to practitioners for building and using customised project-specific 
traceability information models, without which even the simplest of processes are 
problematic to implement and gain the anticipated benefits from. A simple UML-based 
model is suggested to illustrate the central role of model tooling (Mader et al. 2009a).  
A basic traceability information model (TIM) was presented by Mader et al. (2009a) 
consisting of two types of entity, traceable artefacts and traceability relations between these 
artefacts. Five steps involved in how traceability can be defined by creating a TIM include: 
• identification of traceable artefacts types and permitted traces  
• count of required traces between artefact types  
• identification of trace types and related artefact roles  
• dependency between related artefacts  
• mapping between tool and project artefact types.  
It is claimed by Mader et al. (2009a) that implementation within development tools has the 
potential to ease traceability creation and maintenance, and to bring more confidence to use. 
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Winkler et al. (2010) provide an overview of the current state of traceability research and 
practices in the areas of traceability and model-driven development. Based on the literature, it 
is identified that the traceability area is at present lacking a framework that can be used to 
determine the type and granularity of traceability links needed in order to achieve a set of 
given goals. There is a need to have a good common foundation for further advances 
regarding the various challenges, which  appears to be a combination of the formal basis and 
the automated recording opportunities of model-driven development and the holistic view of 
traceability in the requirement engineering domain (Winkler et al. 2010).  
A tagging technique is proposed by Kim et al. (2010) that helps trace not only changes that 
occur in configuration management, but also individual artefacts’ changes through the 
integration of configuration management system and individual working environment. Panis 
(2010), as a result of his survey of a commercial engineering company, identifies two key 
characteristics of how traceability is deployed that increase its value. The first is to make 
traceability automatically visible to the stakeholders and the second, to associate contents 
with requirements.  
It is concluded that traceability functions best when it is automatically visible for engineers as 
part of their daily work rather than in a separate report (Panis 2010). An automated technique 
combining traceability with a machine learning technique, “topic modelling”, is proposed by 
Asuncion et al. (2010). The result of the study suggests that the combination of prospective 
traceability with topic modelling is a promising area of research that can be useful in practice. 
As per (Egyed et al. 2009; Espinoza et al. 2011b), traceability from requirements to code is 
mandated by numerous software development standards, but the granularity and the quality 
of trace links are not explicitly stated in these standards . A number of suggestions are made 
78 
 
to balance the cost and the benefits of requirements traceability. A value-based traceability 
strategy is suggested that:  
• provides trace links more quickly  
• refines trace links according to user-defined value considerations  
• supports the later refinement of trace links in case the initial value consideration has 
changed over time (Espinoza et al. 2011b).  
An approach is presented by Hammad et al. (2011) to automatically determine if a given 
source code change impacts the design of the system.  
A two-step traceability approach is proposed by Ohashi et al. (2011), where in step one, the 
software model defines traceability, and in step two, stakeholders set up traceability links 
during the design phase. Along with the approach itself, a supporting tool for establishing 
traceability links is also proposed. Espinoza et al. (2011a) propose three features that 
traceability models should support to be less dependent on a specific development process:  
• user-definable traceability links 
• roles, and  
• linkage rules.  
These features were applied through the traceability meta model (TmM) to adapt to the needs 
of each project. The resulting meta model enabled the definition of project-specific 
traceability methodology because it separated the meta model, methodology and project 
expertise domains. 
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The generic traceability process model proposed by Gotel et al. (2012b) describes the 
essential activities that are required to bring traces into existence and to take them through to 
eventual retirement. These activities include creating, using and maintaining the traces, all 
within the context of a broader traceability strategy (Figure 2.4).  
 
Figure 2.4: Generic traceability process model (Gotel et al., 2012b) 
This traceability strategy guides the process engineers to document stakeholders’ needs, key 
decisions made, the method and the process, and establish the relationships between atomic 
traces in an agreed procedure according to business needs, goals and objectives. Mäder et al. 
(2012) propose a goal-oriented approach to define project specific traceability strategy, which 
includes the following three steps:  
• identifying development tasks that require traceability 
• identifying traceability-related queries, and  
• defining traceability. 
This definition can be provided through TIM and commonly represented through UML class 
diagrams (Mäder et al. 2012; Mader et al. 2009a). 
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Cleland-Huang (2012) uses a common tracing scenario for an agile project to describe a 
traceability information model. It shows how traceability is established between acceptance 
test, user stories and source code. The source code is described as a single high-level target 
artefact with no visibility to the classes and its association with test cases. Although the 
benefit of this approach is that it provides a highly resilient traceability mechanism anchored 
around acceptance and user tests, such an approach is only feasible for small and medium 
projects (Cleland-Huang 2012). 
Based on a number of observations, Gotel et al. (2012) present guidelines for acquiring tool 
support to establish traceability using seven steps, including:  
• agreement on the problem and terminology 
• understand the problem and commit to tackling it 
• identify stakeholders 
• determine requirements and constraints 
• design the wider requirements of the management system 
• assess and select tools, and  
• plan for tool introduction, adaption and ongoing use. 
A conclusion is made that an acquisition process requires an open and systematic process of 
broader enquiry, balancing well-understood needs with available options (Gotel et al. 2012). 
A resulting traceability solution can end up fully automated or a simple pencil and paper 
tooling, but is guaranteed to be optimal for the organisation and the needs of the business. 
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At present, numbers of research studies are still undergoing investigations to implement 
effective requirement and software traceability solutions (between requirement and code and 
between design and code) using different tools and techniques (Bavota et al. 2012; Ghabi et 
al. 2012; Mader et al. 2012; Mirakhorli et al. 2012; Xiaofan et al. 2012; Zeising et al. 2012). 
Different communities of traceability researchers and practitioners are now collaborating to 
understand and implement traceability ubiquitously (Gotel et al. 2012a).  
In line with Regan et al. (2012), the implementation of traceability is inconsistent at best, 
with most companies still either not implementing it or implementing it in a haphazard 
manner. Solutions are suggested to use value-based requirements tracing, 
industry/organisational policies, customised tools, different approaches and techniques, 
training/education, incentive schemes and assigning responsibilities (Regan et al. 2012). 
Current assessment of the traceability barriers indicate that there is a strong need to work 
towards the development of a traceability reference framework to facilitate IT practitioners in 
general and process engineers in particular for the implementation of traceability using lean 
thinking.  
Contribution towards traceability literature 
Table 2.6 illustrates two types of granularity views based on the literature review. The first 
view is the conceptual or theoretical view and the second view is the empirical view.  
The conceptual or theoretical view looks at traceability from the meta level, or methodology 
level, or project level, or a combination of all three. For example, the researcher have gone 
through multiple sources on traceability to identify if a source provide details at meta-level 
traceability concepts then drilling it down to traceability method and its implementation in 
some project context. This view and the associated literature emphasized more on the 
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delivery of the software product and its traceability than the process taken to implement the 
traceability (Figure 2.3 for more details on product knowledge vs process knowledge). 
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(David et al. 2009; Kim et al. 
2010) 
Level 4: 
Traceability View 
[Build to/from Release 
Package] 
 
(Qumer et al. 2008; Spanoudakis et al. 
2005) 
(David et al. 2009; Kim et al. 2010; 
Qumer et al. 2008) 
(David et al. 2009; Kim et al. 
2010) 
Level 5: 
Traceability View 
[Release Package 
to/from Deployment 
Environment] 
(Qumer et al. 2008; Spanoudakis et al. 
2005) 
(David et al. 2009; Kim et al. 2010; 
Qumer et al. 2008) 
(David et al. 2009; Kim et al. 
2010) 
 Table 2.6: Contribution towards Traceability Literature 
On the other hand, the empirical view looked at the literature through the lenses of 
traceability implementation. For example, how the process was established at different 
traceability granularity levels to deliver the software product, including setting up 
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management systems, policies, practices (Figure 2.3 provide details on product knowledge vs 
process knowledge. Figure 3.3 illustrate the traceability granularity).   
As it can be observed from Table 2.6, studies have been performed covering traceability from 
product knowledge perspective and defined models, methodologies and implemented 
traceability solutions in a specific projects context. In addition, there were studies which 
covered both the product knowledge perspective and some levels of the process knowledge 
(Level 1 and Level 2). 
However, through Table 2.6, I have identified a gap (highlighted in grey) from the process 
knowledge perspective (at levels 1, 2, 3, 4 and 5) and from product perspective (at the 
methodology and project levels). As a result of this identified literature gap, I propose and 
extend the existing traceability model at meta and methodology levels and demonstrate its 
value-added usage covering both product and process knowledge perspectives through the 
implementation of management systems. 
SUMMARY 
This chapter reviews the backgrounds of the SCM process and practices, agile values and 
principles, agile values and principles in the SCM process, the theory of lean thinking and 
practices, cloud computing environments and traceability fundamentals along with various 
traceability elements. 
The SCM section introduces the definition of the process by using various software process 
improvement standards and their importance in order to establish the traceability for the 
software development environments. Different SCM practices are also discussed to develop 
the basic understanding regarding each practice. These practices are studied as part of the 
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conceptual research framework, research design and proposed extended model, SALAM and 
discussed further in Chapter 3. 
The agile values and principles section reviews the agile manifesto and introduces four agile 
values along with twelve agile principles. These agile values and principles are then 
discussed in collaboration with the software configuration process and practices. These agile 
values and principles are further investigated as part of the research design. 
The section on the theory of lean thinking discusses the key principles of lean thinking along 
with the different waste categories as identified through the literature review. These waste 
categories are further discussed in terms of software waste categories and SCM waste 
categories. Different lean practices are also discussed and are incorporated into the context of 
the study, as illustrated in Figure 1.1, the conceptual research framework and research design.  
The computing environments section introduce various computing environments, such as, 
distributed, grid, parallel and cloud computing environments in the context of the study, and 
the study of the SCM process and the deployment of management systems for the traceability 
of software development activities. 
The section on traceability fundamentals establishes the definition of traceability in the 
context of the study and then discusses various traceability building blocks such as trace 
elements and trace links. It then describes the importance and benefits of traceability for 
software development environments.  
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3. CHAPTER: CONCEPTUAL FRAMEWORK AND 
REFERENCE MODEL  
Every theory is a self-fulfilling prophecy that orders experience into the 
framework it provides (Ruth Hubbard) 
In this chapter, I present the extended version of a traceability meta model as originally 
developed by Ramesh et al. (2001) by adding another node, ‘management systems’.  
Figure 3.1 illustrates the extended meta model for software traceability containing three 
original nodes “stakeholder”, “source”, and “object” (Grey Boxes representing the product 
knowledge perspective of traceability - Figure 2.3 for more detail on product knowledge 
perspective) from Ramesh et al. (2001) facilitated by the “management systems” to 
incorporate the process knowledge perspective (Figure 2.3 for more detail on process 
knowledge perspective).  
 
Figure 3.1: Extended traceability meta model based on Ramesh and Jarke (2001) 
 
86 
 
For the purpose of this study, I define ‘management system’ as 
The implementation of a certain degree of process, practices and work instructions 
facilitated by tools and technology, to deliver specific and valuable information about 
defined sources and objects to the target stakeholders for the operational and strategic 
alignment of the business. 
The conventions were adopted from Ramesh et al. (2001) to denote the node meta-classes 
(for example, MANAGEMENT SYSTEMS) by bold caps and their instances (for example, 
VERSION CONTROL MANAGEMENT SYSTEM, DEFECT MANAGEMENT SYSTEM) 
by nonbold caps. Similarly, all the links (for example, MAINTAINS) are denoted by bold 
italic and their instances (for example, CHECK-IN) by standard italics. 
According to Ramesh et al. (2001), in order to utilise a meta model, an implementation 
strategy should comprise three layers of abstraction: 
• the meta model layer that defines the language of the reference traceability model  
• a set of reference traceability models that could be customised according to the scope 
of a given environment  
• a database that record such traces; for this study I propose to implement such a 
database as part of the third layer of abstraction through the use of different 
management systems to maintain traces depending on the level of traceability 
required by the project environment. 
In Figure 2.3, I have already described the high-level relationship between MANAGEMENT 
SYSTEM, SOURCE, OBJECT and STAKEHOLDER nodes with examples. I also 
illustrated how the abovementioned three nodes address the product and process knowledge 
requirements of the STAKEHOLDERS from the traceability perspective. In addition, the 
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specialisation and instantiation of each of the nodes STAKEHOLDER, OBJECT and 
SOURCE to create organisation– or project-specific traceability models are already 
described in Ramesh et al. (2001). In this section I concentrate on describing 
MANAGEMENT SYSTEM node and its linkage with the other nodes (STAKEHOLDER, 
OBJECT and SOURCE) through the dimensions of traceability information, such as what, 
who, where, how, why and when (Ramesh et al. 2001): 
• What: The identification of OBJECTS and SOURCES for a project leads to the 
question of identifying the MANAGEMENT SYSTEM(S) that can cater to the needs 
of recording the information regarding these identified sources. The questions of 
“what level of process granularity is required for each of the identified management 
systems?” and “what level of tool sophistication is needed for the implementation?” 
must be answered. For example, a small project with a simple web product may 
require a relatively high level of process granularity with a defect management system 
implemented through Microsoft Excel spreadsheets, whereas a project with a very 
critical real-time software product may require a low-level process granularity with a 
defect management system implemented through Microsoft Team Foundation Server.  
• Who: The STAKEHOLDERS that play different roles and responsibilities for the 
creation, maintenance and use of MANAGEMENT SYSTEM(S) and the traceability 
links between them. STAKEHOLDERS in this case represent CHANGE 
MANAGERS, TEST MANAGERS, SOFTWARE CONFIGURATION MANAGERS 
and BUILD AND RELEASE MANAGERS. At the high-level abstract 
STAKEHOLDERS may belong to one of three role categories, 1) PRODUCER, 2) 
CONSUMER and 3) ADMINISTRATOR. 
• Where: This dimension of traceability deals with the decision of placing categories of 
SOURCES under the MANAGEMENT SYSTEMS. A decision may be taken to 
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place all testing-related SOURCES, for example, TEST CASES, TEST PLANNNG, 
DEFECTS RECORD, REQUIREMENTS RECORD, under a single CHANGE 
MANAGEMENT SYSTEM or deployed as different MANAGEMENT SYSTEMS, 
for example, DEFECT MANAGEMENT SYSTEMS only for test-related SOURCES 
and REQUIREMENT MANAGEMENT SYSTEM for requirement-related 
SOURCES.  
• How: This is related to the questions, “how is the information represented between 
different MANAGEMENT SYSTEMS?”, “what form of information is transferred 
from one MANAGEMENT SYSTEM to another?”, “what level of formality should 
be applied depending on different scenarios between various MANAGEMENT 
SYSTEMS?” For example, a STAKEHOLDER such as SOFTWARE 
DEVELOPER may take a reference number from REQUIREMENT 
MANAGEMENT SYSTEM and DEFECT MANAGEMENT SYSTEM for the 
CHECK-IN of formal changes into VERSION CONTROL MANAGEMENT 
SYSTEM, whereas in another scenario SOFTWARE CONFIGURATION 
MANAGER may take a SNAPSHOT, TAG or LABEL under VERSION CONTROL 
MANAGEMENT SYSTEM containing defects and system enhancements of new 
check-ins and forward it for further processing to BUILD MANAGEMENT 
SYSTEM for deployment.  
• Why: The rationale behind having MANAGEMENT SYSTEMS in the software 
development environment and various alternatives if available. Reason for choosing 
any particular alternative?  
• When: This reflects on the tasks such as when a particular record has been created 
under the MANAGEMENT SYSTEM, modified and evolved.  
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In line with Seidewitz (2003a), a meta model is a specification of a class of systems under 
study, where each of the systems under study is itself a valid model expressed in a certain 
modelling language. A theory of meta models, which mean a model’s relationship to its 
derivable models, is considered a mechanism to generate new statements in the existing meta 
model. Since a meta model is a defined as a specification, statements in a drivable model 
must not violate any statement deducible using the theory from the explicit meta model 
statement (Seidewitz 2003a).  
From practical aspects, these meta models are not directly used by the practitioner. In order to 
be useful, more concrete models are derived from these meta models with low-level details 
about tools, processes, practices, work instructions in a specific organisational context. 
Consistent with Henderson-Sellers et al. (2005), such a body of knowledge comprising 
necessary guidance to achieve this can be called a methodology or method. When a process 
engineer uses these methodology guidelines and specifications as defined in the 
organisational context, they in fact enact the model for the sake of a specific project or 
endeavour context (Henderson-Sellers et al. 2005). In line with Henderson-Sellers et al. 
(2005), enacting means creating a real instance of the model given by the methodology. 
Enacting a model for the purpose of traceability requires a broader traceability strategy. In 
accordance with Gotel et al. (2012b), such a strategy provides the detail of stakeholders’ 
needs, decisions regarding the mechanism and automation, and also chains atomic traces in 
some agreed way to enable required activities and tasks. Based on this broader strategy and 
using the reference models on the methodology level, a user selects relevant parts of the 
reference model and adapts them to the problem at hand, and configures an overall solution 
from these adapted parts (Henderson-Sellers et al. 2005; Ramesh et al. 2001).  
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CONCEPTUAL RESEARCH FRAMEWORK 
As said by Henderson-Sellers et al. (2005), establishing traceability requires four key 
activities:  
• traceability strategy 
• traceability creation 
• traceability maintenance 
• traceability use. 
Also, in order to establish a lean traceability solution, emphasis should be placed on 
established adaptable environments with a basis in learning capacity, cultural readiness, 
relationship balancing and IT leveragability and knowledge capacity (Kettinger et al. 1995). 
As shown in Figure 3.2, to establish an adaptable traceability process requires a strategic 
initiative, where the top managers act as leaders in defining and communicating the vision of 
the process and the resulting changes (Gotel et al. 2012b; Kettinger et al. 1995). Based on the 
identifications of needs and requirements of the customers, the creation phase emphasises 
creating a holistic lean traceability process covering both product and process knowledge 
perspectives (Mohan et al. 2008).  
Once the adaptable environment is established along with the lean traceability solution, the 
availability and usefulness of traces between management systems have to be ensured to 
allow for ongoing use throughout the system lifecycle (Gotel et al. 2012b). Lastly, the 
maintenance phase represents the maintenance of the overall adaptable environment. Based 
on the nature of changes required, strategic realignment is performed to adapt to the changes 
in order to make it valuable for the stakeholders. 
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Figure 3.2 shows the conceptual framework representing all four phases (as described above) 
along with the resulting adaptable software development environment and the associated 
quantitative and qualitative elements. I discuss each of these elements in detail later in their 
relevant analysis chapters (chapters 5 & 6) along with different components of the SALAM 
model, including management systems, their importance, associated grades and the value of 
its presence in the software development environment. 
 
Figure 3.2: Research conceptual framework  
From the structural aspect, the SALAM reference traceability model comprises six 
collaborative management systems (Figure 3.3) established through the principle defined by 
the researcher as: 
The level of tool and technology sophistication and the formality of the process and 
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practices associated with each management system should be directly proportional to 
the change traceability granularity required by the customer, and should be aligned 
with the business goals and customer expectations to deliver value. 
 The process and tool control arrows (Figure 3.3), which I call the “Volume Adjustment 
Monitor (VAM)”, are associated with each of the management systems and facilitate the 
application of lean principles with pragmatic implementation of sound SCM principles to 
serve the need of the business (Appleton et al. 2003; Appleton et al. 2008a; Womack et al. 
1996c; Womak et al. 1990). VAM represent the pre-assessment tasks executed at each 
operational level of the organisation (if required), through the review of business goals and 
the assessment of the change traceability granularity required. 
Pre-assessment tools such as the 5-axis model developed by Capilla et al. (2012) can also 
provide a useful input to VAM control for the selection of an appropriate level of SCM 
solution in a particular operational scope. Consideration should be made to add nothing but 
value (eliminate waste), centre on the people who add value, flow value from demand (delay 
commitment) and optimise the target management system across the organisation 
(Poppendieck 2011). 
REFERENCE SALAM TRACEABILITY MODEL 
As illustrated in Figure 3.3, the “upstream components” or “manufacturing components” of 
the SALAM model are comprised of the Change/Requirement management system and 
defect management system. These management systems are linked with the “Production 
KANBAN” representing a “pull” system to avoid overproduction (Liker 2004a). 
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Figure 3.3: Software configuration Agile Lean Adaptable Management (SALAM) model 
Once a requirement is recorded through the upstream component, project development team 
members get their assigned workloads through the established workflow channel (such as 
kanban stand-up meetings or email notification of assignments through management systems 
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etc.) and software changes get released through a “Sustainable Continuous Flow” and are 
stored under the “version control management system” (Liker 2004a). Consistent with Liker 
(2004a) 14 lean management principles, the culture should be built to stop and fix the 
problem to get quality right the first time. 
Once a requirement is recorded through the upstream component, project development team 
members get their assigned workloads through the established workflow channel (such as 
kanban stand-up meetings or email notification of assignments through management systems 
etc.) and software changes get released through a “Sustainable Continuous Flow” and are 
stored under the “version control management system” (Liker 2004a). As per Liker (2004a) 
in his 14 lean management principles, the culture should be built to stop and fix the problem 
to get quality right the first time. 
The role of management systems in the SALAM model is to facilitate the kanban process and 
should not be assumed to replace the kanban board mechanism. As per Melton (2005), 
kanban is a visual signal to support flow by “pulling” product through the manufacturing 
process as required by the customer. These physical boards normally get updated during the 
daily kanban stand-up meetings with a limited audience, but the associated management 
systems enhance the kanban capabilities by providing electronic visual control for the 
dissemination of updated and consistent information to the wider audience, especially in a 
geographically distributed environment. 
Once the software changes are stored inside the (thoroughly tested) version control system, it 
waits for the “Withdraw kanban”, a pull event which represents a “wish” of a target 
environment owner to deploy selective changes into the relevant managed environments 
(Liker 2004a). The role of “downstream components” or “distribution components”, which 
are comprised of the Build management system and the Release & Deployment management 
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system, starts from this point. The Build management system pulls as a result of “Withdraw 
kanban” all the software changes represented by a particular “baseline/snapshot/tag” and 
packages the changes as per build instructions. The Release & Deployment management 
system gets triggered at a defined regular interval of time for the collection of “release 
package” and deploys in the target managed environment through a “continuous integration 
(jidoka)” process. In keeping with Werner (2004), jidoka refers to the principle of stopping 
work immediately when a problem occurs. 
Software changes once deployed in the managed environment go through “customer 
acceptance criteria” and the “production kanban” gets updated accordingly to reflect the 
updated state of the requirement and hence another trigger of a pull event for the upstream 
component. Since collaboration between different management systems is the basis of a 
SALAM model, the content management system which performs the role of a centralised 
reporting system should be kept up-to-date (automatically or manually etc.) to reflect the 
progress of all the tasks mentioned above, and should be made readily available to the 
relevant stakeholders for further analysis and hence contribution towards continuous 
improvement, “kaizen” to pursue perfection and conveyed in the constant “change for the 
better” (Dombrowski et al. 2011; Liker 2004a). The basis of kaizen is relentless reflection 
which pursues this perfection, continuously and iteratively, and VAM is the control tool 
which also facilitates kaizen in this improvement process.  
SUMMARY 
Based on the literature review of Chapter 2, this chapter proposes an extension to the existing 
traceability meta model and describes the extended meta model from the perspective of 
management systems using the conventions originally used by Ramesh et al. (2001). 
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In alignment with the extended meta model for traceability, the next section then establishes 
the conceptual research framework and the reference traceability model called SALAM with 
six collaborative management systems. The details of the research and instrument design are 
described in the next chapter, RESEARCH METHODOLOGY. 
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4. CHAPTER: RESEARCH METHODOLOGY 
“Research is to see what everybody else has seen, and to think what nobody 
else has thought” Albert Szent-Gyorgyi (1893-1986) 
In chapter 2, the literature review identified the influence of the ToC constraints (which 
includes the impact of software development methodologies, computing environments, 
software process improvement standards, and organisation size as illustrated in Figure 1.1) on 
software configuration management (SCM). This chapter describes the methodology and 
design of the study by discussing (a) the research philosophy, (b) the mixed methods research 
design, (c) the role of the researcher, (d) the participants and setting, (e) the measuring 
instruments, (f) the protocols for data collection and data analysis. The following research 
questions were posed: 
• Research question 1: Is there any evidence for the co-existence of an SCM process 
under the ToC constraints in adaptable software development organisations?  
• Research question 2: How can software development organisations establish an 
adaptable software development environment for the existence of an SCM process 
without losing its value under the ToC constraints? 
The aim of this research study is primarily to propose and validate a software change 
traceability model (SALAM, Software configuration Agile Lean Adaptable Management) 
developed through the use of different types of management systems (illustrated in Figure 
3.3) and the theory of lean thinking and its associated principles and practices (as discussed in 
chapter 2).  
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For the purposes of this study, the research design was divided into three phases, as shown in 
Figure 4.1.  
 
Figure 4.1: Three-phase research design 
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In phase 1, a quantitative study using an online survey was performed to answer the research 
question 1 “is there any evidence for the co-existence of an SCM process under the ToC 
constraints in adaptable software development organisations”. Especially the emphasis was 
made to identify the adaptable software development organisations with the coexistence of 
SCM and Agile practices regardless of the computing environment they use. 
In phase 2, an initial conceptual framework based on a literature review was developed, and 
then a qualitative study was performed to answer the research question 2 “how can software 
development organisations establish an adaptable software development environment for the 
existence of an SCM process without losing its value under the contextual constraints” using 
semi-structured interviews, structured environment observations, Delphi feedback and 
documentation analysis. This resulted in the development of the SALAM model (Figure 3.3) 
to investigate in the final phase of the study (phase 3).  
In phase 3, another quantitative study using an online survey was performed to validate and 
generalise the conceptual framework (Figure 3.2) and the reference SALAM model that 
enabled the coexistence of SCM process under the contextual constraints (Figure 1.1). 
RESEARCH PHILOSOPHY 
Prior to selecting an approach and method for conducting the research, the underlying 
paradigm must be taken into account. As said by Guba et al. (1994), a paradigm is “the basic 
belief system or worldview that guides the investigator, not only in choices of method but in 
ontologically and epistemologically fundamental ways”. The understanding of ontological, 
epistemological and methodological viewpoints determines the selection of the research 
approach (Cornford et al. 1996; Falconer et al. 1999; Guba et al. 1994).  
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Following Chua’s (1986) viewpoint, Orlikowski and Baroudi (1991) suggest the use of 
positivist, interpretive and critical epistemological categories. For the purposes of this 
research, taxonomies as presented by Orlikowski and Baroudi (1991) have been adopted and 
are discussed in relation to ontological, epistemological and methodological viewpoints in the 
following subsections.  
Ontological viewpoint 
The ontological viewpoint raises a question that, according to Guba et al. (1994) queries 
“what is the form and nature of reality and, therefore, what is there that can be known about 
it?” Positivist ontology assumes that objective reality exists and is driven by unchallengeable 
natural laws and mechanisms (Guba et al. 1994). Interpretivist ontology believes that 
subjective realities exist only in the form of multiple, intangible mental constructions, 
socially and experientially based, local and specific in nature, and are dependent for their 
form and content on the individual persons or groups holding the construction (Guba et al. 
1994). 
Epistemology viewpoint 
The epistemological viewpoint raises a question that, as per Guba and Lincoln (Guba et al. 
1994) queries “what is the nature of the relationship between the knower or would-be knower 
and what can be known?” Positivist epistemology assumes the investigator and the 
investigated “object” are independent entities, and the investigator is capable of studying the 
object without influencing it or being influenced by it (Guba et al. 1994). Interpretivist 
epistemology believes that the investigator and the object of the investigation are 
interactively linked and the findings are literally created as the investigator proceeds (Guba et 
al. 1994).  
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Methodological viewpoint 
The methodological viewpoint raises a question that, in line with Guba et al. (1994), queries 
“how can the inquirer go about finding out whatever he or she believes can be known?” 
Researchers recognise that there should be a relation between ontology and methodology 
(Dobson 2002). By using the research objective and purpose, I can assess which research 
methodology is most suitable for the purpose. However, this assessment is not definitive 
(Klein et al. 1999; Mingers 2004). Three commonly accepted research methodologies as 
discussed by Creswell (2003) are: quantitative, qualitative and mixed methods. Each 
approach uses different methods to obtain valid results with different rigour.  
Quantitative research methods have a proven history in academic studies and are popular due 
to their well-documented statistical foundations. Qualitative approaches provide valuable 
holistic insight that does not rely on statistical analysis to determine findings. Mixed methods 
research involves elements of both quantitative and qualitative analysis to strengthen the 
research results.  
Purely from a software engineering perspective, the mixed method approach has been 
emphasised in a number of previous research studies and literature (Easterbrook et al. 2008a; 
Gregg et al. 2001; Johnson et al. 2004; Mandi´c et al. 2009b; Patton 2001b; Seaman 1999; 
Sjoberg et al. 2007; Wohlin et al. 2001). Use of a stronger multi-method or mixed method 
approach in empirical software engineering is proposed by Mandi´c et al. (2009a). The 
software engineering research methodology (SERM) approach using a mixed methods 
multistrand sequential design (Teddlie et al. 2009) is proposed by Gregg et al. (2001).  
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Justification for the research paradigm and methodology 
Due to the exploratory nature of the research study to investigate the coexistence of agile 
software development methodologies and the SCM process under the ToC constraints (which 
includes the impact of software development methodologies, computing environments, 
software process improvement standards, and organisation size), an exploratory iterative 
sequential mixed design approach was chosen (Creswell et al. 2011; Gregg et al. 2001; 
Teddlie et al. 2009). This exploratory research study is comprised of a three-phase mixed 
methods approach representing an initial quantitative study to identify the existence of the 
SCM process under the contextual constraints, followed by a qualitative study and 
assessment to perform a case study of a selected software development organisation for the 
development of a traceability model, and concludes with a formal quantitative study and 
assessment for the validation of the traceability model of phase 2.  
A mixed methods approach has been chosen for multiple reasons. Firstly, this study proposes 
a new holistic traceability model and a comparative analysis of the data collected through 
both quantitative and qualitative methods has helped to check the validity of the model and 
research outcome. Secondly, because the study explores personal opinions, cross-validating 
qualitative data with quantitative data has helped to explain any contradictions and expanded 
the research findings. Third, the mixed methods approach is important for participant 
enrichment, giving them voice through feedback beyond the model and assuring more 
accurate assessment (Teddlie et al. 2009). 
Figure 4.2 provides a high-level view of the data generation and knowledge integration 
process as adopted from the knowledge integration process of Bilan (2010). Several sources 
of information were collected via relevant literature, qualitative methods such as semi-
structured interviews, Delphi feedback, structured observation and documentation analysis, as 
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well as quantitative methods such as an online survey. The review of the literature has 
provided the background and focal theory relating to agile software development 
methodologies, lean thinking, the SCM process and practices, traceability solutions and 
adaptable software development environments. All three categories of knowledge sources 
have been regularly synchronised with each other to identify any inconsistencies as part of 
the assessment of the data. 
 
Figure 4.2: Data generation and knowledge integration process 
The data assessment is important because it has allowed the researcher to critically evaluate 
the different elements of the quantitative and qualitative research data. The assessment stage 
measures the research data on several criteria including how old is the data, conflicts of the 
data with some other data already received, scope of the data, credibility of the data source, 
and value of the information generated for the proposed traceability model (as illustrated in 
Figure 3.3). 
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Based on the results of the data assessment, an informal selection was performed on the 
results to determine whether to include or exclude them from the research. Conceptualisation 
then helped to determine how the information best informed the research. Once 
conceptualisation was finished, the knowledge was used to develop and refine the conceptual 
framework. Repeating this process many times resulted in a model that was of the right size, 
scope and value. The final step was the validation of the research proposition and the 
conceptual framework. 
RESEARCH METHOD 
For the purposes of this research, a combination of the software engineering research 
methodology (SERM) strategy (Gregg et al. 2001) with an exploratory iterative sequential 
mixed design approach (Creswell et al. 2011; Teddlie et al. 2009) was selected. After 
establishing the research approach, the next step was to determine the research strategy to use 
in the study. Research strategies ensure the research study follows a specific planned 
direction.  
Saunders et al. (2007) list the seven research strategies that one may employ in exploratory 
research: case study, experiment, survey, action research, grounded theory, ethnography, and 
archival research. Easterbrook et al. (2008b) have identified and compared five classes of 
research methods which they believe are most relevant to software engineering: controlled 
experiments, case studies (both exploratory and confirmatory), survey research, 
ethnographies, and action research. As said by Sjøberg et al. (2007), four primary methods 
for research in software engineering are: experimentation, surveys, case studies, and action 
research.  
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When the research nature is mainly exploratory and the focus is to provide answers to the 
“how” of a particular phenomenon within a real-time situation when the context boundaries 
are not clearly evident, a case study method is most often used (Creswell 2003; Maxwell 
2005; Saunders et al. 2007; Yin 2003). On the words of Yin (2003), case studies do not 
always include direct, detailed observations as a source of evidence and can be conducted and 
written with many different motives, such as simple presentation of individual cases or the 
desire to arrive at broad generalisations that are based on case study evidence.  
A survey research method, on the other hand, can be used to identify the characteristics of a 
broad population of individuals (Easterbrook et al. 2008b). In software engineering, survey 
methods usually poll a set of data from an event that has occurred to determine how the 
population reacted to a particular method, tool or technique, or to determine trends or 
relationships (Sjoberg et al. 2007). According to Easterbrook et al. (2008b), the defining 
characteristics of survey research are the selection of a representative sample from a well-
defined population, and the data analysis techniques used to generalise from that sample to 
the population.  
SERM (Gregg et al. 2001) defines three facets of SE research methodology, namely, 
conceptual, formal and developmental. These facets can be linked with the exploratory 
iterative sequential mixed design as proposed by Teddlie et al. (2009) and Creswell et al. 
(2011). The conceptual facet (as presented in Table 4.1) establishes the theoretical basis for 
the needs and the requirements for the research effort are defined accordingly. In the 
formalisation facet, identified needs are specified by the conceptual phase and are addressed 
using mathematical or logic-based explanation to help generalise findings. The 
developmental facet deals with the creation of the system to demonstrate the validity of the 
solution.  
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Table 4.1 illustrates the relationship of SERM methodology phases with the different 
research methods or strategies used for this study, along with various associated tools and 
techniques for data collection and analysis, and the final outcome of each phase. As 
suggested by Gregg et al. (2001), after conceptualisation phases, where the ideas are 
conceived and validated, the SE effort can take on either a formal or a developmental 
approach (or both).  
Phase of study 
based on SERM 
Research 
method 
Data analysis tools Outcome 
Conceptual facet  Literature review (chapter 2) 
 
• developed a high-level 
SALAM model 
 
Formalization facet:  
 
 
Survey to identify the 
coexistence SCM and 
agile practices in 
organizations of all 
sizes 
 
Phase  1 
(Quantitative 
method) 
 
A RMIT online survey tool 
(phase 1) 
Including descriptive textual 
components for analysis  
 
(Refer to Appendix Y for 
detailed statistics) 
 
• identification of software 
development organisations 
with the existence of SCM 
process under the ToC 
constraints 
• high-level conceptual 
framework interrogated 
using the case study as 
identified in Phase 1 
Developmental 
facet: 
 
Interrogate the 
conceptual 
framework to obtain 
further understanding 
of influence of cloud 
computing 
environment (ToC 
constraint) on the 
SCM process 
Phase 2 
(Qualitative 
method) 
Single case study (phase 2) 
• informal interviews 
• Obtain feedback from 
expert case study 
participants using pre-
designed diagrams - 
Delphi feedback 
• structured observation 
• documentation 
analysis 
• Validation of the need for 
management methods to be 
utilised irrespective of 
software development 
methodology  
• SALAM model developed 
 
Formalization facet:  
 
Validation of 
SALAM 
Phase 3 
(Quantitative 
method) 
Second online survey (phase 3) 
• Including descriptive 
textual components 
for analysis 
• Cronbach’s alpha  
• validation of the detailed 
SALAM model and its 
usage under the ToC 
constraints 
Table 4.1: Summary of  analysis used to develop and validate SALAM 
The literature was used to develop a high-level conceptual framework and the high-level 
reference model for traceability, called SALAM (as illustrated in Figure 3.3). In phase 1, a 
quantitative method was chosen to explore and investigate the existence of SCM processes 
within Australian software development organisations context. An online survey was used 
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and an invitation was sent to 187 participants, mostly drawn from different organisations. Out 
of 187, 60 valid responses were received and descriptive statistics was performed to select 
one suitable organization for phase 2 qualitative analysis.  
In phase 2, an exploratory case study was performed to establish a detailed conceptual 
framework and the low-level reference traceability model of SALAM. The research 
validation was then performed through formal statistical techniques to systematically 
describe, develop and verify  different quantitative elements of the SALAM reference model 
using survey data collected in phase 3 (see chapter 7 for the quantitative analysis) (Bowen et 
al. 1995).  
Since the participants were located globally, an online survey tool proved to be the best 
choice to collect data from the geographically diverse participants. This reduced the time and 
cost it would have taken to perform personal interviews and allowed the participants to take 
the survey when it was convenient. 
For the purpose of case study protocol, Yin’s (2003) four methodological case study tasks 
were followed: (1) preparing for data collection, (2) collecting the data using different 
qualitative methods, (3) analysing the contents, and (4) reporting the results and conclusion. 
The first task involved stating the research questions (as listed in chapter 1), conducting a 
literature review to determine the originality of the study, preparing the conceptual model that 
resulted in the formulation of the thesis (chapter 2 and chapter 3), defining the case study 
protocol and selecting the case study units of analysis. The second task involved identifying 
the sources of evidence. The third task consists of examining, categorising, tabulating and 
testing the data. The fourth task involves reporting the findings and the conclusion. 
108 
 
SAMPLE DESIGN 
As shown in Figure 4.3, a sample population of 187 participants from Australian software 
development organisations were chosen for phase 1. Through the outcome of phase 1, one 
large organisation was selected for a longitudinal case study in phase 2 to develop a 
conceptual research framework and the reference SALAM model. For phase 3, the sample 
population was 1400 participants from different countries and from different software 
development organisations.  
These participants were selected using purposive/judgement sampling through the 
researcher’s Linkedin direct and indirect contacts. Judgement sampling occurs when a 
researcher selects sample members to conform to some criterion Cooper and Schindler 
(2003). However, extra care was taken to ensure that the target population was properly 
defined and that the sample taken in all phases of the study matched it as much as possible. 
The selection bias was mitigated by strictly following the participants’ selection criteria as 
follows: 
• The organisation has been performing most of its software development projects 
using agile software development methods. 
• The organisation has been managing and controlling its software changes using SCM 
processes and associated practices. 
• Research participants in the organisation have been involved in implementing the 
SCM process in an agile software development environment for a minimum of one 
year. 
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Figure 4.3: Judgment/purposive sampling design 
MEASURING INSTRUMENTS AND DATA COLLECTION 
The measuring instruments for this research study consisted of: Likert-type scale items, 
nominal items, open-ended items, semi-structured face-to-face interviews, Delphi feedback, 
structured observations and documentation analysis. Table 4.2 illustrates the links between 
the research methods associated with different phases of the study, the measuring instruments 
along with the items they were measuring, and the associated references from the literature. 
Online surveys 
The surveys for phase 1 and phase 3 were organised and developed by identifying the 
required elements related to lean thinking principles and properties, agile software 
development methodologies and practices, SCM processes and practices, traceability 
capabilities, and the grades and importance of various management systems.  
The survey instrument for phase 1 consisted of 4 demographic items, 3 Likert-type scale 
items that addressed agile software development practices, SCM practices and SCM 
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facilitating the dynamic capabilities of the organisations, 18 nominal items and one open-
ended written response item (see Appendix A for Phase 1 Survey questionnaire for details). 
The survey questionnaire for phase 3 contained seven sections. All sections and the 
associated questions in each section were optional except survey questions Q8 and Q11 (as 
illustrated in Figure 4.4).  
Research methods 
and the phases of 
research 
Measuring 
instruments 
References for the design of instruments 
Online survey 
(phase 1 and phase 3) 
ASD methods, values 
and principles 
(Likert-type and 
nominal) 
(Abrahamsson et al. 2003a; Boehm 2002; Cockburn 
2007; Fowler et al. 2001; Highsmith 2002b; Lindvall et 
al. 2004; Ramesh et al. 2006) 
 
 Lean thinking 
principles and 
properties 
(Likert-type scale) 
(Hiranabe 2008; Koskela 2004; Mandić et al. 2010; 
Parnell-Klabo 2006; Perera et al. 2007; Poppendieck et 
al. 2006; Wang 2011; Womack et al. 1996c; Womack et 
al. 2003; Womack et al. 2004) 
 
 SCM process, practices 
and management 
systems 
(Likert-type and 
nominal) 
(Adams 2009; Bentley 2009; Berczuk et al. 2003; 
Berlack 1992; Conradi et al. 1996; Feiler 1991b; 
IEEE.Std.828 2012; OGC 2005; Project Management 
Institute 2008) 
 Traceability and 
solutions 
(Likert-type and 
nominal) 
(Cao et al. 2008; Cleland-Huang et al. 2012; Egyed et al. 
2009; Espinoza et al. 2011a; Hammad et al. 2009; 
Kannenberg et al. 2009; Kim et al. 2010; Mader et al. 
2009a; Van Rompaey et al. 2009; Winkler et al. 2010) 
 
Semi-structured 
interviews 
(phase 2) 
 (Alvesson 2003; Frey et al. 1995; Guest et al. 2006; 
Kvale 1994; Kvale et al. 2009; Myers 1997; Runeson et 
al. 2009; Silverman 2009) 
 
Delphi feedback 
(phase 2) 
 (Lilja et al. 2011; Murry Jr et al. 1995; Okoli et al. 2004; 
Runeson et al. 2009) 
 
Structured environment 
observations  
(phase 2) 
 (Basili 1993; Seaman 1999; Silverman 2009; Wohlin et 
al. 2003) 
Documentation 
analysis 
(phase 2) 
 (Miller et al. 1999; Myers 2008; Patton 2001a; Scott 
1990; Seaman 1999; Silverman 2009; Wohlin et al. 
2003) 
 
Table 4.2: Research methods and the measuring instruments along with literature references 
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Figure 4.4: Survey design with two levels of filter questions 
The first section presented a consent form to participate, with a single question for the 
participant to answer “Yes” or “No”. The second section presented the demographic 
questions to the participants and included 5 questions in total including 3 quantitative closed-
ended questions and 2 qualitative open-ended questions (see Appendix F and H for detailed 
coding information). 
Section 3 asked questions regarding lean principles that exist in the organisational 
environment along with the existing software development methodologies and their usage. A 
total of 4 quantitative closed-ended questions were asked in this section (see Appendix H for 
details).  
SCM was the key emphasis of section 4. The participants were asked to confirm if the SCM 
process exists in their environment (and an IEEE SCM definition was also provided to avoid 
any confusion). A total of 7 questions were presented in this section, out of which 6 were 
quantitative closed-ended questions and one was an open-ended question about the 
112 
 
“customisation of the SCM process” being performed by the participant in any project (see 
Appendix H for details). 
Section 5 asked 12 questions about traceability solutions and the usage of the SCM process 
and various management systems that exist in the organisation. Once again an IEEE 
definition of traceability was provided as part of the introductory question to avoid any 
confusion. Nine out of 12 questions were quantitative closed-ended, pointing to aspects such 
as traceability requirement source, grade of the existing software traceability solution, 
granularity of the existing software traceability solution, management systems linked with 
software traceability solution, and collaboration among various management systems for 
software traceability. The remaining 3 questions were qualitative in nature and asked the 
participants open-ended questions about “customisation strategy”, “value of collaborative 
management system” and “limitations and constraints of existing traceability solution” (see 
Appendix F and H for details on coding). 
Section 6 presented 29 questions in total about six management systems: requirement 
management, defect/issue management, version control management, build management, 
release/deployment management, and content management systems. Questions were asked to 
identify the existing management system, its perceived importance, its dependence on other 
systems, its value for the organisation, and the responsible authority for the administration 
and execution of the management system. Seventeen out of 29 questions were quantitative 
closed-ended questions and the remaining 12 questions were qualitative open-ended (see 
Appendix F and H for details on coding).  
The last section (section 7) once again asked the consent of the participants for further 
interviews if they fit the criterion “existence of collaborative management systems for 
traceability in participants’ adaptable software development environment” mentioned in 
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question 60. Questions 61 and 62 asked the participants to fill in their personal information 
such as name and email address for further contact. The last question of the survey asked the 
participants if they would like to receive a report as a result of this survey (see Appendix H 
for the Phase 3 Survey questionnaire).  
For the phase 3 survey questionnaire, items 2 to 10 addressed the participants’ organisation 
demographics and the identification of lean principles, ASD methods and their usage.  
The Likert-type scale labels used for lean principle items included (1) strongly disagree, (2) 
disagree, (3) neither agree nor disagree, (4) agree, and (5) strongly agree. Items 11 to 17 
addressed the participants’ usage of the SCM process and associated practices, along with 
reference to different improvement standards, usage frequency for the projects in the 
organisation and the value for the organisation. The Likert-type scale labels used for SCM 
practices included (1) never, (2) occasionally, (3) often, and (4) always. The Likert-type scale 
labels used for the value of the SCM process items included (1) strongly disagree, (2) 
disagree, (3) neither agree nor disagree, (4) agree, and (5) strongly agree.  
Items 18 to 29 addressed the organisations’ or projects’ traceability capabilities and structure. 
These items also identified the types of management systems used along with their 
collaboration or independence functioning. The Likert-type scale labels used for grades of 
existing software traceability solution items included (1) strongly disagree, (2) disagree, (3) 
neither agree nor disagree, (4) agree, and (5) strongly agree. The last section of the survey 
included items 30 to 59 that identified specific tools used in various management systems 
categories and their perceived importance for the organisation.  
These surveys were managed through Qualtrics online survey system as acquired by RMIT 
University for the research purpose. All data was secured through Qualtrics’ built-in 
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password-protected mechanism only accessible to the researcher. All information collected 
was kept confidential to the extent allowed by law and RMIT University policy. 
A pilot survey was sent before phase 2 via a Qualtrics notification email to 20 respondents 
from the population in the week starting 24 June 2012. The participants were selected 
through convenience sampling and were then grouped according to participants’ role and 
experience in the research area. By the end of the pilot period, all 20 responses had been 
received along with their feedback on the structure, contents, flow, consistency and accuracy 
of the questions asked. Table 4.3 presents the numbers of iterations performed along with the 
number of participants and the number of questions in the survey after iteration. The number 
of final questions in the actual survey was 63, including the introductory question, 
respondents’ contact information and final reporting consent. 
Iteration Number of participants Questions in survey 
1 6 88 
2 5 78 
3 8 79 
4 1 63 
Table 4.3: Iterations during pilot stage 
After updating of the survey and the associated cover letter as suggested by the phase 2 pilot 
survey respondents, the main survey invitation was emailed starting 1 September 2012 to the 
population groups (see Appendix G for the group listing), as well as to the IT professional in 
the researcher’s direct LinkedIn network contacts. The total population for the main survey 
was approximately 1400 respondents.  
The total number of surveys returned was 158, representing an 11.28% response rate. This 
rate of return is not unusual in quantitative survey research. Of those surveys returned in the 
main study, all 158 responses were usable up to survey question 8, and this was filtered down 
to 143 usable responses up to survey question 11, and then further filtered down to 106 
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responses for the remaining questions, representing 7.54% of the total sample population. 
Figure 7.1 shows the high-level survey design along with the associated filter questions (Q8 
and Q11). 
Delphi feedback 
The Delphi method was used during phase 2 of the study to collect, verify and validate the 
SALAM model as proposed through the case study using a small groups of experts as a 
source. In keeping with Lilja et al. (2011) point of view, the keywords of the Delphi method 
are experts, focus groups or panels, anonymity and iteration. For this research case study, the 
experts were the assigned software configuration managers of the five different platforms 
under the same program, having ten-plus years of dedicated SCM experience. They all 
worked as a panel along with the program manager and a client representative, to discuss and 
decide on the SCM policies, process and practices.  
A total of 4 main iterations were performed with a full panel and 15+ minor iterations with 
selected participants of selected platforms. The main iterations took approximately 2–3 hours 
depending on the agenda of the review meeting and the minor iterations took approximately 
1–2 hours. All the feedback was recorded in short note form or graphical format during the 
meeting and later recorded electronically in an organisationally defined format. All of the 
approved changes were incorporated as part of the proposed model and its references to the 
SCM process and the associated practices and work instructions. 
Semi-structured interviews 
The qualitative data for phase 2 of this study were mainly drawn from semi-structured 
interviews with stakeholders actively involved at the IT strategic and/or operational levels to 
establish end-to-end software development change traceability in the case study program. A 
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purposeful sampling process was employed to target interviews with key organisational 
actors, who were considered experienced and knowledgeable personnel with direct or indirect 
input into the software development traceability decision in the organisation.  
The purpose of the interview sessions was to explore, explain and/or clarify the feedback 
obtained through Delphi feedback or any other internal organisational review channel. The 
researcher used prompts to direct the conversation and to keep the interview focused on the 
research topic. Senior management interviews (n=2) lasted approximately 10–15 minutes and 
middle/low-level management interviews (n=16) lasted approximately 15–25 minutes.  
Interview questions were derived initially through a pre-determined guide to questions and 
are listed below (for detailed guidelines, refer to Appendix B): 
• In the purpose of this study clear to you? 
• Is the procedure of this interview clear to you? 
• Do you have any question(s) before I begin? 
• (addressing research question1: Does the agile software configuration management 
process exist in Australian software development organisations?) 
• According to Q7 and Q13, can you please explain why you selected “never” or 
“seldom” or “often” or “always” for the agile and the software configuration 
management practices? 
• Please explain why tools and technologies given in Q16 to Q26 are “very important” 
or “important” or “less important” or “not important” in your organisation? 
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• Describe more about the software configuration management process of the most 
recent experience you reported in the survey, for example: 
• Do you routinely use the software configuration management process organisation 
wide? 
• What constraints have you faced in order to have the coexistence of agile and 
software configuration management practices in your organisation? 
• How is this coexistence adding value to your organisation? 
• (addressing research question 2: How can we establish an adaptable software 
configuration management (SCM) process without losing the core values of the 
standard software configuration management process or the existing software 
development methodologies or the capabilities of the prevailing computing 
environments?) 
• Describe what strategies were taken to introduce the adaptable software configuration 
management process in the case study environment? 
• How have lean practices and tools influenced such strategic initiatives? 
• What activities and tasks were performed and decisions taken to facilitate the 
establishment of an adaptable software configuration management process? 
• How has learning capacity influenced the development of adaptable software 
development environments? 
• How has cultural readiness facilitated the development of adaptable software 
development environments? 
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• How has networked relationships between teams supported the adaptable software 
development environments? 
• How were IT leveragability and knowledge capacity incorporated in the program and 
did they facilitate the development of adaptable software development environments? 
• What phased approach was taken for the implementation of traceability covering both 
product and process knowledge perspectives? 
• What management systems do you believe are required by your organisation and 
why? 
• What value does each of the mentioned management systems add to the organisation 
environment? 
• What lean practices and tools were used to facilitate the development of an adaptable 
software configuration management process with only value-adding management 
systems? 
• Is there anything else related to our discussion that you might wish to tell me or ask 
me? 
However, subsequently the need for follow-up questions, discussions of relevant but not pre-
conceived concepts, and observations of what works in practice were required. All interviews 
were conducted face-to-face and a snowball-sampling type approach was used to identify 
additional potential interview candidates. After each interview session, the information 
gathered was transcribed and coded.  
Coding was an essential part of the analysis for this inquiry as it provided a means for 
identifying patterns in the data, and facilitated reflection and construction of relevant 
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emerging themes. The use of researcher memos and categorising strategies was employed to 
iteratively perform reflective data analyses in order to address the research questions and 
identify potential threats to validity (Maxwell 2005). For the qualitative analysis, NVIVO 
was used for coding, code categorisation and recording of memos. 
Interviews were conducted until the researcher felt that no new information relevant to the 
research questions was being generated from the interviews, resulting in theoretical 
saturation. The interview discussions were transcribed into text and analysed with the 
techniques of qualitative content analysis. Appendix C presents the finalised coding scheme 
for the interview data. 
Structured environment observations 
Structured environment observations were conducted in parallel to Delphi feedback and 
semi-structured interviews in phase 2. All the participants in the semi-structured interviews 
consented to the environment observation of their platforms. Structured environment 
observations (n=10) of middle/low-level management practitioners consisted of 30–60 
minute observations of software development practices in their platform environment. A 
structured environment observation matrix (see Appendix D for details) and field notes were 
used to identify specific agile software development and lean practices that reflected the 
adaptability characteristics in the platform environment. The purpose of these observations 
was to clarify and explain the feedback obtained through interviews and Delphi feedback or 
any other internal organisational review channel. 
Documentation analysis 
Authenticity represents whether the evidence is genuine and from reliable sources, credibility 
refers to the evidence being typical of its kind, representativeness points to the evidence of 
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whether the documents consulted are representative of the totality of the relevant documents, 
and meaning refers to whether the evidence is clear and comprehensible (Gaborone 2006). 
As per Myers (2008), documentary evidence can be used to supplement the data provided by 
interviews and fieldwork. In this research study, documentation analysis facilitated in the 
planning of interview questions. It also helped in framing the overall development and 
structuring of the survey instrument. Scott’s (1990) four-criteria assessment method was used 
to check the quality of the documentary evidence collected for the research program. These 
are authenticity, credibility, representativeness and meaning.  
PARTICIPANTS BACKGROUND ANALYSIS – SEMI-
STRUCTURED INTERVIEWS 
A total of 18 participants joined the interview sessions. The demographics and profiles of 
interview participants are summarised in Table 4.4. The interview participants ranged in age 
from 25 to 55 years; 65% were male and 55% were native English speakers. Twenty-eight 
per cent of interview participants belonged to program or platform-level management, 44% 
were associated with medium-level management such as test management, configuration 
management or project management, and the remaining 28% were technical participants such 
as software development team leaders and software developers. 
The interview participants purposefully sampled were required to have a good understanding 
of the SCM process and practices, agile and plan-driven software development 
methodologies, and at least a year of experience working in a cloud computing environment. 
Therefore, the SCM process understanding reported by the interview participants was either 
“good understanding” (55%) or “average understanding” (30%) or “basic understanding” 
(15%).  
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Participant # Background information Years of IT experience Role in the program 
1 Male, English native speaker, 
permanent 
35 Program manager 
2 Male, English native speaker, 
permanent 
25 Platform manager 
3 Male, Non-native English 
speaker, permanent 
21 Platform manager 
4 Male, English native speaker, 
permanent 
24 Platform manager 
5 Female, English native 
speaker, contractor 
20 Test manager 
6 Male, Non-native English 
speaker, contractor 
17 Test manager 
7 Male, English native speaker,  
permanent 
25 Test manager 
8 Female, English native 
speaker, permanent 
15 Configuration manager 
9 Male, English native speaker, 
contractor 
20 Configuration manager 
10 Male, English native speaker, 
permanent 
25 Configuration manager 
11 Female, Non-native English 
speaker, permanent 
18 Configuration manager 
12 Female, English native 
speaker, contractor 
15 Project manager 
13 Male, Non-native English 
speaker, contractor 
10 Project manager 
14 Male, Non-native English 
speaker, contractor 
15 Development lead 
15 Male, English native speaker,  
contractor 
20 Development lead 
16 Male, Non-native English 
speaker, contractor 
10 Developer 
17 Female, Non-native English 
speaker, contractor 
5 Developer 
18 Male, Non-native English 
speaker, contractor 
8 Developer 
Table 4.4: Profiles of interview participants 
In terms of the exposure to agile and plan-driven software development methodologies, 45% 
of the interview participants considered themselves “advanced users”, 30% were 
“knowledgeable users” and the remaining 25% were “basic users”. Finally, more than 60% of 
the interview participants had more than five years’ experience of working in a cloud 
computing environment; the remaining participants had experience of one to less than five 
years in such environments. 
The in-depth interviews addressed the why and how questions (as listed in Appendix B), 
which were difficult to collect data on through the survey. Through the interviews, the 
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cognitive and affective aspects of adaptable traceability solutions for governance using 
various SCM processes and practices facilitated by lean thinking principles and practices 
were explored. 
The data used to address this area of inquiry was collected by using sets of open-ended items 
on the semi-structured interview protocol (as listed in Appendix B). In addition to the 
interview protocol, the research conceptual framework (Figure 3.2) and high-level 
traceability model (Figure 3.3) also facilitated the researcher in the overall direction for the 
data collection during the execution of the phase 2 case study. 
ETHICS APPROVAL FOR DATA COLLECTION 
A written request was submitted to the RMIT University Ethics Committee. After written 
approval to conduct the research was received (Approval#1000440, see Appendix E), the 
study commenced. For phases 1 and 3 of the study, the participants were given the 
opportunity to participate or to withdraw at any time. More strict rules of participation were 
followed for phase 2 due to the real nature of the project timelines and clients’ deadlines. 
A letter of introduction to the study and letters of consent were issued to all research 
participants (see Appendix A and Appendix H for details). At the time of the survey, all 
participants were notified of their choice to participate or withdraw. Participants were assured 
of their anonymity throughout the study and all subsequent presentations and publications 
emanating from it.  
DATA ANALYSIS 
Data was prepared for analysis through data reduction, data display and data connection and 
interpretation, as described by Creswell and Clark (2011). 
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The quantitative data was analysed using SPSS 21 and the data was descriptive, comparative 
and inferential. The responses from IT professionals through the Qualtrics online survey 
system were exported and entered into SPSS 21 and the mean variances of IT professionals’ 
responses regarding ASD methods, lean thinking principles, SCM processes and practices, 
SCM process values, traceability solutions and management systems’ importance were 
calculated using ANOVA test. ANOVA tests were utilised in this descriptive study to 
determine significant differences in the value and importance of SCM processes, practices 
and managements systems between small, medium and large organisations. Qualitative data 
in the survey was exported from Qualtrics into the text analysis tool Wordle and then the 
identified themes were exported in a graphical format into Microsoft Word for further 
analysis.  
Descriptive statistics were used in both phases 1 and 3 to explore and describe the 
quantitative data (mean, SD, sample size) of the participant demographics, usage of lean 
thinking principles, usage of ASD methodology, usage of the SCM process, existence and 
usage of improvement standards, and existence and usage of traceability solutions and their 
importance for the organisations.  
The data was explored using Shapiro-Wilk and Kolmogorov-Smirnova tests, primarily to 
ascertain whether it was normally or non-normally distributed. Based on this outcome, the 
researcher chose to use parametric statistical analysis, since the data distribution was normal. 
For the qualitative data from phase 2, short memos were written to record initial thoughts 
associated with transcripts and field notes. Making these memos is an important step in 
forming broader categories of information, such as codes and themes (Creswell et al. 2011). 
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Data coding and missing value analysis 
For phase 2, all of the 158 complete survey submissions were checked against their IP 
addresses, which were recorded in the Qualtrics web survey tool, to ascertain that no 
respondents submitted twice. No duplicates were found. Furthermore, the project description, 
location, method and other demographic information of all entries were compared to ensure 
uniqueness of the projects. It was verified that all 158 responses were distinct, separate ones. 
All data from the Qualtrics tool was coded and exported into a CSV file and then entered in 
SPSS version 21 for statistical analysis. Due to the large size of the online survey (with a total 
mix of 63 quantitative and qualitative questions), the majority of questions were intentionally 
kept open, except a few mandatory filter questions (Q8 and Q11). Due to this, approximately 
20% of responses were identified as incomplete with missing data.  
In order to analyse and estimate the values of the missing data for test coverage and to 
complete it using a formal statistical technique, an expectation maximisation (EM) was used. 
EM creates a correlation matrix by assuming the distribution for the partially missing data 
and basing inferences about missing values on the likelihood under that normal distribution. 
In the first step, the procedure determines the expected values of the missing data using the 
observed values and the parameter estimates. The second step is the maximum likelihood 
estimation, wherein the missing data is filled in and convergence is achieved (Tabachnick & 
Fidell, 2006). 
Before the application of the EM method, Little’s missing completely at random (MCAR) 
test  (Little 1988) was performed to check the assumptions of the EM method. The result of 
Little’s MCAR test was statistically not significant with a χ value of 51.281, df value of 55 
and p value of 0.618. Hence I failed to reject the null hypothesis and concluded that the data 
is missing completely at random.  
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Data reduction 
The quantitative data was exported from the Qualtrics online survey system and copied to a 
separate CSV file, where it was prepared for input into SPSS21 for descriptive statistics 
calculations and development of tables. The same export mechanism was used for the 
qualitative data from the Qualtrics online survey system and copied to Microsoft Word for 
text analysis using the open source tool Wordle. Using an inductive open thematic coding 
process, the qualitative data from the written open responses and interviews was read to 
identify emergent thematic categories. The frequency of themes in each participant response 
was counted and calculated as part of the quantitative descriptive statistics. 
Data display 
Descriptive statistics from the quantitative and qualitative data were organised in table format 
representing mean, SD, sample size and categorical percentages (see chapter 6 for details of 
the quantitative analysis). Thematic coding was organised in a graphical format representing 
theme, significant statements, frequency and percentage (see Chapter 6 for qualitative 
analysis and chapter 6 for quantitative analysis). 
Data integration and interpretation 
The first data connection followed an explanatory design (Creswell et al. 2011) with the 
qualitative collection of data for phase 2 building on the quantitative data results from phase 
1. The second data connection followed an exploratory design (Creswell et al. 2011), when 
the model developed through phase 2 case study was used to construct a survey for phase 3. 
The data responses from the phase 1 surveys provided categorical and thematic direction for 
refinement of the semi-structured interviews and environment observations. Analysis and 
interpretation of the quantitative and qualitative data connection were conducted to address 
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how the qualitative results provided further clarification and explanation of the quantitative 
survey data results. The quantitative and qualitative data was reviewed in SPSS 21 and a 
Microsoft Word document to explore and develop a fuller, richer description and explanation 
of the data.  
SUMMARY 
The exploratory iterative sequential mixed design approach (Teddlie et al. 2009) was chosen 
for this dissertation study utilising a three-phase research design that began with quantitative 
data collection and analysis followed up with qualitative data collection and analysis, which 
was followed with another quantitative data collection leading to an overall interpretation of 
the data.  
The study was designed to clarify and explain the results from the quantitative survey 
instrument. The survey instruments were intended to collect data from IT practitioners 
working in an adaptable environment with the coexistence of both SCM processes and ASD 
methods. These instruments measured the influence of lean thinking principles in creating an 
adaptable environment, usage of ASD methodologies, values of the SCM process and its 
perceived importance for the ASD organisations, and software change traceability in an 
adaptable software development environment.  
Through a selected case study based on the outcome of quantitative phase 1, data was 
collected from the participants through semi-structured interviews, Delphi feedback of an 
expert panel, structured environment observations and documentation analysis. Both 
quantitative and qualitative data was analysed, consisting of data reduction, data display, and 
data connection and interpretation. 
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Based on the problems identified in chapter 1, there are several limitations that could be 
addressed in future research. This will be revisited in chapter 6. It is hoped that the results of 
this study will prove useful for encouraging future research in this direction. 
  
128 
 
5. CHAPTER: IDENTIFICATION OF THE CASE 
STUDY WITH THE TOC CONSTRAINTS – 
PHASE 1 
“The outstanding problem of the Public is discovery and identification of itself” 
John Dewey (1859-1952) 
During this phase, a quantitative exploratory study investigated and identified the existence 
of software configuration management (SCM) processes under the ToC constraints (which 
includes the impact of software development methodologies, software process improvement 
standards, and organisation size) in Australian software development organisations (Table 
5.1).  
 
Geographical Location in Australia 
Total NR NSW QLD SA VIC WA 
Organization Size 1 to 20 9 2 3 1 3 0 18 
21 to 200 6 3 3 0 5 1 18 
201 or More 8 4 3 0 8 1 24 
Total 23 9 9 1 16 2 60 
Table 5.1: Geographical location of Survey Participants (Phase 1) 
The dual purposes of this phase were to identify an organisation with the coexistence of agile 
methods and the SCM process under the guidance of software process improvement 
standards such as ITIL and CMMI for detailed qualitative analysis in the later phases of the 
study. The impact of organisational size (TOC constraint) on the use of various software 
methodologies was quantitatively assessed (Table 5.2).  
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Software Development Methodologies Participants Usage 
Frequency 
Percent 
Agile Software Development 27 45.8% 
Mixed Software Development 32 54.2% 
Total 59 100.0% 
Table 5.2: Survey Participants Usage of Software Development Methodologies (Phase 1) 
A comparative analysis was performed between various organisations based on their size 
(small, medium or large) and the practices they performed, along with the frequency and 
importance of SCM process, systems, and practices (Figure 5.1).  
 
Figure 5.1: Importance of SCM process, systems, and practices in different sizes of organizations 
This phase also explored the different software development tools and technologies used and 
their importance for these organisations in different areas, such as programming language, 
software development IDEs, SCM system, software build management system, software 
defect/issues system, and project management systems (as illustrated in Figure 5.2).  
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Figure 5.2: Importance of Build Mgt. System in different size of organization 
In addition, various SCM dynamic capabilities were studied along with the importance of 
each (as listed in Table 5.3).  
 Dynamic Capabilities Mean Std. Deviation N 
Adaptable Software Development Environment 4.10 0.845 55 
Continuous Integration with the Support of SCM Process 4.11 1.031 55 
Integration, Building, and Reconfiguration of Software 
Products through SCM Process 
3.89 0.994 55 
Continuous Seeking of Constraints in Operations 3.87 0.944 55 
Improved Interaction with Customer through SCM Process 3.56 1.067 55 
Enhanced Customer Collaboration through SCM Process 3.42 1.134 55 
Table 5.3: Importance of SCM Dynamic Capabilities 
The following research question was posed: 
Research question 1: Is there any evidence for the co-existence of an SCM process 
under the ToC constraints in adaptable software development organisations?  
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Using the Research question 1, descriptive statistical analysis was performed along with 
ANOVA and pair-wise testing as illustrated in Appendix Y in detail. 
RESULTS AND CONCLUSION 
The results indicate that these organisations, regardless of their size, frequently use agile 
practices for their software development operations. However, larger organisations use the 
SCM process comparatively more than medium and small organisations. Evidence of a 
customized SCM process was found in most of the respondent organisations (large, medium 
and small), which indicates the importance of the SCM process especially under the ToC 
constraints (which includes the impact of software development methodologies, software 
process improvement standards, and organisation size). See Appendix Y for detailed 
statistical analysis. 
As mentioned by Koskela (2003b), SCM is a method of bringing control to the software 
development process and is known as an inseparable part of quality-oriented product 
development, regardless of the development method used, and should not be underestimated 
even in the case of agile software development methods.  
Table 5.4 lists 22 agile practices as presented to the survey participants, who were asked to 
select the frequency usage of each of the listed practices on a Likert scale (never, seldom, 
often, always). I found that 15 out of 22 agile practices were used either “often” or “always” 
by the organisations (see Appendix A for details).  
Agile practices 
 We prioritise the requirements with the customer or their representative 
We negotiate the changes to requirements with the customer or their representative to maintain time frames 
We perform incremental development that includes small releases containing user stories 
We design the simplest possible solution that is implementable at the moment  
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We emphasise unit testing during software development  
We perform pair programming 
We have a dedicated meeting space 
We perform regular refactoring to optimise the source code 
We belong to a self-directed project team 
We belong to a self-organised multidisciplinary project team 
We have collective code ownership 
We perform continuous integration of changes and perform daily software builds 
We have coding standards that are followed by the programmers 
We work 40 hours a week with very infrequent overtime 
We directly communicate with our customer or their representative face-to-face if any requirement 
clarification is needed during software development activities 
We place all the requirement changes in a central change database to trace their status 
We have daily team meetings 
We involve all the project stakeholders at start of each iteration to plan scope 
We hold pre– and post-increment reflection workshops 
We perform concurrent analysis, design, code, test and development of set of features  
My project team have different milestones to track progress 
We perform software inspections or other defect-detection mechanisms 
Table 5.4: Agile practices 
Similarly, Table 5.5 lists eight SCM practices as presented to the survey participants, who 
were asked to provide the usage of each of the listed practices on a Likert scale (never, 
seldom, often, always). Five out of eight SCM practices have been used by the organisations 
either “often” or “always” (see Appendix A for details).  
SCM practices 
Identification of project artefacts to be placed under change control at the start of each project or 
release 
Version management system and baselines to be used for the project or release 
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Categorisation of software changes through a defined procedure to incorporate into the baseline 
Central change authority for the approval of all the changes for the implementation 
Project status accounting reporting for the project stakeholders 
Functional and physical audits to verify the integrity of the software products 
Defined procedure to build a particular version of the product in a consistent manner as and when 
required 
Coordination of software releases through well-established procedures closely linked with change 
and build management systems 
Table 5.5: SCM practices 
By combining the result of Table 5.4 and Table 5.5, I identify that participants have indicated 
the use of both agile and SCM practices in their software development environments 
regardless of the size of the organisation. As mentioned in chapter 2, the literature review, in 
order to manage the coexistence of such practices, an organisation needs to develop strategies 
for the development of an adaptable software development environment (Poppendieck 2002) 
through the application of lean thinking (Womack et al. 1996a). 
The resulting environment supports the implementation of only those agile and SCM 
practices that add value to the process, project and organisation. I found that the SCM process 
and associated practices (as listed in Table 5.5) added value in the agile software 
development activities by developing dynamic capabilities (as listed in Table 5.6). 
As said by Teece et al. (1997), an adaptable environment promotes the development of 
dynamic capabilities to achieve business goals. I found that all six SCM dynamic capabilities 
(as listed in Table 5.6) were weighted as significant and supported organisations in meeting 
rapidly changing software requirements (see Appendix A for details). However, there is a 
further need for research that may help in describing and understanding the phenomenon of 
alignment and implementation (Ravishankar et al. 2009) of sound SCM principles and 
practices in accordance with agile values, using lean thinking, to serve the needs of the 
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business (Appleton et al. 2003a; Appleton et al. 2003b; Appleton et al. 2003c; Appleton et al. 
2003d; Appleton et al. 2004b; Appleton et al. 2008b). 
Dynamic capabilities 
SCM process is helping my organisation in improving the interaction between and communication among 
project stakeholders 
Continuous integration with the support of SCM process is providing us with the capability to produce 
working software at different stages of the software development lifecycle 
SCM process is enhancing our capability to win customer collaboration by providing transparency and 
traceability in the software development activities 
SCM process is providing us with the capability to integrate, build and reconfigure our software products in 
order to address rapidly changing software requirements 
We have an adaptable software development environment that encourages us to include value-adding 
practices and processes 
We continuously seek the constraints in our operations and consider them an opportunity for improvement  
Table 5.6: Dynamic capabilities 
Respondents from different sizes of organisation were asked (see Part E, Appendix A) to 
identify the usage and the importance of different software development tools and 
technologies, such as build management systems and version control management systems in 
software development environments. The majority of the respondents identified the listed 
categories of tools and technologies as either important or very important for their software 
development operations.  
SUMMARY 
In phase 1, a quantitative exploratory study using an online survey was conducted to identify 
the existence of software configuration management (SCM) process under the ToC 
constraints (which includes the impact of software development methodologies, software 
process improvement standards, and organisation size as presented in Figure 1.1) in 
Australian context (Appendix Y). The key purpose of phase 1 was to identify an organisation 
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with the coexistence of agile methods and the SCM process under the guidance of software 
process improvement standards such as ITIL and CMMI.  
We found the existence of the SCM process under the contextual constraints in all sizes of 
software development organisation. However, the probability of having a complete 
traceability solution using the SCM process was found to be higher in large organisations as 
compared to medium and small organisations.  
Using these findings, I chose to investigate one large organisation through a longitudinal case 
study in phase 2 to find out “how to establish an adaptable software development 
environment for the existence of the SCM process without losing its value under the ToC 
constraints”. One longitudinal case study was chosen to allow for flexibility to study and 
focus on multiple qualitative elements over time (Figure 3.2). This also enabled me to 
observe the connections between different events over a long period of time; events that 
might otherwise not be linked.  
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6. CHAPTER: DEVELOPMENT OF THE SALAM 
REFERENCE TRACEABILITY MODEL – 
PHASE 2 
“All that is valuable in human society depends upon the opportunity 
for development accorded the individual” Albert Einstein (1879-1955) 
In chapter 5, I have identified the coexistence of agile and SCM practices in all sizes of 
organisation and selected one case study. This chapter present the results of the qualitative 
analysis performed on the selected case study. The aim of this qualitative analysis was to 
discuss and describe the conceptual framework (Figure 3.2) and high-level traceability model 
(Figure 3.3) in detail using the context of the study and to develop a software traceability 
model. The research question that drove this phase of the study was: 
Research question 2: How can software development organisations establish an 
adaptable software development environment for the existence of an SCM process 
without losing its value under the ToC constraints? 
This question was studied using an exploratory iterative sequential mixed design approach 
(Creswell et al. 2011; Gregg et al. 2001; Teddlie et al. 2009) involving a quantitative online 
survey and a qualitative case study using semi-structured interviews, structured environment 
observations, Delphi feedback and documentation analysis (as already discussed in Chapter 
4). 
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CASE STUDY BACKGROUND ANALYSIS 
The Digital Broadband Network (DBN) program, a coded name for the actual program, was 
established to build and operate new infrastructure to enable advanced super-fast digital 
services nation-wide. DBN program rollout commenced in 2010 and is comprised of design, 
development, implementation, and ongoing support and enhancement services of the business 
and operational support systems required for the processes of activating, assuring and billing 
digital services.  
The DBN program’s technical environment is based on infrastructure using virtual servers in 
a hybrid cloud computing environment (as shown in Figure 6.1), which is one of the ToC 
constraints being studied in this thesis (Figure 1.1). Before the actual provisioning of the 
cloud infrastructure, platform and related management systems, appropriate measures were 
taken regarding privacy, trustworthy computing and auditing compliance (Al-Aqrabi et al. 
2012). In the context of this study, the cloud computing environment was considered one of 
the key contextual constraints (Figure 1.1) which can influence the implementation of value-
adding SCM processes. 
The virtual servers were created by DBN program Data Centre (DC) engineers (cloud service 
providers) on the demand of the program manager, who specified the requirements in an 
infrastructure service request. Servers were created by specifying characteristics such as CPU 
cores, memory and disk space, as well as by service-level categories as defined in the DC 
service catalogue. All management systems (Figure 6.1) were placed under the DBN program 
DC Trusted zone. These management systems were accessible to the relevant stakeholders 
via a Citrix gateway using Citrix virtual desktops.  
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Figure 6.1: Digital Broadband Network and SALAM deployment model 
Consistency among various managed cloud computing environments was maintained by 
adhering to the agreed high-level SCM standard (as documented in the program SCM plan) at 
all operational levels of the program using different management systems. There were, 
however, a few exceptions to the environment-specific properties changes that required direct 
access to the deployed solutions in a target cloud computing environment using Citrix 
XENAPPS client software.  
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CASE STUDY TRACEABILITY PROCESS MODEL 
In this section, I first discuss the four stages (initial, creation, usage and maintenance) of 
establishing the traceability process (Figure 3.2) in the context of the case study (Gotel et al. 
2012b). This is followed with discussion of strategic initiatives taken by the key case study 
stakeholders to establish a traceability solution. I then discuss the adaptable software 
development environment, lean thinking practices and other elements of the conceptual 
framework (Figure 3.2) including learning capabilities, cultural readiness, network 
relationship and IT leveragability in the context of the case study. Finally, I discuss the 
implementation of the proposed SALAM traceability reference model within the context of 
the case study to establish a lean traceability solution. 
The generic traceability process model proposed by Gotel et al. (2012b) describes the 
essential activities that are required to bring traces into existence and to take them through to 
eventual retirement. These activities include creating, using and maintaining the traces, all 
within the context of a broader traceability strategy (Figure 2.4). Consistent with Henderson-
Sellers et al. (2005), establishing traceability requires four key activities: 1) traceability 
strategy, 2) traceability creation, 3) traceability maintenance, and 4) traceability use. In the 
next section, I discuss the activities as highlighted by Gotel et al. (2012b) and Henderson-
Sellers et al. (2005) in the context of the case study to establish traceability. 
Strategic initiative and initiation stage 
To establish an adaptive traceability process requires a strategic initiative (Figure 3.2), where 
the top managers act as leaders in defining and communicating the vision of the process and 
the resulting changes (Gotel et al. 2012b; Kettinger et al. 1995). A strategic initiative could be 
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the result of a need to provide adequate customer support or a proactive push to leverage 
potential opportunity (Earl 1994).  
The focus of the resulting traceability strategy should be to consolidate the product– and 
process-related traceability knowledge to cover the holistic software development lifecycle 
(Mohan et al. 2008). The planning activities of such an iterative strategy include determining 
the needs, resourcing, planning, implementing, and assessing and reassessing traceability 
needs with a value-based mindset. 
Through the initial meetings with the program manager and the associate managers from 
various platforms (Table 4.4), the high-level requirements for the SCM process were 
identified and documented as part of the DBN program technical management plan. At later 
stages, more detailed SCM-specific policies were released by the DBN program 
configuration manager and documented in the DBN program SCM plan: 
The technical change control process should operate upon the existence of standard 
set of technical baselines defined by the Digital Broadband Network program 
Delivery Framework. It should involve establishment of the technical baselines, and 
management of technical decisions and changes which may be impacting on the 
established baselines using the agreed change process and escalation paths for 
technical decisions within the program or outside the program if an input is required 
from the Digital Broadband Network program. (Participant #9/program configuration 
manager). 
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I found that the program manager (Participant #1) and the associated platform management 
team members (Participants # 2, 3 and 4) had a very strong commitment to traceability and 
governance and were aware of the long-term commitment required to ensure a value-based 
implementation across the case study program. Decisions were made to utilise lean 
approaches by hiring outside expertise and continual training of permanent staff resources. 
The intention was to create a culture of continuous improvement at different operational 
levels. 
 
Initial assessments regarding each of the platforms were performed to identify the existing 
capabilities of the project and vendor teams. This resulted in successful identification of the 
non-value-adding parts of the processes, associated tasks, procedures and tools. Based on 
these initial assessments, strategies were developed to improve and later integrate the 
traceability solutions of each platform into an enterprise solution before the final release of 
the DBN program. 
One of the key concerns raised by the program manager was the implementation of the SCM 
process within the diverse DBN program delivery team, with five platforms containing 
multiple vendor teams, each using different agile or plan-driven methodologies. In the words 
of the program manager (Participant #1), the strategic aim was: 
The value for our customer is to have the end-to-end traceability of changes, but not 
at the expense of delays in the delivery of the project milestones. We need to find a 
flexible way for providing the configuration management solution which is suitable 
for all the platform delivery teams regardless of the software development 
methodology they use, and things get more complicated and challenging when it 
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needs to be delivered in a cloud computing environment. (Participant #1/program 
manager) 
Creation stage 
In order to establish lean traceability solutions, emphasis should be placed on established 
adaptable environments that enable learning capacity, cultural readiness, relationship 
balancing, IT leveragability and knowledge capacity (Kettinger et al. 1995) (Figure 3.2). The 
use of lean principles in combination with other context-specific processes also facilitates the 
development of adaptable environments (Liker 2004c; Poppendieck 2011). Based on the 
identification of the needs and requirements of customers, the creation stage provides a 
holistic lean traceability solution covering both product and process knowledge perspectives 
(Mohan et al. 2008).  
For this case study, it was proposed based on the discussion between key stakeholders (Table 
4.4) to use management systems to cover both product and process knowledge perspectives. 
A mutually agreed management system definition was proposed by the program and platform 
managers as: 
The implementation of a certain degree of process, practices and work instructions, 
facilitated by tools and technology to deliver specific and valuable information about 
defined sources and objects to the target stakeholders for the operational and 
strategic alignment of the business. 
 Traceability was defined from the management system’s perspective as:  
The ability of tracing from one management system containing specific type of 
objects and the sources to another based on defined syntax, semantic relations and an 
implementation context to gain transparency from product and process perspectives. 
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Syntax refers to the structure of the traceability element and semantics represents the purpose 
(Gotel et al. 2012b). 
Usage stage 
Once the adaptable environment was established along with a lean traceability solution, the 
availability and usefulness of traces between management systems had to be ensured to allow 
for ongoing use throughout the system lifecycle (Gotel et al. 2012b). The management 
systems established in any given context should be capable of retrieving traces either in 
isolation or as a constituent part of an event and to report on them in some meaningful way. 
According to Gotel et al. (2012b), an important part of this stage is the quality assessment of 
the established traceability of the management system in terms of fitness for purpose. It 
should be recorded and reported as part of the continuous improvement process.  
Based on the strategic initiative taken during the initiation stage, regular assessments were 
performed by both the platform teams’ representatives and the members of enterprise-level 
SCM and quality teams to continuously improve the portions of the traceability solutions at 
both platform and program levels. Software process improvement standards (IEEE 828 – 
2012) facilitated in the realignment of the quality-related high-level goals and objectives. 
Maintenance stage 
The maintenance stage (Figure 3.2) covers the changes required to all elements in the 
research conceptual framework, such as learning capacity, cultural readiness, relationship 
balancing, IT leveragability and knowledge capacity, established management systems and 
the associated traceability artefacts, traces and objects (Gotel et al. 2012b; Ramesh et al. 
2001).  
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Based on the nature of the changes required, strategic realignment was performed in the DBN 
program to adapt the changes in order to make them valuable for the stakeholders. These 
changes included, but were not limited to, realignment of process complexity, 
implementation of traceability tools’ sophistication, deployment of management systems in 
public or private or hybrid cloud computing environments, and realignment of implemented 
management systems with IEEE process improvement standards. 
Adaptable software development environment and lean thinking practices 
In order to establish a lean traceability solution, emphasis should be placed on establishing 
adaptable environments with a basis in learning capacity, cultural readiness, relationship 
balancing, and IT leveragability and knowledge capacity (Kettinger et al. 1995) (Figure 3.2). 
The use of lean principles in combination with other context-specific processes (such as agile 
software development practices, SCM processes) also facilitates the development of 
adaptable (software development) environments (Liker 2004c; Poppendieck 2011).  
In the following subsections, I discuss various lean thinking practices as observed in the case 
study environment. I then describe the elements of the conceptual framework (learning 
capacity, cultural readiness, relationship balancing, and IT leveragability and knowledge 
capacity) from the case study perspective to establish a lean traceability solution. Finally, I 
discuss the implementation of the SALAM reference traceability model in the context of the 
case study. 
6S or 5S lean thinking practice in DBN program 
Consistent with Aulakh et al. (2008), the 6Ss (also known as the 5Ss) is a housekeeping tool 
which provides a systematic method for organising and standardising the workplace. The 6Ss 
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contains a set of activities which are often used first before adopting the continuous 
improvement way of life (Adams et al. 1999).  
During the strategic discussions with key stakeholders (Table 4.4), all value-creating 
management systems were identified and placed in a tight sequence (using the 6Ss lean 
practice consisting of sort, set in order, scrub, safety, standardise and sustain). 
In an initial discussion, a strategic decision was taken by the program manager (Participant 
#1): 
Although business has already acquired IBM Rational Team Concert (RTC) and 
Rational Asset Manager (RAM) tools (after prior discussion with the customer) with 
the intension of using it in this program (from day one), unfortunately, we cannot 
operationalise these tools until all teams in the program get a good understanding of 
using it as per our processes. Let’s initiate our software development activities using 
the existing (or simple) tools for the initial phases. In parallel, plan continuous 
training sessions to educate program resources (regarding newly acquired tools). We 
need to deliver our final solution using RTC and RAM. (Participant #1/program 
manager) 
Consequently, a phased approach was taken to incrementally introduce these value-creating 
management systems and the associated practices. 
5 whys lean thinking practice in DBN program 
The 5 whys is a powerful, visual problem-analysis tool that can be used by anyone, 
anywhere, anytime (National Research Council Canada 2004). It is a process of continually 
asking questions until reaching the root cause of every activity performed (Staats et al. 2011).  
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The platform manager (Participant #2) explained the use of the 5 whys lean approach to 
performing value stream analysis in their relevant platform’s operational environment as: 
We initiated the analysis of existing processes and tools capabilities by writing down 
the specific problems. Writing the issue helped us to formalise the problem and 
describe it completely. It also helped the team to focus on the same problem. We 
practised it (5 whys) by asking why we need to upgrade our software configuration 
management process and then writing the answer down below the question. If the 
answer provided didn’t identify the value and the reason, then we asked why again 
and wrote that answer down. We looped back these steps until the team was in 
agreement that we need a value-added upgrade. (Participant #2/platform manager) 
By using the 5 whys lean practice, the platform manager demonstrated how this practice 
facilitated the identification of value and the reason for having the configuration management 
process in the context and also supported the team to focus on the same problem. 
Lean A3 thinking in DBN program 
Another identified lean thinking practice found in the DBN program was lean A3 thinking. 
Lean A3 thinking is a structured problem-solving approach which builds improvement 
opportunities through experience, “learning from mistakes and through plan-based trial and 
error” (Shook 2009).  
As said by the platform manager (Participant #4), such lean practices helped the platform 
workplace with a systematic method for realising opportunities for improvement: 
Development of an improving and change-focused culture is the core of our 
implementation strategy. The use of a structured problem-solving approach (lean A3) 
enabled us to have a platform-wide improvement culture to flourish. This also 
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facilitated us to integrate our platform-level SCM process later up to the enterprise 
level SCM process. (Participant #4/platform manager) 
As demonstrated in the statement given by the platform manager, the lean A3 thinking 
practice facilitates building an improvement culture in the platform context; this also later 
helped the team with the experience of platforms in setting up an SCM process at the 
enterprise level. 
Yokoten and hansei lean thinking practices in DBN program 
Yokoten is a Japanese term which is roughly translated as “across everywhere” and in the 
Japanese lean system it means “best practice sharing” (Manos et al. 2012). This idea was 
implemented by Toyota to horizontally transfer the information and knowledge sharing 
across the organisation.  
In the words of the configuration manager (Participant #10), yokoten lean practice was 
implemented across the DBN program environment in combination with other lean practices 
(such as hansei) to enable staff to continuously learn from each other in order to improve 
their relevant platform cultures: 
We encouraged the culture of copying and improving on the ideas that worked. All 
platform configuration managers regularly met and saw for themselves and learnt 
how other platforms did kaizen and then improved on those ideas in the application to 
their local platform. (Participant #10/configuration manager) 
Key aspects were the deep reflection (hansei) on their platform culture, the acknowledgement 
of mistakes and the movement towards continuous improvement. 
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Value stream analysis lean thinking practice in DBN program 
Value stream analysis is the simple process of directly observing the flows of information and 
materials as they now occur, summarising them visually, and then envisioning a future state 
with better performance (Jones et al. 2002).  
One of the key statements given by the program manager (Participant #1) in terms of value 
stream analysis strategy was: 
During the early phase of the Digital Broadband Network program, we restricted the 
size of the (value stream) analysis and the need for cross-platform involvement. We 
began by evaluating and mapping a limited, simpler traceability solution within one 
platform of the program. After achieving some early wins, we published our results. 
This built the confidence of other platform teams in using our value stream analysis 
strategy for improving the process. Eventually, we ended up doing value stream 
analysis for the complete program to establish a value-adding enterprise-level SCM 
process. (Participant #1/program manager) 
As per the program manager, value stream analysis was initially performed at the platform 
level to identify the values in the platform environment. Later, the scope of this value stream 
analysis was expanded to the enterprise level to include all five platform environments to 
identify values at the program level.  
Learning capabilities 
In line with Guha et al. (1997), the major goal in providing learning is to establish positive 
outcomes through effective adaptation to environmental changes and improved efficiency in 
the process of learning. Such adaptation includes making technological enhancements 
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through management systems to implement end-to-end traceability and also learning from the 
best relevant practices in the industry. 
The program manager (participant #1) stated the need to establish an adaptable cultural 
platform with a sense of learning, cooperation and collaboration: 
The only way I think to manage a Digital Broadband Network program with multiple 
platforms, multiple vendors and different software development methodologies is to 
establish an adaptable cultural platform with a sense of learning, cooperation and 
collaboration. (Participant #1/program manager) 
This statement by the program manager directly identifies how a sense of learning, 
cooperation and collaboration influence the practices of multiple types of projects teams to 
establish an adaptable culture.  
The DBN program environment showed a tendency towards creating a learning environment 
by appropriately responding to enhancements in the traceability process and by the usage of 
phased implementation of management systems. The adequacy of lean implementation was 
evident through the self-motivated training of all employees at platform and program levels 
and through the institution of an open-door suggestion culture. All platforms eventually 
adopted a solution through yokoten lean practice, which means learning and sharing their 
experiences with each other. Configuration management teams at program, platform and 
vendor levels coordinated closely with the data centre for the establishment of their relevant 
management systems and their deployment in the defined trusted zones. 
Cultural readiness 
In words of Kilmann et al. (1986), organisational culture either promotes or prevents the 
integration of individual learning with enterprise learning by influencing the organisation’s 
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ability to learn, share information and make decisions. Openness of communication and 
information sharing promote a common culture regardless of the difference in the nature of 
team organisation and encourage innovative behaviour in the environment (Guha et al. 1997).  
The configuration manager (Participant #9) stated the need to have openness of 
communication to share information to facilitate decision-making: 
The key objective to establish collaborative management systems at the platform and 
program levels was to make information readily available to all (authorised) business 
as well as technical stakeholders, locally or at a geographically distributed place. 
This strategy of openness paid off, since the client in most cases was aware of the 
situation and we rarely had to spend much time convincing them otherwise. 
(Partipant#9/configuration manager) 
This statement shows the influence of collaborative management systems on establishing a 
culture of openness, through which all stakeholders are aware of issues and concerns at both 
platform and enterprise levels. Rather than spending time on discussion and meetings, 
stakeholders work on resolving the issues and concerns to deliver on time. 
Network relationship 
In keeping with Johnson et al. (1990), in most circumstances cooperative, interpersonal and 
group behaviour results in superior performance. Also, organisations that manage the aspects 
of competition and cooperation continuously benefit from employees’ incentives and 
controls, as well as instilling change more effectively (Guha et al. 1997). 
We found that the initiative for the lean traceability approach came from both program and 
platform management. Teams at program, platform and vendor levels were assembled to 
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ensure successful implementation of traceability with minimum impact to the actual delivery 
of the Digital Broadband Network program. The key job of these teams was to map their 
relevant platforms’ artefacts with the established management systems using an incremental 
approach for the flow of information. 
For example, the program team was responsible for providing the implementation of 
enterprise-level management systems before the final stages of the program, interim 
implementation of management systems was the responsibility of the platform teams, while 
vendors provided their product-specific build scripts to interact with both enterprise– and 
platform-level management systems (during the transition) for building and deploying the 
specific version of the product in target-managed environments. 
A development lead (Participant #15) stated the importance of networking at different 
operation level teams: 
My project team work closely with the program’s enterprise SCM team to integrate 
our customised product build, release and deploy capabilities with the functionalities 
as provided by the Rational Team Concert (RTC) tool. We also took a similar 
approach with the platform SCM team for an interim traceability solution (using SVN 
and other tools). (Participant #15/development lead) 
For the case study, the program and platform management teams worked very closely with 
the cloud service providers and vendors to establish managed environments and for the 
delivery-consolidated products in the managed environments, respectively.  
A development lead (Participant #14) stated that even a complex environment of working 
with teams at different operational levels to establish parallel traceability solutions can be 
streamlined by building a sense of collaboration and cooperation among teams: 
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It initially looked very challenging and time-consuming working with program– and 
platform-level teams to establish enterprise and interim software configuration 
management processes in parallel and also coordinate the promotion of software 
changes with the data centre team to deploy in the managed environment. I believe it 
is due to culture in the program which developed the sense of collaboration and 
cooperation and we almost forgot that four different teams are working rather than 
one (for this delivery). (Participant #14/development lead) 
In order to resolve problems or to discuss the implementation of phased enhancements, 
management representatives from programs, platforms and vendors met on a regular basis. 
These meetings included daily stand-up meetings, weekly status meetings and casual on-desk 
meetings. Vendors’ teams were also given training on lean traceability practices and effective 
established management systems that could be used. Several key vendors played active roles 
to implement management systems and for the automation of build and deployment aspects 
using their product-specific build scripts. Cloud service providers (DC) played a dominant 
role as part of the DBN program infrastructure team to establish security policies for the 
deployment of various products and management systems. 
IT leveragability and knowledge capacity 
Evidence as suggested by Markus et al. (1994) identifies that IT projects often fail to capture 
the business and human dimensions of processes, and are likely to fail. To address this 
failure, a socio-technical design approach is proposed and recommended to create synergy 
between the business, human and IT dimensions of the organisation (Motwani 2003; 
Mumford 1994).  
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Through this case study, we found evidence of visual management (kanban), which is one of 
the lean tools, being applied for better monitoring and control of the traceability process. This 
visual management was treated as a communication mechanism that allowed program 
stakeholders to view processes starting from the recording of requirements by the end-
customer down to its deployment in the target production environments. 
Some non-IT stakeholders initially resisted the implementation of such visual management, 
as they thought it might hamper productivity. Once such obstacles were conquered through 
different levels of training, reporting and auditing capabilities of the established management 
systems, these stakeholders saw the positive value of traceability solutions and their 
associated visual controls. 
A developer (Participant #18) identified how established management systems facilitated the 
better monitoring and control of software changes and assessments: 
At the start of any day I know what defects, issues or enhancement I have been 
assigned and whom should I contact for further analysis of the business requirement. 
It saves a lot of my time on follow-ups and their time in waiting for my developed 
code. (Participant #18/developer) 
A test manager (Participant #6) identified the value of established management systems in 
providing visibility and transparency of the software development lifecycle: 
Visual capabilities of management systems established for the platform have given us 
the visibility and transparency of the software development lifecycle. As a result of 
this, we closely coordinated our test effect with developers and business analysts to 
develop our cases and to disseminate our results back through the same channel to 
other relevant stakeholders. (Participant #6/test manager) 
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The SALAM reference traceability model implementation in the case study context 
In this section, I discuss the SALAM reference traceability model element of the conceptual 
research framework (Figure 3.2) of this case study. In addition, a detailed SALAM reference 
traceability model (Figure 3.3) facilitated the researcher during the qualitative analysis and 
the evaluation of the proposed model.  
Due to the complex nature of the DBN program software development environment (having 
both agile and plan-driven teams delivering an integrated product under a tight schedule), we 
found that an adaptable strategy was used by the program management. The strategy included 
empowering agile teams (vendors) to continue using their existing software release process 
internally to deliver software changes to the platform-level team. 
The program manager (Participant #1) stated his strategic initiative through a decision to use 
the existing capabilities to establish traceability and governance: 
Our strategy for the first release was to establish the software configuration 
management process using the existing capabilities (tools, processes and practices) of 
vendors and platforms teams. Now this strategy is moving towards the establishment 
of enterprise-level management systems with the complete visibility of the status of all 
platforms (including vendors). (Participant #1/program manager) 
The platform teams introduced interim management systems, such as CVS or subversion 
version control (SVN), and build management systems (ANT, 7zip tools etc.) for the release 
and deployments of these changes in platform-managed environments (such as system tests, 
system integration tests and user acceptance tests). These changes were then promoted in a 
defined format to the enterprise-level team for deployment in production environments.  
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A platform manager (Participant #3) stated his strategy of using interim traceability and 
governance solutions:  
The interim traceability and governance solution (using SVN, CVS, ANT – build 
management system, Trac, Stats SVN etc.) established for the platform software 
development operations was good enough in the given scope, but in order to have the 
compatibility with other platforms (under the program), we soon felt the need to 
migrate towards enterprise-level management systems comprising of Rational Team 
Concert and Rational Asset Management tools. (Participant #3/platform manager) 
A configuration manager (Participant #8) described the use of management systems to 
establish traceability considering process formality and tool sophistication as: 
Considering the formality and sophistication of process and tools for my platform, for 
the first release we proceeded further with the software configuration management 
process by introducing a version control management system (Visual SVN) and used 
Ant build script and other product-specific scripts. At the later stages of the program, 
we increased this process formality and tool sophistication. (Participant 
#8/configuration manager) 
A configuration manager (Participant #9) described the realignment of existing traceability 
solutions through the assessment of formality and sophistication required for processes and 
tools as:  
Based on my pre-assessment of the platform, one of the vendors’ teams is already 
using sophisticated enterprise tools such as Rational Clearcase and Rational Build 
Forge along with a formal software configuration management process, while 
another vendor is pretty casual with their SCM process (mostly manual release and 
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deployment activities). There is a need to scale down or scale up both vendors’ teams 
to align their solution with client expectation. (Participant #9/configuration manager) 
In this case study, we have observed the use of an alignment process called Volume 
Adjustment Monitor (VAM) (Figure 3.3) associated with each of the established management 
systems. This alignment process facilitated the program in the pragmatic implementation of 
sound SCM principles to serve the needs of the business (Appleton et al. 2008a). Through the 
application of VAM, decisions were made to add nothing but value by eliminating waste, 
centring on the people who add value, flowing value from demand and delaying commitment, 
and optimising the target management system for yokoten (across the DBN program) 
(Poppendieck 2011). 
A development lead (Participant #14) described the application VAM and as a result moving 
to a more sophisticated traceability tool as:  
My team has now completed the training on the new tools (RTC and RAM), customers 
and the program management now expect us to move our development practices and 
software configuration management process towards it. We have developed a 
transition plan and tested our existing (SVN) repository data for its compatibility with 
the RTC environment. (Participant #14/development lead) 
A development lead (Participant #15) stated his strategy of moving to a more sophisticated 
tool as a result of VAM assessment:  
As part of the transition strategy, we have already performed a migration of our SVN 
source code repository into RTC. In second release, we will move our change and 
defect records in RTC and RAM environments. (Participant #15/development lead) 
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As illustrated in Figure 3.3, “upstream components” or “manufacturing components” of the 
SALAM model are comprised of the Change/Requirement management system and defect 
management system. These management systems are linked with the “production kanban” to 
represent a “pull” system to avoid overproduction (Liker 2004c). Once a requirement was 
recorded through the upstream component as a result of pull from the environment owners, 
project development team members were assigned the workload through the established 
workflow channel (such as kanban stand-up meetings and/or email notification of 
assignments through management systems etc.). All software changes were released through 
a sustainable continuous flow and stored under the “version control management system” 
(Liker 2004c). 
A platform manager (Participant #4) described the pull system in the case study context as:  
We (vendors, platform and enterprise stakeholders) have agreed on a three 
deployment windows in a day strategy to deploy changes in the managed 
environments. Any changes missing these deployment windows will only be catered 
for if declared EMERGENCY under the RAM (Release and Deployment management 
system – Rational Asset Manager). (Participant #4/platform manager) 
A project manager (Participant #13) stated his policy decision on production kanban and the 
pull system in the case study context:  
We have developed the strategy of releasing the changes as requested (under the 
Requirement Management System or Defect Management System) in smaller 
functional units, so that it could be tested in various test-managed environments (by 
different environment owners) before being finally promoted to the production 
environment. (Participant #13/project manager) 
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An important observation is that although these established management systems enhanced 
visual management capabilities, physical kanban boards still played a key role to reflect 
teams’ status and progress. These physical boards were used during the daily kanban stand-
up meetings to share information with the co-located stakeholders, and then the relevant 
management systems were updated to disseminate the updated status to the wider audience. 
Once the software changes were stored inside the version control system, it remained there 
for a short period until an instruction for “withdraw kanban”, a pull event representing a 
“wish” of a target environment owner to deploy selective changes into their relevant managed 
environments (Liker 2004c).  
 “Downstream components” or “distribution components” of the SALAM model are 
comprised of the Build Management System and the Release & Deployment Management 
System (Figure 3.3). The role of the build management system is to initiate the pull event by 
extracting all the relevant software changes through a particular “baseline/snapshot/tag” and 
packaging/publishing it as per build instructions. As a second stage of the downstream 
components, the release and deployment management system was triggered either manually 
or at a defined regular interval of time to deploy the newly published release package through 
custom product build scripts in the target-managed environment, here represented as jidoka 
(continuous integration). 
A test manager (Participant #6) described use of the pull system through “withdraw kanban” 
in the case study context as:  
Once we were notified (through the requirement management system) of the changes 
developed and checked in (under the version control system), we use to raise a 
request (through RAM) for the deployment of changes into the target test 
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environment(s) as per our defined milestones. The rest of the process was then 
handled by the software configuration management process. (Participant #6/test 
manager) 
Software changes once deployed in the managed environment went through a “stakeholder 
acceptance process” and the “production kanban” signal was triggered to reflect the updated 
state of the requirement, which often resulted in another pull signal for the upstream 
component.  
Although each of the management systems was capable of producing reporting of the 
contained artefacts, a consolidated centralised reporting mechanism was also established 
through the content management system. These individual and centralised reporting systems 
contributed to kaizen (continuous improvement) for the pursuit of perfection and conveyed in 
constant “change for the better” (Dombrowski et al. 2011; Liker 2004c).  
Gemba also played an important role in the DBN’s software development environment. Since 
the management and client represented were co-located with the platform and vendor 
delivery teams, they were directly aware of the various business and technical issues and 
constraints. Due to this awareness, decisions were made quickly with minimum time wasted 
on lengthy meetings. 
Platform SCM teams were given the key responsibility to identify the SCM requirements of 
the vendor and the enterprise-level stakeholders, and acted as a bridge to deliver as much 
customer value as possible. In accordance with Womack et al. (1996c), the initial point for 
the lean transformation was by defining a value, which could only be defined by the ultimate 
customer and was only useful in the context of a specific product (Mandić et al. 2010).  
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The decision was also made to keep information flow simple within the identified value 
stream (Hiranabe 2008), which in this case was the flow of information between various 
management systems for software change traceability. VAM control was applied to each of 
the identified management systems to assess the alignment of customer expectations and the 
complexity of the associated process and tool sophistication at all operational levels. This 
strategy resulted in building the confidence of the delivery teams as well as the trust of the 
customers through end-to-end traceability. Team empowerment is increasingly recognised as 
an effective way of helping organisations to respond rapidly to environmental changes such 
as those initiated by customers (Jian'an 2008). 
SUMMARY AND CONCLUSION 
Through this case study, I have found a new definition of management system which covers 
process and product knowledge perspectives for traceability. A management system is 
defined as:  
The implementation of a certain degree of processes, practices and work instructions, 
facilitated by tools and technology, to deliver specific and valuable information about 
defined sources and objects to the target stakeholders for the operational and strategic 
alignment of the business.  
Due to the case study’s emphasis on the implementation of management systems, the 
definition of traceability is also redefined from the management system perspective as:  
The ability of tracing from one management system containing a specific type of 
objects and sources to another based on defined syntax, semantic relations and an 
implementation context to gain transparency from product and process perspectives. 
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Table 6.1 summarise the key findings of qualitative analysis as: 
Key Findings of Chapter 6 
Management strong commitment to traceability and governance and the understanding of 
the long-term commitment for a value-based implementation 
Lean traceability approach was initiated and promoted by both the program and platform 
management in the case study. Team were assembled to ensure implementation of 
traceability with minimum impact to the actual project delivery timelines 
Visual management through Kanban was applied for better monitoring and control of the 
traceability process 
Adaptable strategy was used by the program management through empowering agile teams 
(vendors) to continue using their existing software release process to deliver software 
changes 
Use of alignment process called Volume Adjustment Monitor (VAM) in the facilitation of 
pragmatic implementation of sound SCM principles to serve the needs of the business 
Parallel use of software and physical kanban boards to disseminate project status to local 
and geographically distributed project teams 
Table 6.1: Key Findings of Qualitative Analysis 
I found that all key stakeholders (Table 4.4) had a strong commitment to traceability and 
governance and were aware of the long-term commitment required to ensure a value-based 
implementation across the case study program. Based on our observations, it was found that 
initial assessments were performed by each platform team to assess their existing traceability 
capabilities and identify the non-value adding parts of the processes, associated tasks, 
procedures and tools. These initial assessments later helped the platform teams to develop 
strategies to improve and integrate their traceability solutions on the enterprise level.  
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Based on our observations, I have found that an adaptive traceability process requires a 
strategic initiative from the top management to provide a vision of the process and its 
evolution cycle. Also, once the traceability process or solution is established, its availability 
and the usefulness of traces between management systems have to be ensured to allow for 
ongoing use throughout the system lifecycle. In order to keep a traceability solution valuable 
for stakeholders, constant strategic and operational realignment has to be performed to adapt 
to the stakeholders’ requirements and business goals. 
I have found through this case study that project teams at different operational levels of the 
program performed regular assessments of their established traceability solutions to 
continuously improve and realign them with stakeholders’ needs and the overall goals of the 
program. It is observed that the strategic realignment included changes not limited to 
realignment of process complexity, implementation of traceability tools’ sophistication, 
deployment of management systems in public or private or hybrid cloud computing 
environments, and realignment of implemented management systems with IEEE process 
improvement standards. 
Through the case study, I have identified the influence of lean thinking practices such as the 
6Ss, the 5 whys, lean A3 thinking, yokoten, hansei and value stream analysis on the strategic 
initiatives taken by the management to establish lean traceability solutions. Using the 6Ss 
lean thinking practice (consisting of sort, set in order, scrub, safety, standardise and sustain), 
all value-creating management systems were identified and placed in a tight sequence. These 
value-creating management systems were then introduced into the case study environment 
through a phased approach. The 5 whys lean practice was used in the case study context to 
initiate the analysis of existing processes and tool capabilities by writing down the specific 
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problems and asking why I need to upgrade our SCM process, and then writing the answer 
down below the question.  
Similarly, the lean A3 thinking practice helped the case study environments in realising 
opportunities for improvement. I have also found that the combination of yokoten and hansei 
lean practices enabled the project teams to continuously learn from each other in order to 
improve their relevant platform cultures. Evidence is also found of the use of value stream 
analysis lean thinking practice, which enabled the program manager in the evaluation and 
mapping of a limited, simpler traceability solution within the context of one platform and 
then propagating the value stream analysis practice to the other platforms. 
Through this case study, I have found that lean traceability solutions require adaptable 
environments with a basis in learning capacity, cultural readiness, relationship balancing, and 
IT leveragability and knowledge capacity. Also, the use of lean principles in combination 
with other context-specific processes (such as agile software development practices and SCM 
processes) facilitates the development of adaptable environments. I have found that learning 
capability facilitates establishment of an adaptable culture with a sense of learning, 
cooperation and collaboration. Cultural readiness creates a sense of openness of 
communication and information sharing to promote a common culture regardless of the 
difference in the nature of the software development environments.  
By observing the case study environment, I have also found a strong networking relationship 
between projects teams working at different operational levels. Once again, the culture and 
sense of collaboration influenced the building of strong bonds. For the purposes of this case 
study, visual management was applied for better monitoring and control of the traceability 
process. All technical and non-technical stakeholders were given training on various role-
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specific tool capabilities in order to provide insight about the implemented traceability 
solution. 
Due to the complex nature of the program with both agile and plan-driven teams delivering 
an integrated product under a tight schedule, I have found that the program manager took an 
adaptable strategy. This included empowering agile teams (vendors) to continue using their 
existing software release process internally to deliver software changes to the platform-level 
teams. 
Another important finding of the case study is the use of Volume Adjustment Monitor 
(VAM), which facilitated the pragmatic implementation of sound SCM principles to serve the 
need of the business, as defined by Appleton et al. (2008a). The VAM monitors associated 
with each management systems facilitated by analysing the linked process complexity and 
tool sophistication for value-based realignment as per stakeholders’ expectations and needs. 
I have found evidence of “pull” lean thinking practice and the use of “production kanban” 
and “withdraw kanban” to avoid overproduction. I observed that, once a requirement was 
recorded through the upstream component as a result of pull from the environment owners, 
project development team members were assigned the workload through the established 
workflow channel. 
Another important observation is that, even with all the enhanced visual management 
capabilities through the established management systems, physical kanban boards still played 
a key role to reflect teams’ status and progress. These physical boards were used during the 
daily kanban stand-up meetings to share information with the co-located stakeholders and 
then the relevant management systems were updated to disseminate the updated status to the 
wider audience. 
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Finally, I have found that the program management emphasised keeping the information flow 
simple within the identified management systems and empowered the project teams at 
different operational levels to customise the traceability solutions as per their existing 
environment capabilities. This strategy resulted in building the confidence of the delivery 
project teams as well as the trust of the customers through end-to-end traceability. 
On the basis of the qualitative data collected from phase 2 of study, the researcher had 
developed the detailed conceptual framework (as illustrated in Figure 3.2) and also refined 
the SALAM reference traceability model (as presented in Figure 3.3). To further validate the 
case study findings of phase 2 and in an attempt to establish a more generalised SALAM 
reference traceability model, the researcher had performed a quantitative analysis in phase 3 
and described in Chapter 7. 
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7. CHAPTER: VALIDATION OF THE SALAM 
REFERENCE TRACEABILITY MODEL – 
PHASE 3 
“The logic of validation allows us to move between the two limits of dogmatism 
and skepticism” Paul Ricoeur (1913-2005) 
In chapter 6, I presented a case study and proposed a SALAM reference traceability model 
(Figure 3.3) using the conceptual research framework presented in Figure 3.2. In order to 
further validate our proposed SALAM reference traceability model; this chapter will perform 
quantitative descriptive analysis.  
The quantitative descriptive results presented in this chapter facilitate in answering the 
following research question: 
• Research question 2: How can software development organisations establish an 
adaptable software development environment for the existence of an SCM process 
without losing its value under the ToC constraints? 
Phase 3 validates the SALAM model in its entirety.  However, Phase 1 established that 
organisational size did not influence decisions to use SCM process in both agile and 
mixed (agile and plan-driven) software development methodologies (contextual constraint 
– Figure 1.1).  In Phase 2 the case study enabled the researcher to interrogate in detail the 
usefulness of SCM practices as aligned with development standards in cloud computing 
environments (contextual constraint).  This Phase then validates the SALAM model as 
integral to effective software configuration management process. 
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In the next section, I discuss demographics collected from an online survey. This is 
categorised into six subsections: 
• Organisation profile, which gives the researcher background information on the 
nature of the organisation, its total strength of employees (both technical and non-
technical), involvement in software product development, total strength of employees 
involved in software development, geographical location(s) of the organisation.  
• Organisation’s software development environment and the associated culture. It looks 
at the environment through the use of lean thinking principles, which promotes an 
adaptable software development culture.  
• Organisation’s software development methodology and its usage. It also looks at the 
general software development methodology used by the organisation and its 
inclination towards any specific agile software development methodology.  
• Organisation’s SCM process and practices, its usage of process improvement 
standards, and frequency of SCM process usage and the customisation (if made) to the 
process for the valuable implementation. It also describes the SCM practices used by 
the organisation and its value for the project.  
• Profile of the software traceability solutions which exist in the organisation and 
crucial information on sources of software traceability requirements, the grade and the 
granularity of the existing solutions, and the associated management systems that 
facilitate traceability.  
• Demographics of the management systems in place in the actual environment along 
with their value and perceived importance for the organisation. 
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ASSESSMENT OF VALIDITY AND RELIABILITY 
Since this research is of exploratory nature, a reliability analysis to test the internal 
consistency of the data was necessary for the independent variables so that each and every 
factor was ensured of a high level of reliability. According to Rubin et al. (1997), "the most 
common and powerful method used today for calculating internal consistency reliability is 
Cronbach’s alpha." For exploratory studies, it was agreed that a lowest Cronbach’s alpha 
level of 0.5 could be deemed acceptable (Nunally 1967). 
The reliability analysis was performed using the Cronbach’s alpha method. The results 
showed that all of the four high level factors had acceptable level of reliability. The detailed 
result of Cronbach’s alpha test is shown in Table 7.1. In other words, all the respondents 
based on their organization sizes have given consistent responses for the tested independent 
variables. 
Survey’s Independent Variables N N of 
Items 
Cronbach's 
Alpha 
Cronbach's Alpha Based 
on Standardized Items 
Lean Thinking Principles 158 13 .810 .816 
SCM Practices 106 12 .776 .786 
Value of SCM Process 106 7 .832 .839 
Grades of Software Traceability Solution 106 11 .938 .939 
Table 7.1: Reliability Statistics (Cronbach Alpha test) 
Normality and Homogeneity in the Survey Data 
Parametric statistics were the preferable analyses whenever possible because parametric tests 
are more powerful than nonparametric tests for distributions that are normal or close to 
normal (Zimmerman 1998). As per Siegel (1957), in order to use parametric tests, three 
assumptions needs to be met:  
1) the observations must be independent  
2) the observations must be drawn from normally distributed populations  
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3) the populations must have the same variance 
First assumption for parametric test 
For the first assumption of independence of observations, all 1400 participants were selected 
mostly from different organizations, and geographically distributed to different countries. 
Since no known relation existed between the research participants, it met the independence of 
observation assumption.  
Second assumption for parametric test 
For the second assumption of data normality, Table 7.2 illustrates the result of Shapiro-Wilk 
and Kolmogorov-Smirnova tests performed through SPSS version 21.  
 Total number of 
employees in the 
organization 
Kolmogorov-Smirnova  Shapiro-Wilk 
Statistic df Sig. Statistic df Sig. 
Lean Thinking 
Principles  
Small .117 25 .200 .970 25 .643 
Medium  .123 47 .073 .964 47 .149 
Large  .068 86 .200 .982 86 .264 
SCM Practices 
 
Small  .167 13 .200 .900 13 .135 
Medium  .121 28 .200 .961 28 .373 
Large  .083 65 .200 .964 65 .053 
Value of SCM Process 
 
Small  .176 13 .200 .930 13 .345 
Medium  .201 28 .005 .929 28 .057 
Large  .093 65 .200 .969 65 .101 
Software Traceability 
Solution 
 
Small  .101 13 .200 .972 13 .917 
Medium  .131 28 .200 .943 28 .133 
Large  .096 65 .200 .967 65 .079 
Table 7.2: Tests of Normality 
All variables with Likert scales, such as, Lean Thinking principles, SCM principles, Value of 
SCM process, and Grade of Software Traceability Solution were used and grouped by 
organization size (small organizations, medium organizations, and large organizations). Since 
our analysis involves comparing groups, distribution in each group (organization size) was 
more important than the overall distribution. 
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For the presumption of normality to hold, significance p-values within the Shapiro- Wilk test 
should be greater than 0.05. Since the sig value of few of the cases (SCM Practices – Large 
Organization, SCM Process – Medium Organization) were just above than 0.05, an additional 
test (Q-Q Plot) was performed to further analyse normality for this practice. The assumption 
of normality is rejected where p < 0.05. Since p (sig) is greater than 0.05 in all cases and the 
additional Q-Q Plot analysis illustrates normality.  
Third assumption for parametric test 
For the third assumption of homogeneity of variance, Levene’s test was performed and the 
results are shown in Table 7.3. For all the cases as illustrated in Table 7.3, the results were 
not significant.  
  Levene Statistic df1 df2 Sig. 
Lean Thinking Principles 
 
Based on Mean 2.805 2 155 .064 
SCM Practices 
 
Based on Mean 2.789 2 103 .066 
Value of SCM Process 
 
Based on Mean 2.196 2 103 .116 
Software Traceability Solution 
 
Based on Mean 
.920 2 103 .402 
Table 7.3: Tests of Homogeneity of Variance (Levene’s Test) 
Decision to use parametric tests for hypotheses testing 
Since the assumptions of normality and homogeneity were met, it allows for parametric 
statistical techniques to be used for hypotheses testing. In the following section, we will first 
perform the descriptive statistics which is then followed by parametric statistical tests. 
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DESCRIPTIVE STATISTICS AND DEMOGRAPHIC 
ANALYSIS 
Organisation profile 
Demographic data in this section includes organisation industry, organisation total size, and 
organisation involvement in software product development, organisation total size in terms of 
employees directly related to software development and organisation geographic location. 
This type of information provides a perspective on the type of organisation that might allow 
or encourage the coexistence of agile methodologies and SCM processes in their software 
development projects and are likely to have an adaptable software development environment.  
Organisation industry 
Since the nature of online survey question 2 (what is the nature of business of the 
organisation?) allowed multiple responses, many respondents selected more than one industry 
for their organisation. Table 7.4 provide the information on organisation industry, frequency 
and the percentage of total responses given.  
Organisation industry Frequency Percentage 
Computer software and services 153 75.4 
Telecommunication equipment and services 21 10.3 
Computer hardware 15 7.4 
Consumer electronics 16 7.9 
Communication – cable and wireless 13 6.4 
Recorded and broadcast media 5 2.5 
Internet service providers 7 3.4 
Other 42 20.7 
Table 7.4: Organisation industry frequencies and percentage 
Organisation size and employees directly involved in software development 
The size of the organisation (identified as one of the key ToC constraints in Figure 1.1) was 
measured by the number of the total number of employees (both technical and non-technical) 
and the total number of employees directly involved in the software development activities. 
Organisation size was considered as one of the key contextual constraints which are believed 
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to affect the implementation of adaptable software development environment and SCM 
processes (DIISRTE 2012).  
Table 7.5 indicates that a majority of survey respondents were from medium and large 
organisations with percentages of 29.7% and 54.4% respectively. Twenty-five respondents, 
15.8% of the total response, represented small organisations. Organisation size in Table 7.5 
was based on the count of all the employees (both technical and non-technical). 
 Organisation size Participants Usage 
Frequency 
Percent 
Small organisations (1 to 20 employees) 25 15.8 
Medium organisations (21 to 200 employees) 47 29.7 
Large organisations (More the 200 employees) 86 54.4 
Total 158 100.0 
Table 7.5: Organisation size 
Table 7.6 list organisations based on the employees directly involved in software 
development and excluded all other employees not directly linked with software development 
activities. Medium sized organisations with a total response of 62 out of 158, a response rate 
of 39.2%, were the majority. Small and large organisations had frequencies of 49 and 47 and 
response rates of 31.1% and 29.7% respectively. 
Organisation size Number of employees directly involved in 
software development 
Percent 
Small organisations (1 to 20 employees) 49 31.1 
Medium organisations (21 to 200 employees) 62 39.2 
Large organisations (More the 200 employees) 47 29.7 
Total 158 100.0 
Table 7.6: Employees directly involved in software development 
Organisational software development environment and associated culture: 
In Chapter 6, I have already identified various lean practices that were used to establish an 
adaptable software development environment in the context of a case study. Through this 
online survey instrument, I further validate the existence of lean practices in adaptable 
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software development environments by identifying the existence of lean thinking principles 
and their orientation towards people or process. Table 7.7 provides the list of lean thinking 
principles and properties that were presented as part of a question in the online survey. The 
purpose of studying these lean thinking principles was to identify their influence on the 
development of an adaptable software development environment.  
Lean principles & organisational environment Orientation Sum 
We believe in utilising the ideas and skills of everyone in the organisation  People oriented 132 
We believe in emphasising people who can add value People oriented 130 
We believe that all of our activities are driven by the customer needs and 
expectation  
People oriented 125 
We deliver value by sustainable pace through relentless continuous 
improvement  
Process oriented 122 
We believe in optimising the processes across the organisation  Process oriented 121 
We believe in the continuous “flow” of changes, through release of small batch 
of changes  
Process oriented 116 
We believe in enabling employee empowerment for the continuous 
improvement 
People oriented 111 
We grow leaders from within, who thoroughly understand the work, live the 
philosophy, and teach it to others  
People oriented 106 
We believe in using only value-adding processes and practices  Process oriented 104 
We use the approach of go and see for yourself at the real place of work to 
thoroughly understand the situation  
People oriented 96 
We believe in not overburdening development resources for the implementation 
of changes  
People oriented 85 
We have a culture of “stopping and fixing problems” on the spot  Process oriented 83 
We use simple visual management to reveal problems and coordinate  Process oriented 78 
Table 7.7: List of lean principles and summation of scores (respondents given A/SA) 
Table 7.7 provides the sorted list of lean principles based on the summation of the scores 
given by the respondents either as Agreed (A) or Strongly Agreed (SA). For example, the 
Likert scale between Strongly Disagree (1) to Strong Agree (5) was presented (Appendix H – 
Q7) against each of the lean thinking principles, and the respondents were asked to weight 
each one against the scale. The Table 7.7 was obtained by adding the weightage given by the 
participants and were added to obtain the lean thinking principle with highest to lowest 
weightage. 
Based on the observation, I identify that the top three identified lean principles were all 
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“people oriented” and then followed by another three lean principles closely linked with 
“process orientation”. The lowest of all the lean principles included “culture of stopping 
and fixing a problem as it happens” and “simple visual management”, both associated with 
“process orientation”. 
One of the key reasons for such high scores on the “people oriented” lean principles could be 
due to one of the tetrad influencing factors, agile values, which promote “Individuals and 
interactions over processes and tools” and “Customer collaboration over contract negotiation” 
(Beck et al. 2001b).  
On the basis of Table 7.7, I can state that although the majority of the respondents have 
identified the key role of “people oriented” lean principles in their adaptable software 
development environment, this also shows a broad contribution of “process oriented” lean 
principles to facilitate the development of such adaptable environments. 
Influence of lean thinking principles in adaptable environments 
The respondents were asked to select from five options on a Likert scale (Strongly Disagree – 
SDA, Disagree – DA, Neither Agree or Disagree – NAD, Agree – A, Strongly Agree – SA) 
for lean thinking principles and properties. The resulting total responses were then distributed 
into organisation size based on the employees directly related to software development 
activities and presented as percentage (see Appendix K for details).  
Through the data collected, I identify that a majority of the respondents from all three groups 
(small/medium/large size organisations) have either “Agree – A” or “Strongly Agree – SA” 
with the existence and the influence of the lean thinking principles and properties in their 
adaptable software development environment.  
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An important observation is that Medium group have comparatively more influence on lean 
thinking principles than Small and Large group. I can deduce from this result that 
organisations regardless of their size are getting value from implementing lean thinking 
principles, properties and associated practices in their associated software development 
environment and hence creating an adaptable software development culture. 
Software development methodology and its usage 
In order to understand the types of software development methodologies used in adaptable 
software development environments, a question was asked in the survey to identify if the 
survey respondents were using pure “Agile software development methodologies”, “Classical 
software development methodologies” or a mixture of the two as “Mixed methodology”. The 
purpose of this section was to identify the influence of agile methods in the development of 
adaptable software development environment. 
Distribution of software development methodologies in different sizes of organisations 
Table 7.8 illustrate the cross tabulation of software development methodologies and the 
employees directly involved in software development.  On the basis of Table 7.5, I found that 
the majority of the survey participants from Medium and Large groups are using mixed 
software development methodologies (including both agile and plan-driven). In addition, no 
participants were found with the pure usage of the Plan-driven software development 
methodologies, such as, Waterfall in the Medium and Large groups as compared to 31 
participants from Small group. 
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Software development methodology used 
Employees directly related to software 
development 
Small: 1 to 20 
employees 
% 
Medium: 21 to 
200 employees 
% 
Large: 200+ 
employees 
% 
Agile software development (XP, Scrum etc.) 37 32 38 
Plan-driven software development (Waterfall) 31 0 0 
Mixed software development methodology 33 68 62 
Table 7.8: Cross-tabulation of software development methodology use 
This result was analogous to what I have observed in the case study of chapter 6, where 
different vendor teams with their agile or mixed software development methodologies 
worked together to deliver the Digital Broadband Network program in an adaptable cloud 
computing environment. Table 7.9 lists the most widely used agile software development 
methodologies in the industry and the frequency of usage by the survey participants: 
Agile software development methodology used Participants 
Usage 
Frequency 
Percent 
Extreme Programming (XP) 7 4.9 
Scrum 41 28.7 
Crystal 3 2.1 
Feature Driven Development 15 10.5 
Dynamic System Development Method (DSDM) 5 3.5 
Adaptive Software Development (ASD) 2 1.4 
Mixed agile methods 63 44.1 
Other agile methods 7 4.9 
Total 143 100.0 
Table 7.9: Agile software development method used 
 
As observed in Table 7.9, there were 63 respondents with a response rate of approximately 
44% who selected “mixed agile methods”, where they described a “combined” method 
mixing different agile methods altogether. Seven respondents selected “other agile methods” 
to indicate their own home-grown methodology for agile software development. 
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Usefulness of agile or mixed software development methodologies in actual project 
environments 
The respondents were further asked to identify the number of projects they have completed 
using either agile or mixed software development methodology. The purpose of this question 
was to understand the usefulness of agile or mixed software development methodologies in 
adaptable software development environments. Table 6.7 shows the results based on the 
responses given by the participants: 
Frequency of agile software development usage Participants 
Usage 
Frequency 
Percent 
All of our projects 36 25.2 
Majority of our projects (more than half) 65 45.5 
Some of our projects (less than half) 42 29.4 
Total 143 100.0 
Table 7.10: Projects completed using agile or mixed software development methodology 
Based on the responses as presented in Table 7.10, since a majority of the survey participants 
stated its usage for all or a majority of their projects, it can be stated that agile or mixed 
software development methodologies are considered useful and valuable for software 
development operations. 
 
SCM processes and practices 
In Chapter 6, I have identified and used the SCM process and associated SCM practices for 
the implementation of the SALAM model. The aim of this section is to validate and identify 
the influence and the value of SCM practices in the development of adaptable software 
development environments.  
In order to avoid any confusion from the respondents’ end, before asking further questions 
the respondents were presented with a definition of SCM: 
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The purpose of software configuration management (SCM) is to establish and 
maintain the integrity of the products of the software project throughout the project’s 
software lifecycle. SCM involves identifying configuration items for the software 
project, controlling these configuration items and changes to them, and recording and 
reporting status and change activity for these configuration items. (CMMI Product 
Team 2002).  
Existence of SCM process in agile organisations 
After the definition, survey respondents were asked if any SCM process existed in their agile 
software development organisations. Using this question, one of the key ToC constraints 
(Figure 1.1), “agile software development methodologies”, was identified and studied further 
in coexistence with SCM processes.  
Based on the statistics from Table 7.11, 37 respondents were excluded from further analysis 
since they did not fit the research criteria of organisations with the coexistence of agile or 
mixed software development methodology along with SCM processes. 
SCM process in the agile organisation Participants Usage 
Frequency 
Percent 
Yes 106 74.1 
No 37 25.9 
Total 143 100.0 
Table 7.11: SCM process in the agile organisation 
Existence of SCM process based on organisation size 
Further analysis was performed to identify the distribution of SCM implementation in terms 
of organisation size based on employees directly related to software development.  
Table 7.12 illustrates that only 8% from the Small group said “Yes” for the existence of SCM 
process in their organisation. For the Medium and Large groups, the response rates were 89% 
and 100% respectively (DIISRTE 2012). This may raise the issue of the generalisability of 
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the study’s findings, as the group (1 to 20) as small organisations was not represented 
adequately in the sample population. 
 Employees directly related to software development 
Small: 1 to 20 
employees 
% 
Medium: 21 to 200 
employees 
% 
Large: 200+ 
employees 
% 
SCM process in the 
organisation 
Yes 8 89 100 
No 61 11 0 
Table 7.12: Cross-tabulation of SCM process and employees directly related to software development 
The outcome of Table 7.12 is consistent with the case study findings as presented in Chapter 
6, where I have identified the SCM process and the implementation of various SCM practices 
in a large-scale agile project environment (the Digital Broadband Network program). 
Table 7.12 provides evidence of the existence of SCM process in all sizes of software 
development organisation. However, as an observation, the SCM process usage was found 
more in Medium and Large groups than in Small group.  
 
Existence of SCM process and its usefulness for the agile projects 
The respondents were further asked to identify the number of projects they have completed 
using either agile or mixed software development methodology through SCM processes.  
Table 7.13 describes the results, showing that 45 respondents (42.5%) selected that they have 
used SCM processes for all of their software development projects, 38 respondents (35.8%) 
indicated the “Majority of our projects (more than half)” and 23 (21.7%) indicated that they 
have used it for some of their projects. 
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Rate of completed projects through SCM 
process 
Participants Usage 
Frequency 
Percent 
All of our projects 45 42.5 
Majority of our projects (more than half) 38 35.8 
Some of our projects (less than half) 23 21.7 
Total 106 100.0 
Table 7.13: Projects completed using SCM process 
 
Based on the responses as presented in Table 7.13, since a majority of the survey participants 
have stated SCM process usage for all or a majority of their projects, it can be stated that 
SCM processes are considered useful and valuable for software development environments 
with agile or/and mixed software development methodologies. 
 
SCM process and the empowerment for customisation in different sizes of agile 
organisations 
As one of the key indicators of an adaptable software development environment through lean 
thinking, project teams’ “empowerment” to customise the SCM process was investigated as 
part of a question in the online survey. Respondents were asked if their organisation 
empowered the project team to customise SCM process (if required) for their project’s needs.  
Through the information as provided in Table 7.12, we know that 8% of Small group, 89% of 
Medium group, and 100% of Large group have identified the usage of SCM process. Using 
this information, participants were asked to identify if they were given the empowerment by 
their employer to customise the SCM process. The responses received (as illustrated in Table 
7.14) validate the case study findings of Chapter 6, where different platform teams were 
given the empowerment to customise their SCM process implementation using their existing 
software development environment capabilities. These platform teams also provided 
incremental transition plans to the program management through which they later migrated to 
the enterprise-level traceability solution.  
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Cross-tabulation between empowerment and employees 
directly related to software development 
Employees directly related to software 
development 
Small: 1 to 
20 employees 
 
% 
Medium: 21 
to 200 
employees 
% 
Large: 200+ 
employees 
 
% 
Empower the project teams to customise SCM 
process 
Yes 6 69 74 
No 2 19 26 
Table 7.14: Cross-tabulation between empowerment and employees in software development 
 
Based on Table 7.14, I can state that a majority of the organisations regardless of their size 
provide empowerment to their project teams to customise the SCM process. This may 
include permission for usage of their existing management systems, letting them assign 
their development resources to take over the role of configuration management resources 
etc. 
 
SCM process customisation word cloud and qualitative analysis 
The respondents were asked an open-ended question, “Considering only one agile project, 
describe the SCM customisation performed for this purpose”.  
The word cloud analysis presented in Figure 7.1 reinforced earlier findings and pointed to the 
need for the researcher to further examine the influence of “Management/Business” and 
“Process/Development” in agile SCM process environments, Cases linked with business and 
customer activities are categorised as “Management/Business” and cases associated with 
tools and technology are categorised as “Process/Development”. All other patterns that 
emerged from this word cloud analysis are linked to either the “Management/Business” or 
“Process/Development” categories or “Both” (for detailed respondents’ statements, refer to 
Appendix L).  
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Figure 7.1: Word cloud analysis on SCM process customisation 
 
Word cloud patterns of Figure 7.1 validate the findings of the case study, where strategic 
initiative was taken by the program management (Management/Business) to identify the 
high-level requirements for the SCM process. All the platform managers showed strong 
commitment to establishing traceability and governance capabilities by taking a value-based 
approach to implementing various management systems (Process/Development). 
From the “Management/Business” perspective, one of the survey respondents stated the 
importance of having the SCM process to manage different versions of their software product 
for different customers:  
In order to distribute a single product with variations to different customers, I have 
got a SCM process tailoring strategy in place. 
Another survey respondent identified the customisation of their requirement management 
process in alignment with their organisation needs: 
I have customised and simplified the requirement management aspect of the (SCM) 
process that values for us. 
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On the other hand, a number of statements from “Process/Development” category referred to 
the use of different tools using common SCM processes for implementation in their projects.  
One of the respondents stated the influence of the selection of tools in alignment with the 
development teams’ need as a key contributor for the customisation of the SCM process: 
Our projects focus on delivery of working code. All requirements are captured in 
JIRA, test cases are captured in CUCUMBER and source code is stored in GIT along 
with unit tests. We use build management tools such as BAMBOO and JENKINS to 
manage the build flow. Most development teams will follow this process with various 
combinations of toolsets. 
Another survey respondent identified a similar kind of customisation strategy:  
We used GIT, TFS, LISA virtualisation, Specflow BDD, Selenium/Monkeytalk, and 
Teamcity as part of our current software development project. This combination is 
different for other agile teams, although the base SCM process remains the same. 
Some survey respondents indicated the influence of both “Management/Business and 
Process/Development” in the customisation of SCM processes in their organisations. One 
survey respondent stated: “we make decisions on SCM tools based on project requirements 
and the project stakeholders’ preference”. Another survey respondent indicated, “Our ISO 
12207 processes have a defined tailoring strategy to define what documents and processes 
must be followed. We, however, allow customer-agreed/initiated reduction to meet cost or 
time aims.” 
Based on the responses received, I can deduce that the organisations regardless of their size 
are getting some value from SCM practices in their software development environment and 
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associated culture.  
SCM practices and associated tool or process orientation 
Table 7.15 provides the sorted list of SCM practices based on the summation of the scores 
given by the respondents, either as Often (OF) or Always (AW) (see Appendix N).  
In the Chapter 6 case study, I have seen that the program management as part of the initiation 
stage (Figure 3.2) had taken a number of tool-oriented strategic decisions in order to establish 
traceability and governance for the DBN program. Similarly, the DBN platform teams also 
emphasised IT leveragability through training on various management systems promoting 
tool capabilities, to gain the confidence of program stakeholders. 
SCM practices Orientation Sum 
Practice 3: We establish a version control management system and the 
baselines to be used for the project or release 
Tool oriented 101 
Practice 8: We have a build control management system that creates release 
packages for deployments in the managed environments 
Tool oriented 96 
Practice 7: We record all software defects under defect management system Tool oriented 96 
Practice 1: We record all software changes under requirement/change 
management system 
Tool oriented 95 
Practice 9: We perform continuous integration of software changes through a 
well-established release and deployment management system 
Tool oriented 93 
Practice 2: We identify the project artefacts at the start of each project or 
release 
Process oriented 91 
Practice 12: We categorise the software changes through a defined procedure 
and then authorise, implement, incorporate into the baseline 
Process oriented 87 
Practice 4: We use multiple parallel streams and merge changes back to main 
integration branch after successful testing 
Process oriented 85 
Practice 6: We have a central change authority for the approval of all the 
changes 
Process oriented 83 
Practice 10: We perform project status accounting reports such as change log, 
progress report, transaction log for the project stakeholders 
Process oriented 82 
Practice 11: We perform functional and physical audits to verify the integrity 
of the software products 
Process oriented 79 
Practice 5: We have a collective code of ownership and invite anyone in the 
team to make changes anywhere 
Process oriented 70 
Table 7.15: SCM practices and summation of scores (respondents selected OF/AW) 
 
Table 7.15 validates the case study findings (Chapter 6) by identifying that the majority of 
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agile software development organisations prefer tool-oriented adoption of SCM practices. 
One possible reason for this stronger “tool orientation” could be one of the ToC constraints, 
“agile values and principles”, which promotes “working software over comprehensive 
documentation” and “responding to change over following a plan” (Beck et al. 2001b). 
 
Value of SCM process 
The purpose of this section is to identify if the survey respondents at present value SCM 
processes more from product or process knowledge perspectives. This as a result will validate 
the key purpose of extending the current software traceability model (Ramesh et al. 2001) to 
cover both product– and process-oriented knowledge. In addition, it will also validate the 
findings of the case study as presented in Chapter 6, where agile teams worked in a 
collaborative manner to establish a lean traceability solution using the SALAM model to 
cover both product and process knowledge perspectives for end-to-end traceability.  
Table 7.16 provides the sorted list of SCM process values based on the summation of the 
scores given by the respondents; either as Agree (A) or Strongly Agree (SA) (see Appendix 
O for frequency usage).  
Values of SCM process Orientation Sum 
Value 4: It assures that the elements necessary to reproduce each baseline 
have been captured and reproducible 
Product oriented 82 
Value 5: It assures that each change was authorized and correspond to 
requested requirement 
Process oriented 77 
Value 2: It assures that necessary and sufficient requirements were 
implemented, verified and validated 
Product oriented  75 
Value 1: It is supporting to identify and assess the impact and risk of a 
proposed change 
Product oriented 71 
Value 6: It assures that the elements necessary to rediscover the knowledge 
of the system have been captured and the rationale behind critical decisions 
can be reproduced 
Process oriented 66 
Value 3: It assures that the necessary procedural activities were executed 
for each requirement and ensure they were executed satisfactorily 
Process oriented 63 
Table 7.16: Value of SCM process and summation of scores (respondents selected A/SA) 
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On the basis of Table 7.16, I identify that at present participants value SCM processes more 
from the “product oriented” perspective as compared to “process oriented”. Value 5 is the 
only process-oriented SCM value which was given more weightage than other process-
oriented values. 
 
One of the survey respondents summarised the value of the SCM process in five points:  
It assures that the implementation of one story does not break the stories that went 
before it, that our teams can maintain velocity from release to release, that our testers 
are not stressed out by rapid manual testing cycles, that our teams and projects don’t 
collide with each other, and that we don’t pay high maintenance costs for our test 
base. 
Based on Table 7.16, I can argue that one possible reason that the value of the SCM process 
is lacking from the process perspective is the ineffectiveness of the existing management 
systems, which were established without a value-based mindset. Management systems in a 
given scope or context should be established by adjusting the complexity of the associated 
process and tool sophistication and aligning it with the needs of the stakeholders to meet the 
goals. 
Software process improvement standards and its usage 
The purpose of this section is to identify the influence of software process improvement 
standards, which are identified as one key ToC constraint (Figure 1.1). Survey participants 
were asked about their usage of standard software improvement processes for the 
establishment of enterprise-level SCM processes.  
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Table 7.17 indicates that 40 respondents with a response rate of 37.7% selected “CMMI” as 
their choice, followed by “Other” as second choice with 21 responses with a response rate of 
19.8%, and “ITIL” as the third highest choice with 18 respondents with a response rate of 
17%.  
Process improvement standards Participants Usage 
Frequency 
Percent 
IEEE 9 8.5 
ISO/IEC 5 4.7 
ANSI/EIA 3 2.8 
CMMI 40 37.7 
ITIL 18 17.0 
Prince2/PMP 10 9.4 
Other 21 19.8 
Total 106 100.0 
Table 7.17: Software process improvement standards 
 
Table 7.17 shows the influence of software process improvement standards as one of the 
key ToC constraints (Figure 1.1) to establishing SCM processes in agile software 
development environments. Based on Table 7.17, I find the use of software process 
improvement standards in all sizes of agile software development organisation.  
Software traceability solutions, granularity and associated management systems 
The purpose of this section is to study software change traceability solutions, associated 
grades and the importance of management systems in adaptable software development 
environments. 
In order to extract accurate information, the respondents were presented with a definition of 
traceability as:  
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The degree to which a relationship can be established between two or more products 
of the development process, especially products having a predecessor–successor or 
master–subordinate relationship to one another; for example, the degree to which the 
requirements and design of a given software component match. (IEEE Std. 610.12-
1990) 
Software traceability solutions and influence of SCM processes 
The purpose of this section is to identify if the SCM process is considered the primary 
mechanism to establish a software traceability solution. This as a result will also validate the 
findings of the case study (as presented in Chapter 6) where guidelines from IEEE 828-2012 
standards for configuration management in systems and software engineering were used to 
establish the lean traceability solution for the Digital Broadband Network program 
(IEEE.Std.828 2012).  
The respondents were asked if their organisation uses SCM processes as a key mechanism for 
providing software change traceability.  
Table 7.18 presents the results, stating that 92 respondents said “Yes” with an 86.8% 
response rate and 14 respondents chose “No” with a response rate of 13.2%. In other words, 
SCM processes were referred to by the majority of the survey respondents in order to 
establish their software traceability solutions and associated management systems in agile 
environments. 
 
Software traceability solution in the organisation Participants Usage 
Frequency 
Percent 
Yes 92 86.8 
No 14 13.2 
Total 106 100.0 
Table 7.18: Software traceability solution in the organisation 
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Software traceability solutions and their existence in difference sizes of organisation 
Through the information as provided in Table 7.12, we know that 8% of Small group, 89% of 
Medium group, and 100% of Large group have identified the usage of SCM process. Further 
analysis was performed to identify the distribution of software traceability solution 
implementation in terms of organisation size based on employees directly related to software 
development (DIISRTE 2012).  
Table 7.19 illustrates that only 8% of responses were received from the Small group. 
Remaining responses belonged to either Medium or Large groups with 76% and 87% 
respectively selecting “Yes” and 13% from each group indicating “No”. 
 
Cross-tabulation between software traceability solution and 
employees directly related to software development 
Employees directly related to software 
development 
Small: 1 to 
20 employees 
 
% 
Medium: 
21 to 200 
employees 
% 
Large: 200+ 
employees 
 
% 
Software traceability solution in the organisation 
Yes 8 76 87 
No 0 13 13 
Table 7.19: Cross-tabulation between software traceability solution and employees in software 
development 
 
Motivation behind having software change traceability 
Table 7.20 presented the respondents with a question to identify the motivation behind having 
software change traceability in their organisation.  
Source of software traceability requirement Participants 
Usage 
Frequency 
Percent 
Mandated from project sponsor 9 8.5 
Component of a quality system engineering process 50 47.2 
Both 38 35.8 
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Neither 7 6.6 
Other 2 1.9 
Table 7.20: Source of software traceability requirement 
 
Based on Table 6.17, I can state that the primary motivation of agile software development 
organisations for having software traceability solutions is to have a quality system 
engineering process, although the influence of project sponsors to have mandatory 
traceability processes also plays its part. 
 
Software traceability solution grades and/or capabilities  
The purpose of this section is to identify the overall capabilities of the existing software 
traceability solutions at a high level without looking into the granularity of their process or 
tool implementations. This as a result will help to understand what capabilities or features 
agile stakeholders observe in their existing traceability solutions.  
The results of Table 7.21 will also facilitate in validating the findings of the case study (as 
presented in Chapter 6), where different initiatives were taken to establish a lean traceability 
solution in an adaptable agile software development environment. Table 7.21 provides the 
sorted list of grades/features/capabilities of software traceability solutions based on the 
summation of the scores given by the respondents; either as Agree (A) or Strongly Agree 
(SA) (see Appendix P for frequency usage).  
Through the analysis of the sorted list presented in Table 7.21, I can state that at present agile 
software development organisations are emphasising setting up tool-oriented software 
traceability solution capabilities (with the exception of Grade 6, which leans towards business 
orientation). Process-oriented grades, such as Grade 1 and Grade 9, are identified as 
comparatively weaker than the tool-oriented capabilities. Agile software development 
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organisations consider software traceability solutions less important in terms of reducing the 
cost and time to deliver the product to the customer (Grade 10 and Grade 11). Another aspect 
is the simplicity (Grade 3) of existing traceability solutions, which is identified as one of the 
weakest software traceability solution grades/features/capabilities. It is probable that this 
weakness of Grade 3 affected Grade 2, which is “we frequently utilise the software 
traceability information to accomplish other tasks”. 
Grade of software traceability solution Orientation Sum 
Grade 6: Our software traceability solution is accessible to all the relevant 
stakeholders 
Business oriented 134 
Grade 5: Our software traceability solution is maintainable Tool oriented 132 
Grade 8: Our software traceability solution is customisable Tool oriented 127 
Grade 4: Our software traceability solution is affordable Tool oriented 124 
Grade 7: Our software traceability solution is scalable Tool oriented 124 
Grade 1: Our software traceability solution covers the entire software 
development cycle 
Process oriented 123 
Grade 9: Our software traceability solution is auditable, even by the third party 
auditors 
Process oriented 121 
Grade 10: Our software traceability solution is helping to reduce the cost to 
deliver the product to the customer 
Business oriented 118 
Grade 11: Our software traceability solution is helping to reduce the time to 
deliver the product to the customer 
Business oriented 117 
Grade 3: Our software traceability solution is simple Tool oriented 115 
Grade 2: We frequently utilise the software traceability information to 
accomplish other tasks 
Business oriented 103 
Table 7.21: Grade of traceability solutions and summation of scores (respondents selected A/SA) 
 
I can deduce from Table 7.21 that agile software development organisations emphasise tool 
grades/features/capabilities more when establishing software change traceability solutions in 
their environment. However, the weaker Grade 3 (as given in Table 7.21) reflects that the 
resulting traceability solutions are often too complex to be used in agile software 
development environments.  
One of the key reasons for this complexity is the lack of value-based implementation of the 
tool capabilities and their alignment with the needs of the stakeholders in a given context. In 
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order for a software traceability solution to add value in a given context, it should be 
established by aligning the tool sophistication and process complexity according to the 
stakeholders’ needs, to deliver business goals.  
On the contrary, in the case study (as presented in Chapter 6), program management made a 
strategic decision to use simple or existing traceability tools during the initial few Digital 
Broadband Network program releases to establish a lean traceability solution. At later stages, 
a value-based approach was taken to incrementally introduce more sophisticated tools for 
more traceability granularity in alignment with the business goals.  
Software traceability solution and its granularity 
The purpose of this section is to identify the granularity or depth of existing traceability 
solutions considering traces of the requirements raised by the stakeholders until the release 
and deployment of those requirements in the target managed environments. This will help to 
provide understanding in terms of the extensiveness of present traceability solutions in agile 
software development environments. In addition, it will also facilitate validation of the case 
study (as presented in Chapter 6), where a certain granularity level of a lean traceability 
solution was established using six management systems using the SALAM model. 
Table 7.22 presents the depth of the software traceability solutions in agile software 
development environments. The respondents were asked to identify the granularity/depth of 
their existing software traceability solution and given the option to select more than one 
option(s) if applicable.  
As can be observed from Table 7.22, traceability of the software changes is relatively weaker 
at Levels 1 to 3 and then at Level 5 and Level 11. The outcome of Table 7.22 is consistent 
with the results of Table 7.21 in stating that the business-oriented aspect of the existing 
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software traceability solutions is comparatively weaker than the tool– and process-oriented 
aspects. Traceability granularity at Level 4 and Level 6 to Level 10 are all linked with tool– 
or process-oriented aspects of software traceability solutions, which were identified as 
comparatively stronger for the existing software traceability solutions. 
Granularity of the existing software traceability solution Participants 
Usage 
Frequency 
Percent 
(%) 
Level 1: Stakeholder and the requirements raised 94 88.67 
Level 2: Requirements raised and the iterations performed to complete 
the work 
97 91.50 
Level 3: Requirement raised and all other related requirements 95 89.62 
Level 4: Requirements raised and code developed 100 94.33 
Level 5: Requirements raised and baseline under version control 86 81.13 
Level 6: Code developed and the associated baselines 103 97.16 
Level 7: Requirements raised and test performed 103 97.16 
Level 8: Test performed and the associated baseline 100 94.33 
Level 9: Baseline to build/release package 105 99.05 
Level 10: Build/release package and the target managed environment  100 94.33 
Level 11: Target managed environment to stakeholder evaluation 80 75.47 
Table 7.22: Granularity of the existing software traceability solution 
 
The results of Table 7.22 validate the strategic initiatives taken by the Digital Broadband 
Network program management as presented in the case study (Chapter 6). Decisions were 
taken by the program management to retain the existing management systems as used by the 
vendors and platform teams for the first few releases. Initial efforts were made to maintain 
the baselines under the version control and its associated test cases and the resulting packages 
developed by the build process. At later stages, more sophisticated management systems were 
introduced in the program environment by consulting various business and technical 
stakeholders using a value-based approach. 
Limitation and constraints of existing software traceability solutions 
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The online survey asked an open-ended question, “Can you specify any limitations or 
constraints of your existing software traceability solution?” The word cloud analysis as 
illustrated in Figure 7.2 (based on respondents’ statements as listed in Appendix S) identifies 
four patterns, “Integration/Solutions”, “Management/Team/Project”, “Manual/Solutions” and 
“Software/Systems/Tools”. Other patterns such as “Requirements”, “Traceability” and 
“Slow” were considered the properties of a resultant system, solution or software etc. and 
hence a part of key identified patterns.  
 
Figure 7.2: Word cloud analysis on the limitations of existing software traceability solution 
These identified limitations validate the proposed SALAM traceability model (as presented in 
Figure 3.3) and the application of lean thinking principles to a value-based implementation of 
an adaptable software traceability solution. 
A few of the survey respondents’ statements regarding “Management/Team/Project” were 
associated with reliance on individual knowledge, bureaucracy and standardisation of 
traceability solutions across multiple environments: 
Our traceability solution is largely dependent on individual knowledge or experience 
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Our governance is very bureaucratic because it must span multiple products and 
portfolios across multiple  
It becomes increasingly difficult to scale it horizontally across many multiples of 
projects.  
A majority of the survey participants responded by identifying the limitations/constraints 
related to integration of management systems, scalability and complexity of traceability 
solution: 
No integration between (management) systems, lots of manual re-entry of information 
Current software traceability solution is not much scalable 
Though quality has been tremendously increased but lots of processes are leading to 
high costs. Also significant effort is required to keep them on track 
It doesn’t trace the requirements end-to-end since components do not cover the 
complete lifecycle and are independent of each other 
Identified management systems categories used for software traceability solutions 
The purpose of this section is to identify different types of management systems in agile 
adaptable software development organisations. This will facilitate the validation of the 
proposed SALAM model as presented in Figure 3.3 and implemented in the case study in 
Chapter 6.  
Respondents were presented with a list of the most commonly used categories of 
management systems (Table 7.23) and asked to select the systems that exist in their 
organisations from the perspective of software change traceability.  
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Management systems in the organisation Participants 
Usage Frequency 
Percent (%) 
Requirement/change management system 94 88.67 
Defect management system 96 91.42 
Version control management system  102 96.22 
Build control management system 92 86.79 
Release and deployment management system 96 91.42 
Content management system 58 54.71 
All of the above 92 86.79 
Table 7.23: Management systems in the organisation 
 
Table 7.23 validates the use of management systems in agile software development 
environments. Most importantly, a majority of the survey respondents indicated the use of all 
six management systems, as indicated by the proposed SALAM reference traceability model 
(Figure 3.3). 
Identification of collaborative relationships between management systems 
A survey question asked, “how do all the identified management systems function in the 
organisational or project environment?” Table 7.24 presents the responses using two options. 
For option 1 – Independently, there were 37 responses with a response rate of 36.3% and for 
option 2 – Collaboratively, 65 responses with a response rate of 63.7%.  
Independent/collaborative management systems Participants Usage Frequency 
Independently 37 
Collaboratively 65 
Total 102 
Table 7.24: Independent/collaborative management systems 
 
Based on Table 7.24, I can argue that in most cases these different management systems exist 
in harmony and operate through collaboration with each other. This as a result further 
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validates the SALAM model (Figure 3.3) proposed in this thesis. 
Value of collaborative management systems for agile software development organisations 
Survey participants were asked an open-ended question, “Does your agile organisation get 
any value through the collaboration of management system(s)?” Identifying the value of 
collaborative management systems further helps to validate the proposed SALAM 
traceability model as presented in Figure 3.3. 
One of the survey respondents stated that such collaborative management systems facilitate 
building new skills for employees through the use of historical records (for detailed 
statements from the survey respondents, see Appendix R):  
Our continuously improving collaborative management system is helping us to build 
new skills for the employees and management based on the historical record that I 
can produce. 
As per another survey respondent, collaborative management systems are valued for the 
organisation by building common understanding about the project deliverables: 
It (collaboration management system) supports by overcoming the problem of 
resource shuffling and also helping in building common understanding about the 
project deliverables. It also helps in issue management. 
As per another survey respondent, such collaboration of management systems:  
Saves cost, time and effort and provides the holistic view of the integrated 
management system. (Most importantly) No repetition of tasks. 
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Management systems, values and perceived importance 
This section identifies various categories of management systems that perform some role to 
establish the software change traceability as part of SCM processes. It also highlights the 
importance of various categories on management systems, their association with each other, 
their perceived value for the organisation, and the roles involved in the administration and 
execution of these management systems. The purpose of these questions is to validate 
different management systems as proposed by the SALAM model (Figure 3.3) and 
implemented in the case study (as presented in Chapter 6). 
Requirement management systems, their value and perceived importance 
Survey respondents were asked to identify requirement management systems which exist in 
their adaptable agile software development environments. Table 7.25 present the list of most 
commonly used “Requirement Management Systems” and the responses received against 
each (see Appendix T for further detail and analysis).  
Others requirement management systems identified by survey respondents were Axiom, 
Bluesys, Excel/MS Word, Git, HP Quality Center, Microsoft TFS, Mingle, Redmine, 
Rational Requirements Composer, Ticketing System, TopTeam and Trac. 
Requirement management system Participants Usage Frequency 
IBM Rational Doors 9 
Borland Caliber 1 
Atlassian JIRA 27 
IBM Rational Requisite Pro 4 
Jama Contour 1 
Dimensions RM (DimRM) 5 
Accompa 3 
FogBugz 3 
aNimble 3 
Other 48 
Table 7.25: Requirement management system 
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Through the information as provided in Table 7.12, we know that 8% of Small group, 89% of 
Medium group, and 100% of Large group have identified the usage of SCM process. Table 
7.26 further provides the cross-tabulation of the importance of requirement management 
systems and Small, Medium, and Large groups.  
Cross-tabulation between importance of 
requirement management system and 
organisation size 
Employees directly related to software development 
Small: 1 to 20 
employees 
 
% 
Medium: 21 
to 200 
employees 
% 
Large: 200+ 
employees 
 
% 
Importance of requirement 
management system 
Very important 4 34 31 
Important 0 17 12 
Less important 0 2 3 
Not important 0 2 1 
Table 7.26: Importance of requirement management system and organisation size 
 
Survey participants were asked about the association of their existing requirement 
management systems of the organisation with any other type of management system(s). Table 
7.27 shows the results of the responses received. 
 
Is there any association? Participants Usage 
Frequency 
Percent 
Yes 42 26.6 
No 64 40.5 
Total 106 67.1 
Table 7.27: Associations of the requirement management system 
 
Table 7.27 shows that respondents have indicated the association of their requirement 
management system with other types of management systems. Although a majority of the 
survey participants indicated no association of other systems with their requirement 
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management systems, this still facilitates in partially validating the proposed SALAM 
reference traceability model (Figure 3.3) by showing evidence of collaboration of 
management systems to provide unified traceability solution in a context. 
Respondents who mentioned “Yes” as a response were further requested to specify the 
relation or linkage of their requirement management system with other management systems. 
All these respondents also identified the association of their requirement management 
systems with various other management systems, such as Authentication Server, Change 
Management Server, CRM & CMS, Defect Management System, Dim CM, Version Control, 
Continuous Integration and Test Management systems, Microsoft Visual Studio and TFS, PM 
and Development, Rational RTC etc. 
A further open-ended question was asked, “What value are you getting by using the 
Requirement Management System in your organisation/projects?” Identification of the value 
of requirement management systems in an overall software traceability solution signifies its 
importance and purposeful existence and also helps in additional validation of the proposed 
SALAM software traceability model (Figure 3.3). 
A few important statements from survey respondents regarding the value of a Requirement 
Management system are that it provides  
Better communication and understanding between development, QA, IT and 
management teams. 
Also it facilitates the  
Collection of requirements and coordinated efficiently between the development 
teams. In addition, the requirements are explicitly divided to iterations and releases. 
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Another respondent stated: 
It ensures the record of establishing business needs which becomes the basis of 
writing software components and helps trace and verify the delivery of artefacts at 
various stages of the release of the project. It also enables stakeholders and 
developers to prioritise the requirements to gain maximum return on investment. 
Developers understand the requirements, which then are transformed into functional 
specs and technical architecture and testing framework. 
In the words of another respondent, it helps in  
Meeting customers’ expectations and successfully delivering projects. 
Defects/issues management systems, their value and perceived importance 
Survey respondents were asked to identify defect/issue management systems which exist in 
their software development environments. The aim is to validate a part of the SALAM model 
(Figure 3.3) and to highlight the importance of defect management systems as part of change 
traceability solutions in an adaptable software development environment. 
Table 7.28 presents the list of most commonly used “Defect/Issues Management Systems” 
and the responses received against each (see Appendix U for further detail and analysis).  
 Participants Usage Frequency Percent 
AccuWork 2 1.3 
ClearQuest 14 8.9 
Team Foundation Server 7 4.4 
Unicenter Service Desk (USD) 6 3.8 
JIRA 25 15.8 
RTC 11 7.0 
HP Quality Center 10 6.3 
Other 30 19.0 
Table 7.28: Defects/issues management system 
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Other defect management systems included: BMC Remedy, Bugzilla, Dim CM/ Issue View, 
Fagbugz, OTRS, Mantis, QA Tracker, Test Director, Trac, Redmine, HPQC, Target Process, 
depending on the project. 
Through the information as provided in Table 7.12, we know that 8% of Small group, 89% of 
Medium group, and 100% of Large group have identified the usage of SCM process. Table 
7.29 further provides the cross-tabulation of the importance of defect/issue management 
systems and Small, Medium, and Large groups.  
 Employees directly related to software 
development 
Small: 1 to 20 
employees 
 
% 
Medium: 
21 to 200 
employees 
% 
Large: 200+ 
employees 
 
% 
Importance of the defects/issues 
management system 
Very important 4 46 39 
Important 0 8 7 
Less important 0 1 0 
Not important 0 0 0 
Table 7.29: Importance of the defects/issues management system 
 
Showing the importance and the role of defect management systems in software traceability 
solution helps to validate the defect management system element of the proposed SALAM 
traceability model (Figure 3.3) in different sizes of agile software development organisation. 
Survey participant were asked further specific question regarding defect/issue management 
system and links with any other management system(s). Table 7.30 shows the result of the 
responses. 
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Is there any association? Participants Usage 
Frequency 
Percent 
Yes 65 41.1 
No 40 25.3 
Total 105 66.5 
Table 7.30: Association of the defects/issues management system 
 
Table 7.30 shows that respondents indicated the association of their defect management 
system with other types of management systems. A majority of the survey participants 
identified this association, which facilitates in validating the proposed SALAM reference 
traceability model (Figure 3.3) by showing evidence of collaboration of management systems 
to provide unified traceability solutions in a context. 
Other management systems linked with defect management systems include: Perforce, 
Confluence, Crucible, TopTeam, IBM Rational Synergy, RTC, SharePoint etc. 
Survey respondents were asked an open-ended question, “What value are you getting by 
using the Software Defects/Issues Management System in your organisation/projects?” The 
purpose of this question is to identify the value of defect/issues management systems in an 
overall software traceability solution to signify its importance and purposeful existence. This 
as a result also facilitates additional validation of the proposed SALAM software traceability 
model (Figure 3.3). 
A total of 26 statements were received from different survey respondents, but a few of the 
key statements regarding the value of defect management systems are that using such 
systems, 
Defects can be tracked throughout their lifecycle and identified defects have no 
chance of slipping through the cracks in the system. 
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A similar statement was made by another respondent: 
It provides tracking of all possible ideas/reasons for modifying the software. 
Statements were also given regarding the contribution of defect management systems in 
improving the overall quality of the software: 
It satisfies end customer needs by providing issue follow-up traceability – issue 
tracking, assignment and escalation, operational work analysis  
We get in-time reports and can plan about critical, major, minor faults accordingly. 
Version control management systems, their value and perceived importance 
Survey respondents were asked to identify version control management systems which exist 
in their software development environments. The aim of this section is to validate a part of 
the SALAM model (Figure 3.3). 
Table 7.31 presents the list of most commonly used “Version Control Management Systems” 
and the responses received against each (see Appendix V for further detail and analysis).  
Version control management system Participants Usage Frequency Percent 
CVS 8 5.1 
PVCS 3 1.9 
Subversion 31 19.6 
Perforce 9 5.7 
MKS 7 4.4 
Accurev 4 2.5 
RTC 12 7.6 
Clearcase 4 2.5 
Other 24 15.2 
Total 102 64.6 
Table 7.31: Version control management systems 
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Other version control management systems identified by survey respondents are: Dim CM, 
Git, Mercurial, SVN depending project, Mercurial, Subversion, GIT, Synergy, Clearcase, 
CVS, Git hub, Team Foundation Server (TFS). 
Through the information as provided in Table 7.12, we know that 8% of Small group, 89% of 
Medium group, and 100% of Large group have identified the usage of SCM process. Table 
7.32 further provides the cross-tabulation of the importance of version control management 
systems and Small, Medium, and Large groups.  
 Employees directly related to software 
development 
Small: 1 to 20 
employees 
 
% 
Medium: 21 to 
200 employees 
 
% 
Large: 200+ 
employees 
 
% 
Importance of the version 
control management system 
Very important 3 49 37 
Important 0 5 10 
Less important 0 1 0 
Not important 0 0 0 
Table 7.32: Importance of the version control management system 
 
Showing the importance and the role of version control management systems in overall 
software traceability solution helps to validate a part of the proposed SALAM traceability 
model (Figure 3.3) in different sizes of agile software development organisation. 
Survey participants were asked to identify associations of their existing version control 
management system with any other management system(s). Table 7.33 shows the responses. 
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Is there any association? Participants 
Usage 
Frequency 
Percent 
Yes 59 37.3 
No 46 29.1 
Total 105 66.5 
Table 7.33: Association of the version control management system 
 
Table 7.33 shows that respondents indicated the association of their version control 
management system with other types of management systems. A small majority of the survey 
participants identified this association, which facilitates in validating the proposed SALAM 
reference traceability model (Figure 3.3) by showing evidence of collaboration of 
management systems to provide unified traceability solutions in a context. 
The online survey asked an open-ended question, “what value are you getting by using the 
Version Control Management System in your organisation/projects?” Identifying the value of 
version control management systems in an overall software traceability solution signifies its 
importance and meaningful existence. It also facilitates additional validation of the proposed 
SALAM software traceability model (Figure 3.3). 
Of the 32 responses received, 20 were related to “traceability/baselines”. In accordance with 
respondents, version control management systems are facilitating by “adhere to baselines” 
and in providing “clear identification of baseline contents and history”. Especially in 
complex and large-scale software development environments, they support “traceability of 
changes and deployment of various versions (of software products) at any point in time of its 
evolution”.  
In the words of another survey participant, a version control management system  
Helps in maintaining baseline code, internal releases, sprints, and external releases. 
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From a development perspective, it is  
Enabling multiple streams of (software) development within one code-base and also 
helping in the traceability during the code development. 
A number of other values were also identified by one of the participants: 
It helps to implement main line models, and to establish label, traceability, parallel 
development, automatic merging and the continuous integration process. 
From a management perspective, it adds value by facilitating the  
Control of releases to test and production environments 
and providing an  
Organised way of delivery (to the customer). 
Build management systems, their value and perceived importance 
Survey respondents were asked to identify build management systems which exist in their 
software development environments. The aim of this section is to validate a part of the 
SALAM model (Figure 3.3). 
Table 7.34 present the list of the most commonly used “Build Management Systems” and the 
responses received against each. The respondents were given the option of selecting more 
than one build management system.  
Build management systems Participants 
Usage Frequency 
Percent (%) 
Ant 54 34.2 
Nant 26 16.5 
MS Build 56 35.4 
Cruise Control 45 28.5 
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Maven 28 17.7 
Build Forge 17 10.8 
Other 60 38 
Table 7.34: Build management system in the organisation 
Other build management systems identified by survey respondents were: Bamboo, Fabric, 
Hudson/Jenkins, Jenkins, Electric Cloud, ClearMake, RTC, Bamboo, jenkins, hudson, and 
capybara. 
Through the information as provided in Table 7.12, we know that 8% of Small group, 89% of 
Medium group, and 100% of Large group have identified the usage of SCM process. Table 
7.35 further provides the cross-tabulation of the importance of build management systems 
and Small, Medium, and Large groups (see Appendix W for further detail and analysis).  
 Employees directly related to software development 
Small: 1 to 20 
employees 
 
% 
Medium: 21 to 
200 employees 
 
% 
Large: 200+ 
employees 
 
% 
Importance of the build 
management system 
Very important 2 40 24 
Important 1 7 13 
Less important 1 5 9 
Not important 0 1 1 
Table 7.35: Importance of build management system 
 
Showing the importance and the role of build management systems in overall software 
traceability solution helps to validate a part of the proposed SALAM traceability model 
(Figure 3.3) in different sizes of agile software development organisation. 
Survey participants were asked a further specific question regarding a build management 
system and its linkage with any other management system(s). Table 6.33 shows the 
responses. 
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Is there any association? Participants 
Usage 
Frequency 
Percent 
Yes 89 56.3 
No 15 9.5 
Total 104 65.8 
Table 7.36: Association of the build management system 
 
Table 7.36 shows that respondents indicated the association of their build management 
system with other types of management systems. A large majority of the survey participants 
identified this association, which facilitates in validating the proposed SALAM reference 
traceability model (Figure 3.3) by showing evidence of collaboration of management systems 
to provide unified traceability solutions in a context. 
Respondents who mentioned “Yes” as a response were further requested to specify the 
relation or linkage of requirement management with other management systems. Respondents 
identified that their build management systems often communicate and link with the 
following: Change/defect tracking, version-control, Defect Management, Git, JIRA, OTRS, 
Perforce, RTC, SVN, Testlink, Trac, Artefactory, VCS, Custom.  
The online survey asked an open-ended question, “what value are you getting by using the 
Software Build Management System in your organisation/projects?”  
The value of requirement management systems in an overall software traceability solution 
signifies their importance and purposeful existence. It will also help in validation of a part of 
the proposed SALAM software traceability model (Figure 3.3). 
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Of the 17 responses received in total, 10 responses were related to the value of build 
management systems for building the software product. As per respondents, it provides the 
capability of  
Automated, quality controlled production of deplorable artefacts from source code 
and also provides  
Repeatable, reproducible, reliable continuous builds; visible/transparent metrics and 
reports of build and test progress and of change request status 
Also from a release management perspective, it helps to  
Standardise the release process 
and also to 
Generate early warnings of issues 
during the deployment of changes into the managed environments. 
Release and deployment management systems, their value and perceived importance 
Survey respondents were asked to identify release and deployment management systems 
which exist in their software development environments. The aim of this section is to validate 
a part of the SALAM model (Figure 3.3). 
Table 7.37 presents the list of the most commonly used release and deployment management 
systems and the responses received against each.  
Release & deployment management system Participants Usage Frequency Percent 
IBM Rational Asset Manager 5 3.2 
Rockwell FactoryTalk Asset Centre 5 3.2 
Microsoft Software Asset Management 19 12.0 
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Novo Asset Management Software 15 9.5 
Xassets asset management software 9 5.7 
Other 50 31.6 
Total 103 65.2 
Table 7.37: Release & deployment management system 
Other release and deployment management systems identified are: Bamboo, BMC Blade 
Logic, BMC Remedy, Fabric/Custom, Home-made, Manual, NetSol Service desk, Nexus, 
Rational Automation Framework – RAF, TFS. 
Through the information as provided in Table 7.12, we know that 8% of Small group, 89% of 
Medium group, and 100% of Large group have identified the usage of SCM process. Table 
7.38 further provides the cross-tabulation of the importance of release and deployment 
management systems and Small, Medium, and Large groups. As it can be observed from 
Table 7.38, a majority of the respondents from three groups indicated it as either “Very 
important” or “Important”.  
 Employees directly related to software development 
Small: 1 to 20 
employees 
 
% 
Medium: 21 to 
200 employees 
 
% 
Large: 200+ 
employees 
 
% 
Importance of the release 
& deployment 
management system 
Very important 3 28 28 
Important 1 11 10 
Less important 0 6 6 
Not important 0 3 3 
Table 7.38: Importance of release & deployment management system and organisation size 
 
Showing the importance and the role of release and deployment management systems in 
software traceability solution helps in validating a part of the proposed SALAM traceability 
model (Figure 3.3) in different sizes of agile software development organisation. 
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Survey respondents were asked a further specific question regarding a release and 
deployment management system and its linkage with any other management system(s).  
Is there any association? Participants 
Usage 
Frequency 
Percent 
Yes 56 35.4 
No 50 31.6 
Total 106 67.1 
Table 7.39: Association of release & deployment management system 
with other systems 
 
Table 7.39 shows that respondents indicated the association of their release and deployment 
management system with other types of management systems. A small majority of the survey 
participants identified this association, which partially facilitates validating the proposed 
SALAM reference traceability model (Figure 3.3) by showing evidence of collaboration of 
management systems to provide unified traceability solutions in a context. 
The online survey asked an open-ended question, “what value are you getting by using the 
Software Release Deployment Management System in your organisation?” Identification of 
the value of requirement management systems from survey participants’ perspective will 
signify its importance and purposeful existence in the overall software traceability solution. It 
will also help in additional validation of the proposed SALAM software traceability model 
(Figure 3.3). 
Content management systems, their value and perceived importance 
Survey respondents were asked to identify content management systems which exist in their 
software development environments. The aim of this section is to validate a part of the 
SALAM model (Figure 3.3). 
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Table 7.40 presents the list of the most commonly used “Content Management Systems” and 
the responses received against each (see Appendix X for further detail and analysis).  
Content management system Participants 
Usage 
Frequency 
Percent 
Wordpress 13 8.2 
Joomla 3 1.9 
Modx 2 1.3 
Drupal 7 4.4 
Trac Wiki 3 1.9 
Other 74 46.8 
Total 102 64.6 
Table 7.40: Content management system 
Other content management systems included: Alfresco, Autotask, Confluence, LiveLink, 
TWiki, Moodle, RoboHelp, Sharepoint, Dokuwiki, USM/Custom. 
Table 7.41 provides the cross-tabulation of the importance of content management systems 
and Small, Medium, and Large groups.  
 Employees directly related to software development 
Small: 1 to 20 
employees 
 
% 
Medium: 21 to 
200 employees 
 
% 
Large: 200+ 
employees 
 
% 
Importance of the content 
management system 
Very important 0 28 27 
Important 3 15 14 
Less important 0 4 3 
Not important 0 3 1 
Table 7.41: Importance of the content management system 
 
Showing the importance and the role of content management systems in the overall software 
traceability solution helps to validate a part of the proposed SALAM traceability model 
(Figure 3.3) in different sizes of agile software development organisation. 
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Survey participants were asked a further question regarding the content management system 
and its linkage with any other management system(s). Table 7.42 shows the responses. 
Is there any association? Participants 
Usage 
Frequency 
Percent 
Yes 37 23.4 
No 55 34.8 
Total 92 58.2 
Table 7.42: Association of the content management system 
 
Table 7.42 shows that respondents indicated the association of their content management 
system with other types of management systems. A majority of the survey participants 
identified no association, which partially facilitates validating the proposed SALAM 
reference traceability model (Figure 3.3) by showing evidence of collaboration of 
management systems to provide unified traceability solutions in a context. 
Another open-ended question was asked, “what value are you getting by using the Content 
Management System in your organisation/projects?” Through this question, further validation 
of the proposed SALAM software traceability model (Figure 3.3) is performed by identifying 
the value of content management systems in an overall software traceability solution and as a 
result signifying their importance and purposeful existence. 
Of 9 responses received, most survey respondents emphasised the value of a content 
management system for disseminating project information and documentation: 
It is helping in managing and sharing the contents organisations wide 
and also ensures  
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That the correct version of documentation is built with the software product and 
shipped together to the customer. 
It is also identified as a centralised channel for  
Reporting on project statuses and measurements. 
HYPOTHESIS RESULTS 
The following sections present the parametric statistical test, data analysis and the results. 
After showing the descriptive data, presentation and analyses of the data related to the testing 
of each hypothesis are in order. Parametric procedures were appropriate in this study because 
the assumption of independence of data, normality of the distribution and homogeneity of 
variance were satisfied for all of the independent variables. 
Hypothesis 1:  
First hypothesis was: Ho1: Organization size has no affect the implementation of adaptable 
software development environment. 
An analysis of variance (ANOVA) conducted examined lean thinking principles and 
properties in agile software development organizations. The groups divided based on total 
organization size (including non-software development employees), total employees directly 
linked with software development. Groups were labelled small organizations (1 to 20), 
medium organizations (21 to 200), and large organizations (more then 200).  
The results were not significant F (2, 155) = 1.46, p > .05 and indicated that lean thinking and 
properties exists in all sizes of software development organization and most of them agree 
and strongly agree with the lean thinking principles (Table 7.7, Page 173). Respondents from 
small organizations (1 to 20) were n = 25 had an M = 50.82, SD = 5.37. Respondents from 
medium organizations (21 to 200) were n = 47 and M = 49.01, SD = 5.64, and respondents 
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from large organizations were n = 86 with M = 48.34, SD = 7.12; however, differences were 
not significant. The results of the ANOVA test are in Table 7.43. 
 
 
Sum of Squares df Mean Square F Sig. 
Between Groups 119.694 2 59.847 1.434 .241 
Within Groups 6467.643 155 41.727   
Total 6587.337 157    
Table 7.43: ANOVA Test for Lean Thinking Principles/Adaptable Software Development Environment  
On the basis of above ANOVA test we accept the null hypothesis (H01) that “organization 
size has no affect the implementation of adaptable software development environment”. In 
other words, all sizes of organizations consider lean principles, tools, and practices important 
for the development of adaptable software development environment. In addition, these 
organizations are frequently using these practices to identify value-adding software 
development processes, lining up these processes in the best sequence to deliver business 
goals.  
The result of hypothesis 1 is consistent with the descriptive analysis in the section 
“organizational environment and lean principle”, in which majority of respondents from 
small, medium and large organizations have either agreed or strongly agreed with the 
existence and the influence of the lean thinking principles and properties in their adaptable 
software development environments. 
Hypothesis 2:  
Second hypothesis was: Ho2: Organization size has no influence in the adoption of software 
configuration management practices. 
An analysis of variance (ANOVA) conducted examined software configuration management 
practices in the agile software development organizations. The results were not significant 
F(2, 103) = 0.89, p > .05 and indicated that software configuration management practices 
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exists in all sizes of software development organization and majority of them use it often or 
always in their software development operations (Table 7.11 and Table 7.12). Respondents 
from small organizations (1 to 20) were n = 13 had an M = 38.32, SD = 6.14. Respondents 
from medium organizations (21 to 200) were n = 28 and M = 37.52, SD = 3.75, and 
respondents from large organizations (more then 200) were n = 65 with M = 38.98, SD = 
5.00; however, differences were not significant. The results of the ANOVA test are in Table 
7.44. 
 Sum of Squares df Mean Square F Sig. 
Between Groups 42.307 2 21.153 .894 .412 
Within Groups 2435.785 103 23.648   
Total 2478.092 105    
Table 7.44: ANOVA Test for Software Configuration Management Practices 
On the basis of above ANOVA test we accept the null hypothesis (H02), “Organization size 
has no influence in the adoption of software configuration management practices”. In other 
words, the result confirms that it is a misconception that the software configuration process is 
only suitable for the large organizations and/or complex projects. Also, from this point of 
view, the embedded assumption that most SCM standards will use waterfall model for the 
system development can be challenged (Bersoff et al. 1991). It also confirms the statement of 
Leon (2004) that the software configuration management process should be implemented in 
all software projects irrespective of the size of the project and organization because the 
change is inevitable in all projects, and an unmanaged change is likely to cause trouble. 
The result of hypothesis 2 slightly deviated from the result of descriptive analysis in the 
section “Software configuration management process and practices” (Table 7.12, p 179), 
where only 8% of the respondents from small organizations identified the existence of SCM 
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process and practices in their agile software development environment, and 61% respondent 
either mentioned “No” in response or did not answered the question.  
Hypothesis 3:  
Third hypothesis was: Ho3: Organization size has no influence in the valuable usage of 
software configuration management process. 
An analysis of variance (ANOVA) conducted examined the values of software configuration 
management process in the agile software development organizations. The results were not 
significant F(2, 103) = 0.48, p > .05 and indicated that values of software configuration 
management process is realized in all sizes of software development organization and 
majority of them agree and strong agree with the software configuration management values 
in their organizations. Respondents from small organizations (1 to 20) were n = 13 had an M 
= 26.24, SD = 4.94. Respondents from medium organizations (21 to 200) were n = 28 and M 
= 26.27, SD = 3.08, and respondents from large organizations were n = 65 with M = 25.34, 
SD = 5.20; however, differences were not significant. The results of the ANOVA test are in 
Table 7.45. 
 Sum of Squares df Mean Square F Sig. 
Between Groups 21.096 2 10.548 .476 .623 
Within Groups 2283.083 103 22.166   
Total 2304.180 105    
Table 7.45: ANOVA Test for the value of Software Configuration Management Process 
On the basis of above ANOVA test we accept the null hypothesis (H03), “organization size 
has no influence in the valuable usage of software configuration management process”. In 
other words, researcher has not only found the evidence of the existence of software 
configuration management process in all sizes of organizations, but as a result of hypothesis 
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3, we can state that all sizes of organizations also considers software configuration 
management as valuable for their software development activities. 
The result of hypothesis 3 was consistent with the findings of descriptive analysis section 
“Value of software configuration management process”, where respondents from all sizes of 
software development organizations have identified the value of software configuration 
management practices from Product or Process orientation. The descriptive analysis further 
identified that product oriented practices were valued more as compared to process oriented 
practices (Table 7.16, p185). 
Hypothesis 4:  
Fourth hypothesis was: Ho4: Organization size has no influence in establishing the software 
change traceability capabilities through the use of software configuration management 
process. 
An analysis of variance (ANOVA) conducted examined the grades of software change 
traceability solutions exists in the agile software development organizations. The results were 
not significant F(2, 103) = 0.24, p > .05 and indicated the existence of sophisticated software 
change traceability solution in all sizes of agile software development organization and 
majority of the respondents agreed or strong agreed that the listed capabilities of traceability 
solution exists in their organization’s traceability solution. Respondents from small 
organizations (1 to 20) were n = 13 had an M = 39.32, SD = 8.93. Respondents from medium 
organizations (21 to 200) were n = 28 and M = 39.39, SD = 6.68, and respondents from large 
organizations were n = 65 with M = 40.50, SD = 8.59; however, differences were not 
significant. The results of the ANOVA test are in Table 7.46. 
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 Sum of Squares df Mean Square F Sig. 
Between Groups 32.021 2 16.010 .239 .788 
Within Groups 6889.085 103 66.884   
Total 6921.105 105    
Table 7.46: ANOVA test for the grades of Software Change Traceability Solution 
On the basis of above ANOVA test we accept the null hypothesis (H04), “organization size 
has no influence in establishing the software change traceability capabilities through the use 
of software configuration management process”.  In other words, all sizes of organizations 
have either agreed or strongly agreed that their software traceability solution have the 
characteristics of covering the entire software development lifecycle, simple, affordable, 
maintainable, accessible to all relevant stakeholders, scalable, customizable, auditable, and 
helping to reduce the cost and time to deliver the product.  
The result of hypothesis 4 was consistent with the findings of descriptive analysis of the 
section “Software traceability solutions, granularity, and associated management systems”. 
According to the descriptive analysis, we found the existence of software traceability solution 
in all sizes of organizations as presented in ( Table 7.18 - p188, Table 7.19 - p189). We also 
identified the grades and granularity of software traceability solutions in different sizes of 
software development organizations as illustrated in Table 7.21and Table 7.22. 
Hypothesis 5:  
Fifth hypothesis was: Ho5: Importance of various management systems associated with 
software configuration management process does not varies in different size of organizations. 
A Chi-Square test was performed to investigate whether the importance of six management 
systems (such as, Release Management System – RMS, Defect/Issue Management Systems – 
DIMS, Version Control Management System – VCMS, Build Management System – BMS, 
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Release/Deployment Management System – RDMS, Content Management System - CMS ) 
as identified for this research study are independent from the organization size - OS.  
All six chi-square tests resulted in the acceptance of the null hypothesis that the organization 
size and six management systems variables being tested are independent of each other. The 
results of the chi-square tests are shown in Table 7.47Table 7.52.  
Based on the feedback and as a result of chi-square test, it was identified that organizations 
regardless of their size considers all six categories of management systems as either 
important or very important in their software development environment. The only difference 
between different sizes of organizations was the capability of the management systems based 
on the combination of process capability and the tool sophistication. 
 Value df Asymp. Sig. (2-sided) 
Pearson Chi-Square 11.644 6 .070 
Likelihood Ratio 11.060 6 .087 
Linear-by-Linear Association 2.693 1 .101 
N of Valid Cases 106   
Table 7.47: Chi-Square Tests - OS versus RMS 
 Value df Asymp. Sig. (2-sided) 
Pearson Chi-Square 3.813 4 .432 
Likelihood Ratio 3.622 4 .460 
Linear-by-Linear Association .624 1 .429 
N of Valid Cases 105   
Table 7.48: Chi-Square Tests - OS versus DIMS 
 Value df Asymp. Sig. (2-sided) 
Pearson Chi-Square 2.796 4 .592 
Likelihood Ratio 2.690 4 .611 
Linear-by-Linear Association .194 1 .660 
N of Valid Cases 105   
Table 7.49: Chi-Square Tests - OS versus VCMS 
 Value df Asymp. Sig. (2-sided) 
Pearson Chi-Square 7.647 6 .265 
Likelihood Ratio 7.097 6 .312 
Linear-by-Linear Association 4.177 1 .041 
N of Valid Cases 104   
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Table 7.50: Chi-Square Tests - OS versus BMS 
 Value df Asymp. Sig. (2-sided) 
Pearson Chi-Square 10.036 6 .123 
Likelihood Ratio 10.614 6 .101 
Linear-by-Linear Association .332 1 .564 
N of Valid Cases 99   
Table 7.51: Chi-Square Tests - OS versus RDMS 
 Value df Asymp. Sig. (2-sided) 
Pearson Chi-Square 2.940 6 .816 
Likelihood Ratio 3.368 6 .761 
Linear-by-Linear Association .047 1 .829 
N of Valid Cases 98   
Table 7.52: Chi-Square Tests - OS versus CMS 
The result of hypothesis 5 was consistent with the descriptive analysis in the section 
“Management systems, values and perceived importance”. Descriptive analysis presented the 
cross tabulation between the importance of different management systems and different sizes 
of organizations in Table 7.47Table 7.52.  
Hypothesis 6:  
Sixth hypothesis was: Ho6: Empowerment of project teams to customize SCM process, 
associated management system linkage, and roles does not vary in different size of 
organizations. 
A Chi-Square test was performed to investigate whether the empowerment of project teams 
to customize SCM process, associated management systems, and roles are independent from 
the organization size - OS. All three chi-square tests resulted in the acceptance of the null 
hypothesis that the organization size and three customization variables being tested are 
independent of each other. The results of the chi-square tests are shown in Table 7.53 to 
Table 7.55.  
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 Value df Asymp. Sig. (2-sided) 
Pearson Chi-Square .042a 2 .979 
Likelihood Ratio .042 2 .979 
Linear-by-Linear Association .007 1 .932 
N of Valid Cases 106   
Table 7.53: Chi-Square Tests - OS versus Empowerment to customize SCM Process 
 Value df Asymp. Sig. (2-sided) 
Pearson Chi-Square .894a 2 .640 
Likelihood Ratio 1.623 2 .444 
Linear-by-Linear Association .498 1 .480 
N of Valid Cases 98   
Table 7.54: Chi-Square Tests - OS versus Empowerment to customize Management 
Systems Linkage 
 Value df Asymp. Sig. (2-sided) 
Pearson Chi-Square 1.733a 2 .420 
Likelihood Ratio 1.861 2 .394 
Linear-by-Linear Association 1.706 1 .192 
N of Valid Cases 106   
Table 7.55: Chi-Square Tests - OS versus Empowerment to customize SCM Role 
In other words, questions were asked regarding the empowerment given to the project team to 
customize the software configuration management process, or how different management 
systems connects with each other to share the information, or how the software configuration 
management role will perform in the context of the project environment. The responses were 
received from all sizes of organizations and based on the chi-square test we can state that all 
sizes of organizations delegate the power to the project teams to customize software 
configuration practices according to their project context. It includes using the existing tools 
and process in alignment with customer or management goals.   
It was also indicated by the respondents from all sizes of organizations that their 
organizations have given them the empowerment to define the workflow between different 
establish management systems in their organization according to the context of the project 
and using the value based mind set to only include what add-values to the goals of the 
project. In addition, respondents have also indicated that they were given the empowerment 
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to define who is going to perform configuration management role in their project rather than 
taking a fixed resource to perform the job. 
SUMMARY AND CONCLUSION 
This study has found that organisation size does not impact on the usage of SCM processes in 
adaptable software development environments. It is also identified that all sizes of 
organisation consider SCM processes valuable in their environments and have similar 
software traceability approaches with different process formalities and tool sophistications.  
I have found that agile organisations prefer using “people oriented” lean principles to 
“process oriented” ones. The top three “people oriented” lean principles used are: 1) We 
believe in utilising the ideas and skills of everyone in the organisation, 2) We believe in 
emphasising people who can add value, and 3) We believe that all of our activities are driven 
by customer needs and expectation. Based on our quantitative analysis, I can deduce from 
this result that organisations regardless of their size are getting value from implementing lean 
thinking principles, properties and associated practices in their associated software 
development environment and hence creating an adaptable software development culture. 
I have identified that a majority of the survey respondents claimed the coexistence and usage 
of agile and plan-driven software development methodologies in their environments. This 
mixture of software development methodologies could be the result of an adaptable software 
development culture which emphasises a value-based mindset for establishing software 
development processes and methodologies. The usefulness of agile or mixed methods is 
further evident from Table 7.10, where 25% of respondents selected agile or mixed 
methodologies for all of their software development projects and 45% of respondents selected 
agile or mixed methods for a majority of their projects. 
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Based on the quantitative analysis, I have identified the existence of SCM processes in all 
sizes of agile software development organisation. I have found that out of all survey 
respondents, 42.5% used SCM processes in all their projects, 35.8% used it for a majority of 
their projects and 21.7% used it for some of their projects. It is also found that 75.4% of 
survey respondents were given the empowerment to customise their SCM processes to align 
it with the stakeholders’ needs and business goals. 
A majority of the survey respondents in adaptable agile environments indicated the use of 
tool-oriented implementation of the SCM process rather than implementing both tool and 
process orientations. One possible reason for this stronger “tool orientation” could be one of 
the ToC constraints, “agile values and principles”, which promotes “working software over 
comprehensive documentation” and “responding to change over following a plan” (Beck et 
al. 2001b). 
In addition, it is also identified that participants value SCM processes more from a “product-
oriented” perspective than a “process-oriented” one. One possible reason that the value of the 
SCM process is lacking from the process perspective is the ineffectiveness of the existing 
management systems, which were established without a value-based mindset. Management 
systems in a given scope or context should be established by adjusting the complexity of the 
associated process and tool sophistication and aligning it with the needs of the stakeholders to 
meet the goals. 
Quantitative analysis in this chapter also provides evidence (Table 7.17) of the influence of 
software process improvement standards (which are considered in this thesis one of the key 
contextual constraints) in the establishment of SCM processes in agile software development 
environments.  
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It is identified that 86.8% of survey respondents referred to SCM processes to establish their 
software traceability solutions and associated management systems in agile environments. It 
is identified that a majority of the respondents selected “Component of a quality system 
engineering process” as the key motivator for establishing a software change traceability 
solution. Thirty-eight respondents indicated both “Mandated from project sponsor” and 
“Component of a quality system engineering process” as the key motivators. 
I have found that survey participants from agile software development organisations 
emphasised “tool orientation” while establishing software change traceability capabilities in 
their environment, as compared to “process orientation” or “business orientation” (see Table 
7.21). This lack of emphasis on process and business orientations results in traceability 
solutions which are often too complex to be used in agile software development 
environments. In order for a software traceability solution to add value in a given context, it 
should be established by aligning the tool sophistication and process complexity according to 
the stakeholders’ needs, to deliver business goals.  
Similar to this result, I have also found that these agile software development organisations 
have the same preference while establishing the granularity (representing the depth of 
software traceability solutions) of the software traceability solutions (Table 7.22).  
The results of my descriptive statistics show that 86.79% of the survey respondents use all six 
management systems as proposed by the SALAM reference traceability model (Figure 3.3). 
The version control management system is identified as the most commonly used traceability 
component, whereas the content management system was the least used component (Table 
7.23).  
The study has also identified the existence of collaboration of management systems to 
establish software traceability solutions and this is found to make a valuable contribution in 
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agile software development environments (Table 7.24, Table 7.27, Table 7.30, Table 7.33, 
Table 7.36, Table 7.39 and Table 7.42). This thesis has further analysed six management 
systems proposed by the SALAM reference traceability model (Figure 3.3). I have also 
studied the value and the perceived importance of these management systems.  
Based on descriptive statistics, I have found all six management systems to be “very 
important” or “important” for agile software development environments (Table 7.26, Table 
7.29, Table 7.32, Table 7.35, Table 7.38 and Table 7.41) and they are perceived as valuable 
for software traceability needs.   
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8. CHAPTER: DISCUSSION 
This chapter integrates all the findings derived from the quantitative and qualitative data 
collection and analysis (chapter 5, chapter 6 and chapter 7), to directly address the two 
research questions of this study. 
• Research question 1: Is there any evidence for the co-existence of an SCM process 
under the ToC constraints in adaptable software development organisations?  
• Research question 2: How can software development organisations establish an 
adaptable software development environment for the existence of an SCM process 
without losing its value under the ToC constraints? 
In this chapter, discussion of the integrated findings from chapter 5, chapter 6 and chapter 7 
seeks to explain and provide the key concepts for understanding the investigated 
phenomenon. This chapter is also the product of the final stage of the advanced data analysis, 
which has involved the following activities: recoding and grouping all collected data, 
synthesising and interpreting the integrated data, and comparing and contrasting the results 
with previous findings in the related literature.  
DISCUSSION OF RESEARCH QUESTION 1 
Research question 1: Is there any evidence for the co-existence of an SCM process 
under the ToC constraints in adaptable software development organisations?  
In order to answer research question 1, there is a need to look at the evidence collected from 
all research phases of this thesis and identify the state of ToC constraints (which includes the 
impact of software development methodologies, computing environments, software process 
improvement standards, and organisation size) and its coexistence with the SCM process.  
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Size of software development organisation is considered as one of the ToC constraint that 
could influence the coexistence of agile software development methodologies with traditional 
SCM processes. I have carried out an exploratory study using both quantitative and 
qualitative methods to find evidence of different sizes of agile software development 
organisation that exhibit the coexistence of SCM processes.  
Different sizes of software development organisation were found to have the coexistence of 
mixed (agile and plan-driven) software development methodologies with SCM processes (as 
evident from Table 7.5). In addition, we also found the evidence of mixed software 
development methodologies in our large case study organization where five platforms vendor 
teams with different agile or plan-driven methodologies worked together and the program 
manager’s strategic aim was to provide “configuration management solution which is 
suitable for all the platform delivery teams regardless of the software development 
methodology”.  
Software process improvement standards are considered as one of the contextual constraint 
that could influence the coexistence of agile software development methodologies with 
traditional SCM processes. I have carried out an exploratory study using both quantitative 
and qualitative methods to find evidence of the use of software process improvement 
standards in different sizes of agile software development organisation.  
Evidence of the implementation of software process improvement standards such as, IEEE 
and CMMI, were found in different software development organisation with mixed software 
development methodologies (Table 7.14). In addition, phase 2 case study provides further 
evidence where software process improvement standard (IEEE828-2012) was used (in the 
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presence of multiple vendors with mixed software development methodologies) to facilitate 
in the realignment of the program’s quality-related goals and objectives. 
The cloud computing environment is considered as another ToC constraint that could 
influence the coexistence of agile software development methodologies with traditional SCM 
processes. I have carried out a qualitative case study to find evidence of the SCM process in a 
cloud computing environment.  
Finding of relevance was that before the actual provisioning of the cloud infrastructure and 
management systems to facilitate the SCM processes, studied measures were taken regarding 
privacy, trustworthy computing and auditing compliance (as evidence from Figure 6.1). It is 
also evident from the statement of the case study program manager highlighting the 
importance of traceability and the challenge of establishing the configuration management 
solution in a cloud computing environment (on Page 138) 
The value for our customer is to have the end-to-end traceability of changes, but not 
at the expense of delays in the delivery of the project milestones. We need to find a 
flexible way for providing the configuration management solution which is suitable 
for all the platform delivery teams regardless of the software development 
methodology they use, and things get more complicated and challenging when it 
needs to be delivered in a cloud computing environment. (Participant #1/program 
manager) 
Lean thinking principles and practices are considered as another contextual constraint that 
could influence the effectiveness governance and traceability capabilities. I have carried out 
an exploratory study using both quantitative and qualitative methods to find evidence of the 
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use of lean thinking principles and practices in different sizes of agile software development 
organisation.  
This thesis has identified the influence of lean thinking practices such value stream analysis 
amongst other (in the context of ToC constraints) in all sizes of software development 
organizations irrespective of the type of software development methodology used (as listed in 
Table 7.7). In addition, further reference to value stream analysis was evident from the 
statement of case study participant 
During the early phase of the Digital Broadband Network program, we restricted the 
size of the (value stream) analysis and the need for cross-platform involvement…This 
built the confidence of other platform teams in using our value stream analysis 
strategy for improving the process…  
Through the evidence presented, I have successfully identified the existence of SCM 
processes under the contextual constraints (which includes the impact of software 
development methodologies, computing environments, software process improvement 
standards, and organisation size) in adaptable software development environments. The 
results not only show the existence of SCM processes and practices, but have also identified 
that their existence adds value under such constraints. 
The usefulness and the value of SCM process is evident from the Table 7.13, where majority 
of the survey participants claimed using SCM process for all their projects or majority of 
their projects having agile or mixed software development methodologies. Further evidence 
of the importance and value of SCM process were provided in Table 7.15, and Table 7.16. In 
addition, the importance of the SCM process was further evident from the statements of the 
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participants of the case study in phase 2. For example: 
The value for our customer is to have the end-to-end traceability of changes, but not 
at the expense of delays in the delivery of the project milestones. We need to find a 
flexible way for providing the configuration management solution which is suitable…  
Our strategy for the first release was to establish the software configuration 
management process using the existing…Now this strategy is moving towards the 
establishment of enterprise-level management systems… 
DISCUSSION OF RESEARCH QUESTION 2 
Research question 2: How can software development organisations establish an 
adaptable software development environment for the existence of an SCM process 
without losing its value under the ToC constraints? 
This section discusses each element of the research conceptual framework as illustrated in 
Figure 3.2. Aligned with the research objectives, questions were asked of the research 
participants through a web-based survey, semi-structured interviews, observation of the 
software development environments and documentation analysis.  
As per the research conceptual framework (Figure 3.2), to establish an adaptable traceability 
process requires a strategic initiative, where the top managers act as leaders in defining and 
communicating the vision of the process and the resulting changes (Gotel et al. 2012b; 
Kettinger et al. 1995). Also , to establish a lean traceability solution, the emphasis should be 
placed on established adaptable environments with a basis in learning capacity, cultural 
readiness, relationship balancing and IT leveragability and knowledge capacity (Kettinger et 
al. 1995). 
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The following sub sections discuss the thesis findings related to strategic initiative, learning 
capacity, cultural readiness, relationship balancing and IT leveragability and knowledge 
capacity and how it addresses research question 2. 
Strategic initiatives 
Strategic initiatives are associated with the vision and/or expectations of the customer and/or 
senior management team (Kotter 1995). This could be the result of a need to provide 
adequate customer support or a proactive push to leverage potential opportunity (Earl 1994). 
The focus of a resulting traceability strategy should be to consolidate both product– and 
process-related traceability knowledge to cover the holistic software development lifecycle 
(Mohan et al. 2008).  
The following characteristics from the strategic initiative perspective have been found to be 
necessary in establishing an adaptable software development environment for the existence of 
SCM processes without losing their value under the ToC constraints (which includes the 
impact of software development methodologies, computing environments, software process 
improvement standards, and organisation size).  
Yet another observation in the research undertaken was that the case study program 
management had defined the high-level requirements for the SCM process were evident in 
project management regime and these were provided to agile and plan-driven vendors’ 
project teams.  
These vendors’ teams were given the responsibility of aligning their existing SCM 
capabilities with these high-level requirements given by the program management. Having 
this common, high-level base for the SCM process in all vendors’ project teams facilitated 
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the program in the development of an adaptable software environment and performed 
continuous improvement for program-level SCM processes. 
An important verdict to the research was the deployment of a value-based analysis mindset in 
establishing an adaptable software development environment coupled with lean thinking 
practices for enhancing stakeholders’ strategic initiatives.  
In phase 2, value stream analysis was performed at different operational levels of the program 
in order to establish a value-adding SCM process with complete end-to-end software 
traceability. All of the value-creating management systems associated with the SCM process 
were identified and then deployed in a tight sequence using the 6Ss lean practice. 
Optimisation of the SCM process and associated management systems was also carried out 
using the 5 whys lean problem-analysis tool. Use of lean A3 thinking practice also helped the 
program management and associated platform and vendor project teams to build 
improvement opportunities by sharing their experience with each other. Use of yokoten lean 
thinking practice also facilitated the program stakeholders in implementing tested practices 
and processes from one platform environment into other platform and vendor teams. 
Empowerment given to the vendor and platform project teams resulted in building confidence 
of the delivery teams as well as the trust of the customers through the provision of end-to-end 
traceability. The research outcome identified empowerment strategy as a necessary people-
oriented lean practice.  
This empowerment delegation by the senior management was further evident from the 
responses of the phase 3 survey participants as shown in Table 7.14.  
Another significance discovery was that in order to implement lean thinking principles and 
practices for an adaptable software development environment, long-term commitment, 
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continuous training effort, and step-by-step continuous improvement at all operational levels 
for sustainable delivery of value was required. 
It was identified in phase 2 that it is important to have clear understanding of the long-term 
commitment needed to implement lean thinking principles and practices. In the case study 
presented in Chapter 6, the program management and all other stakeholders showed this 
commitment to establishing an adaptable software development environment. A planned and 
continuous training effort was carried out to educate program stakeholders by external (or 
preferably internal) lean practices experts. Step-by-step continuous improvement at 
operational levels (vendor and platform levels) was carried out to add value to all 
management systems with a lean and adaptable traceability solution. The delivery of value by 
maintaining a sustainable pace through continuous improvement is identified as very 
important based on the findings of phase 3. This is one of the key process-oriented lean 
principles which were identified as very important by the survey participants from agile 
software development organisations. 
Lean traceability solutions were found to have acceptance due to their inherent simplicity and 
elegance. These solutions were established through the application of lean thinking practices 
such as, value stream analysis to align the traceability granularity required by the 
stakeholders with the process complexity and tool sophistication. 
Another important finding in phase 2 is the program management’s emphasis on setting up 
simple traceability solutions for management systems, along with associated naming 
standards for branching, snapshots and baselines. These management systems were 
established through the use of principles which emphasised using appropriate amounts of 
process complexity and tool sophistication, as required by the stakeholders. The program 
management also carried out assessments of existing SCM processes and associated practices 
236 
 
and their value. Based on these assessments, a phased approach was used to introduce 
incrementally the value-creating management systems and associated processes. In phase 3, I 
have further identified that survey participants’ ranked simplicity of the existing traceability 
solution as one of the least important graded capabilities.  
To establish an adaptable software development environment that facilitates the existence of 
an SCM process, emphasis must be placed on establishing a simple traceability solution, 
preferably using existing management systems and process capabilities. This finding also 
indicated the need for regular and continuous assessments to enhance these capabilities in 
alignment with stakeholders’ expectations and business needs. 
The above findings are important for this thesis because they help to validate my contribution 
to the meta-model extension, where I have extended an existing traceability meta-model to 
include a “management system” view (Figure 3.1). This as a result provides the ability to 
consolidate the product and process knowledge perspectives to cover the holistic software 
development lifecycle. These findings also support the proposed SALAM reference 
traceability model, where a Volume Adjustment Monitor (VAM) mechanism is used to 
reflect a value-based implementation of the traceability solution. 
Learning capacity 
Consistent with Guha et al. (1997), the major goal in providing learning is the establishment 
of positive outcomes through effective adaptation to environmental changes and improved 
efficiency in the process of learning. Such adaptation includes making technological 
enhancements through management systems to implement end-to-end traceability and also 
learning from the best relevant practices in the industry.   
The following characteristics from the learning capacity perspective have been found to be 
necessary in establishing an adaptable software development environment for the existence of 
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SCM processes without losing their value under the ToC constraints (which includes the 
impact of software development methodologies, computing environments, software process 
improvement standards, and organisation size). 
The program environment studied as part of this thesis was a large IT program established to 
build and operate new infrastructure to enable advanced super-fast digital services nation-
wide. The program was further divided into five sub-projects each of which involved multiple 
vender teams with agile and plan driven software development methodologies. Also, the 
program’s physical infrastructure was based on virtual servers in a hybrid cloud computing 
environment. 
The program environment showed a tendency towards creating a learning environment by 
appropriately responding to enhancements in the traceability process and the usage of the 
phased implementation of management systems. The adequacy of lean implementation is 
evident through the self-motivated training of all the employees at platform and program 
levels and through the institution of an open-door suggestion culture. All platforms have 
adopted the traceability solution by learning and sharing their experiences with each other. 
Configuration management teams at program, platform and vendor levels all coordinated 
closely with the data centre in the establishment of their relevant management system and its 
deployment in the defined trusted zones.  
One outcome was the importance of collaboration and openness of communication at all 
operational levels. Respecting the input of project team members was vital for success in 
accordance with the precepts of lean thinking. 
All vendor–, platform– and enterprise-level project teams worked together and contributed 
their experiences and specialities towards the joint development of an adaptable software 
development environment and solutions.  
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Learning capacity on a project was influenced by constant reflectance and tactile observance 
of process chronology and intermittent milestone. This finding was in agreement with the 
concepts of lean thinking principles. 
Since the program management, vendor and platform project teams were mostly collocated, 
they were all aware of the environmental complexities, issues and concerns. This collocation 
created an overall enterprise-level team environment where quality assurance, configuration 
management and environment infrastructure teams worked in coordinated project delivery 
teams to identify and resolve program issues and concerns on the spot. However, I found this 
lean principle to be the least followed by the survey participants of phase 3. 
Evidence suggests that collaborative management system build employees skills and 
capabilities whilst facilitating the establishment of common understanding with respect to 
project deliverables. Project consciousness was accentuated through cooperative interplay of 
team members.  
Importance of collaborative management systems was also identified in phase 3, where 65% 
of survey participants from agile software development organisations indicated the existence 
of management systems working collaboratively. 
These findings are important for this thesis because they support the proposed extended meta-
model with a “management system” view (Figure 3.1). The introduction of a management 
system view to look into traceability capabilities enhances the process knowledge visibility 
and therefore augments the learning capabilities of stakeholders, evidence for which has been 
provided by the above findings. Evidence regarding collaboration between different 
management systems and its contribution towards building a common understanding of 
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product and process knowledge perspectives in context also validates the SALAM reference 
traceability model (Figure 3.3). 
Cultural readiness 
According to Kilmann et al. (1986), organisational culture either promotes or prevents the 
integration of individual learning with enterprise learning by influencing the organisation’s 
ability to learn, share information and make decisions. Openness of communication and 
information sharing can promote a common culture regardless of the difference in the nature 
of teams’ organisation and can encourage innovative behaviour in the environment (Guha et 
al. 1997).  
The following characteristics from the cultural readiness perspective have been found to be 
necessary in establishing an adaptable software development environment for the co-
existence of SCM processes without losing their value under the ToC constraints (which 
includes the impact of software development methodologies, computing environments, 
software process improvement standards, and organisation size). 
Evidence was present that leadership in defining and communicating their vision and 
expected changes was critical in project management.  
It is observed that the management planning was performed by resourcing, implementing, 
assessing and reassessing the traceability needs with a value-based mindset. A culture of self-
questioning leads to asking why (such as why do we need to upgrade the SCM process, why 
is the new SCM process better than the existing one, why is the new SCM tool preferred over 
the existing setup etc.). The role of the program management in acting as leaders is partially 
consistent with the results of phase 3 (Table 7.7), where survey participants gave low score 
against the lean principle “of growing leaders from within, who thoroughly understand the 
work, live the philosophy, and teach it to others”.  
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As observed in phase 2, before the execution of the case study program, different advance 
management systems were acquired by the business without considering the potential 
operational difficulties. Vendor and platform teams had little knowledge of these 
management systems but had to deliver their individual software products as a program-level 
solution. The vision of the program management facilitated the delivery teams in developing 
a culture of continuous and incremental migration towards the expected traceability solution 
as per customers’ needs and expectations. This finding is consistent with a finding of phase 3, 
where survey respondents gave a high weight to the lean principle of “believing that all of our 
activities are driven by customer needs and expectations”. This thesis found a culture of the 
sharing of best practices among vendor and platform project teams. 
It is observed that each of the vendor and platform project teams was mostly self-driven and 
was empowered by the program management to deliver its customised traceability solution in 
accordance with the high-level SCM process requirement provided. These findings are 
consistent with a finding of phase 3, where survey participants gave a high weight to lean 
principles such as “believing in optimising the processes across the organisation” and 
“believing in enabling employee empowerment for continuous improvement” (Table 7.7). I 
also found a culture of having daily stand-up meetings within each platform to gather status 
report from different vendor and platform teams. 
The above findings are important for this thesis because they support both the proposed 
extended meta-model (Figure 3.1) and the SALAM reference traceability model (Figure 3.3). 
These findings show the strong influence of lean thinking principles and practices in 
establishing a customer-driven traceability solution aligned with customer needs and 
expectations. They also show the importance of lean principles and practices in the 
development of adaptable software development environments. The proposed SALAM 
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reference traceability model can address the level of cultural readiness in a given context by 
using the Volume Adjustment Monitor mechanism for assessment and then implementation 
of a certain degree of processes practices and work instructions, facilitated by tools and 
technology, to deliver specific and valuable information about defined sources and objects to 
the target stakeholders for the operational and strategic alignment of the business.  
Network relationships 
As per Johnson et al. (1990), in most circumstances cooperative, interpersonal and group 
behaviour results in superior performance. Also, organisations that can manage the aspects of 
competition and cooperation continuously benefit from employees’ incentives and controls, 
as well as instilling change more effectively (Guha et al. 1997). In the case study, the 
program and platform management teams worked closely with the cloud service providers 
and vendors to establish managed environments and for the delivery of consolidated products 
in the managed environments, respectively.  
The following characteristics from the network relationships perspective have been found to 
be necessary in establishing an adaptable software development environment for the co-
existence of SCM processes without losing their value under the ToC constraints (which 
includes the impact of software development methodologies, computing environments, 
software process improvement standards, and organisation size). 
Absolute communication – at all levels and stages – amongst all team members, customers 
and stakeholders was vital to create productive networked relationships that build trust and 
confidence. 
From the cloud computing environment perspective, it is observed that cloud service 
provider(s)/data centre resources performed a key role in the establishment of management 
systems for the SCM process. SCM teams at all operational levels worked in close 
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coordination with cloud service providers to set up security policies for the management 
systems and deploy of these systems in various defined security zones (Figure 6.1).  
The above findings are important for this thesis because they support both the proposed 
extended meta-model (Figure 3.1) and the SALAM reference traceability model (Figure 3.3). 
These findings show the importance of regular and continuous communication between 
stakeholders and its importance to established management systems. In the phase 2 case 
study, stakeholders used various reports extracted through management systems, such as 
defects report, requirement status reports etc. to disseminate status either locally or to 
geographically distributed stakeholders. Communication and the resulting network 
relationships highlight the importance of establishing collaborative management systems and 
hence validate the SALAM reference traceability model.  
IT leveragability and knowledge capacity 
Evidence suggested by Markus et al. (1994) identifies that IT projects often fail to capture the 
business and human dimensions of processes, and so are likely to fail. To address this failure, 
a socio-technical design approach is proposed and recommended for the creation and 
enhancement of synergy between the business, human and IT dimensions of an organisation 
(Motwani 2003; Mumford 1994).   
The following characteristics from the IT leveragability and knowledge capacity perspective 
have been found to be important in establishing an adaptable software development 
environment for the co-existence of SCM processes without losing their value under the ToC 
constraints (which includes the impact of software development methodologies, computing 
environments, software process improvement standards, and organisation size). 
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Visual management techniques such as, kanban were found to be common means to improve 
monitoring and control of the traceability processes.  
Some non-IT stakeholders initially hesitated in using visual management systems, as they 
thought it might hamper productivity. Once customised training was given to those 
stakeholders on the benefits of such management systems, including reporting and auditing 
capabilities, they saw the positive value of traceability solutions and their associated visual 
controls.  
It is observed that this visual management eventually turned into a formal communication 
mechanism that provided program stakeholders with the ability to view processes starting 
from the recording of requirements by the end-customer down to their deployment in the 
target production environments. The value of different types of management systems and 
their perceived importance were also identified in phase 3, where 86.79% of survey 
respondents identified the use of all six management systems as identified by the proposed 
SALAM reference traceability model (Table 7.23).   In addition, the importance of each type 
of management system and its perceived value were also highlighted in phase 3 (Table 7.26 
to Table 7.42). 
The above findings are important for this thesis because they support both the proposed 
extended meta-model (Figure 3.1) and the SALAM reference traceability model (Figure 3.3). 
These findings highlight the importance of visual management (kanban) and the use of IT in 
the leveragability of the knowledge capability of both technical and non-technical 
stakeholders. The results associated with IT leveragability and knowledge capacity directly 
validate the SALAM reference traceability model (Figure 3.3) and extended meta-model 
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(Figure 3.1) through the identification of the importance and perceived importance of 
different types of management systems. 
SALAM reference traceability model 
As said by Motwani (2003), successful process management requires process measurements 
(improvement feedback loop, process audit etc.), tools and techniques (quality control tools, 
CASE tools etc.) and documentation (process flow chart analysis, root cause analysis etc.). 
Our proposed lean software traceability model in Figure 3.3 shows a high-level view of a 
SALAM model with its basis of lean principles and associated lean tools (Dombrowski et al. 
2011; Larman et al. 2009; Liker 2004a; Ohno 1988; Womack et al. 1996c).  
The following characteristics of the SALAM reference traceability model in an adaptable 
software development environment have been found to be necessary for establishing SCM 
processes without losing their value under the ToC constraints (which includes the impact of 
software development methodologies, computing environments, software process 
improvement standards, and organisation size). 
Constant alignment of process formality and tools sophistication were characteristics prised 
to enhance the granularity of change traceability required by the stakeholders. 
Using this case study principle, key stakeholders defined management systems as “the 
implementation of a certain degree of processes, practices and work instructions, facilitated 
by tools and technology, to deliver specific and valuable product and process knowledge to 
the target stakeholders for the operational and strategic alignment of the business”. 
It was decided by the program key stakeholders to release the software changes through a 
sustained continuous flow in small chunks, triggered by the pull requests raised by the 
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owners of various managed environments such as the system test environment, the user 
acceptance test environment etc.  
Continuous integration of software changes through management systems in managed 
environments was observed. An example of this noted in the thesis was the lean thinking 
practice ‘jidoka’.  
The above findings are important for this thesis because they support both the proposed 
extended meta-model (Figure 3.1) and the SALAM reference traceability model (Figure 3.3). 
These findings contribute by defining the management system and its association with tools 
and processes. This also highlights the importance of lean thinking and the value-based 
mindset which is required in order to deliver specific and valuable product and process 
knowledge to the target stakeholders for the operational and strategic alignment of the 
business. 
SCM process recommendations for agile and traditional environments 
SUMMARY 
Through the evidence presented in this chapter, I have addressed and successfully answered 
research question 1, “Is there any evidence for the co-existence of an SCM process under the 
ToC constraints in adaptable software development organisations?” I have identified the 
existence of SCM processes under the contextual constraints in adaptable software 
development cloud-based environments where SCM process use ITIL and CMMM standards. 
The results not only show the existence of SCM processes and practices, but have also 
identified that this existence adds value. 
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In Phase 2 the case study was used to identify the influence of organisational; size, 
methodology, cloud-computing context and quality standards on SCM process. Based on the 
results of the interviews and literature review the SALAM framework was developed for 
further interrogation. 
Based on the identification of the contextual constraints and its influence on the existence of 
SCM processes in agile software development organisations, I discussed research question 2, 
“How can software development organisations establish an adaptable software development 
environment for the existence of an SCM process without losing its value under the ToC 
constraints?” Aligned with the conceptual research framework (Figure 3.2), the findings have 
been discussed based on the data collected through a web-based survey, semi-structured 
interviews, observation of the software development environments and documentation 
analysis. I have found important characteristics and strategies (through my conceptual 
research framework elements) as observed in different research phases. I have then further 
discussed these to validate my extended traceability meta-model and associated SALAM 
reference traceability model. 
In the next chapter, I provide the conclusion, study implications, study limitations and 
suggestions for future research.  
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9. CHAPTER: CONCLUSION 
“Dealing with complexity is an inefficient and unnecessary waste of time, 
attention and mental energy. There is never any justification for things being 
complex when they could be simple.” (Edward de Bono, inventor of lateral 
thinking) 
This thesis has confirmed the value-adding existence of SCM processes under the ToC 
constraints (which includes the impact of software development methodologies, computing 
environments, software process improvement standards, and organisation size – as illustrated 
in Figure 1.1).  
I have tested my proposed SALAM traceability reference model for the implementation of an 
SCM process in the Digital Broadband Network program case study, and this testing has 
affirmed the importance of management systems and the use of various lean practices such as 
kaizen, kanban, value stream analysis, the 6Ss/the 5Ss, the 5 whys, lean A3 thinking, yokoten 
and hansei.  
Based on my findings, I argue that the contextual constraints under the given scope of this 
thesis do not affect negatively the value-adding implementation of SCM processes for 
governance and traceability.  
This study has been conducted to explore, firstly, whether the constraints (which includes the 
impact of software development methodologies, computing environments, software process 
improvement standards, and organisation size) coexist in any software development 
environments and, secondly, to study how software development organisation establish 
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adaptable software development environment for the existence of an SCM process without 
losing its value. 
In the scope of this thesis, I have only studied the ToC constraints in order to identify and 
provide insight into the coexistence of SCM processes, software process improvement (SPI) 
standards, agile software development methodologies, and cloud computing environments in 
different sizes of software development organisation.  
Due to the exploratory nature of the thesis in investigating SCM processes under the 
contextual constraints, an exploratory iterative sequential mixed design approach was chosen 
(Creswell et al. 2011; Teddlie et al. 2009). 
The research design has been divided into three phases: 
• phase 1 – quantitative analysis for the identification of organisations with the 
existence of SCM processes under the ToC constraints 
• phase 2 – qualitative analysis using a case study approach for the development of a 
holistic traceability model covering both product and process knowledge perspectives 
• phase 3 – quantitative analysis for the validation of the holistic traceability model 
The aim of the thesis was to extend an existing holistic traceability meta-model and to 
demonstrate its usage through a reference traceability model, SALAM (Software 
configuration Agile Lean Adaptable Model), using one longitudinal case study (called in this 
thesis the Digital Broadband Network program) (Ramesh et al. 2001). For a holistic 
traceability meta-model and its associated reference models to be useful in industrial settings, 
it should cover both product knowledge and process knowledge perspectives.  
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Using the SALAM reference traceability model, I have illustrated the implementation of 
these two knowledge perspectives through the use of six management systems (as shown in 
Figure 3.3). This has ensured the persistent alignment of product knowledge between 
stakeholders, artefacts and objects. It has also facilitated recording the knowledge about the 
process followed during the lifecycle of project artefacts. 
During the literature review, I identified the lack of methodological support for identifying 
traceability needs and using them to inform adoption and deployment strategies (Spanoudakis 
et al. 2005). I also identified the lack of software tools and environment capabilities for 
supporting different types of software development artefacts and traceability relations; this 
lack is considered one of the main reasons for the limited use of SCM processes in industrial 
settings (Spanoudakis et al. 2005).  
By using the conceptual research framework (illustrated in Figure 3.2) and the SALAM 
traceability reference model implementation (Figure 3.3) in this thesis, I have demonstrated 
how different stakeholders identified their traceability needs through strategic initiatives and 
later made informed decisions about the deployment of various management systems in a 
cloud computing environment. This study contributes to the current state of knowledge by 
providing evidence for methodological support for identifying traceability needs and using 
them to develop environmental capabilities to facilitate different types of artefacts and 
traceability relations. 
In order to realise the full benefits of traceability and governance and to make them valuable, 
an adaptable traceability approach is required (Poppendieck 2011). Using the SALAM 
model, I have used the assessment mechanism called Volume Adjustment Monitor (VAM) to 
align/realign the process complexity and tool sophistication associated with each of the six 
management systems.  
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I have also identified the influence of lean thinking principles and the usage of lean thinking 
practices, such as value stream analysis, the 6Ss/the 5Ss, the 5 whys, lean A3 thinking, 
yokoten and hansei. Through the case study, I have described the influence of learning 
capacity, cultural readiness, network relationships, and IT leveragability and knowledge 
capacity (as shown in the conceptual research framework, Figure 3.2) and the usage of 
different lean thinking practices for the development of an adaptable software development 
environment.  
I also argue that the granularity of any traceability solution is directly proportional to the 
complexity of the process and the sophistication of the supporting tools and technologies. 
More traceability granularity requires higher complexity of the process and greater tool 
sophistication. Therefore, a value-based mindset was used by the participant adaptable 
software development organisations for the assessment of granularity, complexity and 
sophistication for traceability solutions that add values in a given context. 
Specific to cloud computing environments, it is identified that environment-specific 
stakeholders such as data centres or cloud service providers are critical for the enablement of 
the SCM process and the setting up of various management systems and their associated 
security policies. 
Studies have been performed to develop methodologies such as IDEAL and the Quality 
Improvement Paradigm to address the questions of “how to improve” or more specifically 
“how to run a software process improvement project” (McFeeley 1996; Naveh et al. 2004; 
Shaikh et al. 2009). However, these methodologies are still very generic for answering 
questions such as “how to implement or improve an SCM process” or more specifically “how 
to run an SPI project to implement or improve an SCM process under the ToC constraints”.  
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In this thesis, I have demonstrated the implementation of the IEEE 828-2012 software 
process improvement standard through a longitudinal case study and aligned SCM practices 
such as configuration control, configuration reporting and status accounting, configuration 
auditing, interface control, supplier/vendor configuration item control, and release and 
deployment management with the SALAM traceability model. 
Through this study, I have extended an existing traceability meta-model to include the 
management system view. This as a result has provided the capability for the extended 
traceability meta-model to incorporate both product and process knowledge perspectives for a 
holistic traceability solution. Based on this extended traceability meta-model, I have proposed 
a traceability reference model SALAM using six different types of management systems to 
establish software traceability solutions. In order to simplify the analysis process during this 
thesis and make it consistent across multiple phases of the research, I have developed a 
conceptual research framework and referred to it during both quantitative and qualitative 
analysis phases. I took every precaution to keep the whole research design simple and have 
used quantitative and qualitative data analysis tools, such as, SPSS and NVIVO during the 
research phases of this thesis. 
This chapter further discusses the contribution and implications of these findings and then 
addresses the study’s limitations and outlines the areas that have potential for future research. 
STUDY IMPLICATIONS 
The SALAM traceability reference model along with the strategies discussed in chapter 7 can 
be used by management service providers as part of their consultancy service practices. Value 
stream analysis is a good lean practice for the initial assessment of established management 
systems and current traceability practices, which can enable management service providers to 
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observe the current flows of information between the management systems, summarising 
them visually, and then envision a future state with better performance under the guidelines 
of the SALAM reference traceability model.  
This assessment will result in the stimulation of conversation about addressing customers’ 
traceability and governance requirements through management service providing solutions in 
the form of projects or services meant to accomplish these incomplete goals. Focus on these 
goals provides common ground for the customer and the management service provider where 
results can be observed and measured. 
The SALAM traceability reference model bridges the gap between the SCM practitioner and 
the software process improvement standards. Practitioners can initiate their assessment and 
implementation tasks by addressing the following questions: 
• What level of granularity is required for software change traceability? 
• What types of management systems are required to implement software change 
traceability? 
• How traceable is the current traceability solution and what are the available options to 
establish new traceability capabilities?  
• How much process complexity is required to align it with the granularity level 
required for software change traceability? 
• How sophisticated do the tools need to be when required to align it with the 
granularity level required for software change traceability?  
• How can the management systems be deployed in current computing environments to 
comply with technical and managerial concerns? 
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• What software process improvement standard do we need to follow and how can we 
achieve it in a lean manner without jeopardising the delivery of the software product? 
Software configuration practitioners will find SALAM traceability reference model valuable 
in several ways. After going through the initial assessment, practitioners will become aware 
of previously known and unknown weaknesses in their traceability solutions. By using the 
SALAM reference model mechanism called Volume Adjustment Monitor (VAM) (as 
illustrated in Figure 3.3), practitioners can align/realign the process complexity and tool 
sophistication (associated with each identified management system) with the level of 
granularity required by the stakeholders. Various lean thinking practices as demonstrated in 
this thesis and listed in chapter 7 can also facilitate the implementation of adaptable and lean 
traceability solutions. 
Another important aspect for business stakeholders is that they can use the SALAM 
traceability reference model to assess their environments without needing to have the 
technical skills necessary to implement an SCM process. Simply considering each of the 
management systems (as illustrated in Figure 3.3) as black-box traceability capability and 
comparing it with their existing environment can provide a high-level traceability capability 
view to business stakeholders. 
The SALAM model was generated using a large case study organisation in a cloud 
computing environment. Phase 3 validated the importance of SCM under ToC constraints for 
software traceability covering both process and product knowledge perspectives. It would be 
useful to further investigate the SALAM model in grid, parallel, and distributed computing 
environments in small and medium sized software development organisations.  
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STUDY LIMITATIONS 
Because of the exploratory nature of this thesis, there are several limitations. These 
limitations are associated with the sample, the procedures and the instrument. This thesis is 
intended to propose an extended traceability model using an SCM process to cover both 
product and process knowledge perspectives. However, its implementation and testing in 
computing environments (for example, parallel computing, grid computing etc.) through 
quality standards (for example, ITIL, Prince2, PMP etc.) using different software 
development methodologies (for example, Plan- and Open Source etc.) is out of the scope of 
this thesis. This thesis is only able to investigate and study the SCM process in organisations 
with agile software development methodologies in cloud computing environments, following 
software process improvement standards such as IEEE or CMMI. 
This study considered “Organisation Size” as one of the contextual constraints that could 
impact the implementation of SCM process.  Other constraints, such as, “size of a 
development team” were not directly considered in the scope of this study. As per Cockburn 
(2007), bigger a team, the less agile a process generally is. Therefore, it is likely that the size 
of a team also has an impact on the usage of SCM processes and tools. Future studies in this 
area will address this perspective and will incorporate it within the scope of ToC constraints. 
In phase 2, the researcher was given the permission from the organization’s senior 
management and executives to interview and observe organisational roles and practitioner 
within the case study. No prior nominations were assigned in terms of the potential 
participants of the study.  
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The survey questions responses in phase 3 were limited as context was not expressed in 
detail. To further support findings word cloud were used to indicate ToC constraints and the 
management areas for interrogation to support the validation of SALAM model. 
There are limitations in both the interview sample and the survey sample. The interview 
sample is from a single case study. The case itself is a large IT software development 
organisation, adding to the uniqueness of the sampling. But this case does provide a useful 
niche group and may be used in future for comparative studies of medium and small 
organisations.  
Although the number of valid responses (only 60 valid responses) was disappointing, the 
results still addressed the phase 1 requirements and provided a description of the SCM 
process implementation under the contextual constraints in the Australian context. In addition 
it facilitated in the identification of one case study for next phase. 
Eighteen of the case study respondents (as assigned by the case study program manager) were 
interviewed. Although not a large number, this group was very diverse regarding the types of 
IT roles they performed. These respondents were associated with agile and plan-driven teams 
to deliver a consolidated product. The variety of respondents has strengthened the validity of 
the interview responses, which allows for useful comparisons with wider populations in the 
IT field in future studies. 
For the interviews, only personnel from IT were chosen. Interviewing a significant sampling 
of other case study organisational members was beyond the scope of this thesis. The focus of 
the thesis is traceability solutions using the SCM process and the implementation of various 
associated management systems. With IT as the centre of that aim, it was deemed appropriate 
to focus on interviewing stakeholders associated with relevant management systems. Future 
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research would benefit from doing cross-comparisons of interviews from all organisational 
members including non-IT stakeholders. 
For the interview procedures, the main limitation was time. Interviews were structured to last 
between 10 minutes and 25 minutes. But the subject of traceability in the context of the SCM 
process and the associated management systems would be better suited to a lengthier 
interview, which would tax both the interviewee and the interviewer. 
For the survey sample, responses were only targeted from organisations with pure agile 
software development environments or a mix of agile software development and other 
software development methodologies. Other software development organisations with pure 
plan-driven and/or open source software development methodologies were intentionally left 
out. 
SUGGESTIONS FOR FUTURE RESEARCH 
In the scope of this thesis, I have only studied the ToC constraints (as illustrated in Figure 
1.1) to identify and provide insight into the coexistence of SCM processes, software process 
improvement (SPI) standards, agile software development methodologies, and cloud 
computing environments in different sizes of software development organisation.  
Other perspectives such as combinations of SCM processes with plan-driven software 
development methodologies, or open source software development methodologies, in parallel 
computing environments, or grid computing environments, or distributed computed 
environments in different sizes of software development organisation, were left intentionally 
for future research. 
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For this research study, I have only considered the theory of lean thinking and adaptable 
software development environment in order to develop conceptual research framework 
(Figure 3.2). Other theoretical perspectives, such as dynamic capabilities theory, the theory of 
constraints and the capabilities learning loop, for looking into similar case studies were not 
considered due to time limitations (Andreu et al. 1996; Guha et al. 2010; Teece et al. 1997). 
This thesis suggests the need to develop adaptable management systems through the 
application of lean thinking and possibly through other theoretical underpinnings.  
In the literature review a reference was made to various lean thinking practices, such as, 
Kaizen, and Kanban etc. The importance of these practices for the implementation of 
adaptable software configuration management process and practice is a contribution made by 
this study, yet it require further exploration to provide a more generalised SALAM model for 
traceability. The importance and the contribution of these lean practices in the cloud 
computing should be further clarified and researched to perhaps amend SALAM model and 
create a hybrid model to incorporate alternative computing environments, process 
improvement standards in all sized organisations for comprehensive set of guidelines for 
implementation of SCM process.  
Thus, my future research will be directed towards more case studies on adaptable 
management systems, which may facilitate in reducing the wastage of organisational 
resources for the optimum implementation of traceability and governance under the ToC 
constraints (which includes the impact of software development methodologies, computing 
environments, software process improvement standards, and organisation size). 
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“And render to the kindred their due rights, as (also) to those in want, and to 
the wayfarer. But waste not (your wealth, time, health, Talents, opportunities) in 
the manner of a spendthrift.”(Qur’an, Surah Al-Isra, 17:26) 
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 APPENDIX A: ONLINE SURVEY STRUCUTRE [PHASE 1] 
 
 
Consent Form to Participate in the Research of 
 
 
Development of ASCM Capability: 
an Investigation on the Agile Software Configuration 
Management Process in Software Development SMEs in 
Australia 
 
 
You are invited to participate in a research project that is being conducted by Usman 
Durrani, who is a research student at Royal Melbourne Institute of Technology University. 
The purpose of this research project is to explore the current state of Agile Software 
Configuration Management (ASCM) process and to identify how organizations perform 
the realignment of their existing Agile software development process for an effective 
implementation of ASCM process. It will further explore the values that ASCM process 
adds to existing process, projects and the organization environment. 
In order to carry out the study, we are launching surveys to various small and medium 
sized software development organizations in Australia. This survey will take no longer 
than 10 to 15 minutes to complete. 
There are neither foreseeable risks nor direct benefits from participating in this study. 
However, the data collected may lead to increased understanding of Agile Software 
Configuration Management and its application to small and medium sized software 
development organizations.  
Participation in this study is voluntary. You may choose not to participate, and you may 
withdraw at any time during the study procedures without any penalty to you. In addition, 
you may choose not to answer any questions with which you are uncomfortable. 
PLEDGE OF CONFIDENTIALITY 
All participants will remain anonymous. Anonymity means that I will record no 
information about you that could identify you. This also means that I will not record your 
name, address, phone number, date of birth, and so forth as part of the final analysis report. 
There will be no way to link your responses back to you. If a report of this study is 
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published, or if the results are presented at a professional conference, only group results 
will be stated, unless you have agreed otherwise. 
If you have any questions about the study procedures, you may contact UsmanDurrani on 
(03) 99255672 (email: usman.durrani@rmit.edu.au). If you have any questions about your 
rights as a research participant, you may contact the Business Faculty Human Research 
Ethics Committee, RMIT University on (03) 99255594 (email: rdu@bf.rmit.edu.au). 
You will be given a copy of this consent form for your records. Sign below if you agree to 
participate in this research study: 
PI _________________ [Date] ________________________ 
 [Usman Khan Durrani] 
 
Participant ____________________________ Date ___________________ 
 
Part A: About Your Organization 
 
Q1. Nature of business of the organization?  
 
 Computer software and services 
 Telecommunications equipment and services 
 Computer hardware 
 Consumer electronics 
 Communication – cable and wireless 
 Recorded and broadcast media 
 Internet service providers (ISPs) 
 Other (Please Specify) ____________________ 
 
Q2. Number of total employees in the organization? 
 
A.  1 to 20 
B.  21 to 200 
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C.  More than 200 
 
Q3. Does your organization develop any kind of software products? 
 
 Yes  No 
 
Q4. Approximate number of employees involved in Software Maintenance?  
 __________________________________ 
 
Part B: Software Development Methodology 
 
Q5. What type of Software Development Methodology does your organization have? 
 
A.  Agile Software Development (XP, Scrum, etc.) 
B.  Standard Software Development (Water Fall, Spiral, etc.) 
C.  Both  
D.  None 
 
If your answer to Q5 is “B” or “D” then proceed to Part C. 
 
Q6. How many projects have been completed by your organization using Agile Software 
Development Methodology? 
 
A.  All of our projects  
B.  Majority of our projects  
C.  Some of our projects  
 
Q7. Which of the following practices do you use in your project? 
 
Agile Practices Never Seldom Often Always 
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0 1 2 3 
We prioritise the requirements with the 
customer or their representative 
 
    
We negotiate the changes to requirements 
with the customer or their representative to 
maintain time frames 
 
    
We perform incremental development that 
includes small releases containing user 
stories 
 
    
We design the simplest possible solution 
that is implementable at the moment  
 
    
We emphasize unit testing during software 
development  
 
    
We perform pair programming 
 
    
We have a dedicated meeting space 
 
    
We perform regular refactoring to optimize 
the source code 
 
    
We belong to a self-directed project team 
 
    
We belong to a self-organized 
multidisciplinary project team 
 
   
 
 
We have collective code ownership     
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We perform continuous integration of 
changes and perform daily software builds 
 
    
We have coding standards that are followed 
by the programmers 
 
    
We work 40 hours a week with very 
infrequent overtime 
 
    
We directly communicate with our customer 
or their representative face-to-face if any 
requirement clarification is needed during 
software development activities 
 
    
We place all the requirement changes in a 
central change database to trace their status 
 
    
We have daily team meetings 
 
    
We involve all the project stakeholders at 
start of each iteration to plan scope 
 
    
We hold pre- and post-increment reflection 
workshops 
 
    
We perform concurrent analysis, design, 
code, test, and development of set of 
features  
 
    
My project team have different milestones 
to track progress 
 
    
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We perform software inspections or other 
defect-detection mechanisms 
 
    
 
Q8. Which of following Agile methods do you use in software development projects? 
 
A.  Extreme Programming (XP) 
B.  Scrum 
C.  Crystal 
D.  Feature Driven Development (FDD) 
E.  Dynamic System Development Method (DSDM) 
F.  Adaptive Software Development (ASD) 
G.  Mixed Agile methods 
H.  Other (Please specify) __________________________________ 
 
Q9. Is there any process in your organization to manage various activities related to 
change management, daily builds, environment and release management? 
 
 Yes  No 
 
If your answer to Q9 is “No” then please proceed to Part D. 
 
Q10. Do you refer to any of the Software Process Improvement models for the 
realignment of your existing Agile software development processes? 
 
A.  CMM 
B.  CMMI 
C.  ISO/IEC 15504:2004 
D.  SPICE (ISO/IEC 15504:1998) 
E.  Other _____________________________ 
F.  None 
 
Part C: Software Configuration Management (SCM) 
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Software Configuration Management is the process of identifying, organizing, controlling, and tracking both the 
decomposition and recomposition of: software structure, functionality, evolution, and teamwork. Brad Appleton 
 
Q11. In the past year, approximately how many projects has your organization 
completed with the support of an SCM process? 
 
A.  All of our projects  
B.  Majority of our projects  
C.  Some of our projects  
 
Q12. Have you made any changes to the standard SCM process to align it with the 
current software development process in the organization? 
 
 Yes  No 
    
Q13. Which of the following practices do you use in your projects? 
 
Practices Never 
0 
Seldom 
1 
Often 
2 
Always 
3 
We identify the project artefacts to be placed 
under change control, e.g. Source Code, 
Project Plan, at the start of each project or 
release 
 
    
We establish the version management system 
and baselines to be used for the project or 
release 
 
    
We categorize the software changes through a 
defined procedure and they then are 
authorised, implemented, verified, and 
incorporated into the baseline 
 
    
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We have a central change authority for the 
approval of all the changes for the 
implementation 
 
    
We perform project status accounting reports 
such as change log, progress report, and 
transaction log for the project stakeholders 
 
    
We perform functional and physical audits to 
verify the integrity of the software products 
 
    
We use a defined procedure to build a 
particular version of the product in a 
consistent manner as and when required 
 
    
We coordinate software releases through 
well-established procedures closely linked 
with change and build management systems 
 
    
 
Q14. What VALUE does SCM process add to your current software development 
method in the organization? 
 ________________________________________________ 
 ________________________________________________ 
 ________________________________________________ 
 ________________________________________________ 
 
Part D: Organizational Capabilities 
Q15. Organizational capabilities, once developed, can help the software development 
organization to integrate, build, and reconfigure the software products to address rapid 
software changes and provide a competitive advantage. If Software Configuration 
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Management has such capabilities, then what is your response to the following? 
 
Dynamic Capabilities Strongly 
Disagree 
1 
Disagree 
 
2 
Neutral 
 
3 
Agree 
 
4 
Strongly 
Agree 
5 
SCM process is helping my 
organization in improving the 
interaction between and 
communication amongst project 
stakeholders 
 
     
Continuous integration with the 
support of SCM process is 
providing us with the capability to 
produce working software at 
different stages of the software 
development life cycle 
 
     
SCM process is enhancing our 
capability to win customer 
collaboration by providing 
transparency and traceability in 
the software development 
activities 
 
     
SCM Process is providing us with 
the capability to integrate, build, 
and reconfigure our software 
products in order to address 
rapidly changing software 
requirements 
 
     
We have an adaptable software 
development environment that 
encourages us to include value-
adding practices and processes 
     
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We continuously seek for the 
constraints in our operations and 
consider them as an opportunity 
for improvement  
 
     
 
Part E: Tools and Technologies 
 
Q16. Programming language(s) used in your project 
 
 C, C++  Java 
 C#  Visual Basic 
 Other (Please specify)  
 
Q17. Software Development tool used in your project 
 
 Eclipse  Visual Studio 
 IntelliJ  JBuilder 
 JDeveloper 
__________________ 
 Other (Please specify) 
 
Q18. How important is the Software Development tool for your Agile environment? 
 
 Very Important 
 Important 
 Less Important 
 Not Important 
 
Q19. Software Configuration Management system used in your project 
 
 CVS  PVCS 
 Subversion  Perforce 
 MKS  Accurev 
 ClearCase  Other (Please specify) _________ 
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Q20. How important is the Software Configuration Management system for your Agile 
environment? 
 
 Very Important 
 Important 
 Less Important 
 Not Important 
 
Q21. Software Build Management system used in your project 
 
 ANT  NANT 
 MS Build  Cruise Control 
 Maven   Other (Please specify) _________ 
 
Q22. How important is the Software Build Management system for your Agile 
environment? 
 
 Very Important 
 Important 
 Less Important 
 Not Important 
 
Q23. Software Defects/Issues system used in your project 
 
 AccuWork  ClearQuest 
 Team Foundation Server  Unicenter Service Desk (USD) 
 JIRA   Other (Please specify) _________ 
 
Q24. How important is the Software Defects/Issues system for your Agile environment? 
 
 Very Important 
 Important 
 Less Important 
 Not Important 
 
Q25. Software Project Management system used in your project 
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 MS Project  Primavera Project Planner 
 Mingle  Other (Please specify) _________ 
 None of the above  
 
Q26. How important is the Software Project Management system for your Agile 
environment? 
 
 Very Important 
 Important 
 Less Important 
 Not Important 
 
Part F: Personal Information 
If you are currently using any Agile software development method(s) along with Software 
Configuration Management (SCM) process then I would like to interview you about your use of the 
practices. This interview will not take more than 30 minutes of your time and can be carried out by 
email, by phone or in person. The interview will improve the strength of the study findings and will 
also benefit your organization.  
I agree to a follow-up interview□ YES□ NO 
If “YES”, please fill in the information below. 
 
Your name   ______________________________________ 
 
Your job title ______________________________________ 
 
Organization name ______________________________________ 
 
Contact number  ______________________________________ 
   
Email   ______________________________________ 
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Postal Address  ______________________________________ 
 
Part G: Report Consent 
THANK YOU FOR YOUR PARTICIPATION! 
YOUR KIND COOPERATION IS HIGHLY APPRECIATED. 
Would you like to receive a summary report of the study result?  
□ YES □ NO 
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APPENDIX B: SEMI-STRUCTURED INTERVIEW PROTOCOL 
[PHASE 2] 
Steps and Objectives Primarily Asked Questions 
1. Introduction 
• Describe the purpose of this 
interview 
• Complete ethics paperwork 
• Obtain permission to record the 
conversation 
• Explain key terminologies (e.g. 
SCM, lean practices and 
principles, management systems 
etc.) 
 
• In the purpose of this study clear to you? 
• Is the procedure of this interview clear to you? 
• Do you have any question(s) before we begin? 
2. Revisiting the responses to survey 
and associated questions; gather 
more detail to address RQ1: 
• Refresh the memory; 
• Recheck the accuracy and 
completeness of the responses on 
the survey; 
• Ask further details of the most 
recent experience reported in the 
survey and the overall agile SCM 
experience, especially the why- 
and how- questions. 
 
(Addressing Research Question1: Does the agile software 
configuration management SCM) process exists in the 
Australian software development organizations?) 
 
• According to Q7 and Q13, can you please explain why 
you selected “never”, or “seldom”, or “often”, or 
“always” for the agile and the SCM practices? 
• Please explain why tools and technologies given in 
Q16 to Q26 are “very important”, or “important”, or 
“less important”, or “not important” in your 
organization? 
• Describe more about the SCM process of the most 
recent experience you reported in survey, for example: 
o Do you routinely use the SCM process 
organization wide? 
o What constraints have you faced in order to have 
the coexistence of Agile and SCM practices in 
your organization? 
o How is this coexistence adding value to your 
organization? 
 
3. Discussion: 
• Investigate each participant’s role 
in the strategic initiative and the 
use of various lean practices and 
principles; 
• Investigate the influence of various 
factors which facilitate the 
development of adaptable software 
development environment; 
• Investigate the usage of different 
types of management systems and 
their value for the organization; 
• Focus on seeking responses for 
addressing RQ2. 
 
(Sequence of questions, language used 
and the formation will vary among 
(Addressing Research Question 2: How can we establish 
an Adaptable Software Configuration Management (SCM) 
process without losing the core values of standard SCM 
process or the existing software development 
methodologies or the capabilities of the prevailing 
computing environments?) 
 
• Describe what strategies were taken to introduce the 
adaptable SCM process in the case study environment? 
• How the lean practices and tools influenced such 
strategic initiatives? 
• What activities and tasks were performed and the 
decisions were taken to facilitate the establishment of 
adaptable SCM process? 
• How learning capacity influenced the development of 
adaptable software development environments? 
• How the cultural readiness facilitated the development 
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participants. Other relevant or drill 
questions many emerge during 
interview) 
 
of adaptable software development environments? 
• How networked relationship between teams supported 
the adaptable software development environments? 
• How IT leveragability and knowledge capacity was 
incorporated in the program and whether it facilitated 
towards the development of adaptable software 
development environments? 
• What phased approach was taken for the 
implementation of traceability covering both product 
and process knowledge perspectives? 
• What management systems do you believe are required 
by your organization and Why? 
• What value does each of the mentioned management 
systems would add to the organization environment? 
• What lean practices and tools were used to facilitate 
the development of adaptable software configuration 
management process with only value adding 
management systems? 
 
4. Closing: 
• Collect any final comments, 
thoughts; 
• Thank the participant for 
cooperation. 
 
• Is there anything else related to our discussion that you 
might wish to tell me, or ask me? 
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APPENDIX C: INTERVIEW DATA CODING SCHEME [PHASE 2] 
Here is the full list of codes generated from the interview data: 
Strategic initiative is important for lean solutions_Yes 
Strategic initiative is important for lean solutions_No 
Value-based mind-set in important for adaptable solution_Yes 
Value-based mind-set in important for adaptable solution_No 
Use of lean practices facilitate adaptable solution_Yes 
Use of lean practices facilitate adaptable solution_No 
Learning and openness of communication facilitate adaptable solution_Yes 
Learning and openness of communication facilitate adaptable solution_No 
Culture of collaboration and cooperation facilitate adaptable solution_Yes 
Culture of collaboration and cooperation facilitate adaptable solution_Yes 
Visibility and transparency build trust_Yes 
Visibility and transparency build trust_No 
Adjustment to process formality_Yes 
Adjustment to process formality_No 
Adjustment to tool sophistication_Yes 
Adjustment to tool sophistication_No 
Empowerment boost confidence_Yes 
Empowerment boost confidence_No 
Simple flow of information_Yes 
Simple flow of information_No 
IT tools for enhanced knowledge capacity_Yes 
IT tools for enhanced knowledge capacity_No 
Phased migration_Yes 
Phased migration_No 
Pull by customer_Yes 
Pull by customer_No 
Value-based customization_Yes 
Value-based customization_No 
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APPENDIX D: STRUCTURED ENVIRONMENT OBSERVATION 
MATRIX [PHASE 2] 
Practices Observations 
  
Lean Practices  
6S’s practice/5S’s practices The ability to systematically organize and standardize the 
workplace; the impact of the practice in the continuous 
improvement of the existing processes and practices 
 
5 Why’s practice The ability to visualize and analyse the problem by anyone, 
anywhere, anytime; the ability to continually asking till you 
get to the root cause 
 
Lean A3 thinking practice The ability to build improvement opportunities through 
experience; the ability of learning from mistakes and 
through plan-based trial and error 
 
Yokoten practice The ability to implement a process enterprise wide; the 
ability to share best practices among teams 
 
Hansei The ability to perform in-depth assessment of own culture 
and acknowledgement of one’s mistake and the movement 
towards continuous improvement  
 
Value stream analysis The ability of directly observing the flow of information and 
material as they occurring, and summarising them visually, 
and then envisioning a future state with better performance 
 
Learning Capabilities The ability to establish the positive outcomes through 
effective adaptation to environmental changes and improved 
efficiency 
 
Cultural Readiness The ability of the openness of communication and sharing 
information; the ability to lean, share information, and make 
decisions regardless of the differences in the nature of teams 
organizations; the ability to encourage the innovative 
behaviour in the environment 
 
Network Relationship The ability to manage the aspects of competition and 
cooperation within and among project teams  
 
IT Leveragability The ability to use IT for the valuable purpose; the ability of 
the IT to provide end-to-end traceability information to 
different technical and non-technical stakeholders 
 
Management Systems’ 
Implementation (with reference to 
the SALAM Model) 
The ability of the six management systems’ to establish and 
deliver the software change traceability information from 
inception to deployment in the managed environments 
  
Agile SCM Values, Principles and 
Practices 
 
SCM Planning and execution The ability of planning, executing, and monitoring of the 
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SCM activities as per agreement and its consistency and 
deviations 
 
SCM Identification The ability of identifying the various configuration items at 
the start of the project or a release and its recording in 
various management systems and associated documentation 
 
SCM Control The ability of controlling the identified configuration items 
during the lifecycle of the project  
 
SCM Status Accounting The ability of the management systems to generate reports 
and its practical usage during the software development 
lifecycle 
 
SCM Auditing The ability of perform an audit of SCM and software 
development activities to identify the inconsistencies 
 
SCM Interface Control To ability to identify and associate the information flow 
between various established management systems regarding 
the evolution of software product 
 
SCM Vender Management The ability to manage and coordinate the software changes 
between various software venders and consolidation for a 
single system 
 
  
Agile Practices  
Complexity of the software 
development process 
The ability to manage balance between complexity of 
various software development processes including SCM 
process for the agile software development activities 
 
Sophistication of the tools 
implementation for the purpose of 
traceability 
The ability of manage the balance between tool 
sophistication in agile software development environments  
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APPENDIX F: QUESTIONS AND CODES [PHASE 3] 
Question Code Description 
1 1 Agree to participate in the research study 
 2 Disagree to participate in the research study 
2 1 Computer software and services 
 2 Telecommunication equipment and services 
 3 Computer hardware 
 4 Consumer electronics 
 5 Communication – Cable and wireless 
 6 Recorded and broadcast media 
 7 Internet service providers 
 8 Other 
3 1 1 to 20 (Small Organization) 
 2 21 to 200 (Medium Organization) 
 3 More than 200 (Large Organization) 
4 1 Yes (we develop software products) 
 2 No (we do not develop software products) 
5 Number Number of employees in software development 
6 Text Geographical location(s) of the organization 
7 1 We believe in using only value adding processes and practices 
 2 We believe in emphasizing on people who can add value 
 3 We believe that all of our activities are driven by the customer 
needs and expectations 
 4 We believe in utilizing the ideas and skills of everyone in the 
organization 
 5 We believe in optimizing the processes across the organization 
 6 We deliver value by sustainable pace through relentless continuous 
improvement 
 7 We believe in the continuous “flow” of changes through release of 
small batch of changes 
 8 We believe in not to overburden development resources for the 
implementation of changes 
 9 We have a culture of “stopping and fixing problems” on the spot 
 10 We believe in enabling employees empowerment for the continuous 
improvement 
 11 We use simple visual management to reveal problems and 
coordinate 
 12 We grow leaders from within, who thoroughly understand the work, 
live the philosophy, and teach it to others 
 13 We use the approach of go and see for yourself at the real place 
work to thoroughly understand the situation 
8 1 Agile software development (XP, Scrum etc.) 
 2 Classical software development (Waterfall) 
 3 Mixed methodology 
9 1 Extreme Programming (XP)  
 2 Scrum  
 3 Crystal  
 4 Feature Driven Development (FDD 
 5 Dynamic System Development Metho d (DSDM) 
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 6  Adaptive Software Development (ASD) 
 7 Mixed agile methods 
 8 Other 
10 1 All of our projects (usage of agile or mixed methodologies) 
 2 Majority of our projects (more than half) 
 3 Some of our projects (less than half) 
11 1 Yes (we use SCM process in our environment) 
 2 No 
12 1 IEEE 
 2 ISO/IEC 
 3 ANSI/EIA 
 4 CMMI 
 5 ITIL 
 6 PRINCE2/PMP 
 7 Other 
13 1 All of our projects (usage of SCM process) 
 2 Majority of our projects (more than half) 
 3 Some of our projects (less than half) 
14 1 Yes (empowerment to customize SCM process) 
 2 No 
15 Text Describe SCM customization performed 
16 1 We record all software changes under requirement/change 
management system 
 2  We identify the project artefacts at the start of each project or 
release 
 3 We establish a version control management system and the 
baselines to be used for the project or release 
 4  We use multiple parallel streams and merge changes back to main 
integration branch after successful testing 
 5 We have got a collective co de ownership of and invites anyone in 
the team to make changes anywhere 
 6 We categorize the software changes through a defined procedure 
and then authorize implement incorporate into the baseline 
 7 We have a central change authority for the approval of all the 
change 
 8 We record all software defects under defect management system 
 9 We have a build control management system that creates release 
packages for deployments in the managed environments 
 10 We perform continuous integration of software changes thro ugh a 
well-established release and deployment management system 
 11 We perform project status accounting reports such as change lo g 
progress report transaction log for the project stakeholder 
 12 We perform functional and physical audits to verify the integrity of 
the software pro ducts 
17 1 It is supporting to identify and assess the impact and risk o f a 
proposed change 
 2 It assure that necessary and sufficient requirements were 
implemented verified and validated 
 3 It assure that the necessary procedural activities were executed for 
each requirement and ensure they were executed satisfactorily 
 4 It assure that the elements necessary to reproduce each baseline 
have been captured and reproducible 
 5 It assure that each change was authorized and correspond to 
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requested requirement 
 6 It assure that the elements necessary to rediscover the knowledge of 
the system have been captured and the rationale behind critical 
decisions can be reproduced 
 7 Other (if any) 
18 1 Yes (we have a traceability solution in place) 
 2 No 
19 1 Mandated from project sponsor 
 2 Component of a quality system engineering process 
 3 Both 
 4 Neither 
 5 Other 
20 1 Our software traceability solution covers the entire software 
development cycle 
 2 We frequently utilize the software traceability information to 
accomplish other tasks 
 3 Our software traceability solution is simple 
 4 Our software traceability solution is affordable 
 5 Our software traceability solution is maintainable 
 6 Our software traceability solution is accessible to all the relevant 
stakeholders 
 7 Our software traceability solution is scalable 
 8 Our software traceability solution is customizable 
 9 Our software traceability solution is auditable even by the third 
party auditors  
 10 Our software traceability solution is helping to reduce the cost to 
deliver the pro duct to the customer 
 11 Our software traceability solution is helping to reduce the time to 
deliver the pro duct to the customer 
21 1 Stakeholder and the requirements raised 
 2 Requirements raised and the iterations performed to complete the 
work 
 3 Requirement raised and all other related requirements 
 4 Requirements raised and code developed 
 5 Requirements raised and baseline under version control 
 6 Code developed and the associated baselines 
 7 Requirements raised and test performed 
 8 Test performed and the associated baseline 
 9 Baseline to build/release package 
 10 Build/release package and the target managed environment  
 11 Target managed environment to stakeholder evaluation 
22 1 Requirement/Change management system 
 2 Defect management system 
 3 Version control management system  
 4 Build control management system 
 5 Release and Deployment management system 
 6 Content management system 
 7 All of the above 
 8 None of the above 
23 1 Independently  
 2 Collaboratively 
24 1 Yes (empowerment to customize management systems flow) 
 2 No 
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25 Text Describe customization to software change traceability solution 
26 Text Value of collaboration of management systems 
27 1 Yes (Empowerment to customize the role) 
 2 No 
28 Text  Limitations or constraints of the software change traceability 
solution 
29 1 All manual (traceability solution) 
 2 Up to 20% 
 3 Up to 50% 
 4 Up to 80% 
 5 More than 80% 
 6 All automated 
30 1 IBM Rational DOORS 
 2 Borland Caliber 
 3 Atlassian JIRA 
 4 IBM Rational RequisitePro 
 5 Jama Contour 
 6 Dimensions RM (DimRM) 
 7 Accompa 
 8 FogBugz 
 9 aNimble 
 10 Other 
31 1 Very important (Release Management) 
 2 Important 
 3 Less important 
 4 Not important 
32 1 Yes (Link to any other management system) 
 2 No 
33 Text Value of Release management system 
34 Text Responsible for administration and execution 
35 1 Accuwork (Defect/Issue management system) 
 2 ClearQuest 
 3 Team Foundation Server 
 4 Unicenter Service Desk 
 5 JIRA 
 6 RTC 
 7 ClearQuest 
 8 HP Quality Center 
 9 Other 
36 1 Very important (Defect/Issue Management) 
 2 Important 
 3 Less important 
 4 Not important 
37 1 Yes (Link to any other management system) 
 2 No 
38 Text Value of Defect/Issue management system 
39 Text Responsible for administration and execution 
40 1 CVS (Version control management system) 
 2 PVCS 
 3 Subversion 
 4 Perforce 
 5 MKS 
 6 Accurev 
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 7 RTC 
 8 Clearcase 
 9 Other 
41 1 Very important (Version control management) 
 2 Important 
 3 Less important 
 4 Not important 
42 1 Yes (Link to any other management system) 
 2 No 
43 Text Value of Version control management system 
44 Text Responsible for administration and execution 
45 1 Ant 
 2 Nant 
 3 MS Build 
 4 Cruise Control 
 5 Maven 
 6 Build Forge 
 7 Other 
46 1 Very important (Build management) 
 2 Important 
 3 Less important 
 4 Not important 
47 1 Yes (Link to any other management system) 
 2 No 
48 Text Value of Build management system 
49 Text Responsible for administration and execution 
50 1 IBM Rational Asset Manager 
 2 Rockwell FactoryTalk Asset Centre 
 3 MS Software Asset Management 
 4 Novo Asset Management Software 
 5 Xassets Asset Management Software 
 6 Other 
51 1 Very important (Release/Deployment management) 
 2 Important 
 3 Less important 
 4 Not important 
52 1 Yes (Link to any other management system) 
 2 No 
53 Text Value of Release/Deployment management system 
54 Text Responsible for administration and execution 
55 1 WordPress (Content management system) 
 2 Joomla 
 3 Modx 
 4 Drupal 
 5 Trac Wiki 
 6 Other 
56 1 Very important (Content management) 
 2 Important 
 3 Less important 
 4 Not important 
57 1 Yes (Link to any other management system) 
 2 No 
58 Text Value of Content management system 
299 
 
59 Text Responsible for administration and execution 
60 1 Yes (Consent for further interview) 
 2 No 
61 Text Name of the participant 
62 Text Email address 
63 1 Yes (Report dissemination) 
 2 No 
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APPENDIX G: GROUPS FOR SAMPLE POPULATION [PHASE 1 & 
PHASE 3] 
S# LINKEDIN Respondents Groups 
1 CMII Certified Configuration Managers 
2 Computer & Software Engineering Professionals 
3 Software & Engineering Professionals in Adelaide 
4 Software Development Management Professionals 
5 Software Engineering Professionals 
6 Build and Release Engineers 
7 Engineering Leadership and Management 
8 Software Configuration Management in China 
9 The Agile Project Management Hub 
10 India Scrum Enthusiasts Community (ISEC) 
11 SCM Club 
12 SCM Professionals 
13 Software Configuration management in India 
14 Configuration Management Leaders 
15 Agile and Lean Software Development 
16 Agile Sweden 
17 Agile Turkey 
18 BCS-CMSG Configuration Management Specialist Group 
19 CCRM - Change, Configuration & Release Management 
20 CM Club Discussion Group 
21 CM Professionals 
22 Configuration and Release Management 
23 Configuration management 
24 Configuration Management Asia Pacific (APAC) 
25 Configuration Management Consultants 
26 Configuration Management Professionals 
27 Configuration Management, Inc. 
28 iNTCCM - Certified Professional for Configuration Management 
29 ITIL Configuration Managers 
30 UK Software Configuration Managers 
31 SCM (Software Configuration Management) Professional Network 
32 SCM - Software Configuration Management 
33 SCM Gurus 
34 Software Configuration And Build management 
35 Practitioners of Configuration Management through Agility 
36 Agile Ottawa 
37 Agile Project Management Group 
38 Build Automation 
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39 Configuration Management 
40 PMI Agile Community of Practice 
41 RMIT Alumni 
42 Stanford Advanced Project Management Program (SAPM) 
43 Worldwide Association of Professional Dreamers 
44 Worldwide Management Consultants (WMC) 
45 Agile CMMI 
46 CM Club Australia 
47 Subversion & CVS 
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APPENDIX H: ONLINE SURVEY STRUCTURE [PHASE 3] 
AdSCM - RMIT Research Survey 
 
Q1 CONSENT FORM TO PARTICIPATE IN THE RESEARCH OF Adaptable Configuration 
Management Traceability Model: A global study of software traceability capabilities in agile software 
development organizations You are invited to participate in a PhD research study conducted by 
Usman Khan Durrani (http://au.linkedin.com/in/udurrani) under the supervision of Dr. Joan 
Richardson, and Dr. John Lenarcic at Royal Melbourne Institute of Technology University. The aim 
of this research is to study and explore the current state of software traceability capabilities in agile 
software development organization globally and to propose an adaptable software configuration 
management traceability model. This survey will take no longer than 25 ~ 30 minutes to complete. 
There are neither foreseeable risks nor direct benefits of participating in this study. However, the data 
collected may lead to increased understanding of adaptable software configuration management and 
its application in agile software development organizations using lean thinking principles. 
Participation in this study is voluntary. You may choose not to participate, and you may withdraw at 
any time during the study procedures without any penalty to you. In addition, you may choose not to 
answer any questions with which you are uncomfortable.  
 
PLEDGE OF CONFIDENTIALITY: All participants will remain anonymous. Anonymity means that 
I will record no information about you that could identify you. This also means that I will not record 
your name, address, phone number, date of birth, and so forth as part of the final analysis report. 
There will be no way to link your responses back to you. If a report of this study is published, or if the 
results are present at a professional conference, only group results will be stated, unless you have 
agreed otherwise. If you have any questions about the study procedures, you may contact Usman 
Khan Durrani on email: usman.durrani@rmit.edu.au. If you have any questions about your rights as a 
research participant, you can also contact RMIT Ethics Officer on +613 9925 2251 or email 
human.ethics@rmit.edu.au. Do you agree to participate in this research study? 
 Yes (1) 
 No (2) 
 
 
Q2 What is the nature of business of the organization? (you can select more than one options) 
 Computer software and services (1) 
 Telecommunication equipment and services (2) 
 Computer hardware (3) 
 Consumer electronics (4) 
 Communication - Cable and wireless (5) 
 Recorded and broadcast media (6) 
 Internet service providers (7) 
 Other (8) ____________________ 
 
Q3 Total number of employees in the organization? 
 1 to 20 (1) 
 21 to 200 (2) 
 More then 200 (3) 
 
Q4 Does your organization develop any kind of software products? 
 Yes (1) 
 No (2) 
 
Q5 Approximate number of employees directly involved in Software Development and Maintenance? 
 
Q6 Geographic location(s) of the organization? (you can specify multiple countries separated by 
commas) 
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Q7 Which of the following lean principles exists in your organization? 
 Strongly 
Disagree (1) 
Disagree (2) Neither Agree 
nor Disagree 
(3) 
Agree (4) Strongly Agree 
(5) 
We believe in 
using only value 
adding 
processes and 
practices (1) 
          
We believe in 
emphasizing on 
people who can 
add value (2) 
          
We believe that 
all of our 
activities are 
driven by the 
customer needs 
and expectation 
(3) 
          
We believe in 
utilizing the 
ideas and skills 
of everyone in 
the organization 
(4) 
          
We believe in 
optimizing the 
processes across 
the organization 
(5) 
          
We deliver 
value by 
sustainable pace 
through 
relentless 
continuous 
improvement 
(6) 
          
We believe in 
the continuous 
“flow” of 
changes, 
through release 
of small batch 
of changes (7) 
          
We believe in 
not to 
overburden 
development 
resources for the 
implementation 
of changes (8) 
          
We have a 
culture of           
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“stopping and 
fixing 
problems” on 
the spot (9) 
We believe in 
enabling 
employee 
empowerment 
for the 
continuous 
improvement 
(10) 
          
We use simple 
visual 
management to 
reveal problems 
and coordinate 
(11) 
          
We grow 
leaders from 
within, who 
thoroughly 
understand the 
work, live the 
philosophy, and 
teach it to others 
(12) 
          
We use the 
approach of go 
and see for 
yourself at the 
real place work 
to thoroughly 
understand the 
situation (13) 
          
 
Q8 What type of Software Development Methodology does your organization follow? 
 Agile Software Development (XP, Scrum etc) (1) 
 Classical Software Development (Water Fall, Spiral etc) (2) 
 Mixed Methodology (3) 
 
If Classical Software Developm... Is Selected, Then Skip To End of Survey 
 
Q9 Which of following agile methods do you use in software development projects? 
 Extreme Programming (XP) (1) 
 Scrum (2) 
 Crystal (3) 
 Feature Driven Development (FDD) (4) 
 Dynamic System Development Method (DSDM) (5) 
 Adaptive Software Development (ASD) (6) 
 Mixed agile methods (7) 
 Other (8) ____________________ 
 
Q10 How many projects have been completed by your organization using Agile or Mixed Software 
Development Methodology? 
 All of our projects (1) 
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 Majority of our projects (more than half) (2) 
 Some of our projects (less than half) (3) 
 
 
Q11 Definition: The purpose of Software Configuration Management (SCM) is to establish and 
maintain the integrity of the products of the software project throughout the project&#39;s software 
life cycle. Software Configuration Management involves identifying configuration items for the 
software project, controlling these configuration items and changes to them, and recording and 
reporting status and change activity for these configuration items. Software Engineering Institute. 
Capability Maturity Model Integration, Version 1.1 CMMI for Systems Engineering and Software 
Engineering (CMMI-SE/SW, V1.1) (CMU/SEI-2000-TR-018, ADA388775). Pittsburgh, PA: 
Software Engineering Institute, Carnegie Mellon University, 2000 Is there any SCM process exist in 
your agile organization? 
 Yes (1) 
 No (2) 
 
If No Is Selected, Then Skip To End of Survey 
 
Q12 Does your agile organization refers to any of the following SCM standard bodies to 
define enterprise-level SCM process? 
 IEEE (1) 
 ISO/IEC (2) 
 ANSI/EIA (3) 
 CMMI (4) 
 ITIL (5) 
 PRINCE2/PMP (6) 
 Other (7) ____________________ 
 
Q13 In the past year, appropriately how many projects your organization have delivered using the 
SCM process? 
 All of our projects (1) 
 Majority of our projects (more than half) (2) 
 Some of our projects (less than half) (3) 
 
Q14 Does your organization empower the project teams to customize SCM process (if required) for 
their agile project’s needs? 
 Yes (1) 
 No (2) 
 
Answer If Does your organization empower the project teams to custo... Yes Is Selected 
 
Q15 Considering only one agile project, please describe the customization performed for this 
purpose? 
 
Q16 Which of the following SCM practices do you perform in your agile organization/projects? 
 Never (1) Occasionally (2) Often (3) Always (4) 
We record all 
software changes 
under 
requirement/change 
management system 
(1) 
        
We identify the 
project artefacts at         
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the start of each 
project or release (2) 
We establish a 
version control 
management system 
and the baselines to 
be used for the 
project or release (3) 
        
We use multiple 
parallel streams and 
merge changes back 
to main integration 
branch after 
successful testing 
(4) 
        
We have got a 
collective code 
ownership of and 
invites anyone in the 
team to make 
changes anywhere 
(5) 
        
We categorize the 
software changes 
through a defined 
procedure and then 
authorize, 
implement, 
incorporate into the 
baseline (6) 
        
We have a central 
change authority for 
the approval of all 
the changes (7) 
        
We record all 
software defects 
under defect 
management system 
(8) 
        
We have a build 
control management 
system that creates 
release packages for 
deployments in the 
managed 
environments (9) 
        
We perform 
continuous 
integration of 
software changes 
through a well-
established release 
and deployment 
management system 
(10) 
        
We perform project         
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status accounting 
reports such as 
change log, progress 
report, transaction 
log for the project 
stakeholders (11) 
We perform 
functional and 
physical audits to 
verify the integrity 
of the software 
products (12) 
        
 
 
Q17 Which of the following values does your agile organization/project get by using the SCM 
process? 
 Strongly 
Disagree (1) 
Disagree (2) Neither Agree 
nor Disagree 
(3) 
Agree (4) Strongly Agree 
(5) 
It is supporting 
to identify and 
assess the 
impact and risk 
of a proposed 
change (1) 
          
It assure that 
necessary and 
sufficient 
requirements 
were 
implemented, 
verified and 
validated (2) 
          
It assure that the 
necessary 
procedural 
activities were 
executed for 
each 
requirement and 
ensure they 
were executed 
satisfactorily (3) 
          
It assure that the 
elements 
necessary to 
reproduce each 
baseline have 
been captured 
and 
reproducible (4) 
          
It assure that 
each change 
was authorized 
and correspond 
to requested 
requirement (5) 
          
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It assure that the 
elements 
necessary to 
rediscover the 
knowledge of 
the system have 
been captured 
and the 
rationale behind 
critical 
decisions can be 
reproduced (6) 
          
Other (if any) 
(7)           
 
 
 
Q18 Definition: Traceability means “ degree to which a relationship can be established between two 
or more products of the development process, especially products having a predecessor-successor or 
master-subordinate relationship to one another; for example the degree to which the requirements and 
design of a given software component “; IEEE Std 610.12-1990. IEEE Standard Glossary of Software 
Engineering Terminology. IEEE, New York Does your agile organization use SCM process as a key 
mechanism for providing software traceability? 
 Yes (1) 
 No (then how?) (2) ____________________ 
 
Q19 Does your agile organization consider software traceability as? 
 Mandated from project sponsor (1) 
 Component of a quality system engineering process (2) 
 Both (3) 
 Neither (4) 
 Other (5) ____________________ 
 
Q20 Definition: Software traceability solution for this research study means, the management 
system(s) implementation comprising of process and tool(s) of certain complexity and sophistication 
respectively. How would you grade you existing software traceability solution? 
 Strongly 
Disagree (1) 
Disagree (2) Neither Agree 
nor Disagree 
(3) 
Agree (4) Strongly Agree 
(5) 
Our software 
traceability 
solution covers 
the entire 
software 
development 
cycle (1) 
          
We frequently 
utilize the 
software 
traceability 
information to 
accomplish 
other tasks (2) 
          
Our software 
traceability           
309 
 
solution is 
simple (3) 
Our software 
traceability 
solution is 
affordable (4) 
          
Our software 
traceability 
solution is 
maintainable (5) 
          
Our software 
traceability 
solution is 
accessible to all 
the relevant 
stakeholders (6) 
          
Our software 
traceability 
solution is 
scalable (7) 
          
Our software 
traceability 
solution is 
customizable 
(8) 
          
Our software 
traceability 
solution is 
auditable, even 
by the third 
party auditors 
(9) 
          
Our software 
traceability 
solution is 
helping to 
reduce the cost 
to deliver the 
product to the 
customer (10) 
          
Our software 
traceability 
solution is 
helping to 
reduce the time 
to deliver the 
product to the 
customer (11) 
          
 
 
Q21 How granular is your existing software traceability solution? Select the traceability capabilities 
that are applicable. (you can select more than one options) Our software traceability solution provides 
a trace between: 
 stakeholder and the requirements raised (1) 
 requirements raised and the iterations performed to complete the work (2) 
 requirement raised and all other related requirements (3) 
310 
 
 requirements raised and code developed (4) 
 requirements raised and baseline under version control (5) 
 code developed and the associated baselines (6) 
 requirements raised and test performed (7) 
 test performed and the associated baseline (8) 
 baseline to build/release package (9) 
 build/release package and the target managed environment (10) 
 target managed environment to stakeholder evaluation (11) 
 
Q22 Which of the following management system(s) exists in your organization for the purpose of 
software traceability? (you can select more than one options) 
 Requirement/Change management system (1) 
 Defect management system (2) 
 Version control management system (3) 
 Build control management system (4) 
 Release and Deployment management system (5) 
 Content management system (6) 
 All of the above (7) 
 None of the above (8) 
If None of the above Is Selected, Then Skip To Does your organization empower the pr... 
 
Answer If Which of the following management systems exists in your&... None of the above Is Not 
Selected 
 
Q23 How do all of the management systems (selected in the above question) function in the 
organization environment? 
 Independently (1) 
 Collaboratively (2) 
 
Answer If How do all of the management systems (selected in the abo... Collaboratively Is Selected 
And Which of the following management systems exists in your ... None of the above Is Not Selected 
 
Q24 Does your organization empower the project teams to customize how and what information 
links the management system(s) for their agile project’s needs? 
 Yes (1) 
 No (2) 
 
Answer If Does your organization empower the project teams to redef... Yes Is Selected And Which 
of the following management systems exists in your&... None of the above Is Not Selected And How 
do all of the management systems (selected in the abo... Collaboratively Is Selected 
 
Q25 If there is customization made at the project level software traceability solution, then what are the 
various influencing factors for this customization? Influencing factors such as, team size, geographic 
separation, project criticality, project priorities etc 
 
Answer If Which of the following management systems exists in your&... None of the above Is Not 
Selected And All of the management systems selected in the above quest... Collaboratively Is Selected 
 
Q26 Does your agile organization getting any value through the collaboration of management 
system(s)? Please state the value(s). 
 
Q27 Does your agile organization empower the project teams to customize the roles as defined by the 
organization software traceability solution (if required) for their agile project’s needs? 
 Yes (1) 
 No (2) 
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Q28 Can you specify any limitations or constraints of your existing software traceability solution? 
 
Q29 How much of the software traceability solution is automated in your organization/projects? 
 All manual (1) 
 Up to 20% (2) 
 Up to 50% (3) 
 Up to 80% (4) 
 More than 80% (5) 
 All automated (6) 
 
 
Answer If Which of the following management systems exists in your&... Requirement/Change 
management system Is Selected 
 
Q30 What Requirement Management System are you using in your organization/projects? 
 IBM Rational DOORS (1) 
 Borland Caliber (2) 
 Atlassian JIRA (3) 
 IBM Rational RequisitePro (4) 
 Jama Contour (5) 
 Dimensions RM (DimRM) (6) 
 Accompa (7) 
 FogBugz (8) 
 aNimble (9) 
 Other (10) ____________________ 
 
Answer If Which of the following management systems exists in your&... Requirement/Change 
management system Is Selected 
 
Q31 How important is the Requirement Management System for your organization/projects? 
 Very important (1) 
 Important (2) 
 Less important (3) 
 Not important (4) 
 
Answer If How important is the Requirement Management system in you... Not important Is Not 
Selected And Which of the following management systems exists in your&... Requirement/Change 
management system Is Selected 
 
Q32 Is this Requirement Management System linked with any other management system(s)? 
 Yes (Please specify) (1) ____________________ 
 No (2) 
 
Answer If How important is the Requirement Management system in you... Not important Is Not 
Selected And Which of the following management systems exists in your&... Requirement/Change 
management system Is Selected 
 
Q33 What value are you getting by using the Requirement Management System in your 
organization/projects? 
 
Answer If How important is the Requirement Management system in you... Not important Is Not 
Selected And Which of the following management systems exists in your&... Requirement/Change 
management system Is Selected 
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Q34 Who is responsible for the administration & execution of Requirement Management System? 
 
 
Answer If Which of the following management systems exists in your&... Defect management system 
Is Selected 
 
Q35 What software defects/issues management system are you using in your organization/projects? 
 AccuWork (1) 
 ClearQuest (2) 
 Team Foundation Server (3) 
 Unicenter Service Desk (USD) (4) 
 JIRA (5) 
 RTC (6) 
 ClearQuest (7) 
 HP Quality Center (8) 
 Other (9) ____________________ 
 
Answer If Which of the following management systems exists in your&... Defect management system 
Is Selected 
 
Q36 How important is the Software Defects/Issues Management System for your 
organization/projects? 
 Very important (1) 
 Important (2) 
 Less important (3) 
 Not important (4) 
 
Answer If How important is the Software Defects/Issues management s... Not important Is Not 
Selected And Which of the following management systems exists in your&... Defect management 
system Is Selected 
 
Q37 Is this Software Defects/Issues Management System linked with any other management 
system(s)? 
 Yes (Please Specify) (1) ____________________ 
 No (2) 
 
Answer If How important is the Software Defects/Issues management s... Not important Is Not 
Selected And Which of the following management systems exists in your&... Defect management 
system Is Selected 
 
Q38 What value are you getting by using the Software Defects/Issues Management System in your 
organization/projects? 
 
Answer If How important is the Software Defects/Issues management s... Not important Is Not 
Selected And Which of the following management systems exists in your&... Defect management 
system Is Selected 
Q39 Who is responsible for the administration & execution of Software Defects/Issues Management 
System? 
 
 
Answer If Which of the following management systems exists in your&... Version control 
management system Is Selected 
 
Q40 What Version Control Management System are you using in your organization/projects? 
 CVS (1) 
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 PVCS (2) 
 Subversion (3) 
 Perforce (4) 
 MKS (5) 
 Accurev (6) 
 RTC (7) 
 Clearcase (8) 
 Other (9) ____________________ 
 
Answer If Which of the following management systems exists in your&... Version control 
management system Is Selected 
 
Q41 How important is the Version Control Management System in your organization/projects? 
 Very important (1) 
 Important (2) 
 Less important (3) 
 Not important (4) 
 
Answer If How important is the Version Control Management system in... Not important Is Not 
Selected And Which of the following management systems exists in your&... Version control 
management system Is Selected 
 
Q42 Is this Version Control Management System linked with any other management system(s)? 
 Yes (Please specify) (1) 
 No (2) 
 
Answer If How important is the Version Control Management system in... Not important Is Not 
Selected And Which of the following management systems exists in your&... Version control 
management system Is Selected 
 
Q43 What value are you getting by using the Version Control Management System in your 
organization/projects? 
 
Answer If How important is the Version Control Management system in... Not important Is Not 
Selected And Which of the following management systems exists in your&... Version control 
management system Is Selected 
 
Q44 Who is responsible for the administration & execution of Version Control Management System? 
 
 
Answer If Which of the following management systems exists in your&... Build control management 
system Is Selected 
Q45 What Software Build Management System are you using in your organization/projects? 
 Ant (1) 
 Nant (2) 
 MS Build (3) 
 Cruise Control (4) 
 Maven (5) 
 Build Forge (6) 
 Other (7) ____________________ 
 
Answer If Which of the following management systems exists in your&... Build control management 
system Is Selected 
 
Q46 How important is the Software Build Management System for your organization/projects? 
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 Very important (1) 
 Important (2) 
 Less important (3) 
 Not important (4) 
 
Answer If How important is the Software Build Management system in ... Not important Is Not 
Selected And Which of the following management systems exists in your&... Build control 
management system Is Selected 
 
Q47 Is this Software Build Management System linked with any other management system? 
 Yes (Please specify) (1) ____________________ 
 No (2) 
 
Answer If How important is the Software Build Management system in ... Not important Is Not 
Selected And Which of the following management systems exists in your&... Build control 
management system Is Selected 
 
Q48 What value are you getting by using the Software Build Management System in your 
organization/projects? 
 
Answer If How important is the Software Build Management system in ... Not important Is Not 
Selected And Which of the following management systems exists in your&... Build control 
management system Is Selected 
 
Q49 Who is responsible for the administration & execution of Software Build Management System in 
your organization/projects? 
 
Answer If Which of the following management systems exists in your&... Release and Deployment 
management system Is Selected 
 
Q50 What Software Release & Deployment Management System are you using in your 
organization/projects? 
 IBM Rational Asset Manager (1) 
 Rockwell FactoryTalk AssetCentre (2) 
 Microsoft Software Asset Management (3) 
 Novo Asset Management Software (4) 
 Xassets asset management software (5) 
 Other (6) ____________________ 
 
Answer If Which of the following management systems exists in your&... Release and Deployment 
management system Is Selected 
 
Q51 How important is the Software Release & Deployment Management System for your 
organization/projects? 
 Very important (1) 
 Important (2) 
 Less important (3) 
 Not important (4) 
 
Answer If How important is the Release &amp; Deployment management ... Not important Is Not 
Displayed And Which of the following management systems exists in your&... Release and 
Deployment management system Is Selected 
 
Q52 Is this Software Release & Deployment Management System linked with any other management 
system(s)? 
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 Yes (Please specify) (1) ____________________ 
 No (2) 
 
Answer If How important is the Release &amp; Deployment management ... Not important Is Not 
Selected And Which of the following management systems exists in your&... Release and 
Deployment management system Is Selected 
 
Q53 What value are you getting by using the Software Release & Deployment Management System 
in your organization/projects? 
 
Answer If How important is the Release &amp; Deployment management ... Not important Is Not 
Selected And Which of the following management systems exists in your&... Release and 
Deployment management system Is Selected 
 
Q54 Who is responsible for the administration & execution of Software Release & Deployment 
Management System? 
 
Answer If Which of the following management systems exists in your&... Content management 
system Is Selected 
 
Q55 What Content Management System are you using in your organization/projects? 
 WordPress (1) 
 Joomla (2) 
 ModX (3) 
 Drupal (4) 
 Trac Wiki (5) 
 Other (6) ____________________ 
 
Answer If Which of the following management systems exists in your&... Content management 
system Is Selected 
 
Q56 How important is the Content Management System for your organization/projects? 
 Very important (1) 
 Important (2) 
 Less important (3) 
 Not important (4) 
 
Answer If How important is the Content management system in your so... Not important Is Not 
Selected And Which of the following management systems exists in your&... Content management 
system Is Selected 
 
Q57 Is this Content Management System linked with any other management system(s)? 
 Yes (Please specify) (1) ____________________ 
 No (2) 
 
Answer If How important is the Content management system in your so... Not important Is Not 
Selected And Which of the following management systems exists in your&... Content management 
system Is Selected 
 
Q58 What value are you getting by using the Content Management System in your 
organization/projects? 
 
Answer If How important is the Content management system in your so... Not important Is Not 
Selected And Which of the following management systems exists in your&... Content management 
system Is Selected 
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Q59 Who is responsible for the administration & execution of Content Management System? 
 
Q60 If you currently using collaborative management systems for the implementation 
of configuration management traceability in your adaptable software development environment, then I 
would like to interview you about your use of the practices. This interview will not take more than 30 
minutes of your time and can be carried out by email, by phone or in person. The interview will 
improve the strength of the study findings and will also benefit your organization. I agree to a follow-
up interview 
 Yes (1) 
 No (2) 
 
If No Is Selected, Then Skip To End of Survey 
 
Q61 Your name 
 
Q62 Your email address 
 
Q63 THANK YOU FOR YOUR PARTICIPATION! YOUR COOPERATION IS HIGHLY 
APPRECIATED Would you like to receive a summary report of the study result?  
 Yes (1) 
 No (2) 
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APPENDIX I: ASSESSMENT OF VALIDITY & RELIABILITY 
[PHASE 3] 
Lean Thinking Principles 
Item-Total Statistics 
 Scale Mean if 
Item Deleted 
Scale Variance if 
Item Deleted 
Corrected Item-
Total Correlation 
Squared Multiple 
Correlation 
Cronbach’s Alpha 
if Item Deleted 
We believe in using only value 
adding processes and practices 
45.23 36.012 .482 .342 .795 
We believe in emphasizing on 
people who can add value 
44.90 37.037 .501 .388 .795 
We believe that all of our 
activities are driven by the 
customer needs and expectation 
44.88 37.556 .359 .224 .804 
We believe in utilizing the ideas 
and skills of everyone in the 
organization 
44.85 36.621 .505 .345 .794 
We believe in optimizing the 
processes across the 
organization 
44.98 36.262 .438 .361 .798 
We deliver value by sustainable 
pace through relentless 
continuous improvement 
45.02 36.739 .497 .373 .794 
We believe in the continuous 
“flow” of changes, through 
release of small batch of 
changes 
45.09 36.731 .405 .344 .801 
We believe in not to overburden 
development resources for the 
implementation of changes 
45.53 34.858 .515 .371 .791 
We have a culture of “stopping 
and fixing problems” on the 
spot 
45.47 35.017 .467 .265 .796 
We believe in enabling 
employee empowerment for the 
continuous improvement 
45.09 34.676 .642 .523 .782 
We use simple visual 
management to reveal problems 
and coordinate 
45.59 35.674 .472 .278 .795 
We grow leaders from within, 
who thoroughly understand the 
work, live the philosophy, and 
teach it to others 
45.20 36.660 .359 .187 .806 
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We use the approach of go and 
see for yourself at the real place 
work to thoroughly understand 
the situation 
45.40 38.265 .228 .103 .817 
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APPENDIX J: FREQUENCY DISTRIBUTION OF RESPONDENTS 
[PHASE 3] 
Respondent’s Country  Frequency Percent 
Pakistan 60 18.5 
USA 51 15.7 
Australia 44 13.5 
Global 21 6.5 
England 18 5.5 
India 16 4.9 
China 13 4 
UAE 8 2.5 
Saudi Arabia 7 2.2 
Germany 6 1.8 
Canada 4 1.2 
Denmark 4 1.2 
France 4 1.2 
Malaysia 4 1.2 
New Zealand 4 1.2 
Russia 4 1.2 
Singapore 4 1.2 
Thailand 4 1.2 
Ukraine 4 1.2 
Hong Kong 3 0.9 
Qatar 3 0.9 
Belarus 2 0.6 
Brazil 2 0.6 
Italy 2 0.6 
Japan 2 0.6 
Philippines 2 0.6 
Spain 2 0.6 
Sweden 2 0.6 
Switzerland 2 0.6 
Asia 1 0.3 
Asia Pacific 1 0.3 
Afghanistan 1 0.3 
Austria 1 0.3 
Belgium 1 0.3 
Colombia 1 0.3 
Czech Republic 1 0.3 
Dunedin 1 0.3 
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El Salvador 1 0.3 
Finland 1 0.3 
Holland 1 0.3 
Indonesia 1 0.3 
Iran 1 0.3 
Israel 1 0.3 
Kyrgyzstan 1 0.3 
Middle East 1 0.3 
Netherland 1 0.3 
Poland 1 0.3 
Portugal 1 0.3 
South Africa 1 0.3 
Thailand 1 0.3 
Turkey 1 0.3 
Vietnam 1 0.3 
Table 8: Frequency distribution of respondents from different countries 
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APPENDIX K: LEAN PRINCIPLES & ORGANIZATIONAL 
ENVIRONMENT [PHASE 3] 
Lean Principles in Organizational environment & Culture 
Employees directly related to 
Software Development 
1 to 20 
% 
21 to 200 
% 
More then 200 
% 
We believe in using only value adding processes and practices SDA 4 0 0 
DA 6 11 9 
NAD 24 24 23 
A 47 50 51 
SA 18 15 17 
We believe in emphasizing on people who can add value SDA 0 0 0 
DA 4 2 4 
NAD 20 11 13 
A 43 66 60 
SA 33 21 23 
We believe that all of our activities are driven by the customer needs and 
expectation 
SDA 0 0 0 
DA 8 3 6 
NAD 4 23 17 
A 53 39 49 
SA 35 35 28 
We believe in utilizing the ideas and skills of everyone in the organization SDA 0 2 0 
DA 4 2 4 
NAD 10 15 13 
A 61 55 45 
SA 24 27 38 
We believe in optimizing the processes across the organization SDA 2 2 2 
DA 10 3 4 
NAD 10 21 15 
A 49 55 38 
SA 29 19 40 
We deliver value by sustainable pace through relentless continuous 
improvement 
SDA 0 0 0 
DA 6 8 2 
NAD 16 23 11 
A 63 50 62 
SA 14 19 26 
We believe in the continuous “flow” of changes, through release of small 
batch of changes 
SDA 2 2 4 
DA 10 3 2 
NAD 16 19 21 
A 49 60 47 
SA 22 16 26 
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We believe in not to overburden development resources for the 
implementation of changes 
SDA 4 5 4 
DA 14 18 11 
NAD 20 32 28 
A 45 37 51 
SA 16 8 6 
We have a culture of “stopping and fixing problems” on the spot SDA 2 5 4 
DA 18 16 11 
NAD 22 34 28 
A 35 32 43 
SA 22 13 15 
We believe in enabling employee empowerment for the continuous 
improvement 
SDA 0 0 0 
DA 12 6 6 
NAD 27 21 17 
A 35 60 47 
SA 27 13 30 
We use simple visual management to reveal problems and coordinate SDA 6 3 0 
DA 16 19 15 
NAD 29 27 36 
A 37 47 38 
SA 12 3 11 
We grow leaders from within, who thoroughly understand the work, live 
the philosophy, and teach it to others 
SDA 4 3 4 
DA 4 10 6 
NAD 24 19 23 
A 43 52 43 
SA 24 16 23 
We use the approach of go and see for yourself at the real place work to 
thoroughly understand the situation 
SDA 2 3 2 
DA 18 16 9 
NAD 22 15 32 
A 41 52 51 
SA 16 15 6 
Table 9: Cross-Tabulation of Lean Thinking Principles and Organisation size and the employees directly involved in 
Software Development 
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APPENDIX L: RESPONSES ABOUT SCM PROCESS 
CUSTOMIZATION [PHASE 3] 
Customization 
Categories 
Number of 
Responses 
Description 
Management/ 
Business 
5 • In order to distribute single product with variations to different customers, 
we have got a process tailoring strategy in place. 
• We have customized and simplified the requirement management aspect of 
the process that values for us. 
• We customize different elements of the SCM process based on customers’ 
requirements for traceability. 
• We perform such customization based on any legislative requirements, 
business specific needs to facilitate business needs. 
• Our Business Analysts works as testers before release to QA. 
 
Process/ 
Development 
14 • We performed the customization regarding deployment management 
including, deploying and recording of historical information. 
• We performed the customization of release management by capturing the 
information regarding configuration files and configuration steps in version 
control and tracking it for every managed environment. 
• We define and customize development, configuration, test, and deployment 
process for each of our projects. 
• Each product team has its process for SCM and many are very similar. 
• Our projects focus on delivery of working code. All requirements are 
captured in JIRA, test cases are captured in CUCUMBER, all code is 
stored in GIT along with unit tests. We use build management tools such as 
BAMBOO and JENKINS to manage the build flow. Most of development 
teams will follow this process with various combinations of toolsets. 
• We have created the automated process for build updates on development 
and testing servers. 
• We have modified SCRUM to incorporate SCM process for the project. 
• For a particular project, we are following a 30 day sprint and after that we 
deploy the release. We also have customized the SCM process to introduce 
a 15 days Rapid Deployment cycle. WE also introduced an off-release 
deployment for hot-fixes, bugs and exceptions. 
• We have custom build scripts, and build management, custom local 
policies for version control, change control, defect management, auditing 
and reporting. 
• Tagging policies and naming standards for each release under version 
control system. 
• We use GIT, TFS, LISA virtualization, Specflow BDD, 
Selenium/Monkeytalk, Teamcity as part of our current software 
development project. This combination is different for other Agile teams, 
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although the base SCM process remains the same. 
 
Both 7 • With a mix of configuration management, team management, test/code 
management, we have achieved change management and continuous 
integration throughout project profile. 
• Since we follow the mix of different agile methodologies, we don’t 
completely follow one specific methodology and have to pick some 
features of different methodologies. Example, we don’t have a meeting on 
daily basis, yet we have progress reporting through email and/or 
centralized portals. 
• We make decision on SCM tools based on project requirement and the 
project stakeholders’ preference.  
• For multiple site development, it was decided to manage documentation in 
another way rather than using the established CVS repository. 
• Until recently, we defined our release candidates by a link to a specific set 
of builds on our CI server, a JENKINS instance. We decided now to 
change this definition to refer to artefacts residing in a MAVEN repository. 
• Our ISO 12207 processes have a defined tailoring strategy to define what 
documents and processes must be followed. We however allow customer 
agreed/initiated reduction to meet cost or time aims. 
• We customize configuration item pipeline according to deliverable. 
 
Table 17: Qualitative descriptive analysis 
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APPENDIX M: SCM PROCESS AND CRONBACH’S ALPHA 
[PHASE 3] 
Item-Total Statistics 
SCM Practices Scale Mean if 
Item Deleted 
Scale Variance if 
Item Deleted 
Corrected Item-
Total Correlation 
Squared Multiple 
Correlation 
Cronbach’s Alpha 
if Item Deleted 
We record all software changes 
under requirement/change 
management system 
35.13 20.181 .473 .296 .754 
We identify the project artefacts 
at the start of each project or 
release 
35.30 19.612 .481 .368 .752 
We establish a version control 
management system and the 
baselines to be used for the 
project or release 
34.95 20.609 .495 .427 .754 
We use multiple parallel 
streams and merge changes 
back to main integration branch 
after successful testing 
35.40 20.973 .278 .238 .775 
We have got a collective code 
ownership of and invites anyone 
in the team to make changes 
anywhere 
35.73 22.130 .089 .140 .798 
We categorize the software 
changes through a defined 
procedure and then authorize, 
implement, inco rpo rate into 
the baseline 
35.38 20.098 .459 .263 .755 
We have a central change 
authority for the approval of all 
the changes 
35.41 20.039 .363 .342 .767 
We record all software defects 
under defect management 
system 
35.01 20.943 .323 .158 .769 
We have a build control 
management system that creates 
release packages for 
deployments in the managed 
environments 
35.15 20.231 .504 .374 .752 
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We perform continuous 
integration of software changes 
through a well-established 
release and deployment 
management system 
35.29 20.048 .538 .393 .749 
We perform project status 
accounting reports such as 
change log, progress report, 
transaction log for the project 
stakeholders 
35.41 18.882 .557 .460 .743 
We perform functional and 
physical audits to verify the 
integrity of the software 
products 
35.47 19.082 .539 .461 .745 
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APPENDIX N: SCM PRACTICES AND FREQUENCY USAGE 
[PHASE 3] 
SCM Practices Employees directly related to Software 
Development 
1 to 20 
% 
21 to 200 
% 
More the 200 
% 
Practice 1: We record all software changes under 
requirement/change management system 
NV 0 2 0 
OC 0 11 6 
OF 0 47 32 
AW 8 29 62 
Practice 2: We identify the project artefacts at the start of each 
project or release 
NV 0 5 2 
OC 0 15 4 
OF 2 48 40 
AW 6 21 53 
Practice 3: We establish a version control management system 
and the baselines to be used for the project or release 
NV 0 0 0 
OC 0 8 0 
OF 0 39 19 
AW 8 42 81 
Practice 4: We use multiple parallel streams and merge changes 
back to main integration branch after successful testing 
NV 0 2 6 
OC 0 21 9 
OF 2 45 43 
AW 6 21 43 
Practice 5: We have got a collective code ownership of and 
invites anyone in the team to make changes anywhere 
NV 0 3 13 
OC 2 26 23 
OF 0 44 47 
AW 6 16 17 
Practice 6: We have a central change authority for the approval of 
all the changes 
NV 0 6 4 
OC 0 23 6 
OF 0 39 38 
AW 8 21 51 
Practice 7: We record all software defects under defect 
management system 
NV 0 2 2 
OC 0 10 4 
OF 0 35 15 
AW 8 42 79 
Practice 8: We have a build control management system that 
creates release packages for deployments in the managed 
environments 
NV 0 0 2 
OC 0 15 0 
OF 0 48 38 
AW 8 26 60 
Practice 9: We perform continuous integration of software 
changes through a well-established release and deployment 
management system 
NV 0 0 0 
OC 0 19 2 
OF 0 50 53 
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AW 8 19 45 
Practice 10: We perform project status accounting reports such as 
change log, progress report, transaction log for the project 
stakeholders 
NV 0 6 0 
OC 0 26 9 
OF 2 37 43 
AW 6 19 49 
Practice 11: We perform functional and physical audits to verify 
the integrity of the software products 
NV 0 5 0 
OC 0 32 9 
OF 2 35 45 
AW 6 16 47 
Practice 12: We categorize the software changes through a 
defined procedure and then authorize, implement, incorporate into 
the baseline 
NV 0 2 0 
OC 2 21 9 
OF 2 50 45 
AW 4 16 47 
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APPENDIX O: VALUE OF SCM PROCESS [PHASE 3] 
Item-Total Statistics 
SCM Practices Scale Mean if 
Item Deleted 
Scale Variance if 
Item Deleted 
Corrected Item-
Total Correlation 
Squared Multiple 
Correlation 
Cronbach’s Alpha 
if Item Deleted 
It is supporting to identify and 
assess the impact and risk of a 
proposed change 
22.01 15.931 .647 .486 .797 
It assure that necessary and 
sufficient requirements were 
implemented, verified and 
validated 
21.84 16.439 .714 .549 .790 
It assure that the necessary 
procedural activities were 
executed for each requirement 
and ensure they were executed 
satisfactorily 
22.08 15.803 .722 .605 .786 
It assure that the elements 
necessary to reproduce each 
baseline have been captured and 
reproducible 
21.75 17.598 .472 .319 .825 
It assure that each change was 
authorized and correspond to 
requested requirement 
21.85 15.696 .686 .521 .791 
It assure that the elements 
necessary to rediscover the 
knowledge of the system have 
been captured and the rationale 
behind critical decisions can be 
reproduced 
22.02 15.701 .703 .552 .788 
Other (if any) 22.65 18.856 .211 .086 .871 
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 Value of the SCM process for the Agile organization Employees directly related to Software 
Development 
1 to 20 
% 
21 to 200 
% 
More the 200 
% 
Value 1: It is supporting to identify and assess the impact and risk 
of a proposed change 
SDA 0 6 0 
DA 0 10 6 
NAD 2 23 15 
A 4 35 60 
SA 2 15 19 
Value 2: It assure that necessary and sufficient requirements were 
implemented, verified and validated 
SDA 0 2 0 
DA 0 5 2 
NAD 2 31 13 
A 2 40 55 
SA 4 11 30 
Value 3: It assure that the necessary procedural activities were 
executed for each requirement and ensure they were executed 
satisfactorily 
SDA 0 3 0 
DA 0 13 4 
NAD 2 34 19 
A 4 31 53 
SA 2 8 23 
Value 4: It assure that the elements necessary to reproduce each 
baseline have been captured and reproducible 
SDA 0 3 2 
DA 0 6 0 
NAD 0 19 11 
A 2 44 51 
SA 6 16 36 
Value 5: It assure that each change was authorized and 
correspond to requested requirement 
SDA 0 5 0 
DA 0 8 4 
NAD 0 23 11 
A 2 37 53 
SA 6 16 32 
Value 6: It assure that the elements necessary to rediscover the 
knowledge of the system have been captured and the rationale 
behind critical decisions can be reproduced 
SDA 0 5 0 
DA 0 8 6 
NAD 0 26 28 
A 6 37 45 
SA 2 13 21 
Cross tab of SCM Value and Organisation size based on employees directly related to Software Development 
Other (if any) 
• It assures that the implementation of one story does not break the stories that went before it, that our teams can 
maintain velocity from release to release, that our testers are not stressed out by rapid manual testing cycles, that our 
teams and projects don’t collide with each other, and that we don’t pay high maintenance costs for our test base. 
• Records all artefacts that were created/updated for a requested change 
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APPENDIX P: SOFTWARE TRACEABILITY SOLUTION [PHASE 
3] 
Item-Total Statistics 
 Scale Mean if 
Item Deleted 
Scale Variance if 
Item Deleted 
Corrected Item-
Total Correlation 
Squared Multiple 
Correlation 
Cronbach’s Alpha 
if Item Deleted 
Our software traceability 
solution covers the entire 
software development cycle 
36.59 54.440 .666 .610 .935 
We frequently utilize the 
software traceability 
information to accomplish other 
tasks 
36.62 55.061 .717 .653 .932 
Our software traceability 
solution is simple 
36.43 55.173 .715 .755 .933 
Our software traceability 
solution is affordable 
36.31 56.531 .687 .797 .934 
Our software traceability 
solution is maintainable 
36.31 54.251 .801 .800 .929 
Our software traceability 
solution is accessible to all the 
relevant stakeholders 
36.27 56.019 .698 .646 .933 
Our software traceability 
solution is scalable 
36.39 53.242 .784 .833 .930 
Our software traceability 
solution is customizable 
36.34 54.703 .789 .708 .930 
Our software traceability 
solution is auditable, even by 
the third party auditors 
36.49 54.470 .693 .560 .934 
Our software traceability 
solution is helping to reduce the 
cost to deliver the product to the 
customer 
36.43 54.908 .783 .805 .930 
Our software traceability 
solution is helping to reduce the 
time to deliver the product to 
the customer 
36.44 54.170 .767 .799 .930 
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Software Traceability Solution Grades Employees directly related to Software 
Development 
 1 to 20 
% 
21 to 200 
% 
More then 200 
% 
Grade 1: Our software traceability solution covers the entire software 
development cycle 
SDA 0 8 0 
DA 0 23 6 
NAD 2 15 21 
A 2 31 64 
SA 4 13 9 
Grade 2: We frequently utilize the software traceability information 
to accomplish other tasks 
SDA 0 3 2 
DA 2 19 2 
NAD 2 31 32 
A 2 27 51 
SA 2 8 13 
Grade 3: Our software traceability solution is simple SDA 0 2 0 
DA 2 13 6 
NAD 4 23 32 
A 0 37 40 
SA 2 15 21 
Grade 4: Our software traceability solution is affordable SDA 0 2 0 
DA 2 3 2 
NAD 4 34 26 
A 0 35 49 
SA 2 15 23 
Grade 5: Our software traceability solution is maintainable SDA 0 3 0 
DA 2 13 0 
NAD 2 21 23 
A 0 40 51 
SA 4 11 26 
Grade 6: Our software traceability solution is accessible to all the 
relevant stakeholders 
SDA 0 2 0 
DA 0 6 4 
NAD 0 27 23 
A 2 45 47 
SA 6 8 26 
Grade 7: Our software traceability solution is scalable SDA 0 5 0 
DA 0 13 4 
NAD 0 27 23 
A 4 32 43 
SA 4 11 30 
Grade 8: Our software traceability solution is customizable 
SDA 0 2 0 
DA 0 8 6 
NAD 4 29 21 
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A 0 39 47 
SA 4 11 26 
Grade 9: Our software traceability solution is auditable, even by the 
third party auditors 
SDA 0 3 2 
DA 0 19 4 
NAD 4 23 21 
A 2 34 47 
SA 2 10 26 
Grade 10: Our software traceability solution is helping to reduce the 
cost to deliver the product to the customer 
SDA 0 0 0 
DA 2 13 4 
NAD 4 32 23 
A 0 34 49 
SA 2 10 23 
Grade 11: Our software traceability solution is helping to reduce the 
time to deliver the product to the customer 
SDA 0 0 2 
DA 0 15 9 
NAD 4 29 21 
A 0 35 40 
SA 4 10 28 
Table 23: Cross Tab of Software Traceability Solution Grades and Organisation Size based on employees directly involved 
in software development 
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APPENDIX Q: SCM INFLUENCING FACTORS CUSTOMIZATION 
[PHASE 3] 
Influencing Factors Frequency Description 
Project 12 • Project nature, team size, off-shore scenario, agreement with client 
• Development and maintenance projects have different traceability 
matrices 
• Project delivery and budget 
• Project priorities and client influence 
• Project priorities or may be client preference 
• Project priorities and criticality 
• Time and requirement 
• Geographic separation, and project criticality 
• Not formalized, so the approach is to do what you think needs to be done 
• To better match our work 
• Whatever the team decides should be customized 
• Reusability of code and prioritized tasks 
 
Team 9 • Increase in team size 
• On the basis of recommendations from communities formed around the 
various areas we perform the customization 
• Team size and geographical location 
• Awareness and the maturity of the team 
• Tool selection 
• Geographic separation 
• We follow the approach of “doing what we think needs to be done” 
• To better match our work 
• Whatever the team decides should be customized 
 
Client 6 • Agreement with the client 
• Client’s influence 
• Client preferences 
• Client based customizations 
• Tool selection based on client preference 
• Whatever the team decide based on client preference 
Table 29: Qualitative descriptive analysis 
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APPENDIX R: VALUE OF COLLABORATIVE MANAGEMENT 
SYSTEM [PHASE 3] 
 Value of 
Collaboration 
Frequency Description 
Management 15 • Our continuously improving collaborative management system is helping us 
to build new skills for the employees and management based on the historical 
record that we can produce 
• It is helping us to harmonise the deployment metrics and work as a quality 
indicator 
• It supports by overcoming the problem of resource shuffling and also helping 
in building common understanding about the project deliverables. It also help 
in issue management 
• It provides us the visibility and accountability of software changes 
• It saves us cost, time and effort and provides the holistic view of the 
integrated management system. No repetition of tasks 
• Information is properly linked and we can trace back to sources from where 
it originated 
• For disparate teams it is a single source of truth 
• IT supports by simply keeping the things in order 
• Streamlined 
• Time effective 
• Joined up data makes more visibility of the processes behind the scene 
• Increased visibility of information and the ability to act in a timely manner 
• IT helps in enforcing the process, and collection of data at a centralized 
location. It also provides a dashboard to assess KPIs mapping 
 
 
  
336 
 
APPENDIX S: LIMITATIONS OF TRACEABILITY SOLUTIONS 
[PHASE 3] 
Limitation or Constraints 
Categories 
Frequency Description 
Management/Team/Project 7 • Our traceability solution largely dependent on individual 
knowledge or experience 
• Overhead and costs 
• Budgetary and time 
• Governance is very bureaucratic because it must span multiple 
products and portfolios across multiple systems and sectors 
• It becomes increasingly difficult to scale it horizontally across 
many multiples of projects 
• Scope is very limited, since it’s so informal 
• There is still a perception that Development and QA teams are 
different organization working in isolation 
Software/Systems/Tools 21 • Hard to use, slow, non-intuitive UI 
• Re using the information is more difficult than reproducing it in 
my own format 
• No integration between systems, lots of manual re-entry of 
information 
• Current software traceability solution is not much scalable 
• Only seen as purely code revision control 
• Though quality has been tremendously increased but lots of 
processes are leading to high costs. Also significant effort is 
required to keep them on track 
• It is manual, a simple excel workbook but is traceable with SVN 
• It doesn’t trace the requirements end-to-end since components do 
not cover the complete lifecycle and are independent of each other 
• It is not an end-to-end linked to provide full horizontal traceability 
of artefacts 
• The data is there, however we still need to develop many simple 
capabilities to present this data in appropriate manner for 
particular audience. 
• The biggest limitation is the lack of integration among 
implemented systems which creates complicated scenarios in the 
lifecycle of a product development as well as to accountability in 
not there 
• Our requirement management is a weak link. What was changed 
is easy to identify but why is not 
• Our waterfall teams don’t really have a software traceability 
solution. They have a lot of documents, but by the end of a typical 
project they’re usually all stale. Our agile teams have excellent 
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traceability - but because we are agile, we don’t have the concept 
of a baseline and therefore don’t 
• Reporting in TFS is weak and difficult to implement 
• Asset management to the requirements is a bit lacking 
• Running two tools in parallel  
• Regression of defects and traceability has many limitations 
• No integration between the various tools used by the System 
Engineering team, the Software Development Team and the Test 
Team 
• Security constraints are not really taken into account by the tools, 
as we’d have liked them to 
• Doesn’t currently trace down to code level 
• We recently merged development efforts of teams across many 
offices spread across the world. We use Active Directory for 
authentication, but the existing AD domains world-wide have not 
yet been seamlessly joined. So there are occasional headaches 
getting developers and other stakeholders access to required 
resources 
Manual/Solutions 3 • All of it is still manual 
• No Automation done 
• There is no interaction between the different applications 
managing the software traceability. / Much of the information is 
entered manually, which leaves room for mistakes 
 
Integration/Solutions 7 • No integration between systems, lots of manual re-entry of 
information. 
• The biggest limitation is the lack of integration among 
implemented systems which creates complicated scenarios in the 
life cycle of a product development as well as the accountability is 
not there. 
• No integration between the various tools used by the System 
Engineering team, the Software Development Team and the Test 
Team 
• Governance is very bureaucratic because it must span multiple 
products and portfolios across multiple systems and sectors. 
• There is no interaction between the different applications 
managing the software traceability. / Much of the information is 
entered manually, which leaves room for mistakes 
• Doesn’t currently trace down to code level. 
• Only seen as purely code revision control 
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APPENDIX T: VALUE OF REQUIREMENT MANAGEMENT 
SYSTEMS [PHASE 3] 
Value of Requirement 
Management System 
Categories 
Frequency Description 
Management 22 • All requirements are coming through a channel 
• Automated capture of the requirements, tracing through the levels 
and getting away from constantly trying to handle documents that 
describe the requirements. 
• Better communication and understanding between development, 
QA, IT and management teams. 
• Clear coordination and record of software delivery 
• Collection of requirements is coordinated efficiently between the 
development teams / requirements are explicitly divided to 
iterations and releases. 
• Conversations between customer and requirements team are 
documented. 
• Customer Satisfaction & Management  
• It ensures the record of establishing business needs which 
becomes basis of writing software components and helps trace and 
verify the delivery of artefacts at various stages of the release of 
the project. it enables stakeholders and developers to prioritize the 
requirements to gain maximum ROI. Developers understand the 
requirements which then are transformed in to functional specs 
and technical architecture and testing framework 
• It help us to update the client on daily bases and help us to manage 
the code base and requirements as well 
• It’s a requirement by the client. We don’t get paid if it’s not up to 
date 
• Lot of value, it is the basis for project definition, and all the plans 
and subsequent work products are developed based on RS and FS 
• Management of costs and scope 
• Meeting customer’s expectations and successfully delivering 
projects 
• storyboards 
• Timely delivery based on proper RMS 
• Traceability to Design, activities & Code and Test Cases 
• Traceability, storage of the requirements baselines, study of the 
variability of requirements for final analysis of the project results 
• We can track back any change or new feature/requirements using 
the requirement management system, which is very helpful. 
• We don’t have a tool to manage requirements. Just change request 
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which are fully integrated in JIRA. hoping to get tool for 
requirements management in the suite soon. 
• We have achieve the maximum benefits by centralized 
Requirements, Requirements link with use case, Test Cases and 
Defects 
• Workload Management (+ Time and Resource scheduling) / 
Commitments / Acceptability of new jobs / Accounts Receivable 
No Value or Cannot 
disclose 
4 • Little to none 
• Sorry. This is against the company policy and I can’t share this 
information 
• Not so much as it is across to many spread sheets 
• Not to be disclosed 
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APPENDIX U: VALUE OF DEFECT MANAGEMENT SYSTEMS 
[PHASE 3] 
Value of Defects/Issues 
Management System 
Categories 
Frequency Description 
Traceability/Tracking 13 • Defects can be tracked throughout their life cycle and identified 
defects have no chance of slipping through the cracks in the 
system. 
• JIRA is the central tool for software development and defect 
recording in an AGILE environment 
• Time-to-fix tracking for customer raised defects. Visibility of all 
raised defects in a release. 
• Trace code changes to bugs  
• Traceability of errors 
• traceability, quality metrics 
• Tracing of defects, work packages and links to SVN repo changes. 
/ Allows customers to track issues 
• Tracking and prioritising defect fixes and tracking to appropriate 
releases 
• Tracking of all possible ideas/reasons for modifying the software  
• Tracking of items found.  
• Tracking of the defects 
• tracks defects across multiple teams 
• We can track back any defect at the release and after the 
deployments 
 
Quality 13 • We get in time reports and can plan about critical, major, minor 
faults accordingly. 
• Release-ability indices, Software Quality Indices, version on 
version defect tracking, plus more 
• Satisfy end customer needs by providing issue follow up 
traceability – issue tracking, assignment and escalation, 
operational work analysis 
• Lot of value, It helps us do the causal analysis on the defects 
found in software systems. Stats help us manage the projects 
performance as per the project objectives 
• Critical to ensuring issues are resolved before shipping 
• Clients requirement .We don’t get paid if it’s not up to date 
• Able to analyse problems occurred and implement corrective 
measures 
• Improved and quick bug fixing process 
• Traceability, reports, release management and work logs. It is part 
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of continuous integration too. 
• It’s helps for measurements of Defects like we calculate DRE 
Matrices  
• Quality! 
• Better communication and understanding between development, 
QA, IT and management teams. 
• Highest Quality 
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APPENDIX V: VALUE OF VERSION CONTROL MANAGEMNET 
SYSTEMS [PHASE 3] 
Value of Version Control 
Management System 
Categories 
Frequency Description 
Traceability/Baseline 20 • Adhering to baselines  
• Baselining and linking to Defects and Requirements 
• Can roll back to the previous version in case of complex issues in 
the newer version. Also refer to the older version features.  
• Clear identification of baselines content & history 
• Client requirement and helps us track build 
• Code change tracking 
• Every change is documented which helps in trace ability and 
auditing 
• GIT is quite flexible version control system. Plus it is open-
source. Previously we were using TFS. TFS is also quite 
beneficial but its costing was the primary reason to switch to GIT. 
• History of code changes. CI Builds 
• It provides visibility of the baselines vs. the present development 
status. Enables to identify  
• Large scale distributed software development. Traceability of 
changes; / deployment of various versions is possible at any point 
in time etc. 
• Reproduce any previous state. Experiment safely. Quickly 
diagnose issues. 
• This enables the traceability of software version between 
environments (i.e. DEV, TEST, UAT and PROD) 
• This system helps us maintaining baseline code, internal releases, 
sprints and external releases. 
• Time machine. / sandbox / traceability between source code 
baselines and releases (This is entered manually) 
• Traceability, ease of development, too many to mention 
• Traceability incident to defect 
• Version control is the obvious one, deploying build environments 
daily, automated and unit test suite control and execution, source 
code repositories 
• Vital. If we do NOTHING else then we must use this. / SVN is 
used to handle ALL of our documentation, tender docs, 
everything. We start with stuff in SVN and only remove it if we 
don’t think we should have it there after initial work. / The ability 
to step back to previous work and iterations is a core concept. / 
We also have a web page interface to create SVN repos, and this 
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also creates wiki pages to allow side documentation 
• We can perform the version control & baseline. 
Development 6 • Enables multiple streams of development within one code-base. 
Adds an element of traceability to code development. 
• Mainly in bug fixing by knowing which build/release a user 
(internal or external) is using. / 2. By development team internally 
• Helps to implement main line model, helps to establish label, 
traceability, parallel development, automatic merging, help 
develop continuous integration process 
• Code changes are managed well and it is easy to isolate code 
problems to specific branches or baselines. 
• Change reverted if go wrong or old shipment 
• Couldn’t do large scale multisite software development without it 
 
Management 6 • It help us to provide us with better management of code and help 
us to analysis the employee evolution e.g. how many bugs are 
produced by some ones code submitting which is at the taken 
cared by the QA team  
• Controlled releases for testing and release management 
• All the values and principle of SCM 
• Strong Traceability, Multiple Versions of same Product, Team 
Work, Effective Release Management 
• Organized way of delivery 
• Maintainability 
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APPENDIX W: VALUE OF BUILD MANAGEMENT SYSTEMS 
[PHASE 3] 
Value of Build 
Management System 
Categories 
Frequency Description 
Build 10 • Automated builds and deployments 
• Automated builds overnight and early identification of build 
errors 
• Automated deployment to build environments primarily 
• Automated, quality controlled production of deplorable 
artefacts from code 
• GIT is quite flexible version control system, plus it is open-
source. Previously we were using TFS but it’s costing was 
the primary reason to switch to GIT. 
• One source for builds, build system defined in puppet so 
well defined requirements, no such thing as “it builds on my 
machine” 
• Repeatable, reproducible, reliable continuous builds; 
visible/transparent metrics and reports of build and test 
progress and of change-request status; 
• reproducibility 
• The SBSM is also used to launch test automation suites after 
builds are deployed to environments 
• Traceability to build artefacts to source code components 
 
Release 7 • Standardized release process 
• CI of code changes 
• Managing Version control and Release management 
• Early warning of issues 
• Reduces errors and saves time. 
• Proper Documentation and fall back plan 
• We can manage builds and releases 
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APPENDIX X: VALUE OF CONTENT MANAGEMENT SYSTEMS 
[PHASE 3] 
Value of Content 
Management System 
Categories 
Frequency Description 
Documentation 9 • Central repository for process and related documentation ( 
Project measurements are shared through SharePoint) 
• Common means of documentation 
• Couple of websites are hosted using this system. 
• Ensuring the correct version of documentation is built with 
the software and shipped together. 
• It is helping in managing and sharing the content 
organization wise. 
• Knowledge Sharing 
• Share explicit knowledge widely 
• Storage, archival, identification, audit-logging, and 
baselining of individual content-items for a project 
• Updating project related materials as well as Monitoring 
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APPENDIX Y: PHASE 1 QUANTITATIVE ANALYSIS  
 
Role Distribution of the Survey Respondents (Phase 1) 
Roles Frequency Percentage 
Director/Architect 11 18.6% 
Project Manager/Functional Manager 11 18.6% 
Software Developer/Engineer 11 18.6% 
Team Leader 3 5.2% 
Software Configuration Engineer 2 3.4% 
Other 21 35.6% 
Total 59 100% 
 
Importance of Defect Mgt. Systems in the Organization 
 
Usage of Agile Software Development Methods 
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Usage of Agile Software Development Methods 
 
Usage of Software Process Improvement Standards 
 Improvement Models 
Frequency Percent Valid Percent 
Cumulative 
Percent 
Valid CMM 3 5.1% 5.2% 5.2% 
CMMI  7 11.9% 12.1% 17.2% 
ISO/IEC 1504:2004 3 5.1% 5.2% 22.4% 
None 40 67.8% 69.0% 91.4% 
Other 5 8.5% 8.6% 100.0% 
Total 58 98.3% 100.0%  
Missing No Response 1 1.7%   
Total 59 100.0%   
 
Added-Value of the SCM process for the organisations 
Value Categories Respondent’s Frequency 
Value for the Project/Products 14 
Value for the Process 14 
Value for the Organization 5 
No Value 5 
 
Data Normality of the Sample Population 
Descriptives 
 Statistic Std. Error 
Organization Size Mean 2.09 .111 
95% Confidence Interval for Lower Bound 1.86  
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Mean Upper Bound 2.31  
5% Trimmed Mean 2.10  
Median 2.00  
Variance .712  
Std. Deviation .844  
Minimum 1  
Maximum 3  
Range 2  
Interquartile Range 2  
Skewness -.167 .314 
Kurtosis -1.583 .618 
 
Organization Size 
 
Frequency Percent Valid Percent 
Cumulative 
Percent 
Valid 1 to 20 18 30.5 31.0 31.0 
21 to 200 17 28.8 29.3 60.3 
201 or More 23 39.0 39.7 100.0 
Total 58 98.3 100.0  
Missing -1 1 1.7   
Total 59 100.0   
 
Organization Size Stem and Leaf Plot 
 
 Frequency    Stem and  Leaf 
 
    18.00        1 .  000000000000000000 
      .00        1 . 
    17.00        2 .  00000000000000000 
      .00        2 . 
    23.00        3 .  00000000000000000000000 
 
 Stem width:         1 
 Each leaf:       1 case(s) 
 
 
Importance of Programming Languages, Tools and Technologies 
 Programming Languages 
 C, C++ Java C# VB Others 
Small 1 to 20 6 12 9 5 8 
Medium 21 to 200 5 10 7 2 6 
Large > 200 8 18 11 4 12 
 
Other Programming Languages  
Groovy 
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Ruby 
PLSQL 
LabVIEW 
Python 
Delphi 
Objective C 
Perl 
COBOL 
GScript 
Java Script 
Php 
 Software Development Tools 
 Eclipse Visual 
Studio 
IntelliJ JBuilder JDeveloper Others 
Small 1 to 20 9 12 5 0 0 5 
Medium 21 to 200 8 9 4 1 2 7 
Large > 200 12 12 5 5 1 9 
 
Other Software Development Tools  
LabVIEW 
MSAccess 
TextmateAptana 
Netbeans 
Mainframe Coldfusion 
Guidewire Studio 
Delphi XCode 
Embedded Linux tools 
Emacs 
TextmateRubymine Vim 
 
Case Processing Summary 
 
Cases 
Valid Missing Total 
N Percent N Percent N Percent 
Organization Size * How 
Important is the Software 
Development Tool for your 
Agile environment? 
58 98.3% 1 1.7% 59 100.0% 
 
Organization Size * How Important is the Software Development Tool for your Agile environment? Cross 
tabulation 
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Count 
 
How Important is the Software Development Tool for your Agile 
environment? 
Total Very Important Important Less Important Not Important 
Organization Size 1 to 20 9 6 2 1 18 
21 to 200 8 4 3 2 17 
201 or More 10 7 5 1 23 
Total 27 17 10 4 58 
 
 
 Software Configuration Management Tools 
 CVS PVCS Subversion Perforce ClearCase Others 
Small 1 to 20 3 0 13 0 2 7 
Medium 21 to 200 2 1 10 0 1 9 
Large > 200 4 2 10 3 5 14 
 
Other Software Configuration Management Tools  
Bazaar 
TFS 
Tortoise SVN 
BZR 
GHIBIKI (Japanese version of CMMI) 
 
Case Processing Summary 
 
Cases 
Valid Missing Total 
N Percent N Percent N Percent 
Organization Size * How 
important is the Software 
Configuration Management 
system for your Agile 
environment? 
57 96.6% 2 3.4% 59 100.0% 
 
Organization Size * How important is the Software Configuration Management system for your Agile 
environment? Cross tabulation 
Count 
 
How important is the Software Configuration Management system 
for your Agile environment? 
Total 
Very 
Important Important Less Important Not Important 
Organization Size 1 to 20 5 9 2 1 17 
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21 to 200 11 4 2 0 17 
201 or More 15 6 2 0 23 
Total 31 19 6 1 57 
 
 
 Software Build  Management Systems 
 ANT NANT MS Build Cruise 
Control 
Maven Others 
Small 1 to 20 7 1 7 6 4 6 
Medium 21 to 200 6 3 3 5 5 9 
Large > 200 9 3 8 8 5 12 
 
Other Software Build Management Tools  
Bamboo 
LabVIEW 
Hudson  Team City  Buildr  Rake 
Linux Tools 
Checkstyle 
 
Case Processing Summary 
 
Cases 
Valid Missing Total 
N Percent N Percent N Percent 
Organization Size * How 
important is the Software Build 
Management system for your 
Agile environment? 
57 96.6% 2 3.4% 59 100.0% 
 
Organization Size * How important is the Software Build Management system for your Agile environment? 
Cross tabulation 
Count 
 
How important is the Software Build Management system for 
your Agile environment? 
Total 
Very 
Important Important Less Important Not Important 
Organization Size 1 to 20 5 9 3 1 18 
21 to 200 10 4 2 0 16 
201 or More 17 3 3 0 23 
Total 32 16 8 1 57 
 
 Software Defects/Issues Management Systems 
 ClearQuest Team Unicenter JIRA Others 
352 
 
Foundation 
Server 
Service Desk 
Small 1 to 20  2 2 0 11 7 
Medium 21 to 200 0 0 0 7 9 
Large > 200 1 4 1 12 10 
 
Other Software Defects/Issues Management Tools  
Trac 
Mingle 
Bugzilla 
Fogbugz 
Egroupware 
TestTrack 
Remedy 
GHIBIKI 
Sharepoint 
Mercury 
 
Case Processing Summary 
 
Cases 
Valid Missing Total 
N Percent N Percent N Percent 
Organization Size * How 
important is the Software 
Defects/Issues system for your 
Agile environment? 
56 94.9% 3 5.1% 59 100.0% 
 
 
Organization Size * How important is the Software Defects/Issues system for your Agile environment? Cross 
tabulation 
 
How important is the Software Defects/Issues system for your 
Agile environment? 
Total 
Very 
Important Important Less Important Not Important 
Organization Size 1 to 20 10 5 2 1 18 
21 to 200 8 4 3 0 15 
201or More 18 4 0 1 23 
Total 36 13 5 2 56 
 
 Software Project Management Systems 
 MS Project Primavera Mingle Others 
Small 1 to 20 10 1 1 4 
Medium 21 to 200 8 0 1 7 
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Large > 200 13 2 1 13 
 
Other Software Project Management Tools  
MS Excel 
Jira with Greenhopper 
A STORY WALL 
Egroupware 
Confluence/Jira 
GHIBIKI 
 
 
Case Processing Summary 
 
Cases 
Valid Missing Total 
N Percent N Percent N Percent 
Organization Size * How 
important is the Software 
Project Management system for 
your Agile environment? 
38 64.4% 21 35.6% 59 100.0% 
 
Organization Size * How important is the Software Project Management system for your Agile environment? 
Cross tabulation 
Count 
 
How important is the Software Project Management 
system for your Agile environment? 
Total Very Important 
Organization Size 1 to 20 9 9 
21 to 200 12 12 
201 or More 17 17 
Total 38 38 
 
Frequency Usage of Agile Software Development Methodologies 
Statistics 
How many projects have been completed by your 
organization using Agile Software Development 
Methodology?  
N Valid 58 
Missing 1 
Mean 2.12 
Median 2.00 
Mode 3 
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Std. Deviation .796 
Variance .634 
Skewness -.223 
Std. Error of Skewness .314 
Kurtosis -1.381 
Std. Error of Kurtosis .618 
Percentiles 25 1.00 
50 2.00 
75 3.00 
 
How many projects have been completed by your organization using Agile Software Development 
Methodology?  
 
Frequency Percent Valid Percent 
Cumulative 
Percent 
Valid All of our projects 15 25.4 25.9 25.9 
Majority of our projects 21 35.6 36.2 62.1 
Some of our projects 22 37.3 37.9 100.0 
Total 58 98.3 100.0  
Missing System 1 1.7   
Total 59 100.0   
 
Reliability Result of Agile Software Development Practices 
Case Processing Summary 
 N % 
Cases Valid 54 91.5 
Excludeda 5 8.5 
Total 59 100.0 
a. Listwise deletion based on all variables in the 
procedure. 
 
Reliability Statistics 
Cronbach's Alpha N of Items 
.887 22 
 
Item Statistics 
 Mean Std. Deviation N 
Q7A 2.57 .570 54 
Q7B 2.33 .644 54 
Q7C 2.33 .777 54 
Q7D 2.26 .805 54 
Q7E 2.26 .915 54 
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Q7F 1.41 1.037 54 
Q7G 2.17 .947 54 
Q7H 1.87 .870 54 
Q7I 1.96 .910 54 
Q7J 1.93 .821 54 
Q7K 2.33 .727 54 
Q7L 2.17 .885 54 
Q7M 2.17 .885 54 
Q7N 2.02 .942 54 
Q7O 2.17 .795 54 
Q7P 2.02 .835 54 
Q7Q 2.15 .960 54 
Q7R 2.17 .795 54 
Q7S 1.94 .856 54 
Q7T 2.19 .826 54 
Q7U 1.85 .856 54 
Q7V 1.74 .955 54 
 
Scale Statistics 
Mean Variance Std. Deviation N of Items 
46.00 104.566 10.226 22 
 
Agile Software Development Methods Used by the Organizations 
 
Which of the following Agile methods do you use in software development projects? 
 Frequency Percent Valid Percent Cumulative Percent 
Valid XP 10 16.9 17.5 17.5 
Scrum 14 23.7 24.6 42.1 
FDD 5 8.5 8.8 50.9 
ASD 1 1.7 1.8 52.6 
Mixed Agile Method 21 35.6 36.8 89.5 
Other 6 10.2 10.5 100.0 
Total 57 96.6 100.0  
Missing No Response 2 3.4   
Total 59 100.0   
 
Usage and Customization of SCM Practices 
Statistics 
In the past year, approximately how many projects has 
your organization completed with the support of an SCM 
process?  
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N Valid 58 
Missing 1 
Mean 1.84 
Median 2.00 
Mode 1 
Std. Deviation .875 
Variance .765 
Skewness .313 
Std. Error of Skewness .314 
Kurtosis -1.639 
Std. Error of Kurtosis .618 
Percentiles 25 1.00 
50 2.00 
75 3.00 
 
In the past year, approximately how many projects has your organization completed with the support of an 
SCM process?  
 Frequency Percent Valid Percent Cumulative Percent 
Valid All of our projects 27 45.8 46.6 46.6 
Majority of our projects 13 22.0 22.4 69.0 
Some of our projects 18 30.5 31.0 100.0 
Total 58 98.3 100.0  
Missing No Response 1 1.7   
Total 59 100.0   
 
Customization of SCM Practices 
Statistics 
Have you made any changes in the standard SCM process 
to align it with the current software development process in 
the organization?  
 
N Valid 58 
Missing 1 
Mean .66 
Median 1.00 
Mode 1 
Std. Deviation .479 
Variance .230 
Skewness -.670 
Std. Error of Skewness .314 
Kurtosis -1.607 
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Std. Error of Kurtosis .618 
Percentiles 25 .00 
50 1.00 
75 1.00 
 
Have you made any changes in the standard SCM process to align it with the current software 
development process in the organization?  
 Frequency Percent Valid Percent Cumulative Percent 
Valid No 20 33.9 34.5 34.5 
Yes 38 64.4 65.5 100.0 
Total 58 98.3 100.0  
Missing No Response 1 1.7   
Total 59 100.0   
 
Reliability Results Regarding SCM Practices 
Case Processing Summary 
 N % 
Cases Valid 56 94.9 
Excludeda 3 5.1 
Total 59 100.0 
a. Listwise deletion based on all variables in the 
procedure. 
 
Reliability Statistics 
Cronbach's Alpha N of Items 
.810 8 
 
Item Statistics 
 Mean Std. Deviation N 
Q13A 2.43 .828 56 
Q13B 2.66 .611 56 
Q13C 2.05 .903 56 
Q13D 1.93 1.006 56 
Q13E 1.75 .977 56 
Q13F 1.64 1.017 56 
Q13G 2.34 .793 56 
Q13H 2.46 .762 56 
 
Scale Statistics 
Mean Variance Std. Deviation N of Items 
17.27 20.891 4.571 8 
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Reliability Test Results for Dynamic Capabilities 
Case Processing Summary 
 N % 
Cases Valid 55 93.2 
Excludeda 4 6.8 
Total 59 100.0 
a. Listwise deletion based on all variables in the 
procedure. 
 
Reliability Statistics 
Cronbach's Alpha N of Items 
.748 6 
 
Item Statistics 
 Mean Std. Deviation N 
Q15A 3.56 1.067 55 
Q15B 4.11 1.031 55 
Q15C 3.42 1.134 55 
Q15D 3.89 .994 55 
Q15E 4.09 .845 55 
Q15F 3.87 .944 55 
 
Scale Statistics 
Mean Variance Std. Deviation N of Items 
22.95 16.127 4.016 6 
 
Normal Distribution of the Sample Population 
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Hypothesis 1 (H1): Variation of Agile Software Development Practices  
 
t Df Sig. (2-tailed) 
Mean 
Difference 
95% Confidence Interval of 
the Difference 
Lower Upper 
Q7A 29.959 58 .000 2.542 2.37 2.71 
Q7B 25.255 58 .000 2.305 2.12 2.49 
Q7C 23.802 58 .000 2.356 2.16 2.55 
Q7D 22.248 58 .000 2.271 2.07 2.48 
Q7E 18.758 58 .000 2.237 2.00 2.48 
Q7F 9.892 57 .000 1.345 1.07 1.62 
Q7G 16.858 58 .000 2.136 1.88 2.39 
Q7H 16.643 57 .000 1.879 1.65 2.11 
Q7I 17.051 57 .000 1.966 1.73 2.20 
Q7J 18.402 58 .000 1.932 1.72 2.14 
Q7K 24.065 57 .000 2.293 2.10 2.48 
Q7L 18.907 56 .000 2.158 1.93 2.39 
Q7M 19.516 58 .000 2.186 1.96 2.41 
Q7N 16.224 58 .000 2.000 1.75 2.25 
Q7O 21.292 57 .000 2.207 2.00 2.41 
Q7P 18.430 58 .000 2.017 1.80 2.24 
Q7Q 16.826 58 .000 2.102 1.85 2.35 
Q7R 21.615 58 .000 2.203 2.00 2.41 
Q7S 17.189 57 .000 1.931 1.71 2.16 
Q7T 19.990 58 .000 2.169 1.95 2.39 
Q7U 16.948 58 .000 1.881 1.66 2.10 
Q7V 14.212 57 .000 1.759 1.51 2.01 
Analysis of Variance Test 
 
Organization Size N Mean Std. Deviation 
1 to 20 18 43.61 9.751 
21 to 200 17 46.41 8.078 
200 or More 23 46.91 11.889 
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Total 58 45.74 10.166 
Levene’s Test for Equality of Variance 
 
Levene Statistic df1 df2 Sig. 
.602 2 55 .551 
ANOVA Test Result for Significance 
 
 Sum of Squares df Mean Square F Sig. 
Between Groups 120.899 2 60.450 .576 .565 
Within Groups 5770.222 55 104.913 
  
Total 5891.121 57 
   
 
Hypothesis 2 (H2): Variation of SCM Practices 
 
t Df 
Sig. (2-
tailed) 
Mean 
Difference 
95% Confidence 
Interval of the 
Difference 
Lower Upper 
Q13A 22.878 58 .000 2.424 2.21 2.64 
Q13B 33.711 57 .000 2.672 2.51 2.83 
Q13C 17.528 58 .000 2.051 1.82 2.29 
Q13D 14.858 57 .000 1.948 1.69 2.21 
Q13E 13.615 58 .000 1.712 1.46 1.96 
Q13F 12.431 57 .000 1.638 1.37 1.90 
Q13G 21.729 58 .000 2.305 2.09 2.52 
Q13H 24.893 57 .000 2.466 2.27 2.66 
 
Mean and Std. Deviation Comparison of Organization Size 
 
1 to 20 18 15.8333 3.72985 
21 to 200 17 16.1176 5.85109 
200 or More 23 19.0000 3.64318 
Total 58 17.1724 4.59648 
 
Levene’s Test for Equality of Variance 
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Levene Statistic df1 df2 Sig. 
2.873 2 55 .065 
 
ANOVA Test Result for Significance 
 
 Sum of Squares df Mean Square F Sig. 
Between 
Groups 
128.011 2 64.006 3.271 .045 
Within Groups 1076.265 55 19.568 
  
Total 1204.276 57 
   
 
Hypothesis 3 (H3): Perceived Importance of SCM Practices 
Paired Samples Test 
 
Paired Differences 
t df 
Sig. (2-
tailed) Mean 
Std. 
Deviation 
Std. Error 
Mean 
95% Confidence 
Interval of the 
Difference 
Lower Upper 
Pair 1 Q13A - Q13B -.241 .779 .102 -.446 -.036 -2.359 57 .022 
Pair 2 Q13A - Q13C .373 .998 .130 .113 .633 2.869 58 .006 
Pair 3 Q13A - Q13D .483 1.064 .140 .203 .762 3.457 57 .001 
Pair 4 Q13A - Q13E .712 1.175 .153 .406 1.018 4.653 58 .000 
Pair 5 Q13A - Q13F .776 1.257 .165 .445 1.106 4.700 57 .000 
Pair 6 Q13A - Q13G .119 .984 .128 -.138 .375 .926 58 .358 
Pair 7 Q13A - Q13H -.034 .898 .118 -.271 .202 -.293 57 .771 
Pair 8 Q13B - Q13C .621 .952 .125 .370 .871 4.966 57 .000 
Pair 9 Q13B - Q13D .724 1.121 .147 .429 1.019 4.921 57 .000 
Pair 10 Q13B - Q13E .948 1.130 .148 .651 1.246 6.388 57 .000 
362 
 
Pair 11 Q13B - Q13F 1.035 1.164 .154 .726 1.344 6.711 56 .000 
Pair 12 Q13B - Q13G .345 .849 .112 .122 .568 3.093 57 .003 
Pair 13 Q13B - Q13H .193 .766 .101 -.010 .396 1.902 56 .062 
Pair 14 Q13C - Q13D .103 .831 .109 -.115 .322 .948 57 .347 
Pair 15 Q13C - Q13E .339 .902 .117 .104 .574 2.886 58 .005 
Pair 16 Q13C - Q13F .397 1.059 .139 .118 .675 2.853 57 .006 
Pair 17 Q13C - Q13G -.254 .779 .101 -.457 -.051 -2.507 58 .015 
Pair 18 Q13C - Q13H -.397 .793 .104 -.605 -.188 -3.807 57 .000 
Pair 19 Q13D - Q13E .224 .992 .130 -.037 .485 1.721 57 .091 
Pair 20 Q13D - Q13F .298 1.052 .139 .019 .577 2.141 56 .037 
Pair 21 Q13D - Q13G -.379 1.057 .139 -.657 -.101 -2.734 57 .008 
Pair 22 Q13D - Q13H -.526 .889 .118 -.762 -.291 -4.472 56 .000 
Pair 23 Q13E - Q13F .086 .864 .113 -.141 .313 .760 57 .451 
Pair 24 Q13E - Q13G -.593 1.131 .147 -.888 -.298 -4.028 58 .000 
Pair 25 Q13E - Q13H -.741 1.018 .134 -1.009 -.474 -5.544 57 .000 
Pair 26 Q13F - Q13G -.655 1.163 .153 -.961 -.349 -4.290 57 .000 
Pair 27 Q13F - Q13H -.807 1.093 .145 -1.097 -.517 -5.575 56 .000 
Pair 28 Q13G - Q13H -.138 .661 .087 -.312 .036 -1.589 57 .117 
 
Hypothesis 4 (H4): Perceived Importance of SCM Dynamic Capabilities 
 
t Df Sig. (2-tailed) 
Mean 
Difference 
95% Confidence Interval of the 
Difference 
Lower Upper 
Q15A 4.027 56 .000 .561 .28 .84 
Q15B 8.320 56 .000 1.123 .85 1.39 
Q15C 2.845 56 .006 .421 .12 .72 
Q15D 6.784 55 .000 .893 .63 1.16 
Q15E 9.952 56 .000 1.105 .88 1.33 
Q15F 7.053 55 .000 .893 .64 1.15 
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Paired Samples Statistics 
 Mean N Std. Deviation Std. Error Mean 
Pair 1 Q15A 3.56 57 1.053 .139 
Q15B 4.12 57 1.019 .135 
Pair 2 Q15A 3.56 57 1.053 .139 
Q15C 3.42 57 1.117 .148 
Pair 3 Q15A 3.57 56 1.059 .142 
Q15D 3.89 56 .985 .132 
Pair 4 Q15A 3.56 57 1.053 .139 
Q15E 4.11 57 .838 .111 
Pair 5 Q15A 3.55 56 1.060 .142 
Q15F 3.89 56 .947 .127 
Pair 6 Q15B 4.12 57 1.019 .135 
Q15C 3.42 57 1.117 .148 
Pair 7 Q15B 4.11 56 1.021 .136 
Q15D 3.89 56 .985 .132 
Pair 8 Q15B 4.12 57 1.019 .135 
Q15E 4.11 57 .838 .111 
Pair 9 Q15B 4.13 56 1.028 .137 
Q15F 3.89 56 .947 .127 
Pair 10 Q15C 3.41 56 1.125 .150 
Q15D 3.89 56 .985 .132 
Pair 11 Q15C 3.42 57 1.117 .148 
Q15E 4.11 57 .838 .111 
Pair 12 Q15C 3.43 56 1.126 .150 
Q15F 3.89 56 .947 .127 
Pair 13 Q15D 3.89 56 .985 .132 
Q15E 4.09 56 .837 .112 
Pair 14 Q15D 3.89 55 .994 .134 
Q15F 3.87 55 .944 .127 
Pair 15 Q15E 4.11 56 .846 .113 
Q15F 3.89 56 .947 .127 
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events such as TEDx 
 
IBM – 04/2011 – 01/2012 
Role: Software Engineering Consultant 
Responsibilities:   
o Lead the SCM team of 3 members   
o Development of SCM framework containing policies, process and procedures regarding Change 
Management, Version Control, Defect Management, Build Management, and 
Release/Deployment Management. 
o Hands on with tools and technologies such as RTC, RAM, RBF, SVN, ANT, XML, Trac, 
StatSVN, Java, .Dot Net, Perl, PhP etc. 
 
ANZ Bank – 02/2011 – 04/2011 
Role: Software Engineering Consultant 
Responsibilities:   
o Develop and maintain SCM framework with emphasis on automation 
o Ensure accurate deployment of application software to all secured environments as required by 
the Project Schedule 
o Maintain baselines in order that any environment can be built at any time at any version of 
software 
o Prepare, maintain and manage all SCM related documentation for the stream of the Program and 
make this readily available in a usable form to all program staff, including Management 
o Hands on with tools and technologies such as RTC, RAM, SVN, ANT, XML, PHP, Trac, 
StatSVN, Java, Shell scripting etc. 
 
Fujitsu Consulting – 03/2010 – 02/2011 
Role: Software Engineering Consultant 
Responsibilities:   
o Coordinate Configuration team for designated Avanti & Novus Project streams 
o Maintain the SCM framework  
o Manage relevant SCM documentation  
o Assist with Release Implementation activities 
o Hands on with tools and technologies such as SVN, GIT, AccuRev, ANT, Webshphere, XML, 
Trac, StatSVN, Java, .Dot Net, PhP, Perl etc. 
 
eWorx International, USA - 06/2005- 03/2007 – (http://www.eworxintl.com) 
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Role: Configuration Manager  
Responsibilities:  
o Managed SCM and technical support teams for the development of SCM framework for the 
organization.  
o Managed the release and deployments of new changes in the production environment. 
Performed system analysis, design, budget planning and control.  
o Provided consultation to System Architect on various system development and configuration 
issues.  
o Supported projects as PMO. Tailored existing organizational processes according to the 
requirement by CMMI.  
o Performed the IT Security and Audits for the organization operations and projects. Automated 
the build and deployment activities for the organization. 
o Hands on with tools and technologies like MS Office Tools, MS Project, VSS, Microsoft 
Enterprise Project Management, NANT, MSBuild, Cruise Control etc. 
 
Bendigo Bank, Australia - 02/2004- 03/2005  - (http://www.bendigobank.com.au) 
Role: Software Configuration Manager 
Responsibilities:  
o Worked as a part of Delivery Support Services team.  
o Contributed in the system analysis, requirement engineering, and various analysis like PERT & 
SWOT.  
o Participated in the change, release and deployment management activities under the CMMI and 
ITIL umbrella. Worked as part of PMO for the organization. 
o Performed the IT Audits for the projects.  
o Coordinated with Production services as a Technical Support lead for securely deploying the 
changes in production environments.   
o Developed and Managed of the Process framework for the SCM of the organization. Developed 
Bendigo Bank content management system for the SCM department based on web framework 
standards.  
o Hands-on with the tools & technologies like J2EE, DOT NET, MS Project, web server (IBM 
server), web application server (IBM Websphere Application Server) and database server 
(DB2), Apache, Tomcat, Rational Clear Case, Harvest, Control M, ANT, XML, PERL, Dot Net 
(ASP, XML, VB etc), shell scripting, Perl, UNISYS change management tools etc.  
 
Xavor (Pvt) Ltd, USA  - 10/2002- 02/2003 - (http://www.xavor.com) 
Role: Deputy Configuration Manager  
Responsibilities:  
o Lead the team of SCM to perform responsibilities of security implementation for central 
repositories.  
o Performed the activities as part of central executive committee for requirement management, 
release management, build management, version controlling, tracking parallel development 
activities, deployment to QA, UAT and production environments and project scheduling.  
o Performed the IT Audits for the projects. Initiated the development of process framework for 
SCM and Software Quality Assurance for the CMMI Level 2 and Level 3. 
o Explored tools & technologies like J2EE, Oracle, ANT, VSS source control tool, Cruise 
Control, Araxis Merge, 3DFTP, Exceed, Lotus Notes, together 5.5, PGP (Encryption tool), 
MOM, SMS, AD & Exchange  and WinRAR. 
 
CresSoft (Pvt) Ltd, USA - 10/1999- 09/2002 – (http://www.cressoft.com.pk) 
Role: Assistant Configuration Manager  
Responsibilities:  
o Functioned as a SCM group member with responsibilities like code management, backup and 
recovery, administration of secured data, security policy implementation, and change 
management.  
o Participated in the development of SCM process for the CMM Level 2 assessment. 
o Explored and used tools & technologies like Java/J2EE, Oracle, PVCS, Araxis Merge, 3DFTP, 
Exceed, WebSphere Application Developer, IBM WebSphere Application Server V4.0, MS 
Project, Lotus Notes, together 5.5,) and WinRAR. 
 
 
