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Abstrakt 
Tato bakalářská práce popisuje vytvoření komplexního informačního systému určeného 
pro výuku vybraných oblastí diferenciálního počtu určeného posluchačům fakulty 
ekonomického charakteru. Systém detailně zpracovává jednotlivé tématické okruhy, pro 
které jsou prostřednictvím software Maple automaticky generovány testové otázky na 
základě vstupních parametrů zadaných administrátorem. Takto vytvořené příklady jsou 
následně vkládány do databáze, z níţ jsou automaticky pouţity v internetové prezentaci 
pro koncového uţivatele systému, kterým je student fakulty ekonomického charakteru. 
 
Abstract  
The bachelor thesis describes a creation of integrated system which is dedicated to 
differential calculus for economic school auditors. System operates test questions 
generated by Maple software based on input parameters from an administrator. These 
examples were inserted into a database for automatic internet presentation by the system 
end user that is student economic faculty. 
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Trendem dnešní doby je snaha o co nejširší vyuţití internetu pro usnadnění 
kaţdodenních činností. Tomu se nevyhnula ani oblast vzdělávání, kde se postupem času 
prosazuje především podpora výuky pomocí různých internetových dokumentů  
a aplikací. Na tento segment jsem se orientoval ve své bakalářské práci. Pokusil jsem se 
zúročit svůj kladný vztah k matematice, který v dnešní době bohuţel valná většina 
studentů pozbývá. Ve své bakalářské práci jsem vycházel co nejvíce ze znalostí 
získaných při studiu bakalářského oboru na Fakultě podnikatelské Vysokého učení 
technického v Brně  (krátce FP VUT). Přičemţ vhodné téma k výběru pro zpracování 
v bakalářské práci, splňující výše uvedené poţadavky, bylo "E-learning vybraných 
matematických disciplín" nabízené Ústavem informatiky. Po první konzultaci s vedoucí 
této práce RNDr. Zuzanou Chvátalou, Ph.D. jsem byl zaskočen zaměřením na tvorbu 
systému v software Maple, se kterým jsem do této doby neměl sebemenší zkušenost. 
Avšak vize dalšího přínosu této práce mne motivovala jednoznačně k výběru tohoto 
tématu. Navíc to pro mne znamenalo moţnost naučit se zacházet s novým 
matematickým software. Systém Maple totiţ poskytuje zásadní usnadnění libovolných 
výpočtů a grafických vizualizací především s ohledem k aplikacím v praxi.   
 Ve své bakalářské práci jsem si stanovil cíl vytvořit co nejkomplexnější  
a uţivatelsky nejjednodušší výukový systém cílený na vhodnou a praktickou 
vyuţitelnost pro studenty, zejména bakalářského studijního programu fakulty 
ekonomického zaměření. Z hlediska tvorby funkčního informačního systému jsem 
vyuţil především znalostí z informatických předmětů získaných během bakalářského 






1 Cíle práce, metody a postupy zpracování 
Cílem této bakalářské práce je vytvoření e-learningového systému pro posluchače 
fakulty ekonomického charakteru. K naplnění tohoto cíle je třeba dosáhnout několika 
podcílů. Základními stavebními prvky této práce je tvorba administrátorského rozhraní 
zkonstruovaného v prostředí software Maple 15 a webová prezentace kurzu. Tyto dvě 
části jsou propojeny databází, do níţ administrátor systému vkládá příklady zaměřené 
na jeden z několika vybraných tématických okruhů orientovaných především  
na praktickou implementaci diferenciálního počtu. Administrátor při tvorbě příkladů 
bude moci kromě libovolně zadaných funkcí vyuţít i reálných dat pro generování 
funkčních závislostí získaných empirickým pozorováním. Po zadání všech nezbytných 
údajů administrátorský nástroj vygeneruje automaticky komplexní data potřebná pro 
finální prezentaci daného příkladu ve formě testové otázky v internetové prezentaci. Na 
pokyn administrátora budou tímto postupem vygenerovány čtyři základní komponenty: 
tři chybné výsledky, jeden správný výsledek, zadání příkladu a pomocná data pro 
webovou prezentaci. Tato data budou dále transformována do insertu, který bude vloţen  
do internetové databáze pracující na platformě MySQL.  Databáze slouţí téţ jako zdroj 
dat pro webovou prezentaci vytvořenou především pomocí programovacího jazyka PHP 
určenou pro koncového uţivatele systému. Finální produkt této práce by měl v 
budoucnosti slouţit jako lehce editovatelný, a případně i podle dalších potřeb 
adaptovatelný, e-learningový nástroj zaměřený i na výuku dalších matematických 
disciplín. V současné verzi by však měl být vytvořený systém dostačující pro 
posluchače kurzů obsahující základní výpočty zaměřené na diferenciální počet 





2 Teoretická východiska 
2.1 E-learning 
Značný rozvoj informačních a komunikačních technologií (ICT) silně napomáhá jejich 
implementaci do kaţdodenních potřeb člověka, jako jsou například nákupy, platby  
a komunikace. Tomuto trendu se neubránil ani segment vzdělávání, kde jsou postupem 
času ICT více a více vyuţívány. E-learning je v současnosti vyuţíván především na 
vysokých školách, kde umoţňuje studentům získat nové a procvičovat nabyté znalosti.  
V budoucnu lze předpokládat expanzi vzdělávacích systémů pro základní i pro střední 
školy. E-learning našel své uplatnění téţ v komerčním sektoru, kde především velké 
společnosti distribuují svým zaměstnancům kurzy zaměřené na rozvoj profesních  
a jazykových znalostí prostřednictvím intranetu. Transformace výuky do elektronické 
podoby napomáhá k implementaci a prezentaci progresivních metod výuky jako 
například vzdálená výuka pomocí vzdělávacích videí, editovatelných obrázků apod.  
E-learning se dělí na dva základní typy: synchronní e-learning a asynchronní  
e-learning
1). Avšak i e-learning je nutno aplikovat racionálně, bez přeceňování. 
2.1.1 Synchronní e-learning 
Synchronní e-learning daleko více připomíná běţně známou výuku, neţli e-learning na 
který jsme zvyklí. Jedná se o vzdálenou komunikaci lektora a ţáka v reálném čase 
pomocí prostředků ICT. Tento typ e-leraningu řeší především distanční bariéru mezi 
vyučujícím a studentem. Zásadní nevýhodou této metody je absolutní ztráta časové 
flexibility e-learningu, kdy kurzy probíhají pouze v určitý čas pod přímým vedením 
vyučujících2).  
2.1.2 Asynchronní e-leraning 
Oproti synchronnímu e-learningu se vyznačuje asynchronní e-learning časovou 
svobodou. Při pouţití asynchronního e-learningu se student můţe svobodně rozhodovat 
kdy bude absolvovat předpřipravený kurz, který jiţ nevyţaduje přímou účast 
                                                 
1)
 SPURLOCK-JOHNOS, J. I. a kol. Can E-learning Replace the Traditional Classroom? A Case Study 
    at  a Private High School. 2006. s. 1. 
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vyučujícího. Velkou nevýhodou této metody je ovšem absence ochrany proti případné 
laxnosti studentů a především obecná nechuť mnoha uţivatelů k pouţívání výpočetní 
techniky pro vzdělávání.3) 
V této bakalářské práci se zaměříme pouze na asynchronní e-learning pro studenty 
vysoké školy ekonomického charakteru. Z tohoto důvodu se budeme při řešení celého 
projektu řídit následující formulací: „E-learning jako progresivní metoda aktivující 
výukový proces, využívá současných komunikačních a informačních možností 
multimediálních nástrojů a interaktivní časově a prostorově nezávislou formu studia, 
přičemž cílovým objektem studia je student a jeho vzdělání.‟4)  V našem případě bude 
cílovým objektem student fakulty ekonomického charakteru, přičemţ na vytvoření 
kurzu bude primárně vyuţit software Maple v kombinaci s webovou prezentací  
a archivací dat v MySQL databázi. Při tvorbě nového systému musíme mít na paměti, 
ţe při výuce matematických disciplín prostřednictvím e-learningového kurzu jsou 
mnohdy potlačovány studentovi matematické smysly podporující logické myšlení, 
odhadování výsledků, absorpci dat, odůvodňování souvislostí, časová a prostorová 
představivost, eliminace nepodstatných skutečností a umění vnést systém5).  
2.2 Systém Maple 
Vývoj ICT podobně jako u e-learningu zapříčinil téţ rozvoj matematického software. 
Tohoto trendu se v 80. letech nejprve chopila i univerzitní pracoviště v Evropě, brzy 
nato univerzita Waterloo v Kanadě. Tak započal vývoj  prvních verzí software Maple 
(http://www.maplesoft.com/) za účelem zjednodušení a zrychlení výpočtů a vizualizací. 
Postupem času převzala vývoj software Maple (název vznikl z dvousloví mathematics 
pleasure , matematika s potěšením.) společnost Maplesoft Inc., která dodnes úspěšně 
vyvíjí a distribuuje software Maple a z něho odvozené produkty.  
Na vývoji software Maple se od počátku existence podílejí i další vědecká pracoviště po 
celém světě. Mimo orientace software Maple na pouţití v reálné praxi se společnost 
Maplesoft v současné době zaměřuje téţ na vývoj software určeného pro studium a pro 
                                                 
3)
 SPURLOCK-JOHNOS, J. I. a kol. Can E-learning Replace the Traditional Classroom? A Case Study 
    at  a Private High School. 2006. s. 1. 
4)CHVÁTALOVÁ, Z. Maple pro e-learning matematiky a matematických disciplín v ekonomických  
   studijních programech. s. 23. 
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samostatné studenty6). Důkazem toho je několik druhů software určených přímo pro 





Systém počítačové algebry Maple je základní produkt společnosti Maplesoft Inc. 
schopný pracovat v reţimu symbolických i numerických výpočtů, modelovat závislosti 
dle řady zabudovaných procedur a funkcí včetně 2D a 3D vizualizací, animování  
a simulací grafických výstupů8). Základním pracovním prvkem celého software je 
zápisník, resp. dokument, do něhoţ se vkládají jednotlivé výrazy a příkazy (počínaje 
symboly, algebraickými operátory a konče příkazy programovacího jazyka, které jsou 
obdobné jako v jazyce Pascal). V zápisníku/dokumentu je mimo jiné moţno vytvářet 
komplexní strukturované postupy řešení pro prezentaci libovolných témat. Obsahy 
těchto zápisníků/dokumentů je moţno exportovat přímo do jazyka HTML nebo do 
jazyka Latex. Zhotovené příkazy je moţno následně transformovat do široké škály 
programovacích jazyků jako například Visual Basic, C, Matlab a další. Aktuální verze 
tohoto software je distribuována pod označením Maple 16. Jako velkou výhodu 
software Maple musím jednoznačně uvést velmi kvalitně zpracovanou nápovědu, která 
usnadňuje práci i úplným začátečníkům. Velmi dobře jsou zde popsány jednotlivé 
metody společně s názornými ukázkami příkladů a případných postupů. Při práci  
s Maple je téţ velmi nápomocné velké mnoţství volně dostupných elektronických 
publikací především od společnosti Mapletsoft Inc., které kvalitně popisují základní  
i pokročilé metody práce s Maple. 
2.2.2 Maplet 
Pod názvem Maplet je prezentováno interaktivní grafické uţivatelské prostředí, jehoţ 
prostřednictvím lze snadno přistupovat ke sloţitým funkcím software Maple9). Jedná se 
o interaktivní formuláře určené pro výpočet specifického problému bez nutnosti vyuţití 
dalšího software. Svým vzhledem připomínají například webové formuláře zaloţené na 
                                                 
6)
 CHVÁTALOVÁ, Z. Maple pro e-learning matematiky a matematických disciplín v ekonomických  
   studijních programech. s. 24. 
7)
 HŘEBÍČEK, J., HŘEBÍČKOVÁ, J., SLABĚŇÁKOVÁ, J., CHVÁTALOVÁ, Z. Výuka matematických  
   disciplín s využitím e-learningových nástrojů. 2005. 
8)
 ŢÁK, V. Systém maple - matematické výpočty v systému maple. 
9)




jazyce PHP. Podobně jako ve webových formulářích i zde můţeme pracovat s běţně 
pouţívanými objekty, jakými jsou například textová pole, tlačítka, option box a další. 
Mimo tyto základní prvky můţe téţ Maplet obsahovat speciální objekty pro práci  
s grafy a algebraickými výrazy. Takto vytvořené formuláře mohou být následně 
prezentovány přímo v Maple, anebo prostřednictvím aplikace Maplet Viewer10). 
Uţitečnou výhodou Mapletů je zprostředkování výpočetních schopností software Maple 
běţnému uţivateli bez nutnosti znalosti syntaxe jednotlivých příkazů. Tvorba Mapletů  
a práce s nimi vyuţívá moţností objektového programování v Maple, které zdaleka 
nedosahuje kvality objektově orientovaných programovacích jazyků, jako jsou 
například Visual Basic nebo Delphi. Maple obsahuje jiţ ve své základní verzi modul 
Maplet Builder, pomocí něhoţ můţe běţný uţivatel bez jakékoli znalosti objektového 
programování velmi snadno vytvářet jednoduché Maplety například pro řešení 
jednoduchých algebraických problémů, vykreslování grafů nebo práci se soubory. 
Nevýhodou tohoto rozhraní je relativní nemoţnost případné editace takto vytvořených 
Mapletů v textovém rozhraní Maple. Zdrojový kód Mapletů vytvořených v modulu 
Maplet Builder je velmi nepřehledný (u kaţdého objektu jsou uvedeny všechny atributy 
i pokud mají nastavenou defaultní hodnotu) a při zásahu do zdrojového kódu (například 
vloţení vlastní procedury) je technicky nemoţné znovu editovat Maplet v modulu 
Maplet Builder (viz. Obr. 1). 
 
Obr. 1 Grafické rozhranní nástroje Maplet Builder (Zdroj: vlastní zpracování v Maple Builder) 
                                                 
10)





Druhou alternativou pro tvorbu Mapletů je tvorba jednotlivých objektů pomocí textové 
syntaxe přímo do zápisníku/dokumentu. Přestoţe je tato metoda na první pohled daleko 
sloţitější, neţ je tvorba Mapletů pomocí modulu Maplet Builder, je lépe vyuţitelná, 
zvláště pokud do Mapletu chceme implementovat vlastní procedury a případně editovat 
i samotný Maplet.  
2.2.3 MapleNET 
Společnost Maplesoft Inc. provozuje pro své zákazníky servery zaměřené na archivaci  
a prezentaci Mapletovských výukových objektů (Maplet a Java MapleNET aplet). První 
server se stará pouze o archivaci těchto doplňků, přičemţ druhý server má za úkol 
finální prezentaci výukových objektů prostřednictvím internetu pro uţivatele, kteří mají 
k MapleNET přístup11).   
2.2.4 Maple T.A. 
Ve své snaze vyhovět co nejvíce studentským potřebám společnost Maplesoft vytvořila 
webovou aplikaci Maple T.A., která slouţí jako ucelený e-learningový systém pro 
procvičování, testování a hodnocení studentů, přičemţ veškerá administrace  
a provozování je prováděna prostřednictvím internetu12). Maple T.A. téţ umoţňuje 
učiteli zpětnou vazbu formou statistik a jiných analýz.  
Mimo tyto aplikace se společnost Maplesoft Inc. téţ snaţí dbát na korektnost svých 
sluţeb nejen pro studenty, ale snaţí se inovovat portfolio svých produktů dle potřeb 
ostatních zákazníků (například vývoj software MapleSim pro simulaci různých 
modelů)13). „V České republice (ČR) se oblibě systému Maple dlouhodobě těší řada 
institucí, vzdělávacích, především univerzitních i vědecko-výzkumných pracovišť.‟14) 
Důkazem tohoto tvrzení je Czech Maple user Group (http://www.maplesoft.cz/) 
organizující workshopy, kurzy a semináře pro sdílení a výměnu informací o softwaru 
Maple pro české uţivatele.  
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      2008. s. 2. 
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 CHVÁTALOVÁ, Z. Maple pro e-learning matematiky a matematických disciplín v ekonomických  





Přestoţe si to většina uţivatelů neuvědomuje, kaţdý z nás denně vyuţívá moţností 
programovacího jazyka PHP. Tento jazyk umoţňuje dynamizaci webových aplikací  




Historie tohoto programovacího jazyka sahá do roku 1994, kdy Rasmus Lerdorf 
vytvořil v programovacím jazyku C Common Gateway Interface (protokol pro 
propojení externích aplikací s webovým serverem), který v počátku slouţil především 
pro sledování návštěvnosti jeho webových stránek. Tento nástroj nazval Personal 
Home Page Tools, dnes téţ známé jako PHP Tools. První veřejně dostupný nástroj 
jazyka PHP byl uveden v roce 1995, kdy Rasmus Lenrdorf zveřejnil zdrojový kód PHP 
Tools rozšířený o mnoho dalších funkcí, jako například práce s databázemi. V roce 
1997 byla vydána verze PHP 2.0. V této době měl jazyk označení PHP/FI (FI je 
zkratkou Forms Interpreter). Verze 2.0 mimo dosavadních funkcí umoţňovala práci  
s databázemi na platformě mSQL a Postgres95, práci s cookies, tvorbu uţivatelem 
definovaných funkcí a další metody. Velkou slabinou tohoto systému však byla 
paradoxně skutečnost, ţe byl stále vyvíjen pouze jednou osobou. PHP verze 3.0 byla 
vydána v roce 1998. Zásadní změnou této verze bylo vytvoření samostatného 
programovacího jazyka PHP, který je otevřen pro tvorbu další modulů dle potřeb 
vývojářů. Další vlastnost, kterou přinesla verze 3.0, je moţnost objektově orientovaného 
programování a daleko ucelenější syntaxe. Za zmínku téţ stojí první rozšíření 
vývojového týmu o dva zaměstnance, kteří zásadně napomohli při vývoji této verze.  
V roce 2000 bylo oficiálně vydáno PHP verze 4.0, které oproti svému předchůdci 
pracovalo na novém jádru Zend Engine a zlepšovalo například kompatibilitu s větším 
mnoţstvím webových serverů. Zásadně byla vylepšena bezpečnost vstupních dat 
uţivatele. Poslední a dodnes pouţívaná verze je PHP 5.0 vydaná v roce 2004. Nástup 
PHP 5.0 přinesl opět změnu jádra na Zend Engine 2, které obsahuje zcela nový 
objektový model a spousty dalších vylepšení. Zásadně se téţ změnil vývojový tým, 
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který v současné době čítá velké mnoţství programátorů a pomocných pracovníků 
působících po celém světě.16)  
Tento jazyk je svou syntaxí velmi podobný jazykům typu C, Java či Pearl. Odbornou 
veřejností je programovací jazyk PHP chápán jako alternativa k technologii ASP od 
společnosti Microsoft17). Přestoţe se jedná o programovací jazyk určený pro tvorbu 
webových stánek, samotná syntaxe příkazů se radikálně liší od syntaxe jazyka HTML. 
U PHP netvoříme zdrojový kód pomocí značek, do nichţ jsou uzavřeny jednotlivé 
objekty, na které se daná značka obsahující určité vlastnosti vztahuje, ale přímo pomocí 
samostatných příkazů oddělených separačním znakem. PHP, a HTML je moţno na 
webové stránce kombinovat (například pokud chceme na webovou stránku vloţit 
rozsáhlý statický text). Pro koncového uţivatele však není pouţití PHP skriptů na 
webové stránce na první pohled patrné, dokonce ani při pohledu na zdrojový kód, 
jelikoţ PHP kód při generování webové stránky vloţí do zdrojového kódu pouze ty 
části, které se mají zobrazit na webové stránce (vloţeny příkazem echo), avšak všechny 
výpočetní operace, práce s databázemi a další funkce PHP se ve zdrojovém kódu 
webové stránky neinterpretují.   
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3 Analýza problému a současné situace 
Přestoţe je e-learning v současné době vyuţíván pro výuku širokého spektra předmětů, 
jeho pouţití pro výuku matematiky je v ČR aţ na výjimky poměrně vzácné. 
Pravděpodobně je to zapříčiněno i současnou neoblíbeností této vědní disciplíny mezi 
studenty, pro které je matematika spíše teoretický postrach, neţli prakticky vyuţitelný 
nástroj. Druhým důvodem je z mého pohledu vysoká technická náročnost zpracování 
lehce editovatelného a uţivatelsky příjemného e-learningu, který by napomohl  
i uţivatelům s nízkou počítačovou gramotností prohloubit své znalosti ve vybraném 
tématu. Právě tato kombinace by dle mého názoru mohla odstranit nechuť studentů.  
Měly by jim být předkládány především příklady orientované na funkční závislosti 
vytvořené z reálných dat. Tím by student mohl získat novou motivaci (aplikační síla 
matematiky v praxi je hmatatelná) a oprostit se tak od mýtu, ţe matematika je 
především teoretická věda. Na druhou stranu i administrátor e-learningového systému 
by měl mít k dispozici adekvátně kvalitní nástroj, který by mu co nejvíce usnadnil 
vkládání nových příkladů, tématických celků a pokud moţno prováděl co nejvíce úkonů 
automaticky. Pokud by administrační nástroj splňoval tyto vlastnosti, mohli by ho 
vyuţívat i uţivatelé s jiným, neţ primárně matematickým zaměřením. Tím by se 
umoţnilo vnesení širokého spektra praktických  témat do celého systému e-learningu.  
3.1 Technická omezení e-learningu matematických disciplín 
Jako první problém při tvorbě e-learningu zaměřeného na výuku matematických 
disciplín vidím ve velmi špatné dostupnosti softwarových nástrojů, které by byly 
schopny bez dalších prostředků (například knihovny definující funkce pro specifické 
algebraické výpočty) zpracovávat široké spektrum matematických témat. V tomto 
ohledu se mi jeví daleko jednodušší vyuţití matematického software (například Maple, 
Mathematica či Matlab) pro tvorbu e-learningových nástrojů, přestoţe jejich vyuţití pro 
jiné neţ výpočetní účely (například práce s databází, práce s objekty) je pro vývojáře 
daleko obtíţnější. Tato nevýhoda se bohatě kompenzuje při zpracovávání libovolných 
matematických příkladů, a to především v komplexnosti jejich výstupů (například 
sloţité matematické funkce, práce s mnoţinami, maticemi atd.). Částečnou nevýhodou 
při pouţití matematického software pro tvorbu e-learningových nástrojů můţe být téţ 




s databázemi), která je absolutně nesrovnatelná s mnoţstvím dostupné dokumentace  
k běţně vyuţívaným programovacím jazykům (C++, Visual Basic apod.).  Alternativou 
je pouţití kombinace matematického software s běţným programovacím jazykem, kdy 
by se pouze matematické výpočty prováděly v matematickém software a práci  
s databázemi apod. by zajišťovalo rozhraní vytvořené v jiném programovacím jazyce. 
Tato varianta by například řešila export rastrových obrázků grafů vytvořených v Maple 
přímo na webové úloţiště, coţ není v současné době moţné.  
Dnes je nejen problémem vytvoření kvalitního programu pro generování příkladů  
a jejich export do databáze, ale i tvorba webová prezentace. Oproti e-learningu, který je 
zaměřen například na výuku jazyků či sociálních věd, je v kurzu zaměřeném na výuku 
matematiky třeba pouţít zobrazení grafů jednotlivých funkcí pro lepší prezentaci 
daného problému. Toto lze provést pomocí zobrazení vloţeného rastrového obrázku či 
vyuţitím externího PHP modulu (například JpGraph) pro automatické generování 
grafů z vloţených hodnot. Přestoţe kvalita grafů vytvořených v matematickém software 
(například Maple) je nesrovnatelně lepší neţ je tomu u grafů vytvořených pomocí PHP 
modulu. Naráţíme zde však na technický problém exportu grafů z matematického 
software na webové úloţiště. Tohoto úkonu není moţné v současné době bez pouţití 
dalších externích nástrojů pomocí software Maple dosáhnout. Z tohoto důvodu v dnešní 
situaci nastává dilema, zdali zvýšit kvalitu prezentovaných grafů ve finální prezentaci 
celého systému na úkor zvýšení poţadované úrovně počítačové gramotnosti, či vytvářet 
grafy v niţší kvalitě, a umoţnit tak administraci širšímu spektru uţivatelů. 
Jako další problém vidím velmi sloţité zobrazení algebraických výrazů ve správné 
grafické formě (zachování indexace apod.). Přestoţe je reálně moţné pouţít zobrazení 
pomocí neupraveného textu, kde se přímo zobrazují symboly pro indexaci (například 
znak "^" pro exponent), není tato metoda zdaleka tak efektní, jako kdybychom pouţili 
alternativní metody pro přesné zobrazení algebraických výrazů. Tato triviální metoda 
má však oproti technicky vyspělejším konkurentům zásadní výhodu. Pokud chceme 
uţivateli e-learningu ponechat moţnost interakce a přímého otestování svých znalostí, 
tento typ prezentace poskytuje velmi jednoduchou zpětnou vazbu pro vyhodnocování 
testových otázek. Jako pokročilejší prostředky pro zobrazování algebraických výrazů 




formát pro prezentaci strukturovaných matematických výrazů je chráněn standardem 
schváleným organizací W3C pro pouţití ve webové prezentaci, avšak je pouţitelný  
i v dalších aplikacích (například MS Word)18). Stejný formát vyuţívá i Maple u dvou 
objektů pouţitelných v Mapletech (MathMLEditor a MathMLViewer), které dávají 
uţivateli moţnost pouţít šablony pro tvorbu specifických výrazů (například lomené 
funkce, integrály, limity apod.). V Mapletech lze tyto šablony vyvolávat pomocí stisku 
pravého tlačítka na vybraný objekt a následně zvolit poţadovaný výraz ze zobrazeného 
menu. Další alternativou pro zobrazování matematických výrazů ve webové prezentaci 
je podobně jako při tvorbě grafů moţnost pouţití externího PHP modulu, který 
konvertuje vstupní data do podoby textového řetězce ve správné grafické formě. I přes 
velmi kvalitní prezentaci je však problém v nutném přeformátování vstupního textu pro 
volání modulu a v následném zajištění zpětné vazby (například při vyhodnocování 
testových otázek). Z tohoto důvodu jsem ve své práci pouţil nejjednodušší prezentaci 
algebraických výrazů prostřednictvím prostého textu. 
3.2 Analýza současných e-learningů matematiky 
Pro analýzu pouţívaných e-learningových systému jsem si vybral nástroj od společnosti 
Maplesoft, Inc. s názvem Maple T.A., který je dle mého názoru technicky 
nejpokročilejší (z pohledu uţivatelské náročnosti) a v oblasti interpretace algebraických 
výrazů a grafů nejvydařenější. Jako další alternativu jsem zvolil e-learning Vysokého 
učení technického v Brně, se kterým mám po třech letech studia na této škole praktické 
zkušenosti. Jako poslední systém pro analýzu jsem vybral volně přístupný e-learningový 
portál Masarykovy univerzity dostupný z: http://is.muni.cz/elportal/. 
3.2.1 Maple T.A. 
Jako první analyzovaný nástroj pro e-learning matématiky jsem si zvolil produkt 
společnosti Maplesoft určený výhradně pro elektronickou výuku matématiky 
prostřednictvím internetové aplikace. Oproti svým komplementům, které slouţí 
především pro tvorbu prezentace probírané látky, a to v textové či interaktivní formě 
(pomocí Mapletů), Maple T.A. je určen především pro procvičování, vypracování 
domácích úkolů a znalostní testy zaměřené na velké mnoţství tématických celků 
(například operace s maticemi, diferenciálními rovnicemi, teorií grafů či statistikou). 
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Maple T.A. zpracovává široké spektrum příkladů počínaje jednoduchými testovými 
otázkami, volnými odpověďmi, doplňováním textu aţ po interaktivní obrázky, 
chemické vzorce, příklady vyuţívající fyzikální jednotky a další. Tato variabilita 
umoţňuje vyuţití systému nejen pro algebraické výpočty obecné matematiky, ale i pro 
výuku fyziky, chemie, statistiky a dalších vědních disciplín. Jednotlivé kurzy mohou být 
tvořeny nejen příklady, které vytvořil vedoucí e-learningového kurzu, ale i velkým 
mnoţstvím předpřipravených úloh přímo od společnosti Maplesoft Inc. Při procvičování 
Maple T.A. vyuţívá algoritmů, které náhodně vybírají příklady pro procvičování 
studenta. „Při ukončení cvičení student obdrží odpověď na jednotlivé otázky, které se 
náhodně generují z předem vytvořené sady otázek.‟19). Z tohoto důvodu je velkou 
výhodou Maple T.A. segmentace příkladů do jednotlivých skupin, které můţe vedoucí 
kurzu přizpůsobit individuálním potřebám. Výsledky práce studenta při procvičování 
nejsou nikterak zaznamenávány a neovlivňují tak konečné hodnocení. Podobně jako při 
procvičování i při domácích úkolech jsou příklady vybírány náhodně ze stejné 
knihovny. Na rozdíl od procvičování je v případě domácích úkolů student hodnocen, 
avšak oproti testům má moţnost své chyby před odevzdáním opravit a ovlivnit tak své 
výsledné hodnocení. V testech je student omezen časovým limitem, po jehoţ uplynutí 
obdrţí výsledky daného testu. Výsledek je promítnut do celkového hodnocení 
studenta
20)
. Komplexnost celého systému téţ zabezpečuje kvalitní systém zpětné vazby, 
kdy má vedoucí kurzu prostřednictvím přehledných tabulek získaných ze 
zaznamenaných odpovědí moţnost nejen sledovat hodnocení jednotlivých studentů, ale 
i statistické přehledy výsledků jednotlivých testů či příkladů. Tyto statistiky umoţňují 
vyučujícímu nalézt oblasti výuky, kde mají studenti problémy a případně se na ně více 
zaměřit, či dokonce adaptovat hodnocení testů vzhledem k celkovým výsledkům 
účastníků kurzu. Vedoucí kurzu má téţ moţnost prostřednictvím Maple T.A. 
administrovat studenty jednotlivých kurzů a komunikovat s nimi prostřednictvím  
e-mailu. Oproti vedoucímu kurzu, který pro své přihlášení musí mít vytvořený speciální 
účet, studentovi stačí pro uţívání Maple T.A. pouhá registrace, aby mohl absolvovat 
vybraný kurz. Průběh kurzu se postupem času adaptuje úrovni znalostí studenta,  
a mohou mu tak být automaticky předkládány sloţitější varianty příkladů. Velkou 
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výhodou je téţ pouţití metod pro automatickou úpravu výrazů, pomocí nichţ je systém 
schopen určit rozdíl mezi studentovou a správnou odpovědí.21) V tomto ohledu je Maple 
T.A. velmi podobný software Maple, kdy Maple T.A. nerozhoduje pouze podle pevně 
zadané syntaxe výrazu, ale především podle její funkční vlastnosti. Vzhledem  
k výhradnímu zaměření na matematiku, je systém Maple T.A. jednoznačně 
nejpokročilejší v aspektu zobrazování matematických výrazů ve webovém rozhraní, kdy 
jsou v takřka dokonalé grafické formě zobrazovány například matice, specifické 
symbolické výrazy a podobné specifické prvky nutné pro komplexní e-learning 
matematiky. Hlavní devizou tohoto zobrazení je snaha co nejvíce přiblíţit elektronickou 
výuku matematiky běţnému uţivateli, pro kterého bude zcela totoţná s běţně známými 
způsoby výuky (například klasická papírová skripta či učebnice apod.). Mimo 
věrohodného zobrazení vyniká software Maple T.A. i velmi jednoduchým a intuitivním 
zadáváním výrazů a operátorů, které se podobá zadávání výrazů pomocí MathML 
Editor v prostředí Maplet či zadávání výrazu v zápisníku prostředí Maple. Výhoda 
tohoto rozhraní spočívá v minimálních poţadavcích na informační gramotnost 
uţivatele, kterému stačí pouze klik pravým tlačítkem myši do zadávacího okna a 
následný výběr patřičného operátoru pro zadávání potřebných matematických operací. 
Mimo velmi dobré kvality zobrazování výrazů, software Maple T.A. prezentuje 
věrohodně i různé typy grafů (Maple T.A. podporuje zobrazení více neţ sto typů grafů), 
které svou kvalitou absolutně převyšují grafy generované pomocí PHP modulů. Maple 
T.A. pro své pouţívání vyţaduje nainstalovaný internetový prohlíţeč s podporující 
aplikace vytvoření programovacím jazyce Java a JavaScript, společně s nainstalovaným 
modulem Java na klientské stanici. Tyto prostředky jsou v současné době takřka 
nedílnou součástí většiny osobních počítačů. Jedinou nevýhodou celého systému je 
pouze cena, kterou musí univerzita pravidelně platit za pouţívání sluţby. Společnost 
Maplesoft, Inc. poskytuje mimo velmi výhodné cenové politiky prostřednictvím 
sníţených cen hromadných licencí a bezplatných sluţby (webináře apod.) snahu 
bonifikovat loajalitu svým klientům. Díky tomu se z mého pohledu jedná o nejlépe 
vytvořený e-learningový systém, který velmi kvalitně vyuţívá výhod vzdělávacího 
systému Maple a i přes své striktní zaměření je skvělou volbou, kterou bych rád při 
svém vzdělávání vyuţil. Uţivatelem systému Maple T.A. je například Fakulta 
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elektrotechniky a komunikačních technologií VUT v Brně, která navázala na 
dlouhodobé zkušenosti s internetovými kurzy vytvořenými v prostředí Maple. 
3.2.2 E-learning VUT v Brně 
Oproti veřejně přístupnému e-learningu Masarykovy univerzity, Vysoké učení 
technické v Brně vyuţívá e-learningu striktně přístupného pouze studentům  
a zaměstnancům této školy prostřednictvím informačního systému. I přes tuto 
skutečnost se jedná o komplexní systém, který slouţí jako kvalitní podpora studia.  
Oficiální název e-learningového systému je Moodle (v současné době pouţívaná verze 
1.5.2+). Celý systém je z důvodu své variability vyuţíván napříč všemi fakultami 
univerzity pro různé typy předmětů (počínaje jazykovými kurzy aţ po odborné kurzy 
jednotlivých fakult). První výhodou systému je plná integrace e-learningu do 
informačního systému VUT v Brně, která zajišťuje automatické zapisování studentů do 
e-learningových kurzů podle předmětů zapsaných studentem v daném semestru. Mimo 
automaticky přidělené kurzy se můţe student přihlásit na libovolný kurz dostupný  
v daném semestru. Před zápisem do nepřiděleného e-learningového kurzu je uţivatel 
stručně seznámen s obsahem daného kurzu a při samostatném vstupu do kurzu  
i o povinnostech, které jsou s přihlášením spojeny. Organizace kurzů v e-learningovém 
portálu je rozdělena hierarchicky podle jednotlivých fakult, ústavů na daných fakultách, 
ročníků a následně podle semestrů. Jednotlivé kurzy jsou rozděleny do samostatných 
částí, které ve většině případů prezentují probíranou látku za určité období (například 
látka probíraná za jeden kalendářní týden) či podle tématických celků. V těchto částech 
mohou být uloţeny soubory se studijními materiály, krátké testy pro procvičování 
získaných znalostí či přímo testy, jejichţ výsledky se zohledňují při hodnocení studenta. 
Tyto testy obsahují otázky vyuţívající nabídky čtyř odpovědí, z nichţ je jedna či více 
odpovědí správných. Mimo tématické celky jsou téţ na e-learningu mnohdy uvedeny 
testy potřebné pro konečnou kvalifikaci studenta (zápočtové testy, rozřazovací testy). 
Tyto testy bývají ve většině případů prováděny ve škole, kde jsou studenti pod přímou 
kontrolou vyučujících. Mimo samotných testů a prezentace probírané látky umoţňuje  
e-learning  odevzdávání samostatných prací. Velkou výhodou odevzdávání 
prostřednictvím e-learningového systému je zasílání oznámení o ohodnocení samostatné 
práce prostřednictvím fakultního e-mailu. Kompletní hodnocení je moţno prohlíţet  




moţná hodnocení z daných klasifikovaných prací a procentuální hodnota úspěchu. 
Všechna tato data jsou sumarizována, a tak student můţe kdykoli zjistit aktuální stav 
svého celkového hodnocení. E-learningový systém má v sobě implementovány  
i nástroje pro komunikaci mezi studenty a vyučujícími. První částí tohoto nástroje je 
fórum přístupné účastníkům jednotlivých kurzů. Přestoţe se jedná dnes o běţný nástroj, 
vnáší do e-learningového systému moţnost sdílet své zkušenosti či problémy mezi 
jednotlivými studenty (případně i vyučujícími), a umoţnit tak spolupráci studentů  
k dosaţení řešení. V ideálním případě by do této komunikace zasahoval i vyučující,  
a vnášel tak jistý pořádek do celé diskuze. Pro usnadnění přímé komunikace je téţ  
v e-learningu implementován systém chatu pracující na platformě JavaScript. Přestoţe 
se s ohledem na současné moţnosti sociálních sítí zdá na první pohled tento modul 
takřka zbytečný, jedná se o velmi kvalitně zpracovaný systém, který mimo přímé 
komunikace mezi dvěma osobami umoţňuje i komunikace mezi větším mnoţstvím 
osob v reálném čase. Chat téţ zaznamenává kompletní historii konverzace. Za zmínku 
téţ stojí i kvalitně zpracovaný kalendář, který v systému Moodle není pouhým 
vizuálním doplňkem. Přestoţe svým vzhledem nikterak nevybočuje z běţně 
prezentovaných internetových kalendářů, jeho hlavní výhodou je funkčnost. Vyuţívá 
všech zadaných dat a zvýrazňuje uţivateli všechny důleţité termíny, jako jsou například 
termíny odevzdání samostatných prací, termíny testů ze všech zapsaných kurzů apod. 
Výuka předmětů zaměřených na vyuţití matematiky probíhá pomocí e-learningu 
prostřednictvím sdílení různých výukových souborů (počínaje jednoduchými textovými 
soubory aţ po komplexně vytvořenou prezentaci prostřednictvím software Maple) pro 
ukázky vyučované látky či pro procvičování. Nikdy jsem se však nesetkal s testem 
zaměřeným na procvičování matematiky pomocí e-learningu VUT v Brně, a to  
v jakékoli formě. Z tohoto důvodu nedokáţi bohuţel přesně určit, zdali je moţné vyuţít 
tento systém pro vytváření a prezentaci matematických testů. Přes všechny uvedené 
nesporné výhody systému vidím jako nevýhodu malou propagaci a malé vyuţití 
potenciálu systému. Tento problém se netýká pouze vyučujících, ale především 
studentů. Ti ve většině případu vyuţívají e-learning pouze jako nástroj pro sdílení 
studijních materiálů a občasné vyuţití pro absolvování testů, přičemţ zůstávají 
nevyuţity ostatní vytvořené nástroje (například kvalitní chatový nástroj). Dle mého 




nejzajímavější prezentace vlastností systému, jeţ by napomohla k pouţívání dnes takřka 
nevyuţitých komponent. 
3.2.3 Srovnání s e-learningem Masarykovy univerzity 
Podobně jako e-learning VUT v Brně, tak i Masarykova univerzita pouţívá univerzální 
e-learning po všechny své fakulty. Na rozdíl od VUT má však Masarykova univerzita 
veřejně přístupnou část informačního systému obsahující právě e-learning, čímţ 
umoţňuje široké veřejnosti nahlédnout do univerzitních studijních materiálů. Po vstupu 
na hlavní stránku e-learningového portálu http://is.muni.cz/elportal/nastroje/ se zobrazí 
webová stránka, která svým rozleţením připomíná běţnou webovou prezentaci  
s designem charakteristickým pro součastnou dobu. Pravý opak je však funkční stránka 
tohoto portálu. Portál obsahuje velké mnoţství elektronických výukových publikací 
určených pro studenty širokého spektra fakult Masarykovy univerzity. Tyto výukové 
publikace jsou tříděny podle dvou základních, avšak vzájemně nezávislých, kritérií. 
Prvním je segmentace podle jednotlivých předmětů a druhým rozdělení podle fakult. 
Vzhledem k zaměření této práce se pokusím analyzovat elektronické publikace 
zaměřené na výuku matematiky. První typ publikací je vytvořen pomocí interaktivních 
PDF souborů sloţených ze dvou základních prvků: hlavní prvek na levé straně 
dokumentu slouţí pro prezentaci probírané látky a pomocný panel na pravé straně 
obsahující ovládací prvky pro navigaci v dokumentu. Prezentace probírané látky je 
tvořena nejen souvislým textem popisujícím specifický problém, ale i kvalitně graficky 
zobrazovanými algebraickými výrazy a velmi kvalitně ztvárněnými grafy. Znalosti 
získané z těchto dokumentů jsou pak okamţitě procvičovány pomocí testů. Právě testy  
v těchto PDF dokumentech mne velmi pozitivně překvapily a jsou vítanou novinkou, 
která oţivuje celý dokument a vnáší do běţné prezentace část praxe. Dokumenty 
obsahující tyto testy ve svém úvodu prezentují krátký test zaměřený na seznámení se  
s metodikou testů a poukazují například na rozdíl mezi zadáváním algebraických výrazů 
v lineární formě a prezentací ve správně grafické normě. Tento, dle mého názoru velice 
zajímavý postup, napomáhá koncovému uţivateli seznámit se s atypickým rozhraním 
pro zadávání algebraických formulací pomocí textových řetězců bez zobrazení 
exponentů, indexů apod. (například zápis funkce x3+3x−8 musí být zapsána následovně: 
x^3+3*x−8). Samotné testy jsou uzavřeny tlačítky, kde první tlačítko Start testu spouští 




jedná o elementární ovládání testů, umoţňuje uţivateli bezproblémovou navigaci při 
spuštěném testu, například pro hledání metodiky pro daný příklad. Pokud by však 
uţivatel svou nepozorností chtěl spustit další test, systém mu to znemoţní a chybovou 
hláškou ho upozorní na provedenou chybu. Na pravé straně prezentace je zobrazen 
sloupec s prvky pro základní ovládání dokumentu, navigaci a nápovědu k testům. Mimo 
tyto interaktivní PDF publikace jsou v e-learningu Masarykovy univerzity prezentovány 
téţ běţné PDF publikace bez interaktivních prvků. Tyto soubory jsou dnes bohuţel 
standardní formou pro prezentaci v elektronickém vzdělávání, přestoţe nepřinášejí 
koncovému uţivateli sebemenší interaktivitu. Jako poslední typ publikací jsou  
v e-learningu publikovány samostatné internetové stránky určené pro specifický kurz. 
Jednotlivé kurzy jsou tvořeny především textovými popisy, jeţ jsou kombinovány  
s multimediální prezentací (například výuková videa, záznamy z přednášek)  
a interaktivními objekty (například klikací obrázky). Jako značnou nevýhodu těchto 
vzdělávacích webů vidím nekonzistenci v designu, kdy kaţdý výukový portál má svůj 
specifický design, který při přechodu mezi jednotlivými kurzy působí lehce zmatečně 
(rozdílné rozloţení ovládacích prvků apod.). Celková variabilita systému však velmi 
napomáhá vyuţitelnosti jednotlivých metod prezentace výukových materiálů, které se  
k danému vyučovanému tématu nejvíce hodí. Nápomocné je dle mého názoru téţ velké 
mnoţství nástrojů dostupných vyučujícím pro tvorbu různých typů otázek bez 
radikálního omezení probírané látky. Jednotlivé nástroje pomáhají tvůrci kurzu vytvářet 
například testové otázky, jejichţ základem je obrázek, oţivené texty, sady otázek 
podobného typu a další. Mimo nástrojů pro tvorbu testových otázek jsou tvůrcům  
e-learningových kurzů dostupné další nástroje například pro vkládání multimediálních 
prvků do jejich prezentace či vkládání vstupních testů z běţně pouţívaných textových 
formátů (.doc, .docx) do podoby internetové prezentace. Tyto nástroje sniţují 
poţadavky na informační gramotnost tvůrce webového kurzu a umoţní tak tvorbu 
kvalitních e-learningových kurzů širokým spektrem odborníků. V důsledku této 
skutečnosti je dle mého názoru e-learning Masarykovy univerzity i přes svou relativní 
nekonzistentnost velmi kvalitní systém, který je zaměřen nejen koncovým uţivatelům, 




4 Vlastní návrh řešení 
Tato část bakalářské práce bude rozdělena do tří hlavních částí a jedné vedlejší části. 
První část popisuje celkové zaměření mnou navrţeného e-learningového systému, jeho 
základní strukturu a předpoklady vyuţití jeho finální verze. Druhá část se zabývá 
vytvořením nástroje v software Maple pro tvorbu, ukládání a správu testových otázek 
zobrazovaných ve finální webové prezentaci. Třetí část je zaměřena na poţadavky  
a následnou tvorbu databázového úloţiště. Čtvrtá část popisuje tvorbu webové 
prezentace. Primárně se ovšem pokusím zaměřit na tvorbu co nejkomplexnějšího 
administrátorského nástroje pro tvorbu testových otázek, který by měl co nejvíce 
usnadnit administrátorovi webové prezentace vkládat nové příklady do databáze či 
stávající záznamy editovat. 
4.1 Obecný popis systému 
Systém, jeţ se pokusím v této práci navrhnout, se skládá ze tří základních segmentů: 
administrátorského nástroje vytvořeného v software Maple, internetové databáze  
a webové prezentace.  
Administrátorský nástroj by měl slouţit jako velice jednoduchý a intuitivní prostředek 
pro tvorbu testových příkladů na základě uţivatelem zadaných parametrů (vstupní 
funkce, analyzovaná proměnná, zadání příkladu v textové formě, specifická funkční 
hodnota apod.). Hlavní výhodou této aplikace by mělo být zjednodušení práce 
koncového uţivatele, který bude schopen vyuţívat všech funkcí této aplikace i bez 
sebemenší znalosti práce v software Maple. Mimo samotného zpracování vloţených dat 
pro internetovou prezentaci aplikace automaticky generuje správnou odpověď a sadu 
chybných odpovědí, čímţ se zcela eliminuje moţné chyba administrátora systému. 
Mimo odpovědí na daný příklad, které se zobrazují jako testové odpovědi v internetové 
prezentaci, aplikace generuje i data pro názorné zobrazení grafu analyzované funkce  
a přesný postup zobrazovaný uţivateli, pokud při procvičování zvolí špatnou odpověď.  
Další důleţitou komponentou tohoto systému je databázové úloţiště, do něhoţ aplikace 
vytvořená v software Maple ukládá kompletní příklad, a zároveň z ní čte při editaci jiţ 
uloţených záznamů. Toto úloţiště je téţ pouţíváno pro čtení dat pro internetovou 




anebo pomocí náhodně vytvořených sestav pro účely testů. Schéma systému je 
zobrazeno na Obr. 2. 
 
Obr. 2 DFD diagram kompletního systému 0. úrovně (Zdroj: Vlastní zpracování) 
Samotná internetová prezentace je rozdělena podle několika tématických celků, přičemţ 
kaţdé téma obsahuje obecnou teorii k dané problematice, procvičování problematiky 
pomocí náhodně vybraných příkladů a testy tvořené náhodně vygenerovanými 
sestavami příkladů. Takto vybrané příklady postupně proběhnou testovým rozhraním  
a po dokončení testu se koncovému uţivateli zobrazí úspěšnost, případně i příklady,  
ve kterých udělal chybu. Oproti testům jsou cvičení relativně nekonečná, přičemţ pří 
výběru špatné odpovědi je uţivateli znovu zobrazen zodpovězený příklady společně  





4.2 Návrh rozhraní v software Maple 
V první kroku tvorby systému jsem se zaměřil na administrační nástroj. Hlavím 
důvodem tohoto přístupu byla má absolutní neznalost práce v software Maple, která 
zapříčinila úvodní nejistotu v rozhodování o pouţitelných metodách pro návrh celého 
systému (například moţnost propojit software Maple s internetovou databází, export 
souborů na internetové úloţiště pomocí software Maple, moţnosti objektového 
programování v Maple apod.). Po několika týdnech studování různých výukových 
materiálů (ve většině případů přímo od společnosti Maplesoft Inc.), nápovědy software 
Maple a mnoha pokusech zaměřených především na testování moţností Maple jsem si 
ujasnil technologická omezení a základní koncept administračního nástroje, podle něhoţ 
jsem dále postupoval.  
4.2.1 Zpracování tématických celků 
Prvním krokem při tvorbě administrátorské aplikace bylo rozhodnutí, jaký typ příkladů 
budu zpracovávat. Vzhledem k vytypované cílové skupině  (posluchači bakalářského 
programu s ekonomickým zaměřením) a typu fakulty, kterou studuji, jsem se zaměřil na 
tématické okruhy vyuţitelné především v ekonomických, resp. finančních, resp. 
manaţerských úlohách. Po analýze učiva probíraného za celou dobu studia  
v ekonomicky zaměřených předmětech (mikroekonomie, makroekonomie, finanční 
analýza apod.) jsem se rozhodl ke zpracování tématiky diferenciálního počtu, především 
však derivace funkce jedné proměnné. Tato problematika je z hlediska inţenýrských 
aplikací ve zmiňovaném prostředí velmi často frekventovaná a především uţitečná.  
Souvisí se sledováním změn, rychlosti změn a dynamiky jevů. To je v ekonomické 
teorii i praxi klíčovou oblastí.  Vzhledem k rozsáhlosti této tématiky jsem byl nucen 
vybrat pět specifických témat, které dále detailně zpracuji. Kaţdé z těchto témat jsem 
zpracoval do samostatných procedur s proměnnými vstupními parametry, které jsou při 
kompletaci nahrazeny hodnotami zadávanými uţivatelem. Kromě procedur 
zpracovávajících správná řešení bylo téţ třeba zkonstruovat několik variant procedur, 
které vracejí chybné hodnoty se stejně zadanými vstupními parametry.   
Derivace funkce a  obecné postupy 
Jako první téma jsem zvolil derivaci funkce jedné reálné proměnné. Vytvoření 




funkci pro derivování diff(), jejíţ prvním vstupním parametrem je funkce a druhým 
proměnná, podle níţ funkci derivujeme), avšak vysvětlím zde základní metodiku 
pouţitou u všech dalších procedur. Vstupní funkce nejsou zadávány ve formátu,  
v jakém se pouţívají při běţné práci v Maple (f(proměnná)=funkce), ale pouze ve 
formátu samostatné funkce bez stanovení vstupních proměnných. Tato syntaxe 
umoţňuje daleko jednodušší a uţivatelsky příjemnější zadávání funkce prostřednictvím 
Mapletu, přičemţ uţivatel můţe vyuţívat aplikace bez znalosti práce v Maple. Tato 
výhoda však s sebou přináší mnoho dalších obtíţí, jako je například pouţití alternativní 
syntaxe, pokud chceme vypočítat hodnotu funkce atd. Po výpočtu výsledných hodnot 
bylo třeba výstup z kaţdé procedury vracet pouţitím funkce return(). Přestoţe 
procedury vytvořené v Maple vţdy vrací poslední vypočtenou hodnotu, funkce return() 
napomáhá přesně specifikovat výstup procedury22). Při pouţití vnořených procedur jsem 
se setkal i s problémem, ţe pokud nebyla vnořená procedura ukončena příkazem return, 
hlavní procedura neakceptovala jakýkoli výstup vnořené procedury.I přes jednoduchost 
určení správného řešení derivace funkce pomocí software Maple, byl tento tématický 
okruh nejsloţitější na vytvoření algoritmů pro výpočet chybných výsledků. Hlavním 
problémem je v tomto ohledu relativní nemoţnost vnést do výpočtu náhodný faktor 
(například je velmi obtíţné algoritmizovat běţenou chybu, kdy uţivatel systému zamění 
u výrazu v libovolném výpočetním kroku znaménka, čímţ radikálně změní konečný 
výsledek). Teoreticky lépe algoritmizovatelná je moţnost detailní analýzy vstupní 
funkce, která by přesně určila její typ, podle něhoţ by se následně určily specifické 
chyby. Pokud však vezmeme v potaz moţnou variabilitu vstupních funkcí, zcela 
komplexní řešení by bylo velmi sloţité a z hlediska potřebných algoritmů  
i náročné na vytvoření. Z tohoto důvodu jsem pro určení špatných řešení pouţil 
jednoduché algoritmy vyuţívající elementární metodické chyby. Oproti správnému 
řešení mohou tyto algoritmy určit výsledek vynásobený konstantou (−1). Výsledek, jeţ 
vznikl pomocí integrace vstupní funkce, výsledek vzniklý integrací vstupní funkce 
vynásobený konstantou (−1), výsledek vzniklý derivací vstupní funkce, která byla 
vynásobena náhodným celým číslem z intervalu <2,10>, výsledek umocněný číslem      
(−1), výsledek vzniklý druhou derivací vstupní funkce a výsledek, k němuţ je přičteno 
náhodné celé číslo z intervalu <−5,5>. Kaţdá z procedur generující chybné řešení má 
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přesný název slouţící k náhodnému výběru chybných řešení. Jako jednotný název jsem 
pouţil šablonu ChybaMxN, kde M určuje typ příkladu, pro nějţ je chyba určena,  
a N pořadové číslo chyby. Jak jiţ bylo uvedeno dříve, z těchto variant jsou náhodně 
vybrány tři špatné odpovědi a ty jsou následně exportovány do databáze. Vznikl zde 
však jeden zásadní problém: pokud by byla jedna špatná odpověď stejná jako správné 
řešení či jako jedna ze špatných opovědí, celý systém by neztrácel zcela svou hlavní 
funkčnost, ale jednalo by se o velmi závaţnou chybu, která by mohla zapříčinit ztrátu 
důvěry koncového uţivatele v tento systém. Z tohoto důvodu jsem byl nucen pouţít 





Obr. 3 Vývojový diagram algoritmu pro výběr špatných řešení (Zdroj: Vlastní zpracování) 
Celý algoritmus je zaloţen na cyklu se dvěma vstupními podmínkami. První podmínka 
ověřuje současný počet nalezených chybných řešení, která nejsou shodná se správným 
řešením či s dříve vybranými chybnými výsledky. Druhá podmínka zamezuje zacyklení 
celé procedury, které by mohlo být zapříčiněno nenalezením tří různých chyb (pokud 
tato situace nastane, procedura vrací namísto chybných řešení textový řetězec nelze 
určit). Při tvorbě procedury pouţívající tento algoritmus jsem se poprvé setkal s práci  




práce daleko sloţitější, především ve spojování textových řetězců. Ve své práci jsem 
pouţil pro tento účel dvě metody. První metoda vyuţívající symbolů  " || " je vhodná na 
spojování právě dvou textových řetězců. Tuto metodu jsem pouţil pouze při výběru 
chybných řešení, kdy jsem pomocí funkce rand() vygeneroval náhodné přirozené číslo 
z intervalu od jedné (včetně) do celkového počtu procedur generujících chybná řešení 
pro daný tématický okruh. Toto číslo jsem spojil s obecným textovým řetězcem 
ChybaNx (N bylo nahrazeno typem příkladu) a takto vytvořený textový řetězec jsem 
následně pouţil jako odkaz na existující proceduru. Přestoţe se jedná na první pohled  
o nepraktické řešení, tato metoda funguje v praxi zcela bez problémů. Druhá metodu 
vyuţívá funkci cat(), do které vstupuje libovolné mnoţství textových řetězců, které jsou 
transformovány do celistvého výstupního řetězce. Pokud však pouţíváme vstupní data 
jiného neţ textového formátu (například čísla), je nutné pouţít příkaz convert(), jehoţ 
prvním vstupním parametrem je hodnota, kterou chceme transformovat, a druhým je 
specifický datový typ, jehoţ chceme dosáhnout (v našem případě string neboli textový 
řetězec). Pokud bychom nepouţili konverzi dat, ve výstupním řetězci by byly nahrazeny 
všechny spoje znaky " || ". Tuto metodiku jsem pouţil při spojování špatných řešení do 
celistvého textového řetězce, přičemţ jednotlivé výsledky jsou separovány znakem " ; " 
(tato separace je určena pro rozdělení odpovědí ve webové prezentaci). 
Příkaz cat() je téţ základem poslední komponenty kaţdého tématického celku, který je 
rozdílný pro jednotlivá témata - komplexní slovní popis řešení daného příkladu 
zobrazovaný při procvičování. V tomto účelu se však jedná o daleko komplexnější 
řešení vyuţívající téţ separátory " ; ", které však v tomto příkladě neslouţí pro 
oddělování jednotlivých výsledků, ale na jejich místě jsou v internetové prezentaci 
vytvářeny nové řádky. Velice výhodné je vyuţít moţnosti vkládání jednoduchých 
HTML tagů přímo do exportovaného textu, čímţ vznikají moţnosti předformátování 
textu (například ztučnění textu uzavřením do značek <b> a </b>). Samotný popis řešení 
je zaloţen na proceduře pro generování správného řešení, přičemţ celý postup je 
patřičně okomentován. Pro větší názornost zde uvádím výstupní řetězec procedury pro 
generování postupu výpočtu derivace funkce sin(x): 
"Řešení příkladu:;Vypočteme první derivaci funkce <i>f</i>: <i>f|(x)=cos(x)</i> 




Na výstupu vidíme všechny výše zmiňované metodiky: transformace kompletního 
výstupu do celistvého textového řetězce, oddělení řádků pomocí separátoru " ; "  
a předformátování částí výstupního textu pomocí HTML značek <i> </i> (v koncové 
prezentaci se texty ohraničené těmito značkami zobrazují kurzívou). Často zobrazovaný 
znak " | " řeší nekonzistenci znakových sad a ve finální prezentaci je nahrazen znakem  
" ' ". 
Stanovení mezní hodnoty 
Jako druhý tématický celek jsem zvolil často pouţívanou metodiku stanovení mezní 
hodnoty zadané funkce pro určitou hodnotu proměnné. Tato metodika nám v praxi 
umoţňuje odhadnout přírůstek n-tého kusu k výslednému výstupu23). Tuto vlastnost lze 
například aplikovat na určení mezního produktu práce jednofaktorového modelu 
produkce (přínos dodatečného pracovníka na celkový objem práce), mezního uţitku 
(přírůstek dodatečné jednotky k celkovému uţitku) apod. Technicky se jedná o velmi 
jednoduchou tématiku vyuţívající první derivace zadané funkce, do níţ je dosazena 
hodnota zadaná uţivatelem. V této tématice jsem se poprvé setkal s pouţitím 
alternativních metod pro práci s funkcemi zadávanými bez specifikace vstupních 
proměnných, konkrétně s výpočtem funkční hodnoty pomocí funkce eval(), jejíţ první 
parametr je vstupní funkce a druhý specifikuje funkční hodnotu ve tvaru 
proměnná=hodnota. Pokud bychom však pouţili zápis funkcí se specifikací 
proměnných, stačilo by pouze za názvem funkce zadat hodnotu proměnné.  
Oproti obecné derivaci funkce můţeme v tomto jednoduchém postupu vytvořit relativně 
velké mnoţství metodických chyb. Pro finální aplikaci jsem vytvořil následující 
procedury generující chybné výsledky: výpočet funkční hodnoty z nederivované funkce, 
výpočet funkční hodnoty z nederivované funkce vynásobený koeficientem (−1), 
správný výsledek vynásobený koeficientem (−1), dosazení funkční hodnoty do 
integrované vstupní funkce a dosazení do funkce zkomponované z derivované funkce,  
k níţ je přičten reálný exponent původní funkce. Kaţdá procedura generující chybné 
řešení má stejně jako v předchozím tématickém celku striktní název vyuţitý procedurou 
pro výběr chybných řešení.  
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Procedura určená pro tvorbu slovního popisu řešení vychází z procedury pro generování 
slovního postupu výpočtu derivace funkce, pouze uvádí více kroků a celý postup je 
ukončen slovní interpretací vypočteného výsledku.  
Odhad změny funkční hodnoty 
Třetí tématický celek je zaměřen na výpočet odhadu změny funkční hodnoty neboli  
uţití diferenciálu funkce. Pomocí ní lze určit přibliţný odhad změny funkční hodnoty. 
Navíc je daleko méně časově náročná. Metoda je zaloţena na výpočtu funkční hodnoty 
první derivace zadané funkce, do níţ dosadíme hodnotu výchozí proměnné. Tuto 
funkční hodnotu vynásobíme změnou hodnoty nezávislé proměnné, čímţ vznikne 
přibliţný odhad změny funkční hodnoty zadané funkce. Vytvořit samotný výpočet 
odhadu změny funkční hodnoty v software Maple bylo snadné, přičemţ postup se 
skládal pouze z kombinace příkazů diff() pro derivaci funkce, funkce eval() pro určení 
funkční hodnoty a běţného násobení. Pro vyšší názornost jsem se však rozhodl doplnit 
odpovědi textovými řetězci. Při kladném výsledku je vloţen před výslednou hodnotu 
textový řetězec vzroste o a při záporném výsledku klesne o (výsledná hodnota je 
vynásobena koeficientem (−1)). Pokud je výsledek roven nule, procedura navrací 
textový řetězec nezmění se.  
Pouţití textových řetězců téţ přináší další variabilitu do tvorby špatných výsledků 
daného příkladu, kde jsem pouţil následující varianty: záměna textů vzroste o a klesne 
o, záměna vstupních hodnot při výpočtech, dosazení počáteční hodnoty do 
nederivované funkce, záměna vstupních hodnot a dosazení do nederivované funkce, 
rozdíl mezi funkční hodnotou první derivace původní hodnoty a první derivace funkce 
změněné hodnoty, rozdíl mezi funkční hodnotou nederivované funkce v počátečním 
bodě a ve změněném bodě (skutečná změna funkční hodnoty). Zanesení textů do 
jednotlivých odpovědí však sebou přineslo zásadní problém. Oproti algebraickým 
výrazům, kde lze pouţít běţné operátory pro porovnání výsledků (>, <, =, <>), je  
v software Maple daleko sloţitější srovnávání textových řetězců. Po pokusech  
s různými funkcemi (LexOrder, Compare), které bohuţel nevracely ve všech případech 
správné hodnoty, jsem byl nucen pouţít funkci evalb(), která umoţňuje pouţívat běţné 




logické hodnoty (True a False)24). Procedura pro generování slovního popisu podobně 
jako u předchozího tématického okruhu vyuţívá především spojování textových řetězců 
a je zakončena slovní interpretací konečného výsledku. 
Hledání extrému funkce 
Jako čtvrtý tématický celek jsem zvolil hledání extrému funkce. Z mého pohledu se 
jedná o takřka stěţejní část tématiky diferenciálního počtu, jeţ má v praxi zásadní 
význam. Jako příklad vyuţití v ekonomické praxi mohu uvést určení zisku, analýza 
nákladové funkce apod. Omezme se na příklad, kdy zadaná funkce je spojitá  na 
sledovaném intervalu. Coţ jsou v ekonomické praxi především frekventované funkce. 
Teoreticky je metoda zaloţena na určení bodů podezřelých z extrému, jejichţ funkční 
hodnota první derivace je rovna nule (případ, kdy derivace v tomto bodě není 
definována, zde tedy není třeba brát v úvahu). Takto zjištěné body podezřelé z extrému 
dále analyzujeme dosazením do druhé derivace. Pokud je funkční hodnota druhé 
derivace v daném bodě větší neţ nula, jedná se o lokální minimum funkce. Pokud je 
však funkční hodnota v analyzovaném bodě menší neţ nula, jedná se o lokální 
maximum. Pokud je funkční hodnota druhé derivace rovna nule, jsme nuceni dále 
funkci derivovat, dokud nebude funkční hodnota různá od nuly a poté rozhodnout 
(můţe vyuţít například funkčních hodnot v okolí analyzovaného bodu). Zpracování této 
tématiky do procedury je však oproti předchozím daleko náročnější. Hlavním 
problémem je reálná moţnost, ţe analyzovaná funkce bude mít více neţ jeden lokální 
extrém. To je třeba dále analyzovat. Z tohoto důvodu jsem byl nucen předem 
odhadnout, zda bude mít derivace funkce pravděpodobně více neţ jeden nulový bod a 
podle toho nadále postupovat. Pro tuto analýzu jsem pouţil funkci degree(), která vrací 
numerickou hodnotu stupně polynomu v případě, ţe do funkce vstupuje polynomiální 
funkce (pokud není funkce polynomiální navrací hodnotu FALSE). Pomocí výstupní 
hodnoty této funkce se větví procedura na dvě části. Pokud je stupeň polynomu vyšší 
neţ 2, procedura zpracovává jednotlivé výsledky získané funkcí solve() pomocí 
indexace výsledků a ke kaţdé hodnotě přidává textový řetězec označující, zda se  
v daném případě jedná o lokální minimum či maximum pomocí druhé derivace. 
Doplňuje výslednou funkční hodnotu nalezeného extrému. Pokud je stupeň funkce niţší 
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neţ dva, anebo pokud funkce degree() navrací hodnotu FALSE, procedura přistupuje k 
výsledku jako k celku a u výstupní hodnoty provádí analýzu stejně jako při více 
podezřelých bodech. Procedura je zakončena podmínkou řešící problém nenalezení 
jakéhokoli řešení. Výstupní hodnotou procedury je v tomto případě textový řetězec 
funkce nemá extrém. Sloţitý algoritmus procedury dává téţ moţnost vytvoření velkého 
mnoţství chyb. V tomto tématu jsem pouţil následující: triviální zobrazení textového 
řetězce funkce nemá extrém, záměna minima a maxima ve správném řešení, výpočet 
bodů podezřelých z extrému z nederivované funkce, výpočet bodů podezřelých z 
extrému z nederivované funkce a záměna minima a maxima, výpočet bodů z 
nederivované funkce a dosazení do první derivace funkce pro ověření minima a 
maxima, výpočet bodů z nederivované funkce, dosazení do první derivace pro ověření 
minima a maxima a záměna minima a maxima.  
Velmi sloţité bylo téţ vytvořit proceduru generující slovní popis. Procedura je zaloţena 
na separaci bodů lokální minima a maxima pro zlepšení finální přehlednosti. Vzhledem 
k dalšímu rozdělení vycházejícímu z procedury pro generování správného řešení 
(zvláštní postup pro polynomy druhého a vyššího stupně, a pro polynomy prvního 
stupně a nepolynomiální funkce) je celá procedura široce rozvětvená (příkazy pro výpis 
textového řetězce jsou kombinovány s pomocnými operacemi pro výpočet 
mezivýsledků). Při zpětné editaci je velký problém se v syntaxi procedury orientovat. 
Výsledný slovní popis je však velmi podobný například odhadu změny funkční 
hodnoty, kdy je připraven několikařádkový výstupní textový řetězec zakončený slovní 
interpretací výsledného řešení. 
Analýza růstu a klesání funkce 
Jako poslední zpracovávané téma jsem zvolil analýzu růstu a klesání funkce. Podobně 
jako předchozí téma (se kterým je tématicky úzce spjato) i analýza růstu a klesání 
funkce má velký význam pro  vyuţití v ekonomické praxi. Jako příklad můţeme uvést 
analýzu nákladové funkce a hledání intervalů, v nichţ je vhodné realizovat výrobu. 
Teoreticky je tato problematika zaloţena na analýze první derivace zadané funkce, jejíţ 
definiční obor rozdělíme na jednotlivé intervaly pomocí nulových bodů první derivace 
(rovněţ eliminujeme případy, které vedou na situace, kdy první derivace funkce 




náhodný bod z daného intervalu do první derivace funkce. Pokud je funkční hodnota 
první derivace v tomto intervalu záporná, funkce na daném intervalu klesá. Pokud je 
funkční hodnota kladná, funkce na daném intervalu roste. Přestoţe je tato tématika 
zdánlivě velice jednoduchá, zpracování v komplexní proceduru bylo jednoznačně 
nejsloţitější ze všech zpracovávaných témat. Oproti běţnému postupu řešení (výběr 
náhodně hodnoty z intervalu) jsem zjistil, ţe je technicky nemoţné nalézt náhodnou 
hodnotu z intervalu získaného prostřednictvím výpočtů v Maple. Z tohoto důvodu jsem 
byl nucen kompletně modifikovat celý postup. Prvním krokem bylo podobně jako při 
hledání extrémů funkce pouţití příkazu solve(), kterým jsem v tomto případě řešil 
lineární nerovnice. Pomocí příkazu OrProp jsem provedl disjunkci mnoţin získaných 
příkazy solve(funkce<=0) a solve(funkce>=0), čímţ byl vymezen definiční obor funkce. 
Pokud pracujeme v Maple s mnoţinami, které jsou výstupem algebraických funkcí, není 
moţno pracovat s běţnými symboly pro logické operace s mnoţinami, jako například ∩ 
pro konjunkci apod. Musíme pouţít speciální příkazy umoţňující tuto práci: AndProp 
pro konjunkci, OrProp pro disjunkci a Non pro negaci
25). Vzhledem k výše uvedené 
nemoţnosti získat náhodné číslo z výstupního intervalu jsem byl nucen provést 
separátně analýzu pro růst funkce (první derivace funkce větší neţ nula) a pro klesání 
funkce (první derivace funkce menší neţ nula). Podobně jako v předcházejícím 
tématickém celku, i zde nebude mít funkce solve() s jistou pravděpodobností pouze 
jednu výstupní hodnotu, a tudíţ bylo nutno analyzovat výstupní hodnoty separátně. 
Oproti předchozímu tématu jsem však nemohl pouţít postup zaloţený na odhadu 
vstupní funkce, jelikoţ výstupními hodnotami jsou v tomto případě intervaly. 
Odkazování pomocí indexace (pouţité v předchozím tématu) funguje pouze v případě, 
ţe funkce má jako výstup více neţ jeden interval. Pokud funkce solve() vracela pouze 
jeden interval, analýza pomocí indexace vracela vţdy hraniční body intervalu. Z tohoto 
důvodu jsem byl nucen nalézt alternativu zpracovávající jednotlivé výstupy jako celky. 
Pro tento účel je ideální pouţití cyklu for "prvek" in "mnoţina" analyzující jednotlivé 
výstupní hodnoty (tato syntaxe nahrazuje běţně pouţívaný cyklus for each). Kaţdý 
interval vybraný pomocí zvolené metody je následně konjunkcí spojen s definičním 
oborem (řešení nekonzistence definičního oboru vstupní funkce a definičního oboru 
derivované funkce). Pokud příkaz AndProp vrací hodnotu BottomProp, jedná se  
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o prázdnou mnoţinu. Výsledné mnoţiny jsem převedl na textové řetězce pomoci funkce 
convert() a upravil je prostřednictvím substituce textových řetězců na podobu, kterou 
známe z běţné matematiky (například nahrazení textového výrazu "infinity" znakem 
"∞", značná nekonzistence v ohraničení intervalů závorkami, přidávání textových znaků 
pro webovou prezentaci apod.). U takto vytvořených textových řetězců bylo třeba ještě 
analyzovat jejich umístění ve výstupním textu a případně upravit jejich formální 
stránku. K tomuto účelu jsem pouţil několik pomocných proměnných, které rozlišovaly 
pozici intervalu v celkovém výstupním textu (pokud funkce rostla na libovolných 
intervalech, zápis textu vypovídajícím o klesání funkce byl stylisticky jiný, neţ pokud 
funkce pouze klesala) a pozici intervalu v menším segmentu výstupu procedury (pokud 
funkce rostla na dvou a více intervalech, před první interval je vloţen řetězec o růstu, 
před druhý interval je vloţena pouze čárka oddělující jednotlivé intervaly), čímţ je 
zajištěna správná stylistická stránka celého výstupu.  
Tvorba chybných variant byla vzhledem k rozsáhlému mnoţství postupů metodicky 
jednoduchá, avšak vzhledem ke sloţitosti celkové procedury byla největším problémem 
orientace ve zdrojovém kódu (takřka kaţdá procedura generující chybné řešení v tomto 
případě vychází z procedury pro výpočet správného řešení, ve které jsou změněny určité 
části). V tomto tématickém okruhu je opět zpracováno několik procedur generujících 
chybná řešení. Prvními jsou procedura vracející řetězec "funkce je ve sledované 
proměnné konstantní" a záměna roste a klesá ve správném řešení. Dále získání intervalů 
z nederivované funkce, získání intervalů z nederivované funkce a záměna roste a klesá. 
Nakonec získání intervalů z druhé derivace a získání intervalů z druhé derivace  
a záměna roste a klesá. Pro výběr chybných odpovědí byla pouţita takřka identická 
procedura jako u předchozího tématu, především pak v práci s textovými řetězci.  
Slovní popis řešení daného příkladu opět vychází z procedury generující správné řešení, 
pouze obsahuje daleko více operací pro substituci textových znaků a podobně jako  
u všech dalších témat kompletuje a formátuje výsledný text pro webovou prezentaci. 
4.2.2 Analýza reálných dat 
Vzhledem ke snaze odstranit předsudek, ţe matematiky je pouze teoretická věda, jsem 
se rozhodl zakomponovat do výsledné aplikace Maplet vyuţívající reálných dat pro 




který obsahuje modul pro čtení dat z běţně pouţívaných .xls či .xlsx souborů (výstupní 
formát MS Excel). Pro tento účel je nutno pouţít funkci Import() z knihovny 
ExcelTools (syntaxe pro čtení jednotlivých funkcí z různých knihoven v prostředí 
Maple: Knihovna:-Funkce), pomocí níţ můţe získat data z výchozího .xls souboru. Pro 
pouţití funkce je třeba pouze specifikovat základní parametry pouţívaného souboru: 
cesta k souboru, list v souboru a přesný rozsah cílových buněk. Po načtení ze souboru 
jsou data automaticky upravena a vloţena do jednorozměrného pole pro následné 
zpracování. Tuto metodu jsem pouţil pro získání hodnot závislé a nezávislé proměnné 
(jednoduchou podmínkou je ověřen shodný počet prvků v obou mnoţinách). Z takto 
získaných dat lze dále pomocí funkce PolynomialFit() (funkce knihovny Statistics) 
získat metodou nejmenších čtverců26) polynom libovolného stupně. Vstupními 
parametry funkce PolynomialFit() jsou hodnoty nezávislé proměnné, hodnoty závislé 
proměnné, stupeň výstupního polynomu a název nezávislé proměnné. Pro účely této 
práce jsem zvolil tvorbu polynomů druhého stupně vzhledem k další pouţitelnosti ve 
všech analyzovaných typech příkladů, především z důvodu pravděpodobné existenci 
druhé derivace získané funkce a moţnosti nalezení extrému dané funkce. Pro zvýšení 
jednoduchosti jsem téţ rozhodl pro vytvoření procedur pro automatické zaokrouhlení 
jednotlivých členů vzniklého polynomu na uţivatelem zadaný počet desetinných míst. 
Jako první krok bylo třeba provést dekompozici vzniklé funkce na separovaný 
exponenciální koeficient, lineární koeficient a reálný člen. Toho výsledku jsem dosáhl 
pomocí jednoduchých algebraických výpočtů, kde jsem reálný člen získal pomocí 
dosazení hodnoty proměnné rovné nule do zadané funkce. Lineární člen jsem získal 
opět pomocí dosazení nuly do dané nezávislé proměnné, ovšem do první derivace 
vstupní funkce a exponenciální člen jsem získal po určení reálného čísla vzniklého 
druhou derivací zadané funkce vydělenou dvěma. Po dekompozici celé funkce jsem 
však narazil na zásadní problém se zaokrouhlováním v Maple. V literatuře se pro 
zaokrouhlování na pevný počet míst doporučuje pouţití funkce evalf() se specifikací 
počtu desetinných míst27). Tento příkaz však vrací pouze zaokrouhlený počet čísel zleva 
(pro lepší pochopení uvádím příklad: při snaze zaokrouhlit číslo 23 345 223,2211 na tři 
desetinná místa funkce evalf() vrací hodnotu 23 300 000,0. Z toho důvodu jsem byl 
nucen najít alternativní cestu k zaokrouhlování pouze desetinných míst bez ohledu na 
                                                 
26)
 MAPLESOFT. Online Help:Statistics[PolynomialFit]. 2012. 
27)




celé číslo, které jim předchází. Při prohledávání různých funkcí pro účely dekompozice 
jsem narazil na dvě funkce, které  napomohly k naplnění cíle: funkce frac() slouţící  
k získání desetinné části vstupního čísla a funkce trunc() slouţící k získání celých 
hodnot ze vstupního čísla. Po aplikaci jiţ dříve zmiňované funkce evalf() pouze na 
desetinnou část a následné zpětné sečtení s celými hodnotami vznikne zpět číslo 
zaokrouhlené podle poţadavků uţivatele. Po aplikaci tohoto postupu na všechny členy 
funkce jsem zpět zkomponoval celou funkci připravenou pro další výpočty. 
 4.2.3 Tvorba Mapletu 
Velké dilema pro mne byla forma prezentace administrátorské aplikace pro koncového 
uţivatele. Zpočátku jsem byl rozhodnut o prezentaci ve formě strukturovaného 
pracovního listu, kde by uţivatel po otevření načetl všechny potřebné procedury do 
paměti a později s nimi pracoval. Postupem času jsem však narazil na problémy moţné 
rozsáhlosti celého pracovního listu přinášející velkou nepřehlednost a velmi malou 
odolnost proti chybám koncového uţivatele (například pokud by si uţivatel  
v pracovním listu vytvořil vlastní proměnnou, která by se svým názvem shodovala  
s proměnnou pouţívanou v jedné z předpřipravených procedur, omylem si smazal část 
pracovního listu či část pracovního listu editoval apod.). Druhou alternativou bylo 
zpracování celé aplikaci v uţivatelsky příjemném Mapletu. Přestoţe jsem jiţ měl malé 
zkušenosti s objektovým programováním (Delphi, VBA), vţdy jsem pracoval  
s grafickým rozhraním pro tvorbu jednotlivých formulářů, coţ bylo vzhledem k nutnosti 
pouţít mnou definované funkce v prostředí Maple nemoţné (omezení modulu Maplet 
Builder). Z tohoto důvodu jsem byl nucen psát Maplety prostřednictvím jednotlivých 
příkazů. Při zápisu v textové formě Maplet svou syntaxí připomíná běţnou proceduru, 
pouze celý text není ohraničen názvem proc, ale Maplet. 
Rozložení objektů v Mapletu 
Pro organizaci objektů uvnitř Mapletu lze pouţít dvě základní metody, přičemţ obě se 
odlišují nejen vizuální stránkou, ale i v zápisu samotného kódu. První metoda je 
zaloţena na prostém zápisu jednotlivých objektů, přičemţ všechny objekty zobrazené  
v Mapletu jsou uzavřeny objektem Window(), jehoţ prvním atributem je textový 
řetězec zobrazovaný v záhlaví daného formuláře a druhým atributem jsou jednotlivé 




dvojice hranatých závorek ohraničuje všechny pouţité řádky. Uvnitř těchto hranatých 
závorek vloţeny další hranaté závorky, uzavírající jednotlivé řádky. Uvnitř řádků jsou 
jiţ uloţeny jednotlivé objekty odděleny čárkou (stejně jsou odděleny i jednotlivé 
řádky). Výhodou tohoto zápisu je velmi jednoduchá orientace ve zdrojovém kódu, kdy 
vývojář při pouţití adekvátně kvalitní stylizace snadno identifikuje objekty v daném 
řádku. Velkou nevýhodou je relativní nemoţnost finální stylizace, kdy je moţná pouze 
vertikální organizace (objekty se automaticky horizontálně zarovnávají podle počtu a 
typu objektů viz Obr. 4). Při tvorbě administrátorského rozhraní jsem pouţil toto 
rozloţení pro všechny Maplety generující správná řešení jednotlivých témat. Při tomto 
pouţití nebyla natolik důleţitá grafická stránka výsledné prezentace, jako velmi dobrá 
moţnost následné editace Mapletů. 
 
Obr. 4 Grafické rozhraní Mapletu vytvořeného pomocí běžného rozložení (Zdroj: Vlastní 
zpracování) 
Alternativou je organizace objektů v Mapletu pomocí rozloţení do boxů (BoxLayout). 
Takto vytvořený Maplet je ohraničen základním objektem BoxLayout, do něhoţ jsou 
vkládány jednotlivé prvky, které jsou dále organizovány pomocí dvou základních 
objektů: řádků (BoxRow) a sloupců (BoxColumn). Tyto objekty lze libovolně vnořovat 
podle poţadavků vývojáře (například jeden řádek lze rozdělit na dva sloupce, přičemţ 
kaţdý sloupec je tvořen dvěma řádky apod.). Výhodou metody je velmi dobrá kontrola 




i horizontálního rozloţení viz. Obr. 5). Problémem je ovšem obtíţná orientace ve 
zdrojovém kódu jiţ středně velkého Mapletu, kdy bez kvalitní stylizace není takřka 
moţné se v syntaxi přehledně orientovat (přesné určení pozice objektu ve finálním 
formuláři). Ve finální práci je toto rozloţení pouţito pouze pro úvodní Maplet, který je 
tvořen pouze popisky a tlačítky (nutná přehlednost grafického rozloţení). 
 
 
Obr. 5 Grafické rozhraní Mapletu vytvořeného pomocí rozložení BoxCell (Zdroj: Vlastní 
zpracování) 
Použité objekty 
Při tvorbě jednotlivých Mapletů jsem pouţil pouze několika základních objektů 
(popisky, textboxy, tlačítka, MahtMLEditory a ComboBoxy), se kterými jsem, vyjma 
MathML objektů, pracoval jiţ dříve v jiných programovacích jazycích.  
V Maple byla však práce s těmito objekty odlišná, čímţ nemyslím pouze textový zápis 
všech objektů pomocí příkazů v Maple, ale i volání hodnot těchto objektů při jejich 
pouţití v různých procedurách. Pouţité objekty je třeba označit jedinečnými 
identifikátory (uvádí se jako textové řetězce do hranatých závorek za specifikaci typu 




specifikací různých atributů (například pokud chceme nastavit defaultní hodnotu daného 
objektu či specifikovat pouţitý font, velikost písma apod.). Jako nejzákladnější objekt 
jsem pouţil popisek (Label). Jedná se o jednoduchý objekt zobrazující prosté textové 
řetězce určené například pro popis dalších objektů. Výhodou těchto objektů je moţnost 
implementace v Mapletu bez nutnosti specifikace (zápis textových řetězců přímo do 
zdrojového kódu). Jedinou nevýhodu, na kterou jsem při tvorbě Mapletů narazil, je 
nemoţnost dynamické úpravy textů těchto popisků. 
Pro zadávání všech vstupních dat (mimo funkcí) a zobrazení výstupních hodnot jsem 
pouţil objekty s názvem TextBox. Jedná se o jednoduché a snadno editovatelné objekty 
určené především pro zadávání vstupních hodnot, avšak ve své práci jsem je pouţil i pro 
zobrazení výstupních hodnot (objekty je moţno dynamicky editovat prostřednictvím 
procedur). Maple bohuţel neumoţňuje přímé čtení hodnot těchto objektů a jejich 
případnou editaci. Z toho důvodu je relativně sloţité zapisování hodnot do textboxů 
pomocí procedur, které musí vyuţívat funkce Set() z knihovny Maplets:-Tools, přičemţ 
při zápisu je moţné specifikovat datový typ vkládaných dat (například 
Textbox1::string=proměnná). Při čtení hodnot z textboxů je nutné pouţít funkci Get() 
ze stejné knihovny28). Jediný atribut objektů TextBox, který jsem ve své práci 
upravoval, byl enabled. Tento atribut určuje, zda můţe koncový uţivatel upravovat data 
vloţená v tomto textboxu. Textboxy s atributy enabled=false jsem pouţil pro prezentaci 
správného řešení a chybných řešení, čímţ jsem znemoţnil koncovému uţivateli editaci 
prezentovaných hodnot, a tím  i narušení uzavřenosti celého systému. 
Třetím objektem pouţitým ve výsledné aplikaci je MathMLEditor. Tento editovatelný 
objekt umoţňuje v prostředí Maplet práci s algebraickými výrazy v přesném grafickém 
zobrazení, čímţ dodává předepsaným výrazům vyšší věrohodnost. Přestoţe je ve finální 
prezentaci tento prvek na první pohled nerozeznatelný od Textboxu, zásadní rozdíl je  
v práci s obsahem. Velmi podstatné je dle mého názoru nutné uvést atribut outputformat 
určující, zda má MathMLEditor vracet hodnoty v defaultně nastaveném formátu 
MathML (rozdělení textu pomocí jednotlivých značek, které specifikují syntaxi celého 
záznamu) nebo v běţné textové formě. Výpočetně Maple akceptuje obě varianty, ovšem 
pro konečnou prezentaci v jiném objektu (například textbox) je prezentace výrazu ve 
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formátu MathML zcela nevhodná. Navíc není moţno ani přesně identifikovat výslednou 
hodnotu či funkci. Problém s výstupním formátem MathML jsem řešil velmi dlouhou 
dobu, kdy jsem se snaţil nalézt různá provizorní řešení (export funkce do skrytého 
textboxu apod.), avšak ţádné řešení nefungovalo zcela správné. Aţ po mnoha pokusech 
jsem zjistil, ţe změna hodnoty atributu outputformat z defaultní hodnoty presentation 
na hodnotu content mění hodnotu navracenou pomocí funkce Import() (z knihovny 
MathML) na běţnou textovou formu. Tu je moţno pouţít jako vstupní hodnotu i pro 
běţné textboxy.   
Jako čtvrtý objekt jsem pouţil objekt ComboBox. Jedná  se o běţně pouţívaný objekt, 
který  prostřednictvím rolovací nabídky dává moţnost výběru z pevně zadané mnoţiny 
vstupních hodnot. Ve své práci jsem tento objekt pouţil pouze pro výběr různých 
tématických okruhů v Mapletu editujícím záznamy vloţené v databázi. Bohuţel v 
ţádném z dalších Mapletů jsem neměl moţnost pouţít výběr hodnoty z pevně zadaných 
prvků, aniţ bych neomezil koncového uţivatele. 
Posledním pouţitým objektem jsou jednoduchá tlačítka. V Mapletech je moţné pouţít 
tlačítka pro několik různých akci: otevření nového okna, vyhodnocení zadané 
procedury, spuštění dialogu, nastavení vlastnosti jistého objektu a zavření Mapletu.  
I přes všechny tyto dostupné moţnosti jsem vyuţil při tvorbě aplikace pouze dvě funkce 
(spuštění procedury a zavření Mapletu), jelikoţ jsem příkazy pro otevírání jednotlivých 
Mapletů uzavřel do procedur vyuţívajících funkcí pro práci s objekty. Funkci pro 
uzavírání Mapletů  a dialogů jsem vyuţil v jediném případě, a to generování funkčních 
závislostí z reálných dat. Zde jsem pomocí této metodiky předával výslednou funkci do 
dalšího Mapletu. 
Použité Maplety 
Celková aplikace se skládá celkem z osmi vzájemně propojených Mapletů. Úvodní 
Maplet je jako jediný tvořený pomocí rozloţení BoxCell a obsahuje pouze popisky  
a tlačítka spouštějící procedury pro otevření dalších Mapletů. Všechny zpracované 
témat tématické celky vyuţívají vlastní Maplet, který je svým obsahem uzpůsoben 
danému tématu. Kaţdý z těchto Mapletů obsahuje textbox pro zápis zadání vkládaného 




funkce, různé mnoţství editovatelných textboxů pro zadávání parametrů daného 
příkladu, dva needitovatelné textboxy zobrazující správné řešení příkladu a chybné 
varianty řešení, popisky pro zobrazení účelu jednotlivých objektů a dvě tlačítka (první 
slouţí pro vygenerování řešení daného příkladu a druhé pro nahrání vygenerovaného 
příkladu do databáze). Do takřka všech Mapletů zpracovávajících vybraný tématický 
okruh (mimo výpočtu první derivace) jsem umístil tlačítko pro spuštění Mapletu 
generujícího funkce z reálných dat. Tento Maplet je sloţen z jednoho MathMLEditoru 
zobrazujícího výslednou funkci, šesti textboxů, do nichţ jsou zadávány základní 
informace o zdrojovém souboru (cesta k umístění souboru, název pracovního listu  
v souboru, rozsah buněk, v nichţ se nacházejí hodnoty závislé proměnné a hodnoty 
nezávislé proměnné) a parametry generované funkce (počet desetinných míst, označení 
proměnné). Cesta k cílovému souboru můţe být vytvořena pomocí filedialogu 
spouštěného tlačítkem "Otevřít". Neţ je takto získaná cesta pouţita pro další 
zpracování, je nutno odstranit netextové znaky na obou koncích textového řetězce 
příkazem "[1]" přidaným za název proměnné. Výsledná hodnota je zapsána do 
příslušného textboxu. V Mapletu jsou zobrazeny další dvě tlačítka (první spouští 
proceduru pro generování funkce a druhé slouţí pro potvrzení vytvořené funkce). 
Poslední Maplet je určen pro editaci záznamů uloţených v databázi. Tento Maplet je 
tvořen jedním editovatelným textboxem pro prezentaci zadání příkladu, dvěma 
needitovatelnými textboxy zobrazujícím správné řešení a chybné varianty řešení, dvěma 
tlačítky pro orientaci mezi záznamy, tlačítkem pro uloţení změny a tlačítkem pro 
smazání načteného záznamu. 
 4.2.4 Generování grafů 
Pro zvýšení názornosti konečné prezentace jsem se snaţil kaţdý příklad prezentovat  
i pomocí grafického zobrazení analyzované funkce. K tomuto účelu jsem původně chtěl 
vyuţít velmi kvalitních grafů vytvořených v software Maple. Tyto grafy je moţné 
pomocí jednoduchých příkazů exportovat na klientskou stanici a dále s nimi pracovat 
jako s běţnými obrázky. Jiţ v prvním stádiu návrhu systému jsem však věděl, ţe pokud 
pouţiji databázi na platformě MySQL, je nemoţné ukládat obrázky přímo do databáze. 
Jako alternativní postup jsem chtěl ukládat do databáze pouze název daného obrázku  
a samotný obrázek uloţit na webové úloţiště. Problém však nastal v moţnosti ukládat 




Protocol (FTP) apod.). Po dlouhém bezvýsledném hledání na internetu jsem byl nucen 
kontaktovat technickou podporu české pobočky společnosti Maplesoft, Inc., která mi 
sdělila ţe by technicky bylo moţné exportovat soubory prostřednictvím Maple na 
webové úloţiště, avšak musel bych vyuţít další software (FTP klient), který by byl 
volán pomocí příkazového řádku systému Windows, na nějţ bych  se v Maple odkázal 
pomocí funkce system(). Mimo představy o celkové sloţitosti vytvoření tohoto postupu 
mne odradila i nutnost zapojení dalšího software, aby celá aplikace fungovala. Z těchto 
důvodů jsem se rozhodl přistupovat k vytváření grafů zcela jinou cestou. Jako nástroj 
pro prezentaci grafů jsem zvolil PHP plugin JpGraph (práce s tímto pluginem je 
popsána v kapitole 4.4.2), který vyţaduje pro vykreslení grafu pouze dvě 
jednorozměrná pole obsahující jednotlivé body a jejich funkční hodnoty. Tato data jsem 
generoval pomocí procedury, jejímţ základem byl cyklus od mínus jedné do deseti, 
který dosazoval celočíselné hodnoty do zadané funkce, a vygeneroval tak v ideálním 
případě dvanáct bodů společně s jejich funkčními hodnotami. Jako zásadní omezení 
jsem však narazil na konflikt s definičním oborem, kdy zadané funkce nemusí mít na 
intervalu <-1,10> funkční hodnoty. Na tuto metodickou chybu neupozorňoval Maple, 
který jako výsledky vracel komplexní čísla. Problém nastal u internetové prezentace, 
kde při vloţení komplexních čísel vracel chybu plugin JpGraph. Z tohoto důvodu jsem 
do procedury musel promítnout opět práci s mnoţinami, kde jsem jako první krok určil 
definiční obor zadané funkce (opět pomocí kombinace příkazů solve() spojených 
pomocí funkce OrProp()), který jsem nadále spojoval funkcí AndProp s hodnotou 
dané proměnné. Pokud funkce AndProp vracela hodnotu BottomProp (prázdná 
mnoţina), funkce ignorovala daný bod. Pokud funkce AndProp) vracela jinou hodnotu, 
byla funkční hodnota zaokrouhlena na dvě desetinná místa pomocí funkce evalf()  
(v grafickém zobrazení pro špatnou názornost spíše výhodou zaokrouhlení na dvě reálné 
hodnoty zleva).  Následně společně s hodnotou nezávislé proměnné přidána do 
jednorozměrných polí, která jsou jednotně indexována. Při nalezení chybné hodnoty se 
nezvyšuje hodnota indexu, čímţ je zajištěna vzájemná souvislost hodnot v obou polích. 
Po dokončení výpočtu jsou hodnoty z obou polí převedeny do jednoho textového 
řetězce, přičemţ jako první jsou uvedeny zvolené hodnoty nezávislé proměnné oddělené 
znakem " ; ". Po poslední hodnotě dané proměnné je vloţen znak  




textového řetězce funkční hodnoty téţ oddělené znakem " ; ".Takto vytvořený textový 
řetězec je následně vloţen do databáze a při načtení pro webovou prezentaci slouţí pro 
vytvoření dvou jednorozměrných polí pro generování grafů. 
 4.2.5 Práce s databází v prostředí Maple 
Při rozhodování o koncepci celé aplikace jsem měl největší obavu z moţnosti propojení 
Maple s internetovou databází. Překvapením pak pro mne bylo zjištění, ţe v Maple 
existuje knihovna Database slouţící výhradně pro práci s databázemi. Dále jiţ 
následovalo jen velké mnoţství různých, ve většině případů neúspěšných, pracovních 
pokusů s internetovou databází, které však vedly k nalezení všech potřebných metod  
a příkazů pro naše účely. Jako velkou nevýhodu práce s databázemi v Maple vidím 
velmi špatnou dostupnost technické dokumentace, která by podrobně popisovala 
jednotlivé postupy práce s databázemi. Jako jedinou technickou dokumentaci jsem tak 
pouţil help software Maple, který detailně popisuje všechny potřebné metody a funkce, 
a uvádí jejich praktické vyuţití na zabudovaných konkrétních příkladech. 
Základem pro práci s internetovými databázemi v software Maple je databázový 
ovladač určený pro připojení k internetové databázi prostřednictvím prostředí Java. 
Databázový ovladač je moţno volně stáhnout z internetu, pouze je třeba vybrat ovladač 
podle typu databázové platformy, se kterou budeme pracovat. Pro naše účely jsem 
pouţil ovladač určený pro připojení k MySQL databázím dostupný  
z: http://dev.mysql.com/downloads/. Cesta k souboru ovladače je finální aplikaci 
získávána pomocí Filedialogu, který je spuštěn při nahrávání záznamu do databáze 
(jediný problém můţe nastat, pokud databázový ovladač uloţíme do adresáře, který je 
chráněn uţivatelskými právy Windows. Tím znemoţníme otevření daného souboru 
pomocí Mapletu). Takto získanou cestu k ovladači je nutno opět upravit pomocí příkazu 
"[1]" pro odstranění netextových znaků na obou stranách textového řetězce. Dále je 
nutno ovladač otevřít pomocí funkce LoadDriver() z knihovny Database (tato funkce 
pouţívá pouze jeden vstupní parametr určující umístění databázového ovladače ve 
formátu classpath=cesta k souboru). Takto otevřený databázový ovladač je moţno 
pouţívat při práci s internetovou databází. Jako první krok k samotnému načítání či 
ukládání dat je třeba navázat spojení s databází pomocí funkce OpenConnection(). 




funkci jako součást jiţ načteného ovladače pomocí syntaxe  
připojení:=ovladač:-OpenConnection(), kde jsou vstupními parametry funkce adresa 
pouţívané databáze  ve formátu typ ovladače : typ databáze // adresa databáze : TCP 
port / název pouţité databáze, přihlašovací jméno a heslo. S takto otevřeným připojením 
následně můţeme provádět čtení hodnot z databáze pomocí funkce ExecuteQuery(), či 
editovat a vkládat záznamy pomocí funkce ExecuteUpadate(). Tato funkce pouţívá 
parametr commit, který při zadání hodnoty true automaticky ukládá změněné hodnoty 
do databáze bez nutnosti ukončování spojení. Tyto funkce je třeba volat jako část jiţ 
vytvořeného připojení pomocí syntaxe připojení:-příkaz. 
Jelikoţ v celé aplikaci pracujeme pouze s jedinou databází. Rozhodl jsem se vytvořit 
algoritmus zamezující opakovanému zobrazení Filedialogu pro načtení databázového 
ovladače.  K zabránění opakovaného zobrazování tohoto dialogu jsem vytvořil globální 
proměnnou, do níţ se ukládá cesta k souboru ovladače. Pokud je tato proměnná 
prázdná, otevře se dialog pro výběr ovladače. Pokud je v této proměnné uloţená cesta  
k cílovému soboru, aplikace s ní dále pracuje a nedotazuje se znovu dialogem. Jelikoţ 
předpokládám, ţe klient bude spuštěn pouze krátkodobě, a uţivatel během práce  
s touto aplikací nesmaţe soubor ovladače, odhaduji, ţe není třeba průběţně ověřovat 
jeho existenci. 
Textové řetězce pro vkládání či čtení dat jsem kompletoval pomocí funkce cat(), kde 
jsem kombinoval textové řetězce fungující jako příkazy pro databázi (například příkaz 
INSERT INTO pro vkládání do databáze) s hodnotami získanými z daného Mapletu 
(hodnoty získané z textboxů) a odvozenými hodnotami (identifikátor typu příkladu, 
hodnoty pro vytvoření grafu a slovní popis řešení daného příkladu). Takto 
zkompletovaný textový řetězec je ve své podstatě příkaz v databázovém jazyce 
MySQL, pomocí něhoţ lze pouţitou databázi ovládat. Velkou výhodou čtení hodnot 
přímo z Mapletu je absolutní konzistence dat, kdy jsem do databáze vţdy vkládal číslo 
identifikující typ příkladu, textové zadání příkladu, správné řešení, chybná řešení, slovní 
popis příkladu a funkční hodnoty pro generování grafu. Všechny informace jsou 





Po vloţení dat do databáze jsem vynuloval jednotlivé buňky Mapletu (pouze  
u MathMLEditoru nebylo moţné plně vymazat obsah, tudíţ jsem jako kompromis zvolil 
nahrazení hodnoty objektu nulou). Musel jsem však vyřešit nekonzistenci v počtu 
pouţitých objektů v jednotlivých Mapletech. K tomuto účelu jsem pouţil jediný vstupní 
parametr procedury pro vkládání dat do databáze, určující typ Mapletu, ze kterého je 
procedura volána. 
4.2.6 Editace záznamů v Databázi pomocí Maple 
Pro komplexnost řešení jsem se rozhodl jako poslední část tvorby administračního 
nástroje vytvořit Maplet pro editaci záznamů uloţených v databázi. Nástroj umoţňuje 
práci s vloţenými daty bez znalosti práce s databází či různými administrátorskými 
nástroji dostupnými na webu. Jakýkoliv administrátor systému tak má moţnost velmi 
jednoduše opravit chyby ve vloţených příkladech bez nutnosti zásahu správce 
databázového úloţiště. Maplet je zaloţen na práci s databází (viz předchozí kapitola) 
včetně ověřování načtení databázového ovladače. Základním prvkem takového Mapletu 
je ComboBox obsahující názvy jednotlivých témat. Pokud uţivatel vybere dané téma, 
načtou se z databáze jedinečné identifikátory všech příkladů daného tématu (těţ známé 
jako ID), které jsou automaticky přidělovány jednotlivým záznamům při vkládání do 
databáze. Načtené identifikátory jsou spočítány pomocí funkce ArrayNumElems(). 
Pokud tato funkce vrací hodnotu 0, tak v databázi nejsou vloţeny ţádné záznamy pro 
dané téma, tudíţ není třeba načítat jakékoli další hodnoty. Pokud však je v databázi 
nalezen alespoň jeden záznam k danému tématu, procedura načte z databáze textový 
popis příkladu, správné řešení a chybná řešení. Pro orientaci mezi dalšími záznamy má 
uţivatel k dispozici dvě tlačítka (první pro následující záznam, druhé pro předchozí 
záznam). U těchto tlačítek jsem vytvořil jednoduché přeskakování na první prvek, 
pokud se dostaneme na poslední prvek z načtené mnoţiny příkladů. Systém funguje 
stejně pokud chceme přejít zpět z prvního příkladu (zobrazí se poslední prvek z načtené 
mnoţiny záznamů). U vybraného příkladu můţe uţivatel editovat pouze text zadání. 
Přestoţe se jedná o velké omezení, znemoţňuji tak zasahování do správnosti celého 
systému. Daný příklad můţe uţivatel buď z databáze přímo odstranit pomocí tlačítka 
"Smazat příklad", či uloţit provedené změny zpět do databáze pomocí tlačítka "Uloţit 




které se daný příklad zakládá, jelikoţ k příkladu nejsou ukládána vstupní data pro 
generování funkce.  
 4.2.7 Ověření vstupních hodnot 
Pro komplexnost celého systému jsem byl téţ nucen pouţít ověřování vstupních hodnot, 
coţ zabraňuje tvorbě chyb zapříčiněných nesprávně zadanými vstupními hodnotami.  
V tomto ohledu software Maple vyuţívá často pouţívané metody try, do které je 
uzavřený celý zdrojový kód, který by mohl navracet chybu. Pokud tento kód proběhne 
správně, koncový uţivatel nepozná pouţití metody. Pokud však nastane ve zdrojovém 
kódu chyba (například při dělení nulou, dosazení neplatných hodnot apod.), algoritmus 
přeskočí na kód uzavřený za příkazem catch a provede se událost určenou pro 
zpracování chyby. Tuto metodu jsem v celé aplikaci pouţil pouze v procedurách 
spouštěných tlačítky pro generování příkladů (při tomto pouţití metoda try ošetřuje  
i chyby vzniklé ve vnořených procedurách). Pokud tyto procedury navrací chybu, 
aplikace zobrazuje příslušné chybové hlášení.  
4.3 Tvorba databáze 
Druhým základním prvkem celého systému je databáze pro archivaci jednotlivých 
příkladů. Jako první krok bylo třeba nalézt poskytovatele databáze, která vyhovuje 
poţadavkům systému. Jako hlavní poţadavek pro funkčnost celého systému byla 
moţnost neomezeného terminálového přístupu k databázi, a to nejen pro čtení dat, ale  
i pro zápis. Jako další poţadavek jsem potřeboval databázi pracující na platformě 
MySQL či Microsoft SQL. Posledním poţadavkem byla pokud moţno co nejniţší cena 
poskytované sluţby (pravděpodobně na úkor kvality poskytovaných sluţeb). Po 
dlouhém hledání na internetu a zkoušení různých databází poskytovaných především  
s internetovým hostingem jsem narazil na projekt databases for free (dostupný na 
www.db4free.net) nabízející zdarma databáze pracující na platformě MySQL. Po volně 
dostupné registraci následovalo milé překvapení. Databáze poskytované zdarma na 
tomto portále umoţňují terminálový přístup bez omezení na IP adresu uţivatele. Tato 
nesporná výhoda, společně s cenovou výhodou je na úkor nestálé rychlosti databáze  
a občasných výpadků. Velmi nestálá je téţ moţnost administrace prostřednictvím 
internetového prohlíţeče, kdy jsem se potýkal s velkými problémy při pouţití jiného 




často moţné se vůbec na webovou stránku dostat či se přihlásit do administračního 
nástroje). Přestoţe se jedná o zdarma dostupnou databázi, je moţné ji ovládat pomocí 
administračního nástroje PHPadmin, který umoţňuje uţivateli i bez sebemenší znalosti 
syntaxe příkazů MySQL komplexně vytvářet a ovládat svou databázi. Pomocí tohoto 
rozhraní jsem prostřednictvím jednoduchých nástrojů vytvořil tabulku pro ukládání 
jednotlivých příkladů. Prvním atributem této tabulky je jedinečný identifikátor ID. 
Tento atribut jsem nastavil jako primární klíč celé tabulky. U ID je téţ nastaveno 
automatické vyplňování jedinečné hodnoty pomocí autoinkrementu (při vloţení nového 
příkladu je automaticky přidána celočíselná hodnota zvětšená o jedna vyšší neţ  
u předchozího záznamu, umoţňující jednoznačnou identifikaci nového příkladu). Druhý 
atribut udává typ daného příkladu. Pro tuto identifikaci jsem pouţil celá čísla ukládána 
v textovém formátu (v MySQL VARCHAR(1)). Další atribut je pouţit pro textové 
zadání daného příkladu. U tohoto záznamu jsem si nebyl zcela jist maximální délkou 
pouţitého textu, tudíţ jsem pro jistotu stanovil tuto délku napět set znaků (MySQL: 
VARCHAR(500)). Čtvrtý atribut je určen pro ukládání správného řešení. Všechna 
řešení (správná i chybná) ukládám v textovém formátu. Pro správná řešení jsem pouţil 
atribut o maximální délce dvou set znaků (MySQL: VARCHAR(200)). Pro tuto velikost 
jsem se rozhodl na základě maximální velikosti správného řešení navraceného 
výpočtem analýzy růstu a klesání funkce. Pátý atribut je určen po chybná řešení. 
Vzhledem k očekávané trojnásobné velikosti jsem zvolil atribut o maximální délce šesti 
set znaků (MySQL: VARCHAR(600)).  Další atribut slouţí pro ukládání hodnot pro 
generování grafů analyzované funkce v textové formě. Pro tato data jsem vyhradil 
atribut o maximální délce tří set znaků (MySQL: VARCHAR(300)). Poslední atribut 
slouţí pro ukládání popisu správného řešení. Vzhledem k obsáhlosti těchto popisů jsem 
byl nucen pouţít atribut s maximální délkou devíti set znaků (MySQL: 
VARCHAR(900)). Výhoda definování datového typu atributu pomocí datového typu 
VARCHAR() je alokace datového prostoru vyuţitého pouze vloţenými daty (pokud 
například do šestého atributu vloţíme řešení o délce jednoho sta znaků. Atribut vyuţije 
pouze místo pro jedno sto znaků nikoli alokovaných devěi set znaků. Pro současné 
účely je tato databáze dostačující, avšak při dalším rozšíření systému (například 
evidence uţivatelů, evidence absolvovaných testů, uloţení příkladů pomocí 




současné rychlosti pouţité databáze by další práce s ní zvyšovala časovou náročnost. Při 
změně poskytovatele databáze by však bylo velmi jednoduché upravit celý systém. Ve 
zdrojovém kódu Mapletu by bylo nutné změnit pouze pět řádků. Ve webové prezentaci 
by bylo nutné změnit pouze řádky ve zdrojovém kódu kaţdé stránky. 
 4.4 Webová prezentace 
Poslední částí celého systému je webová prezentace dostupná z adresy 
http://bpelearning.host56.com/ pro koncového uţivatele. Vzhledem k nutnosti pracovat 
s internetovou databází nestačilo pouze s pouţitím programovacího jazyk HTML, ale 
musel jsem vyuţít především programovacího jazyka PHP. Metodicky je programovací 
jazyk PHP velmi podobný Maple. Přestoţe kód v PHP musíme vţdy uvozovat do 
párových značek <?PHP ... ?>, nejedná se o jazyk vyuţívající značek pro zadávání 
příkazů a podobně jako v Maple jsou všechny příkazy zakončeny středníkem. Jako 
základní prvek webové prezentace jsem pouţil takřka jednotné menu uloţené  
v externím souboru, které jsem pouţil na kaţdé webové stránce. Jednotlivé menu se 
mění, pokud vybereme specifické téma (v menu se zobrazí moduly daného tématu). 
Takto vytvořené menu je vloţeno na kaţdou webovou stránku pomocí PHP funkce 
include(), která do zdrojového kódu cílové stránky vloţí komplexí kód vkládané 
stránky. Tímto příkazem jsem odstranil redundanci při tvorbě zdrojových kódů pro 
jednotlivá témata, a usnadnil tak případnou editaci, kdy je třeba editovat pouze jeden 
zdrojový kód namísto tří. V této práci jsem se takřka výhradně zaměřil na funkčnost 
celého systému, přičemţ pro design webových stránek jsem vytvořil funkční stylizaci 
pomocí jednoduchého css stylu, který upravuje pouze rozloţení stránky a jednotlivých 
objektů, případně velikost písma. 
 4.4.1 Práce s databází v PHP 
Práce s databází v prostředí PHP je takřka stejně náročná jako v Maple. Oproti Maple je 
však daleko jednodušší samotné připojení k databázi, kdy není třeba načítat databázový 
ovladač, pouze je třeba otevřít připojení s databází pomocí funkce mysql_connect()  
a výběr databáze pomocí mysql_select_db(). Sloţitější je ovšem práce s databází, kdy 
je třeba do zvláštní proměnné vloţit výsledek celého databázového dotazu. Z takto 
uloţeného výsledku je třeba následně extrahovat data pomocí cyklu 




získání jednotlivých záznamů. Samotná data se ukládají do jednorozměrného  
či dvourozměrného pole (pokud z tabulky vybíráme pouze jeden atribut, data jsou 
ukládána do jednorozměrného pole). Tím umoţňují velmi snadnou práci  
s extrahovanými daty pomocí indexace pole s uloţenými daty. Výhodou této metody je 
například moţnost získat pouze určitá data při hledání určitého záznamu, pokud do 
cyklu vloţíme libovolnou podmínku.  
 4.4.2 Zobrazení grafů pomocí pluginu JpGraph 
Jak jsem jiţ dříve zmínil, není moţné automaticky exportovat grafy vytvořené pomocí 
software Maple na internetové úloţiště bez pouţití dalšího software. Z tohoto důvodu 
jsem se rozhodl vyuţít PHP plugin JpGraph pro automatické generování grafů. Po 
analýze různých, zdarma dostupných pluginů, které automaticky z vloţených dat 
vygenerují spojitý graf uloţený do rastrového obrázku, jsem nalezl zásadní problém.  
Většina pluginů vytváří grafy, které jsou tvořeny pouze pomocí úseček propojujících 
zadané body. Tím sice vznikne spojitý graf, ale vzhledem k zadávaným datům mnohdy 
takto vytvořené grafy koncového uţivatele pravděpodobně více matou, neţ pomáhají. 
Jako jediný plugin, který umoţňoval tvorbu grafů bez těchto ostrých hran, jsem nalezl 
JpGraph. Tento modul umoţňuje tvorbu širokého spektra grafů od jednoduchých křivek 
aţ po koláčové grafy, histogramy, 3D grafy a další. Po staţení všech potřebných 
souborů jsem všechny potřebné komponenty nahrál na webový hosting a začal  
s různými pokusy. Pro svou práci jsem si vybral část tohoto modulu generující grafy bez 
ostrých hran (tzv. spline grafy), které vypadají daleko věruhodněji neţ grafy vytvořené 
spojováním bodů. Jako jedinou nevýhodu těchto grafů jsem zjistil určitou nepřesnost 
vykreslených grafů, avšak vzhledem k velikosti zobrazeného grafu slouţí spíše jako 
názorná pomůcka, neţ jako zásadní komponent celého systému, který by pomáhal 
koncovému uţivateli ke správnému řešení. Jako základ pro generování grafů mi velmi 
pomohly výukové soubory, které jsou přiloţeny přímo ve staţeném archivu. Při tvorbě 
souboru definující obecný postup pro generování spline grafů jsem vycházel  
z předpřipraveného souboru drobně, který jsem editoval podle vlastních potřeb. S 
velkým problémem jsem se však setkal, pokud jsem chtěl vytvářet graf z hodnot 
uloţených v databázi. Původním úmyslem bylo načítat data z databáze přímo v pluginu, 
kterému by byla předána pouze hodnota jedinečného identifikátoru příkladu. Přestoţe se 




nedokáţu technicky objasnit (při generování grafu nebylo moţno číst data přímo 
z databáze). Přestoţe jsem zkoušel různé metody, jak číst data přímo v proceduře 
generující graf, absolutně se mi nedařilo jakýmkoliv způsobem data načíst. Pokoušel 
jsem se hledat různá řešení na internetu, různé návody, avšak stále nic nevedlo 
k rozřešení tohoto problému. Řešení jsem nalezl aţ v krajní variantě. Do souboru pro 
generování grafů jsem nepředával jednoznačný identifikátor, nýbrţ kompletní hodnoty 
pro generování grafů. Tyto hodnoty jsem dále rozdělil na hodnoty nezávislé proměnné  
a závislé proměnné pomocí funkce explode(), která rozdělí textový řetězec hodnot na 
jednorozměrné pole podle zadaného separátoru (pro tento příkaz jsem koncipoval 
většinu výstupních hodnot administračního rozhraní). Rozdělení jednotlivých hodnot 
jsem řešil aţ v souboru pro generování grafů, stejně jako u rozdělení na závislou a 
nezávislou proměnnou, pouze s pouţitím jiného separátoru. Pro zobrazení grafů jsem 
pouţil HTML značky pro zobrazení grafů <img>, pouze jako zdroj obrázku, jsem zadal 
adresu souboru pro generování grafů, za kterou jsem přidal pomocí proměnných textové 
řetězce s hodnotami závislé a nezávislé proměnné pro následné pouţití metody GET 
(data jsou předávání pomocí hodnot vloţených za adresu daného souboru).  
4.4.3 Procvičování pro koncového uživatele 
Jako první modul plně vyuţívající vytvořená data jsem naprogramoval systém na 
procvičování pro koncového uţivatele pomocí náhodně vybraných příkladů ke 
zvolenému tématu. Jako základ jsem pouţil jednoduchý webový formulář obsahující 
čtyři optionboxy (výběr z několika moţností) sloučené do jednoho objektu a jedno 
tlačítko pro potvrzení odpovědi. Tento formulář je vţdy změněn, pokud uţivatel odpoví 
správně či při prvním načtení. V samotném kódu je činnost pro změnu spuštěna vţdy, 
pokud je vstupní proměnná získaná z předchozího formuláře prázdná, anebo pokud je 
odpověď převzatá z předchozího formuláře shodná se záznamem správného řešení  
v databázi. Pro předávání hodnot jsem v tomto případě pouţil dvě alternativní metody: 
první metoda předává hodnoty pomocí adresy URL odkazu na další webovou stránku 
(metoda GET), druhá metoda předává hodnoty mimo webový odkaz (metoda POST). 
Pokud bylo zodpovězeno špatně, načte se opakovaně dříve vybraný příklad, pro který je 
vyplněn testový formulář, vytvořen graf a zobrazen kompletní popis řešení daného 
příkladu vygenerovaný v Mapletu. Tento popis je rozdělen na jednotlivé řádky. 




řádky a uloţen do jednorozměrného pole. Dále jsou pomocí cyklu for each vloţeny 
všechny buňky pole do konečně internetové prezentace prostřednictvím funkce 
ECHO(). Pokud však uţivatel odpoví správně, anebo pokud spustí procvičování, je mu 
vybrán náhodně jeden z uloţených příkladů. Jako první krok výběru jsem musel 
analyzovat celkový počet vloţených příkazů, k čemuţ jsem vyuţil agregační funkci 
pouţitou v MySQL dotazu. Po zjištění celkového počtu vloţených příkladů jsem dále 
pokračoval v tvorbě cyklu pro načítání dat z databáze, do které jsem vloţil počítadlo 
průběhu daného cyklu. Pokud je hodnota počítadla rovna náhodně vybranému číslu, je  
z  databáze načten daný záznam a vloţen do webové prezentace. Pokud je počítadlo 
rozdílné od náhodně vybrané veličiny, pokračuje cyklus k dalšímu kroku, pouze se 
zvýší hodnota počítadla. Před samotným vloţením hodnot bylo třeba náhodně 
„promíchat“ jednotlivé odpovědi. V tomto případě jsem řešil problém, jak vytvořit co 
do časového zatíţení a sloţitosti výpočtu nejméně náročný algoritmus pro náhodný 
výběr. Jako nejjednodušší variantu jsem zvolil práci s jednotlivými bity náhodně 
zvoleného čísla, pomocí nichţ jsem určil pozici dané odpovědi. Jako první krok jsem 
rozdělil špatná řešení načtená z databáze pomocí funkce explode() do jednorozměrného 
pole. K tomuto poli jsem ještě přidal hodnotu správného řešení, čímţ jsem měl vloţeny 
všechny moţné odpovědi v jediném jednorozměrném poli. Ve druhém kroku jsem určil 
celkový počet moţných kombinací, který je roven P(4)=24 a generoval náhodné číslo  
z intervalu <0,23> (jelikoţ jsem i jako jednu z náhodných hodnot pro další výpočty 
akceptoval nulu). Z takto získané náhodné veličiny jsem pomocí operátoru &0x3 získal 
decimální hodnotu posledních dvou bitů náhodně nalezeného čísla (hodnoty jsou vţdy  
v intervalu <0,3>). Tuto hodnotu jsem dosadil jako cílový index buňky v poli, kde jsou 
uloţeny všechny moţné odpovědi. V této buňce jsem zaměnil současnou hodnotu se 
správným řešením (pomocí pomocné proměnné jsem zaměnil obě hodnoty). Cílovou 
pozici prvního chybového řešení jsem určil pomocí decimálních hodnot prvních tří bitů, 
které byly celočíselně vyděleny konstantou rovné dvěma (jelikoţ jsem nenašel příkaz na 
celočíselné dělení v PHP, musel jsem jako první krok odečíst zbytek po celočíselném 
dělení, který jsem zjistil pomocí příkazu % a po odečtení jsem vydělil výslednou 
hodnotu pomocí běţného dělení). Vzhledem k moţným výsledkům, tento postup můţe 
generovat hodnoty v rozmezí od nuly do jedné. Pomocí takto zjištěné hodnoty jsem opět 




odpovědí jsem pouţil hodnotu získanou jako zbytek po celočíselném dělení z minulého 
příkazu, spolu se záměnou hodnot, kde hlavní hodnotou pro záměnu bylo druhé chybné 
řešení příkladu. Přestoţe nestanovuji přesnou pozici jednotlivých odpovědí a daný 
algoritmus často vrací stejné hodnoty, samotná změna hodnot zajišťuje různorodé 
rozmístění odpovědí ve výsledném formuláři. Po výběru správné odpovědi a odeslání 
pomocí tlačítka pro potvrzení se načte znovu celá stránka pro procvičování společně  
s odesláním zvolené odpovědi pro vyhodnocení příkladu. Při vytváření postupu pro 
vyhodnocování příkladů jsem však narazil na nekonzistenci znakových sad pouţitých  
v Maple a ve webovém rozhraní, která zapříčinila nemoţnost správného vyhodnocení  
a nalezení shody s řešením uloţeným v databázi. Tyto nekonzistence jsem byl nucen 
řešit záměnou jednotlivých znaků pomocí funkce str_replace() v rámci celého kódu. 
Velmi nápomocná mi v tomto ohledu byla funkce rawurlencode(), která převádí 
speciální znaky zobrazené v textu na ASCII hodnoty. Pomocí této funkce jsem 
například odhalil velmi zvláštní chybu, kdy byly dva textové řetězce na první pohled 
zcela identické, avšak jejich přímé srovnání vracelo chybnou hodnotu. Pomocí funkce 
rawurlencode() jsem zjistil, ţe mezera vytvořená v prostřední Maple není totoţná  
s mezerou v PHP, tudíţ jsem musel pouţít opět funkci str_replace(), kde jsem běţnou 
mezeru nahrazoval tzv. pevnou mezerou vkládanou pomocí znaku &nbsp (tato mezera 
se při finální prezentaci zobrazuje stejně jako běţná mezera, pouze se liší při 
systémovém pouţití). Takto vytvořený systém jsem pomocí jednoduchých úprav 
(pouţití pro speciální textové znaky, pouze číselné hodnoty apod.) adaptoval pro 
všechny zpracovávané tématické okruhy. Finální vzhled webové prezentace 






Obr. 6 Webové rozhraní procvičování náhodně vybraných příkladů ve webové prezentaci (Zdroj: 
Vlastní zpracování) 
4.4.4 Testy pro koncového uživatele 
Jako druhý objekt vyuţívající záznamy uloţené v databázi jsem vytvořil jednoduchý 
webový dokument generující náhodné testy podle zvoleného tématu. Vzhledem  
k současnému zaměření celého systému, který by měl koncovému uţivateli pouze 
napomoci k prohloubení jeho osobních znalostí, jsem pouţil pro testy stejné příklady 
jako pro procvičování. S pouţitím dodatečného atributu v databázi a zásadní změně 
celého Mapletu by bylo moţno vytvořit logickou separaci vloţených příkladů pouze pro 
účely procvičování či pro testové účely. Testové aplikace jsou zaloţeny na 
dokumentech určených pro účely procvičování, ze kterých jsem ponechal několik 
základních komponent (náhodná změna řešení ve formuláři, čtení předávaných hodnot, 
substituce textových řetězců, vyhodnocovaní apod.), avšak odstranil jsem z finální 
prezentace zobrazení grafů a správných řešení. Celkově jsem téţ pozměnil výběr 
příkladů, který je zaloţen na načtení všech ID uloţených příkladu daného tématu  
a jejich uloţení do jednorozměrného pole. Jako první krok jsem analyzoval počet 
vloţených záznamů pomocí příkazu count() (u testů jsem musel algoritmus koncipovat 
na libovolný počet vloţených příkladů). Pokud je počet příkladů větší neţ deset, systém 
stanoví počet příkladů pouţitých v testu právě na tuto hodnotu (pokud je v databázi 
uloţeno méně neţ deset záznamů, sytém sestavuje pouze test s nalezeným počtem 




cyklu s pevně stanoveným počtem opakování, který při kaţdém průběhu generuje 
náhodnou konstantu vycházející z počtu prvků uloţených v poli s identifikátory 
příkladů. Po náhodném výběru je nalezen index vybraného příkladu a samotný 
identifikátor uloţen do pole s vybranými příklady a ve zdrojovém poli nahrazen 
prázdnou hodnotou (postup je zobrazen vývojovým diagramem na Obr. 7). Zdrojové 
pole následně konvertuji do textového řetězce pomocí funkce implode(), kde mezi 
jednotlivé hodnoty vkládám separátor " ; ". Následně pomocí funkce str_reaplace() 
nahradím textový řetězec " ;; " separačním znakem " ; ". Tím je odstraněno prázdné pole 
po vybrané hodnotě. Takto upravený řetězec je zpět převeden do podoby 
jednorozměrného pole pomocí funkce explode() pro výběr dalších příkladů. Takto 
vybraná mnoţina příkladů je dále předávána pomocí metody POST opět ve formátu 
textového řetězce (předávána je téţ pozice aktuálního příkladu, celkový počet 
vybraných příkladů, počet správně zodpovězených otázek a počet špatně 






Obr. 7 Vývojový diagram algoritmu pro výběr příkladů pro test (Zdroj: Vlastní zpracování) 
Pro načtení příkladů se získá z předávaného pole poţadovaný identifikátor, pomocí 
něhoţ je nalezen daný příklad v databázi a dále zpracován do webové prezentace stejně 
jako u předchozího tématu. Po absolvování celého testu dojde k jeho vyhodnocení  




otázkami, přičemţ je mu současně nabídnuta moţnost opakování testu pomocí 






Cílem mé bakalářské práce bylo vytvořit e-learningový systém pro posluchače fakulty 
ekonomického charakteru. Lze konstatovat, že cíle bylo dosaženo stejně jako všech 
podcílů, které naplnění základního cíle podmiňovaly a které jsou uvedeny v kapitole 1.  
Přestoţe systém, který jsem v rámci své bakalářské práce vytvořil (kapitola 4.4),  
v současné verzi nemůţe dosahovat kvalit zavedených, léty prověřovaných a 
kontinuálně vylepšovaných e-learningových prostředků, mnou navrţený systém 
poskytuje uţivatelům komplexní a účinný nástroj pro podporu výuky vybraných 
matematických témat cílených vyuţití v ekonomické praxi. Jako velkou výhodu 
vytvořeného systému z mého pohledu povaţuji jeho následující vlastnosti: uzavřenost 
vůči chybám (uzavřenost zamezuje moţným pochybením administrátora a zvyšuje tak 
důvěryhodnost systému jako celku) a otevřenost vůči svému rozšiřování (otevřenost 
nabízí včleňování, resp. integraci dodatečných témat či případných modulů, jako jsou 
například administrace uţivatelů, archivace záznamů o úspěšnosti absolvovaných testů 
apod. zvyšujících komplexnost celého systému).  
Za velmi prospěšné pro konstrukci e-learnigu povaţuji implementaci software Maple, 
který i přes mé počáteční avšak dočasné obtíţe se syntaxí (byl jsem zcela novým 
uţivatelem systému, začátečníkem) a konstrukcí některých kroků metodiky, mi byl 
velmi nápomocný při práci s libovolnými algebraickými výpočty a zásadně mi usnadnil 
realizaci celé práce. Silnou stránkou implementace tohoto software je téţ nízká 
nákladová sloţka, která je závislá pouze na ceně sluţby poskytující databázové uloţiště 
a případně i na ceně webhostingu, pokud pominu samozřejmě pořizovací náklady na 
software jako takový. Další výraznou výhodou tohoto software je moţná a rychlá 
modifikaceschopnost a adaptace na změnu uţitých komponent a struktur. Stačí provést 
pouze drobné úpravy příkazů a procedur, které jsou odkázány jednoduchou cestou na 
základní internetovou databázi zabudovanou ve zdrojovém kódu administrátorského 
rozhraní a webové prezentaci. 
V rámci zohlednění rozsahu bakalářské práce jsem se zaměřil na témata často 
frekventovaná pro modelování ekonomických veličin a závislostí z oblasti 




podkapitol (derivace, mezní hodnota, odhad změny funkce diferenciálem, extrémy a 
monotólnnost). Kaţdá tato podkapitola se skládá ze zobrazení stručného teoretického 
zázemí k dané problematice (včetně odkazu na zdroj čerpání), dále sady úloh 
k procvičování a sady úloh k sebereflexi testováním. Přitom všechny tyto části jsou 
vybaveny dalšími zpřesňujícími a informačními komponentami (např. hlášením o počtu 
chyb, nápovědou o počtu správných odpovědí mezi nabízenými aj.). Blíţe viz kapitola 
4.2.1.  
Samotná tvorba e-lerningu  byla pro mne velkým přínosem. Napomohla mi k získání, 
resp. utříbení nejen mnoha znalostí, ale především mi byla zdrojem velmi cenných 
praktických i teoretických zkušeností a námětů k řešení a realizací problematik do 
budoucna. Musel jsem často vlastními kombinačními schopnostmi, intuicí, studiem 
příslušných odkazů i individuálními konzultacemi rozřešit problémy, které nebylo 
moţné v mé koncepci tvorby e-learningu eliminovat (především při analýze reálných 
dat (kapitola 4.2.2), tvorbě Mapletů (kapitola 4.2.3) a při práci s databázemi (kapitoly 
4.2.5 a 4.2.6) aj.). Vzhledem k zpětnému pohledu na funkčnost vytvořeného uceleného 
e-learningového nástroje a po předběţných mnou soukromě zjištěných ohlasů (jako 
orientační zpětné vazby) se jeví tento e-learnigový systém jako ţivotaschopný. Chci 
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