THE ARTICLES
The papers in this special section address three key problems of software maintenance, namely, regression testing, program comprehension, and legacy system reengineering.
The first paper, "Test-Suite Reduction and Prioritization for Modified Condition/Decision Coverage," by J.A. Jones and M.J. Harrold, deals with regression testing of highassurance software. Testing evolving software typically entails that a test-suite be developed for the initial version of the system and reused to test subsequent versions. The size of the test suite tends to grow over time as new test cases are added either to establish confidence that changes are correct or to ensure that unchanged portions of the system have not been affected. Of course, the increasing size of the test suite also means that the cost of running it on the modified system increases. The paper proposes two new algorithms for test-suite reduction and one new algorithm for test-suite prioritization that apply to modified condition/decision coverage. Empirical studies assess the effectiveness of the test-suite reduction algorithms and evaluate the performance of the test-suite prioritization algorithm.
In the second paper, "Locating Features in Source Code," T. Eisenbarth, R. Koschke, and D. Simon discuss a novel approach to support scenario-driven, goal-oriented program comprehension. The proposed approach combines static and dynamic analysis techniques to localize the implementation of a certain feature in the code. First, concept analysis is performed for analyzing the execution traces for different usage scenarios and building a concept lattice. The lattice helps the user to understand which code components contribute more specifically to implement a given set of features. Then, a static analysis uses the identified, feature-specific code components to locate additional contributing components by navigating the dependency graph. The approach is evaluated in two case studies that demonstrate that combining static and dynamic analysis reduces the search space drastically.
Legacy systems can pose significant challenges for software maintenance. In fact, while they may be crucial systems for the business they support, they are often hard to modify and difficult to evolve to meet new and constantly changing business requirements. The paper "Iterative Reengineering of Legacy Systems," by A. Bianchi, D. Caivano, V. Marengo, and G. Visaggio, describes an approach to reengineer legacy systems in an iterative manner. The iterative reengineering process guarantees 
