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Seznam uporabljenih kratic
kratica anglesˇko slovensko
CRUD Create, read, update and de-
lete
operacije za branje, ustvarja-
nje, spreminjanje in brisanje
podatkov
CSS Cascading Style Sheets kaskadne stilske podloge
HTML Hyper Text Markup Langu-
age
jezik za oznacˇevanje nadbese-
dila
HTTP Hyper Text Transfer Protocol hipertekstovni prenosni proto-
kol
JPA Java Persistence API programski vmesnik za podat-
kovne baze v Javi
JSON JavaScript Object Notation oblika za izmenjavo podatkov
JVM Java Virtual Machine navidezni stroj Java
MVVM Model–View–ViewModel model-pogled-model pogleda
ORM Object-relational mapping objektno-relacijski presliko-
valni mehanizem
POJO Plain old Java object obicˇajen Java objekt
REST Representational State Trans-
fer
arhitektura za izmenjavo po-
datkov med spletnimi stori-
tvami
URL Uniform Resource Locator enolicˇni krajevnik vira
XML Extensible Markup Language razsˇirljivi oznacˇevalni jezik

Povzetek
Naslov: Razvoj mobilne aplikacije za Android v programskem jeziku Kotlin
Avtor: Domen Laniˇsnik
Kotlin je sodoben programski jezik, ki poskusˇa nasloviti slabosti Jave, obe-
nem pa ohraniti vse njene prednosti. Obljublja jedrnato in funkcionalno
kodo z novimi koncepti, ki olajˇsajo implementacijo pogostih struktur. Nje-
gova popularnost hitro narasˇcˇa, sˇe posebej pri razvoju mobilnih aplikacij za
Android, kjer ni podprta uporaba najnovejˇsih verzij Jave. Cilj diplomskega
dela je bilo predstaviti programski jezik Kotlin in ga prakticˇno uporabiti
pri razvoju sistema za narocˇanje hrane preko mobilne aplikacije. Sistem je
sestavljen iz spletnega servisa, mobilne aplikacije, ki uporabnikom omogocˇa
enostavno oddajanje narocˇil, ter spletne aplikacije, ki zaposlenim v resta-
vraciji omogocˇa upravljanje s prejetimi narocˇili. Spletni servis in spletno
aplikacijo smo razvili v ogrodju Spring Boot, poleg Kotlina pa smo uporabili
sˇe tehnologiji HTML in CSS. Za shranjevanje podatkov smo uporabili rela-
cijsko podatkovno bazo MySQL. Mobilno aplikacijo za Android smo razvili
po priporocˇilih Googla, pri cˇemer smo uporabili arhitekturni vzorec MVVM.
Kljucˇne besede: Kotlin, Android, mobilna aplikacija, spletni servis, Spring
Boot.

Abstract
Title: Development of an Android mobile application in Kotlin programming
language
Author: Domen Laniˇsnik
Kotlin is a modern programming language that tries to address some of the
drawbacks of Java, while keeping all the advantages of Java. It promises
concise and functional code with new concepts for easier implementation of
common structures. Kotlin’s popularity is growing fast, especially in the de-
velopment of Android mobile applications, where the latest versions of Java
are not supported. The goal of this thesis was to present Kotlin program-
ming language and use it practically in the development of a mobile food
ordering system. The system consists of a web service, a mobile applica-
tion that enables users to easily create orders and a web application that
enables restaurant employees to manage received orders. We developed the
web application and web service in Spring Boot framework, using Kotlin and
HTML and CSS technologies. For storing the data, we used MySQL rela-
tional database. We developed the Android mobile application according to
Google guidelines, using MVVM architectural pattern.
Keywords: Kotlin, Android, mobile application, web service, Spring Boot.
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Uvod
Programski jezik Java je zˇe vecˇ let najpopularnejˇsi jezik za razvoj aplikacij.
Prva razlicˇica jezika je bila izdana leta 1996, trenutno pa je v uporabi deveta
razlicˇica. Java ima kar nekaj prednosti pred ostalimi programskimi jeziki,
med njimi so: enostavnost, preizkusˇenost, izvajanje programov na razlicˇnih
operacijskih sistemih in najrazlicˇnejˇsi strojni opremi ter ogromna zbirka od-
prtokodnih orodij in knjizˇnic, ki so v pomocˇ razvijalcu. Poleg vseh prednosti
ima Java tudi nekaj slabosti, kot sta naprimer upravljanje z nicˇelnimi vre-
dnostmi in gostobesednost kode. Slabosti Jave poskusˇa nasloviti sodoben
programski jezik Kotlin. Ta obljublja preprost in jedrnat programski jezik,
z vsemi prednostmi Jave in novimi koncepti za lazˇjo implementacijo pogo-
stih konstruktov. Njegova najvecˇja prednost je popolna interoperabilnost z
Javo, kar pomeni, da lahko kodo napisano v Kotlinu klicˇemo tudi iz Jave in
obratno.
Motivacija za predstavitev in uporabo programskega jezika Kotlin izhaja
iz lastnih izkusˇenj pri razvoju mobilnih aplikacij za Android. Za razvoj se
namrecˇ uporablja okrnjena osma razlicˇica Jave, nekateri sodobnejˇsi koncepti,
kot so naprimer podatkovni tokovi, pa so podprti le na najnovejˇsih verzijah
operacijskega sistema. Zaradi zˇelje po zmogljivejˇsem programskem jeziku in
vse vecˇje popularnosti Kotlina smo se odlocˇili, da ga v diplomskem delu po-
drobneje predstavimo kot mozˇno zamenjavo za Javo. Pri pregledu podrocˇja
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smo ugotovili, da obstaja le eno delo, ki predstavi programski jezik Kotlin
in je napisano v slovensˇcˇini. Gre za diplomsko delo [8], ki opisuje osnovne
koncepte jezika in primerja hitrosti algoritmov urejanja v programskem je-
ziku Kotlin in Java. Medtem ko se omenjeno delo osredotocˇa predvsem na
osnovne koncepte, pa nasˇe delo opisuje tudi naprednejˇse koncepte in podrob-
neje primerja Kotlin in Javo. Cilj nasˇega dela je na strukturiran in jasen
nacˇin predstaviti nov programski jezik tistim, ki sedaj uporabljajo Javo in
se zˇelijo naucˇiti nov sodoben jezik.
V prakticˇnem delu diplomskega dela bomo v Kotlinu razvili prototip sis-
tema za narocˇanje hrane, namenjen manjˇsim restavracijam, ki ponujajo do-
stavo hrane na dom, vendar narocˇila sˇe vedno sprejemajo preko telefona. Pri
taksˇnih narocˇilih lahko pride do napake zaradi slabe povezave ali nerazume-
vanja sogovornika. Z nasˇo resˇitvijo zˇelimo postopek narocˇila olajˇsati tako
strankam, kot tudi zaposlenim v restavraciji. Sistem bo sestavljen iz mobilne
aplikacije, ki bo namenjena koncˇnim uporabnikom oziroma strankam in sple-
tne aplikacije, namenjene zaposlenim. Mobilna aplikacija bo uporabnikom
na enostaven nacˇin omogocˇala pregled ponudbe restavracije in narocˇilo iz-
branih jedi na njihov naslov. Prijava v aplikacijo pa bo nadaljna narocˇila
sˇe olajˇsala. Prejeta narocˇila bo prikazovala spletna aplikacija, ki bo zaposle-
nim omogocˇala pregled narocˇil in spremljanje stanj narocˇil. Za povezovanje
mobilne in spletne aplikacije pa bo skrbel spletni servis, ki bo dostopal do
podatkov v podatkovni bazi.
Na trgu obstaja zˇe nekaj podobnih resˇitev, ki uporabniku omogocˇajo
narocˇanje hrane preko mobilne ali spletne aplikacije. V Sloveniji je najpopu-
larnejˇsa ehrana, ki omogocˇa narocˇanje hrane iz vecˇih restavracij. Ponudni-
kom dostave hrane na dom nudijo tudi aplikacijo za sprejem narocˇil, vendar
si od vsakega izvedenega narocˇila vzamejo odstotek dobicˇka. Nasˇa resˇitev je
osredotocˇena le na eno restavracijo, kar uporabnikom olajˇsa proces narocˇila,
restavraciji pa nudi boljˇso izpostavljenost in popoln nadzor nad celotnim sis-
temom.
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Po uvodu in predstavitvi teme diplomskega dela bomo v drugem po-
glavju podrobneje predstavili programski jezik Kotlin. Po kratki zgodovini
in primerjavi z Javo bomo predstavili njegove pomembnejˇse konstrukte. Naj-
prej si bomo pogledali osnove jezika, kot so podatkovni tipi, varnost pred
nicˇelnimi vrednostmi, razredi in funkcije. Nato bomo predstavili napre-
dnejˇse konstrukte, kot so razsˇiritvene funkcije, funkcije viˇsjega reda, objekti
in zapecˇateni razredi. Pri dolocˇenih konstruktih si bomo ogledali sˇe njihovo
implementacijo v ozadju.
V tretjem poglavju bomo predstavili sistem za narocˇanje hrane preko mo-
bilne aplikacije in si podrobneje pogledali njegovo delovanje. Opisali bomo
uporabljene tehnologije in potek razvoja mobilne aplikacije, spletne aplika-
cije, spletnega servisa in podatkovne baze.
V zadnjem poglavju bomo povzeli nasˇo izkusˇnjo z uporabo programskega
jezika Kotlin. Opisali bomo morebitne tezˇave, s katerimi smo se srecˇali pri
uporabi in predstavili konstrukte, ki so se izkazali za najbolj uporabne. Pred-
stavili bomo tudi rezultate testiranja sistema za narocˇanje hrane. Na koncu
bomo ocenili vrednost nasˇe resˇitve in podali mozˇne izboljˇsave.
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Poglavje 2
Kotlin
Programski jezik Kotlin [4] je razvilo podjetje JetBrains. Jezik so zacˇeli
razvijati za lastne potrebe leta 2010, leto kasneje pa so ga javno predstavili.
Prva uradna verzija programskega jezika je bila izdana februarja 2016. V cˇasu
pisanja (december 2017) je najnovejˇsa verzija 1.2.10. Jezik je brezplacˇen in
odprtokoden, izvorna koda pa je izdana pod licenco Apache 2.0.
Glavni namen Kotlina je ponuditi moderen jezik [7] tistim, ki sedaj upora-
bljajo Javo, saj ga lahko enostavno vkljucˇijo v zˇe obstojecˇe projekte. Vkljucˇuje
koncepte iz novejˇsih programskih jezikov (kot sta naprimer C# in Swift) in
poskusˇa nasloviti Javino gostobesedno kodo (angl. boilerplate code). Po oce-
nah razvijalcev jezika se sˇtevilo vrstic kode programa napisanega v Kotlinu,
zmanjˇsa za 40% [16] v primerjavi z istim programom napisanim v Javi.
Kotlin tecˇe na navideznem stroju Java (angl. Java Virtual Machine,
krajˇse JVM). JVM omogocˇa, da se preveden Java (ali Kotlin) program iz-
vaja na razlicˇnih platformah. To zagotavlja prenosljivost Jave in s tem tudi
Kotlina. Kotlin se tako kot Java prevede v zlozˇno kodo (angl. Java byte-
code), ki jo lahko oznacˇimo kot strojni jezik JVM. Te lastnosti omogocˇajo,
da je Kotlin popolnoma interoperabilen z Javo, kar pomeni, da je lahko v
enem projektu en del napisan v Javi, drugi pa v Kotlinu. Kotlin se lahko
prevede v zlozˇno kodo verzije 6 ali 8.
Maja 2017 je Google uradno podprl Kotlin kot enega izmed glavnih je-
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zikov za razvoj aplikacij Android (poleg Jave in C++), s cˇimer je narasla
popularnost jezika. Trenutno je za razvoj aplikacij Android podprta osma
razlicˇica Jave, vendar pa so nekatere funkcionalnosti podprte le na novejˇsih
verzijah operacijskega sistema.
2.1 Osnove
2.1.1 Spremenljivke
Spremenljivko deklariramo tako, da najprej podamo kljucˇno besedo val ali
var, nato zapiˇsemo ime spremenljivke, za dvopicˇjem pa sˇe tip spremenljivke.
Kljucˇna beseda val pove, da se lahko vrednost spremenljivke le bere. V
Javi to dosezˇemo z uporabo kljucˇne besede final. Kljucˇna beseda var pa se
uporablja za obicˇajne spremenljivke, ki jim lahko spreminjamo vrednosti. Pri
deklaraciji spremenljivke lahko njen tip pogosto izpustimo, saj ga prevajalnik
sam ugotovi na podlagi pripisane vrednosti.
1 val name : String = "Domen Lanisnik"
2 var age = 22
2.1.2 Podatkovni tipi
Java ima dve vrsti tipov spremenljivk [15]: osnovne ali primitivne (int, long,
boolean ...) in sklicne tipe (String, polja ...). Za predstavitev primitivnih
tipov kot objekte, Java uporablja tako imenovano ovijanje (angl. wrapping).
V Kotlinu so vsi tipi tudi objekti. To pomeni, da lahko nad vsakim tipom
klicˇemo funkcije in dostopamo do lastnosti. Javanski primitivni tipi so v cˇasu
prevajanja preslikani v ustrezne tipe Kotlin, v cˇasu izvajanja pa se njihova
predstavitev ne spremeni.
Numericˇni tipi
Kotlin pozna sledecˇe numericˇne tipe [15]: Double, Float, Long, Int, Short
in Byte. Direktno pretvarjanje med tipi ni mogocˇe. Za pretvorbo se upora-
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bljajo pomozˇne funkcije (toInt(), toLong() ...), ki jih ima vsak izmed tipov.
Cˇeprav so vsi numericˇni tipi objekti, so na JVM predstavljeni kot osnovni
tipi, razen v primeru nicˇelnih tipov in generikov se uporabi ovijanje.
1 val count : Long = 22L
2 val count1 : Int = count // ni mogoce
3 val count2 : Int = count . t o In t ( )
Nizi
Nize [15], tako kot v Javi, deklariramo z dvojnimi narekovaji. Podprti so
tudi vecˇvrsticˇni nizi, ki jih piˇsemo znotraj trojnih dvojnih narekovajev. Ko-
tlin omogocˇa tudi interpolacijo nizov oziroma uporabo predlog. To olajˇsa
sestavljanje dinamicˇnih nizov in nadomesˇcˇa konkatenacijo nizov v Javi. Zno-
traj niza lahko izpiˇsemo vrednost neke spremenljivke, tako da pred njenim
imenom dodamo simbol $. Na mestu spremenljivke se nato izpiˇse njena vre-
dnost. Poleg uporabe spremenljivk lahko uporabljamo tudi izraze. Izraze
zapiˇsemo znotraj zavitih oklepajev.
1 val x = 10
2 p r i n t l n ("Value of X is $x." ) // "Value of X is 10."
3 p r i n t l n ("Value of X-1 is ${x-1}." ) // "Value of X-1 is 9."
Polja
Polja (angl. arrays) [15] so v Kotlinu predstavljena kot primerki razreda
Array<T>. Za dostop do posameznega elementa polja se, tako kot v Javi,
uporablja operator []. Ustvarimo in inicializiramo jih lahko na dva nacˇina.
Prvi nacˇin je uporaba pomozˇne funkcije arrayOf(), kateri za argumente
podamo elemente polja, funkcija pa vrne ustvarjeno polje. Argumenti so
lahko istega ali razlicˇnih tipov. Kot optimizacijo imamo na voljo tudi funkcije
booleanArrayOf(), shortArrayOf(), doubleArrayOf(), byteArrayOf(),
intArrayOf(), longArrayOf(), charArrayOf() in floatArrayOf(). Nji-
hova posebnost je ta, da ne ustvarijo primerka razreda Array<T>, pacˇ pa je
polje na JVM predstavljeno kot polje osnovnih tipov. Sˇe vedno pa lahko
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nad tako ustvarjenim poljem klicˇemo vse funkcije, ki so na voljo pri ostalih.
Vecˇdimenzionalna polja ustvarimo tako, da za elemente uporabimo funkcijo
arrayOf().
Drugi nacˇin je uporaba konstruktorja Array(), ki zahteva velikost polja
in funkcijo viˇsjega reda (glej poglavje 2.5.2) za inicializacijo elementov. Inici-
alizacijska funkcija sprejme indeks elementa in vrne vrednost, ki bo zapisana
na tem indeksu. V spodnjem primeru tako ustvarimo polje kvadratov sˇtevil
od 1 do 10.
1 val squares = Array (10 , { e −> ( e+1) ∗ ( e+1) })
2 // [1,4,9,16,25,36,49,64,81,100]
2.1.3 Zanke
Kotlin [21] podpira zanke for, while in do-while. Zadnji dve zanki sta
sintakticˇno in funkcionalno enaki kot v Javi, medtem ko se zanka for v
Kotlinu obnasˇa drugacˇe. V resnici gre za Javino zanko foreach, saj lahko z
njo iteriramo samo cˇez objekte, ki podpirajo iteracijo.
1 val numbers = arrayOf (5 , 6 , 7 , 8)
2 for ( e in numbers ) {
3 p r i n t l n ( e )
4 }
5 for ( i in 1 . . 2 0 ) {
6 p r i n t l n ( i )
7 }
2.1.4 Odlocˇitveni stavek
Stavek if [21] se od Javinega razlikuje po tem, da ni le stavek, temvecˇ
tudi izraz, kar pomeni, da vrne vrednost. Tako lahko neki spremenljivki
dolocˇimo vrednost, ki jo izraz if..else vrne. Kotlin ne pozna pogojnega
operatorja (angl. ternary operator), saj njegovo vlogo nadomesˇcˇa obicˇajni
stavek if..else.
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1 fun chooseBigger ( x : Int , y : Int ) : Int {
2 return i f ( x > y ) x else y
3 }
2.2 Varnost pred nicˇelnimi vrednostmi
V Javi ima lahko spremenljivka poljubnega tipa (razen primitivnih tipov)
poleg dejanske vrednosti, tudi nicˇelno vrednost (angl. null). Nicˇelna vre-
dnost lahko pomeni, da spremenljivka sˇe ni bila inicializirana ali pa pred-
stavlja posebno stanje, kot je naprimer napaka. Ta lastnost povzrocˇi, da
je treba pred uporabo spremenljivke ali klicem metode, prej preveriti ali je
njena vrednost null. V primeru, da ima spremenljivka nicˇelno vrednost
in poskusˇamo dostopati do njene lastnosti ali metode, se sprozˇi izjema tipa
NullPointerException. Tezˇava pogosto nastane pri objektih, ki jih dobimo
iz zunanjih virov, nad katerimi nimamo nadzora.
Kotlin [19] opisan problem resˇuje tako, da locˇi med referencami, ki lahko
imajo nicˇelno vrednost in tistimi, ki jo ne morejo imeti. Za razlocˇevanje med
spremenljivkami, ki lahko imajo nicˇelno vrednost, se uporablja simbol
”
?“,
ki ga dodamo na konec tipa spremenljivke. Enako velja tudi za funkcije.
Nicˇelno spremenljivko je ob deklaraciji treba obvezno inicializirati s privzeto
vrednostjo, ki pa je lahko tudi null.
V spodnjem primeru najprej najavimo spremenljivki a in b. Spremen-
ljivka a je tipa String, spremenljivka b pa tipa String?. Njuni vrednosti
sta enaki. V naslednji vrstici poskusˇamo obema spremenljivkama nastaviti
nicˇelno vrednost. V primeru spremenljivke a nas prevajalnik opozori, da le-
ta ne dovoli nicˇelne vrednosti. Medtem ko lahko spremenljivki b brez tezˇave
nastavimo nicˇelno vrednost. V tretji vrstici poskusˇamo dostopati do dolzˇine
niza. Pri spremenljivki a lahko dostopamo do dolzˇine, pri spremenljivki b pa
nam prevajalnik javi napako, da dostop ni varen, saj ima lahko spremenljivka
b nicˇelno vrednost.
1 var a : String = "Kotlin"
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2 a = null // nedovoljen izraz
3 val lenA = a . l ength // ok
4
5 var b : String? = "Kotlin"
6 b = null // ok
7 val lenB = b . l ength // nedovoljen izraz
Cˇe zˇelimo dostopati do dolzˇine spremenljivke b, imamo na voljo vecˇ
resˇitev. Prva je poznana iz Jave, to je eksplicitno preverjanje za nicˇelno
vrednost s pomocˇjo pogojnega stavka. Druga mozˇnost je uporaba varnega
operatorja
”
?.“. Ta vrne dolzˇino niza b, cˇe vrednost niza ni null, v naspro-
tnem primeru pa vrne vrednost null. Na voljo nam je tudi tako imenovani
operator
”
Elvis“ (
”
?:“), ki zdruzˇuje obe zgornji resˇitvi. Cˇe izraz levo od
operatorja nima nicˇelne vrednosti, se uporabi vrednost izraza, drugacˇe pa se
uporabi rezultat izraza desno od operatorja. Pri tem velja, da je desna stran
preverjena le v primeru, ko je vrednost leve strani enaka null. Varne opera-
torje lahko zdruzˇujemo tudi v verige. To pomeni, da si lahko zaporedno sledi
vecˇ operatorjev
”
?.“. Cˇetrta mozˇnost je operator
”
!!“. Ta bo vrnil nenicˇelno
vrednost spremenljivke b ali pa sprozˇil izjemo NullPointerException, cˇe
ima b nicˇelno vrednost.
1 val l en : Int = i f (b != null ) b . l ength else −1
2 val l en : Int? = b ? . l ength
3 val l en : Int = b ? . l ength ? : −1
4 val trimLen : Int = b ? . trim ( ) ? . l ength ? : 0
5 val l en : Int = b ! ! . l ength
Nicˇelno spremenljivko lahko pretvorimo tudi v nenicˇelni tip. Vendar
pa se bo v primeru, da ima spremenljivka nicˇelno vrednost sprozˇila izjema
TypeCastException. Kot resˇitev obstaja tudi razsˇiritvena funkcija let, ki
se uporablja skupaj z varnim operatorjem, kadar nas zanima le nenicˇelna
vrednost. Programska koda znotraj funkcije se izvede le v primeru, ko je vre-
dnost spremenljivke nenicˇelna. Znotraj bloka let lahko do vrednosti varno
dostopamo.
1 val b1 = b as String
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2 b ? . l e t {
3 val l en : Int = b . l ength
4 }
Kotlin nam tako ponuja, da se sami odlocˇimo ali ima lahko spremenljivka
nicˇelno vrednost ali ne. S tem se izboljˇsa razumljivost napisane programske
kode in zmanjˇsa verjetnost za izjemo NullPointerException. Kljub temu
pa lahko do izjeme pride v naslednjih primerih:
• ko eksplicitno klicˇemo throw NullPointerException(),
• uporabimo operator
”
!!“ nad spremenljivko, ki ima nicˇelno vrednost,
• klicˇemo zunanjo javansko kodo, ki lahko povzrocˇi izjemo.
2.3 Razredi
Razred [17] deklariramo s kljucˇno besedo class, kateri sledi ime razreda in
zaviti oklepaji, ki predstavljajo telo razreda. Nov primerek razreda ustvarimo
podobno kot v Javi, le da izpustimo kljucˇno besedo new.
2.3.1 Lastnosti
Za spremenljivko razreda uporabljamo izraz
”
lastnost“ (angl. property) [18].
Do lastnosti dostopamo neposredno, brez uporabe tako imenovanih metod
”
getter/setter“, kot je to priporocˇljivo v Javi. Cˇe zˇelimo za branje ali pi-
sanje lastnosti uporabiti dodatno logiko, lahko to storimo z uporabo funkcij
get() in set() v deklaraciji lastnosti. V spodnjem primeru se ob spremembi
vrednosti lastnosti title, izpiˇse novo nastavljena vrednost.
1 class Movie {
2 val id : Long
3 var t i t l e : String
4 set ( va lue ) {
5 p r i n t l n ( va lue )
6 f i e l d = value . c a p i t a l i z e ( )
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7 }
8 }
9 val movie = Movie (1 , "Forrest Gump" , 142)
10 val id = movie . id
11 movie . t i t l e = "Casablanca"
2.3.2 Konstruktorji
Razred ima lahko en primarni konstruktor in enega ali vecˇ sekundarnih kon-
struktorjev. Primarni in sekundarni konstruktor [17] deklariramo z uporabo
kljucˇne besede constructor, ki pa jo lahko v nekaterih primerih tudi izpu-
stimo. Primarni konstruktor je del glave deklaracije razreda in se nahaja
takoj po imenu razreda. Konstruktor lahko vsebuje le parametre in ne inici-
alizacijske kode. To lahko napiˇsemo znotraj bloka init. Koda znotraj tega
bloka se izvede takoj po kreiranju novega primerka razreda. Vrednosti lastno-
sti razreda lahko nastavimo znotraj bloka init ali pa direktno ob deklaraciji
lastnosti. Omogocˇena pa je tudi deklaracija lastnosti razreda neposredno v
konstruktorju. V tem primeru ni treba pisati inicializacijske kode.
1 class Movie ( id : Long , t i t l e : String ) {
2 val id : Long
3 val t i t l e : String = t i t l e
4
5 i n i t {
6 this . id = id
7 }
8 }
9 // ali
10 class Movie ( val id : Long , var t i t l e : String )
Kot zˇe omenjeno, ima razred lahko tudi vecˇ sekundarnih konstruktor-
jev [17]. Sekundarni konstruktor mora obvezno klicati primarni konstruk-
tor oziroma drug sekundarni konstruktor, ki klicˇe primarnega. Velikokrat
je sekundarni konstruktor nepotreben, saj lahko parametrom v primarnem
konstruktorju dolocˇimo privzete vrednosti (glej poglavje 2.4.2).
Diplomska naloga 13
1 class Movie ( val id : Long , var t i t l e : String ) {
2 cons t ruc to r ( t i t l e : String ) : this (0 , t i t l e ) {
3 p r i n t l n ("Secondary constructor called" )
4 }
5 }
2.3.3 Dedovanje
Vsi razredi v Kotlinu imajo skupni nadrazred imenovan Any [17]. Cˇe zˇelimo
dedovati iz nekega razreda, za imenom razreda dodamo dvopicˇje in nato ime
dedovanega razreda. Razred, iz katerega dedujemo, mora dedovanje podpi-
rati. Privzeto so vsi razredi v Kotlinu dokoncˇni (angl. final), kar pomeni,
da dedovanja ne podpirajo. Da lahko razred dedujemo, uporabimo pred
deklaracijo razreda kljucˇno besedo open. Prav tako je potrebno s kljucˇno
besedo open oznacˇiti vse funkcije in lastnosti, za katere zˇelimo, da jih lahko
povozimo v dedovanih razredih.
1 open class Person{
2 var name = ""
3 open fun p r i n tDe s c r i p t i on ( ) {
4 p r i n t l n ("$name is a person." )
5 }
6 }
7
8 class Student : Person ( ) {
9 override fun p r i n tDe s c r i p t i on ( ) {
10 super . p r i n tDe s c r i p t i on ( )
11 p r i n t l n ("$name is a student" )
12 }
13 }
2.4 Funkcije
Funkcije [4] najavimo s kljucˇno besedo fun, kateri sledi ime funkcije, nato pa
v oklepajih podamo parametre. Tip vrednosti, ki jo vrne funkcija, najavimo
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po parametrih. Cˇe funkcija ne vrne eksplicitne vrednosti, bo njen tip Unit,
ki ga pa ni treba najaviti posebej. Zacˇetek in konec telesa funkcije dolocˇimo
z zavitimi oklepaji. Spodnji primer prikazuje preprosto funkcijo, ki vrne
sesˇtevek dveh sˇtevil.
1 fun addNumbers ( a : Int , b : Int ) : Int {
2 return a + b
3 }
2.4.1 Enovrsticˇne funkcije
Funkcije [4], ki vsebujejo le en izraz, lahko krajˇse zapiˇsemo tako, da zavite
oklepaje izpustimo, kljucˇno besedo return pa nadomestimo z znakom
”
=“.
Poljubno lahko izpustimo tudi tip vrnjene vrednosti, cˇe je le-tega mogocˇe
ugotoviti s strani prevajalnika. Funkcijo, ki vrne sesˇtevek dveh sˇtevil, bi
tako krajˇse zapisali kot:
1 fun addNumbers ( a : Int , b : Int ) = a + b
2.4.2 Privzete vrednosti argumentov
Argumentom funkcije [4] lahko dolocˇimo privzete vrednosti, ki so upora-
bljene, cˇe pri klicu funkcije izpustimo nek argument. To storimo tako, da po
tipu parametra zapiˇsemo sˇe privzeto vrednost.
V spodnjem primeru imamo funkcijo za dodajanje novega filma v zbirko.
Edini obvezen argument funkcije je naslov filma, medtem ko sta podnaslov
filma in ali je film v barvni tehnologiji neobvezna argumenta in imata privzeti
vrednosti.
1 fun addMovie ( t i t l e : String , s u b t i t l e : String = "" , c o l o r ed :
Boolean = true ) {/*implementacija*/}
Funkcijo lahko klicˇemo na vecˇ nacˇinov, kot je to prikazano v naslednjem
izseku kode. V prvi vrstici podamo le naslov filma, ostala dva argumenta
pa izpustimo. Druga vrstica prikazuje spusˇcˇanje vmesnega argumenta, to
je v nasˇem primeru podnaslov filma. Ker pa lahko argumente izpusˇcˇamo
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le od desne proti levi, je treba zadnji argument klicati po imenu. V pri-
meru, da poimensko klicˇemo vse neobvezne argumente, pa njihov vrstni red
ni pomemben. To je prikazana v tretji vrstici. Cˇe pa se pri deklaraciji funk-
cije neobvezen argument nahaja pred obveznim, je uporaba poimenovanih
argumentov pri klicu funkcije obvezna
1 addMovie ("Interstellar" )
2 addMovie ("Casablanca" , c o l o r ed = fa l se )
3 addMovie ("Star Wars" , c o l o r ed = true , s u b t i t l e = "Episode V" )
Java privzetih vrednosti argumentov ne podpira. V Javi je potrebno za
podobno resˇitev napisati preoblozˇene metode (angl. overloaded methods) z
razlicˇnim sˇtevilom parametrov. V splosˇnem velja, da cˇe ima metoda N argu-
mentov in jih ima od tega M privzete vrednosti, je potrebnih M preoblozˇenih
metod. Prva metoda sprejme N-1 parametrov, naslednja N-2 in tako naprej.
Pri klicu Kotlin funkcije z opcijskimi parametri iz Jave je potrebno ek-
splicitno podati vrednost za vsak parameter. Cˇe funkciji dodamo anotacijo
@JvmOverloads, pa nam prevajalnik Kotlin generira vse preoblozˇene metode,
ki jih lahko nato klicˇemo iz Jave.
2.4.3 Funkcije najviˇsjega nivoja
Funkcije najviˇsjega nivoja (angl. top-level functions) [14] so funkcije, ki so
definirane zunaj razreda, objekta ali vmesnika. Te funkcije lahko klicˇemo
neposredno, kot da so del standardne knjizˇnice. Taksˇne funkcije definiramo
v poljubni datoteki Kotlin, znotraj katerega koli paketa. Za dostop do funkcij
v ostalih datotekah pa je potrebno funkcije uvoziti po imenu.
Primer: V datoteki NumberUtils.kt smo definirali funkcijo, ki vrne na-
kljucˇno sˇtevilo iz podanega intervala. Funkcijo smo nato klicali v datoteki
Functions.kt, brez da bi se bilo potrebno sklicevati na dolocˇen objekt ali
datoteko.
1 // Datoteka NumberUtils.kt
2 fun randomNumber ( from : Int , to : Int ) : Int {
3 return Random( ) . next Int ( to − from ) + from
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4 }
5
6 // Datoteka Functions.kt
7 fun main ( args : Array<String>) {
8 p r i n t l n ( randomNumber (10 , 100) )
9 }
Java taksˇnih funkcij oziroma metod ne podpira, saj morajo biti del ra-
zreda. Zato se v Javi pogosto uporabljajo staticˇne metode znotraj pomozˇnih
razredov. Ti pomozˇni razredi nimajo nobene dodatne logike, sluzˇijo le kot
vsebniki za staticˇne metode. Primer taksˇnega pomozˇnega razreda je na pri-
mer razred Collections.
Pri pregledu javanske kode, ki jo generira prevajalnik Kotlin, ugotovimo,
da se v ozadju funkcije najviˇsjega nivoja pretvorijo v staticˇne metode. Ustvari
se nov razred, katerega ime je sestavljeno iz imena datoteke .kt in pripone
”
Kt“. Ustvarjen razred vsebuje staticˇne metode. Tako se za funkcijo iz
prejˇsnjega primera ustvari nov razred NumberUtilsKt.
1 public f i n a l class NumberUtilsKt {
2 public s t a t i c f i n a l i n t randomNumber ( i n t from , i n t to ) {
3 return (new Random( ) ) . next Int ( to − from ) + from ;
4 }
5 }
Funkcije najviˇsjega nivoja, ki jih deklariramo v Kotlinu, klicˇemo iz Jave
tako kot ostale staticˇne metode: najprej podamo ime razreda v katerem se
nahajajo, nato pa ime metode. Ime Java razreda, ki ga generira prevajal-
nik, lahko poljubno spremenimo z uporabo anotacije @JvmName. To dekla-
riramo na zacˇetku datoteke, pred imenom paketa, v katerem se datoteka
nahaja. V oklepaju podamo zˇeleno ime. Cˇe bi torej zˇeleli, da se generiran
razred iz prejˇsnjega primera imenuje NumberUtils, bi na zacˇetek datoteke
NumberUtils.kt dodali anotacijo @file:JvmName("NumberUtils").
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2.4.4 Razsˇiritvene funkcije
V Javi pogosto uporabljamo tako imenovane pomozˇne razrede (angl. utilili-
ty/helper class), s katerimi razsˇirimo funkcionalnosti razredov nad katerimi
nimamo vpliva (so naprimer del knjizˇnice, iz njih ne moremo dedovati, itd.).
Ti pomozˇni razredi vsebujejo staticˇne metode, ki za enega izmed parametrov
prejmejo primerek razreda, ki mu zˇelimo dodati novo funkcionalnost in nad
njim izvedejo dolocˇene operacije.
Kot primer zˇelimo nad nizi klicati funkcijo, ki bi obrnila vrstni red vseh
cˇrk v nizu. Iz razreda String ne moremo dedovati, saj je koncˇen razred. Zato
ustvarimo nov razred imenovan StringUtils, znotraj pa staticˇno funkcijo
reverse, ki kot argument prejme niz, ki ga zˇelimo obrniti in vrne obrnjen
niz.
Kotlin opisan problem resˇuje s pomocˇjo razsˇiritvenih funkcij (angl. exten-
sion functions) [1]. Te nam omogocˇajo, da nek razred razsˇirimo z novimi
funkcionalnostmi, brez potrebe po dedovanju tega razreda ali uporabe kate-
rega izmed strukturnih vzorcev.
Razsˇiritveno funkcijo lahko deklariramo zunaj razreda, nad katerim de-
luje ali pa kot del katerega drugega razreda. To pomeni, da gre za neko
vrsto funkcije najviˇsjega nivoja. Pred ime funkcije dodamo ime razreda, ki
ga razsˇirjamo (angl. receiver type). Do primerka tega razreda lahko zno-
traj funkcije dostopamo s kljucˇno besedo this. Taksˇno funkcijo lahko sedaj
klicˇemo, kot da je del razreda, nad katerim deluje.
Prej opisan primer iz Jave lahko v Kotlinu realiziramo s pomocˇjo razsˇiritvene
funkcije. V novi datoteki imenovani StringUtils.kt, definiramo funkcijo
reverse(), ki deluje nad razredom String. Sedaj lahko nad poljubnim ni-
zom klicˇemo funkcijo reverse(), kot da je del razreda String.
1 // Datoteka StringUtils.kt
2 fun String . r e v e r s e ( ) : String {
3 return St r i ngBu i l d e r ( this ) . r e v e r s e ( ) . t oS t r i ng ( )
4 }
5
6 // Uporaba
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7 p r i n t l n ("Kotlin" . r e v e r s e ( ) )
Pri pregledu javanske kode, ki jo generira prevajalnik Kotlin, ugotovimo,
da se v ozadju ustvari staticˇna metoda, ki kot prvi parameter prejme primerek
razreda, nad katerim smo funkcijo poklicali [4]. V nasˇem primeru se ustvari
razred StringUtilsKt, ki vsebuje staticˇno metodo reverse(), katero lahko
v Javi klicˇemo na enak nacˇin, kot pri resˇitvi opisani na zacˇetku.
Razsˇiritveno funkcijo lahko deklariramo tudi nad razredi nicˇelnega tipa.
Taksˇne funkcije lahko varno klicˇemo tudi, cˇe ima objekt nicˇelno vrednost.
Primer taksˇne funkcije je funkcija toString(), ki izpiˇse opis objekta in jo
lahko klicˇemo nad vsemi objekti v Kotlinu. Preverjanje za nicˇelno vrednost
se zgodi znotraj funkcije.
1 fun Any? . t oS t r i ng ( ) : String {
2 i f ( this == null )
3 return "null"
4 return t oS t r i ng ( )
5 }
Ena izmed omejitev razsˇiritvenih funkcij je ta, da ne smemo povoziti
funkcij, ki so zˇe deklarirane v razredu. Cˇe torej definiramo funkcijo z istim
podpisom (isto ime funkcije, isto sˇtevilo, tip in vrstni red argumentov), je
prevajalnik ne bo klical. V takem primeru se naprej poiˇscˇe, cˇe obstaja funk-
cija s podpisom, ki je del razreda, sˇele nato se preverijo razsˇiritvene funkcije.
2.4.5 Infiksi zapis
Funkcijo, ki ima le en argument in je ali razsˇiritvena funkcija ali pa pripada
nekemu razredu, lahko deklariramo s predpono infix [14]. To funkcijo lahko
nato klicˇemo brez uporabe pike, kot je to potrebno pri obicˇajnih razrednih
funkcijah. Infiksne funkcije nam omogocˇajo, da bolje izrazimo svoj namen.
Kotlinova standardna knjizˇnica vsebuje nekaj uporabnih infiksnih funkcij.
Primer taksˇne je funkcija intersect, ki izracˇuna presek dveh zbirk podatkov.
1 i n f i x fun <T> Iterable<T>. i n t e r s e c t ( other : Iterable<T>) : Set<
T>
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2 // uporaba
3 val s e t1 = setOf (1 , 2 , 3 , 4)
4 val s e t2 = setOf (3 , 4 , 5 , 6)
5 val common = se t1 i n t e r s e c t s e t2 // = [3, 4]
Cˇe preverimo generirano zlozˇno kodo, ugotovimo, da se infiksne funkcije
pretvorijo v obicˇajne metode.
2.5 Funkcije viˇsjega reda
Funkcija viˇsjega reda (angl. high-order function) [4] je funkcija, ki ima vsaj
eno izmed sledecˇih lastnosti:
• za enega izmed parametrov prejme funkcijo (ali lambda izraz),
• za rezultat vrne funkcijo.
Cˇe zˇelimo, da funkcija za parameter prejme drugo funkcijo, je za ta pa-
rameter treba deklarirati funkcijski tip (angl. function type). Funkcijski tip
opisuje podpis podprte funkcije. Znotraj oklepajev podamo parametre funk-
cije, nato sledi simbol
”
->“, za njim pa tip, ki ga funkcija vrne. Cˇe torej
zˇelimo, da klicana funkcija sprejme celo sˇtevilo in vrne niz, to zapiˇsemo kot
(Int) -> String.
Funkcijo nato posˇljemo kot parameter tako, da pred njenim imenom do-
damo dve dvopicˇji, oklepaje in parametre pa izpustimo. Uporaba je prikazana
na spodnjem primeru, kjer smo deklarirali funkcijo viˇsjega reda transform(),
ki prejme dva parametra: celo sˇtevilo in funkcijo, ki bo nad tem sˇtevilom izve-
dla transformacijo in vrnila rezultat. Deklarirali smo tudi funkcijo squared(),
ki prejme celo sˇtevilo in vrne njen kvadrat. Funkciji transform() smo nato
pri klicu podali funkcijo squared(), kot je to prikazano v sˇesti vrstici. Pri
klicu funkcije viˇsjega reda lahko namesto druge funkcije, podamo tudi lambda
izraz (vecˇ o lambda izrazih v poglavju 2.5.2). Uporaba lambda izraza je pri-
kazana v osmi vrstici.
1 fun squared (number : Int ) : Int = number ∗ number
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2 fun trans form ( o r i g i n a l : Int , f unc t i on : ( Int ) −> Int ) : Int {
3 return f unc t i on ( o r i g i n a l )
4 }
5
6 val r e s u l t = trans form (10 , : : squared )
7 // ali z uporabo lambda izraza
8 val r e s u l t = trans form (10 , { n −> n ∗ n })
Funkcija lahko ne le sprejme drugo funkcijo kot parameter, temvecˇ jo tudi
vrne kot rezultat. To dosezˇemo tako, da funkciji za tip rezultata nastavimo
funkcijski tip. Spodnji primer prikazuje deklaracijo funkcije multiplier(),
ki vrne novo funkcijo. Vrnjeno funkcijo, ki pomnozˇi celo sˇtevilo s poda-
nim faktorjem, shranimo v novo spremenljivko multiplyBy5. Spremenljivko
lahko nato klicˇemo na isti nacˇin kot obicˇajne funkcije.
1 fun mu l t i p l i e r ( f a c t o r : Int ) : ( Int ) −> Int {
2 return { n −> n ∗ f a c t o r }
3 }
4 val multiplyBy5 = mu l t i p l i e r (5 )
5 val r e s u l t = multiplyBy5 (5 ) // 25
Tudi Java od verzije 8 najprej podpira funkcije viˇsjega reda (ter tudi
lambda izraze). Za ta namen uporablja vmesnik Function<T,R>, ki sprejme
vhod tipa T in vrne rezultat tipa R. Nad funkcijo prejeto kot parameter, se
klicˇe metoda apply(). Ker pa se Kotlin prevede tudi v Java 6 zlozˇno kodo,
ki funkcij viˇsjega reda ne podpira, so znotraj paketa kotlin.jvm.functions
deklarirani vmesniki, ki posnemajo vmesnik Function<T, R> iz Jave 8. Vme-
snikov je tocˇno 23, od funkcij brez argumentov do funkcij z 22-imi argumenti.
Vsi vmesniki imajo funkcijo invoke(), katero je potrebno klicati ob dostopu
Kotlin funkcij viˇsjega reda iz Jave.
2.5.1 Vstavljene funkcije
Ker je vsaka funkcija objekt in je zanjo potrebno ustvariti objekt anonimnega
razreda ter dodeliti pomnilnik, prihaja pri uporabi funkcij viˇsjega reda do
nepotrebne rezˇije (angl. overhead). Cˇe bi v zanki klicali funkcijo viˇsjega
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reda, kateri bi podali lambda izraz, bi se ustvarilo N novih objektov.
Vendar pa lahko v vecˇini primerov taksˇne funkcije optimiziramo [4] z
uporabo kljucˇne besede inline, ki jo dodamo pred imenom funkcije. Kljucˇna
beseda prevajalniku pove, da vsebino klicane funkcije kopira na mesto, kjer
se ta klicˇe. Tako ne pride do nepotrebnega ustvarjanja objektov.
Slabost vstavljenih funkcij [20] je ta, da se dolzˇina generirane zlozˇne kode
povecˇa, saj je koda funkcije sedaj na dveh mestih. Zaradi tega razloga je
priporocˇljivo, da se s kljucˇno besedo inline oznacˇi le manjˇse funkcije viˇsjega
reda.
2.5.2 Lambda izrazi
Lambda izraz je funkcijski literal [14]. To je funkcija, ki ni deklarirana, ni
omejena na eno izmed entitet (razred, objekt ali vmesnik) in se lahko posˇlje
kot argument funkcijam viˇsjega reda. Popolna sintakticˇna oblika lambda
izraza je sledecˇa:
1 val sum = { a : Int , b : Int −> a + b }
Lambda izraz je obdan z zavitimi oklepaji, znotraj katerih so najprej
deklarirani parametri, nato sledi pusˇcˇica, za njo pa telo. Tip rezultata je
avtomatsko ugotovljen na podlagi zadnjega izraza v telesu lambda izraza.
Pogosteje uporabljena je sintakticˇna oblika, ki tipe parametrov in rezultata
deklarira zunaj lambda izraza:
1 val sum : ( Int , Int ) −> ( Int ) = { a , b −> a + b }
V primeru, da ima lambda izraz le en parameter in da lahko Kotlin sam
ugotovi njegov tip, se lahko do parametra dostopa preko kljucˇne besede it,
brez implicitne deklaracije njegovega tipa. Vrednost rezultata lambda izraza
je enaka rezultatu zadnjega izraza v telesu lambda izraza. Na spodnjem pri-
meru se vidi sˇe ena posebnost. Cˇe funkcija viˇsjega reda, kot zadnji parameter
prejme lambda izraz, se lahko navadni oklepaji izpustijo.
1 s t r i n g s . f i nd { i t . l ength < 3 } // (it: String) -> Boolean
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2.5.3 Anonimne funkcije
Lambda izrazom manjka mozˇnost deklaracije tipa rezultata, ki ga funkcija
vrne. V vecˇini primerov to ni potrebno, saj prevajalnik tip ugotovi sam.
Cˇe pa to mozˇnost potrebujemo, lahko uporabimo anonimno funkcijo (angl.
anonymous function) [14]. To deklariramo na podoben nacˇin kot navadno
funkcijo, le da izpustimo ime funkcije.
1 val sum = fun ( a : Int , b : Int ) : Int {
2 return a + b
3 }
Anonimne funkcije se obnasˇajo podobno kot lambda izrazi, saj jih lahko
posˇljemo kot parameter funkciji viˇsjega reda. Lambda izraze lahko tako
nadomestimo z anonimnimi funkcijami.
2.5.4 Zaprtje funkcije
Zaprtje (angl. closure) [4] omogocˇa, da lambda izraz ali anonimna funkcija
dostopata do spremenljivk izven njunega dosega. Tudi Java podpira zaprtja,
vendar pa za razliko od Kotlina ne omogocˇa spreminjanja vrednosti spremen-
ljivk.
V spodnjem primeru sta dve zaprtji. Prvo je znotraj lambda izraza funk-
cije filter(). Ta lambda izraz dostopa do vrednosti spremenljivke x, de-
klarirane zunaj obsega lambda izraza. Tukaj se vrednost le bere. Lambda
izraz funkcije forEach(), pa dostopa do zunanje spremenljivke sum, kateri
spreminja tudi vrednost.
1 fun sumOfBiggerThan (x : Int , numbers : L i s t<Int>) : Int {
2 var sum = 0
3 numbers . f i l t e r { i t > x } . forEach {
4 sum += i t
5 }
6 return sum
7 }
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2.5.5 Primerjava z Javo
Tudi Java od verzije 8 najprej podpira lambda izraze [12]. Sintaksa se v
primerjavi s Kotlinom malenkost razlikuje. Najprej v oklepajih sledijo argu-
menti funkcije, nato sledi pusˇcˇica, za njo pa v zavitih oklepajih blok funkcije.
Oklepaje se lahko v primeru samo enega argumenta tudi izpusti. Enako velja
za telo funkcije. Cˇe lambda izraz vsebuje le en izraz, se lahko zavite oklepaje
izpusti.
1 BiFunction<Integer , Integer , Integer> sum = (a , b) −> {
2 Integer r e s u l t = a + b ;
3 return r e s u l t ;
4 } ;
Ker pa Kotlin podpira tudi Java 6 zlozˇno kodo, ki lambda izrazov ne pod-
pira, se vsak lambda izraz prevede v nov razred. Ime razreda je sestavljeno iz
imena datoteke in funkcije, v kateri se lambda nahaja. Ta razred deduje ab-
straktni razred Lambda in implementira enega izmed vmesnikov FunctionN,
kjer je N sˇtevilo parametrov. Razred vsebuje tudi staticˇni primerek samega
sebe, do katerega dostopa, ko se klicˇe lambda izraz. V primeru, da lambda iz-
raz uporablja zaprtje, torej dostopa do spremenljivk zunaj njegovega obsega,
pa generiran razred vsebuje sˇe lastnost, ki hrani vrednost te spremenljivke.
Na splosˇno so lambda izrazi v Kotlinu manj optimizirani kot tisti v Javi, saj
se v ozadju ustvarijo dodatni razredi.
2.6 Objekti
Objekt [18] v Kotlinu ni primerek dolocˇenega razreda, temvecˇ samostojna
entiteta. Objekt je implementacija edinstvenega vzorca (angl. singleton
pattern). Ta nacˇrtovalski vzorec zagotavlja, da ima razred le en primerek,
ki je skupen vsem razredom ali klientom, ki ga zahtevajo. Objekti imajo
naslednje lastnosti:
• Vsebujejo lahko lastnosti, funkcije in blok init za inicializacijo.
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• Ne smejo imeti ne primarnega ne sekundarnega konstruktorja.
• Lahko dedujejo iz ostalih razredov ali implementirajo vmesnik.
Objekt deklariramo z uporabo kljucˇne besede object pred imenom objekta.
Do funkcij in lastnosti objekta nato dostopamo tako, da za imenom objekta
dodamo ime funkcije ali lastnosti.
1 object Converter {
2 fun inchToCm( inche s : Double) = inche s ∗ 2 .54
3 }
4 val cm = Converter . inchToCm (10 . 0 )
Kotlin torej omogocˇa, da edinstveni vzorec ustvarimo z uporabo le ene
kljucˇne besede. V Javi je za implementacijo tega vzorca potrebno shraniti
primerek razreda v privatno staticˇno spremenljivko znotraj razreda. Razred
ima nato privatni konstruktor, edini primerek razreda pa vrne javna staticˇna
metoda. In prav to v ozadju naredi Kotlin prevajalnik. Ustvari nov razred,
ki ima staticˇno lastnost INSTANCE, ki hrani primerek tega razreda. Zato je
potrebno v primeru, da Kotlin objekt klicˇemo iz Jave, za imenom objekta
dodati sˇe INSTANCE.
1 double cm = Converter . INSTANCE. inchToCm(10) ;
2.6.1 Spremljevalni objekti
Ker Kotlin za razliko od Jave ne podpira staticˇnih funkcij in lastnosti, lahko
do njih dostopamo le preko primerka razreda. Kot alternativo staticˇnim
funkcijam in lastnostim, so na voljo spremljevalni objekti (angl. companion
objects) [1]. Ti ne pripadajo primerku razreda, temvecˇ razredu samemu.
Spremljevalni objekti uporabljajo zakasnjeno inicializacijo, torej so iniciali-
zirani sˇele ob prvem dostopu do cˇlanov objekta. Razred, ki vsebuje spre-
mljevalni objekt, lahko dostopa do vseh lastnosti in funkcij deklariranih v
objektu, medtem ko obratno ne velja. Spremljevalni objekti lahko tudi de-
dujejo ali implementirajo vmesnike.
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Spremljevalne objekte deklariramo znotraj razreda, oznacˇimo pa jih s
kljucˇno besedo companion. Do funkcij in lastnosti znotraj objekta dostopamo
podobno kot do staticˇnih metod v Javi: najprej podamo ime razreda, nato
pa ime funkcije ali lastnosti.
1 class Movie private con s t ruc to r ( val t i t l e : String , val genre :
String ) {
2 companion object {
3 fun createComedy ( t i t l e : String ) : Movie {
4 return Movie ( t i t l e , "Comedy" )
5 }
6 }
7 }
8 val comedyMovie = Movie . createComedy ("Airplane!" )
V ozadju prevajalnik generira koncˇen glavni razred (v nasˇem primeru je to
razred Movie), ki vsebuje notranji staticˇen razred Companion. Glavni razred
vsebuje staticˇno lastnost, ki je tipa Companion. Pri dostopu do lastnosti in
funkcij spremljevalnega objekta iz Jave moramo eksplicitno podati tudi ime
objekta.
1 Movie comedy = Movie . Companion . createComedy ("Airplane!" ) ;
Cˇe lastnosti ali funkcije spremljevalnega objekta oznacˇimo z anotacijo
@JvmStatic, se v ozadju poleg notranjega staticˇnega razreda ustvarijo tudi
staticˇne metode, ki so dostopne neposredno. V tem primeru lahko pri klicu
izpustimo besedo Companion.
2.7 Podatkovni razredi
Pri razvoju aplikacij pogosto potrebujemo razrede, ki sluzˇijo le prenosu po-
datkov in ne vsebujejo nobene dodatne poslovne logike. Ti razredi imajo
samo lastnosti, ki hranijo vrednosti. Primer taksˇnih razredov so na primer
razredi, ki se uporabljajo za mapiranje rezultata mrezˇnega klica iz formata
JSON v objekt. Taksˇen razred je v Javi sestavljen iz sledecˇih elementov:
• spremenljivk, ki hranijo podatke,
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• konstruktorja za inicializacijo razreda,
• metod, s katerimi nastavljamo in vracˇamo vrednosti (angl. getters and
setters),
• metod hashCode(), equals() in toString().
Kotlin nam omogocˇa, da se vsakicˇne odvecˇne kode znebimo z uporabo
podatkovnih razredov (angl. data class) [1]. Podatkovni razred deklariramo
tako, da pred glavo razreda dodamo kljucˇno besedo data. Podatkovni razredi
morajo zadovoljiti naslednje zahteve:
• primarni konstruktor mora imeti vsaj en parameter,
• vsi parametri v primarnem konstruktorju morajo biti oznacˇeni z val
ali var,
• podatkovni razredi ne smejo biti abstraktni, odprti (angl. open), no-
tranji (angl. inner) ali zapecˇateni (angl. sealed).
Prevajalnik na podlagi podanih parametrov avtomatsko generira funkcije
equals(), hashCode() in toString(). Razred, za katerega bi v Javi porabili
okoli 50 vrstic, lahko v Kotlinu zapiˇsemo v zgolj eni vrstici.
1 data class User ( val f i r stName : String , val lastName : String ,
val username : String )
Poleg zgoraj omenjenih funkcij, se v ozadju generira sˇe funkcija copy(),
ki vrne kopijo objekta. Pri kopiranju lahko lastnostim razreda spremenimo
vrednosti. V spodnjem primeru ima tako kopiran uporabnik drugacˇno upo-
rabniˇsko ime.
1 val user = User ("Domen" , "Lanisnik" , "dlanisnik" )
2 val copiedUser = user . copy ( username = "domenl" )
Podatkovni razredi omogocˇajo tudi destrukcijo objekta v posamezne spre-
menljivke. Za vsak atribut, ki ga deklariramo, Kotlin generira funkcijo
componentN(), kjer N predstavlja zaporedno sˇtevilko atributa in ki vrne
njegovo vrednost. Tako lahko razred destruktiramo v vecˇ spremenljivk.
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1 user . component1 ( ) // "Domen"
2 user . component2 ( ) // "Lanisnik"
3 user . component3 ( ) // "dlanisnik"
4 val ( f i r s t , l a s t , usn ) = user
2.8 Zapecˇateni razredi
Zapecˇateni razredi (angl. sealed classes) [22] se uporabljajo za definiranje
omejene mnozˇice razredov. So nekaksˇna razsˇiritev nasˇtevnih razredov, saj
omogocˇajo, da omejimo mozˇen nabor vrednosti, ki jih lahko spremenljivka
zavzame. Zapecˇaten razred je abstrakten razred, torej ne more biti inicia-
liziran neposredno. Glavni namen razreda je, da iz njega ustvarimo podra-
zrede, ki predstavljajo mozˇen nabor. Zapecˇaten razred deklariramo s kljucˇno
besedo sealed, ki jo podamo pred imenom razreda. Znotraj iste datoteke
deklariramo sˇe njegove podrazrede, ki pa ne smejo uporabljati kljucˇne besede
sealed.
Uporabo si poglejmo na preprostem primeru aplikacije za posˇiljanje sporocˇil.
V aplikaciji lahko prejmemo vecˇ vrst vsebine: tekst, sliko in video. Vsaka
vrsta vsebina ima svoje lastnosti, sˇe vedno pa gre za vsebino sporocˇila. Zato
lahko vsebino predstavimo kot zapecˇaten razred Content, ki ga deklariramo
v datoteki Content.kt. V isti datoteki deklariramo sˇe tri razrede, za vsako
vrsto vsebine enega, ki dedujejo razred Content.
1 s ea l ed class Content
2 class Text ( val message : String ) : Content ( )
3 class Image ( val imageUrl : String , val capt ion : String ) :
Content ( )
4 class Video ( val videoUr l : String ) : Content ( )
Glavna prednost zapecˇatenih razredov v primerjavi z navadnim dedova-
njem pride do izraza, ko jih uporabimo v izrazu when. Prevajalnik avtomat-
sko preveri, ali je pokrit ves mozˇni nabor vrednosti in javi napako, cˇe ni. Cˇe
je pokrit ves nabor, lahko vejo else izpustimo. Znotraj posamezne veje se
naredi tudi samodejna pretvorba v ustrezen podrazred zapecˇatenega razreda.
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1 fun displayMessageContent ( content : Content ) {
2 return when ( content ) {
3 i s Text −> p r i n t l n ( content . message )
4 i s Image −> p r i n t l n ("Image ${content.caption}: ${
content.imageUrl}" )
5 i s Video −> p r i n t l n ("Video: ${content.videoUrl}" )
6 }
7 }
Prevajalnik v ozadju ustvari abstrakten razred, iz katerega nato dedu-
jejo podrazredi zapecˇatenega razreda. V Javi je pri uporabi podrazredov
potrebno s pomocˇjo operatorja instanceof preverjati, za kateri primerek
razreda gre. Nato je potrebna sˇe pretvorba v ta primerek razreda, da lahko
dostopamo do njegovih lastnosti.
2.9 Zbirke
Kotlin razlikuje med dvema vrstama zbirk [23]. Nespremenljivimi, kjer so
elementi deklarirani ob kreiranju zbirke in jih kasneje ne moremo spremeniti,
dodati ali odstraniti, ter spremenljivimi, ki omogocˇajo spreminjanje zbirke.
Na vrhu razredne hierarhije zbirk je vmesnik Iterable<out T>, ki omogocˇa,
da so zbirke predstavljene kot zaporedje elementov, ki podpira iteracijo. Iz
njega deduje vmesnik MutableIterable<out T>, ki doda sˇe funkcijo za od-
stranitev elementa. Nato sledi vmesnik Collection<out E>, ki deduje iz
vmesnika Iterable<out T>. Ta vmesnik vsebuje splosˇne funkcije zbirke, kot
so velikost zbirke (size()), ali je zbirka prazna (isEmpty()), ali zbirka vse-
buje dan element (contains(element: E)) in ali zbirka vsebuje vse dane
elemente (containsAll(element: Collection<E>)). Vmesnik se upora-
blja za nespremenljive sezname in mnozˇice. Za spremenljive sezname in
mnozˇice pa se uporablja vmesnik MutableCollection<E>, ki prav tako de-
duje iz vmesnika Collection<out E> in vsebuje dodatne funkcije, kot sta
naprimer funkciji za dodajanje in odstranitev elementa.
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2.9.1 Seznami
Seznam ustvarimo z uporabo pomozˇnih funkcij, ki so na voljo v standardni
knjizˇnici Kotlin. Najpogosteje uporabljeni funkciji sta listOf(elements)
in mutableListOf(elements). Prva ustvari nov nespremenljiv seznam iz
podanih elementov, druga pa spremenljiv seznam. Na voljo je tudi funkcija
arrayListOf<T>(), ki ustvari nov seznam javanskega tipa ArrayList. Za
dostop do posameznega elementa seznama se tako kot pri poljih uporabljajo
oglati oklepaji.
1 val numbers = l i s tO f (1 , 2 , 3 , 4)
2 numbers [ 2 ] = 10 // Ni mogoce
3 val mutableNumbers = mutableListOf (1 , 2 , 3 , 4)
4 mutableNumbers [ 2 ] = 10
5 mutableNumbers . add (3)
2.9.2 Mnozˇice
Mnozˇice, podobno kot sezname, ustvarimo s pomocˇjo pomozˇnih funkcij iz
standardne knjizˇnice Kotlin. Na voljo imamo vecˇ funkcij, ki vrnejo razlicˇne
implementacije mnozˇice. Funkcija setOf(elements) ustvari novo nespre-
menljivo mnozˇico. Funkcija hashSetOf(elements) ustvari novo spremen-
ljivo mnozˇico javanskega tipa HashSet, ki elemente hrani v razprsˇenem polju.
Funkcija sortedSetOf(elements) ustvari novo spremenljivo mnozˇico javan-
skega tipa TreeSet, ki sortira elemente na podlagi njihovega naravnega vr-
stnega reda. Funkciji linkedSetOf(elements) in mutableSetOf(elements)
pa obe ustvarita novo spremenljivo mnozˇico javanskega tipa LinkedHashSet,
ki hrani elemente v taksˇnem vrstnem redu, kot so bili vstavljeni.
1 val s e t1 = setOf (8 , 3 , 1 , 2 , 6) // [8, 3, 1, 2, 6]
2 val s e t2 = hashSetOf (8 , 3 , 1 , 2 , 6) // [8, 1, 2, 3, 6]
3 val s e t3 = sortedSetOf (8 , 3 , 1 , 2 , 6) // [1, 2, 3, 6, 8]
4 val s e t4 = l inkedSetOf (8 , 3 , 1 , 2 , 6) // [8, 3, 1, 2, 6]
5 val s e t5 = mutableSetOf (8 , 3 , 1 , 2 , 6) // [8, 3, 1, 2, 6]
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2.9.3 Slovarji
Slovarji, za razliko od seznamov in mnozˇic, ne dedujejo iz nobenega vme-
snika. Med drugim ponujajo funkcije za dostop do kljucˇev in vrednosti slo-
varja. Slovar ustvarimo s pomocˇjo pomozˇnih funkcij iz standardne knjizˇnice
Kotlin. Funkcija mapOf(pairs) ustvari nov nespremenljiv slovar iz podanih
parov. Par kljucˇ-vrednost ustvarimo z novim primerkom razreda Pair ali pa
s pomocˇjo kljucˇne besede to (infiksni zapis).
1 val map = mapOf(1 to "1" , Pair (2 , "2" ) )
Na voljo so tudi druge vrste slovarjev. Funkcija mutableMapOf(pairs)
ustvari nov spremenljiv slovar. Funkcija hashMapOf(pairs) ustvari nov spre-
menljiv slovar, ki temelji na javanskem tipu HashMap in uporablja razprsˇeno
polje. Funkcija linkedHashMap(pairs) ustvari nov spremenljiv slovar, ki te-
melji na javanskem tipu LinkedHashMap in vsebuje pare v taksˇnem vrstnem
redu, kot so bili vstavljeni. Funkcija sortedMapOf(pairs) pa ustvari nov
spremenljiv slovar, ki temelji na javanskem tipu SortedMap in hrani pare v
urejenem vrstnem redu glede na kljucˇe.
2.9.4 Operacije
Kotlin ima sˇtevilne funkcije za izvajanje operacij nad zbirkami podatkov,
kot so funkcije za filtriranje, sortiranje in mapiranje zbirke. Funkcije so
realizirane kot razsˇiritvene funkcije, prejmejo lambda izraz ter se lahko klicˇejo
ena za drugo, saj kot rezultat vrnejo spremenjeno zbirko. Tako lahko v eni
vrstici iz seznama oseb dobimo razvrsˇcˇene narasˇcˇajocˇe po imenu le tiste, ki
so polnoletne.
1 val newPersons = persons . f i l t e r { i t . age >= 18 } . sortedBy {
i t . name }
Tudi Java od verzije 8 najprej podpira, da zbirke pretvorimo v tok po-
datkov (Stream) nad katerim lahko izvajamo operacije in na koncu tok pre-
tvorimo nazaj v zbirko. Ker pa Kotlin podpira tudi starejˇse verzije Jave, so
v ozadju operacije realizirane s pomocˇjo obicˇajnih zank. Operacija filter
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je tako realizirana z zanko while, znotraj katere se preveri, cˇe element zbirke
ustreza pogoju.
2.10 Delegirane lastnosti
Sˇe en zelo uporaben konstrukt, ki ga ponuja Kotlin, so tako imenovane dele-
girane lastnosti (angl. delegated properties) [13]. Delegirana lastnost je la-
stnost, ki branje in pisanje vrednosti delegira drugemu razredu. Delegirano
lastnost deklariramo tako, da na konec obicˇajne lastnosti dodamo kljucˇno
besedo by in nato vrsto delegirane lastnosti. Nekaj vrst je vsebovanih v
standardni knjizˇnici Kotlin, izmed katerih sta najpogosteje uporabljeni dve:
lazy in observable.
Delegirana lastnost lazy sprejme lambda izraz, ki mora kot rezultat vrniti
isti tip, kot je lastnost. Lambda se izvede sˇele ob prvem dostopu do lastnosti
in ne ob inicializaciji objekta. Rezultat se shrani v medpomnilnik in se
uporabi ob naslednjih dostopih do lastnosti. To je koristno za lastnosti, ki
so racˇunsko zahtevne in do katerih se ne dostopa v vseh primerih.
1 val employees : L i s t<Employee> by lazy {
2 getAllEmployeesFromDb ( )
3 }
Delegirana lastnost observable sprejme dva argumenta: zacˇetno vre-
dnost lastnosti in lambda izraz, ki se izvede po vsaki spremembi vrednosti
lastnosti. Lambda izraz prejme staro in novo vrednost lastnosti. Ta delegi-
rana lastnost je koristna, cˇe je ob spremembi neke lastnosti treba obvestiti
ali posodobiti neko drugo lastnost.
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Poglavje 3
Sistem za narocˇanje hrane
preko mobilne aplikacije
Manjˇse restavracije narocˇila sˇe vedno sprejemajo preko telefona. Pri taksˇnih
narocˇilih lahko pride do napake zaradi slabe povezave ali nerazumevanja sogo-
vornika. Kot mozˇno resˇitev oziroma izboljˇsavo smo izdelali prototip sistema
za narocˇanje hrane preko mobilne aplikacije. Sistem vkljucˇuje mobilno apli-
kacijo za Android, spletno aplikacijo in spletni servis, ki skupaj s podatkovno
bazo povezuje mobilno in spletno aplikacijo.
Mobilna aplikacija je namenjena koncˇnim uporabnikom. Omogocˇa pre-
gled ponudbe restavracije, oddajo narocˇila, spremljanje statusa oddanega
narocˇila in pregled oddanih narocˇil. Spletna aplikacija je namenjena zapo-
slenim v restavraciji in omogocˇa spremljanje prejetih narocˇil in upravljanje
z njimi.
Za razvoj mobilne aplikacije, spletne aplikacije in spletnega servisa smo
uporabili programski jezik Kotlin. Uporaba skupnega programskega jezika
na vseh platformah nam je omogocˇila deljenje programske kode med njimi.
Tako smo lahko podatkovne modele, ki smo jih definirali v sklopu spletnega
servisa, uporabili tudi v mobilni aplikaciji in spletni aplikaciji.
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3.1 Podatkovna baza
Sistem uporablja relacijsko podatkovno bazo MySQL, ki vsebuje osem tabel.
Entitetno relacijski model, ki smo ga ustvarili v programu MySQL Wor-
kbench, je viden na sliki 3.1.
Slika 3.1: Entitetno-relacijski model podatkovne baze.
Tabela
”
customer“ vsebuje podatke o strankah in zaposlenih. Vsaka
stranka je opisana z elektronsko posˇto, telefonsko sˇtevilko, imenom, priimkom
in geslom. Zaposlenega se od stranke locˇi z atributom
”
admin“.
Stranka ima lahko shranjenih vecˇ naslovov, eden izmed naslovov pa je
lahko izbran kot privzet. Ker lahko stranka v mobilni aplikaciji ureja in
odstranjuje dodane naslove, se za vsak naslov hrani sˇe logicˇna vrednost, ki
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pove, ali je bil naslov izbrisan. S tem je omogocˇen pregled zgodovine narocˇil
tudi v primeru, ko je naslov narocˇila bil zˇe izbrisan. Naslov lahko vsebuje
tudi komentar, ki je namenjen dostavljavcu. Naslovi so predstavljeni s tabelo
”
address“.
Tabela
”
menu item“ predstavlja jed na meniju. Vsaka jed je opisana z
imenom, opisom, ceno in kategorijo, v katero spada. Dodatno ima lahko jed
tudi sliko.
Osrednja tabela modela je tabela
”
order“, ki vsebuje vse podrobnosti
oddanega narocˇila. Za vsako narocˇilo se zabelezˇijo podatki o stranki in iz-
branem naslovu za dostavo, neobvezen komentar stranke, skupen znesek in
seznam izbranih jedi. Seznam izbranih jedi se hrani v locˇeni tabeli, vsaki jedi
pa lahko stranka doda tudi komentar. V locˇeni tabeli so shranjeni tudi statusi
narocˇila. Narocˇilo gre med celotnim procesom cˇez vecˇ statusov: ustvarjen,
potrjen, zavrnjen, preklican, v izvajanju, pripravljen za dostavo in zakljucˇen.
Zabelezˇena je vsaka sprememba statusa narocˇila, skupaj s cˇasom spremembe
in razlogom.
3.2 Spletni servis
Za razvoj spletnega servisa smo uporabili integrirano razvojno okolje IntelliJ
IDEA. V njem smo ustvarili nov Kotlin projekt z vkljucˇenim sistemom za
izgradnjo Gradle. Spletni servis smo razvili z uporabo aplikacijskega ogrodja
Spring Boot [6], ki smo ga dodali v projekt kot knjizˇnico. Ogrodje omogocˇa
enostavnejˇsi razvoj spletnih aplikacij in servisov Java, ki se lahko zazˇenejo s
pomocˇjo vgrajenega strezˇnika Tomcat. Ogrodje ponuja tudi vrsto dodatnih
knjizˇnic, ki pomagajo pri implementaciji pogostih zahtev, kot sta avtenti-
kacija uporabnika in dostop do podatkovne baze. V projekt smo vkljucˇili
naslednje knjizˇnice Spring:
• spring-boot-starter-parent: osnovno ogrodje za izdelavo aplikacije
Spring Boot,
• spring-boot-starter-web: omogocˇa izdelavo spletnih aplikacij,
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• spring-boot-starter-security: ogrodje za varnost aplikacije, ki vkljucˇuje
avtentikacijo in avtorizacijo uporabnikov,
• spring-boot-starter-data-jpa: ogrodje za povezavo aplikacije s po-
datkovno bazo,
• spring-boot-starter-mail: ogrodje za posˇiljanje elektronske posˇte,
• spring-boot-starter-thymeleaf: ogrodje za izdelavo predlog Thyme-
leaf.
Spletni servis temelji na arhitekturi za izmenjavo podatkov med spletnimi
storitvami REST (angl. Representational State Transfer). Ta predpisuje, da
je vsak vir predstavljen z enoznacˇnim naslovom URL, dostopanje in spre-
minjanje vira pa je omogocˇeno preko standardnih metod protokola HTTP:
GET, PUT, POST in DELETE.
Podatki se med spletnim servisom in mobilno aplikacijo izmenjujejo v
obliki JSON (angl. JavaScript Object Notation). Prednost tega formata je
preprostost in berljivost. Objekte v Javi ali Kotlinu lahko na enostaven nacˇin
pretvorimo v zapis JSON in obratno.
3.2.1 Struktura projekta
Projekt je za lazˇji razvoj razdeljen na vecˇ logicˇnih delov, ki so po potrebi
razdeljeni sˇe naprej. S tem so razredi z istimi funkcionalnostmi zdruzˇeni
skupaj, kot je prikazano na sliki 3.2. Na osnovnem nivoju se nahaja dato-
teka Application.kt, ki je potrebna za konfiguracijo in zagon aplikacije. V
paketu configuration se nahajajo razredi za konfiguracijo varnosti spletne
aplikacije. Paket constants vsebuje datoteke s konstantami, ki se upora-
bljajo cˇez celotno aplikacijo. Krmilniki aplikacije, ki so vstopna tocˇka sple-
tnega servisa, se nahajajo v paketu controllers. Znotraj paketa models se
nahajajo podatkovni modeli, ki so zdruzˇeni glede na uporabo. Repozitoriji
za dostop do podatkovne baze in izvedbo operacij nad podatki, se nahajajo v
paketu repository. V paketu service se nahajajo dodatni pomozˇni servisi,
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kot je servis za posˇiljanje elektronske posˇte. V paketu utils pa se hranijo
dodatni pomozˇni razredi.
Slika 3.2: Struktura projekta za spletni servis.
3.2.2 Dostop do podatkovne baze
Dostop do podatkovne baze smo implementirali s programskim vmesnikov za
podatkovne baze v Javi (angl. Java Persistence API) in objektno-relacijskim
preslikovalnim mehanizmom (angl. object-relational mapping) Hibernate.
JPA [2] je javanska specifikacija, ki opisuje delo z relacijskimi podatkovnimi
bazami v aplikacijah Java. Ker gre le za specifikacijo, je za sam dostop
in shranjevanje objektov v podatkovno bazo potreben sˇe ORM. Ta omogocˇa
preslikanje podatkov iz podatkovne baze v obicˇajne objekte Java (angl. Plain
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Old Java Object).
Za vzpostavitev povezave med aplikacijo in podatkovno bazo, je bilo
potrebno urediti datoteko application.properties, ki vsebuje nastavitve
aplikacije. Dodali smo naslov, na katerem je dostopna baza, ime sheme ter
uporabniˇsko ime in geslo za dostop.
Naslednji korak je bila izdelava podatkovnih modelov za preslikovanje iz
podatkovne baze v objekte. Spodnji izsek kode prikazuje primer, kako smo
s pomocˇjo anotacij, ki jih definira JPA, deklarirali entiteto za tabelo jedi. Z
anotacijo @Entity povemo, da razred predstavlja tabelo v podatkovni bazi,
ime tabele pa je enako imenu razreda. To je privzeto mapirno pravilo, ki ga
lahko v nastavitvah aplikacije po zˇelji spremenimo. Z anotacijo @Id oznacˇimo
primarni kljucˇ entitete, anotacija @GeneratedValue pa dolocˇa pravilo, po ka-
terem se primarni kljucˇ generira. V konkretnem primeru se izbere najbolj pri-
merno pravilo glede na nastavitve podatkovne baze. Anotacijo @ManyToOne
uporabimo za predstavitev relacije med dvema tabelama, z @JoinColumn pa
povemo na podlagi katerega atributa naj se izvede zdruzˇitev.
1 @Entity
2 class MenuItem{
3 @Id
4 @GeneratedValue ( s t r a t e gy = GenerationType .AUTO)
5 val id : Int = 0
6 val t i t l e : String = ""
7 val d e s c r i p t i o n : String = ""
8 val image : String? = null
9 val p r i c e : Double = 0.0
10 @ManyToOne
11 @JoinColumn (name = "food_category_id" )
12 val category : FoodCategory? = null
13 }
Nato smo za vse entitete definirali sˇe repozitorije. Repozitorij [9] je eno-
staven vmesnik, ki definira operacije nad dolocˇeno entiteto. Definirali smo
jih kot razsˇiritev genericˇnega vmesnika CrudRepository<T, ID>. Ta je del
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Spring Boota in kot vhod sprejme tip entitete in podatkovni tip primarnega
kljucˇa. S tem so omogocˇene osnovne operacije CRUD za branje, ustvarjanje,
spreminjanje in brisanje nad podano entiteto. Svoje operacije definiramo
tako, da funkciji pripiˇsemo sˇe dodatno anotacijo s stavkom SQL. V primeru
poizvedovalnih operacij to ni potrebno, saj se poizvedba generira na podlagi
podpisa funkcije.
Spodaj je zapisan primer repozitorija za jedi. Poleg osnovnih operacij
CRUD smo definirali sˇe operacijo, ki poiˇscˇe vse jedi, ki pripadajo podani
kategoriji.
1 interface MenuItemRepository : CrudRepository<MenuItem , Int>
{
2 fun f indByCategoryId ( categoryId : Int ) : L i s t<MenuItem>
3 }
Deklaracija vmesnika repozitorija je vse, kar je potrebno za izvajanje
operacij nad podatkovno bazo. Spring Boot namrecˇ ob zagonu aplikacije
ustvari implementacijo deklariranega repozitorija.
3.2.3 Varnost
Varnost aplikacije [5] smo vklopili tako, da smo ustvarili konfiguracijski ra-
zred ApplicationSecurity in mu dodali anotacijo @EnableWebSecurity.
Znotraj razreda smo definirali varnostna pravila za dostop do posameznih
storitev. Tako je dostop do nekaterih storitev mozˇen le za avtenticirane upo-
rabnike.
Spletni servis uporablja osnovno avtentikacijo (angl. basic authentica-
tion), kjer se uporabniˇsko ime in geslo zakodirata z binarno kodo Base64. Re-
zultat kodiranja se posˇlje v polju Authorization, v glavi protokola HTTP.
Pri uporabniˇskem imenu
”
Domen“ in geslu
”
Geslo“, bi bila vsebina polja
Basic RG9tZW46R2VzbG8=. Na strezˇniku se vrednost polja dekodira, geslo
pa se primerja s tistim v podatkovni bazi. V primeru, da se gesli ne ujemata,
strezˇnik vrne odgovor nepooblasˇcˇeno (angl. unauthorized) s statusno kodo
401, dostop do storitve pa je onemogocˇen.
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Dodatno so nekatere storitve dostopne le uporabnikom, ki imajo vlogo
ADMIN, tisti z vlogo USER pa do njih ne morejo dostopati. S tem je zago-
tovljeno, da imajo do administratorskega dela spletne aplikacije dostop le
zaposleni in ne vsak registriran uporabnik.
Preverjanje pravic uporabnika se izvaja znotraj konfiguracijskega razreda
WebSecurityConfiguration. Ves opisani postopek pa samodejno ob klicu
vsake storitve opravi Spring Boot.
3.2.4 Krmilniki
Krmilnik (angl. controller) je vstopna tocˇka vsakega klica spletne storitve.
Gre za razred, ki je anotiran z anotacijo @RestController in vsebuje funk-
cije, ki predstavljajo servise. Funkcije morajo deklarirati metodo HTTP in
naslov URL, preko katerega bo servis dostopen. To je omogocˇeno s pomocˇjo
anotacije @RequestMapping. Na podlagi klicanega naslova URL se izvede
ustrezna funkcija znotraj ustreznega krmilnika.
Krmilniki lahko poleg funkcij vsebujejo tudi repozitorije za dostop do
podatkovne baze. Ker gre pri repozitorijih le za vmesnike, je potrebno spre-
menljivke oznacˇiti z anotacijo @Autowired. Spring Boot nato vstavi dejansko
implementacijo.
Storitve za dostop do seznama jedi in kategorij smo deklarirali v krmilniku
MenuItemController (glej tabelo 3.1). Krmilnik vsebuje dva repozitorija,
enega za jedi in drugega za kategorije ter dve storitvi. Obe storitvi sta
dosegljivi preko metode GET in brez avtentikacije.
Storitev /menu-items/categories vrne seznam vseh kategorij, ki so shra-
njene v podatkovni bazi.
Druga storitev /menu-items/category pa vrne seznam vseh jedi za iz-
brano kategorijo. Identifikator izbrane kategorije se posˇlje kot parameter
imenovan id v naslovu URL.
Storitve za urejanje uporabnikovih naslovov za dostavo so deklarirane v
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Opis Naslov URL Metoda
Seznam kategorij /menu-items/categories GET
Seznam jedi za dolocˇeno kate-
gorijo (ID kategorije kot para-
meter)
/menu-items/category GET
Tabela 3.1: Pregled storitev za jedi in kategorije
krmilniku AddressController. Krmilnik vsebuje sˇtiri storitve (tabela 3.2),
za vse pa velja, da so na voljo le avtenticiranim uporabnikom. Storitve
uporabljajo dva repozitorija, enega za delo z uporabniki, drugega pa za delo
z naslovi.
Na osnovnem naslovu URL /address sta dosegljivi dve storitvi, ena preko
metode GET, druga pa preko metode PUT. Prva vrne seznam vseh naslovov
za dostavo, ki so v podatkovni bazi shranjeni za avtenticiranega uporabnika,
ki klicˇe to storitev. Druga pa v podatkovno bazo shrani nov naslov za do-
stavo. Podatki o novem naslovu so poslani v telesu zahtevka HTTP, kot
objekt AddressRequest.
Tretja storitev uporabniku omogocˇa izbris izbranega naslova za dostavo.
Dosegljiva je preko metode DELETE, kot del poti pa vsebuje identifikator
naslova. V ozadju se naslov ne izbriˇse iz podatkovne baze, temvecˇ se le oznacˇi
kot izbrisan. Tako so podatki o naslovu vidni tudi pri narocˇilih, ki so imela
izbran izbrisan naslov.
Zadnja storitev je dosegljiva preko metode POST in oznacˇi naslov, kate-
rega identifikator je poslan kot del poti, kot privzet. V podatkovni bazi se
za ta naslov nastavi vrednost selected na 1, vsem drugim naslovom upo-
rabnika pa na 0. S tem je pri oddaji narocˇila v mobilni aplikaciji ta naslov
avtomatsko izbran.
Krmilnik CustomerController vsebuje storitve za upravljanje z uporab-
niki (tabela 3.3). Prve tri storitve so dosegljive preko metode POST in brez
avtentikacije.
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Opis Naslov URL Metoda
Seznam naslovov za uporabnika /address GET
Dodaj nov naslov (Naslov v obliki
JSON v telesu zahtevka)
/address PUT
Odstrani naslov /address/{id} DELETE
Izberi naslov kot privzet /address/{id}/select POST
Tabela 3.2: Pregled storitev za urejanje uporabnikovih naslovov
Storitev za prijavo prejme v telesu zahtevka objekt LoginRequest, ki
vsebuje naslov elektronske posˇte in geslo uporabnika. Najprej se preveri,
cˇe je uporabnik s to elektronsko posˇto shranjen v podatkovni bazi, nato
pa sˇe, cˇe se prejeto in shranjeno geslo ujemata. V primeru, da sta oba
pogoja zadosˇcˇena, se kot rezultat vrne profil uporabnika (objekt Customer),
v nasprotnem primeru pa napaka.
Storitev za registracijo prejme v telesu zahtevka objekt RegisterRequest
s podatki novega uporabnika: ime in priimek, naslov elektronske posˇte, te-
lefonska sˇtevilka in geslo. Pred shranjevanjem novega uporabnika v podat-
kovno bazo se najprej preveri, da uporabnik s to elektronsko posˇto sˇe ne ob-
staja. Geslo se v podatkovno bazo shranjuje kot zgosˇcˇena vrednost dolzˇine
60 znakov, ki je pridobljena kot rezultat zgosˇcˇevalne funkcije bcrypt [29].
Znacˇilnost te zgosˇcˇevalne funkcije je, da algoritem vedno znova generira na-
kljucˇen niz, ki ga doda vhodu (angl. salt). Ta je v Spring Bootu implemen-
tirana kot del pomozˇne knjizˇnice. Kot rezultat uspesˇne registracije se vrne
profil novo ustvarjenega uporabnika.
Storitev za ponastavitev gesla prejme objekt ResetPasswordRequest, ki
vsebuje naslov elektronske posˇte. Uporabniku s to elektronsko posˇto se v po-
datkovni bazi zamenja geslo z novim, nakljucˇno generiranim geslom. Novo ge-
slo je nato uporabniku poslano preko elektronske posˇte. Za posˇiljanje sporocˇil
je zadolzˇen servis EmailService.
Zgoraj opisane storitve so dosegljive brez avtentikacije, medtem ko je le-ta
potrebna za ostale storitve znotraj tega krmilnika. Spremembe v podatkovni
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Opis Naslov URL Metoda
Prijava /customer/login POST
Registracija /customer/register POST
Ponastavitev gesla /customer/resetPassword POST
Podatki o stranki /customer/profile GET
Sprememba gesla /customer/changePassword POST
Sprememba podatkov /customer/updateProfile POST
Tabela 3.3: Pregled storitev za uporabnika
bazi se izvedejo nad avtenticiranim uporabnikom, ki te storitve klicˇe.
Storitev /customer/profile, ki je dosegljiva preko metode GET, vrne
uporabnikove podatke znotraj objekta Customer. To storitev uporablja mo-
bilna aplikacija za pridobitev najbolj svezˇih podatkov stranke, saj se lahko
podatki vrnjeni ob prijavi ali registraciji, v vmesnem cˇasu spremenijo. To se
lahko zgodi v primeru, ko se uporabnik prijavi v aplikacijo na drugi napravi
in spremeni svoje ime.
Zadnji dve storitvi sta dosegljivi preko metode POST, potrebne podatke
pa prejmeta v telesu zahtevka. Prva storitev omogocˇa spremembo trenutnega
gesla uporabnika. Storitev prejme trenutno geslo in novo geslo. Pred zapisom
novega gesla se najprej preveri, cˇe se prejeto trenutno geslo ujema s tistim
v podatkovni bazi. Nato se to geslo v podatkovni bazi povozi z zgosˇcˇeno
vrednostjo novega gesla. Druga storitev omogocˇa spremembo uporabniko-
vih osebnih podatkov. Prejeti ime in priimek, naslov elektronske posˇte in
telefonska sˇtevilka se posodobijo v podatkovni bazi. Kot rezultat se vrne
posodobljen profil uporabnika.
Storitve povezane z narocˇili se nahajajo v krmilniku OrdersController
(tabela 3.4). Najpomembnejˇsa storitev je /order/create, ki je dostopna
preko metode POST. V telesu zahtevka prejme objekt CreateOrderRequest,
ki vsebuje identifikator izbranega naslova za dostavo, opcijski komentar stranke
in seznam izbranih jedi. Na podlagi teh podatkov se v podatkovno bazo
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Opis Naslov URL Metoda
Oddaja novega narocˇila /order/create POST
Seznam vseh narocˇil za stranko /order/history GET
Podrobnosti narocˇila /order/history/{id} GET
Tabela 3.4: Pregled storitev za narocˇila
zapiˇse novo narocˇilo s statusom
”
ustvarjen“.
Seznam vseh oddanih narocˇil za uporabnika, se pridobi s klicem stori-
tve /order/history. Vrnjen seznam narocˇil je urejen padajocˇe, po cˇasu
zadnje spremembe statusa. Tako so v mobilni aplikaciji novejˇsa narocˇila
prikazana na vrhu zaslona. Ta storitev vrne le nekatere informacije o po-
sameznem narocˇilu, kot so identifikator, znesek za placˇilo, zadnji status in
sˇtevilo narocˇenih jedi. Podrobnosti o posameznem narocˇilu pa vracˇa servis
/order/history/{id}. Te podrobnosti med drugim vsebujejo seznam vseh
sprememb statusov, podatke o naslovu za dostavo in seznam izbranih jedi.
Ker bi lahko z ugibanjem identifikatorja narocˇila videli podrobnosti tudi o
narocˇilu drugega uporabnika, se ob klicu storitve najprej preveri, da se av-
tenticiran uporabnik ujema z uporabnikom, ki je zapisan na tem narocˇilu.
3.2.5 Testiranje
Spletni servis smo testirali sproti, tako da smo po vsaki spremembi lokalno
pognali projekt in nato spremenjene spletne servise klicali s pomocˇjo pro-
grama Postman. Cˇe je servis vrnil napako ali pa se ni obnasˇal kot pricˇakovano,
smo izvajanje spletnega servisa zaustavili in ga po odpravi napake ponovno
pognali. Dodatno smo spletni servis testirali in nadgrajevali sˇe pri razvoju
mobilne aplikacije.
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3.3 Mobilna aplikacija
Mobilno aplikacijo za operacijski sistem Android smo razvili v integriranem
razvojnem okolju Android Studio 3. Aplikacijo smo v celoti napisali v pro-
gramskem jeziku Kotlin. Poleg Kotlina smo uporabili sˇe XML za zaslonske
maske in Gradle za konfiguracijo projekta. Aplikacija je namenjena verzijam
operacijskega sistema Android 5.0 (Lollipop) in novejˇsim.
3.3.1 Delovanje aplikacije in zaslonske maske
Ob zagonu aplikacije se odpre nadzorna plosˇcˇa, ki je tudi glavna vstopna
tocˇka aplikacije. Nadzorna plosˇcˇa vsebuje gumbe za dostop do ostalih de-
lov aplikacije. Prikazani gumbi se razlikujejo glede na tip uporabnika, kar
prikazuje slika 3.3. Neprijavljeni uporabniki vidijo le tri gumbe:
”
Narocˇi“,
”
Prijava“ in
”
O restavraciji“. Prijavljeni uporabniki pa vidijo sˇtiri gumbe:
”
Narocˇi“,
”
Zgodovina“,
”
Profil“ in
”
O restavraciji“. Dinamicˇna postavitev
gumbov je dosezˇena z uporabo vizualnega gradnika GridView, ki elemente
prikazˇe v mrezˇi.
Prijava v aplikacijo
Klik na gumb
”
Prijava“ odpre zaslon za prijavo. Zaslon vsebuje obrazec za
prijavo in povezave do zaslonov za registracijo in ponastavitev gesla. Vsi
trije zasloni so prikazani na sliki 3.4. Obrazec za prijavo je sestavljen iz
vnosnega polja za elektronsko posˇto, vnosnega polja za geslo in gumba za
izvedbo prijave. Klik na gumb za prijavo izvede validacijo vnesenih podatkov.
V primeru manjkajocˇega podatka ali nepravilne oblike elektronske posˇte se
prikazˇe obvestilo. V primeru, da so vneseni podatki pravilni, se poklicˇe
spletni servis za prijavo. Cˇe ta vrne uspesˇen odgovor, se vrnjene uporabnikove
podatke shrani lokalno. Na koncu se naredi preusmeritev nazaj na nadzorno
plosˇcˇo, ki sedaj prikazuje vse sˇtiri gumbe.
Cˇe uporabnik sˇe nima racˇuna, ga lahko ustvari na zaslonu za registracijo.
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Slika 3.3: Nadzorna plosˇcˇa za neprijavljenega in prijavljenega uporabnika.
Obrazec je sestavljen iz vnosnih polj za ime, priimek, elektronsko posˇto,
telefonsko sˇtevilko, geslo in potrditev gesla. Enako kot pri prijavi, se tudi
tukaj pred posˇiljanjem vnesenih podatkov na spletni servis izvede validacija.
Dodatno se preveri sˇe, da se obe vneseni gesli ujemata. Po uspesˇni registraciji
se lokalno shranijo uporabnikovi podatki in uporabnika se preusmeri nazaj
na nadzorno plosˇcˇo.
V primeru, da uporabnik zˇe ima racˇun, vendar pa je pozabil geslo, si ga
lahko ponastavi s pomocˇjo obrazca za pozabljeno geslo. Obrazec je sesta-
vljen iz vnosnega polja za elektronsko posˇto in gumba
”
Posˇlji“. Po validaciji
vnesenih podatkov se klicˇe spletni servis za ponastavitev gesla. Ob uspesˇnem
odgovoru se zaslon zapre in ponovno je viden zaslon za prijavo. Novo geslo
je uporabniku poslano po elektronski posˇti na vnesen naslov.
Uporabnikov profil
Po prijavi uporabnika, se na nadzorni plosˇcˇi gumb
”
Prijava“ zamenja z gum-
bom
”
Profil“. Klik na ta gumb odpre zaslon, kjer uporabnik ureja svoje
osebne podatke (slika 3.5).
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Slika 3.4: Obrazci za prijavo, registracijo in ponastavitev gesla.
Gumb za odjavo se nahaja v desnem kotu orodne vrstice zaslona. Ob
odjavi se iz lokalne podatkovne baze odstranijo vsi shranjeni podatki. Ucˇinek
je tako isti, kot cˇe bi aplikacijo zagnali prvicˇ.
Na vrhu zaslona se nahaja obrazec za spremembo osebnih podatkov. Vno-
sna polja so predizpolnjena s trenutnimi podatki uporabnika. Ob kliku na
gumb
”
Shrani“, se spremembe validirajo in nato posˇljejo na spletni servis.
Preko gumba
”
Zamenjaj geslo“ je dostopen zaslon za menjavo gesla. Za-
slon vsebuje obrazec za vnos trenutnega gesla, novega gesla in potrditev
novega gesla. Podatki se po validaciji vnosa posˇljejo na spletni servis.
Gumb
”
Uredi naslove“ odpre zaslon za urejanje naslovov za dostavo. Ob-
stojecˇi naslovi so prikazani v seznamu. Vsaka celica v seznamu ima dva
gumba: enega za izbiro tega naslova kot privzetega, ter enega za odstranitev
naslova. Ob kliku na gumba se spremembe posredujejo spletnemu servisu
in seznam se osvezˇi. Uporabnik doda nov naslov s klikom na lebdecˇi gumb
v desnem spodnjem kotu zaslona. Odpre se dialog za iskanje naslova preko
storitve Google, kjer uporabnik vnese svoj naslov. Iz seznama rezultatov iz-
bere svoj naslov, ki se nato prikazˇe v novem dialogu. Uporabnik lahko doda
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sˇe neobvezen komentar in izbere ali naj bo nov naslov izbran kot privzet. V
primeru, da klikne na gumb
”
Shrani“, se podatki o novem naslovu posˇljejo
na spletni servis, drugacˇe se postopek dodajanja prekine.
Slika 3.5: Zaslon za urejanje osebnih podatkov, zaslon za urejanje naslovov
in zaslon za spremembo gesla.
Izbira jedi
Postopek oddaje novega narocˇila se zacˇne s klikom na gumb
”
Narocˇi“ na
nadzorni plosˇcˇi. Odpre se zaslon s seznamom kategorij jedi, ki so na voljo.
Zaslon je prikazan na sliki 3.6. Klik na eno izmed kategorij odpre nov zaslon,
ki prikazuje seznam vseh jedi znotraj izbrane kategorije. Za vsako jed so
prikazani naslednji podatki: naziv jedi, opis jedi in cena v evrih. Klik na jed
odpre nov zaslon s podrobnostmi izbrane jedi.
Na vrhu zaslona se nahajata slika in naziv jedi, pod sliko pa opis jedi,
cena jedi in vnosno polje. V vnosno polje lahko uporabnik vnese svoje zˇelje
oziroma komentar glede jedi. Zaslon vsebuje tudi dva akcijska gumba. Gumb
na vrhu zaslona doda trenutno jed k narocˇilu, gumb na dnu zaslona pa odpre
podrobnosti narocˇila.
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Slika 3.6: Zaslon za izbiro kategorije jedi, zaslon za izbiro jedi in zaslon s
podrobnostmi izbrane jedi.
Gumb za dostop do podrobnosti narocˇila je viden na nadzorni plosˇcˇi,
seznamu kategorij, seznamu jedi in podrobnostih jedi. Na gumbu je zapisana
tudi sˇtevilka, ki odrazˇa sˇtevilo narocˇenih jedi. Ko se k narocˇilu doda nova
jed, se na vseh zgoraj nasˇtetih zaslonih posodobi tudi gumb. Stanje narocˇila
se shranjuje v lokalni podatkovni bazi. Cˇe torej dodamo k narocˇilu tri jedi
in nato zapremo aplikacijo, se ob ponovnem zagonu aplikacije ohranita tako
stanje narocˇila kot tudi sˇtevilo na gumbu.
Oddaja narocˇila
Zaslon s podrobnostmi narocˇila prikazuje seznam dodanih jedi. Za vsako
jed so prikazani naziv jedi, cena jedi, uporabnikov komentar k jedi in gumb
za odstranitev jedi iz narocˇila. Pod seznamom se nahaja skupni znesek za
placˇilo in gumb za prehod na naslednji korak postopka narocˇila. V primeru,
da ni bilo dodane sˇe nobene jedi, sta skupni znesek in gumb za naslednji
korak skrita, prikazˇe pa se napis
”
Vasˇe narocˇilo je prazno.“.
Klik na gumb za naslednji korak odpre zaslon, kjer uporabnik izbere
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naslov za dostavo in vnese morebiten komentar k narocˇilu. V primeru, da
uporabnik nima dodanega sˇe nobenega naslova za dostavo, mu je oddaja
narocˇila onemogocˇena. Postopek oddaje narocˇila je zakljucˇen ob kliku na
gumb
”
Oddaj narocˇilo“. Podatki o narocˇilu so poslani na spletni servis,
kjer se ustvari novo narocˇilo. Ob uspesˇnem odgovoru se prikazˇe zaslon, kjer
se uporabnika obvesti, da je bilo narocˇilo uspesˇno oddano in da lahko stanje
narocˇila spremlja znotraj aplikacije. Ob zaprtju zaslona o uspehu se ponovno
prikazˇe nadzorna plosˇcˇa. Vsi trije zasloni so vidni na sliki 3.7.
Slika 3.7: Zaslon za pregled narocˇila, zaslon za oddajo narocˇila in zaslon ob
uspesˇno oddanem narocˇilu.
Zgodovina narocˇil
Pomemben del aplikacije je tudi zgodovina narocˇil, ki je dostopna iz nadzorne
plosˇcˇe. Kot je vidno na sliki 3.8, zaslon prikazuje seznam vseh oddanih narocˇil
uporabnika. Narocˇila so urejena padajocˇe po datumu zadnje spremembe sta-
tusa. To pomeni, da je najbolj aktualno narocˇilu na vrhu seznama oziroma
zaslona. Za vsako narocˇilo je prikazan trenuten status, datum zadnje spre-
membe statusa, skupni znesek in sˇtevilo jedi. Ob izbiri narocˇila se odpre nov
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zaslon z njegovimi podrobnostmi. Zaslon prikazuje seznam sprememb statu-
sov narocˇila, seznam izbranih jedi, izbran naslov za dostavo, skupen znesek
placˇila in komentar k narocˇilu.
Slika 3.8: Zaslona za pregled zgodovine oddanih narocˇil.
Ostalo
Zadnji zaslon, ki je dosegljiv iz nadzorne plosˇcˇe, pa je zaslon
”
O restavraciji“.
V trenutni verziji aplikacije prikazuje le tekst z opisom aplikacije.
3.3.2 Uporabljene knjizˇnice
Zaradi lazˇjega razvoja in vecˇje nadgradljivosti aplikacije smo v projekt vkljucˇili
tudi dodatne knjizˇnice. Te smo dodali z uporabo sistema za izgradnjo Gradle,
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na enak nacˇin, kot smo to storili pri spletnem servisu. V tem podpoglavju
so opisane nekatere kljucˇne knjizˇnice.
Retrofit
Retrofit [25] je klient HTTP, ki poenostavi izmenjavo podatkov s spletnim
servisom. Zahtevke HTTP deklariramo v Java vmesniku. Posamezen zah-
tevek opiˇsemo z uporabo anotacij, s katerimi povemo naslov URL, metodo
HTTP, tip rezultata, parametre in podobno. Retrofit podpira uporabo pre-
tvornikov, ki odgovor v formatu JSON pretvorijo v objekt z istimi lastnostmi.
Klient omogocˇa izvajanje sinhronih in asinhronih klicev.
Realm
Realm [24] je NoSQL podatkovna baza, ki je optimizirana za mobilne na-
prave. Podatki so predstavljeni z objekti, ki jih definiramo in nad katerimi
lahko izvajamo povprasˇevanja. Prednosti pred podatkovno bazo SQLite so
enostavna konfiguracija, enostavna uporaba in hitrost.
Android Architecture Components
Android Architecture Components [10] je zbirka vecˇ knjizˇnic, razvitih s strani
Googla. V nasˇem projektu uporabljamo osnovno knjizˇnico, ki vsebuje kom-
ponenti ViewModel in LiveData. Komponenti sta kljucˇni pri arhitekturi
aplikacije.
RxJava
RxJava [26] je knjizˇnica za reaktivno programiranje na platformi JVM. Omogocˇa
izdelavo programov, ki asinhrono opazujejo podatkovne tokove in se odzivajo
na dogodke ali spremembe podatkov. Knjizˇnica vkljucˇuje tudi operatorje za
zdruzˇevanje vecˇ podatkovnih tokov v en sam tok. Glavna prednost knjizˇnice
je ta, da sama poskrbi za upravljanje z nitmi in sinhronizacijo med njimi.
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Dagger
Dagger [28] je ogrodje za vstavljanje odvisnosti (angl. dependency injec-
tion). Temelji na anotacijah, na podlagi katerih generira kodo za dostop
do lastnosti razreda. Kljucˇne anotacije so @Module, @Provides, @Inject in
@Component. Razredi oznacˇeni z anotacijo @Module so ponudniki objektov,
ki so lahko vstavljeni. Taksˇni razredi vsebujejo funkcije oznacˇene z anotacijo
@Provides. Anotacija @Component se uporablja na vmesnikih, ki povezujejo
module. Dagger na podlagi teh vmesnikov izvede vstavljanje potrebnih odvi-
snosti. Odvisnosti so oznacˇene z anotacijo @Inject, katero se lahko uporabi
na konstruktorju, funkciji ali posamezni lastnosti.
3.3.3 Arhitektura
Aplikacija je zasnovana po principu cˇiste arhitekture (angl. clean architec-
ture) [11]. Ta princip razdeli aplikacijo v vecˇ nivojev, za katere velja, da
notranji nivoji ne smejo vedeti za zunanje nivoje. Komunikacija med ni-
voji poteka preko vmesnikov. Na ta nacˇin je programska koda neodvisna od
specificˇnih ogrodij in knjizˇnic, lazˇje vzdrzˇljiva in lazˇja za testiranje.
Aplikacijo smo razdelili v pet nivojev, kot je to prikazano na sliki 3.10.
Nivoje smo realizirali kot module oziroma knjizˇnice znotraj projekta. Struk-
tura projekta v Android Studiu je prikazana na sliki 3.9.
Slika 3.9: Struktura projekta v Android Studiu.
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Najbolj notranji in najpomembnejˇsi nivo je domenski nivo. Ta vsebuje
vso poslovno logiko aplikacije in je popolnoma neodvisen od ostalih nivojev in
od operacijskega sistema Android. Domenski nivo definira podatkovne mo-
dele, deklarira vmesnike repozitorijev za dostop do podatkov in implementira
primere uporabe. Primer uporabe predstavlja dolocˇeno funkcionalnost apli-
kacije, obicˇajno je to pridobivanje podatkov iz repozitorijev. Primer taksˇnega
primera uporabe je LoginCustomer, ki izvede prijavo uporabnika v aplikacijo.
Z vhodnimi podatki (elektronska posˇta in geslo) klicˇe funkcijo deklarirano v
vmesniku za repozitorij CustomerRepository in kot rezultat vrne uspeh ali
napako. Do repozitorija dostopa asinhrono s pomocˇjo knjizˇnice RxJava.
Naslednji nivo je podatkovni nivo, ki se nahaja nad domenskim nivojem
in je od njega odvisen. Podatkovni nivo implementira repozitorije deklari-
rane v domenskem nivoju. Odgovoren je za dostop do lokalne in oddaljene
shrambe, ki jih definirana z vmesniki. Podatkovni nivo deklarira lastne po-
datkovne modele in pretvornike za pretvorbo v modele domenskega nivoja.
Prej omenjena funkcija za prijavo uporabnika v aplikacijo je implementi-
rana znotraj razreda CustomerDataRepository. Funkcija naprej dostopa do
oddaljene shrambe in ob uspesˇnem odgovoru shrani pridobljene podatke v
lokalno shrambo.
Nivo lokalnih podatkov se nahaja nad podatkovnim nivojem. Implemen-
tira lokalno shrambo, ki je deklarirana v podatkovnem nivoju. Odgovoren je
za dostop do lokalne podatkovne baze oziroma kaksˇne druge vrste shrambe.
Znotraj nivoja se uporabljajo posebni podatkovni modeli, ki vsebujejo tudi
anotacije potrebne za delovanje knjizˇnice Realm. Podatkovni modeli se nato
pretvorijo v modele podatkovnega nivoja. Ker je implementacija podatkovne
baze omejena le na ta nivo, lahko trenutno knjizˇnico za podatkovno bazo za-
menjamo s kaksˇno drugo. Pri tem pa ni treba spremeniti ostalih nivojev
aplikacije.
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Nivo oddaljenih podatkov, tako kot nivo lokalnih podatkov, se nahaja
nad podatkovnim nivojem. Implementira oddaljeno shrambo deklarirano
v podatkovnem nivoju. Odgovoren je za izmenjavo podatkov s spletnim
servisom REST. Tudi ta nivo uporablja svoje podatkovne modele, ki se nato
pretvorijo v modele podatkovnega nivoja. Tako je mozˇno zamenjati klienta
za izvajanje klicev HTTP, ne da bi to vplivalo na druge dele aplikacije.
Slika 3.10: Arhitektura mobilne aplikacije.
Najbolj zunanji nivo je predstavitveni nivo, ki vkljucˇuje tudi vse ostale
nivoje. Predstavitveni nivo vsebuje vso specificˇno programsko kodo Android,
kot so aktivnosti (angl. activity), zaslonske maske, prehodi med zasloni
in odzivanje na uporabnikovo interakcijo z aplikacijo. Predstavitveni nivo
uporablja arhitekturo MVVM oziroma
”
model-pogled-model pogleda“ (angl.
Model-View-ViewModel) [3]. Model pogleda (angl. ViewModel) predstavlja
posrednika med modelom in pogledom. Dostopa do modela, ki hrani po-
datke, in dobljene podatke posreduje pogledu. Pogled opazuje lastnosti v
modelu pogleda in ob spremembah upodobi novo stanje. V nasˇem primeru
je pogled predstavljen z aktivnostjo, model pa s primerom uporabe.
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3.3.4 Testiranje
Pomemben del razvoja mobilne aplikacije je tudi testiranje. Aplikacijo smo
med razvijanjem sproti testirali v emulatorju, ki je del programskega okolja
Android Studio. Emulator posnema delovanje razlicˇnih naprav Android. To
nam je omogocˇilo, da smo aplikacijo preizkusili na zaslonih razlicˇnih velikosti.
3.4 Spletna aplikacija
Spletno aplikacijo smo izdelali znotraj istega projekta kot spletni servis. Raz-
deljena je na dva dela: zaslonskih mask in zalednega dela. Za razvoj smo
poleg Kotlina uporabili sˇe oznacˇevalni jezik HTML (angl. Hypertext Mar-
kup Language) in slogovni jezik CSS (angl. Cascading Style Sheets). Z njima
smo razvili zaslonske maske aplikacije. Pri tem nam je bila v pomocˇ knjizˇnica
Thymeleaf [27], s katero smo izdelali predloge HTML. Predloge omogocˇajo
uporabo spremenljivk, kontrolnih stavkov in zank znotraj elementov HTML.
Vrednosti spremenljivk so nato posredovane s strani krmilnika, ki je odgo-
voren za prikaz predloge. Pred upodobitvijo spletne strani so spremenljivke
zamenjane z njihovimi vrednostmi.
Spodnji primer izraza prikazuje preprosto uporabo predlog. Ob upodobi-
tvi spletne strani se vsebina znacˇke span zamenja z vrednostjo spremenljivke
comment, oziroma posˇevnico, cˇe ima spremenljivka nicˇelno vrednost.
1 <span th : t ex t="${comment != null} ? ${comment} : ’/’"></span>
Pri izdelavi zaslonskih mask smo uporabili tudi spletno razvojno ogrodje
Bootstrap. S tem smo na enostaven nacˇin dosegli enoten izgled elementov in
samodejno prilagajanje postavitve elementov velikosti zaslona.
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Slika 3.11: Struktura zaslonskih mask spletne aplikacije.
3.4.1 Delovanje
Ob odprtju spletne aplikacije se najprej prikazˇe sistemski dialog, ki poziva k
vnosu uporabniˇskega imena in gesla zaposlenega. Po uspesˇni avtentikaciji se
odpre nadzorna plosˇcˇa (slika 3.12), kjer so prikazana vsa prejeta narocˇila.
Narocˇila so grupirana po njihovih trenutnih statusih. Za vsako narocˇilo
je prikazan identifikator narocˇila, ime in priimek stranke, sˇtevilo narocˇenih
jedi, skupni znesek in morebiten komentar stranke. Za podrobnejˇsi pregled
narocˇila ali spremembo njegovega statusa, je potreben klik na gumb
”
Uredi“,
ki odpre podrobnosti. Na zaslonu s podrobnostmi narocˇila so prikazani po-
datki o stranki, naslovu za dostavo, izbranih jedeh in zgodovini statusov. Na
dnu strani je dodaten okvir, ki vsebuje vnosni obrazec za spremembo statusa
narocˇila. Uporabnik s spustnega seznama izbere nov status, vnese neobvezen
razlog za spremembo, ter klikne na gumb
”
Potrdi“. Po kliku je preusmerjen
nazaj na nadzorno plosˇcˇo, kjer se prikazˇejo spremembe.
3.4.2 Zaslonske maske
Datoteke z zaslonskimi maskami se nahajajo v posebni mapi oziroma paketu
resources, kot je vidno na sliki 3.11. Aplikacija je sestavljena iz dveh glavnih
zaslonskih mask. Obe sta predlogi knjizˇnice Thymeleaf in izpisujeta vrednosti
spremenljivk, ki jih prejmeta od krmilnika.
Prva je dashboard.html, ki predstavlja nadzorno plosˇcˇo in vstopno tocˇko
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Slika 3.12: Nadzorna plosˇcˇa spletne aplikacije.
aplikacije. Zaslonska maska je sestavljena iz vecˇ fragmentov. Fragment je
locˇena predloga, ki jo lahko vkljucˇimo v drugo predlogo HTML. V nasˇem pri-
meru je ta fragment deklariran v datoteki orders group.html in ima nalogo
izpisati ime podanega statusa ter izrisati tabelo podanih narocˇil. Fragmenti
se dodajo dinamicˇno glede na prejete statuse v spremenljivki statuses. Fra-
gment prejme seznam narocˇil (objekti Order) v spremenljivki orders. S
pomocˇjo ukaza iz knjizˇnice Thymeleaf (glej sliko 3.13), se za vsako narocˇilo
dinamicˇno generira nova vrstica v tabeli. Vsaka vrstica je sestavljena iz sˇestih
stolpcev: sˇtevilke narocˇila, imena stranke, sˇtevila narocˇenih jedi, zneska za
placˇilo, komentarja in gumba, ki odpre podrobnosti narocˇila.
Slika 3.13: Del kode zaslonske maske, kjer se generira vsebina tabele narocˇil.
Druga zaslonska maska je detail.html, ki prikazuje podrobnosti izbra-
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nega narocˇila (slika 3.14). Sestavljena je iz vecˇ okvirjev (razred panel iz
knjizˇnice Bootstrap), ki prikazujejo podatke o stranki, izbranem naslovu za
dostavo, izbranih jedeh in zgodovini statusov. Na dnu se nahaja vnosni obra-
zec (element form) za spremembo statusa narocˇila. Obrazec je sestavljen iz
spustnega seznama (element select), vnosnega polja (element input) in
gumba za potrditev (element button). Ob kliku na gumb se vnos shrani in
posˇlje preko metode POST krmilniku, ki prevzame izvajanje.
Slika 3.14: Podrobnosti izbranega narocˇila v spletni aplikaciji.
3.4.3 Zaledni del
Ustvarili smo nov krmilnik AdminDashboardController zadolzˇen za upodo-
bitev prej definiranih predlog. Znotraj krmilnika smo definirali funkcije, ki
enako kot v primeru ostalih krmilnikov, predstavljajo servise. Razlikujejo
se le v tem, da kot parameter prejmejo vmesnik Model, vrnejo pa pot do
datoteke HTML, ki naj se prikazˇe. Vmesnik Model omogocˇa nastavljanje
vrednosti spremenljivkam, ki so uporabljene v predlogah.
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Krmilnik vsebuje sˇtiri storitve. Dostop do njih je omogocˇen le avtentici-
ranim uporabnikom z vlogo administratorja. Prva storitev je dosegljiva na
osnovnem naslovu in naredi preusmeritev na drugo storitev, to je /dashboard.
Ta storitev je odgovorna za prikaz pregledne plosˇcˇe administratorskega dela.
Iz repozitorija za narocˇila najprej pridobi seznam vseh narocˇil. Narocˇila so
nato grupirana glede na njihov zadnji status. Grupirana narocˇila so nato
nastavljena kot atribut orders v vmesniku Model. Kot rezultat se vrne pot
datoteke dashboard.html.
Tretja storitev se nahaja na naslovu /id, kjer id predstavlja identifika-
tor izbranega narocˇila. Storitev se klicˇe ob kliku na gumb uredi in prikazˇe
podrobnosti izbranega narocˇila (datoteka detail.html). Iz repozitorija za
narocˇila se na podlagi identifikatorja pridobi objekt Order. Vmesniku Model
se nato nastavijo atributi, ki so potrebni za prikaz vseh podrobnosti. Najpo-
membnejˇsi so:
• customer - objekt Customer, za prikaz podatkov o stranki,
• address - objekt Address, za prikaz podatkov o izbranem naslovu za
dostavo,
• items - seznam objektov OrderMenuItems, za prikaz izbranih jedi,
• statuses - seznam objektov OrderStatusChanges, urejenih padajocˇe
po cˇasu spremembe,
• changeStatusRequest - objekt ChangeStatusRequest, v katerega se
zapiˇse uporabnikov vnos, ko uporabnik spremeni status narocˇila.
V primeru, da zaposleni spremeni status narocˇila (klik na gumb
”
Potrdi“),
se posˇlje objekt ChangeStatusRequest kot vhodni parameter zadnji stori-
tvi. Ta je dosegljiva na istem naslovu (/id), vendar preko metode POST.
Narocˇilu nastavi nov status, shrani spremembo v podatkovno bazo in pre-
usmeri uporabnika nazaj na nadzorno plosˇcˇo (storitev /dashboard), kjer je
vidna tudi zadnja sprememba.
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3.5 Testiranje
Poleg sprotnega testiranja spletnega servisa in mobilne aplikacije ob samem
razvoju smo na koncu testirali sˇe delovanje celotnega sistema. Sˇli smo skozi
celoten postopek prijave v mobilno aplikacijo in oddaje novega narocˇila. Nato
smo preverili sˇe spletno aplikacijo, da pravilno prikazuje novo ustvarjena
narocˇila in da so spremembe statusa narocˇila vidne tudi v mobilni aplikaciji.
Zaznane napake smo odpravljali sproti.
Po koncˇanem lokalnem testiranju smo se odlocˇili, da testiranje mobilne
aplikacije omogocˇimo sˇe ozˇjemu krogu uporabnikov. Spletni servis in aplika-
cijo smo zato morali namestiti na oddaljen spletni strezˇnik, mobilno aplikacijo
pa popraviti, da se je povezala na novi naslov URL. Zaradi drugacˇnega okolja
spletnega strezˇnika, je bilo treba popraviti oziroma dopolniti nekatere dele
spletnega servisa in spletne aplikacije. Za testiranje vsake spremembe je bilo
potrebno aplikacijo Spring Boot ponovno zgraditi in jo nalozˇiti na spletni
strezˇnik. Ko smo odpravili vse napake, smo zgradili sˇe mobilno aplikacijo
in koncˇno datoteko .apk poslali drugim v test. Na podlagi oddanih narocˇil,
ki so jih izvedli v mobilni aplikaciji, smo testirali sˇe spletno aplikacijo za
zaposlene.
Rezultat testiranja mobilne aplikacije s strani uporabnikov je bil seznam
popravkov, ki pa so bili predvsem vizualne narave: napacˇna postavitev te-
ksta, prekrivanje elementov in podobno. Po odpravi napak smo uporabnikom
ponovno poslali aplikacijo v test. V novi verziji aplikacije ni bilo odkritih no-
vih napak, s cˇimer smo testiranje zakljucˇili.
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Poglavje 4
Zakljucˇek
V diplomskem delu smo naprej predstavili nov sodobni programski jezik Ko-
tlin. Na podlagi kratkih primerov smo predstavili njegove osnovne in napre-
dnejˇse konstrukte. Ogledali smo si, kako do nekaterih konstruktov dostopamo
iz Jave in kako so ostali konstrukti, ki jih Java ne podpira ali pa so omejeni
na novejˇse verzije jezika, implementirani v Kotlinu.
Prehod iz Jave v Kotlin je bil na zacˇetku malo tezˇji, predvsem zaradi
drugacˇne sintakse nekaterih osnovnih konstruktov jezika. Po nekaj dneh
uporabe Kotlina smo se jezika dokoncˇno navadili. K temu je pripomoglo
tudi razvojno okolje IntelliJ IDEA, ki nudi odlicˇno podporo jeziku in daje
priporocˇila za bolj berljivo kodo. Med samo uporabo Kotlina nismo imeli
nobenih tezˇav z zdruzˇljivostjo knjizˇnic, ki so napisane v Javi. Jezik se je
izkazal za stabilnega in primernega za vsakodnevno uporabo. Za najbolj
uporabne konstrukte so se izkazali podatkovni razredi in razsˇiritvene funk-
cije. S pomocˇjo podatkovnih razredov smo lahko v eni vrstici programske
kode opisali podatkovni model, z razsˇiritvenimi funkcijami pa smo si bi-
stveno pohitrili razvoj, saj smo pogoste operacije, kot je naprimer skrivanje
komponente uporabniˇskega vmesnika, skrajˇsali na samo en klic funkcije.
V prakticˇnem delu smo v Kotlinu razvili sistem za narocˇanje hrane preko
mobilne aplikacije za Android, sestavljen iz spletnega servisa, spletne apli-
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kacije in mobilne aplikacije. S sistemom smo zˇeleli ponuditi resˇitev tistim
restavracijam, ki narocˇila sˇe vedno sprejemajo preko telefona. Menimo, da
nasˇa resˇitev olajˇsa postopek narocˇila, tako strankam, kot tudi sami restavra-
ciji. Mobilna aplikacija je enostavna za uporabo in vsebuje vse pomembnejˇse
funkcionalnosti, kot je prijava v aplikacijo, pregled ponudbe, urejanje naslo-
vov za dostavo, urejanje osebnih podatkov, enostavna oddaja narocˇila, pre-
gled oddanih narocˇil in spremljanje statusa narocˇila. Spletna aplikacija pa
zaposlenim v restavraciji omogocˇa enostaven pregled nad narocˇili in sledenje
izvajanju narocˇila.
Menimo, da ima resˇitev, ki smo jo razvili potencial in bi jo lahko z nekaj
nadgradnjami sˇe izboljˇsali. Na podlagi odzivov uporabnikov bi k izboljˇsanju
uporabniˇske izkusˇnje najvecˇ prinesla potisna sporocˇila. Uporabnik bi bil tako
o vsaki spremembi stanja narocˇila obvesˇcˇen v istem trenutku. Pri narocˇilu
jedi bi bilo smiselno uporabniku ponuditi tudi mozˇnost izbora dodatkov.
Trenutno to funkcionalnost nadomesˇcˇa vnosno polje. Ena izmed kljucˇnih
funkcionalnosti, ki bi sistem naredila sˇe bolj uporaben za restavracije, pa bila
mobilna aplikacija namenjena dostavljavcem. Ta bi dostavljavcem omogocˇala
nacˇrtovanje poti za razvoz narocˇil in nudila pregled nad narocˇili.
Programski jezik Kotlin ponuja vecˇino prednosti, ki so znacˇilne za Javo,
obenem pa naslavlja njene vecˇje pomanjkljivosti. Jezik se razvija sˇe naprej
in je delezˇen posodobitev, ki izboljˇsujejo optimiziranost jezika in prinasˇajo
nove sodobne konstrukte. Zaradi odlicˇne kompatibilnosti je prehod iz Jave
na Kotlin zelo enostaven, sam prehod pa se lahko zgodi postopoma. Njegova
popularnost, predvsem pri razvoju aplikacij za operacijski sistem Android, sˇe
naprej raste. Vse vecˇ cˇlankov in tecˇajev za razvoj mobilnih aplikacij namesto
Jave uporablja Kotlin. Upamo, da bo nasˇe diplomsko delo v pomocˇ razvijal-
cem, ki se zˇelijo naucˇiti novega sodobnega jezika z ogromnim potencialom.
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