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   Introduzione 
Introduzione 
In questo lavoro è stato proposto e realizzato un modello per gestire la 
sicurezza  in sistemi distribuiti, in particolare in organizzazioni che collaborano 
tra loro condividendo le risorse. 
Il nostro modello di certificazione consente ad utenti non noti a priori di 
acquisire, in modo affidabile, i diritti per ottenere un servizio. Lo standard 
proposto per la gestione dei certificati è finalizzato al controllo degli accessi e 
il suo punto di forza è la decentralizzazione delle autorizzazioni; infatti 
qualsiasi utente (es. Alice) ha la possibilità di trasferire i propri diritti ad altri 
(es. Bob, Carol…) e di consentire loro di trasferire ulteriormente gli stessi 
diritti  o parte di essi. 
Durante l’analisi del problema sono stati studiati vari meccanismi di 
certificazione, quali X.509 e SPKI, che hanno come limitazione la perdita di 
controllo sul potere di delega: se Alice consente a Bob di trasferire i propri 
diritti, non può in alcun modo vincolarlo nella scelta degli utenti da autorizzare. 
Il modello realizzato in questo lavoro consente di superare questo limite 
separando il concetto di delega da quello di autorizzazione e introducendo la 
figura del Security Agent.  
I Security Agent, con i Domain Administrator, Owner e Client, sono le 
entità attive del sistema. Compito principale del Security Agent è definire le 
politiche di accesso per tutti gli utenti del dominio da lui gestito. Questo 
dominio gli è stato affidato dal Domain Administrator, che ha il compito di 
definire la struttura dei domini presenti nell’organizzazione e i loro 
componenti. 
Infine c’è l’Owner,  proprietario della risorsa, che si occupa di effettuare i 
controlli sulle richieste di accesso, inoltrate dai Client, in base ad una sua 
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politica. L’Owner può collaborare con i Security Agent, affidando loro il 
compito di generare autorizzazioni per gli utenti del proprio dominio. 
 
Il lavoro svolto in questa tesi è organizzato nel seguente modo: 
Nel capitolo 1 è stata fatta una panoramica sui concetti, quali crittografia a 
chiave pubblica, Public Key  Infrastructure e SPKI, che sono alla base dei 
capitoli successivi. 
Il capitolo 2 descrive il funzionamento del modello di accesso in ogni suo 
aspetto: i compiti delle entità presenti nel sistema ed in particolar modo dei 
Security Agent. 
Nel capitolo 3 è descritta una possibile implementazione del modello 
tramite il meccanismo di certificazione: sono state individuate tre tipologie di 
certificato, ognuna con una funzionalità specifica. Questi certificati sono  
presentati dal Client allegati alla richiesta di accesso per essere valutati 
dall’Owner che effettua il controllo degli accessi.  
Nel capitolo 4 e 5 è stato trattato un caso particolare: la risorsa da gestire è 
un documento XML. Accade spesso che i documenti XML contengano 
informazioni con diversi gradi di sensibilità; nasce così l’esigenza di 
specificare differenti politiche di accesso per gli elementi presenti all’interno 
dello stesso documento. L’Owner estrae, a partire dai certificati validi 
fornitegli dal richiedente, le porzioni di documento XML autorizzate (Viste del 
documento).  Per esprimere le autorizzazioni a livello di singolo elemento e 
basate sul contenuto dei documenti stessi si è adottato i linguaggi standard 
XPath e XQuery. 
Nel capitolo 6 è descritta l’implementazione, tramite linguaggio XML, 
delle tre tipologie di certificato.          
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1 Stato dell’arte 
1.1 Sicurezza e Crittografia 
1.1.1 Servizi di sicurezza 
Per definire un sistema sicuro devono essere garantiti i seguenti servizi:  
− confidenzialità: con tale funzionalità si vuole impedire che entità non 
autorizzate vengano a conoscenza di informazioni riservate 
− integrità dei dati: i servizi di integrità dei dati proteggono contro 
attacchi attivi1 finalizzati ad alterare illegittimamente il valore di un 
dato; l'alterazione di un messaggio può comprendere la cancellazione, 
la modifica o il cambiamento dell'ordine dei dati; 
− autenticazione: i servizi di autenticazione si suddividono in:  
− servizi di identificazione:un’entità verifica l'identità di un’altra entità 
remota con cui comunica (un esempio tipico sono le password ) 
− servizi di autenticazione della provenienza dei messaggi: in questo caso 
si autentica l'identità del mittente di un messaggio  
                                                 
1 1Si definisce attacco passivo un attacco con cui un intrusore intercetta semplicemente un 
flusso di informazioni, senza apportare alcun genere di modifiche; con un attacco attivo, 
invece, l’intrusore introduce alterazioni al flusso di dati che possono comprendere modifica del 
contenuto informativo, eliminazione di tutto o solo di alcune parti del messaggio o 
trattenimento del messaggio per poi replicarlo in tempi successivi 
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− servizi di non ripudio: tali servizi hanno la finalità di impedire che 
un'entità riesca successivamente a rinnegare la sua partecipazione ad 
una transazione o comunicazione, a cui ha  preso parte2. 
 
La crittografia è la disciplina che studia le tecniche matematiche relative 
alla sicurezza. Il termine crittografia deriva dalle parole greche kryptos, che 
significa nascosto, e graphia che significa scrittura. Le primitive crittografiche 
sono: 
− cifratura 
− funzioni hash 
− firma digitale 
Le tecniche di cifratura e di firma digitale si basano su due categorie di 
algoritmi crittografici: algoritmi crittografici a chiave simmetrica e algoritmi 
crittografici a chiave pubblica. 
 
1.1.2 Algoritmi crittografici a chiave simmetrica 
Gli algoritmi simmetrici utilizzano un singola "chiave" matematica sia per 
la codifica che per la decodifica dei dati.La chiave è concordata tra i due 
interlocutori ed è nota solo a loro due. 
Supponiamo che Alice e Bob si debbano inviare messaggi confidenziali, i 
passi da seguire per instaurare una comunicazione sicura sono: 
− Alice e Bob concordano il sistema crittografico, ossia il tipo di 
algoritmo simmetrico e la lunghezza della chiave da utilizzare; 
− Alice e Bob concordano e si distribuiscono la chiave segreta; 
                                                 
2 Se, ad esempio, Alice invia un ordine di acquisto di beni a Bob un servizio corretto di 
non ripudio deve garantire che, in caso di contenzioso, Bob possa dimostrare con assoluta 
certezza che l'ordine di acquisto è stato spiccato da Alice. Per garantire il servizio di non 
ripudio, nei documenti elettronici è usata la tecnica crittografica di firma digitale. 
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− Alice cifra il messaggio in chiaro utilizzando l’algoritmo e la chiave 
precedenti e invia il messaggio cifrato a Bob; 
− Bob decifra il messaggio con lo stesso algoritmo e la stessa chiave. 
 
 
Fig. 1.1 schema di funzionamento di un algoritmo Simmetrico 
 
Il punto critico del protocollo è quello in cui Alice e Bob concordano quale 
chiave segreta utilizzare. È di fondamentale importanza che la distribuzione 
della chiave segreta avvenga in modo assolutamente sicuro. Un altro problema 
implementativo è legato alla difficoltà di distribuire le chiavi simmetriche su 
larga scala; poiché è richiesta una chiave distinta per ogni coppia di 
interlocutori, il numero di chiavi da distribuire aumenta drasticamente 
all'aumentare delle parti in gioco; infatti, se le parti coinvolte sono N, il numero 
di chiavi da distribuire è pari a N*(N-l)/2.  
 
1.1.3 Algoritmi crittografici a chiave pubblica 
Nel 1976 Diffie ed Hellman presentarono un protocollo per lo scambio di 
una chiave segreta attraverso un canale insicuro; tale meccanismo, inteso 
essenzialmente per risolvere il problema dello scambio delle chiavi 
simmetriche, ha posto le basi della crittografia a chiave pubblica. 
Gli algoritmi a chiave pubblica o asimmetrici sono progettati in modo tale 
che la chiave di codifica risulti differente dalla chiave di decodifica. La prima 
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può essere resa nota a tutti ed è detta chiave pubblica, mentre la seconda è detta 
privata e deve essere mantenuta segreta dal suo possessore. Poiché la 
conoscenza della chiave pubblica non permette di determinare quella privata, la 
chiave di cifratura è resa pubblica senza compromettere la sicurezza del 
sistema.  
 
 
Fig.1.2 schema di funzionamento di una algoritmo asimmetrico 
 
Per inviare messaggi in modo confidenziale a Bob, Alice deve cifrare i 
messaggi utilizzando la chiave pubblica di Bob: soltanto Bob è in grado di 
decifrare i messaggi essendo l’unico possessore della chiave privata di 
decifratura. 
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Se si vuole che Bob, alla ricezione del messaggio, sia sicuro della 
provenienza del messaggio, occorre che Alice firmi il messaggio da inviare a 
Bob con la propria chiave privata (firma digitale) e che Bob verifichi la firma 
con la chiave pubblica di Alice. Se questa operazione ha successo, Bob è sicuro 
che il mittente dei dati è effettivamente Alice. 
Per gestire la distribuzione delle chiavi in un ambiente aperto come 
Internet, gli algoritmi a chiave pubblica presentano vantaggi sostanziali. Con 
tali algoritmi, infatti, non è necessario un canale sicuro per la trasmissione della 
chiave di cifratura, ma è possibile distribuirla tramite dei server pubblici. 
Inoltre si ha un ulteriore miglioramento nel numero di chiavi da distribuire: se 
gli utenti sono N, sono sufficienti N chiavi anzichè N*(N-1)/2 (come nel caso 
degli algoritmi simmetrici). 
 
1.1.4 La firma digitale 
La firma digitale è usata per dare validità ad un documento digitale in 
termini di: 
− autenticità: garantire la provenienza del documento al destinatario; 
− non falsificabilità: assicurare che solo il mittente ha apposto la firma sul 
documento; 
− non riusabilità: garantire che non è utilizzabile su un altro documento; 
− non alterabilità:  garantire che il documento non è stato alterato; 
− non contestabilità: garantire che il firmatario non può rinnegare la 
paternità dei documenti firmati; 
  
La firma digitale può essere realizzata tramite gli algoritmi descritti sopra; 
dati gli svantaggi di scalabilità introdotti dalla crittografia simmetrica, 
solitamente la firma digitale viene implementata con gli algoritmi a chiave 
pubblica. 
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Poiché l'algoritmo di cifratura a chiave pubblica applicato all'intero testo 
può richiedere troppo tempo, per la realizzazione della firma digitale sono 
utilizzate le funzioni hash, funzioni matematiche unidirezionali3, che 
consentono di migliorare le prestazioni in termini di tempo.  
Il processo di firma digitale, indicato in figura, si compone dunque di tre 
parti: 
1) Generazione dell'impronta digitale del testo: al documento in chiaro si 
applica una funzione hash che produce una stringa binaria di lunghezza 
costante e piccola, tipicamente 128 o 160 bit, chiamata digest message, 
ossia impronta digitale 
2) Generazione della firma: il digest è cifrato con la chiave privata del 
mittente ottenendo così la firma digitale. 
3) Apposizione della firma: la firma digitale viene aggiunta nel testo in 
una posizione predefinita, normalmente alla fine. 
 
 
 
 
Fig. 1.3 generazione della firma 
                                                 
3 l'unidirezionalità è dovuta al fatto che dato x è facile calcolare f(x), dato, invece, f(x) è 
computazionalmente difficile risalire a x 
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Il ricevente calcola, con la medesima funzione usata nella fase di firma, un 
hash nuovo a partire dal documento in chiaro ricevuto, poi decifra l'hash 
ricevuto dal firmatario e  controlla se corrisponde al nuovo hash calcolato. Solo 
se i due hash coincidono il processo di verifica si considera concluso con 
successo. 
 
 
 
Fig.1.4 verifica della firma 
 
L’algoritmo crittografico per la firma digitale più utilizzato è RSA, mentre 
per le funzioni hash citiamo SHA-1 e MD5. 
 
1.2 Sistemi di certificazione 
1.2.1 I certificati elettronici 
Nella tecnologia di crittografia a chiave pubblica occorre conoscere con 
certezza la chiave pubblica del destinatario o del firmatario di un messaggio 
altrimenti non si ha la garanzia che il messaggio venga letto solo dal 
destinatario o che il messaggio sia autentico. La criticità del reperimento delle 
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chiavi consiste nell'assicurare che una certa chiave pubblica appartenga 
effettivamente all'interlocutore per cui si vuole cifrare o di cui si deve 
verificare la firma. 
In un dominio con un numero limitato di utenti si potrebbe ricorrere ad una 
distribuzione manuale delle chiavi, ma questo meccanismo è inadeguato ed 
impraticabile in domini scalabili, quali Internet, dove non c'è alcuna 
conoscenza diretta tra gli interlocutori. 
 
Il problema della distribuzione delle chiavi pubbliche è risolto tramite 
l'impiego dei certificati elettronici. L'utilizzo dei certificati elettronici 
presuppone l'esistenza di un'autorità di certificazione (Certification Authority o 
CA) di cui gli utenti si fidano. 
Ogni certificato è una struttura dati costituita da: 
− informazioni che identificano univocamente il possessore di una chiave 
pubblica (ad esempio il nome); 
− il valore della chiave pubblica; 
− il periodo di validità temporale del certificato; 
− la firma digitale della autorità di certificazione con cui si assicura 
l'autenticità della chiave e l'integrità delle informazioni contenute nel 
certificato. 
 
I certificati possono essere distribuiti senza dover necessariamente 
ricorrere ai tipici servizi di sicurezza poiché sono, per costruzione, strutture già 
protette. Infatti la firma digitale della CA, contenuta nel certificato, fornisce sia 
autenticazione sia integrità. Se qualcuno tentasse di alterarne il contenuto, la 
manomissione sarebbe immediatamente rilevata in fase di verifica della firma 
sul certificato; il processo di verifica fallirebbe e l'utente finale sarebbe 
avvertito della non integrità della chiave pubblica contenuta nel certificato. 
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1.2.2 Ciclo di vita dei certificati 
L'emissione effettiva di un certificato elettronico, da parte di un'autorità di 
certificazione, deve essere preceduta da una fase di registrazione dell'utente 
che richiede il certificato elettronico. Le credenziali, che l’utente deve 
presentare in questa fase, dipendono fortemente dalle procedure di 
registrazione definite nell'ambito di una politica di sicurezza. 
L'obiettivo del processo di registrazione è garantire che la chiave pubblica, 
di cui un certo utente richiede la certificazione,  sia realmente associata al 
nome del richiedente e non a quello di qualcun altro. 
 
Al termine della fase di registrazione segue la procedura di generazione di 
un certificato elettronico, che consiste dei seguenti passi: 
− l'utente sottopone all'autorità di certificazione le informazioni da 
certificare; 
− l'autorità di certificazione può verificare l'accuratezza delle 
informazioni presentate in accordo a politiche e standard applicabili; 
− l'autorità di certificazione firma le informazioni generando il certificato, 
che può essere direttamente pubblicato sul sistema scelto per la 
distribuzione dei certificati; 
 
Un certificato elettronico, una volta generato, deve essere distribuito 
pubblicamente; il meccanismo di distribuzione comunemente utilizzato 
impiega un servizio di directory. Una tecnologia completa di servizio di 
directory distribuito è stata sviluppata e standardizzata attraverso la 
cooperazione tra l'International Telecommunication Union (ITU) e 
l'International Organization for Standardization (ISO) sotto la sigla di 
raccomandazioni X.500. 
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Ogni certificato elettronico generato ha una validità temporale limitata, al 
cui termine va sostituito; ma in presenza di compromissioni o usi illeciti il 
certificato può essere revocato e cessa la sua validità prima della sua scadenza 
naturale. Anche le chiavi crittografiche dovrebbero essere periodicamente 
sostituite per ragioni di sicurezza; l'aggiornamento delle chiavi comporta 
conseguentemente un aggiornamento dei certificati elettronici corrispondenti. 
 
 
1.3 Infrastrutture a chiave pubblica 
1.3.1 Public Key Infrastructure 
Le infrastrutture a chiave pubblica (Public Key Infrastructure o PKI) 
forniscono il supporto necessario affinché la tecnologia di crittografia a chiave 
pubblica sia utilizzabile su larga scala, offrendo servizi relativi alla gestione 
delle chiavi, dei certificati e delle politiche di sicurezza.  
Alla base delle infrastrutture a chiave pubblica c’è la figura del third-party 
trust: due generiche entità si fidano implicitamente l'una dell'altra senza che 
abbiano precedentemente stabilito una personale relazione di fiducia, perché 
entrambe condividono una relazione di fiducia con una terza parte comune.  
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Fig 1.5 third-party trust 
 
In una PKI, il third-party trust viene realizzato attraverso l'autorità di 
certificazione. 
 
1.3.2 Requisiti di una PKI 
L'implementazione di un'infrastruttura a chiave pubblica deve tener conto 
di una serie di requisiti progettuali che si possono sintetizzare in: 
− scalabilità 
− supporto per applicazioni multiple: una stessa infrastruttura deve 
garantire il supporto per molteplici applicazioni (posta elettronica 
sicura, applicazioni Web, trasferimento di file sicuro) e il modello di 
gestione della sicurezza deve essere consistente e uniforme per tutte le 
applicazioni 
− interoperabilità tra infrastrutture differenti: non è praticabile 
implementare un'unica infrastruttura rispondente alle necessità di 
sicurezza di tutti gli utenti su scala globale; ma si deve ricorrere a 
domini di sicurezza distinti, ognuno amministrato da un'infrastruttura 
specifica. L'interoperabilità, tuttavia, di tali infrastrutture distinte deve 
 18
Capitolo 1  Stato dell’arte 
essere assicurata ed è richiesta per garantire il raggiungimento di un 
buon livello di scalabilità  
− supporto per una molteplicità di politiche: per supportare applicazioni 
multiple, è necessario implementare meccanismi che permettano da un 
lato di attribuire politiche differenti ai vari cammini di certificazione 
dall'altro di associare ad ogni applicazione una politica di sicurezza 
specifica. Ad esempio, ci si potrebbe fidare di un'autorità di 
certificazione che certifica web server relativamente a transazioni 
commerciali di bassa entità, ma non relativamente a transazioni di 
elevato valore  
− conformità agli standard: l’interoperabilità tra PKI distinte è ottenibile 
con l'adozione di standard di comunicazione fra i componenti di 
un'infrastruttura a chiave pubblica. 
 
1.3.3 Componenti di una PKI 
I componenti fondamentali di un'infrastruttura a chiave pubblica sono i 
seguenti: 
− autorità di registrazione RA: l'accertamento dell'identità di un utente da 
parte di una RA deve precedere l'effettiva emissione del certificato dato 
che con l'emissione di un certificato elettronico si rende pubblicamente 
valida l'associazione tra una certa chiave pubblica e una certa entità. 
Una volta attestata la validità dell'identità dell'utente attraverso una 
serie di procedure definite nell'ambito di una precisa politica di 
sicurezza, l'autorità di registrazione ha il compito di abilitare l'utente 
come appartenente ad uno specifico dominio di fiducia. La funzionalità 
di autorità di registrazione può essere espletata dall'autorità di 
certificazione stessa oppure delegata ad altre entità; in uno scenario 
ampio è consigliabile ricorrere ad una molteplicità di autorità di 
registrazione distribuite su scala geografica 
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− autorità di certificazione CA: è la componente chiave di una PKI e la 
sua principale funzione consiste nel creare certificati elettronici per gli 
utenti precedentemente riconosciuti, nella fase di registrazione, come 
membri del dominio di fiducia di cui la CA è garante. Un'autorità di 
certificazione non si deve limitare esclusivamente alla generazione dei 
certificati, ma deve occuparsi anche delle fasi di aggiornamento (nel 
caso in cui il certificato stia per perdere validità temporale), 
sostituzione (nel caso di scadenza della validità temporale) e revoca 
(nel caso in cui le condizioni di emissione del certificato non siano più 
valide). Un ulteriore compito dell'autorità di certificazione è stabilire 
relazioni di fiducia con altre CA. 
− utenti finali: gli utenti finali sono dotati di software in grado di 
interagire con la CA. 
 
1.3.4 Definizione di cammino di certificazione 
In uno scenario costituito da una molteplicità di autorità di certificazione 
concatenate tra loro secondo differenti modelli organizzativi, non è pensabile 
che ogni utente abbia diretta conoscenza delle chiavi pubbliche di ogni 
potenziale interlocutore o delle chiavi delle corrispondenti autorità di 
certificazione competenti. Per questo motivo si ricorre al meccanismo delle 
catene di certificazione, conosciute anche come cammini di certificazione. 
Una catena di certificazione consiste in una serie di certificati che permette 
all’utente di verificare l'autenticità del certificato elettronico di un utente 
remoto a partire da un insieme di chiavi pubbliche, assunte come radici del 
cammino, di cui ha diretta e sicura conoscenza. 
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Fig 1.6 esempio di catena di certificati 
 
Supponiamo che Alice sia stata certificata dall'autorità di certificazione A 
ed abbia conseguentemente diretta fiducia nella chiave di firma di tale autorità 
di certificazione. Se vuole comunicare in modo sicuro con Bob, certificato 
dall'autorità C, deve reperire il certificato di Bob e verificarne la firma apposta 
dall'autorità C. Poiché Alice dispone solo della chiave pubblica della propria 
autorità di certificazione A e non della chiave pubblica di C deve ritrovare una 
catena di certificati verificabili a partire dalla chiave pubblica dell'autorità di 
certificazione A. 
Consideriamo la catena costituita dai certificati 1, 2 e 3 (vedi Fig.1.6): il 
certificato 1 garantisce ad Alice dell'autenticità della chiave pubblica 
dell'autorità di certificazione B; Alice può, quindi, utilizzare la chiave pubblica 
di B per verificare l'autenticità del certificato 2, che le garantisce l'autenticità 
della chiave pubblica dell'autorità di certificazione C con cui verificare 
l'autenticità della chiave pubblica di Bob. Se fosse mancato il certificato 2, 
Alice non avrebbe potuto verificare l'autenticità del certificato elettronico di 
Bob e conseguentemente avviare con Bob una comunicazione sicura. 
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1.3.5 Revoca di una certificato 
Ogni certification authority deve garantire contromisure efficaci per gli usi 
fraudolenti o illeciti dei certificati che ha emesso. 
Il certificato elettronico deve poter essere revocato in presenza delle 
seguenti condizioni: 
− compromissione rilevata o semplicemente sospettata della chiave 
privata corrispondente alla chiave pubblica contenuta nel certificato; 
− cambiamento di una qualsiasi delle informazioni contenute nel 
certificato elettronico o delle condizioni iniziali di registrazione. 
La revoca del certificato elettronico è effettuata dall'autorità di 
certificazione, generalmente su richiesta dello stesso utente finale; anche in 
questo caso, data la criticità e le implicazioni dell'operazione di revoca, è 
indispensabile predisporre un sistema di autenticazione della richiesta di 
revoca. 
Il meccanismo più comunemente utilizzato per la notifica su larga scala di 
avvenute revoche fa uso delle liste di revoca dei certificati (Certificate 
Revocation List o CRL), la cui gestione è delegata alla CA nell'ambito del 
dominio amministrato. Ogni CA pubblica periodicamente una struttura dati 
contenente l'elenco dei certificati revocati e tale lista, firmata digitalmente 
dall'autorità di 
certificazione, riporta anche la data temporale in cui è avvenuta la revoca 
ed eventualmente il motivo della revoca. 
 
1.4 Modelli organizzativi di una PKI 
1.4.1 Struttura gerarchica 
Nel modello gerarchico stretto la certificazione è realizzata solo dalle 
autorità superiori nei confronti di quelle gerarchicamente inferiori, come 
 22
Capitolo 1  Stato dell’arte 
indicato nella figura. Tutti i cammini di certificazione partono dal vertice e gli 
utenti devono quindi fidarsi della radice e conoscere la relativa chiave 
pubblica. I vantaggi di tale struttura sono principalmente due: 
1) Esiste un unico cammino di certificazione per tutti gli utenti e la 
scoperta di tale cammino è abbastanza semplificata. 
2) Data la sua struttura ad albero è particolarmente adatto per tutte quelle 
organizzazioni internamente gestite in modo gerarchico. 
 
 
Fig.1.7 struttura strettamente gerarchica 
 
Lo svantaggio è che tutti i cammini di certificazione coinvolgono la radice 
e quindi la fiducia è completamente riposta nella sicurezza della radice. Un 
esempio di implementazione di infrastruttura a chiave pubblica conforme al 
modello gerarchico è la PEM (Privacy Enhancement for Internet Electronic 
Mail). 
 
Una variante al modello gerarchico stretto (modello gerarchico generale) 
prevede che nella struttura ad albero le autorità di certificazione si fidano l'una 
dell'altra e si siano rilasciate reciprocamente dei certificati elettronici. In tale 
struttura, risulta relativamente semplice costruire dei cammini di certificazione 
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tra coppie di interlocutori appartenenti a domini di fiducia differenti4, 
indipendentemente da quale autorità di certificazione si assume quale radice 
del cammino. 
Supponiamo, con riferimento alla figura 1.8, che l'autorità di certificazione 
CA1 ha certificato la chiave pubblica dell'autorità di certificazione CA2 e 
viceversa, che Alice è stata certificata da CA4 e Bob da CA5. Dato il tipo di 
architettura, Alice è in grado di trovare sistematicamente un cammino di 
certificazione per qualunque interlocutore; se Alice vuole verificare 
l'autenticità della chiave pubblica di Bob, deve verificare il cammino costituito 
dai seguenti certificati: 
− il certificato contenente la chiave pubblica dell'autorità di certificazione 
CA2 emesso dalla CA4 
− il certificato contenente la chiave pubblica dell'autorità di certificazione 
CA5 emesso dalla CA2 
− il certificato di Bob emesso dalla CA5 
 
 
Fig.1.8 struttura gerarchica generale 
 
Il modello gerarchico generale è caratterizzato da un buon livello di 
scalabilità ed efficienza. Il fattore non soddisfacente relativo a tale modello 
                                                 
4 per singolo dominio di fiducia s’intende un dominio di utenti gestito da una specifica 
autorità di certificazione 
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riguarda la propagazione della fiducia attraverso il cammino dei certificati: 
ogni utente finale, quando verifica una determinata catena di certificati, deve 
necessariamente fidarsi di ogni autorità di certificazione presente sul cammino, 
anche di quelle con cui non ha alcuna relazione diretta. In aggiunta, la maggior 
parte dei cammini di certificazione passano comunque attraverso la radice della 
gerarchia (la radice nella figura è l'autorità di certificazione CA1) e se la chiave 
privata della radice fosse compromessa, la sicurezza dell'intera infrastruttura 
sarebbe irrimediabilmente minata.  
 
Un modello derivante da quello precedente consiste in una struttura 
gerarchica generale con connessioni aggiuntive tra i vari nodi; per tali 
connessioni, non previste nel modello gerarchico generale, si parla di 
certificazione incrociata (cross-certification).La presenza di connessioni 
aggiuntive accorcia ulteriormente le lunghezze dei cammini di certificazione 
 
L'utilizzo del modello gerarchico o di una sua variante è consigliato nei 
casi in cui la struttura dell'organizzazione sia gerarchica. 
 
1.4.2 Struttura distribuita 
Il problema principale legato al modello di fiducia gerarchico è che non 
tutti i fruitori di un'infrastruttura a chiave pubblica si fidano di un'unica autorità 
di certificazione. Tale considerazione si rafforza soprattutto negli ambiti 
commerciali e finanziari: è, infatti difficile trovare una singola autorità di cui 
tutte le organizzazioni commerciali si fidano per la gestione delle loro 
informazioni critiche. 
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Fig.1.9 struttura distribuita 
 
Il modello distribuito prevede la presenza di infrastrutture a chiave 
pubblica distinte che a discrezione, secondo accordi reciprocamente pattuiti, si 
certificano vicendevolmente. 
Ogni singola infrastruttura gestita autonomamente da una o più 
organizzazioni che partecipano all'infrastruttura in questione, può essere 
strutturata al suo interno secondo il modello di fiducia ritenuto più adeguato 
alle esigenze interne. 
Il vantaggio è l'assenza di un'unica autorità di certificazione radice di cui 
doversi completamente fidare. Lo svantaggio è che la struttura che ne deriva 
non ha più una topologia ben definita che individui univocamente un cammino 
di certificazione tra due utenti. 
 
1.5 SPKI 
SPKI (Simple Public Key Infrastructure) è uno standard proposto per la 
gestione dei certificati a chiave pubblica. È usato principalmente per il 
controllo degli accessi ed enfatizza la decentralizzazione. 
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SPKI, al contrario di molte PKI, non adotta strutture gerarchiche; infatti 
chiunque controlli un servizio e sia in possesso di una chiave può emettere 
certificati per assegnare i diritti a tutti quelli che vuole. I certificati SPKI, usati 
nel controllo degli accessi, servono per rispondere alla domanda: “Ho il diritto 
di accedere al servizio ?” e in questi certificati non è imposto alcun vincolo sul 
tipo di autorizzazioni emesse: è compito di chi controlla il servizio definire il 
tipo di diritti, mentre SPKI dà solo alcune regole base su come confrontare i 
diritti.   
Con i certificati SPKI un soggetto può ricevere il permesso di trasferire i 
propri diritti. In questo caso può emettere i certificati per altri utenti senza 
alcun vincolo e scegliere se consentire loro di trasferire ulteriormente i diritti 
trasmessi. In questo modo si creano le catene di certificati: unico vincolo, 
presente nella catena, è che non si possono trasferire più diritti di quelli che 
sono stati concessi. Una limitazione di SPKI è che la delega può essere 
permessa o vietata: non ci sono alternative tra questi due estremi.  
 
Oltre ad essere usati nel controllo degli accessi i certificati SPKI possono 
essere usati come certificati di tipo name che creano un legame tra una chiave 
pubblica ed un nome o un attributo.  
Per realizzare il meccanismo di naming, SPKI ha adottato lo standard SDSI 
e i certificati name SPKI/SDSI possono essere usati con i certificati 
authorization SPKI per dare le autorizzazioni ad un nome piuttosto che ad una 
chiave. 
 
I certificati hanno un periodo di validità ed in aggiunta ci sono alcuni 
meccanismi per chiedere conferme on-line e per ritrovare le liste di revoca. 
 
Una grande limitazione di SPKI è che non è possibile controllare la delega: 
se Alice trasferisce a Bob il diritto di leggere un certo file e gli consente di 
trasferire questo diritto, Bob può autorizzare chiunque a leggere il file. Se ad 
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esempio Alice non vuole che Carol legga, l’unico modo è impedire che Bob 
trasferisca i propri diritti (Bob non può autorizzare nessuno). 
Non poter controllare il potere della delega è una delle limitazioni di SPKI; 
abbiamo preso spunto da questa per sviluppare un sistema che consentisse di 
trasferire i diritti e allo stesso tempo  vincolare la delega.    
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2 Architettura del sistema 
2.1 Introduzione 
Questo lavoro è stato realizzato per gestire la sicurezza in sistemi 
distribuiti in particolare in organizzazioni che collaborano condividendo le 
risorse. 
Il sistema è suddiviso in domini, ciascuno corrispondente ad 
un’organizzazione distinta. Questi domini possono avere strutture molto 
complesse per cui è possibile individuare, all’interno di ciascuno di essi, dei 
sottodomini. I sottodomini possono essere indipendenti fra loro oppure inclusi 
gli uni negli altri formando così una gerarchia. 
  
Nella architettura del sistema si possono individuare le seguenti 
componenti funzionali: 
− Domain Administrator 
− Security Agent 
− Owner 
− Client 
Il Domain Administrator ha il compito di creare i domini raggruppando le 
entità in funzione delle attività, che svolgono all’interno dell’organizzazione di 
cui fanno parte. Ad ogni dominio amministrato il Domain Administrator 
assegna un Security Agent, responsabile di gestirne la politica interna. Infatti il 
Security Agent assegna o revoca agli utenti del dominio i diritti di accesso ad 
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una risorsa, anche remota5, in base ad informazioni locali o fornite da altri 
utenti del dominio. 
Ogni risorsa del sistema ha un Owner che svolge il compito di monitorare 
la risorsa, valutando le singole richieste di accesso degli utenti del sistema, e di 
stabilire la politica di accesso alla risorsa, collaborando eventualmente con i 
Security Agent. 
Infine ci sono i Client  che interagiscono con i Domain Administrator 
perché li identifichi come membri del dominio, con i Security Agent per 
richiedere le autorizzazioni e con l’Owner per accedere alla risorsa. 
Le funzionalità elencate sopra non si escludono tra loro, infatti una stessa 
entità del sistema può essere Client, Domain Administrator, Security Agent o 
Owner a seconda del tipo di operazione che esegue. Tutti i componenti del 
sistema comunicano tra loro tramite messaggi scritti  in formato XML. 
 
2.2 Domain Administrator 
In un sistema multidominio, come quello proposto sopra, è necessaria la 
figura di un amministratore di dominio, che ha il compito di definire il nome 
unico associato al dominio, assegnare le entità e il Security Agent al dominio. 
 
2.2.1 I domini  
All’interno di un dominio, l’amministratore può includere sottodomini da 
lui stesso definiti o domini definiti da amministratori di cui si fida. In questo 
modo è possibile individuare una gerarchia di domini dove tutte le entità, che 
appartengono al dominio più “interno”, sono anche membri di quello più 
“esterno”.  
                                                 
5 Una risorsa si dice remota quando appartiene a un dominio diverso da quello gestito dal 
Security Agent. 
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Un’altra relazione fra domini (o sottodomini) è quella di indipendenza per 
cui i domini sono disgiunti  e possono essere caratterizzati da strutture 
organizzative molto diverse. 
 
 
Banc Università di 
filiale 
altr
o
impiega
professori 
studen
clien
Facoltà di
filial
Amministrazione 
Fig.2.1 Esempi di domini 
 
 
2.2.2 Associazione tra entità e dominio 
Il Domain Administrator raggruppa le entità in base alle attività che 
svolgono all’interno dell’organizzazione, alle loro competenze o responsabilità. 
Ad esempio il Domain Administrator assegna al dominio “farmacista” tutti gli 
utenti che hanno le qualifiche giuste per svolgere questo compito o al dominio 
“supervisore di  progetto” è assegnato l’utente che dimostra di essere stato 
scelto quale responsabile del progetto.   
L’associazione dominio-utente è dinamica perché l’insieme di utenti che 
appartengono allo stesso dominio può cambiare nel tempo con l’esclusione di 
alcuni elementi o con l’aggiunta di nuovi.  
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credential: 
utente A -
professori 
credential: 
utente A -
Università di Pisa 
Facoltà di ingegneria 
professori 
utente A
studenti 
altro 
personale 
Amministrazione 
Università di Pisa 
credential: 
utente A –Facoltà 
di Ingegneria 
 
 
Fig.2.2 Esempio di credenziali possedute da un utente 
  
In questa tesi non discuteremo come il Domain Administrator crei i domini 
e assegni le entità ai domini, ma assumeremo che nel nostro sistema siano già 
state assegnate le credenziali che descrivono l’appartenenza di un utente ad un 
dominio. 
 
2.3 Security Agent 
In un sistema multi dominio, il proprietario di una risorsa R e il Security 
Agent di un dominio D collaborano nel gestire il controllo degli accessi di R: il 
proprietario della risorsa si affida al Security Agent  che, in base ad una 
politica locale, decide a quali Client del dominio D concedere l’autorizzazione.  
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2.3.1 Collaborazione per la gestione dell’accesso alle risorse  
In un sistema basato sull’interazione tra domini, molte volte il proprietario 
ed il richiedente di una risorsa R appartengono a domini distinti. Di 
conseguenza, se il proprietario volesse autorizzare le entità di un altro dominio 
dovrebbe conoscerne a fondo l’organizzazione per assegnare correttamente i 
diritti di accesso. Questa soluzione può essere troppo impegnativa per il 
singolo proprietario che, molte volte, non è interessato a conoscere la struttura 
interna degli altri domini.  
In questi casi il proprietario della risorsa può liberarsi dell’incombenza di 
generare autorizzazioni per utenti esterni al suo dominio affidandosi ai Security 
Agent. La collaborazione tra Security Agent e proprietario avviene tramite una 
delega, con cui quest’ultimo consente al Security Agent di generare 
autorizzazioni di accesso alla risorsa per un certo bacino di utenza, 
precisamente per il dominio di cui il Security Agent è il gestore.  
Con questa suddivisione dei compiti le entità dei domini fanno riferimento 
direttamente ai Security Agent, i quali forniscono loro le autorizzazioni da 
presentare al proprietario quando accedono alla risorsa. 
Si può concludere che l’unico vincolo imposto dal proprietario, issuer della 
delega, riguarda il dominio di appartenenza degli utenti autorizzati dal Security 
Agent (questo può essere anche un sottoinsieme del dominio che ha fatto 
richiesta), mentre per quanto riguarda la gestione della politica interna al 
dominio il proprietario non impone alcuna limitazione. 
 
La delega può consentire al Security Agent, destinatario della stessa, di 
creare a sua volta deleghe per altri Security Agent. Questo diritto gli consente 
di trasferire ad altri  il permesso di generare autorizzazioni per l’accesso ad R, 
imponendo come unico vincolo a quale dominio debbano appartenere gli 
utenti. In questo modo si crea una catena di deleghe: la prima è emessa dal 
proprietario della risorsa e le altre dai Security Agent delegati. Percorrendo  la 
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catena dal proprietario all’ultimo Security Agent delegato, si deve verificare 
che i domini espressi nelle deleghe siano inclusi l’uno nell’altro. 
 
Il proprietario può revocare al Security Agent, destinatario della delega, il 
diritto di generare autorizzazioni per l’accesso alla risorsa; questa stessa 
operazione di revoca può essere fatta dai Security Agent con diritto di delega 
nei confronti dei Security Agent da loro delegati. Di conseguenza tutte  le 
operazioni derivanti dalla delega revocata, quali autorizzazioni ed eventuali 
deleghe ad altri Security Agent, sono automaticamente invalidate.  
 
dominio B1 
utente B 
Security Agent di B1 
D2 
A1 
D1 
owner R 
dominio A 
Security Agent di 
B 
utenteA 
dominio B 
D1: L’owner delega la gestione di R per tutti gli utenti del dominio B al Security Agent di B con diritto di 
delega 
D2: Il Security Agent di B delega la gestione di R per tutti gli utenti del dominio B1 al Security Agent di 
B1 
A1  Il Security Agent di B1 autorizza l’utente A
 
Fig. 2.3 esempio di sistema di deleghe 
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2.3.2 Gestione della politica locale di un dominio 
Il meccanismo di controllo degli accessi realizzato dal Security Agent si 
basa sul modello RBAC (Role Based Access Control). Quando il Security 
Agent definisce la politica interna del proprio dominio non assegna i diritti di 
accesso ai singoli utenti, ma ai gruppi, che identifica con il nome assegnato 
loro dal Domain Administrator. 
In questo modo tutti gli utenti, che appartengono allo stesso gruppo, hanno 
gli stessi diritti e se un utente cambia gruppo cambiano automaticamente i suoi 
diritti, poiché acquisisce quelli del gruppo di cui entra a far parte. Se il Security 
Agent modifica i diritti di un gruppo cambiano, di conseguenza, i diritti delle 
singole entità del gruppo.6  
L’insieme di permessi associati ad un gruppo è dinamico poiché il Security 
Agent può introdurre per un gruppo nuovi permessi oppure ne può revocare 
alcuni già esistenti. 
 
D’ora in poi faremo distinzione fra “ruolo” e “dominio”: infatti, anche se 
entrambi indicano un insieme di utenti raggruppati sotto un unico nome, nel 
caso di “ruolo” a questi utenti sono assegnati i medesimi diritti. In particolare, 
il nome del gruppo specificato in una autorizzazione indica un “ruolo” rispetto 
a chi la ha emessa e il nome del gruppo, presente in una delega, si riferisce ad 
un “dominio” rispetto allo issuer della delega stessa7. 
 
La politica locale del Security Agent si basa su due tipi di regole: 
− regole assiomatiche 
− regole derivate 
                                                 
6 Il Security Agent è libero di assegnare a gruppi diversi gli stessi diritti. 
 
7 L’issuer dell’autorizzazione o della delega può essere l’Owner, proprietario della risorsa, 
o un Security Agent. 
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Fig 2.4 Richiesta di autorizzazione 
M!:Reg.assiomatica 
M2:ok 
M3:Rich.autorizz. per R 
M6:Autorizzazione
M4:Rich. permessi 
M5:permessi group1 
M7:Rich.autorizz 
.per R M8:Rich.permessi 
M9:permessi group2 
M1. 
M2. 
M3. 
M4. 
M5. 
M6. 
M7. 
M8. 
M9. 
Policy-database del 
Security Agent di D
Client B 
credential: 
B-group2 
Security Agent 
del dominio D
Client A 
credential: 
A-group1 
Il Security Agent inserisce la nuova regola assiomatica: “Accesso a
R consentito solo ai membri di group1, diritto di delega yes” 
Messaggio di conferma: “E’ stata memorizzata la nuova
regola” 
ClientA richiede l’autorizzazione per l’accesso a R fornendo
la credenziale che attesta l’appartenenza a group1  
Il SecurityAgent richiede i permessi di ClientA in quanto
membro di group1 
Elenco dei permessi di ClientA = { accesso a R } 
Il Security Agent fornisce a ClientA l’autorizzazione per
l’accesso a R  
ClientB richiede l’autorizzazione per l’accesso a R fornendo
la credenziale che attesta l’appartenenza a group2  
Il SecurityAgent richiede i permessi di ClientB in quanto
membro di group2 
Elenco dei permessi di ClientB = {   } 
Il Security Agent NEGA a ClientB l’autorizzazione per
l’accesso ad R   
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Le prime sono stabilite direttamente dal Security Agent ed indicano per ciascun 
ruolo quali siano i diritti di accesso alla risorsa.  
 
Per ognuna di queste regole il Security Agent specifica una ulteriore 
autorizzazione in cui indica se il ruolo è autorizzato o meno a trasferire i propri 
diritti. In questo modo i ruoli hanno la possibilità di modificare la politica 
locale del Security Agent tramite le regole derivate. Se un utente, che riveste 
uno di questi ruoli, decide di trasferire i propri diritti, inoltra la richiesta al 
Security Agent. Quest’ultimo controlla che l’utente in questione abbia i 
requisiti giusti per effettuare l’operazione e, in caso affermativo, aggiunge la 
nuova autorizzazione alle altre (regola derivata). Inoltre, nella richiesta l’utente 
specifica se le entità coinvolte nella nuova regola possono propagare ad altri i 
diritti che sono stati assegnati loro.  
 
Le regole che costituiscono la politica sono dinamiche perché se ne 
possono aggiungere di nuove o eventualmente si possono rimuovere quelle già 
esistenti. Una regola può essere revocata per i seguenti motivi: 
− gli utenti decidono di modificare la politica locale e nell’effettuare 
questa richiesta gli utenti devono dimostrare di rivestire il ruolo che 
l’ha generata in precedenza 
− la regola, generata da un ruolo, deve essere cancellata se lo stesso ruolo 
non appartiene più al dominio 
− il periodo di validità temporale associato alla regola è scaduto 
 
Quando il Security Agent cancella una regola r, per mantenere consistente 
la sua politica locale, deve anche eliminare tutte le regole che derivano da r. 
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M!:Reg.assiomatica 
M2:ok 
M3:Rich.delega per accesso a R
M8:ok 
M5:permessi group1 
M9:Rich.autorizz 
.per R M10:Rich.permessi 
M11:permessi group2 
M12:Autorizza_ 
zione
M4:Rich. permessi 
Client A Security Agent 
del dominio D
Client B Policy-database del 
Security Agent di D
M6:Reg.derivata 
credential: 
B-group2 
credential: 
A-group1 
Fig. 2.5 Richiesta di delega (creazione di una regola derivata) 
M1. 
M2. 
M3. 
Il Secutiry Agent inserisce la nuova regola assiomatica:
“Accesso a R consentito solo ai membri di group1, diritto di
delega yes” 
Messaggio di conferma: “E’stata memorizzata la nuova
regola” 
ClientA richiede di delegare ai membri di group2  il diritto
di accesso a R fornendo la credenziale che attesta
l’appartenenza a group1 
M4. 
M5. 
M6. 
Il Security Agent richiede i permessi che ClientA puo’
delegare in quanto membro di group1 
Elenco di permessi trasferibili = {accesso a R} 
Il Security Agent inserisce la nuova regola derivata =
“Accesso a R consentito ai membri di group2, diritto di delega
no” 
M7. 
M8. 
M9. 
Messaggio di conferma: “E’stata memorizzata la regola” 
Messaggio di conferma: “Sono stati trasferiti i diritti” 
ClientB richiede l’autorizzazione per l’accesso a R
fornendo la credenziale che attesta l’appartenenza a group2 
M10. 
M11. 
M12. 
Il Security Agent richiede i permessi di ClientB in quanto
membro di group2 
Elenco permessi di ClientB = { accesso a R} 
Il Security Agent fornisce l’autorizzazione a ClientB 
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Tutto ciò è molto più di un semplice controllo degli accessi basato sui ruoli 
perché i diritti possono essere delegati e queste deleghe non sono casuali, ma 
assegnate da una entità autorizzata ad un’altra entità o ad un gruppo, seguendo 
le politiche di sicurezza. 
 
  
2.3.3 Una possibile applicazione  
Assumiamo che due organizzazioni distinte A e B collaborino in un 
progetto e che il proprietario della risorsa R, appartenente all’organizzazione B, 
autorizzi il Security Agent di A  a gestire, al suo posto, l’accesso ad R per tutti 
gli utenti dell’organizzazione A. 
Se un utente di A ha la necessità di lavorare con la risorsa R, si rivolge al 
Security Agent di A per ricevere l’autorizzazione fornendogli le credenziali, 
che specificano la sua identità ed eventuali ruoli ricoperti all’interno 
dell’organizzazione. 
  
Nel nostro scenario Marty è membro dell’organizzazione A con il ruolo di 
manager. Quando richiede ad SA, Security Agent di A, l’autorizzazione per 
accedere ad R deve fornirgli le credenziali che dimostrano l’appartenenza al 
dominio A e il ruolo assunto. Queste credenziali sono utilizzate da SA per 
verificare che almeno una tra le regole (assiomatiche o derivate) della politica 
locale consenta l’accesso a Marty. In caso affermativo, Marty riceve 
l’autorizzazione da usare come “ticket” per accedere ad R in cui è specificato, 
inoltre, se Marty  può trasmettere i propri diritti ad altri. 
 
Ogni Security Agent è libero di gestire il proprio dominio adottando delle 
politiche interne. Supponiamo che il Security Agent dell’organizzazione A 
decida la seguente strategia: possono accedere alla  risorsa R di B solo gli 
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impiegati che ricoprono il ruolo di manager e non possono trasferire questo 
diritto ad altri impiegati di A (regola assiomatica). 
Con queste premesse Marty,manager di A, riceve l’autorizzazione mentre 
Harry, impiegato dell’organizzazione A con il ruolo di programmer, non riceve 
alcun permesso per accedere ad R poiché la sua richiesta non è conforme alla 
politica di SA. 
 
Supponiamo che il Security Agent adotti una nuova strategia: i manager, 
che hanno l’autorizzazione per accedere alla risorsa R, possono trasferire, a 
loro discrezione, questo diritto ad altri impiegati di A (modifica della regola 
assiomatica).  
In virtù di questa nuova regola Marty decide di estendere il diritto di 
accesso ai programmer dell’organizzazione A ed effettua una richiesta di 
delega ad SA, esibendo fra l’altro i certificati che dimostrano l’appartenenza 
all’organizzazione e il ruolo di manager. Il Security Agent  deve effettuare i 
seguenti controlli: 
− estrarre dalle credenziali l’identità ed eventuali ruoli dell’utente 
− controllare che l’utente sia in possesso dei diritti che vuole delegare 
− controllare che l’utente sia autorizzato a trasferire a terzi questi diritti  
Se queste operazioni vanno a buon fine, il Security Agent inserisce questa 
richiesta come nuova regola della politica del dominio (regola derivata).  
A questo punto quando Harry, programmer dell’organizzazione A, effettua 
la richiesta di autorizzazione per l’accesso ad R, riceve dal Security Agent il 
permesso proprio grazie all’ultima regola memorizzata.  
 
Se non esiste più il ruolo di manager, tutte le deleghe dei manager non 
sono più valide. Quando Harry effettua la richiesta per ottenere 
l’autorizzazione per l’accesso ad R, il Security Agent SA non genera alcuna 
autorizzazione perché la regola, in cui Marty autorizzava i programmers, è 
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stata invalidata e nella politica non esistono altre regole che consentano 
l’accesso a questo gruppo di utenti. 
 
Se,invece, Marty vuole semplicemente modificare la sua politica locale 
togliendo ai programmatori il diritto di accesso, inoltra al Security Agent la 
richiesta di revoca.  In questo messaggio si specifica:  
− l’identità del richiedente ed eventualmente il ruolo che gli ha consentito 
di assegnare questi diritti, 
− la risorsa che deve essere revocata,  
− l’utente o il gruppo di utenti a cui deve essere tolto questo diritto 
Il Security Agent, in seguito alla richiesta di revoca di Marty, rimuove la 
regola e quelle da essa derivate e anche in questo caso, quando arriva la 
richiesta di Harry, SA non genera alcuna autorizzazione. 
 
2.4 Owner 
L’Owner ha il compito di definire la politica di accesso alla risorsa 
generando autorizzazioni per utenti o gruppi di utenti; se consideriamo come 
dominio tutti gli utenti del sistema, questo comportamento è simile a quello di 
un Security Agent. 
I permessi di accesso possono essere generati direttamente dall’Owner 
oppure da un Security Agent che lui stesso delega.  
Per mantenere la consistenza della politica l’Owner decide di accettare la 
richiesta fatta da un Client se le credenziali presentate soddisfano i seguenti 
vincoli: 
− la prima delega della catena deve essere emessa dal proprietario stesso 
− i domini espressi nelle deleghe devono essere inclusi l’uno nell’altro 
formando una gerarchia in cui il dominio che include tutti è specificato 
proprio nella delega emessa dal proprietario . 
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− il Client richiedente deve appartenere alla gerarchia di domini espressa 
nella catena di deleghe e rivestire il ruolo specificato 
nell’autorizzazione      
 
2.5 Client 
I Client interagiscono: 
− con i Domain Administrator per le credenziali  
− con i Security Agent per le autorizzazioni, le deleghe e le revoche 
− con gli Owner per l’accesso alla risorsa.  
 
 
 
 
 
 
 
 
 
 
Rich.accesso 
Owner della 
risorsa
Autenticazione 
Domain 
Administrator 
Rich.autorizzazione Rich.delega  Rich.revoca 
Client
 
 
Security 
Agent 
 
 
Fig. 2.6  Interazioni tra un client e le altre entità  
 
L’appartenenza di un Client ad un dominio è determinata dal Domain 
Administrator tramite le credenziali. Nel caso in cui ci siano relazioni di tipo 
gerarchico tra domini, il Client che fa parte del dominio “specializzato” 
automaticamente appartiene anche a quello base, perché in possesso delle 
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credenziali in cui il Domain Administrator attesta la sua appartenenza ad 
entrambi i domini. 
Quando il Client richiede al Security Agent l’autorizzazione per l’accesso 
alla risorsa, allega a questa richiesta tutte le credenziali utili fornitegli dal 
Domain Administrator; riceve l’autorizzazione solo se le credenziali presentate 
sono consistenti con la politica del Security Agent. 
Inoltre il Client può interagire con il Security Agent effettuando richieste 
di delega o di revoca per la modifica della politica locale del Security Agent. 
Queste richieste sono accettate solo se il Client dimostra di avere 
l’autorizzazione per trasferire i propri diritti ad altri. 
Infine il Client interagisce con il proprietario della risorsa a cui inoltra la 
richiesta d’accesso accompagnata dalle credenziali e dalle autorizzazioni.  
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3 Certificati 
3.1 Tipologie dei  certificati presenti nel sistema 
Nel nostro modello sono previsti tre tipi di certificati: 
− certificato di tipo Name definisce un nome locale nello spazio dei nomi 
del mittente del certificato. Questo tipo di certificati delinea la struttura 
dei domini del sistema perché consente di assegnare le entità ai 
rispettivi domini di appartenenza. È compito del Domain Administrator 
distribuirli alle entità. 
− certificato di tipo Authorization conferisce una o più autorizzazioni ad 
un utente, individuato dalla sua chiave o da un nome, oppure ad un 
gruppo di utenti, individuati dal nome del gruppo. Questi certificati 
sono emessi dall’Owner o dai Security Agent, delegati direttamente o 
indirettamente dall’Owner stesso, in seguito alla  richiesta di 
autorizzazione inoltrata dal Client. 
− certificato  di tipo Delegation conferisce al Security Agent destinatario 
il potere di generare autorizzazioni per le entità che sono sotto il suo 
controllo, può essere emesso dall’Owner della risorsa o eventualmente 
dai Security Agent (delegati e con diritto di delega). 
 
In figura 3.1 sono evidenziate le tre tipologie di certificato.Confrontati con 
gli schemi di infrastruttura a chiave pubblica X509,  i certificati di tipo Name 
sono paragonabili ai certificati ID e ad alcune forme di certificati di tipo 
attribute, mentre i certificati di tipo Authorization o Delegation sono 
assimilabili ai certificati di tipo attribute che assegnano le autorizzazioni.  
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Ciascuna entità possiede una chiave pubblica che permette di identificarla 
in maniera unica nel sistema e per garantire l’autenticità dei messaggi, che 
scambia con le altre entità, è necessario che firmi con la chiave privata 
corrispondente alla propria chiave pubblica. 
 
Authorization 
Certificate 
Delegation 
Certificate 
Name 
Certificate 
Certificate  
 
  
 
 
 
 
Fig.3.1 tipologie di certificato 
 
Tutti i certificati posseduti dal Client (Name, Authorization e Delegation) 
devono essere allegati alla richiesta di accesso inviata all’Owner della risorsa, 
in modo tale che l’Owner stesso possa valutarla e decidere se consentire 
l’accesso. 
 
3.2 Naming 
3.2.1 Perché SDSI? 
Nelle infrastrutture a chiave pubblica l’utente possiede una coppia di 
chiavi, una privata da mantenere segreta ed una pubblica accessibile a tutti. 
Poiché le chiavi sono create per mezzo di generatori di numeri random e il 
numero di bit su cui sono rappresentate è elevato, è molto improbabile che ci 
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siano due utenti distinti che hanno la stessa chiave. Questo permette all’utente 
di usare la chiave pubblica per identificarsi in ambienti globali quali Internet.  
In molti casi reali, però, è più facile ricordarsi il nome dell’utente (ad es. 
“Bob”) piuttosto che la sua chiave  poiché i nomi offrono un aiuto mnemonico 
per gli uomini. È più naturale per una persona sapere il nome del possessore 
della chiave che non sapere qual è il valore della chiave.   
Purtroppo, confrontato con la chiave pubblica, il nome è limitato poiché i 
nomi, usati per identificare le persone, sono unici in un dominio locale ma non 
su scala globale: è estremamente improbabile che il nome che noi usiamo per 
identificare qualcuno sia anche identificativo unico in Internet. 
Nel 1996 Lampson e Rivest proposero una nuova infrastruttura a chiave 
pubblica chiamata “a Simple Distributed Security Infrastructure”, abbreviata 
con “SDSI” e pronunciata “sudsi”.  
SDSI non è basata su una infrastruttura gerarchica globale, ma è 
un’architettura costruita in maniera distribuita a partire da una collezione di 
spazi dei nomi locali. 
In SDSI ciascun utente costruisce il proprio name-space scegliendo i nomi 
in modo da poterli riconoscere e ricordare facilmente. L’utente non ha bisogno 
di assicurarsi che i nomi siano unici in uno spazio di nomi globale, ma 
semplicemente che lo siano nel suo, poiché i nomi diventano globalmente unici 
quando sono accompagnati dalla sua chiave pubblica.  
Ciascun utente, identificato univocamente dalla chiave pubblica, è una 
Certification Authority che emette certificati per definire i nomi del suo name-
space. 
 
3.2.2 Nomi Locali e spazio dei nomi locali 
In SDSI non c’è uno spazio dei nomi globali o una gerarchia di spazi dei 
nomi, che richieda una “radice” o “chiave-radice”, ma  il proprietario di 
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ciascuna chiave pubblica può creare un proprio spazio dei nomi in cui definisce 
i nomi locali. 
 
def. Un nome locale è una sequenza costituita da una chiave 
pubblica K seguita da un singolo identificatore 
 
Tipici nomi locali potrebbero essere “K Alice” o “K project-team” dove K 
rappresenta una chiave pubblica. Diremo che il nome locale “K Alice” 
appartiene allo spazio dei nomi locali definito dalla chiave K. La sintassi 
originale di SDSI era “K’s Alice” dove l’uso del possessivo enfatizzava come 
il nome locale appartenesse proprio allo spazio dei nomi di K. 
 
I nomi locali, che si trovano in differenti spazi dei nomi, sono incorrelati 
tra loro anche se usano il medesimo identificatore. Un nome locale come “K 
Alice” non ha lo stesso significato di “K’ Alice”  se K e K’ sono due chiavi 
distinte: il proprietario della chiave K può definire K Alice come meglio crede 
indipendentemente dalle scelte di K’. 
I nomi possono essere scelti in maniera arbitraria: in uno spazio dei nomi 
gli identificatori potrebbero essere i nomi di persona, in un altro potrebbero 
essere i sopranomi, i ruoli nell’organizzazione o i nomi dei gruppi, etc. Il 
possessore della chiave pubblica è libero di scegliere arbitrariamente quali 
convenzioni adottare per assegnare i nomi. 
 
3.2.3 Nomi estesi  
In SDSI, oltre ai nomi locali, possiamo trovare anche i nomi estesi detti 
anche composti.  
 
def. Un nome esteso è una sequenza consistente in una chiave 
pubblica K seguita da due o più identificatori. 
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Tipici nomi estesi potrebbero essere “K Alice mother”, “K MIT EECS 
personnel-committee”, etc. Nella sintassi SDSI 1.0 il primo nome esteso 
potrebbe essere rappresentato come “K’s Alice’s mother”. 
 
3.2.4 Certificato di tipo Name 
Un certificato di tipo Name provvede alla definizione di un nome locale 
(es. K A) nello spazio dei nomi del mittente o issuer del certificato (es. K’s). 
Il  certificato  è un messaggio firmato con la chiave privata del mittente e 
ha la seguente struttura: <K, A, S, V>K-1. Gli elementi che costituiscono il 
certificato sono:   
− K issuer:  : chiave pubblica del mittente  
− A identifier:  determina, insieme alla chiave del mittente K, il nome 
locale che appartiene allo spazio dei nomi di K. Sottolineiamo che i 
certificati di tipo Name definiscono solo nomi locali e non nomi estesi.  
− S subject: può essere una chiave pubblica o un nome , a sua volta 
costituito da una chiave pubblica e da uno o più identificatori (nome 
locale o esteso). La chiave pubblica, presente nel subject, è 
generalmente diversa da quella dello issuer. Con questo certificato il 
subject “S” può essere riferito con il nome locale “K A”, nome 
assegnatogli dallo issuer del certificato <K, A, S, V>.     
− V validity specification: forniscono informazioni aggiuntive per 
verificare la validità del certificato.8 Usualmente queste specifiche 
indicano il periodo temporale di validità, dopo il quale è necessario 
rinnovarlo, oppure prendono la forma di un controllo on-line, che deve 
essere effettuato per determinare se il certificato è valido. D’ora in poi 
                                                 
8 Come primo controllo occorre effettuare la verifica della autenticità della firma. 
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considereremo certificati correntemente validi e non discuteremo 
ulteriormente le specifiche di validità. 
− K-1signature: firma del certificato necessaria per garantire l’integrità e 
per verificare l’autenticità. 
La struttura del certificato è mostrata in fig.3.2. 
 
 
 
 
 
 
 
 
 
 
 
Fig. 3.2 struttura del certificato di tipo name 
 
Name   Certificate 
Cert 
Name Validity Subject 
Signature 
Issuer Identifier 
Certificate 
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Un certificato di tipo Name, che definisce il nome locale “K A” e ha come 
subject “S” può essere riscritto nel seguente modo: “KA→S” (regola di 
riscrittura). Questa notazione sottolinea come l’issuer del certificato definisca 
con “K A” il nuovo nome per riferirsi a S. 
 
3.2.5 Possibili scenari di utilizzo dei nomi locali 
Con i certificati di tipo Name, un utente può definire un nome locale nel 
suo name-space in funzione di un nome appartenente ad un altro name-space 
realizzando, così, un livello di astrazione che separi i nomi, che l’utente usa per 
riferirsi ad altre entità, dalle chiavi che le entità usano. Infatti se l’entità cambia 
chiave nessun certificato, che si riferisce a questa tramite il suo nome locale, 
deve essere cambiato; devono essere aggiornati solo i certificati che 
contengono la vecchia chiave. 
 
Lo scenario che prendiamo in considerazioni in questi esempi è quello 
bancario: PerryRidge è il nome della filiale, Kdir  è la chiave pubblica del 
direttore e Bob è l’impiegato allo sportello con chiave pubblica KBob. 
 
Esempio 1: 
Quando John Smith apre un account presso la filiale di PerryRidge, 
l’impiegato Bob, la cui chiave è KBob, emette il certificato C1  dove 
dichiara che il nome “KBob accounter_JSmith” del suo name-space 
corrisponde alla chiave pubblica di John Smith, KJohn_Smith .  
Il direttore della banca collega il suo name-space con quello di Bob 
emettendo un certificato C2 in cui definisce il nome “client_JSmith” del 
suo name-space come un nome formato da KBob e dall’identificativo 
“accounter_JSmith”.  
(C1) KBob accounter_JSmith → KJohn_Smith 
(C2)  Kdir client_JSmith → KBob accounter_JSmith 
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Supponiamo che John cambi la sua chiave pubblica in K’John_Smith. 
In seguito a questo Bob deve sostituire il certificato C1 con “KBob 
accounter_JSmith → K’John_Smith”; mentre il direttore non deve 
effettuare alcuna modifica su C2, poiché fa riferimento alla chiave di 
John indirettamente con il nome “KBob accounter_JSmith”.Quando si 
modifica il certificato C1 , il direttore continuando a usare C2 si riferisce 
a K’John_Smith, nuova chiave di John Smith. 
 
Nello standard SDSI ogni utente può liberamente definire i nomi nel 
proprio name-space: è possibile per l’owner del name-space ridefinire in modo 
diverso i nomi che appartengono ad altri name-spaces. 
 
Ritornando all’esempio 1, vediamo come il direttore ridefinisca con 
il certificato C2  il nome “accounter_JSmith” appartenente al name-
space di Bob con un nome da lui scelto: “client_JSmith”. 
 
I certificati di tipo Name consentono di rappresentare un insieme di utenti 
con un nome unico. Il nome del gruppo è locale ed appartiene al name-space di 
un utente che definiremo owner del gruppo.  
Per aggiungere un nuovo componente al proprio gruppo, l’owner deve 
emettere un certificato di tipo Name con cui crea un legame tra il nome locale 
del gruppo e la chiave pubblica del nuovo membro. Inoltre l’owner può 
emettere certificati di tipo Name che collegano il nome del suo gruppo con 
quello di altri gruppi. Così tutti i componenti di questi gruppi sono 
automaticamente inglobati nel suo. Questi nuovi gruppi possono appartenere a 
name-space di utenti diversi dall’owner. 
  
Esempio 2: 
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Facendo riferimento allo scenario della banca, supponiamo che i 
clienti della filiale di PerryRidge siano: Abby (KA), Carol (KC) e Derek 
(KD). Il direttore, con chiave pubblica Kdir, crea un proprio gruppo 
“clients” nel quale inglobare i clienti della banca (Abby, Carol e 
Derek). Per far ciò emette i seguenti certificati9: 
(C3) Kdir clients→ KA 
(C4) Kdir clients→ KC 
(C5) Kdir clients→ KD 
Supponiamo che Edward (KE) diventi un nuovo cliente della filiale 
e che abbia rinominato la propria chiave KE con “KE Edward” ( C6: “KE 
Edward→ KE” ). Per inserirlo nel gruppo dei clients, il direttore può 
riferire indirettamente la chiave di Edward tramite il nome locale “KE 
Edward” con il seguente certificato:  
(C7) Kdir clients→ KE Edward 
Infine il direttore vuole includere nel gruppo dei suoi “clients” tutti 
i clienti che hanno aperto un conto allo sportello gestito dall’impiegato 
Bob (questi clienti fanno parte del gruppo “KBob accounters”). Per far 
ciò il direttore può emettere il seguente certificato di tipo Name: 
 (C8) Kdir clients→ KBob accounters 
Con questi certificati il nome locale “Kdir clients” è legato 
direttamente alle chiavi pubbliche KA, KC, KD   ed indirettamente alle 
chiavi appartenenti ai gruppi “KE Edward” e “KBob accounters”.  
 
Il punto di forza dello standard SDSI è la capacità di definire i gruppi, che 
consentono di facilitare la gestione delle ACLs. È molto più semplice ed 
                                                 
9 Si potrebbe ottenere il medesimo risultato emettendo i seguenti certificati   
Kdir clients→Kdir Alice   e   Kdir Alice→KA 
Kdir clients→ Kdir Carol    e    Kdir Carol→KC 
Kdir clients→ Kdir Derek   e   Kdir Derek→KD 
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efficiente mantenere e aggiornare una ACL, che autorizzi direttamente i gruppi, 
piuttosto che una ACL che si riferisca alle singole entità.  
Nel primo caso, le entries dell’ACL contengono i nomi dei gruppi da 
autorizzare: in questo modo quando si collegano nuovi membri al gruppo non è 
necessario aggiornare l’ACL perché questi saranno automaticamente 
autorizzati dall’entry relativa al gruppo. Inoltre un gruppo può essere aggiunto 
nella ACL senza conoscerne a priori i suoi membri.  
Nel secondo caso l’ACL deve essere modificata ogni volta che una nuova 
entità entra a far parte di un gruppo e per ciascuna di essa occorre definire 
esplicitamente quali siano le sue autorizzazioni. Questo comporta una gestione 
più onerosa delle ACLs: il numero di entries è molto più elevato ed ogni volta 
che si modificano le autorizzazioni di un gruppo occorre gestire tutte le entries 
delle entità che appartengono al gruppo. Un altro problema di questa seconda 
soluzione riguarda gli amministratori delle ACLs che devono conoscere a 
priori  tutti i membri di ciascun gruppo. 
  
Ritornando all’esempio 2, se l’ACL autorizza direttamente i gruppi, 
è sufficiente una singola entry relativa a “Kdir clients” per consentire a 
tutte le chiavi, specificate nei certificati C3, C4 ..C8 , di effettuare 
l’operazione indicata nell’entry.  
Nel caso in cui le entità siano autorizzate singolarmente, l’ACL 
contiene una entry che autorizza la chiave KA, una entry per KC una per 
KD e una per ciascuna chiave riferita dai nomi “KE Edward” e  “KBob 
accounters”.  
 
Ricapitolando i nomi locali che ritroviamo nei certificati di tipo Name 
consentono di: 
− riferirsi alle altre entità in modo semplice 
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− realizzare un livello di astrazione per separare i nomi, che un utente usa 
per riferirsi ad una entità, dalle chiavi che le entità usano  
− definire in modo diverso un nome appartenente ad un altro name-space 
− avere un nome unico che si riferisce ad un gruppo di utenti.  
 
3.2.6 Proprietà dei nomi estesi 
Il nome esteso, che può essere visto come composizione di nomi locali, non 
è espresso con un unico certificato di tipo Name, ma il suo significato si può 
calcolare con i certificati di tipo Name che definiscono i nomi locali ad esso 
correlati.  
 
Esempio: 
Facendo riferimento allo scenario della banca, supponiamo che 
Bob, in quanto impiegato allo sportello, appartenga al gruppo “Kdir 
employee” (Kdir employee → KBob ) e che registri il cliente, con chiave 
pubblica K, nel suo gruppo  “KBob accounters” (KBob accounters → K). 
Con la tecnica dei nomi estesi è possibile riferire la chiave K con 
“Kdir  employee accounters”. Infatti componendo “Kdir  employee 
accounters” con Kdir employee → KBob si ottiene “KBob accounters” che, 
composto con il secondo certificato KBob accounters → K, da come 
risultato proprio K. 
 
I nomi estesi espandono il potere espressivo di SDSI poiché consentono di 
migliorare la modularità e semplificare la scrittura delle ACLs. 
 
Esempio: 
Supponiamo che il direttore della banca, con chiave pubblica Kdir, 
crei il gruppo “employee” nel quale inserisce gli impiegati allo sportello 
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Alice, Bob e Carol. Sapendo che la chiave di Alice è KA, quella di Bob 
KB e di Carol KC il direttore emette i seguenti certificati:  
(C1) Kdir employee → KA 
(C2) Kdir employee → KB 
(C3) Kdir employee → KC 
Ciascun impiegato ha la possibilità di registrare tutti i clienti che 
hanno aperto un conto presso di lui e di inserirli nel proprio gruppo 
accounters emettendo certificati  del tipo “KB accounters → K”. 
Il direttore può creare il gruppo dei clienti “Kdir clients” in due 
modi: 
− utilizzando il nome locale “Kemployee accounters” con certificati 
del tipo “Kdir clients→ Kemployee accounters” (Kemployee  appartiene 
a  {KA, KB e KC }) 
− utilizzando il nome esteso “Kdir  employee accounters” con 
certificati del tipo “Kdir clients→ Kdir  employee accounters”.  
Nel primo caso è necessario che il direttore emetta i seguenti 
certificati di tipo Name: 
 (C4) Kdir clients→ KA accounters 
 (C5) Kdir clients→ KB accounters 
 (C6) Kdir clients→ KC accounters 
Mentre nel secondo caso è sufficiente un unico certificato del tipo 
“Kdir clients→ Kdir  employee accounters” perché con il nome esteso 
“Kdir  employee accounters” riusciamo a riferire tutti i clienti. 
Inoltre se si usano solo i nomi locali (primo caso) e viene assunto 
un nuovo impiegato con chiave pubblica KD , il direttore deve emettere 
due certificati: C7  per includerlo nel gruppo degli “employee” e C8 per 
aggiornare il gruppo dei “Kdir clients” perché anche i clienti registrati 
dal nuovo impiegato appartengono a questo gruppo.  
(C7) Kdir  employee→ KD  
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(C8) Kdir clients→ KD accounters 
Se, invece, si usano i nomi estesi il direttore emette solo il 
certificato C7 e tutti i nuovi clienti registrati da KD entrano 
automaticamente a far parte del gruppo“Kdir  clients” . 
 
Sottolineiamo che i certificati di tipo Name definiscono solo nomi locali e 
che il nome esteso può essere usato come subject di qualsiasi tipo di certificato. 
 
3.3 Authorization e delegation 
3.3.1 Certificato di tipo Authorization 
Il certificato di tipo Authorization consente di assegnare una specifica 
autorizzazione ad un utente o ad un gruppo di utenti. Nel certificato è inoltre 
indicato se l’utente può trasferire i diritti acquisiti ad altri utenti. 
Il  certificato di autorizzazione è un messaggio firmato con la chiave 
privata del mittente e ha la seguente struttura: <K, S, d, T, V>K-1. 
Gli elementi che costituiscono il certificato sono:   
− K issuer: chiave pubblica del mittente, usata generalmente per 
verificare l’autenticità del certificato. Questa chiave corrisponde al 
Security Agent o all’owner che assegna le autorizzazioni T al subject 
S.  
− S subject: può essere una chiave pubblica, un nome locale o un nome 
esteso. Il subject  è il destinatario dell’autorizzazione presente nel 
certificato. 
− d delegation: permesso di delegare ulteriormente l’autorizzazione 
ricevuta. 
− T authorization tag: specifica il permesso o i permessi trasferiti, questo 
campo lo indicheremo con il simbolo T.A. Per esempio potrebbe riferire 
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il diritto di accesso ad un particolare Web Site, il diritto di lettura di un 
file... 
− V validity specification: informazioni aggiuntive che indicano la 
validità del certificato, quali date di validità oppure controlli on-line. 
− K-1signature: firma del certificato necessaria per garantire l’integrità e 
per verificare l’autenticità. 
La struttura del certificato è mostrata in fig.3.3. 
 
 
Authorization  
Certificate 
Cert 
Issuer 
Signature 
Subject Delegation ValiTag 
Rights 
Certificate 
Fig. 3.3 struttura del certificato di tipo authorization 
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Un certificato di autorizzazione consente all’utente di usufruire della 
risorsa e non è possibile esprimere autorizzazioni “negative”,  che gli vietino 
l’accesso. L’utente può presentare più di un certificato di tipo authorization e in 
questo modo usufruisce contemporaneamente di tutti i diritti espressi nei 
certificati;  si può pensare quindi ad un effetto “cumulativo” dei certificati. 
I certificati di autorizzazione si integrano con i certificati di tipo Name; 
infatti questi ultimi sono usati per dare nomi simbolici a chiavi individuali o a 
gruppi di chiavi, mentre i certificati di tipo Authorization sono usati per 
autorizzarle riferendosi direttamente alla chiave o usando il nome simbolico 
(nome locale o esteso). 
A questo punto del lavoro i dettagli sulla struttura dei tag di autorizzazione 
non sono importanti poiché sia la semantica che la sintassi dipendono 
fortemente dall’applicazione. L’ authorization tag è visto semplicemente come 
un elemento che consente di autorizzare un determinato set di richieste 
inoltrate dall’utente. 
 
3.3.2 Certificato di tipo Delegation 
Il certificato di tipo Delegation assegna al Security Agent di un dominio 
l’autorizzazione di generare certificati di tipo Authorization  per i suoi utenti. 
Nel certificato troviamo: 
− tutti i diritti che il Security Agent può trasferire  
− il nome del dominio a cui appartengono gli utenti amministrati dal 
Security Agent 
− se il Security Agent può trasferire, ai Security Agent di domini inclusi 
nel suo, il diritto di generare autorizzazioni. 
Il  certificato di delega è un messaggio firmato con la chiave privata del 
mittente e ha la seguente struttura: <K, S, d, T, V>K-1. 
Gli elementi che costituiscono il certificato sono:   
 58
Capitolo 3  Certificati 
− K issuer: chiave pubblica del mittente, usata generalmente per 
verificare l’autenticità del certificato. Questa chiave corrisponde 
all’owner della risorsa o al Security Agent che ha emesso il certificato.  
− S subject: è la chiave pubblica del Security Agent, destinatario 
dell’autorizzazione presente nel certificato.  
− d delegation: permesso di delegare ulteriormente l’autorizzazione 
ricevuta. 
− T delegation tag: specifica il permesso o i permessi  che il subject può 
trasferire tramite i certificati di tipo Authorization (T.A) e il dominio a 
cui devono appartenere gli utenti che fanno richiesta di autorizzazione 
(T.D). Il campo T.D può essere una chiave pubblica, un nome locale o 
una nome esteso. Solitamente in tale campo è presente il nome 
simbolico che riferisce un gruppo di chiavi piuttosto che il valore di una 
singola chiave. 
−  V validity specification: informazioni aggiuntive che indicano la 
validità del certificato, quali date di validità oppure controlli on-line. 
− K-1signature: firma del certificato necessaria per garantire l’integrità e 
per verificare l’autenticità. 
La struttura del certificato è mostrata in fig.3.4. 
 
Nel certificato di tipo Delegation è specificato il dominio che il Security 
Agent deve amministrare al posto del mittente (Owner o altro Security Agent 
delegato): tale dominio può essere un sottoinsieme di quello che il Domain 
Administrator ha assegnato al Security Agent, subject della delega. In questo 
caso, gli utenti che non appartengono al dominio specificato nella delega, pur 
appartenendo al dominio assegnato al Security Agent, non riceveranno alcuna 
autorizzazione da parte dello stesso Security Agent. Inoltre se è possibile 
delegare ulteriormente questo diritto (campo delegation del certificato vale 
“true”), il Security Agent può emettere certificati di tipo Delegation solo per 
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Security Agent di sottodomini, che sono inclusi in quello specificato nella 
delega.  
 
 
Delegation  
Certificate 
Cert 
Issuer 
Signature 
Subject Delegation Validity Tag 
Domain Rights 
Certificate 
Fig. 3.4 struttura del certificato di tipo delegation 
 
Così come per le autorizzazioni, non è possibile esprimere deleghe 
“negative”: se il mittente volesse restringere i diritti o il dominio espressi in un 
certificato di tipo Delegation, dovrebbe revocare il certificato esistente ed 
emetterne un altro con i nuovi vincoli.   
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3.3.3  Strutture dati presenti nel Security Agent10 
Le strutture dati che ritroviamo nel Security Agent sono: 
− Delegation Control List 
− Access Control List 
 
Ogni Security Agent ha una DCL (Delegation Control List) contenente 
l’elenco di tutti i certificati di tipo Delegation validi11, che l’Owner della 
risorsa o  i Security Agent “delegati” gli hanno trasmesso. 
 
Per valutare le eventuali richieste di autorizzazione da parte delle entità 
appartenenti al suo dominio, il Security Agent possiede una ACL (Access 
Control List) contenente tutte le regole assiomatiche e derivate. Questa lista di 
regole è dinamica: si possono aggiungere nuove regole e si possono rimuovere 
altre già esistenti. 
Ciascuna entry dell’ACL contiene le seguenti informazioni: 
− destinatario 
− diritti  
− diritto di delega 
− validità temporale 
− proprietario della regola   
 
Il campo “destinatario” indica quale sia l’utente o il gruppo di utenti a cui 
sono assegnati i diritti presenti nella regola. Nel caso in cui il destinatario della 
regola sia un singolo utente, questo campo contiene la chiave pubblica 
                                                 
10 Queste strutture dati sono presenti anche nell’Owner, che si comporta come un Security 
Agent quando definisce le politiche di accesso alla risorsa 
 
11 Il Subject di questi certificati è il Security Agent proprietario della DCL 
 
 61
Capitolo 3  Certificati 
dell’utente o il nome (locale o esteso) con cui questa chiave è riferita, mentre, 
nel caso di un gruppo di utenti, contiene il nome del gruppo stesso. 
 
Il campo “diritti” contiene i permessi che il proprietario assegna al 
destinatario della regola, mentre il campo “diritto di delega” indica se il 
proprietario consente al destinatario di trasferire ad altri questi stessi “diritti”. 
 
Come suggerisce il nome stesso, il campo “validità temporale” indica 
l’intervallo di tempo in cui tale regola è valida. Dopo questo intervallo, il 
Security Agent non è più autorizzato a emettere i certificati Authorization 
associati a questa regola.  
 
Il campo “proprietario” contiene le informazioni su chi ha introdotto la 
regola: nel caso in cui si tratti di regola assiomatica, contiene la chiave 
associata al Security Agent stesso, nel caso di regole derivate il nome del ruolo 
che riveste l’utente che ha fatto richiesta di delega. 
Il valore di questo campo deve essere valutato quando arrivano richieste di 
revoca: solo gli utenti che rivestono lo stesso ruolo espresso in “proprietario” 
hanno il diritto di cancellare la regola. 
 
3.3.4 Gestione delle strutture dati 
Il Security Agent memorizza nella DCL tutte le deleghe ricevute e nella 
ACL tutte le regole assiomatiche che definiscono la sua politica interna. 
Successivamente, se il Security Agent accetta le richieste di delega da parte 
degli utenti del dominio, nell’ACL saranno memorizzate anche le regole 
derivate12. 
                                                 
12 In una politica basata sulla fiducia il Security Agent  gestisce solo il dominio che gli è 
stato affidato nella delega e non assegna più diritti di quelli espressi nella delega stessa. In 
questo modo i  ruoli destinatari delle regole dell’ACL sono contenuti nei domini definiti nelle 
deleghe. 
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Richiesta di autorizzazione 
Quando l’utente inoltra la richiesta di autorizzazine firmata, allega i 
certificati di tipo Name necessari al Security Agent per estrarre il ruolo o i ruoli 
che l’utente possiede. 
Il Security Agent genera il certificato di tipo Authorization se esiste 
almeno una entry E dell’ACL che abbia come campo “destinatario” uno dei 
ruoli del richiedente e che il corrispondente campo “diritti” contenga i permessi 
richiesti dall’utente. 
Il certificato di tipo Authorization contiene: 
− la chiave del Security Agent come campo K issuer, 
− il “destinatario”  dell’entry E che ha dato match nell’ACL come campo 
S subject 
− i permessi richiesti dall’utente come campo T authorization tag 
− il “diritto di delega” dell’entry E come campo d delegation 
− la “validità temporale” di E come campo V validity specification 
Oltre al certificato di tipo Authorization, il Security Agent fornisce 
all’utente richiedente anche la catena di certificati di tipo Delegation, dove 
l’ultimo corrisponde proprio a quello che ha generato l’entry E di match. 
Questa informazione è utile all’Owner della risorsa se vuole controllare che il 
Security Agent non abbia trasferito più diritti di quelli che gli sono stati affidati 
e a quali domini deve appartenere l’utente. Se la catena di deleghe è molto 
lunga, il Security Agent potrebbe inserire all’interno del certificato di 
autorizzazione informazioni (es. URI)  su dove l’Owner può procurarsi i 
certificati che formano la catena. 
 
Richiesta di delega 
Quando un utente, appartenente al dominio del Security Agent, effettua 
richiesta di delega, specifica i diritti da trasferire e a chi assegnarli (ruolo o 
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singolo utente) e questa richiesta firmata èaccompagnata dai certificati di tipo 
Name. Nel valutare la richiesta di delega il Security Agent deve effettuare i 
seguenti controlli: 
− Verificare nella ACL che il richiedente sia abilitato a trasferire i diritti: 
o estrarre dai certificati di tipo Name i ruoli che l’utente possiede 
o valutare per ognuno di questi ruoli se esiste una entry E della 
ACL con campo “diritti” che contiene almeno i permessi che si 
vogliono delegare e campo “diritto di delega” uguale a “true”. 
− Verificare che il Security Agent possa generare una autorizzazione per 
il destinatario della delega: 
o individuare il certificato delegation, presente nella DCL, che ha 
permesso di generare l’entry E 
o  verificare che il destinatario della delega appartenga allo stesso 
dominio espresso in questo certificato. 
Nel caso in cui siano superati tutti questi controlli viene aggiornata l’ ACL 
con la nuova regola. 
  
3.3.5 Richiesta di accesso all’owner 
La richiesta inoltrata dal cliente è un messaggio firmato contenente la 
chiave pubblica del richiedente e informazioni sul tipo di accesso richiesto. 
Questa richiesta è accompagnata dalle credenziali espresse sotto forma di 
certificati di tipo Name, Authorization e Delegation13. 
Le operazioni, che deve fare l’owner per autorizzare la richiesta, sono le 
seguenti: 
 
                                                 
13 Molte volte i certificati di tipo Delegation non sono forniti direttamente dall’utente, ma 
l’Owner deve procurarseli per mezzo dell’URI presente nel certificato di tipo Authorization. 
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1. costruire, a partire dai certificati forniti dal client e da certificati ottenuti 
dalla “composizione” dei primi, un set di catene di certificati valide.  
Una catena di certificati C1, C2, …, Cn è considerata valida 
se: 
− tutti i certificati compresi tra C1 e Cn-1 sono di tipo 
Delegation, mentre Cn è di tipo Authorization 
− per ciascun certificato Ci, il campo issuer Ki e il 
campo subject Si  contengono solo chiavi pubbliche 
− la chiave Si, presente nel campo subject del 
certificato Ci, è uguale alla chiave Ki+1, issuer del 
certificato successivo 
− la chiave Sn  corrisponde a quella del richiedente e K1  
a quella dell’Owner della risorsa.  
− il campo di dei certificati  C1…Cn-2 è settato con il 
valore “true”. 
2. controllare che il client appartenga a tutti i domini espressi nei 
certificati Delegation di ciascuna catena 
3. calcolare per ciascuna catena l’autorizzazione equivalente, effettuando 
l’intersezione delle autorizzazioni espresse nei certificati della catena  
4. valutare se l’autorizzazione richiesta dal client è contenuta nell’unione 
delle autorizzazioni calcolate nel punto precedente  
5. nel caso in cui vengano superati tutti questi controlli, l’owner consente 
l’accesso alla risorsa altrimenti  rifiuta la richiesta inviando un 
messaggio di errore. 
 
I dettagli implementativi sull’algoritmo utilizzato in questa tesi per 
costruire le catene valide (punto 1) e per verificare l’appartenenza del 
richiedente ai domini espressi nei certificati di tipo Delegation (punto 2) sono 
espresse nel paragrafo successivo. 
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3.3.6 Algoritmo per il calcolo delle catene di certificati e la 
verifica dei domini 
Algoritmo per il calcolo delle catene di certificati 
Consideriamo come C l’insieme di certificati di tipo Authorization, 
Delegation e Name forniti dall’utente. L’algoritmo per il calcolo delle catene di 
certificati prevede i seguenti passi: 
− rimuovere da C qualsiasi certificato che non sia correntemente valido o 
che fallisce il controllo on-line richiesto, cioè si rimuove dall’insieme il 
certificato le cui specifiche di validità dimostrano che non è più valido 
− applicare l’algoritmo di name-reduction closure14 sull’insieme di 
certificati ottenuto dal passo precedente ottenendo l’insieme C# (C-
sharp) 
− rimuovere da C#  tutti i i certificati di tipo Authorization e Delegation 
che non hanno come subject una chiave pubblica e i certificati di tipo 
Name. I certificati rimanenti hanno una chiave pubblica sia nel campo 
issuer che nel campo subject. 
− eliminare tutti i certificati Authorization che non hanno come subject la 
chiave del richiedente 
− costruire un grafo che abbia dei nodi per rappresentare le chiavi 
presenti nei certificati e degli archi orientati per ciascun certificato. Gli 
archi partono dal  nodo corrispondente alla chiave Ki del mittente del 
certificato e arrivano nel nodo corrispondente alla chiave Kj del  
subject.  
− determinare su questo grafo tutti i cammini che partono dall’owner al 
richiedente. Ciascun cammino corrisponde a una catena di certificati in 
                                                 
14 vedi paragrafo 3.4  
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cui i primi N-1 sono di tipo Delegation e l’ultimo è di tipo 
Authorization. 
− verificare per ciascuno di questi cammini o catene che i primi N-2 
certificati (di tipo Delegation) abbiano ‘yes’ nel campo delegation. Se 
così non fosse il certificato di tipo Delegation, successivo a Ci, non 
sarebbe valido perché Si (destinatario dell’autorizzazione nel certificato 
Ci) non sarebbe autorizzato a generare a sua volta certificati di tipo 
Delegation. 
 
Algoritmo di verifica dei domini espressi nei certificati di tipo 
Delegation 
L’algoritmo consente di stabilire, a partire da un set di certificati di tipo 
Name, se la chiave del richiedente Kr appartiene ad un particolare dominio. Il 
dominio può essere espresso con una chiave pubblica K o con un nome N 
(locale o esteso).  
Nel caso in cui il dominio sia costituito da un singolo utente individuato 
dal valore della chiave K, si controlla che la chiave del richiedente coincida 
proprio con K.  
Nel caso in cui il dominio sia un gruppo individuato da un nome locale N 
(locale o esteso), occorre effettuare le seguenti operazioni: 
1. rimuovere tutti i certificati che non sono correntemente validi 
2. calcolare la name reduction closure15 dei certificati di tipo Name 
ricavati dal passo precedente ed estrarre solo quelli che hanno come 
campo subject una chiave pubblica. Indicheremo con C’  l’insieme di 
certificati risultante 
3. inizializzare KH con un insieme vuoto 
                                                 
15 vedi paragrafo 3.4 
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4. Per ogni cerificato Ci di C’ (Ci: <Ki,Ai,Si,Vi>) valutare il tipo di 
relazione fra  KiAi e N: 
− se N coincide con  KiAi, aggiungiamo Si all’insieme KH 
− se N è costituito da KiAi seguito da uno o più identificatori (X), 
costruiamo un nuovo nome N’ formato da Si concatenato con la 
parte di N che non ha dato match (X) e riapplichiamo le operazioni 
del passo 4 al nuovo nome N’ 
5. Alla fine KH contiene tutte le chiavi pubbliche che corrispondono a N 
per i certificati di tipo Name forniti dall’utente. Solo se Kr appartiene 
all’insieme KH, possiamo concludere che la chiave del richiedente 
appartiene al dominio N. 
 
3.4 Algoritmo per calcolare la name-reduction 
closure  
Passo 1. 
Inizializziamo l’insieme C con il set di certificati di cui vogliamo 
calcolare la chiusura. 
 
Passo 2. 
Consideriamo due certificati16 appartenenti all’insieme C: 
− C1 certificato di tipo Name che ha come Subject una chiave 
pubblica 
C1: <K1,A1,S1,V1>  con S1 chiave pubblica 
− C2 certificato di tipo Name o di tipo Auths (authorization o 
delegation)  
                                                 
16 Il campo signature è stato tralasciato perché non significativo ai fini dell’algoritmo 
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caso name: C2: <K2,A2,S2,V2> 
caso auths: C2  <K2,S2,T2,d2,V2> 
e verifichiamo se C1 è componibile con C2, cioè se la chiave del 
mittente K1 seguita dall’identifier A1 (entrambi appartenenti a C1) sono 
prefisso del subject S2 di C2. 
Def. Diremo che K1 A1 è prefisso di S2 se S2 è composto da K1, 
A1 seguiti da una stringa X, eventualmente vuota.  
 
Passo 3. 
Nel caso in cui C1 e C2 siano componibili, è possibile calcolare C1oC2 
17
  : 
caso name: se C2 è un certificato di tipo Name, anche C3=C1oC2 è un 
certificato di tipo Name<K3,A3,S3,V3>  dove : 
− K3 corrisponde a K2  
− A3 corrisponde ad A2 
− S3 è formato da S1 seguito da X (stringa ottenuta a partire da S2 
togliendo K1 A1) 
− V3 è pari all’intersezione fra i due intervalli V1 e V2 
caso auths: se C2 è un certificato di tipo Auths, anche C3=C1oC2è un 
certificato di tipo Auths  <K3,S3,T3,d3,V3> dove: 
− K3, T3 e d3 corrispondono rispettivamente a K2, T2 e d2 
− S3 è formato da S1 seguito da X (stringa ottenuta a partire da S2 
togliendo K1 A1) 
− V3 è pari all’intersezione fra i due intervalli V1 e V2 
 
Passo 4. 
                                                 
17 Il certificato che andiamo a costruire è privo di firma: per dimostrare l’autenticità 
occorre verificare che siano valide le firme presenti nei certificati che lo compongono 
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Se il certificato C3= C1oC2 non appartiene a C, lo aggiungiamo e 
ripetiamo i passi 2 e 3. Ci fermiamo quando l’operazione di composizione 
non aggiunge nuovi certificati a C.  
Alla fine l’insieme C corrisponde proprio alla name-reduction closure.   
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4 XML eXtensible Markup 
Language 
4.1 Introduzione a XML 
L'Extensible Markup Language (XML) è un metalinguaggio e sin dalla sua 
nascita, avvenuta nel 1998, ha assunto un ruolo centrale per quanto riguarda lo 
sviluppo di nuove tecnologie in ambito Web. Il suo successo è dovuto 
principalmente alla sua semplicità, alla sua espandibilità e alla sua portabilità. 
La specifica di XML descrive un insieme di regole base utilizzate per 
creare altri linguaggi. Quest’ultimi, che rappresentano l’informazione 
strutturata in formato testuale, si basano sui tag18 (marcatori) all'interno dei 
quali è  inserito il contenuto informativo da rappresentare. 
I tag devono essere inseriti correttamente l'uno dentro l'altro, ad ogni tag di 
apertura deve corrispondere un tag di chiusura e gli attributi dei tag devono 
essere racchiusi tra apici. Utilizzando queste semplici ed essenziali regole 
l'utente ha la possibilità di creare un nuovo linguaggio definendo i tag e gli 
attributi più appropriati per memorizzare l'informazione. 
Inoltre XML favorisce l'interoperabilità in quanto è un formato testuale, 
quindi facilmente trasferibile ed elaborabile su differenti piattaforme hardware 
e software. 
                                                 
18 Definiamo con la parola tag tutto ciò che ècompreso fra i caratteri “<” e “>”. 
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Una caratteristica fondamentale di XML è quella di occuparsi del 
contenuto dell'informazione e non della sua rappresentazione. La modalità di 
rappresentazione dell'informazione può essere scelta in un secondo momento e, 
partendo dallo stesso file XML, possiamo rappresentare l'informazione 
contenuta al suo interno in differenti modi, come ad esempio in HTML, 
XHTML, pdf, etc.. 
4.1.1 Esempio di documento XML 
Come esempio memorizziamo in formato xml le informazioni relative ad 
una rubrica. Tipicamente in una rubrica, sono conservati alcuni dati (quali ad 
esempio nome, cognome, indirizzo, numero di telefono) riguardanti una 
determinata persona e tutto questo in XML può essere espresso con: 
<?xml version="1.0"?> 
<rubrica> 
  <persona> 
    <nome>Mario</nome> 
    <cognome>Rossi</cognome> 
    <indirizzo> 
      <via>via bianchi 1</via> 
      <cap>00000</cap> 
      <citta>Roma</citta> 
    </indirizzo> 
    <telefono> 
      <telefono_fisso>123456</telefono_fisso> 
      <cellulare>987656412</cellulare> 
    </telefono> 
  </persona> 
</rubrica> 
4.1.2 XML Namespace 
XML Namespace nasce con lo scopo di evitare possibili ambiguità tra i 
nomi degli elementi (tag o attributi) del linguaggio XML. 
Un XML Namespace è un insieme di nomi a cui viene associato un URI 
(Universal Resource Identifier) di riferimento tramite il quale identificare in 
maniera assoluta il namespace. Un URI (Universal Resource Identifier) è una 
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stringa di caratteri che definisce il nome di una risorsa sul web ed è, per 
definizione, unica. Ai nomi che formano il namespace è associato un prefisso 
che permette di riferire univocamente tutti gli elementi.  
Come esempio definiamo un namespace per l'insieme di elementi utilizzati 
per descrivere la rubrica. 
<?xml version="1.0"?> 
<mia_rubrica:rubrica 
xmlns:mia_rubrica="http://indirizzo_del_sito/mia_rubrica_ns"> 
  <mia_rubrica:persona> 
    <mia_rubrica:nome>Mario</mia_rubrica:nome> 
    <mia_rubrica:cognome>Rossi</mia_rubrica:cognome> 
    <mia_rubrica:indirizzo> 
      <mia_rubrica:via>via bianchi 1</mia_rubrica:via> 
      <mia_rubrica:cap>00000</mia_rubrica:cap> 
      <mia_rubrica:citta>Roma</mia_rubrica:citta> 
    </mia_rubrica:indirizzo> 
    <mia_rubrica:telefono> 
      <mia_rubrica:telefono_fisso>123456</mia_rubrica:telefono_fisso> 
      <mia_rubrica:cellulare>987656412</mia_rubrica:cellulare> 
    </mia_rubrica:telefono> 
  </mia_rubrica:persona> 
</mia_rubrica:rubrica> 
Attraverso l'attributo xmlns (inserito nel primo tag) si definisce l'URI di 
riferimento associato al nostro namespace e si assegna un prefisso 
(mia_rubrica) che sarà utilizzato in abbinata con il nome dell'elemento per 
identificare in maniera univoca gli elementi del documento. 
 
4.2 Definizione della struttura di un documento 
XML 
Per quanto riguarda la descrizione della struttura di un file XML, esistono 
due tecnologie: DTD e XML Schema. 
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4.2.1 DTD 
Document Type Definition (DTD) è un linguaggio utilizzato per definire la 
struttura di un documento XML ed è storicamente il primo metodo utilizzato 
per tale scopo. È caratterizzato da una sintassi complessa, difficilmente 
estendibile e totalmente estranea al mondo XML.  
Per vedere un esempio di DTD proviamo a definire la struttura del 
documento XML che descrive la rubrica. 
<!DOCTYPE rubrica [ 
<!ELEMENT rubrica (persona)> 
<!ELEMENT persona (nome, cognome, indirizzo, telefono)> 
<!ELEMENT nome (#PCDATA)> 
<!ELEMENT cognome (#PCDATA)> 
<!ELEMENT nome (#PCDATA)> 
<!ELEMENT indirizzo (via, cap, citta)> 
<!ELEMENT via (#PCDATA)> 
<!ELEMENT cap (#PCDATA)> 
<!ELEMENT citta (#PCDATA)> 
<!ELEMENT telefono (telefono_fisso, cellulare)> 
<!ELEMENT telefono_fisso (#PCDATA)> 
<!ELEMENT cellulare (#PCDATA)> 
]> 
 
4.2.2 XML Schema 
Per ovviare alle limitazioni della DTD è nato XML Schema, un linguaggio 
la cui sintassi è basata su XML. XML Schema è uno strumento molto più 
potente di DTD per descrivere la struttura di un file XML in quanto è più 
espandibile e permette di ottenere una migliore caratterizzazione dei tipi di dati  
La struttura del nostro esempio, espressa con un XML Schema, diventa: 
<?xml version="1.0"?> 
<xsd:schema xmlns:xsd="http://www.w3.org/2001/XMLSchema"> 
  <xsd:element name="rubrica" type="tipo_rubrica"/> 
  <xsd:complexType name="tipo_rubrica"> 
    <xsd:sequence> 
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      <xsd:element name="persona" type="tipo_persona"/> 
    </xsd:sequence> 
  </xsd:complexType> 
  <xsd:complexType name="tipo_persona"> 
    <xsd:sequence> 
      <xsd:element name="nome" type="xsd:string"/> 
      <xsd:element name="cognome" type="xsd:string"/> 
      <xsd:element name="indirizzo" type="tipo_indirizzo"/> 
      <xsd:element name="telefono" type="tipo_telefono"/> 
    </xsd:sequence> 
  </xsd:complexType> 
  <xsd:complexType name="tipo_indirizzo"> 
    <xsd:sequence> 
      <xsd:element name="via" type="xsd:string"/> 
      <xsd:element name="cap" type="xsd:decimal"/> 
      <xsd:element name="citta" type="xsd:string"/> 
    </xsd:sequence> 
  </xsd:complexType> 
  <xsd:complexType name="tipo_telefono"> 
    <xsd:sequence> 
      <xsd:element name="telefono_fisso" type="xsd:decimal"/> 
      <xsd:element name="cellulare" type="xsd:decimal"/> 
    </xsd:sequence> 
  </xsd:complexType> 
</xsd:schema> 
 
4.3 Modelli di sviluppo di applicazioni XML: 
DOM e SAX 
Il DOM (Document Object Model) ha come scopo quello di definire una 
interfaccia standard e indipendente dal linguaggio, che consenta di accedere 
dinamicamante ad un documento XML e di modificarne eventualmente il 
contenuto, la struttura o lo stile. 
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Il DOM lavora su una rappresentazione ad albero associata al file XML, in 
cui i nodi dell’albero corrispondono proprio agli elementi del documento in 
considerazione. 
Sono presenti metodi che ci permettono di inserire nuovi nodi nel 
documento (appendChild), di eliminarli (removeChild), di leggere le proprietà 
di un nodo quali il suo nome (nodeName), il suo valore (nodeValue) o accedere 
ai suoi nodi figli (childNodes). 
Il DOM, pur essendo molto utile e ampiamente disponibile, ha un grande 
limite: il file XML deve essere completamente caricato in memoria, prima che 
vi si possa effettuare qualunque operazione.  Questo, per ragioni di efficienza, 
è in molti casi indesiderabile: se  il file XML è troppo grande, può addirittura 
impedire all'applicazione di manipolarlo. 
 
Esistono altri approcci alla programmazione di applicazioni XML, che 
cercano di ovviare a questo inconveniente proponendo modelli ad eventi, ad 
esempio il SAX 2.0 (Simple API for XML). Con questo approccio 
l’applicazione, invece di caricare il documento e poi navigare nel DOM 
costruito dal parser, può registrare delle callback function o event-handler con 
il Parser SAX, che vengono  invocate quando specifici eventi si verificano. Un 
tipico evento durante il parsing di un documento XML è la lettura di uno 
specifico tag da parte del parser. In questo modo, l'applicazione è invocata solo 
quando il parser sta processando dati che la interessano e non c'è necessità che 
l'intero documento sia completamente contenuto in memoria. 
 
4.4 XPath 
XPath, acronimo di XML Path Language, è un linguaggio il cui scopo è 
quello di identificare particolari nodi o set di nodi all'interno di un documento 
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XML19. Questo linguaggio è utilizzato da altri linguaggi come XSLT, XML 
Schema, Xpointer, etc. 
 
XPath opera su una rappresentazione logica del documento XML, che 
viene modellato con una struttura ad albero e definisce una sintassi per 
accedere ai nodi di tale albero. 
Le espressioni definite da XPath prendono il nome di Location Path 
(percorsi di localizzazione) e la loro struttura è la seguente: 
axis::node-test[predicate]. 
La componente axis esprime la relazione di parentela tra il nodo cercato ed 
il nodo corrente. Fra le parole chiavi presenti in axis ci sono: ancestor che 
indica tutti i nodi antenati del nodo corrente, attribute che indica tutti gli 
attributi del nodo corrente e child che indica i nodi figli del nodo corrente. 
La componente node-test specifica il tipo o il nome del nodo da cercare, 
mentre predicate contiene zero o più filtri (espressi tra parentesi quadre) per 
specificare delle condizioni più selettive da applicare alla ricerca. 
 
Esempi: 
child::nome 
Questa espressione seleziona tutti i nodo chiamati 'nomè che sono 
figli del nodo corrente. 
child::* 
Seleziona tutti i nodi figli del nodo corrente. 
descendant::cognome[cognome='Rossì] 
Seleziona tutti i nodi chiamati 'cognomè tra i nodi discendenti del 
nodo corrente, il cui valore è Rossi.  
                                                 
19 La sintassi di XPath NON è una sintassi XML, anzi nella sua forma abbreviata (in 
seguito vedremo meglio cosa intendo per forma abbreviata e forma estesa) ricorda molto le 
path della shell di Unix. 
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In XPath è possibile accedere ai nodi dell'albero utilizzando delle 
espressioni abbreviate dei Location Path. Le espressioni abbreviate, come 
suggerisce il nome stesso, sono una versione semplificata e compatta dei 
Location Path ed offrono un meccanismo più veloce, ma al tempo stesso meno 
potente per accedere ai nodi dell'albero. Queste espressioni sono costituite da 
una lista di nomi di elementi del documento XML, separati da uno slash(/), e 
tale lista descrive il percorso per accedere all'elemento desiderato. È un 
meccanismo molto simile a quello usato per identificare i file e le directory nel 
filesystem. Anche all'interno delle espressioni abbreviate possiamo inserire i 
predicati visti nel caso dei Location Path. 
  
Esempi: 
/rubrica/persona/nome 
Questa espressione abbreviata permette di recuperare i nodi 
chiamati 'nomè indicando il percorso assoluto per raggiungere il nodo 
desiderato, attraverso una lista di nodi separata da slash. 
/rubrica//via 
Ricerchiamo tutti i nodi chiamati 'vià a qualsiasi livello dell'albero 
purchè contenuti all'interno del nodo chiamato 'rubricà. 
/rubrica/persona/* 
Ricerca qualsiasi elemento figlio del nodo chiamato 'personà. 
//nome/@valuta 
Ricerca l'attributo 'valutà dell'elemento 'nomè. Questi ultimi sono 
tutti i nodi chiamati 'nomè del documento indipendentemente dalla loro 
posizione e dal loro livello sull'albero (ciò è dovuto alla presenza del 
doppio slash). 
//persona[nome='Mariò] 
Questa espressione ricerca tutti i nodi 'personà che hanno il tag 
'nomè il cui valore è Mario. 
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Oltre a questo XPath mette a disposizione una serie di funzioni per la 
manipolazione di stringhe, numeri e booleani, da utilizzare per operare sui 
valori o sugli attributi dei nodi. 
Vediamo di elencare brevemente alcune funzioni principali: 
− count(node-set): restituisce il numero di nodi contenuti nell'insieme di 
nodi passato come argomento della funzione;  
− name(nodo): restituisce il nome di un nodo;  
− position(): determina la posizione di un elemento all'interno di un 
insieme di nodi;  
− last(): indica la posizione dell'ultimo nodo di un'insieme di nodi;  
− id(valore): seleziona gli elementi in funzione del loro identificatore;  
− concat(s1,...,sn): restituisce una stringa risultato della concatenazione 
delle stringhe specificate tra gli argomenti di una funzione;  
− string(valore): converte il valore dell'argomento in una stringa;  
− string-length(stringa): ritorna la lunghezza della stringa passata come 
parametro;  
− number(valore): converte il valore dell'argomento in un numero;  
− sum(node-set): esprime la somma di un insieme di valori numerici 
contenuti in un insieme di nodi.  
 
Come esempi di espressioni XPath che fanno uso di queste funzioni 
consideriamo: 
//persona[last()] 
Questa espressione restituisce l'ultimo nodo 'personà contenuto 
all'interno del file XML. 
//persona[position()= 3] 
Restituisce il terzo nodo 'personà contenuto all'interno del file 
XML. 
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count(/rubrica/persona) 
Indica il il numero di nodi chiamati 'personà contenuti all'interno 
del documento XML. 
 
4.5 Xquery 
È molto importante per la diffusione e l'utilizzo di XML, nell'ambito di 
documenti contenenti grandi quantità di dati, avere a disposizione uno 
strumento relativamente facile e potente per poter recuperare l'informazione 
presente in un file XML. Questo strumento deve permettere di realizzare delle 
query (interrogazioni) sul documento proprio come avviene con il linguaggio 
SQL nel caso dei database relazionali. 
XML Query languge (XQuery) nasce proprio con l'intento di realizzare un 
linguaggio per recuperare agevolmente le informazioni da un documento XML 
ed andare a costituire una sorta di "SQL per XML". XQuery non è un 
linguaggio basato su XML ed è costituito da una sintassi semplice e facilmente 
leggibile. 
 
Una query in XQuery è costituita da un'espressione che legge una sequenza 
di nodi XML od un singolo valore e restituisce come risultato una sequenza di 
nodi od un singolo valore. Le espressioni XQuery sono composte da 
espressioni XPath per individuare i nodi da analizzare e da delle funzionalità 
aggiuntive specifiche di XQuery per il recupero delle informazioni. 
L'espressione principale utilizzata in XQuery, per formulare interrogazioni 
complesse, è quella che viene chiamata espressione FLWR (For-Let-Where-
Return). Questa espressione costituisce una generalizzazione del costrutto 
SELECT-FROM-HAVING-WHERE del linguaggio SQL. 
 
Esempio: 
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Consideriamo l'esempio di un documento XML (es. ”arch_libri”), 
nel quale sono memorizzate le informazioni relative ad un archivio 
formato da numerosi libri dove, per ogni libro, l'informazione viene 
strutturata in questo modo: 
<libro> 
  <titolo>Titolo_del_libro</titolo> 
  <autore>Autore_del_libro</autore> 
  <editore>Editore_del_libro</editore> 
  <prezzo>Prezzo_del_libro</prezzo> 
</libro> 
Query 1: 
//libro[prezzo > 50] SORTBY (autore) 
Questa query ricerca all'interno del nostro documento d'esempio 
tutti i nodi <libro> che hanno un prezzo maggiore di 50 e ordina il 
risultato in funzione del nome dell'autore. 
 
Query 2: 
FOR $e IN //editore 
LET $l := //libro[editore=$e] 
WHERE count($l) > 5 
RETURN 
  <risultato> 
    {$e} 
  </risultato> 
La prima istruzione crea una lista (associata alla variabile '$è) 
contenente tutti gli editori presenti nel nostro archivio. La seconda riga 
associa a ciascun editore la lista dei libri da lui editi (variabile '$l'), 
andando a creare una lista ordinata di tuple formate da ($e,$l). Tramite 
la terza riga, determiniamo un filtro sulla risposta andando a 
considerare solamente gli editori hanno pubblicato più di cinque libri. 
L'ultima istruzione (RETURN) crea il risultato inserendo all'interno di 
un elemento chiamato <risultato> i nodi <editore> che soddisfano i 
criteri della nostra query. 
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La funzione count() presente in questo esempio è una delle funzioni 
che XQuery mette a disposizione per operare sulle liste di elementi.  
Le funzioni principali che XQuery offre oltre a count() (che restituisce il 
numero di elementi presenti) sono avg(), per calcolare il valor medio dei valori 
degli elementi, e union(), intersection(), difference(), che realizzano operazioni 
'insiemistichè sugli elementi. 
 
4.5.1 Costrutti particolari 
XQuery supporta anche il costrutto IF-THEN-ELSE all'interno delle sue 
espressioni. 
Ad esempio: 
FOR $l IN //libro 
RETURN 
  <risultato> 
    {  
      IF ($l/editore ='Editore1') 
       THEN $l/titolo 
       ELSE $l/autore 
    } 
  </risultato> 
Il risultato di questa query contiene i titoli dei libri se l'editore è 
'Editore1', altrimenti il nome degli autori dei libri delle altre case 
editrici. 
Altri due costrutti molo utili in XQuery sono SOME-IN-SATISFIES e 
EVERY-IN-SATISFIES. 
 
4.5.2 XqueryX 
Il working group del W3C ha sviluppato anche una versione di XQuery 
con sintassi XML, chiamata XML Syntax for XQuery (XQueryX). Questo 
linguaggio basato su XML consente di riprodurre, mediante tag XML, le 
espressioni XQuery che abbiamo analizzato (FLWR, IF-THEN-ELSE, etc.) ed 
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è molto utile perché ci permette di utilizzare tutti gli strumenti XML (parser 
XML, XSLT, etc.) per creare, analizzare e manipolare le query sui documenti 
XML. 
 
Come esempio di interrogazione XQueryX, andiamo a vedere come 
un'espressione XQuery viene espressa secondo la sintassi XML di XQueryX. 
Consideriamo la seguente espressione XQuery che permette di ricercare i 
titoli di tutti i libri scritti da 'Mario Rossì nel documento “arch_libri”: 
FOR $l IN //libro 
WHERE $l/autore="Mario Rossi" 
RETURN 
  <risultato> 
    $l/titolo 
  </risultato> 
L'equivalente espressione XQueryX è: 
<q:query xmlnsns:q="http://www.w3.org/2001/06/xqueryx"> 
  <q:flwr> 
    <q:forAssignment variable="$b"> 
      <q:step axis="SLASHSLASH"> 
        <q:identifier>libro</q:identifier> 
      </q:step> 
    </q:forAssignment> 
    <q:where> 
      <q:function name="EQUALS"> 
        <q:step axis="CHILD"> 
          <q:variable>$l</q:variable> 
          <q:identifier>autore</q:identifier>           
        </q:step> 
        <q:constant datatype="CHARSTRING">Mario Rossi</q:constant> 
      </q:function> 
    </q:where> 
    <q:return> 
      <q:elementConstructor> 
        <q:tagName> 
          <q:identifier>risultato</q:indentifier> 
        </q:tagName> 
        <q:step axis="CHILD"> 
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          <q:variable>$l</q:variable> 
          <q:identifier>titolo</q:identifier> 
        </q:step> 
      </q:elementConstructor> 
    </q:return> 
  </q:flwr> 
</q:query> 
Dall'esempio appare evidente come ciascuna espressione XQuery venga 
mappata in un apposito tag XQueryX, andando a formare un'interrogazione 
costituita da una sintassi più complicata e meno leggibile rispetto alla versione 
XQuery, ma che può essere facilmente integrata ed utilizzata all'interno di 
un'applicazione XML. 
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5 Modello di accesso a documenti 
XML 
Questo lavoro è stato progettato per consentire l’accesso selettivo ad un 
qualsiasi documento XML, contenente informazioni con diversi gradi di 
riservatezza.  
Il controllo degli accessi è gestito dall’Owner della risorsa (in questo caso 
la risorsa è un documento XML) che definisce la politica di accesso tramite il 
meccanismo di autorizzazione e delega. L’Owner consente l’accesso alla 
risorsa ad utenti non noti ma che possiedono le credenziali opportune. 
 
5.1 Struttura delle autorizzazioni 
Il modello realizzato consente di gestire le autorizzazioni su documenti 
XML a diversi livelli di granularità: è possibile, infatti, scegliere se restringere 
l’accesso in lettura o scrittura solo ad alcuni elementi del documento XML (tag 
o attributi autorizzati) oppure consentire l’accesso a tutto il documento XML.  
In questo modo ciascun utente ha una propria vista del documento XML e 
questa vista viene ricostruita dall’Owner al momento della richiesta di accesso, 
basandosi sui permessi assegnati all’utente tramite il meccanismo di 
certificazione. 
 
Questi permessi rispecchiano la politica definita dall’Owner o dai Security 
Agent e contengono informazioni sui nodi autorizzati. Poiché si è scelto di 
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gestire le autorizzazioni a prescindere dal documento XML trattato e dal tipo di 
operazione eseguita,  la struttura del campo authorization 20prevede i seguenti 
elementi: 
− object: 
questo campo contiene le informazioni su quale documento o parte 
di documento XML si vuole autorizzare. È costituito da un URI e da 
un’espressione XPATH. 
In particolare l’URI può riferire un singolo documento XML o un 
set di documenti XML che hanno la medesima struttura o DTD. Nel 
primo caso l’autorizzazione è valida solo per l’istanza di documento, il 
cui nome è contenuto nel campo URI, e parleremo di autorizzazioni del 
tipo instance-level e document-authorization. Nel secondo caso, l’URI 
contiene il nome del DTD e in questo modo l’autorizzazione si propaga 
su tutti i documenti XML che sono istanza di quel DTD. Queste 
autorizzazioni sono anche dette DTD-authorization e scheme-level. 
L’epressione XPATH consente di individuare il nodo o il set di 
nodi accessibili.   
− level: 
Con questo campo è possibile specificare autorizzazioni locali o 
ricorsive. Le prime sono applicate solo al nodo o ai nodi individuati 
dall’espressione XPATH di object e non ai suoi sottoelementi; mentre 
le autorizzazioni ricorsive si propagano su tutti i discendenti del nodo/i 
espressi in XPATH. 
Un caso particolare di autorizzazione ricorsiva si ha quando 
l’espressione XPATH contiene proprio la radice dell’albero e 
l’autorizzazione si propaga su tutto l’XML. 
− action: 
                                                 
20 campo T.A dei certificati Authorization e Delegation 
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Quest’ultimo campo indica il tipo di operazione, i valori che può 
assumere sono  read, insert, update e delete.  
 
5.2 Richiesta di accesso in lettura ad un 
documento XML 
La richiesta è un messaggio firmato contenente i seguenti dati: 
− la chiave pubblica del richiedente 
− il nome del documento XML 
− il tipo di operazione (ad esempio lettura) 
− l’espressione XQUERY o XPATH che indica il nodo o il set di nodi cui 
si vuole accedere 
 
Nel caso particolare di richiesta di lettura l’Owner deve effettuare le 
seguenti operazioni: 
1. costruire le catene di certificati valide a partire dall’insieme di 
certificati fornito dall’utente 
2. verificare per ciascuna catena che l’utente appartenga ai domini 
espressi nei certificati Delegation e se questo vincolo non è 
soddisfatto rimuovere la catena dal set. 
3. estrarre la vista del documento richiesto a partire dei permessi 
contenuti nelle catene. Questa vista può essere costruita per 
mezzo di un processo di etichettatura21. 
 
 I procedimenti per eseguire i passi 1 e 2 sono espressi nel paragrafo 3.3.6. 
 
                                                 
21 Nella sezione successiva, useremo il termine nodo per riferirci indiscriminatamente ad 
un tag o ad un attributo 
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5.2.1 Costruzione della vista di un documento XML 
Si procede alla creazione di un albero di comodo per ciascuna catena di 
certificati. Tale albero è costruito a partire dall’albero ottenuto dal documento 
XML, tramite la tecnica DOM, aggiungendo per ogni nodo una etichetta 
(attributo di visibilità). 
Occorre selezionare solo le autorizzazioni valide, cioè quelle che 
soddisfano i seguenti requisiti: 
− l’operazione, contenuta nel campo action, deve coincidere con quella 
espressa nella richiesta, in questo caso con l’operazione di lettura. 
− Se l’autorizzazione è di tipo scheme-level si verifica se il nome del 
DTD, che definisce la struttura dell’XML richiesto, corrisponde all’URI 
contenuto nel campo object; altrimenti (autorizzazione di tipo instance-
level) si controlla se il valore contenuto nell’URI di object coincide 
proprio con il nome del documento richiesto. 
 
Subito dopo si passa all’etichettatura vera e propria degli alberi di comodo:  
per ciascun certificato si etichettano tutti i nodi che soddisfano le espressioni 
XPATH con il valore PERMITTED o TRUE (i nodi rimanenti vengono etichettati 
con DENIED o FALSE). 
Dopo aver etichettato rispetto a tutti i certificati della catena22, si ricava 
l’autorizzazione equivalente effettuando l’AND delle etichette: se per ciascun 
certificato il nodo è segnalato con PERMITTED, l’etichetta risultante varrà 
PERMITTED . L’etichettatura finale corrisponde all’intersezione delle 
autorizzazioni.  
Una volta etichettati tutti gli alberi di comodo A1, …An si ricava un unico 
albero, in cui le etichette dei nodi sono pari all’OR delle etichette dei 
                                                 
22 Le etichette possono essere viste come un array in cui ciascun elemento è associato ad 
un certificato della catena 
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corrispondenti nodi degli alberi Ai: se esiste almeno un albero Ai il cui nodo è 
segnalato con PERMITTED, l’etichetta risultante sarà PERMITTED. 
 
La vista del documento XML viene calcolata effettuando la potatura  di 
quest’ultimo albero: si rimuovono tutti i nodi dell’albero che non hanno 
l’etichetta segnalata con PERMITTED.  
Infine viene eseguita, sull’ albero “potato”,   l’espressione XQUERY o 
XPATH  che indica la richiesta vera e propria; il risultato finale, presentato al 
richiedente, è un sottoinsieme dei nodi dell’albero potato. 
 
5.3 Altre operazioni sui documenti XML 
Nel precedente paragrafo abbiamo trattato solo operazioni di lettura: ciò è 
giustificato da considerazioni pratiche per cui le applicazioni, che trattano 
documenti XML, sono generalmente di lettura. 
Come per le operazioni di lettura, anche le autorizzazioni per operazioni di 
scrittura possono essere locali o ricorsive e possono specificare elementi sia a 
livello di istanza che a livello di DTD. La semantica delle autorizzazioni locali 
e ricorsive è invariata: le autorizzazioni locali sono applicate solo agli elementi 
indicati, mentre quelle ricorsive anche ai sottoelementi. Le autorizzazioni di 
scrittura a livello di DTD si applicano a tutti i documenti XML che sono 
istanza di quel DTD, mentre quelle a livello di istanza solo al documento XML 
specificato.  
Nel nostro modello consideriamo solo operazioni di scrittura che 
modificano nodi singoli. Esse sono: 
− operazione di insert 
− operazione di delete 
− operazione di update 
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L’operazione di insert è valutata eseguendo il processo di etichettatura 
dell’albero con il nuovo nodo inserito. Solo se il processo produce una etichetta 
PERMITTED proprio sul nuovo nodo, l’operazione è consentita e va a buon fine, 
altrimenti il documento resta invariato. 
La cancellazione di un nodo è consentita solo se l’etichettatura di un 
documento produce una etichetta PERMITTED proprio in corrispondenza del 
nodo che deve essere cancellato. In questo caso il nodo è eliminato e non sarà 
più presente nel documento. 
L’operazione di aggiornamento è valutata eseguendo il processo di 
etichettatura sia sul documento esistente che sul documento risultante 
dall’esecuzione dell’aggiornamento. Solo se l’etichetta finale, corrispondente 
al nodo che deve essere modificato, vale PERMITTED in entrambe le versioni, 
l’operazione è completata con successo; altrimenti è rifiutata perché non 
autorizzata. 
 
Quando il documento XML è modificato, il sistema deve comunque 
controllare se il documento è ancora valido rispetto al DTD; ad esempio la 
cancellazione di un attributo REQUIRED o l’inserimento di un elemento non 
previsto nel DTD  sono operazioni non valide perché l’XML non sarebbe più 
conforme al DTD. 
 
5.4 Esempio di funzionamento del sistema 
Per mostrare il funzionamento del sistema si è pensato ad uno scenario 
ospedaliero in cui le cartelle cliniche sono memorizzate in un documento XML 
chiamato Archivio. Le informazioni contenute in tale archivio avranno vari 
gradi di riservatezza per cui non è possibile permettere a chiunque di accedervi 
in modo indiscriminato. 
Documento Archivio: 
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<?xml version="1.0" encoding="UTF-8"?> 
<archivio> 
 
<CartellaClinica> 
 <reparto>Chirurgia Generale</reparto> 
 <nomePaziente>Mario Rossi</nomePaziente> 
 <dataNascita>21/03/1967</dataNascita> 
 <dataRicovero>03/06/2003</dataRicovero> 
 <motivoRicovero>operazione braccio sx</motivoRicovero> 
 <statoPaziente> 
  <infoStato> 
   <dataEOra>03/06/2003 8.30</dataEOra> 
   <informazioni>Temperatura e pressione normali...</informazioni> 
   <visita> 
     <medico nomeMedico="Emilio Franceschi"/> 
     <descrizione>Il paziente può essere operato</descrizione> 
   </visita> 
  </infoStato> 
  <infoStato> 
   <dataEOra>03/06/2003 8.45</dataEOra> 
   <informazioni>Temperatura e pressione normali</informazioni> 
   <visita> 
     <medico nomeMedico="Emilio Franceschi"/> 
     <descrizione>Il paziente sta bene dopo 
l'operazione</descrizione> 
   </visita> 
  </infoStato> 
 </statoPaziente> 
 <terapia>antidolorifici</terapia> 
</CartellaClinica> 
 
<CartellaClinica> 
 <reparto>Ortopedia</reparto> 
 <nomePaziente>Mario Rossi</nomePaziente> 
 <dataNascita>21/03/1967</dataNascita> 
 <dataRicovero>01/06/2003</dataRicovero> 
 <motivoRicovero>frattura braccio sx</motivoRicovero> 
 <statoPaziente> 
  <infoStato> 
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   <dataEOra>01/06/2003 16.30</dataEOra> 
   <informazioni>Temperatura e pressione normali...</informazioni> 
   <visita> 
     <medico nomeMedico="Giulio Verdi"/> 
     <descrizione>La frattura non è scomposta</descrizione> 
   </visita> 
  </infoStato> 
  <infoStato> 
   <dataEOra>02/06/2003 8.45</dataEOra> 
   <informazioni>Temperatura e pressione normali</informazioni> 
   <visita> 
     <medico nomeMedico="Francesco Arancioni"/> 
     <descrizione>Miglioramento delle condizioni del 
paziente...</descrizione> 
   </visita> 
  </infoStato> 
 </statoPaziente> 
 <terapia>antidolorifici</terapia> 
</CartellaClinica> 
</archivio> 
 
Il documento Archivio appartiene a Kown che ne definisce la politica di 
accesso: supponiamo che Kown emetta un certificato di tipo delegation in cui 
affida, al Security Agent dei “medici di reparto”, il compito di generare 
autorizzazioni di accesso all’intero documento Archivio. Il Security Agent, con 
chiave pubblica KP, può essere il primario dell’ospedale e il bacino di utenza 
che autorizza è l’insieme “KH medici_di_reparto”. Di seguito è mostrato il 
certificato di tipo Delegation D1 emesso da Kown. 
 
 
<signed-cert> 
  <cert> 
     <version>0</version> 
     <issuer> 
       <public-key><rsa-pubkey> 
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<rsa-
n>77347506792122164145014849067476884153950512681463202164061786099555
043907131</rsa-n><rsa-e>65537</rsa-e> 
       </rsa-pubkey></public-key> 
     </issuer> 
     <subject> 
       <public-key><rsa-pubkey> 
<rsa-
n>91108494862751301383469166214745839265498977398948001949893014224653
906814773</rsa-n><rsa-e>65537</rsa-e> 
       </rsa-pubkey></public-key> 
     </subject> 
     <tag><delegation> 
       <subject><name> 
         <public-key><rsa-pubkey> 
<rsa-
n>82934673727975353091994484821785841548859246110919549701129062829622
354120581</rsa-n><rsa-e>65537</rsa-e> 
         </rsa-pubkey></public-key> 
       <identifier>medici_di_reparto</identifier> 
     </name></subject> 
       <authorizations><authorization> 
         <resource> 
           <level><instance/></level> 
           <file>archivio</file> 
           <xpath>/archivio/CartellaClinica</xpath> 
         </resource> 
         <operation><read><recoursive/></read></operation> 
       </authorization></authorizations> 
    </delegation></tag> 
     <validity/> 
  </cert> 
 
<signature hash-alg=”MD5” > 
2735503905233850204359377621476370331368600454307349606045557281712684
4190513 
</signature> 
 
</signed-cert> 
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Le regole assiomatiche definite da KP per la risorsa Archivio sono:  
− regola 1: i medici del reparto Ortopedia (“KH medici-
_di_reparto_Ortopedia”) possono consultare interamente le cartelle 
cliniche relative al proprio reparto. 
− regola 2: i medici di reparto (“KH medici_di_reparto”)  possono 
consultare le cartelle cliniche di tutti i reparti, private delle informazioni 
sullo stato del paziente. 
Supponiamo che K1 sia un medico del reparto ortopedia (specializzazione 
di un medico di reparto) e riceva i seguenti certificati di tipo Name: N1 che 
attesta la sua appartenenza al gruppo “KH medici_di_reparto” e N2 che attesta 
l’appartenenza al gruppo “KH medici_di_reparto_Ortopedia”23. 
Certificato N1: 
 
<signed-cert> 
  <name-cert> 
    <version>0</version> 
    <name-issuer><name> 
       <public-key><rsa-pubkey> 
<rsa-
n>82934673727975353091994484821785841548859246110919549701129062829622
354120581</rsa-n><rsa-e>65537</rsa-e> 
       </rsa-pubkey></public-key> 
      <identifier>medici_di_reparto</identifier> 
    </name></name-issuer> 
    <subject> 
       <public-key><rsa-pubkey> 
<rsa-
n>57913487627871927886582970915765627690814397446836461943381363462764
502595569</rsa-n><rsa-e>65537</rsa-e> 
       </rsa-pubkey></public-key> 
    </subject> 
    <validity/> 
                                                 
23 Si potrebbe ottenere il medesimo risultato emettendo i certificati di tipo Name N1: KH 
medici_di_reparto→ KH medici_di_reparto_Ortopedia e N2: KH medici-
_di_reparto_Ortopedia→K1 
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  </name-cert> 
 
<signature hash-alg=”MD5” > 
7961370684026126966479963344168484630582748601517477092236420043978414
7572568 
</signature> 
 
</signed-cert> 
 
Certificato N2: 
 
<signed-cert> 
 
  <name-cert> 
    <version>0</version> 
    <name-issuer><name> 
       <public-key><rsa-pubkey> 
<rsa-
n>82934673727975353091994484821785841548859246110919549701129062829622
354120581</rsa-n><rsa-e>65537</rsa-e> 
       </rsa-pubkey></public-key> 
       <identifier>medici_di_reparto_Ortopedia</identifier> 
    </name></name-issuer> 
    <subject> 
       <public-key><rsa-pubkey> 
<rsa-
n>57913487627871927886582970915765627690814397446836461943381363462764
502595569</rsa-n><rsa-e>65537</rsa-e> 
       </rsa-pubkey></public-key> 
    </subject> 
    <validity/> 
  </name-cert> 
 
<signature hash-alg=”MD5” > 
1390268873536930121399174335172633894231398485900607212242249674690958
6752539 
</signature> 
 
</signed-cert> 
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Quando K1 effettua richiesta di autorizzazione a Kp allega i certificati N1 
ed N2 per dimostrare la sua appartenenza al dominio dei medici di reparto con 
reparto Ortopedia e riceve il seguente certificato di autorizzazione A1: 
 
<signed-cert> 
  <cert> 
    <version>0</version> 
    <issuer> 
      <public-key><rsa-pubkey> 
<rsa-
n>91108494862751301383469166214745839265498977398948001949893014224653
906814773</rsa-n><rsa-e>65537</rsa-e> 
      </rsa-pubkey></public-key> 
    </issuer> 
    <subject> 
      <public-key><rsa-pubkey> 
<rsa-
n>57913487627871927886582970915765627690814397446836461943381363462764
502595569</rsa-n><rsa-e>65537</rsa-e> 
      </rsa-pubkey></public-key> 
    </subject> 
    <tag> 
      <authorizations> 
        <authorization> 
          <resource> 
            <level><instance/></level> 
            <file>archivio</file> 
            
<xpath>/archivio/CartellaClinica[./reparto='Ortopedià]</xpath> 
          </resource> 
          <operation><read><recoursive/></read></operation> 
        </authorization> 
        <authorization> 
          <resource> 
            <level><instance/></level> 
            <file>archivio</file> 
            
<xpath>/archivio/CartellaClinica/*[name(.)!='statoPazientè]</xpath> 
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          </resource> 
          <operation><read><recoursive/></read></operation> 
        </authorization> 
      </authorizations> 
    </tag> 
    <validity> 
      <not-before>2004/05/05</not-before> 
      <not-after>2007/05/05</not-after> 
    </validity> 
  </cert> 
 
<signature hash-alg=”MD5” > 
8087838276541724044181643180764430696194908315785413461466437822440607
2193863 
</signature> 
 
</signed-cert> 
 
K1 effettua richiesta di accesso a Kown fornendogli i certificati D1, A1 e 
N1 e l’Owner restituisce il seguente documento filtrato secondo le regole 
espresse nei certificati: 
 
<?xml version="1.0" encoding="UTF-8"?> 
<archivio> 
 
<CartellaClinica> 
 <reparto>Chirurgia Generale</reparto> 
 <nomePaziente>Mario Rossi</nomePaziente> 
 <dataNascita>21/03/1967</dataNascita> 
 <dataRicovero>03/06/2003</dataRicovero> 
 <motivoRicovero>operazione braccio sx</motivoRicovero> 
 <terapia>antidolorifici</terapia> 
 
 
 
 
</CartellaClinica> 
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<CartellaClinica> 
 <reparto>Ortopedia</reparto> 
 <nomePaziente>Mario Rossi</nomePaziente> 
 <dataNascita>21/03/1967</dataNascita> 
 <dataRicovero>01/06/2003</dataRicovero> 
 <motivoRicovero>frattura braccio sx</motivoRicovero> 
 <statoPaziente> 
  <infoStato> 
   <dataEOra>01/06/2003 16.30</dataEOra> 
   <informazioni>Temperatura e pressione normali...</informazioni> 
   <visita> 
     <medico nomeMedico="Giulio Verdi"/> 
     <descrizione>La frattura non è scomposta</descrizione> 
   </visita> 
  </infoStato> 
  <infoStato> 
   <dataEOra>02/06/2003 8.45</dataEOra> 
   <informazioni>Temperatura e pressione normali</informazioni> 
   <visita> 
     <medico nomeMedico="Francesco Arancioni"/> 
     <descrizione>Miglioramento delle condizioni del 
paziente...</descrizione> 
   </visita> 
  </infoStato> 
 </statoPaziente> 
 <terapia>antidolorifici</terapia> 
</CartellaClinica> 
</archivio> 
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6 Codifica XML dei certificati 
6.1 Codifica XML di alcuni elementi 
fondamentali 
In questo paragrafo tratteremo la definizione DTD degli elementi presenti 
nelle tre tipologie di certificato: public-key, hash-of-key, uri e name. 
 
6.1.1 Public-key  
<!ELEMENT public-key (rsa-pubkey | dsa-pubkey)> 
L’elemento public-key specifica una chiave pubblica. Questa definizione 
consente di poter scegliere solo due tipi di algoritmi per la costruzione delle 
chiavi: RSA e DSA; comunque, se necessario, si può modificare il DTD per 
aggiungere nuovi algoritmi. 
 
RSA public-key  
<!ELEMENT rsa-pubkey (rsa-e, rsa-n)> 
<!ELEMENT rsa-e (#PCDATA)> 
<!ELEMENT rsa-n (#PCDATA)> 
La chiave pubblica di tipo RSA consiste in due parametri: l’esponente e e 
il modulo n. I valori di questi due parametri devono essere racchiusi 
rispettivamente negli elementi rsa-e e rsa-n. 
 
DSA public-key  
<!ELEMENT  dsa-pubkey (dsa-p, dsa-q, dsa-g, dsa-y )> 
<!ELEMENT dsa-p (#PCDATA)> 
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<!ELEMENT dsa-q (#PCDATA)> 
<!ELEMENT dsa-g (#PCDATA)> 
<!ELEMENT dsa-y (#PCDATA)> 
La chiave pubblica di tipo DSA è formata dai numeri primi P e Q, dal 
generatore G e dall’attuale valore della chiave Y. Questi parametri sono 
racchiusi rispettivamente tra i tag  dsa-p, dsa-q, dsa-g e dsa-y. 
 
 
 
 
 
 
 
 
 
Fig.6.1 struttura XML del tag public-key 
or 
dsa-pubkey 
rsa-n dsa-y dsa-g dsa-q dsa-p 
rsa-pubkey 
public-key 
rsa-e 
 
6.1.2 URI  
<!ELEMENT uri(#PCDATA)> 
L’URI (Uniform Resouce Identifier) specifica uno standard generico per 
identificare una risorsa. La forma più diffusa di URI è l’URL (Uniform 
Resource Locator ) che identifica la risorsa per mezzo del suo indirizzo 
network.  
In un certificato, gli URI sono usati come riferimento ad altri oggetti 
correlati. Per esempio, l’URI  contenuto nel tag “key-issuer” di un certificato di 
tipo authorization o delegation  punta al certificato o ai certificati delegation, 
che attribuiscono potere di delega al Security Agent mittente. 
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6.1.3 Hash  
<!ELEMENT hash (#PCDATA)> 
<!ATTLIST hash hash-alg CDATA #REQUIRED> 
Con il tag hash si definisce il valore di una funzione hash. L’algoritmo 
usato per calcolare tale valore è specificato con l’attributo hash-alg, che 
contiene un indirizzo (URL) che punta alla descrizione dell’algoritmo. Nel 
caso in cui si usino come algoritmi di hashing MD5 o SHA1,  lo hash-alg può 
assumere il valore predefinito “MD5” o “SHA1”.  
 
6.1.4 Hash di public-key 
<!ELEMENT hash-of-key (hash, uri +)> 
Il tag hash-of-key rappresenta il valore hash di una chiave pubblica. La 
motivazione principale, per cui è stato introdotto questo tag, è quella di rendere 
i certificati più corti.  
Dentro il tag hash-of-key deve essere specificato un URI o un insieme di 
URI per identificare o localizzare la chiave riferita. Ad esempio, se nel 
certificato è presente il valore hash della chiave pubblica del mittente, l’URI 
consente di recuperare la chiave per controllare l’autenticità della firma. 
Quando si calcola il valore hash di una chiave pubblica, è necessario 
codificare in XML l’elemento public-key senza caratteri superflui, come spazi 
o fine linea, per poi applicare la funzione di hashing.  
 
 
hash 
uri  (0:n) 
hash alg 
hash of key  
 
 
 
 
Fig.6.2 struttura XML del tag hash-of-key 
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6.1.5 Nomi SDSI 
<!ELEMENT name ((public-key | hash-of-key), identifier) > 
<!ELEMENT identifier (#PCDATA)> 
Il tag name rappresenta sia i nomi locali che quelli estesi. La chiave 
pubblica specificata nel tag identifica l’owner che ha definito il nome, mentre 
l’identifier contiene l’identificatore del nome locale o gli identificatori del 
nome esteso. In questo secondo caso gli identificatori contenuti tra i tag 
<identifier> e </identifier> sono separati tra loro dallo spazio.  
 
 
identifier 
  (0:1) 
or 
hash-of-key 
public-key 
name 
 
   (0:1) 
 
 
 
Fig.6.3 struttura XML del tag name 
 
 
6.2 Codifica XML del certificato di tipo Name 
Il certificato di tipo Name definisce come un “subject” abbia un certo 
nome nel name-space dello “issuer”. Sottolineiamo che i certificati di tipo 
Name definiscono solo nomi locali, costituiti dalla chiave pubblica e da un 
singolo identificatore, e non nomi estesi. 
 
Il DTD per un certificato di tipo Name è il seguente: 
<!ELEMENT name-cert (version?, name-issuer, subject, validity?, 
comment?)> 
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name-cert 
name-issuer 
name 
validity 
name public-key 
subject 
  (0:1) 
  (0:1)   (0:1) 
or 
hash of key 
comment 
  (0:1) 
  (0:1) 
version 
  (0:1) 
Fig.6.4 struttura XML del certificato name 
 
Version  
<!ELEMENT version (#PCDATA)> 
In questo tag si specifica il numero della versione come una stringa alfa 
numerica. La versione per i certificati presentati in questa tesi è la numero 0. Se 
l’elemento version non è specificato si considera come valore di default  0 e se 
il valore non è riconosciuto il certificato deve essere ignorato. 
 
Name-issuer 
<!ELEMENT name-issuer (name)> 
Il tag name-issuer contiene il nome locale definito nel certificato, costituito 
da una chiave pubblica e da un identificatore.  
La chiave pubblica è contenuta nel tag public-key di name e 
l’identificatore nel tag identifier di name. La chiave rappresenta il mittente del 
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certificato nonchè owner del name-space ed  è usata per controllare 
l’autenticità del certificato; mentre l’identificatore rappresenta un nome 
significativo che il mittente assegna al subject.  
 
Subject 
<!ELEMENT subject ( (public-key | hash-of-key | name), uri * )> 
Il tag subject indica il destinatario del certificato ed è l’entità che assume il 
nome locale definito in questo tipo certificato. Il subject può essere una chiave 
pubblica, il valore hash di una chiave pubblica, un nome locale o un nome 
esteso.  
Gli uri, presenti in questo tag, forniscono informazioni addizionali sul 
subject. Se ad esempio il subject contiene un nome locale, l’uri indica il 
certificato di tipo Name che definisce il nome locale. Se il subject contiene un 
nome esteso, l’uri indica il certificato o i certificati di tipo Name che 
definiscono i nomi locali collegati con il nome esteso. 
Se il subject è identificato dal valore hash della chiave, il tag uri che 
riferisce all’attuale chiave deve essere inserito nell’elemento hash-of-key. 
 
Validity 
<!ELEMENT validity(not-before?, not-after?, on-line *  )>  
<!ELEMENT not-before (# PCDATA)> 
<!ELEMENT not-after (# PCDATA)> 
 
L’elemento validity specifica i vincoli di validità del certificato. I vincoli 
base sono le date “not-before” e “not-after” che specificano il massimo 
intervallo di validità del certificato; infatti un certificato non può essere usato 
prima della data “not-before” e dopo la data “not-after”.  
Le date contenute in questi due campi devono essere espresse nel formato 
YYYY-MM-DD_HH:MM:SS.  
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Se “not-before” non è specificato, l’estremo inferiore dell’intervallo di 
validità è considerato uguale a -∞ e il certificato è considerato valido appena 
emesso. Allo stesso modo, se “not-after” è non specificato, l’intervallo di 
validità si estende all’infinito e il certificato è considerato valido per sempre. 
Comunque quest’ultima operazione è fortemente sconsigliata e come regola i 
certificati non dovrebbero avere mai un tempo di vita illimitato.  
 
<!ELEMENT on-line(uri *, (public-key | hash-of-key), params)> 
<!ATTLIST on-line type (CRL | reval | one-time) #REQUIRED> 
 
on-line 
not-before 
  (0:1) 
not-after 
  (0:1) 
type 
uri (0:n) 
name 
params 
  (0:1)   (0:1) 
or 
public-key 
validity  
 
 
 
 
 
 
 
 
 
 
Fig.6.5 struttura XML del tag validity 
 
Il massimo intervallo di validità specificato dalle date “not-before” e “not-
after” può essere ristretto da un test on-line che eventualmente invalida il 
certificato. Il test on line può essere usato a causa di un cambiamento di 
circostanze oppure per effettuare un controllo più stretto sulla validità del 
certificato. Il risultato del controllo è una risposta digitale firmata con la chiave 
pubblica contenuta in public-key o hash-of-key dell’elemento on-line. Gli URIs 
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specificano dove effettuare il controllo e l’elemento params può contenere 
alcuni parametri utili per effettuare il test. 
L’attributo type definisce il tipo di test in questione, attualmente ci sono tre 
tipi di test on-line24:  
− certificate revocation list (CRL) 
− online revalidation (reval) 
− one-time test (one-time). 
La CRLè una “black list”: i certificati che vi sono contenuti sono da 
considerare non validi, contrariamente a quelli forniti con il test  revalidation. 
Quando un test di tipo one-time fornisce un risultato positivo vuol dire che il 
certificato è “valido adesso”. 
 
Comment 
<!ELEMENT  comment (# PCDATA)> 
L’elemento opzionale comment può essere usato per aggiungare brevi 
messaggi al certificato. Il contenuto di questi commenti è rivolto più all’utente 
che legge i certificati che al server che li elabora. 
 
6.3 Codifica XML del certificato di tipo 
Authorization e Delegation 
Il certificato di tipo Authorization/Delegation assegnano una o più 
autorizzazioni ad un utente o ad un gruppo di utenti. La loro struttura è molto 
simile poiché entrambi si occupano di generare autorizzazioni, anche se di tipo 
diverso; infatti, i certificati di tipo Authorization rilasciano i permessi per 
                                                 
 
24 Nell’RFC  2693 [  ] si possono trovare informazioni aggiuntive sulla teoria delle CRLs, 
Revalidation e one-time revalidation. 
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l’accesso alla risorsa, mentre gli altri rilasciano deleghe (permesso di generare 
autorizzazioni al posto del mittente). 
 
Di seguito mostreremo un unico DTD per entrambi i certificati: 
<!ELEMENT cert (version?, issuer, subject, tag, delegation, validity?, 
comment?)> 
 
 
name public-key 
or 
  (0:1)   (0:1) 
  (0:1) 
subject 
hash-of-key 
  (0:1) 
or 
public-key 
issuer 
comment 
  (0:1) 
delegation 
  (0:1) 
  (0:1) 
validity 
authorizations 
(1:n) 
authorization 
tag 
version 
  (0:1) 
cert 
hash of key 
  (0:1) 
 
Fig.6.6 struttura XML del certificato authorization 
 
Per quanto riguarda gli elementi opzionali version, comment e validity 
valgono le affermazioni fatte nel paragrafo precedente. 
 
Issuer 
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<!ELEMENT issuer ((public-key | hash-of-key), uri *)> 
L’elemento issuer contiene il valore della chiave pubblica o dell’hash della 
chiave pubblica e consente di identificare univocamente l’entità che ha emesso 
il certificato. 
 
 
authorization 
subject 
  (0:1) 
  (0:1)   (0:1) 
or 
hash of key 
public-key name 
(1:n) 
authorizations 
delegation 
tag 
validity 
  (0:1) 
delegation 
  (0:1) 
  (0:1)   
or 
public-key hash-of-key 
issuer 
comment 
  (0:1) version 
  (0:1) 
cert 
subject 
  (0:1) 
  (0:1)   (0:1) 
or 
hash of key 
public-key name 
Fig.6.7 struttura XML del certificato delegation 
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Gli URI opzionali, contenuti all’interno di questo tag, possono riferirsi al 
certificato o ai certificati di tipo Delegation che autorizzano il mittente a 
trasferire le autorizzazioni definite in questo certificato. Generalmente questi 
URI corrispondono a indirizzi su web dove l’Owner può localizzare i certificati 
mancanti che il cliente non gli ha fornito al fine di ricostruire le catene. 
 
Subject 
<!ELEMENT subject ( (public-key | hash-of-key | name), uri * )> 
Il tag subject indica il destinatario del certificato ed è l’entità che riceve le 
autorizzazioni. Il subject può essere una chiave pubblica, il valore hash di una 
chiave pubblica, un nome locale o un nome esteso.  
Gli uri, presenti in questo tag, forniscono informazioni addizionali sul 
subject. Nel caso in cui si tratti di un nome l’URI indica il certificato o i 
certificati che definiscono il nome. Se il subject è identificato dal valore hash 
della chiave, il tag uri che riferisce all’attuale chiave deve essere inserito 
nell’elemento hash-of-key. 
 
Tag 
<!ELEMENT tag (delegation | authorizations)> 
<!ELEMENT delegation (authorizations, subject)> 
<!ELEMENT authorizations (authorization+)> 
 
Questo tag contiene le informazioni sui permessi che lo issuer trasferisce al 
subject. Il nome dell’elemento contenuto in “tag” consente di distinguere i 
certificati di tipo Delegation da quelli di tipo Authorization. 
Nel primo caso, l’elemento delegation contiene: 
− i permessi che il Security Agent deve amministrare (campo 
authorizations) 
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− il dominio di utenti cui può concedere questi diritti (campo subject) 
mentre nel secondo caso c’è solo il campo relativo ai permessi (campo 
authorizations). 
Si può specificare all’interno di un singolo certificato più di una 
autorizzazione. La struttura del campo authorization dipende fortemente 
dall’applicazione e nel caso particolare di accesso a documenti XML è stata 
implementata nel seguente modo: 
 
<!ELEMENT authorization (operation, resource)> 
<!ELEMENT operation (read | insert | update | delete)> 
<!ELEMENT read (local | recoursive)> 
<!ELEMENT local EMPTY> 
<!ELEMENT recoursive EMPTY> 
<!ELEMENT insert #PCDATA> 
<!ELEMENT update #PCDATA> 
<!ELEMENT delete EMPTY> 
<!ELEMENT resource (level, file, xpath)> 
<!ELEMENT level (instance| scheme)> 
<!ELEMENT istance EMPTY> 
<!ELEMENT scheme EMPTY> 
<!ELEMENT file # PCDATA> 
<!ELEMENT xpath # PCDATA> 
 
Le informazioni sul tipo di operazione sono contenute nel tag operation; le 
operazioni possono essere di tipo read, insert, update e delete.Nel caso 
particolare di operazione di read è indicato se l’operazione è di tipo locale o 
ricorsiva. 
Nel tag resource è indicato l’URI dell’oggetto in questione e se 
l’autorizzazione è di tipo instance-level o scheme-level. Nel campo XPATH è 
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contenuta l’espressione Xpath che permette di individuare il nodo o il set di 
nodi da autorizzare. 
 
 
resource 
level 
recoursive 
(0:1) 
file xpath 
  (0:1) 
update 
insert 
  (0:1) 
recoursive 
(0:1) 
or 
local  
read 
  (0:1) 
or delete(0:1)
operation 
instance  
(0:1) 
authorization 
Fig.6.8 struttura XML del tag authorization 
 
Delegation  
<!ELEMENT delegation EMPTY> 
Se il corpo di un certificato contiene un elemento delegation, il subject non 
solo può usare i permessi trasmessi dal certificato, ma può anche trasferire ad 
altri questi permessi o parte di essi. 
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6.4 Codifica XML della richiesta di accesso  
IL DTD di un documento corrispondente alla richiesta di accesso è il 
seguente: 
<!ELEMENT request (key-issuer, request-data) 
<!ELEMENT key-issuer (public-key)> 
 
Il campo key-issuer contiene la chiave pubblica del richiedente, mentre nel 
campo request-data sono specificate tutte le informazioni sulla richiesta. Nel 
caso particolare di accesso a documenti XML, si ha: 
<!ELEMENT request-data (operation, resource)> 
<!ELEMENT operation (read | insert | update | delete)> 
<!ELEMENT insert (value, xpath)> 
<!ELEMENT read CDATA> 
<!ELEMENT update (value, xpath)> 
<!ELEMENT delete (xpath)> 
<!ELEMENT value #PCDATA> 
<!ELEMENT xpath #PCDATA > 
<!ELEMENT resource #PCDATA > 
Il campo resource indica il documento XML, di cui si fa richiesta di 
accesso, e il campo operation indica il tipo di operazione: per ogni operazione è 
specificato il nodo o il set di nodi che si vogliono leggere o scrivere. Per le 
operazioni di scrittura è previsto il campo XPATH mentre per quella di lettura 
è presente una sezione CDATA, che può contenere una espressione XQuery25. 
nel caso di operazione di update o insert, si deve specificare anche il campo 
value contenente il valore della modifica. 
 
                                                 
25Una espressione Xquery può contenere tag xml che non devono essere interpretati. E’ 
necessario inserirla in una sezione CDATA poichè tutto quello che e’ scritto nella sezione e’ 
ignorato dal parser. 
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  (0:1) 
xpath 
delete 
or   (0:1) 
  (0:1) 
operation 
  (0:1) 
xpath 
insert 
or 
value 
read 
xpath 
update 
or 
value 
key-issuer 
hash-of-key public-key 
  (0:1) resource 
request-data 
or 
request 
CDATA 
  (0:1) 
 
Fig.6.9 struttura XML del request 
 
 
6.5 Signature nei certificati e nella richiesta 
Come detto in precedenza, tutti i messaggi che circolano nel sistema sono 
firmati con la chiave privata del mittente. Per quanto riguarda i certificati 
firmati, il DTD è il seguente:   
<!ELEMENT signed-cert ((name-cert | cert), signature)> 
<!ELEMENT signature #PCDATA> 
<!ATTLIST signature hash-alg CDATA #REQUIRED> 
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Signature contiene il valore della firma digitale, mentre l’attributo hah-alg 
indica il tipo di funzione hash usata per calcolare l’impront adigitaleda cifrare. 
Quest’ultima è calcolata a partire dal certificato originale descritto in 6.2 e 6.3, 
ripulito di eventuali caratteri di tabulazione come spazi,… 
 
Lo stesso ragionamento vale per le richieste firmate, il cui DTD è: 
<!ELEMENT signed-request (request, signature)> 
<!ELEMENT signature #PCDATA> 
<!ATTLIST signature hash-alg CDATA #REQUIRED> 
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APPENDICE A 
XML Graphical Data Model 
XML-GDM o XML Graphical Data Model è un linguaggio semiformale 
usato per rappresentare i documenti XML e la loro struttura (es. i DTDs). 
 
La corrispondenza fra il DTD dei documenti XML e il grafo XML-GDM è 
stabilita dalle seguenti regole: 
R1. 
Ciascun elemento E non terminale è rappresentato con un rettangolo 
etichettato con il nome E. 
Es. <!ELEMENT date (day,month,year)> 
 
 
day month year 
date  
 
 
 
 
R2. 
Un elemento terminale è rappresentato con un cerchio bianco ed è 
collegato al rettangolo, rappresentante l’elemento che lo contiene, tramite un 
arco orientato e etichettato con E. 
Es. <!ELEMENT day(#PCDATA)> 
 
 
day month year 
date 
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R3. 
Se fra gli elementi non terminali E1 ed E2 esiste una relazione di 
inclusione, per cui E1 è un “sottoelemento” di E2, nel grafo è presente un 
arco orientato che va da E1 a E2. 
Se E1 include più sottoelementi, questi devono essere ordinati in senso 
anti-orario marcando con un trattino l’arco corrispondente al primo 
sottoelemento. 
Es. <!ELEMENT person (firstname?, lastname, fulladdress)> 
 
 
firstname 
(0:1) 
fulladdress 
lastname 
person  
 
 
 
R4. 
Quando un elemento non terminale E contiene sottoelementi in 
esclusione fra loro ( | ), nel grafo è presente un arco etichettato con “or” che 
interseca gli archi che legano E ai suoi sottoelementi. 
Es. <!ELEMENT shipto (fulladdress | reference)> 
 
fulladdress reference 
shipto  
 
 
R5. 
Ciascun attributo A è rappresentato con un cerchio nero ed è collegato 
all’elemento cui appartiene da un arco orientato etichettato con A. 
Es. <!ATTLIST person id ID> 
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id person  
R6. 
Gli operatori iterativi “+” e ”*” e l’operatore di opzionalità “?” sono 
rappresentati sull’arco cui si riferiscono nel seguente modo: 
− (0:n) per * 
− (1:n) per + 
− (0:1) per ? 
Es. <!ELEMENT fulladdress (company?,city, addressline+) 
 
 
company 
(0:1) 
addressline 
(1:n) city 
fulladdress 
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