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The Foundations of Program Verijication. By Jacques Loeckx and Kurt Sieber. Wiley, 
Chichester, 2nd ed., 1987, Price E22.50, ISBN O-471912824. 
The book is devoted to the classical methods of program verification: the inductive 
assertions method of Floyd, the axiomatic method of Hoare (including the relative 
completeness issue) and Scott’s fixpoint induction (in denotational setting). The 
subject is presented by analysis of three programming languages: flowcharts, while- 
programs and a language of recursive definitions of functions. For these languages 
the operatioiial and denotational semantics are introduced and the equivalence of 
these semantics is proved. Denotational semantics is introduced via typed A-calculus 
interpreted in complete partial orders (cpo’s). Basic concepts of cpo-theory are 
provided. Each verification method is proved to be correct with the help of the most 
appropriate of the semantics. 
Throughout the book the same examples often reappear in order to illustrate how 
the different methods are related. Finally, lvlilner’s Logic for Computable Functions 
is also briefly presented. The book ends with a short overview of other approaches 
and more advanced investigations in the field of program verification. 
Each chapter ends with historical and bibliographical remarks which are a good 
starting point for further study. 
The material presented is self-contained and the first part of the book provides 
mathematical preliminaries: basic concepts of predicate logic. 
The subject is treated with mathematical rigour and the authors have achieved a 
nearly optimal (in my opinion) trade-off between formality and readability. Precise 
analysis of assumptions in proving program correctness is worth mentioning (e.g. 
fixpoints and the least fixpoints). The notation of Hoare’s formal proofs is pleasant. 
In order to maintain a very simple setting the authors have omitted more compli- 
cated phenomenons like aliasing, parameter passing, self-application, infinite range 
problem, parallel computations. 
The book may be used as a textbook to give an introductory course on program 
verification. 
I have another final remark: contrary to the statement on page 173, r. 18. we 
cannot say (even “roughly speaking”, as the authors express this) that the only 
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expressive interpretations are the standard interpretation of Peano arithmetics and 
finite interpretations. 
Michal GRABOWSKI 
Warsaw University, Warsaw, Poland 
Actors: A Model of Concurrent Computation in Distributed Systems. By Gul Agha. 
MIT Press Series in AI, MIT Press, London, 1987, Price JZ24.95. 
The actor model of computation combines an object-based view of the world 
with concurrency. Every computational entity in an actor system is an actor, capable 
of responding to messages. The internal state of an actor is private, and can only 
be accessed by sending messages to the actor. This book, based on a doctoral 
dissertation submitted to the the University of Michigan, is a clear exposition of 
the actor model. 
Bringing together ten years of research effort in actor systems, mainly done by 
Carl Hewitt’s group at M.I.T., this book describes the basic ideas of actor systems, 
how actors can be combined into useful systems, and provides a formal definition 
of the semantics of a kernel actor language. 
The book opens bv discussing issues that are germane to concurrent programming: 
synchronous and asynchronous communication, shared variables versus message- 
passing, nondeterminism and fairness, and reconfigurability and extensibility. Agha 
comes down on the side of asynchronous, message-passing computation, laying the 
groundwork for the actor model that is to follow. Actors communicate by sending 
messages to each other. The messages are guaranteed to arrive, but the arrival order 
is arbitrary. New actors can be created during the execution of a program. 
Agha goes on to describe a kernel actor language, SAL. SAL is a minimal actor 
language, but sufficiently powerful that all actor systems can be defined using it. 
SAL has constructs for all the actor primitives: creating actors, sending messages. 
and specifying behaviours. Several examples of SAL programs illustrate the basic 
ideas. Actor event diagrams, reminiscent of the Feynman diagrams used in particle 
physics, are introduced as a way of depicting interactions between actors graphically. 
Having described the basics of actor programming, Agha then shows how various 
idioms in concurrent progr&ms can be mimicked using actors: “insensitive” actors 
are used to perform locking, “customers” implement continuations, and delayed 
evaluation can be modeled too. 
The second half of the book describes a formal model of actor semantics. 
Behaviours are assigned meanings denotationally, and an operational semantics 
shows how the configuration of an actor system can evolve using these behaviours. 
The notion of fairness provided by the guarantee of message delivery is formalised. 
The book closes by showing how actor systems can be used as abstractions of 
