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BAB 2 LANDASAN KEPUSTAKAAN 
2.1 Tinjauan pustaka 
Tinjauan pustaka adalah peninjauan tentang pustaka-pustaka yang terkait dalam penelitian ini. Tinjauan pustaka ini mengacu pada penelitian yang dilakukan oleh (Thawonmas dan Matsumoto, 2009). Penelitian ini membahas tentang pembuatan kontroller otomatis untuk agen Ms. Pac-Man dengan menggunakan algoritme A* sebagai path finding agen. 
2.2 Ms. Pac-Man secara umum 
Ms. Pac-Man adalah sebuah arcade video game yang dirilis pada Juli 1981. Dalam permainan ini terdapat karakter pemain yaitu Ms. Pac-Man yang berbentuk lingkaran kuning dengan pita pada kepalanya. Terdapat pil yang tersebar dalam sebuah labirin yang dijaga oleh empat hantu : blinky(hantu merah), inky(hantu biru), pinky(hantu pink), dan sue(hantu oranye). Pemain harus mengambil semua pil yang ada dalam labirin untuk mencapai tingkat berikutnya. Pemain tidak boleh menyentuh hantu pada umumnya karena jika pemain menyentuh hantu pemain dianggap mati dan nyawa pemain akan berkurang, namun jika pemain mengambil pil yang lebih besar, semua hantu akan berubah menjadi hantu biru tua yang dapat dimakan oleh pemain. Pemain akan mendapatkan skor saat memakan pil, hantu biru tua, atau buah. Untuk buah-buahan akan muncul pada kurun waktu dan bisa hilang juga. Bentuk labirin bisa berubah tergantung dari tingkatnya (Midway, 1982). 
2.3 Algoritme A* 
A* adalah metode yang digunakan untuk pathfinding dan transversal graph (Millington, 2009). Tujuan penggunaan metode ini adalah untuk menentukan jarak terpendek dalam mencapai ke tempat tertentu. Untuk penerapannya pada agen permainan Ms. Pac-Man metode ini digunakan untuk mencari jarak antara Ms. Pac-Man dengan hantu, titik, atau buah. Rumus A* dapat dilihat pada 2.1: 
 
= +     ( 2.1 ) 
 
Dimana n adalah node tujuan, f(n) adalah total cost dalam menuju ke node n, g(n) adalah cost antara node awal dan node n, h(n) adalah fungsi heuristic yang menilai cost jarak secara langsung antara node n ke node tujuan, contoh h(n) adalah jarak antara node n ke node tujuan dalam sebuah peta. 
2.4 Agen Ms. Pac-Man pada Thawonmas dan Matsumoto 
Agen merupakan entitas yang mengendalikan suatu objek dalam permainan. Dalam permainan ini agen dibuat untuk mengendalikan Ms. Pac-Man untuk 
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memakan semua pil sambil menghindari hantu. Dari penelitian Ruck Thawonmas dan Hiroshi Matsumoto mereka menggunakan rule-based untuk mengatur tindakan selanjutnya yang diambil agen. Terdapat tujuh rule yang digunakan, dimana rule pertama mempunyai prioritas tertinggi, rule berikutnya mempunyai prioritas yang lebih rendah dari sebelumnya (Thawonmas, 2009). 
Pada Tabel 2.1 dicek jarak agen ke power pill, agen ke hantu terdekat, dan hantu terdekat ke power pill terdekat. Jika semua bernilai true, agen akan berhenti bergerak dan menunggu hantu mendekat untuk menjebak dengan memakan power pill terdekat. Terdapat angka seperti 5(3), maksud dari angka tersebut adalah angka diluar kurung berlaku saat tingkat pertama permainan, sedangkan angka dalam tanda kurung berlaku saat tingkat kedua permainan. 









If agentDistanceToClosestPowerPill ≤ 5(3) 
AND 
agentDistanceToClosestGhost ≥  4(4) 
AND 
closestGhostDistanceToClosestPowerPill ≥ 6(4) 
    Agent stop moving to ambush ghost 
ENDIF 
 
Untuk Tabel 2.2, agen mengecek apakah ada power pill, jarak agen ke hantu terdekat, agen ke power pill terdekat, dan hantu terdekat ke power pill terdekat.   Jika semua bernilai true, agen akan bergerak ke power pill terdekat dengan menggunakan A* versi dua. 













If at least one power pill exists 
AND 
agentDistanceToClosestGhost ≤ 8 
AND 
agentDistanceToClosestPowerPill  ≤ 6 
AND 
agentDistanceToClosestPowerPill  ≤ 
closestGhostDistanceToClosestPowerPill  
    Agent move to the closest power pill 
    isAStarVersionTwo ← true 
ENDIF 
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Pada Tabel 2.3, agen mengecek apakah ada power pill, jarak agen ke hantu terdekat, agen ke power pill terdekat, dan hantu terdekat ke power pill terdekat.   Jika semua bernilai true, agen bergerak ke power pill terdekat dengan menggunakan A* versi satu. 











If at least one power pill exists 
AND 
agentDistanceToClosestGhost  ≤ 8 
AND 
agentDistanceToClosestPowerPill  ≤ 
closestGhostDistanceToClosestPowerPill  
    Agent move to the closest power pill 
    isAStarVersionOne ← true 
ENDIF 
 
Tabel 2.4 dijelaskan bahwa agen akan mengecek ada hantu yang bisa dimakan, jarak agen ke hantu terdekat, agen ke hantu bisa dimakan terdekat. Jika semua bernilai true, agen bergerak ke hantu bisa dimakan terdekat with the A* versi satu. 










If at least one edible ghost exists 
AND 
agentDistanceToClosestGhost  ≤ 8 
AND 
agentDistancetoClosestEdibleGhost  ≤ 8 
    Agent move to the closest edible ghost 
    isAStarVersionOne ← true 
ENDIF 
 
Pada Tabel 2.5 dicek apakah jarak agen ke hantu terdekat, Jika bernilai true agen bergerak ke pill terdekat dengan menggunakan A* versi satu. 






If agentDistanceToClosestGhost  ≤ 8 
    Agent move to the closest pill 
    isAStarVersionOne ← true 
ENDIF 
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Untuk Tabel 2.6 dicek apakah ada setidaknya satu hantu yang bisa dimakan, jarak agen ke hantu terdekat, agen ke hantu yang bisa dimakan terdekat. Jika semua bernilai true, agen bergerak ke hantu yang bisa dimakan terdekat dengan menggunakan A* versi dua. 










If at least one edible ghost exists 
AND 
agentDistanceToClosestGhost  ≥ 9 
AND 
agentDistancetoClosestEdibleGhost  ≤ 8 
    Agent move to the closest edible ghost 
    isAStarVersionTwo ← true 
ENDIF 
 
Pada Tabel 2.7 dicek jarak agen ke hantu terdekat. Jika bernilai true, agen bergerak ke pil terdekat dengan menggunakan A* versi dua. 






If agentDistanceToClosestGhost  ≥ 9 
    Agent move to the closest pill 
    isAStarVersionTwo ← true 
ENDIF 
 
Pada beberapa rule sebelumnya terdapat A* versi satu dan dua. Algoritme A* versi satu menghitung cost jarak, hantu, dan node sedangkan A* versi dua hanya menghitung cost jarak. Versi pertama A* digunakan untuk situasi yang lebih berbahaya, dibandingkan dengan yang kedua. Kedalaman search untuk kedua versi juga berbeda, A* versi satu mengecek sampai tiga, versi dua sampai sepuluh. Untuk perhitungan cost agen menuju suatu titik, digunakan rumus 2.2: 
= + − ∗    ( 2.2 ) 
Variabel c adalah cost untuk ke titik X, dsx adalah jarak dari titik awal agen ke titik X, dxg adalah jarak dari titik X ke titik tujuan, dsg adalah jarak dari titik awal agen ke titik tujuan. Variabel X adalah pencarian titik pada level ke-i pojok atau titik pertemuan dari Ms. Pac-Man, variabel i bernilai satu sampai tiga untuk A* versi satu, untuk A* versi dua variabel i bernilai satu sampai sepuluh.  
Pada Tabel 2.8 merupakan pseudocode untuk menghitung cost hantu pertama. Variabel Cost_hantu_pertama adalah nilai pengukur bahaya agen mendekati titik X, dimana hantu dari titik Y mendekat ke titik X. Variabel X adalah 
8   
pencarian pada level ke-i pojok atau titik pertemuan dari hantu Y, i dapat bernilai satu atau dua, dan jarak_Y_ke_X  adalah jarak dari hantu Y ke titik X. 





If isAStarVersionOne true  
    firstGhostCost ← 500,000/[distanceFromXToY ^ 2] 
ENDIF 
 
Tabel 2.9 menentukan cost hantu kedua dimana terdapat hantu pada titik X. Titik X adalah tujuan agen. Cost hanya akan ditambah ke arah titik tersebut, tidak pada arah lain yang menjauhi titik tersebut. 







If isAStarVersionOne true 
AND 
ghostNearbyPointX true  
    secondGhostCost ← 1,000,000 
ENDIF 
 
Pada Tabel 2.10, Jika ada hantu dibelakang agen, total cost akan ditambah dengan cost hantu ketiga. Cost hanya akan ditambah ke arah titik tersebut, tidak pada arah lain yang menjauhi titik tersebut. 







If isAStarVersionOne true 
AND 
ghostBehindAgent true 
    thirdGhostCost ← 6,000,000 
ENDIF 
 
Tabel 2.11 digunakan oleh agen untuk menambahkan cost agen jika menggunakan A* versi satu dan menuju ke titik pojok. Cost ini digunakan untuk menghindari agen masuk ke pojok karena akan susah untuk kabur jika sudah dikepung oleh hantu. 
  
9   







If isAStarVersionOne true 
AND 
isNodeXCorner true 
    cornerCost ← 5,000 
ENDIF 
 
2.5 Algoritme HPA* 
Hierarchical Path-Finding A*(HPA*) merupakan perbaikan dari metode A*. Dalam permasalahan path-finding secara realtime untuk suatu permainan, komputer akan menggunakan banyak resource CPU dan memori, terutama jika ukuran daerah cukup besar. Dengan metode HPA*, sebuah peta daerah dimodelkan menjadi local cluster yang terhubung. Pada level local, jarak optimal untuk menyebrangi setiap cluster sudah dihitung terlebih dulu dan disimpan pada cache. Pada level global, semua cluster ditelusuri secara lengkap (Botea et al, 2007). 
Perbedaan antara A* biasa dengan HPA* adalah hasil solusinya. Untuk HPA* mengembalikan jalur untuk bagian dari masalah, sedangkan A* mengembalikan jalur untuk masalah secara utuh. Karena itu, HPA* belum tentu memberikan hasil jalur secara optimal. Namun untuk masalah permainan Ms. Pac-Man jalur yang tidak optimal bisa saja menjadi jalur yang lebih aman daripada jalur yang optimal. 
Untuk cara kerja HPA*, pertama melakukan pre-processing daerah permainan. HPA* membagi daerah menjadi beberapa sub daerah, misal sebuah peta berukuran 40 x 40 dibagi menjadi 16 daerah dengan ukuran 10 x 10. Setiap garis pembagi antar daerah diidentifikasi jalur masuk yang bebas halangan, yang akan diberi nama titik entrance.  Setelah menentukan seluruh titik entrance yang ada, untuk setiap sub daerah, setiap entrance dihubungkan ke entrance lain yang tidak terdapat halangan sebagai tanda bahwa agen dapat berjalan dari satu entrance ke entrance lainnya. 
Dari graph pre-processing dimasukkan node start dan goal. Mulai dari node start dicari jalur optimal secara local per kluster, proses ini diulang untuk entrance dari satu daerah ke daerah lain hingga sampai ke goal. Untuk daerah yang lebih rumit dapat dilakukan abstraksi secara hierarki untuk memberi gambaran lebih lengkap dalam menentukan jalur yang ingin ditempuh, namun untuk permainan Ms. Pac-man penulis merasa tidak perlu dilakukan abstraksi lebih lanjut karena ukuran peta Ms. Pac-man cukup sederhana, sehingga hasil dari pre-processing sudah cukup untuk dipakai agen dalam menentukan jalur. 
