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Abstract. Genome assembly using high throughput data with short
reads, arguably, remains an unresolvable task in repetitive genomes, since
when the length of a repeat exceeds the read length, it becomes difficult
to unambiguously connect the flanking regions. The emergence of third
generation sequencing (Pacific Biosciences) with long reads enables the
opportunity to resolve complicated repeats that could not be resolved by
the short read data. However, these long reads have high error rate and
it is an uphill task to assemble the genome without using additional high
quality short reads. Recently, Koren et al. 2012 [1] proposed an approach
to use high quality short reads data to correct these long reads and, thus,
make the assembly from long reads possible. However, due to the large
size of both dataset (short and long reads), error-correction of these long
reads requires excessively high computational resources, even on small
bacterial genomes. In this work, instead of error correction of long reads,
we first assemble the short reads and later map these long reads on the
assembly graph to resolve repeats.
Contribution: We present a hybrid assembly approach that is both
computationally effective and produces high quality assemblies. Our al-
gorithm first operates with a simplified version of the assembly graph
consisting only of long contigs and gradually improves the assembly by
adding smaller contigs in each iteration. In contrast to the state-of-the-
art long reads error correction technique, which requires high compu-
tational resources and long running time on a supercomputer even for
bacterial genome datasets, our software can produce comparable assem-
bly using only a standard desktop in a short running time.
1 Introduction
The advent of high throughput sequencing technologies has generated a lot of
interest from the computational perspective of de novo assembly of genomic
sequences. A major breakthrough in the massively parallel high-throughput se-
quencing technologies includes the second generation sequencing platforms in-
cluding those from Illumina and Life Technologies. These platforms generate
paired-end reads with length of the order of 100 or 250 base pairs. The mean end-
to-end distance between the paired-end reads, called the insert size, is around
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Fig. 1. Two possible genomic architectures, Genome A and Genome B each with a
large repeat b. Both putative genomes can generate the same set of paired-end reads.
With the information from paired-end reads, the assembler can only identify shorter
contigs a, b, c, d and e but not the entire true genome.
300 to 500 base-pairs. The paired-end reads can be sequenced with high accu-
racy and high depth of coverage. Two approaches are broadly used by assembly
tools to assemble the paired-end reads into complete genomes of genomic con-
tigs: (i) Overlap-layout-consensus assembly was introduced by Staden [2], which
was later improvised by the introduction of string graph by Myers [3] (Cel-
era Assembler [4], SGA [5]); (ii) de Bruijn graph-based assembly was originally
proposed by Idury and Waterman [6] and extended by Pevzner et al [7] (Euler-
SR [8], ABySS [9], Velvet [10]). These de novo assembly approaches can generate
high quality assemblies using the high quality paired-end reads. However, these
paired-end reads are unable to span large repeats and as a result the assembled
contigs are often short. Figure 1 shows an example where the assembler is unable
to identify the true genome architecture using only short read.
Newer high throughput sequencing platforms [11] target the length limitation
of second generation short reads by generating libraries with a large span. The
prominent technologies include: (i) jumping libraries which generate small mate-
pair reads of around 150 base pairs and variable span of 5 kbp or more; (ii) long
reads from Pacific Biosciences with variable length ranging from 1 kbp to 20 kbp
and (iii) genomic fragments amplified by Moleculo technology (size: 1.5 kbp to
15 kbp [12]) and then sequenced using short read sequencing technologies. In
this work we focus on PacBio long reads generated by directly sequencing entire
genomic fragments. In the rest of this article we will use the term short reads
to describe the paired-end reads from Illumina and long reads to describe reads
generated using the Pacific Biosciences RS platform.
Long reads generated from PacBio RS can easily span most repeats and
have the potential to produce very large assembled contigs. Unfortunately, these
reads can have a very high error rate with mean error rate as high as 16%. Hence
they are difficult to assemble by themselves and require very high coverage; the
assembly quality falls rapidly with smaller coverage [13]. However, combining
the high quality of second generation short reads and the large length of the
long reads, these datasets can be processed simultaneously to produce very long
genomic contigs that otherwise required costly low-throughput techniques.
Recent efforts (PacbioToCA [1], LSC [14]) have focused on mapping short
reads to the erroneous long reads to correct the long reads using aligners like
NovoAlign [15] and GMAP [16] which can allow large edit distance for the map-
ping. These corrected long reads are then used to generate an assembly with
significantly longer contigs. However, such mapping from all short reads to all
long reads with large edit-distance is computationally expensive and requires a
large running time even for small bacterial datasets. Furthermore, if there are
two or more similar regions in the genome, the short reads from one region can
still map to long reads from the other region given the high edit-distance. Reads
corrected in such fashion may create spurious adjacencies leading to misassem-
blies.
An alternative approach is to first assemble the high coverage short read
dataset to produce high quality contigs and use long reads for scaffolding. Pre-
vious tools that use this approach include AHA scaffolder [17] and ALLPATHS-
LG [18]. However, these approaches are specialized to perform hybrid assembly
in the presence additional libraries including Roche 454 reads for AHA scaffolder
and jumping libraries of mate-pair reads for ALLPATHS-LG. Following this ap-
proach, a hybrid assembler will essentially take as input: the assembler should
find the correct traversal of genome on the graph using the support information
from the mapping of long reads.
While the alignments of long reads on the complete genome can be eas-
ily identified using BLASR [19], alignments to shorter contigs can be spurious.
This is because we have to allow very short alignments and cannot conclusively
say if these are true alignments or accidental alignments due to short repeats
and similar-looking regions. Such alignments generate ambiguous adjacencies be-
tween contigs and stop us from making high confidence calls while scaffolding.
Furthermore, as we see in Figure 2, the longer assembled contigs tend to be
unique in the genome whereas the shorter contigs tend to repeat. If such short
contigs occur adjacent to each other in the genome, then using long reads to de-
termine the exact layout of all the contigs in the presence of spurious alignments
becomes a difficult problem.
Contribution: In this work, we present Cerulean, a completely automated
hybrid assembly approach to produce a high quality scaffolds using Illumina
paired-end reads and PacBio long reads. Cerulean does not use the short reads
directly; instead it works with an assembly graph structure generated from short
read data using existing assemblers. Assembly graphs are graphs where nodes
correspond to contigs of assembled short reads and edges represent putative
adjacencies of the contigs, but not confined to overlapping contigs. Such assembly
graph are commonly built using overlap-layout-consensus and more recently with
the de Bruijn graph paradigm. The input to Cerulean includes: (i) the assembly
graph generated by ABySS paired-end read assembler [9] constructed from short
reads (and it can be applied to graphs generated by overlap graph or de Bruijn
graph based assemblers as long as the graph has the desired format) and (ii) the
mapping of long reads to the assembled contigs. The output of Cerulean is an
simplified representation of the unentangled assembly graph. The non-branching
paths in this simplified graph correspond to the scaffolds in the genome.
We recognize that multiple spurious alignments of long reads to short con-
tigs makes it a difficult problem to unentangle the assembly graph, especially
when the short contigs form densely connected substructures. The Cerulean al-
gorithm addresses this problem through an iterative framework to identify and
extend high confidence genomic paths. Cerulean initially operates with a sim-
plified representation of the assembly graph, which we call the skeleton graph
(Figure 3(a)), consisting only of long contigs. We then gradually improve the
assembly by adding smaller contigs to the skeleton graph in each iteration.
Our software produced higher quality assembly than the state-of-the-art soft-
ware for hybrid assembly (PacbioToCA, AHA) in much shorter running time and
lower memory usage. While assembly of Cerulean was significantly better than
AHA scaffolder; PacbioToCA required 8 hours to run on a supercomputer with
24 threads for a bacterial genome dataset with a total memory usage of 55GB
and temporary files of 300GB. In contrast, Cerulean finished within few minutes
on a single thread on a regular desktop with memory usage of 100MB and pre-
processing (ABySS, BLASR) taking less than an hour on a desktop computer.
Starting with N75 of 60 kbp of contigs generated by ABySS, scaffolds generates
scaffolds with N75 of 503 kbp as compared to 247 kbp for PacbioToCA and 106
kbp for AHA scaffolder.
2 Methods
Inputs: The inputs to Cerulean include (i) the assembly graph and contig se-
quences from short read assembly (using ABySS or other assemblers) and (ii)
alignments of long reads to contigs from the assembly graph (using BLASR).
The assembly graph consists of one vertex for each contig and a conjugate ver-
tex for its reverse complement. The length of a vertex corresponds to the length
of the contig. A directed edge between two vertices indicates a putative adja-
cency between the two vertices. For every directed edge, the conjugate edge is a
directed edge from the conjugate of its sink to the conjugate of its source. For
each edge, we define the length to be the offset between the end of source contig
and start of the sink contig. Thus, if the two contigs overlap, then the length is a
negative number; in case of a gap this length is a positive number. The size of the
overlap or the gap may depend on the short read assembler, e.g., if the assembler
just produces the de Bruijn graph, then the overlap is directly determined by
k-mer size, but many short read assemblers also implement preliminary analysis
of the graph structure and so the assembled contigs may even overlap by a few
thousand base pairs even though the paired-end insert size is only few hundred
based pairs. Henceforth, contigs contigs refer to DNA sequences assembled by
the short read assembler and scaffolds refer chain of contigs glued together using
alignments of long reads to contigs.
Pipeline: The contigs generated by the short paired-end read assembly have
a large distribution of lengths and some of these contigs repeat multiple times in
Fig. 2. Distribution of repeat count of contigs assembled from short reads
the reference. Most repeats tend to be short and there are very few long contigs
which occur multiple times in the reference as shown in Figure 2 for E. Coli
dataset. Resolution of the assembly graph in the presence of these short and
repetitive contigs is difficult since they create noise in mapping (spurious align-
ments) and may form dense structures in the graph which is a major obstacle
for the repeat resolution procedure.
Our algorithm relies on the construction of a skeleton graph (Figure 3(a))
which is a simplified representation of the assembly graph containing only long
contigs. The edges in the skeleton graph represent the putative genomic connec-
tions of these contigs. As we shall see below, we include an edge in the skeleton
graph only if there is sufficient number of long reads that indicate the correspond-
ing adjacency. Since the skeleton graph has a simple structure consisting only of
long contigs, mapping long reads to the skeleton graph has less noise and repeat
resolution is simpler. Our approach gradually improves the assembly by adding
smaller contigs in every iteration.
In each iteration, the algorithm goes through three components (Figure 3(b)):
I) Skeleton graph construction/extension; II) Repeat Resolution ; III) Gap bridg-
ing.
Skeleton graph construction: Given the assembly graph G(V,E), genome
S, a length threshold L, the skeleton graph SG(G,S, L) = G(V ′, E′) has vertex
set V ′ containing only vertices corresponding to contigs longer than L in V . An
edge (v′i, v
′
j) ∈ E′ depicts a putative adjacent layout between the corresponding
contigs in the genome. The skeleton graph represents a simplification of the
original assembly graph by ignoring all intermediate short contigs in the assembly
(a) (i) Assembly graph (ii) Skeleton graph retains only big vertices (long contigs)
(b) Iterative Pipeline for Cerulean: (i) Skeleton graph reconstruction (Circle size pro-
portional to contig length) (ii) Repeat resolution (iii) Gap filling.
Fig. 3. Skeleton graph representation and iterative construction of approximate skele-
ton graph
graph. The short contigs that occur between consecutive long contigs in the
genome are implicitly included by annotating the relevant edges.
Since the skeleton graph is a simpler graph with long vertices, unambiguously
mapping the long reads to long contigs and resolving repeats in the skeleton
graph is more favorable than in the assembly graph. However, since the genome is
unknown, the skeleton graph can not always be constructed in its entirity. Below,
we construct an approximate version of skeleton graph using the information
from all long read alignments.
The first iteration of the skeleton graph is constructed by using only long
contigs from the assembly graph as vertices. Alignments of pairs of long contigs
to a long read imply a certain distance (overlap or gap) between the contigs if
these were true alignments. A directed edge is added between 2 vertices if there
exists a path (or edge) in the assembly graph that certifies the implied distance
within certain tolerance. The length of the edge is defined as the distance inferred
by following the path (in the assembly graph) rather than the distance inferred
from erroneous long reads. In case the adjacent contigs overlap in the assembly
graph, then the long reads need to span the entire overlap to include a putative
edge between the two contigs in the skeleton graph.
We further refine this approximate graph by the following steps:
Read Count Threshold: We should only keep those edges which have a signif-
icant long read support. The length of the long reads is variable. So if we want
to resolve a long repeat or fill a large gap, then we will expect a small number of
long reads to span the entire repeat or gap. Thus, the expected number of long
reads that connect two contigs will depend on the coverage as well as the distance
between the two contigs and the read length distribution of the long reads. We
thus evaluate the significance of the number of long reads supporting an edge
in comparison to support for other competing edges. Our criteria for adding
new edges consists of three parts: (i) if the number of long reads supporting an
edge is greater than a high confidence threshold that edge is certainly retained;
(ii) if the number of supporting long reads is less than a certain low confidence
threshold, then such an edge is discarded; (iii) if long read count is between these
thresholds, an edge is included either if it is the only outgoing/incoming edge
for the source/sink, or if the read count for the edge is significantly higher than
other edges incident on source or sink.
Length-sensitive Transitive Edge Reduction: We can identify the high confi-
dence scaffolds by looking at non-branching paths in the skeleton graph. How-
ever, some chains of contigs which ideally should form non-branching paths in
the graph may get connected to vertices beyond their immediate neighbours.
Such cases can happen when some long reads do not align to the intermediate
vertex due to errors. For identification of non-branching paths, we remove the
transitive edges which create the false impression of a branch (Figure 2). An
edge is defined to be transitive if there is an alternative path from source to sink
implying the same distance offset.
Repeat Resolution: The repeat resolution procedure is illustrated in Fig-
ure 3(b)(ii). When we remove the transitive edges to identify simple paths, we
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Fig. 4. Length-sensitive transitive edge reduction along a non-branching path.
may lose valuable information from long reads that span repeats appearing as
branching nodes in the graph. A branching node will have multiple incoming
edges on one side on multiple outgoing edges on the other. The corresponding in-
coming and outgoing vertices form a bipartite structure as seen in Figure 3(b)(ii).
We resolve such repeats by matching pairs of vertices (not necessarily all pairs)
in this bipartite structure by looking at reads spanning the repeat. Matched pairs
which can be joined unambiguously are then connected by a direct edge (with
annotation) and the edges to the intermediate vertex are removed. We do repeat
resolution in its simplest form of spanning only one contig at a time. This works
if the repeating contig is a maximal repeat. It is the common case for most con-
tigs in our procedure to be maximal repeats since we deal with only long contigs
initially. But as we scale to larger genomes with more complex repeat structures
of shorter contigs, we need to implement more powerful strategies for spanning
repeats.
Gap Bridging: The gap bridging procedure is illustrated in Figure 3(b)(iii).
After using all information from connections in the graph to identify the scaffolds,
we observe that certain paths terminate as there are no further edges to extend
these paths. At this point, we relax the constraint that edges in the skeleton
graph should correspond to existing paths of the assembly graph. We can identify
possible ways to extend a scaffold by looking at long reads that align from the
end of that scaffold to the end of another scaffold. If this is the only possible
way to extend either of these scaffolds, then we use these long read alignments
to unambiguously bridge the gap between these paths (scaffolds) by adding a
new edge between their terminal vertices.
Iteration on Vertex Length: After we have inferred all possible scaffolds
from the long contig skeleton, we have the list of all simple paths from this
skeleton. Now we can decrease the vertex length threshold according to a vertex
length schedule. We add the new short contig vertices (longer than the new
lower threshold) either if they are connected to the end vertices of the simple
paths from the previous vertex length iteration, or if they are connected to other
short vertices. Thus non-terminal non-branching long contigs in scaffolds from
one iteration are untouched in the next iteration. Then we iteratively go through
the above steps of transitive edge reduction, repeat resolution and gap bridging.
Final assembly: After the completion of all iterations through the vertex
length schedule we have our final approximation of the skeleton graph. The
simple paths represent our final scaffolds. The edges of these simple paths can
either be directed edges in the original assembly graph, or they can be annotated
with either path traversals in the assembly graph by the set of long reads bridging
a gap. Thus, the final scaffolds can be inferred from these annotated paths on
the corresponding sequence of reads that are used for gap filling. Those vertices
which are not included in the scaffolds can be inferred as independent contigs.
3 Results
We tested our software for the Escherichia Coli bacterial genome (strain: K12,
isolate: MG1665). The short [20] and long [21] read datasets were obtained from
the samples provided by Illumina and Pacific Biosciences respectively as de-
scribed in Table 1.
Short read assembly: We assembled the short read contigs using the ABySS
paired-end assembler with k-mer size of 64 base pairs. The computational re-
sources and assembly results are mentioned in Table 2 and Table 3 respectively.
Mapping long reads to contigs: We mapped the long reads to the ABySS
assembled contigs using BLASR with minimum percentage identity of 70%.
Filtering spurious alignments: There are many short alignments from long
reads to contigs due to short repeats contained within contigs as shown in Figure
5. Reads mapping to multiple contigs do not necessarily imply adjacency and
need to be filtered. We classify an alignment as long alignment if the unaligned
overhang (i.e. length of unaligned portion of the read which ideally should have
mapped in case of a true alignment of unerroneous read) is less than 30% of
the ideal alignment length (i.e. sum of unaligned overhang and aligned portion).
Henceforth, when we refer to alignment of a long read it means it satisfies the
criteria for long alignment.
Cerulean scaffolding: We used the ABySS assembly graph and filtered BLASR
alignments to generate the scaffolds. The vertex length schedule we used is 2048
bp, 1024 bp, 512 bp, 256 bp and 0 bp.
PacbioToCA: We compare our results to the assembly generated by the al-
ternative approach of assembling error-corrected long reads using PacbioToCA.
Table 1. Details of sequencing data used for assembly
Platform Illumina Hiseq PacBio RS
Coverage 400X 30x
Read Length 151bpX2 (insert size 300bp) N50: 5900, Largest:19416
Number of reads 11 million 75152
Ref
C1 C2
Read
RepeatRepeat
Fig. 5. Spurious alignments of long reads due to short repeats are filtered.
AHA scaffolder: We also tested the results of the AHA scaffolder using the
ABySS assembled contigs and PacBio long reads as inputs.
ALLPATHS-LG: We did not test ALLPATHS-LG since it requires jumping
libraries.
The length distribution comparison of the assembled contigs is displayed in
Figures 6(a) and 6(b). We can see that the N50 values for the PacbioToCA
assembly is determined solely by the first 2 contigs, but the contig length drops
drastically after that giving a very low N75 value of 273 Kbp as compared to N50
of 957 Kbp. The length of the scaffolds generated by Cerulean falls much slower
giving a significantly better N75 of 503 Kbp comparable to the N50 length 694
Kbp. Figure 6(a) also shows that the total assembled length for PacbioToCA is
significantly larger than the genome length.
Table 2. Computational resources for hybrid assembly
Software ABySS BLASR Cerulean PacbioToCA AHA
Number of threads 1 8 1 24 4
Peak memory usage <4 GB 300 MB 100 MB 55 GB 300 MB
Runtime <30 mins <30 mins 2 mins 12 hours 2 hours
Temporary files 75 MB 8 MB 5 MB 300 GB 500 MB
Analysis of the final set of contigs indicated that all the 11 long contigs were
essentially separated by just 2 non-exact repeats in the reference of lengths (2500
bp and 4300 bp). If we are more aggressive in resolving these repeats, then this
approach has the potential to retrieve the entire genome as a single contig. Our
conservative adjacency calls did not resolve these repeats in order to retain the
accuracy of the assembly. We chose not to make more aggressive decisions in
repeat resolution in the dataset because in the case of just 2 repeats, it is easy
to implement a scheme that will overfit the data and not scale to other genomes
when running in a fully automated setting.
(a) Cumulative length distribution of all contigs/scaffolds arranged in decreasing order
of length
(b) Nx length of all contigs/scaffolds of scaffolds arranged in decreasing order of length
Fig. 6. Comparison of lengths of contigs/scaffolds generated by various approaches
Table 3. Assembly statistics for hybrid assembly analyzed using QuAsT [22]. We have
separately validated the sequential order and offsets of all long contigs forming the
scaffold by mapping them to the reference. We also confirmed that all 4 reported mis-
assemblies for ABySS + Cerulean were actually local misassemblies of a small length
(< 1Kbp) and 1 fake misassembly due to circular genome. However, a significant num-
ber of misassemblies in PacbioToCA and AHA involved relocations/inversions of sig-
nificant number of contigs longer than 1Kbp and as large as 30 Kbp and 19 Kbp
respectively.
Software Reference ABySS Cerulean PacbioToCA AHA
# contigs 1 199 21 55 54
# contigs > 1000bp 1 83 11 55 48
N50 4639675 110Kbp 694KBp 950Kbp 213 Kbp
N75 4639675 64KBp 507KBp 247 KBp 107 Kbp
Largest contig length 4639675 268969 1991897 1533073 477080
Total length 4639675 4849724 4625935 4641287 4663300
#misassemblies - 3 4 22 11
4 Discussions:
Cerulean has a very low resource usage and high accuracy of assembled scaffolds.
This makes a very strong case for scaling this approach to larger genomes. The
algorithm in its current state focuses on making decisions based on very simple
building blocks one at a time. This makes it possible for us to make low risk de-
cisions towards a high accuracy assembly for simple bacterial genomes. However,
when analyzing datasets from larger complex genome, we have no prior knowl-
edge of the structure of the repeats and the layout of the contigs generated by
short read assemblers. So there are cases where the scaffolding algorithm may
not be able to distinguish between a true adjacency signal and a false adjacency
signal. In most cases, this will simply stop the algorithm from extending a scaf-
fold due to branching. However, we cannot conclusively rule out the possibility
of producing other side effects for every decision made by the algorithm. We also
need to acknowledge the fact that we are currently dealing with small bacterial
genomes for which we can easily obtain high and more or less uniform coverage
for short reads. So far we rely completely on the short read assembler to generate
the initial contigs. However, for larger genomes, variable coverage caused due to
sequencing bias combined with decisions made by the short read assembler can
cause misassembled contigs to start with. In this case, the scaffolder will benefit
from not assuming the assembled contigs as ground truth, but actually testing
for misassemblies by the short read assembler.
However, the framework of gradual inclusion of complexity does provide us
with the opportunity to tackle even more complex genomes in a systematic fash-
ion. Here we discuss a few of these cases where this framework is useful. When
extending the scaffolds consisting of large contigs, we aim to extend them un-
ambiguously with the inherent assumption that the larger contigs are usually
unique in the reference. We can increase the confidence in this assumption by
Fig. 7. Example for resolving multiple consecutive repeats. Contigs A and E are not
connected directly by long reads. The intermediate vertices B, C and D all have
branches however, the triplet B → C → D only occurs at a unique location. Thus
reads which span all 3 vertices B, C and D simultaneously can be treated as aligning
to one large combined contig (3-gram) and used to extend the scaffold from A to E.
considering the coverage information of contigs to estimate the repeat counts of
contigs and make our decision for extension based on this assumption. Further-
more, if in one iteration of the vertex length schedule, we find an unambiguous
way of extending a scaffold, it does not necessarily imply that it is the only way
to extend and there can possibly be other ways to extend which require looking
at shorter vertices for bridging. One way to address problem is by using the
vertex length threshold as a soft cutoff rather than a hard cutoff to allow shorter
contigs to compete with the larger contigs if they have very good support from
the reads and graph structure.
In Cerulean, we bypass the problems of complex repetitive structures in
graph, by only looking at uniquely occurring long vertices. We resolve only one
branching vertex at a time under the inherent assumption that most long repeats
are maximal repeats isolated from other repeats of comparable length. Larger
genomes certainly violate this assumption to a large extent. Thus we may have
to connect scaffolds that are separated by multiple branching vertices of compa-
rable lengths. There is also the opportunity to exploit the structure of the graph
in extending the scaffolds as shown in Figure 7. A path tracing approach can
help us extend scaffolds across such multiple branching vertices. Path tracing is
a non-trivial problem in big graphs, but we can use path tracing in the context
of our incremental framework to solve specific small problems.
Finally there are techniques we can use to improve our ability to extend
scaffolds or add more edges to the skeleton graph. An edge in the skeleton graph
can correspond to a walk in the assembly graph. The input mapping from long
reads to contigs may miss some alignments from the long reads to intermediate
contigs due to high error rate. In such a case, we can perform a more informed
search for such a walk by looking at local alignments of reads along neighoring
contigs. If we can identify true chains of small contigs, then we can rerun the
mapping the reads to the concatenated sequences of these chains and use these
mappings while extending existing scaffolds. PBJelly [23] has displayed that
gaps in scaffolds can be filled with high accuracy using the mapping reads.
Thus while retrieving the the intermediate sequences of scaffolds, we can use
a combination of long reads and assembled contigs to bridge the long contigs.
After we have finished making the most conservative calls using the assembled
short read contigs and filled in all gaps using the pairwise alignments of the long
reads, we can be more ambitious and bridge the gaps between the scaffolds with
targeted assembly of long reads.
In conclusion, we present a hybrid assembly approach that is both compu-
tationally effective and produces high quality assemblies. Our algorithm first
operates with a simplified version of the assembly graph consisting only of long
contigs and gradually improve the assembly by adding smaller contigs in each
iteration. In contrast to the state-of-the-art long reads error correction tech-
nique, which requires high computational resources and long running time on
a supercomputer even for bacterial genome datasets, our software can produce
comparable assembly using only a standard desktop in a short running time.
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