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AI~tract--OTAS is an experimental decision-support system for options tradmg written in the constraint 
logic programming language CLP('.~). The management of option-based mvestment s rategies i  based on 
a mixture of complex mathematical models and heuristics and requires both extenswe processing of 
numeric and non-numeric information. Furthermore. fluctuating market conditions and changing 
investors" profiles which are also key factors in building successful strategies need to be dynamically 
integrated with other non-volatile information. In this paper, we show how these problems are addressed 
using the expressive and computational power of constraints in the CLP framework, resulting, in OTAS. 
in a level of fle~tibility not found in existing options analysis ystems. 
I. INTRODUCTION 
Computers w.hich are central to financial trading and portfolio management tend to be used 
primarily as number crunchers. Typical programs are written in FORTRAN and run on large 
machines reflecting the fact that most financial models are based on complex mathematics involving 
substantial amount of numeric computation. Investment management, however, also used heuris- 
tics and ad hoc techniques to reflect fluctuating economic factors and changing investors" profiles. 
One of the reasons that there have been very few attempts to integrate these two aspects of the 
domain into expert-like systems is the lack of appropriate programming tools to handle efficiently 
both numeric and non-numeric information. 
Another reason is that the concept of consensus expertise which typically forms the core of an 
expert-system knowledge base does not exist in this domain. In fact, it is more the rule than the 
exception for experts to hold conflicting opinions. Existing systems typically contain proprietary 
information which reflects the expertise of a particular individual or firm. For this reason, they tend 
to be black boxes over which a user has little or no control and, in consequence, are not easily 
tailored to fit changing investors' profile. A solution to this problem is to hard-code only stable, 
well-defined knowledge for which there is a consensus among experts and to provide facilities to 
add extra knowledge as the need arises. This approach is feasible only if these additions can be 
done easily in an interactive way as a frequent re-programming of the knowledge base would be 
cumbersome. This requires a language that has the ability to represent all aspects of the knowledge, 
numeric and non-numeric, in the most natural way. 
We have developed the experimental options trading analysis system OTAS [I, 2] to illus- 
trate how these problems are handled in the new programming paradigm of constraint logic 
programming (CLP). 
The rest of the paper is organized as follows. The first section contains an introduction to CLP. 
In the next section, the primary function of OTAS is illustrated with an example of a typical 
interacti,~e session. Next we present he overall architecture of the system and the central driving 
module. Then x~e describe in details key modules to illustrate several aspects of the use of 
constraints in this system. Finally, we discuss the front-end which combines a spreadsheet-like 
interface with a goal constructor and a graphic output module. 
2. CONSTRAINT LOGIC PROGRAMMING 
The CLP scheme is a framework for the formal foundation of a class of programming 
languages which combines logic programming and constraint solving [3, 4]. Constraint solving as 
a programming paradigm has been used successfully in many areas such as graphics [5] and 
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electrical engineering [6]. It allows concise and natural representation f complex problems because 
the constraints: 
(I) state properties directly in the domain of discourse as opposed to having these 
properties coded, for instance, into Proiog terms or Lisp lists; 
(2) have the ability to represent properties implicitly as opposed to having bindings 
to variables. 
The logic programming paradigm, on the other hand, provides an overall rule-based framework 
to reason about constraints. The unification algorithm of logic programming is but a particular 
case of a constraint solving mechanism. The question as to whether two terms such asf(x,  a) and 
f(b,.v) are unifiable is equivalent o the question: is the equation f(x, a)=f(b,y)soh,able? 
In logic programming, however, constraints are only expressed as syntactic equality in the 
Herbrand universe. Furthermore, solutions are always defined explicitly thus restricting the class 
of objects that can be handled. Arithmetic onstraints fall outside the scope of the semantics and 
this leads to problems when dealing with arithmetic expressions. 
Contrary to logic programming, the domain of computation in the CLP scheme is abstracted. 
The CLP interpreter is based on the resolution principle but the concept of syntactic unification 
in the Herbrand universe is replaced by constraint satisfaction in the domain of application. At 
each step, the interpreter has to deal with the single question: are the constraints oh'able? In 
consequence, the CLP scheme provides a more general framework from which many Prolog 
extensions can be derived [3, 4]. 
The CLP(~) language [7, 8] is an experimental implementation of the CLP paradigm in the 
domain ~ of real arithmetic. The semantics of CLP(~) is defined directly in the domain ~. In 
consequence, arithmetic expressions do not require special rules. For instance the constraint 
X>=O.X+I>X,  
which is always true, is handled correctly by Prolog only when X has a value whereas in CLP, it 
is always solvable. 
CLP('J~) terms are constructed from arithmetic terms and uninterpreted functors. Arithmetic 
terms are built from the real constants, variables and interpreted functors which include +, - ,  
*, / and the usual mathematical functions like sin, cos, tan, pow, mh~, max. The syntax of CLP('J~) 
is similar to that of definite Horn clauses in Prolog. A CLP('~fi) clause has the form 
p( . . . ) : -  p~ . . . . .  p,, with n > =0 and the p, are either predicates or constraints. Constraints are 
formed with the usual arithmetic operators =, > =, < =, >: in addition, = also corresponds 
to unification for general terms. 
The CLP('.R) interpreter, illustrated in Fig. I, contains a Prolog-like inference ngine, a constraint 
solver and an interface between the two. The inference ngine recognizes the constraints and passes 
them to the interface. It can also solve simple constraints. The interface evaluates complex 
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Fig. I. CLP(9~)interpreter. 
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arithmetic expressions and rewrites the constraints in a canonical form. The constraint solver solves 
constraints which cannot be handled by the engine or the interface. 
Given a set of constraints, the solver first determines the solvability of that set and if solvable, 
returns a simplified set. For linear constraints, CLP(~) uses a modified simplex algorithm. For 
feasibility reasons. CLP(~) uses a delay mechanism for non-linear constraints, which are 
re-activated when a sufficient number of variables are instantiated and the constraints become 
linear. 
After each derivation step of the inference ngine, the solvability of the current set of constraints 
is determined by the solver, (when a set of constraints i found to be unsolvable, the CLP('~) engine 
backtracks in the usual Prolog way). After the next step, new constraints may appear that are added 
to the previous et. Again, the solvability of the new set must be determined. An important feature 
of the solver is that it is incremental. In other words, at each step. the solver works with a set of 
constraints in soh'edform plus a single additional constraint. Delayed non-linear constraints which 
become linear are evaluated with the current set. 
Because logic programming is imbedded within CLP, CLP(~) inherits the declarative power and 
the natural inference mechanism of logic programs. 
3. OTAS FUNCTIONS 
The main function of OTAS is to generate and analyze options strategies according to users" 
specifications. In that respect, OTAS behaves like a traditional algorithmic program with, however, 
a fundamental difference: the information supplied by the user is dynamically incorporated into 
the existing code: thus providing on demand a tailored version of the program that matches the 
user's profile. However, OTAS can also be viewed as a knowledge-based system which can be 
queried in different ways. This duality of operative mode which is a direct consequence of using 
the CLP paradigm gives a high level of flexibility. The rule-based view is explored when we discuss 
the modules of the system. Here we illustrate the algorithmic view with an example of a typical 
query. First, we begin with some basic definitions. 
3. I. Option terminology 
A call (resp. put) option is a contract o buy (resp. sell) an underlying security (stock, currency, 
bond or index) at a fixed price, the strike price, for a fixed period of time after which the contract 
expires worthless. For instance, an IBM 120 Januao" Call is a contract o buy 100 shares of IBM 
stock at $120 a share until the January expiration regardless of the IBM share price. 
Options are combined in various ways to form tailored strategies [9].'t" For instance, a spread 
is the combination of options of the same type, all calls or all puts. Figure 2 illustrates the position 
diagram of a hutterfly spread, a combination of four options of the same type (here calls). The 
analysis of such strategies is based on classic mathematical models like the Black-Scholes [10] 
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option pricing model and the Garman [I I] linear algebra model. These two models form the core 
of OTAS analysis and are described in separate sections. 
3.2. ,4 typical query 
We consider the following query: 
Find all the butterfly spreads with IBM call options centered within two points of 
the current stock price. 
Figure 3 shows the initial OTAS screen and illustrates how this query is entered. The table on the 
screen contains all the parameters that characterize the strategies with the input information printed 
in bold font. The parameters refer either to the stock under consideration or to the particular 
combination being analyzed. They can all be accessed interactively by being either assigned a value 
or constrained. Here, the parameters Stock and Combination are both given values whereas 
Midpoint and Price are constrained (abs stands for absolute value) expressing, in a natural way, 
the information contained in the query. 
An important benefit of working within the CLP framework is that there is no concept of input 
or output variables. Any x.ariable can be either input or output and no variables need to be 
instantiated to start OTAS (with the exception of Date which is used to retreive the quotes file). 
This is because the basic element of CLP(9t) is the constraint rather than the assignment statement. 
Once the information is entered on the screen, OTAS automatically formulates the correspond- 
ing CLP(')I) query and starts the search for answers that satisfy the constraints. Each time a 
particular combination is found to be unacceptable because the associated set of constraints is 
unsolvable. OTAS used CLP(~) backtracking mechanism to look for other combinations. 
3.3. Output 
The first answer to the query appears in Fig. 4. The parameters in the table have all been 
evaluated and the structure of the position appears underneath. Each component option is listed 
with its market price as well as its theoretical value (bs), delta (d) and equalizing ratio (er).1" Finally 
the result of the analysis is summarized in a qualitative valuation of the position. The position 
diagram of the strateg~ at expiration completes the output screen. The position diagram is 
generated from the symbolic expression of the payoff function of the combination as shown in 
Fig. 5. This function is computed with the linear algebra model described in Section 7. 
The ability to produce symbolic output is a unique feature of CLP(~). In conventional 
imperative languages, output is restricted to explicit values whereas, in logic programming, it is 
limited to strict bindings. With these languages, ymbolic output can only be obtained using output 
statements where symbols are explicitly defined. In CLP(~), all constraints are treated uniformly 
~ith no distinctions between those imbedded in the rules of a program, entered as part of a query 
or generated as answers. In consequence, symbolic output is produced without the need for extra 
programming. Typically, in option analysis systems written in conventional languages, the payoff 
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value of an option or a combination of options is generated as a numerical table or depicted by 
a graphic. In OTAS, symbolic output gives an exact representation of the payoff function as a set 
of constraints. This form of output greatly enhances the usability of the system. 
The output constraints represent a partial evaluation of the original program and are 
automatically formatted as a new program. The constraints of Fig. 5 are partitioned and asserted 
as the rules: 
p(V,S)  : -  V= -495918,  S < 100  
p(V,S)  : -  V =-10495.9+ lO0*S,  S> =100,  S < 110. 
p(V,S)  : -  V = 11504.1 - 100*S,  S > = 11 O, S < 120  
p(V,S)  : -  V =-495.918 ,  S> = 120 
By querying p(V,S) with additional constraints imposed on the variables V and S more specific 
answers are obtained. For instance, the query 
What is the break-even point of the position? 
is expressed by: 
? -  p (375.50,S) .  
V = -495  918 O< - -S<I00  
V= -104959 + I00~S t00< =S<110 
V:  115041 - 100~S 110< - -S<120 
V -" -495  918 S> : 120 
Fig. 5. Payoff function. 
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and 
by: 
What is the value of the position if the stock is at least I point above the current 
value? 
? -  p(V,S), S> = 128.25. 
This can help formulating new queries that incorporate some of the characteristics exhibited by 
the already found answers. For instance, contrary to the initial query which was narrowly focused 
with stock name and combination specified, the new broad-based query: 
Find all the delta-neutral, theta-positive positions on all available stocks which are 
centered within two points of the current stock price, with a margin requirement of 
at most $1000.00 and such that the maximum potential return minus the initial costs 
is greater than the interest on the margin 
is formulated using some of the characteristics of the previous answers. It is expressed by the set 
of constraints: 
Del = 0 
The > 0 
Mar < = 1000 
abs(Mid -  Csp) < 2 
Max-  Corn-  Deb > Mar ,  Int/100. 
No other information eed be entered and OTAS searches all available options on all available 
stocks. The answer consists of different ypes of combinations on different stocks but all with the 
characteristics specified above. By varying the input constraints, a user can formulate a potentially 
infinite number of different queries. With a traditional language, each query would require a new 
program as the input relations would have to be explicitly encoded. Here the task of incorporating 
the new information into the existing program is handled automatically by the front-end module 
which is described further on. 
Symbolic output provides a number of other advantages. First, standard output formats are 
easily obtained as the above rules can be used to generate the entries of a numerical table or to 
compute the coordinates of the position diagram for a graphic representation. Constraints can 
represent infinite sets of value as here the infinite range of a stock price is expressed by a constraint 
like S >I 120 for instance. Furthermore, because they capture fully the relationship between 
variables, constraints convey qualitative as well as quantitative information. Here, the break points 
of the payoff function are immediately identified whereas, they are hidden in a numerical table. 
Finally, the rule form of the payoff function can be easily stored in a file with other information 
defining the combination. This file forms a user portfolio containing all the relevant information 
pertaining to the selected combinations and it can be consulted to obtain an updated value of the 
combination with a minimum of computation. Appropriate follow-up actions can then be 
automatically generated when the combination value falls below a given threshold. 
4. OTAS ARCHITECTURE 
OTAS consists of a collection of modules organized around a central driver as is illustrated in 
Fig. 6. The modules, each performing a specific function, are classified as follows: 
I. The driver, the central module which receives the queries and triggers the search 
for answers. 
2. The mathematical modules: 
(a) Black-Scholes, a numeric routine for the valuation of individual options. 
(b) Linear algebra, a module for the evaluation of the payoff value of options 
combinations. 
Experimental decision-support system 
I Front-ena J
I VotaUt.lty I
I BLao*ISChOL. I.. .t.I 
I I 
F~g. 6. OTAS architecture. 
Graphic J 
CommissioNs I 
Margin J 
3. The databases: 
(a) Combinations, a symbolic database containing the structure of standard 
options combinations. 
(b) Quotes, a numeric database containing up-to-date stock market quotes. 
(c) Stocks, a numeric database containing non-volatile stock information. 
(d) Commissions, a module containing brokers' commission schedules. 
(e) Margin, the set of margin regulations. 
4. Front-end and graphic which provide respectively a spreadsheet-like interface and 
graphic output. 
In the algorithmic operation mode, the module driver triggers the search and analysis of options 
positions and coordinates the way the other modules are activated. The other modules can also 
be accessed individually. In the following sections, we describe in details the modules driver, 
Black-Scholes, linear algebra and combinations as well as front-end and graphic. Quotes and 
stocks are collections of facts and commissions and margin are sets of simple rules. Although they 
contain very important information for OTAS, their format is straightforward and do not 
necessitate a more detailed escription. 
5. THE DRIVING MODULE 
This module contains the top most predicate of OTAS which is automatically invoked when 
information has been entered on the screen as shown earlier: 
driver (Date, Stock, Price, Volatility, Trend, Interest, 
Combination, Security, Expiration, Strike, Selective, 
Length, Midpoint, Margin, Commission, Debit, 
MaxReturn, MaxRisk, Delta, Gamma, Theta):- 
market-quotes (...), 
option-matrix (...), 
combination (...), 
position-analysis (...), 
plot (...). 
Driver acts like the main routine of a program written in an imperative language and calls the other 
modules in a fixed, predefined way. The parameters in the head of the rule corresponds tothe entries 
of the table. Date, which must be grounded when driver is activated, is the key index of the data 
file containing the market quotes. Stock, expiration, strike and security, as we saw earlier, 
determine the option contract and are the key attributes in the numeric database. Price, volatility 
and interest are also found in the numeric database and together with the variables defining the 
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option contract form the principal input to the option pricing formula. Combination and trend, 
which refers to the movement of the market, are used to search the symbolic database. Selective, 
a flag that takes the values yes or no indicates whether arbitrage? selection is requested. The 
remaining parameters are either self-explanatory or are discussed in the other sections. 
The operational mechanism of driver is straightforward. First, the numeric database for the 
specified date is loaded into the CLP(~) system. OTAS then searches through this database to 
retrieve the quotes for all the candidate options for a specific stock (either determined by the input 
constraints or the first available one in the database). For each option, OTAS calls the 
Black-Scholes module to compute the theoretical values and stores this information in matrix form. 
OTAS then retriex.es from the symbolic database the structure of a combination (again, either 
determined by the input constraints or the first available one in the database). Using the option 
matrix and the position vector with the associated constraints, a strategy is constructed. OTAS then 
calls the linear algebra module to compute the payoff function. Finally, the margin and 
commissions modules are called to compute the margin requirement and the commission cost. 
When all the constraints are satisfied. OTAS finally passes the payoff function to the graphic 
module for plotting. Subsequent analysis are generated on request using the backtracking 
mechanism of CLP('B). 
6. THE BLACK-SCHOLES MODULE 
The Black-Scholes model [9] estimates the price of an option immediately prior to expiration 
assuming that the market is fair.:]]: This model with its many variants is the most widely used for 
option pricing. The Black-Scholes formula 
T = sN(d)  - k e - 'N(d  - z, \. t ), 
where 
,, +';), 
~, X,." ! 
expresses the theoretical price T of a (European) call option§ in terms of the stock price (s), the 
strike price (k ) ,  the time to expiration (t) as a fraction of a year, the current risk-free interest rate 
(r) and the volatility (z,) of the underlying stock as measured by the square root of the variance 
rate of the return on the stock tin is the natural og and N(x)  is the cumulative normal distribution]. 
The Black-Scholes formula is written as the following CLP(~) clause: 
black-scholes(Th,S, K,T,R,V) : -  
Th = S • normal(D1 ) - K • exp( -  R,T) • normal(D2), 
D1 = ( In(S/K) ÷ (R + pow(V,2) /2)  • T ) / (V  • sqrt(T)), 
D2 = D1 -V .  sqrt(T). 
where normal, exp, In, pow, sqrt are system functions. Note that the order in which the three 
arithmetic expressions are written in the body of the rule is irrelevant. This is contrary to traditional 
languages where expressions have to be written in the order of evaluation. 
In OTAS, the Black-Scholes formula is used in two ways. The direct computation of an option 
theoretical ~alue is straightforward as all the other parameters have values. The following quer~ 
asks for the theoretical ~alue of a call option with a strike price of 40 and 90 days remaining, the 
underlying stock is trading at 44, its volatility is 0.60 and the interest rate is 0.10. 
? -  black_scholes (X,44,40,90/365,0.10,0.60). 
answer--*X = 7.799. 
l'Th~s refers to the selection of mtspr~ced options, that is opuons for which there is a difference between market price and 
theoretical value. 
~Fatr here means that the stock prices fo[Iov, a log-normal dtstribution. 
~There is a dual formula for put options. 
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The formula can also be used in reverse to estimate the volatility using the market price of the 
option instead of its computed value. Because V is unknown the resulting expression is non-linear 
and cannot be solved directly by the CLP(9~) solver. However, it is easy to exploit the incremental 
nature of logic programming and program a solver for Black-Scholes. Here we use Steffenson's 
iteration formula for approximating a zero of a function f(x).  
f(x,,) 
- - - - q  x,,+ l = x .  g (x . )  
f (x .  +f(x,, )) - f (x .  ) 
g(x,,) = 
f(x.) 
This formula is incorporated into the following routine to compute the volatility. 
volatility(S, K,C,V,T, R,E) : -  
VO = sqrt(((abs(In(S/K)))  + R.T) .2/T) ,  
solve (VO,S, K, C,V,T, R, E). 
so lve(X,S ,  K ,C ,V ,T ,R ,E ) : -  
eval(F,S, K,C,X,T, R,Th), 
abs(F )  < E, 
V=X. 
solve(X,S, K,C,V,T, R, E ) : -  
getnext (X,S,K,C,V,T,R,NX), 
solve(NX, S,K,C,V,T, R,E). 
getnext (X,S, K,C,V,T,R,NX):- 
NX = X - F/G 
evaI(F,S,K,C,X,T,R), 
evaI(FF,S,K,C,X + F,T,R), 
G = (FF -  F)/F. 
eval(F,S, K,C,X,T, R ,Th) : -  
black_scholes (Th,S, K,T, R,X), 
F=C-Th .  
S, K, C, T, R are the options parameters, V is the unknown volatility and E is the accuracy factor 
for the approximation. The starting point VO is computed from the Black-Scholes formula to 
ensure convergence. 
The parameters delta, gamma and theta which appear on the OTAS table in Figs 3 and 4 are 
derivatives of the Black-Scholes formula. The rule defining Black-Scholes is rewritten to 
incorporate the definition of these new parameters. The intermediate expressions D1, D2, D3 and 
D4 are used to minimize duplication of calculation. 
black_scholes(Th,S, K,T, R,V, Delta,Gamma,Theta) : -  
Th = S. Delta - K .exp( -  R,T) ,normal (D2) ,  
Delta = normal(D1 ), 
Gamma = - 1 / (S.V.sqrt (T)) .  D3, 
Theta = -1 . (S .V /2 .sqr t (T ) ) .D3  + K .exp( -  R .T) . ln(R) .normal(D2) ,  
D1 = ( In(S/K)) + (R + pow(V,2) /2 .T) / (V .sqrt (T) ) ,  
D2 = D1 - V.sqrt(T). 
D3 = 1/sqr t  (2 ,  # p) ,exp(  - D4. D4/2), 
D4 = K .exp( -  R.T) / (V.sqrt(T)  ) + 0.5.V.sqrt(T).  
It is a strength of CLP(~) that straightforward numerical computation can be integrated into 
sets of rules because of the flexible nature of constraints. This allows for a natural declarative 
representation f complex mathematical formulas which can then be used in different ways as the 
need arises. 
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7. THE L INEAR ALGEBRA MODULE 
The value at expiration of a vertical combination of optionst can be represented by piecewise 
linear functions [I I]. It is expressed by a matrix product of the form: 
[H,. H,, R,, R2] x I 
h(Bi, S)~ 
h(B,. S)] 
r(Bl,  S) |  " 
r(B:, S U 
where h is the heaeiside function h(X. Y) = 0 if }' < X. 1 if Y >/X and r is the ramp function 
r(X, Y) = 0 if Y < X, Y - X if Y i> X. S is the current stock price, B~ and B, are the break-points 
and H~, H_,. R~, R, are the parameters of the options. The functions are expressed by the CLP('3I) 
rules: 
and the value b): 
h(X,Y,Z) : -  Y < X, Z = O. 
h(X,Y,Z) : -  Y > = X, Z = 1. 
r(X,Y,Z) : -  Y < X, Z = O. 
r (X ,Y ,Z) : -Y> = X ,Z=Y-X .  
value(Type, BuyorSell, P, S, I, K, PosVal) : -  
s ign(BuyorSel l ,Sign),  
data (Type, P,I, K,B 1 ,B2,H 1 ,H2,R1 ,R2), 
h(B1 ,S,T1 ), h(B2,S,T2), r(B1 ,S,T3), r(B2,S,T4), 
PosVal =S ign ,H1,T I+H2,T2+R1,T3+R2,T4 .  
The parameters P, S, I and K are respectively the price of the option, the price of the underlying 
stock, the current risk-free interest rate and the strike price. The predicate sign determines the sign 
of the transaction (. + I for sell, - I for buy) and data is a generic table for each type of security. 
data( call, P, R, K, O, K, P,(1 t R), O, O, -1 ) .  
data( put, P, R, K, O, K, P , ( I+R) -K ,  O, 1, -1 ) .  
These simple rules together with the rules for the Black-Scholes model form the basis of OTAS 
analysis. The)' can also be used on their own as is illustrated by the simple query below which asks 
for the value of selling a call option. 
?-  P=5,  K=50,  R =0.05, S=60,  
value(call, sell, P, S, R, K, V). 
answer-*V = -4 .75.  
The next query asks what the underl)ing stock price should be in order for the position value of 
selling a call option to exceed 5. 
?-  V > 5, P=5,  K=50,  R = 0.05, 
value(call, sell, P, S, R, K, V). 
answer~V = 5.25, S < 50 
V = 55.25 - S, 50 < = S < 50.25. 
The s~mbolic ans~er expresses the relation between the two variables V and S. CLP('.~) uses 
backtracking to generate the two answers which correspond to the two segments of the step-wise 
linear function. The last query illustrates further the flexibility of the rules and the expressive power 
LAII opuons m the combmauon expire at the same lime 
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of the output constraints. It asks what the stock price should be for the value of a given straddler 
to exceed 3. 
? -  V=VI+V2,  V >= 3, 
P_call = 4, P-put = 3, R = 0.05, K = 50, 
value(call, buy, P_call, S, R, K, V1 ). 
value(put, buy, P_put, S, R, K, V2). 
answer- ,V  = 42.65 - S, 0 < S < = 39.65 
V = S - 57.35, S > = 60.35. 
The symbolic output illustrates the nature of this straddle for which a specified profit exists only 
when the stock price falls outside a certain window. Symbolic output in conjunction with 
constraints in goals enable us to analyze the structure of a solution. This is somewhat similar to 
a what-if analysis using a spreadsheet. What-if analysis tries to describe and analyze the behavior 
of the solution instead of just returning some numerical answers. Performing this analysis with a 
spreadsheet, however, actually requires changing the numbers in the model. In CLP(~), it is only 
necessary to specify constraints and the answers also contain constraints that convey the structure 
of the solution. 
8. THE SYMBOLIC  DATABASE 
The symbolic database contains the rules describing the structure of standard option 
combinations that form the basis of the strategies. Each rule has the form: 
combinat ion(  ""  ) : -  
position-vector =-  • • ,  
C, . . . . .  C,. 
where posidon-~'ector contains a description of the component options and the Cs express the 
associated relations between the options parameters. For instance, the butterfly spread of Fig. 2 
is defined as: 
combination (bs,T,E, P ) : -  
P = [s(buy,1 ,E,K1 ,T), 
s(write,2, E, K2,T), 
s(buy,1 ,E,K3,T)], 
K3 -  K2= K2-  K1, 
K1 < K3, 
where bs is the code for butterfly spread, T is the option type (call or put), E is the expiration month, 
P is the position vector, and the Ks are the strike prices. The last two constraints express the fact 
that K2 is the middle point of the interval [K1 ,K3]. 
Each standard combination iscompletely defined by a similar rule. To generate a position, OTAS 
first retrieves the combination structure before searching the options matrix. Although the variables 
are not yet instantiated, the constraints are activated and act as a filter for the numeric data. This 
allows a more natural representation of the information and also a more efficient processing as 
search paths may be cut as soon as the associated set of constraints become unsolvable. 
As was illustrated by the query in Section 3.2. there are many possible instances of a combination 
even on the same underlying stock. Selection criteria form an integral part of the strategies. These 
criteria vary with the user's view of the market and they may differ widely from one investor to 
the next and from one day to the next. Explicitly encoding all such strategies i not possible, but 
selecting only a few substantially reduces the range of applicability of the system. Re-programming 
appropriate strategies as the need arises is not feasible either. In OTAS, constraints imbedded in 
the rules defining the combinations are used to incorporate the required strategies which are 
activated interactively. 
tA ~traddlc is the combination of buying a call and a put ~,th the same parameters. 
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An example of such strategy was shown in the first query which asked for butterfly spread 
centered within two points of the current stock price. This was expressed as the input constraint 
abs(Mid-Prc)  < 2. We modify slightly the rule for butterfly spread to incorporate the definition 
of the mid-point. 
combination(bs,T,E,P, Mid) :- 
P = [s(buy,1 ,E,K1 ,T), 
s(write,2,E,K2,T), 
s(buy,1 ,E,K3,T)], 
Mid = K2, 
K3-  K2= K2-  K1, 
K1 < K3. 
Mid is added to the parameters list of combination and the constraint hat defines it is added to 
the body of the rule. When OTAS starts the search to answer the query, the input constraint is 
added to the other ones thus linking Mid and Pro with K2. However, if the query does not contain 
any constraints involving Mid, then the built-in constraint Mid = K2 has no effect, that is, it does 
not modify the solution space of the constraints set. This gives the user complete control over when 
and how to activate it. 
By using such constraints, multiple strategies can be imbedded in a rule and they can be acti- 
vated either one at a time or several at a time or even all together. The complete rule for butterfly 
spread is: 
combination(bs,T,E, [K1,K2,K3],P,Mid, Len, Mxp, Mnp) : -  
P = Is(buy,1 ,E, K1 ,T, BSl ), 
s (write,2, E, K2,T, BS2), 
s(buy,1 ,E,K3,T, BS3)], 
K1 < K2, K2 < K3, 
K2= (K1 + K3)/2, 
Mid= (K1 + K3)/2, 
Len = abs(K3 - K1 ), 
Mnp = K1, 
Mxp = K2. 
The parameters Len, the length of the spread, Mnp, point of minimum return and Mxp, point 
of maximum return can all be used to specify strategies. For instance, minimizing the risk can be 
expressed as a constraint on the length. However, maximizing the return can also be expressed as 
a constraint on the length and the two are usually incompatible. The user has control over which 
strategies are used by activating the corresponding constraints with input constraints on relevant 
parameters. But because the input constraints are a natural translation of the search strategies, the 
user is insulated from these programming techniques. If mutually exclusive strategies are specified 
together, the system simply answers that there are no satisfying implementations. The constraints 
corresponding to parameters not specified in a goal remain inert during the evaluation of this goal. 
This allows for a greater level of control during execution while keeping the representation concise 
and natural. 
As with the other modules, the symbolic database can be queried directly. This enables the user 
to, for instance, retrieve the structure of a particular combination without activating the whole 
system. The query 
? -  combination (bs,call,_, Pos,S). 
asks for structure of a butterfly spread centered at the current stock price S and returns the 
constraints defining the spread: 
Pos = [s(buy,1 ,_,2,S - K,call), 
s(write,2,_,S,call), 
s(buy,1 ,_,K,call)], 
K>S.  
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The three strike prices are 2 ,$  - K, S and K respectively. With the additional constraint K > S, they 
express that S is the center for that spread. 
9. OTAS INTERFACE 
The front-end module, developed on top of OTAS, uses constraints as the communication 
medium to provide a simple and powerful interface that isolates the users from the underlying 
implementation language. The interface module comprises three major components: a worksheet, 
a goal constructor and an output organizer as depicted in Fig. 7. This is the only module in the 
system that is implemented in C, as it involves low level library functions that handle the screen. 
When activated, the interface module and OTAS run as two cooperating processes. The users 
interact directly with the interface module which executes in the foreground, whereas OTAS runs 
in the background serving as the kernel of the whole system. The communication channel between 
the two processes i based on the UNIX pipe construct. 
We use the spreadsheet as the metaphor for the interface because it provides a highly inter- 
active, straightforward and visual-oriented environment. However, we did not use any of the 
existing spreadsheet packages ince the)' are designed mainly to operate on scalar type data and 
hence, would have prevented us from taking advantage of the symbolic output generated by 
OTAS. Instead, we built the entire worksheet using the screen handling library in C to suit the 
need of this particular application. Basically, the layout of the interface is a worksheet as shown 
in Fig. 3. The upper portion of the worksheet contains a set of pre-defined cells acting as place 
holders for the parameters in the top predicate driver of OTAS. The lower portion is a window 
that displays the analysis text. There are also other popup windows used to display the payoff 
function. 
To bind an)' of the parameters, users simply enter the associated value directly into the 
corresponding cell. Similar to other spreadsheet programs, users can formulate relationship 
between these cells, except hat here we do not need to design an ad hoc language for this purpose, 
as constraints in CLP(~) are natural representation for the formulas. Furthermore, there is no 
limits on the number of constraints that can be imposed on a parameter and these constraints can 
be either equalities or inequalities. All these constraints are stored as is in text form. In fact, when 
a cell is bound to a value, it is also transformed into an equality constraint which relates the 
corresponding parameter to the value. 
Once the user is satisfied with the input information, the goal constructor collects the input 
constraints and forms a query with the top predicate. This query is then passed to OTAS for 
processing. Upon OTAS returning an answer, the output organizer separates the analysis text from 
the symbolic output and displays them in the proper windows of the worksheet. The grounded 
values of previously unbound parameters are shown in their respective cells. Multiple answers, 
generated with the backtracking mechanism, are automatically organized so that users can browse 
through them one by one. Users may then choose to further query the payoff function of each 
position, to select some of them for their portfolios or enter a new query. This cycle of operation 
is illustrated by the arrows in Fig. 7. 
Worksheet ] 
t 
I GooL Output coNstructer orgorllzer 
I T 
Fig. 7. OTAS interface. 
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Note that each time an answer is displayed on the screen, the output organizer automatical ly  
formats the corresponding payoff  function of  that answer as a new program and sends it back to 
OTAS.  The graphic module which contains a set of  rules for plott ing then uses this program to 
obtain the coordinates of  each endpoint of  the posit ion diagram and displays it in the graphic 
window. 
10. CONCLUSION 
OTAS runs on RTPC workstat ions under AIX.  It contains approx. 400 rules, excluding the 
quotes databases which consists of  stock and options quotes for all the stocks in the S&Pi00 index 
(around I I00 rules). A typical quer)., like the ones shown earlier, generates up to 140,000 linear 
equalities, 9000 non-l inear equalities and 7000 linear inequalities. One such query generated 45 
different posit ions in,,olving 9 different stocks among the 100 in the database and ran in around 
5 min. These results were judged satisfactor.,, and no attempt was made to speed up the search. Such 
speed-up may become necessary if the full quote database containing around 2000 stocks is used. 
In this case, well known techniques for database search can be easily added to the existing system. 
The abil ity of  OTAS to perform both intensive numeric computat ion and symbolic reasoning 
il lustrates well the power of  CLP(~)  which results from the merging of  the two paradigms of  
constraints olving over the reals and logic programming in an unified framework. Constraints 
provide a versatile tool to encapsulate the often complicated strategies of  OTAS concisely and to 
allow different heuristics to be integrated within a single rule. At the input level, constraints enable 
users to merge easily their o~n expertise x~.ith the system knowledge without the need to 
re-program. At the output level, OTAS generates constraints as symbolic answers which convey 
precise inforrnation in a simple and compact form. All these features, not usually found in a single 
programming language, make OTAS a highly flexible system which users can tailor interactively 
to suit their part icular needs. 
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