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Topological Area Graph Generation and its
Application to Path Planning
Jiawei Hou, Yijun Yuan and So¨ren Schwertfeger
Abstract— Representing a scanned map of the real environ-
ment as a topological structure is an important research in
robotics. Since topological representations of maps save a huge
amount of map storage space and online computing time, they
are widely used in fields such as path planning, map matching,
and semantic mapping.
We propose a novel topological map representation, the
Area Graph, in which the vertices represent areas and edges
represent passages. The Area Graph is developed from a pruned
Voronoi Graph, the Topology Graph. The paper also presents
path planning as one application for the Area Graph. For that,
we derive a so-called Passage Graph from the Area Graph.
Because our algorithm segments the map as a set of areas, the
first experiment compares the results of the Area Graph with
that of state-of-the-art segmentation approaches, which proved
that our method effectively prevented over-segmentation. Then
the second experiment shows the superiority of our method
over the traditional A* planning algorithm.
I. INTRODUCTION
Robotics has seen tremendous developments in recent
years. There are more and more mobile autonomous robots
that are active in bigger and more complex areas for long
times. This poses challenges for the storage and application
of traditionally used 2D grid maps - they grow too big and
planning on them will be infeasible for very big areas. The
obvious solution to this problem is to use topological map
representations, a solution already used by car navigation
systems.
Rather than relying on provided maps, an important aspect
of autonomous robotics is the generation of the maps using
the robots sensor data. This mapping process, which is
often embedded in a Simultaneous Localization and Mapping
(SLAM) algorithm, ensures that the robot can use up-to-date
maps and react to changes in the environment, e.g. to re-plan
a path if a certain route is blocked.
The canonical output of most SLAM algorithms is a 2D
grid map, from which a topological map should then be
generated. In our work, we present a method to extract a
novel topological representation, the Area Graph, from a 2D
grid map. We extract areas in the environment based on
the Topology Graph presented in [1] and [2]. From those
areas, a graph where the vertices represent the areas and the
edges represent the common boundaries between two areas,
i.e passages, is created as the Area Graph. We believe that
our representation is more useful than classical topological
representations, because represent areas instead of places,
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which allows a more intuitive usage of topological maps. As
an example use case, we use the Area Graph to perform path
planning.
The main contributions of our paper are the definition
of the Area Graph and the algorithm for automatically
generating the graph from a 2D grid map. Furthermore, we
present how we can then use a data structure derived from
the Area Graph, the Passage Graph, for path planning.
The paper is structured as follows. In Section II, the
Topology Graph presented in [1] and [2] is briefly described
and the approach for the Area Graph generation is explained
in detail. Since the Area Graph segments the environment
into areas, we present, in Section III, related works on
map segmentation. We subsequently compare the results of
our algorithm with state of art segmentation algorithms. In
Section IV, the planning application based on the Area Graph
is implemented and the performances of our method with
two different types of roadmaps are compared with planning
using A*. Conclusions are drawn in Section V.
II. GENERATION OF THE AREA GRAPH
In this section, a brief overview of the steps for generating
a Topology Graph [1] is recalled first. Then, a detailed
description of the algorithm which generates areas for the
Area Graph is presented. The method is twofold: first, areas
are generated from the Topology Graph, then areas in the
same room are merged together.
A. Topology Graph Generation
The Topology Graph described in [1], can be defined as
follows:
Definition 2.1: A Topology Graph is a topological struc-
ture GT = (VT , ET ) with a set of vertices VT =
{v0, . . . , vn} and a set of edges ET = {e0, . . . , em} which
is derived from the Voronoi Diagram (VD).
An edge ek = (vi, vj) (k ∈ [0,m], i, j ∈ [0, n], i 6= j)
is a polyline connecting the waypoints, i.e. a path which is
formed by an ordered list of waypoints from vi to vj . The
waypoints are vertices of the initial Voronoi Graph computed
from a grid map.
Because the map given by a robot includes some noise
data in the unmapped area, the boundary of the map needs
to be found to remove the redundant data. For that purpose
the alpha shape algorithm [3] is used. The algorithm uses the
CGAL 2D Alpha Shapes [4] to generate alpha shapes, and
the biggest alpha shape is regarded as the boundary. All the
vertices and edges outside such boundary are filtered out.
ar
X
iv
:1
81
1.
05
11
3v
2 
 [c
s.R
O]
  1
4 N
ov
 20
18
iv
jv
iv
jv
Fig. 1. Left schematic: The green short arrows are the Voronoi edges that
make up the halfedge hji. Correspondingly, the purple short arrows make up
the half edge hij in posite direction. Each Voronoi edge has a face, which
contains exactly one site inside. Right schematic: Connect two halfedges
with sites in clockwise order respectively to create two half-polygons for
an edge.
Since the unpruned VD from the 2D point map has edges
going between two close obstacles with a small space, i.e.
points at walls, all edges whose distances to occupied cells
that are smaller than a threshold are deleted from the graph.
This processing makes only dead-ends and junctions are
vertices of the graph. During this step, the edges of a two-
degree vertex are joined as one edge. These two steps are
repeated several times to make the graph simple enough,
where the number of repetitions depends on some user-
defined parameters. Those parameters are described in more
details in the work of [1].
Since only the graph of reachable areas is useful, the con-
nected sub-graph with the largest sum of length is kept and
all vertices and edges not belonging to the biggest connected
graph are removed. Finally, vertices that are too close are
merged. Fig. 3(a) shows a Topology Graph constructed from
a grid map.
B. Generating Areas from a Topology Graph
To generate the polygons for edges as areas, a graph
derived from the Topology Graph is constructed first. The
area generation steps are synchronized with the Topology
Graph creation. We identify the notations for the graph
derived from the Topology Graph as GA = (VA, EA, PA),
whose vertices VA and edges EA are same as the vertices and
edges in the Topology Graph, and polygons PA are attached
to edges as areas.
First, the Voronoi Diagram is generated with the Compu-
tational Geometry Algorithms Library (CGAL) [5]. Then the
VD is pruned and filtered as described in [1] to produce a
basic skeleton. An edge eij = (vi, vj) consists of two twin
halfedges {hij , hji} that are in opposite direction. During
the VD generation [5], the faces for each of the halfedges
are already saved. As a result, faces can be utilized to create
a polygon for each edge. For each halfedge hij , we build
a half-polygon hpoly(hij) by connecting the waypoints and
the dual sites in the faces in clockwise order, as shown in Fig.
1. A pair of twin half polygons hpoly(hij) and hpoly(hji)
are regarded as the polygon attached to the edge eij , denoted
as pij = poly(eij) = {hpoly(hij), hpoly(hji)} ∈ PA.
The next two steps are the same as the steps mentioned
in the Topology Graph generation: deleting the part of the
graph outside the boundary and filtering out edges that are
shorter than a user-defined threshold. The difference to the
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(a) Join a polygon of a dead end edge to its next half-polygon, in
the case that its next neighbor edge is not a dead-end.
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(b) Join a polygon of a dead end edge to its last half-polygon,
because the right neighbor of hdj is a dead-end.
Fig. 2. The two cases of merging polygon of the dead-end edge into its
neighbor’s half-polygon (here only shows half polygons of edj ’s neighbors
instead of the whole polygon). Red points represent dead-ends, the edge
connected to a dead-end is a dead-end edge. Purple points represent
junctions.
steps in the Topology Graph generation is that the polygons
attached to the edges need to be taken into account.
When the edges are joined, the polygons attached to the
edges need to be merged. We merge the half-polygons of
two joined halfedges by connecting the waypoints of the
two halfedges and their sites in clockwise order. Then the
two merged half-polygons make up the polygon of the edge.
When a dead-end edge is removed, the polygon attached to
that edge needs to be merged into its neighboring polygons.
Otherwise, the areas of the dead-ends would be lost. Fig. 2 is
a schematic illustration of the process used for merging the
polygons of dead-ends. If a dead-end edge edj = {hdj , hjd}
needs to be deleted, its polygon pdj = poly(edj) will be
merged into one of its two neighboring half-polygons. Here
we label the halfedge hjn after hdj in clockwise order as
the next halfedge of hdj , and the halfedge hlj before hjd in
clockwise order as the last halfedge of hdj . The terms last
half-polygon and next half-polygon are defined in the same
way. We prioritize merging the dead-end edge’s polygon
poly(edj) to its next half-polygon hpoly(hjn). If hjn is also
a dead-end halfedge, then poly(edj) will be merged into its
last half-polygon hpoly(hlj). This strategy helps to avoid the
imbalance of the polygon area for dead-end edges. Fig. 2(a)
shows both cases of the processing of merging the polygon
of dead-end. Since the algorithm in [1] removes dead-ends
for several times, the steps merging polygons will also be
performed for several times.
C. Merging Areas in the Same Room
Because it is not necessary to segment a room into differ-
ent areas, the polygons generated in the previous section are
(a) (b) (c) (d) (e)
Fig. 3. (a) A Topology Graph obtained by pruning the Voronoi diagram using the method in [2]. Dead-end edges are shown in light-blue and edges
connecting non-dead-end vertices (junctions) are shown in dark blue. The grid map (black) is from [6]. (b) Alpha shape detection to get the boundary
(green line) and rooms (red pattern) from the grid map (black). (c) The areas before merged with the Topology Graph. (d) Areas within the same room
(see (a)) have been merged here. (e) Map with areas and the edges (in red) of the Passage Graph. One can see how all of the passages of the big brown
center area are connected to each other. Each of the edges is attributed with a path and the length of the path. The paths for the edges are not shown here.
not the final areas of the Area Graph. Fig. 3(c) is an example
that shows polygons generated from the Topology Graph that
do not correctly represent rooms. Hence, we merge all the
polygons that are in the same room.
To find the boundary of the mapped area, CGAL 2D Alpha
Shapes [4] is used to create Alpha Shapes. Different from
the work in [1], our algorithm saves all alpha shapes other
than the largest one for detecting rooms.
In Fig. 3(b), we show an example of detected alpha
shapes extracted from a map. The open space inside the
boundary detected by α-shape is regarded as a room. The
minimum area of the room that can be detected depends on
the parameter α. Note that the parameter α can be treated as
the square of the radius of the largest empty disk that can be
put into the detected rooms. That means, α = R2, where R
is the radius of the disk [4]. If this disk can be put into an
open space completely, then an α-shape can be detected in
this space. That is, in a detected room, there is at least one
point whose square of the distance to its closest obstacle is
larger than α. The larger α, the larger the smallest α-shape
is. Hence, fewer rooms can be detected with a larger α, and
fewer polygons are merged.
The α value is decided according to the resolution of
the map, and the widths of doors and corridors in the
environment. In our implementation for the Robot Operating
System (ROS), the resolution can be obtained from the yaml
file automatically. Taking the fist map shown in Fig. 4 as
an example, the map’s resolution is 0.05, the width of the
widest door is 1.64 meter and the width of the narrower part
of the corridor is 2.42 meter. The calculation of the α based
on the environment is demonstrated here.
First, convert the unit of the width from meters to pixels
with
Width in Pixels =
Width in Meters
Resolution
. (1)
To detect rooms, the most important point is to ensure that
the virtual disk cannot pass through the door. Thus, the radius
of the disk cannot be smaller than half the width of the door
Wd. Thus α should satisfy:
α = R2 ≥ (Wd
2
)2 (2)
In our example map, the condition is computed as such:
Wd =
1.64
0.05
= 32.8, α ≥ (32.8
2
)2 = 268.96
If we want to segment the whole corridor as one area, the
virtual disk should be put into the corridor entirely. Hence,
the disk’s radius R should not be larger than half of the width
Wc of the narrower part of the corridor:
α = R2 ≤ (Wc
2
)2 (3)
In our example map, the condition is:
Wc =
2.42
0.05
= 48.4, α ≤ (48.4
2
)2 = 585.64
Hence, for this example map, to segment a corridor as one
area, the α value should satisfy 268.96 ≤ α ≤ 585.64.
Besides, one should note that the R can not be larger than
half the width of the smallest room that we want to detect,
otherwise, some small rooms cannot be detected.
After obtaining the α-shape to find rooms, polygons in
the same room need to be merged as an area to represent
a complete room. For this purpose, we split the polygons
crossing the boundary between rooms, and merge the poly-
gons belonging to the same room.
We determine if a polygon belongs to a room by judging
whether the edge that it belongs to is inside the α-shape. If
both endpoints of the edge are inside the α-shape or only one
endpoint of the edge is inside the α-shape but the edge is a
dead-end, this edge and its polygon are judged as belonging
to the room detected by this α-shape.
If an edge crosses the α-shape, i.e. one of its endpoints is
inside and the other endpoint is outside the α-shape and the
edge is not a dead-end, its polygon is divided into two at the
passage line. Here, a passage line is generated by connecting
the intersection of the α-shape and the edge to its two closest
sites on its two sides respectively.
All polygons belonging to the same room are assigned
the same roomID. Then we merge the polygons with the
same roomID in one polygon, representing a room. Fig.
3(d) shows the area after merging polygons.
Through the above steps, an Area Graph can be created.
The areas are regarded as vertices of the Area Graph.
The neighbors for each area are recorded and the passages
(d) MAORIS. (e) Voronoi-based segmentation. (f) Our method.
Fig. 4. Compare the segmentation results from three different methods.
between areas are the edges of the Area Graph connecting
adjacent areas.
III. COMPARING WITH WORKS ON SEGMENTATION
The comparison between the Area Graph and other meth-
ods in segmentation is shown with a discussion and an
experiment.
A. Compare with State-of-the-art Segmentation
Fundamentally, a basic contribution of Area Graph is that
it represents a map as a set of areas, which can be regarded
as a segmentation for a map.
Bormann et al. [6] introduced various kinds of methods on
room segmentation and compared the segmentation results of
those methods. And the comparison experiment of [6] shows
that Voronoi-based segmentation results have the highest
degree of approximation of the ground truth.
In [7], a Voronoi graph-based segmentation method is
shown, which creates a topological representation using
region cells that represent rooms or parts of rooms by means
of critical points. Critical point is the point lying closer
to obstacle points than all its neighboring points on the
Voronoi graph. Thus critical points usually locate at narrow
passages such as doorways. After that, the Voronoi-based
segmentation works [8] with some optimization to select the
critical points only at real doors is proposed. To segment
complete rooms, some heuristics are used to merge small
segments [6].
Mielle et al. [9] segment maps by calculating distance
image from them, in which each pixel has a pixel value that
represents the size of the region it belongs to, i.e. the distance
to its closest obstacle. Then they merge regions with similar
values. This method helps to relieve over-segmentation on
corridors. Mielle et al. have published their code online. We
will compare our segmentation results with theirs.
Compared to other categories of methods, our method
has two main advantages. First, the positions of passages
are stored when the areas are generated, which makes it
easier for us to do path planning on the area representation,
especially compared with [7]. Second, most methods tend
to segment the whole corridor as an area, although our
algorithm also good at doing this while distinguishing a
corridor into straight-walk parts and the junctions can be
a useful and interesting task. Our algorithm can achieve this
requirement by only changing a parameter, α.
Compared to Voronoi-based segmentation, our method
looks for open space by detecting alpha shapes as rooms
instead of finding critical points and setting heuristics, which
makes our method simpler and avoid the trouble for adjusting
parameters in heuristics.
B. Comparison Experiments
This experiment compares our algorithm with Mielle’s
MAORIS methods [9] and the Voronoi-based segmentation
from Bormann’s implementation [6]. Because of the reason
that how the developer would like to segment a map is
very subjective, we just analyze the segmentation results,
without comparing them to subjective ground truths. Due to
limited space, we only show the segmentation results of the
three methods for the two maps in Fig. 4, but you can get
more segmentation results by running our code that has been
provided online1 on more maps.
The relationship between the widths of the doors and
corridors in the environment has been analyzed in Section II-
C. The first map that we use in Fig. 4 is a map scanned from
a real environment and edited to remove some noise points
and add missing walls. We choose α = 420 when running
our algorithm on the first map. The second map is from
Bormann’s dataset [6]. We measure this map with a graphical
tool. The width of doorways in this map is 14 pixels and its
narrower corridors (at the bottom left of the map) is about
20 pixels wide. Therefore, in order to segment the entire
1AvailableInTheFinalVersion
corridor into one area, α needs to satisfy 49 ≤ α ≤ 100.
Then we choose α = 81 for this map.
As can be seen from the Fig. 4, all three methods can
separated rooms and corridors perfectly. Now that all these
methods have achieved this basic goal of segmentation, we
will discuss the differences between them of segmentation
in rooms and corridors.
The obvious conclusion from the first row of the Fig.
4 is that our algorithm performs better to segment a long
corridor as a complete area, while the other two methods
over-segment the corridor. It can be observed that, in the
bottom left room of the first map, the three methods are
all affected by the furniture in the room, which leads to
some over-segmentation. Since the MAORIS method is based
on distance to obstacles, it tends to connect the protrusions
obstacles from the walls. Therefore, the presence of a pole
in an empty room can lead to over-segmentation for this
method. Owing to the use of the merging heuristics in
Voronoi-based segmentation, this method divides only one
more area at the place where some furniture are, while our
method produces a few more regions there. However, since
these areas are too small and can be dynamically changed,
they are less likely to be used, for example, for location and
navigation.
The major feature of the map in the second row of Fig. 4
is that there are many irregular holes in the rooms. In this
case, our method still shows to be accurate in identifying a
complete room.
In summary, our approach performed outstandingly in
avoiding over-segmentation, which is mainly due to the room
detection and merging algorithm.
IV. APPLICATION TO PATH PLANNING
Segmenting grid maps into appropriate regions is an
important task for many applications in robotics. Planning,
one of its fundamental application, is implemented in this
work, for which we create a roadmap graph, the Passage
Graph, based on the Area Graph.
A. Introduction of Graph-based Planning
Graph-based planning, also called roadmap-based plan-
ning, constructs a one-dimensional graph from a 2D grid map
to save paths between vertices off-line, then a path can be ex-
tracted from this graph rapidly with simple search in on-line
query stage. Roadmap-based methods can be distinguished
according to the variety of their underlying approach, such
as Visibility graphs [10], Probabilistic Roadmap Methods
(PRM) [11], [12], [13] and Rapidly-exploring Random Trees
(RRT) [14], [15], [16].
Some planning algorithms [17], [18] use the Voronoi
diagram for obtaining paths which have the maximum
amount of clearance from obstacles to themselves. To build
a Voronoi-based roadmap, our implementation has saved
the pruned Voronoi diagram, the Topology Graph, as the
walkable paths, which saves the time of forming paths.
Compared with these Voronoi-based planning, our roadmap
has fewer vertices thanks to the room merging step, which
leads to an effective reduction of the number of passage
vertices.
In some other application scenarios, such as simulations
and virtual environment of games, the navigation mesh is
widely employed in path planning for characters. The navi-
gation mesh methods [19], [20], [21] partition the walkable
environment into a set of 2D regions, then a virtual character
can choose its movements inside each region [22]. Therefore,
the navigation mesh methods provide more flexibility than
roadmap-based methods. The Generalized Voronoi Diagram
(GVD) is often used to decompose the free space into regions
to construct a navigation mesh[23].
The navigation mesh is mainly designed for 2D polygo-
nal environments [24], in which geometric regions can be
extracted to represent free space effectively. In contrast, a
map scanned from a real environment consists of discrete
points, which represent obstacles with irregular shapes or
noise. Hence, navigation mesh is not quite suitable to this
type of maps. However, the Area Graph is entirely designed
for the robot map from the real environment. In addition to
constructing a set of one-dimensional edges for path planning
based on the Area Graph, since the regions in the Area Graph
are connected, the Area Graph can also be developed as a
navigation mesh in a real environment for the robots to make
more flexible path planning.
B. Passage Graph
The generation of the Passage Graph, as a roadmap based
on the Area Graph, includes two parts. One is the off-line
paths construction stage, another is the on-line query stage.
In the off-line path construction stage, the Passage Graph
is generated for all areas and the roadmap paths between
passages are stored. In the on-line query stage, two points
are given as a start and a goal. First, the local Passage Graph
for each given point is created by building paths to connect
the given point, as a virtual passage, with the passages in the
area that it locates in respectively. Then the path to connect
the two given point is found by running A∗ search algorithm
based on the vertices in the roadmap, passages in the Passage
Graph.
The Passage Graph strongly depends on previous represen-
tation. It is denoted as Gp = (Ep, Vp, Ap). Here Ap is the
set of area cells. Each v ∈ Vp is a passage vertex, which is
the Voronoi vertices on the touched line of two neighboring
areas. An edge e ∈ E connects two passage vertices, which is
attributed with a walkable path from one passage to another.
Fig. 3(e) shows the Passage Graph for a map, in which only
the edges between passage vertices are shown without the
walkable paths attributed to them.
Areas that have been merged after room detection, such
as those in Fig. 3(d), often have more than two passages. To
build a Passage Graph Gp from GA, an important task is to
find a path between each pair of passages. We implemented
two methods to build the paths in the Passage Graph. The first
implementation simply runs A∗ planning algorithm based on
grid map between passages for each room. In the second
method, we employ the A∗ search [25] on the Topology
TABLE I
COMPARE THE DIFFERENT PLANNING METHODS
Path Distance (m) Planning Time (ms) Remark
Grid A*-P Voro-P Grid A*-P Voro-P Cross
16.2 16.2 22.2 444 49 9.0 Middle
54.5 54.5 67.5 446 95 9.7 Big
26.2 27.0 34.8 644 192 8.5 4
44.3 47.8 49.9 532 95 5.5 7
119.8 125.3 135.4 1508 428 50.7 11
95.7 104.7 110.9 4841 139 6.5 17
209.7 221.7 234.2 5450 176 14.6 23
Graph to find paths between passages for each room, then
save these passage-passage paths. Because the paths are
constructed not based on pixels, it saves time compared to
building roadmap paths from a grid map.
In the on-line query step, we are given two points as
start and goal. We first check which areas the two points
are in. For each given point, a new and virtual passage
vertex is build and is added to the area where it located
in. Then the virtual passage vertices will be connected to all
passages of that area by adding corresponding edges between
them. To generate the paths for those new edges, there are
some differences for the two implementations. For A*-based
Passage Graph implementation, we first check whether the
two given points are in the same room. If they are, then
we run A* planning between them in the room directly.
Otherwise, the A* algorithm based on the grid map is run
from the given point to each passage of the area that the
point resides in. For the Voronoi-based methods, we connect
a new virtual passage with the closest Topology Graph path
waypoints with a straight line. The properties of the Voronoi
Diagram make sure that there cannot be any obstacle between
the point and that graph. Then the given points are connected
to the passages in the Passage Graph.
Once we have connected the new virtual passage to the
passages of the Passage Graph we can employ the A∗ search
to find the complete path from the start to the goal.
C. Results Analysis
Here we compare our algorithm with an A* implemen-
tation on the grid map. For that we use a big map of our
building, which is edited to remove some noise and add some
walls that were missing. This map is has 2000× 1500 cells,
set to 0.1 m per grid cell. The experiments were done on
a Intel i7-4712HQ CPU @ 2.30GHz. The results are shown
in Fig. 5 and Table I. There “Grid” column is for A* on
the grid map. “A*-P” and “Voro-P” mean that the results
are obtained by running planning under A*-based Passage
Graph and Voronoi-based Passage Graph, respectively.
The initialization time for the extraction of the Area Graph
from the grid occupancy map is 26.0 seconds. We use the
same Area Graph to construct an A*-based Passage Graph
and a Voronoi-based Passage. The time for Voronoi-based
Passage Graph extraction is 45ms, while the one for A*-
based Passage Graph extraction is 20.4s.
The search complexity of the A* for grid map depends on
the number of pixels, which is more than 106 in this map;
the one for a Voronoi-based Passage Graph mainly depends
on the number of areas and the number of the passages in the
room(s) that the given points located in, where the number
of rooms is only 302 even in this map; while the one for the
A*-based Passage Graph includes the number of rooms and
the pixels number and passages number in the room where
the given point located in. For Voronoi-based Passage Graph,
it only takes longer time on planning in the fifth test. This is
because in this case, the given point belongs to the biggest
room that has 6 passages, which makes it take time to obtain
paths to connect the given points with the passages. For the
A*-based Passage Graph, it takes more time when a given
point is in a big room because A* planning will be run on
pixel level from the point to every passage.
Observing the last three rows in Table I, we found that
when the planning paths have to cross many rooms, the
planning time of the A* algorithms is growing rapidly while
that of the Passage Graph approach has very little growth,
which shows that the advantage of the Area Graph-based
planning will be even more obvious for even bigger maps.
Fig. 5. The planned paths obtained by A* on metric map (left), A*-based
Passage Graph and Voronoi-based Passage Graph.
V. CONCLUSIONS
In this paper, we proposed the Area Graph, that represents
a map as a set of areas, and implemented the path planning
as an application based on this representation. We did an ex-
periment considering the set of areas of the Area Graph as a
segmentation of the map, and showed that the proposed Area
Graph construction method is more effective in avoiding the
over-segmentation.
It is worth noting that the role of the Area Graph goes
far beyond planning and segmentation. We are working on
applying the area graph to other applications like navigation
mesh, map merging or map evaluation, similar to the work in
[2]. Further work will investigate hierarchical Area Graphs.
For example, after generated areas for a building, we can take
the whole building as one area in the second level graph,
then take a block with lots of buildings as an area in the
third level graph. We are also exploring how to add more
3D information to the Area Graph, e.g. how to represent
volumes instead of just areas.
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