In the recent years, studies of design and programming practices in mobile development are gaining more attention from researchers. Several such empirical studies used Android applications (paid, free, and open source) to analyze factors such as size, quality, dependencies, reuse, and cloning. Most of the studies use executable files of the apps (APK files), instead of source code because of availability issues (most of free apps available at the Android official market are not open-source, but still can be downloaded and analyzed in APK format). However, using only APK files in empirical studies comes with some threats to the validity of the results.
INTRODUCTION
Developing mobile applications differs from desktop and web applications in several dimensions. It is not only about the revenue models or the size of the applications, but also about programming practices, hierarchy and structure of development teams, as well as other factors. For example, testing mobile applications highly benefits from crowdsourcebased approaches that assume testing newly released applications (or updates) on different devices, operating systems, and under different connection modes (e.g., offline, WiFi, GSM). Also, reuse in mobile applications (hereinafter referred as apps) is ongoing and widespread, in particular because the apps are highly dependent on the APIs [24, 19, 18 ] and the distribution model in markets allows developers to sell apps several times by (re)packaging them with different GUI elements/data (e.g., the same travel guide for different cities).
As of today, only a handful of papers have analyzed mobile apps and their ecosystems to understand the factors that distinguish mobile apps and their development processes from desktop and web applications [5, 9, 12, 17, 18, 19, 24, 25] . For example, Minelli and Lanza [17] and Syer et al. [25] suggest that practices for desktop and server-based applications may not necessarily apply to mobile apps. Most of these related papers used a similar approach that consists of analyzing the code or metadata available in public markets. In the particular case of Android, APK (Application PacKage) files have been analyzed. It should be noted that these studies use executable files of the apps (APK files), instead of source code because of availability issues -most of the free apps available at the Android official market are not open-source, but can still be downloaded and analyzed in APK format. During the analysis, the APK files are converted to JAR files or decompiled to Java source code. However, the building and packaging model of Android apps (APK files) may introduce some threats to validity of the results of empirical studies.
As described in the Android developer guide [6] , JAR libraries referenced by the source code of Android apps are imported into APK files at build time. Therefore, when the Android build system converts the .class files into a DEX file, a converter tool is called to extract .class files from JAR libraries and consider them as local .class files compiled from the application source code. Consequently, when converting APK files to JAR files or to Java source code, all the files are under the same root directory (app classes and thirdparty libraries), thus following the Java rules for organizing files under packages; in other words, there is no file system distinction between libraries and application-specific code. Even in the case of open source apps, according to [17, 24] Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from Permissions@acm.org. some apps include the source code of third-party libraries. In addition, obfuscation is a common practice recommended in the Android developer guide [7] to protect security protocols and other application components from reverse engineering attacks. Also, obfuscation is used to hide illegal reuse and avoid licensing issues [22, 10] .
Including the code of third-party libraries in the APK files and ignoring obfuscation practices are threats to validity of empirical studies using APK files, in particular the ones aimed at analyzing class cloning/reuse in Android apps. For example, because of the build process, it is not possible to distinguish directly between code referenced as a library and code that was copied and modified from other applications or third-party libraries. Also, signature-based techniques for detecting class cloning, such as Software Bertilonage [3, 2] , are sensitive to obfuscation, mainly to transformations such as renaming, ordering (e.g., changing order or methods, or changing order of parameters in methods), and aggregations (e.g., inline and outline methods, cloning methods) [1] . In general, the study by Schulze and Meyer showed that obfuscation by renaming identifiers reduces the effectiveness of text-based clone detectors [22] .
Previous studies have not considered the impact of obfuscated code and third-party libraries on the measurements of class cloning in Android apps. Only a recent study by Mojica et al. [18] removed obfuscated classes from their dataset when computing the amount of class cloning on Android apps. Therefore, in this paper we provide empirical evidence on how third-party libraries and obfuscated code can impact reuse measurements. We computed the amount of classes reused on a large set of 24,379 free apps downloaded from Google play, including/excluding third-party libraries, and including/excluding obfuscated apps (that we detected using our algorithms). For detecting clones we used a signature-based approach as in [19, 18] . For detecting apps with obfuscated code we used a simple heuristic we defined after manually inspecting a large sample of obfuscated apps.
The results of this study show that there are significant and large differences, in terms of statistical significance and effect size, between the amount of class signatures reused in Android apps when including and excluding third-party libraries. Moreover, although the impact of obfuscated code is negligible when detecting cloned classes in Android apps, we found evidence of false positives declared as clones by the signature-based approach. Therefore, researchers analyzing/mining APK files should consider carefully when to include/exclude third-party libraries and obfuscated code, in particular for studies that use lexical information extracted from the files (i.e., identifiers) and signatures, or studies aimed at measuring similarities among apps.
Structure of the paper. Section 2 presents previous empirical studies that used Android apps. Section 3 defines our empirical study and the research questions, and provides details about the data extraction process and analysis method. Section 4 reports the study results, and discusses them from a quantitative and qualitative point of view. Section 5 discusses the threats that could affect the validity of the results. Section 6 concludes the paper and outlines directions for future work.
ANALYZING ANDROID APPS
Several recent papers have analyzed software evolutionand maintenance-related aspects in Android apps. Most of these studies used apps downloaded from Google Play and extracted bytecode from the APK files. The extraction process includes a transformation process from DEX to Java bytecode. This transformation process generates a set of .class files in a directory structure that follows the Java package guidelines. Therefore, the files belonging to third-party libraries and to the app's main package are organized using folders representing the packages hierarchy inside a single JAR file. In the following subsections we briefly describe the studies and summarize them in Table 1 .
Reuse in the Android Market
Mojica Ruiz et al. [19] were the first to report on the volume of reuse in Android apps. Two dimensions of reuse were analyzed: reuse by inheritance and class reuse (from other applications). About 4,000 Android apps were manually downloaded from Google Play to measure the percentage of classes that were totally reused (cloned) by other apps and the top base classes that were inherited from third-party libraries and platform APIs (Android and Java). Mojica Ruiz et al. [19] analyzed the reuse by class cloning in Android apps, by using class signatures as proposed by Davies et al. [2, 3] . The main conclusion of their study is that almost 50% of the classes in the apps inherit from a base class, and most of the reused classes are in the Android APIs. The same study was recently extended in [18] with more than 200K apps from GooglePlay. The results on the extended study showed that about 84% of the classes are reused across all the categories of apps. However, both studies included the code belonging to third-party libraries when measuring the percentage of class cloned in the apps; and only the latter [18] considered the impact of obfuscated classes. Dresnos [5] also used method signatures to detect similar Android apps, where the signatures included string literals, API calls, exceptions, and control flow structures. However, the study does not report on the impact of obfuscated code or third-party libraries on their experiments.
Syer et al. [24] analyzed dependencies, source code, and churn metrics of three open source apps (i.e., Wordpress, Google Authenticator, and Facebook SDK) in Android and BlackBerry. Although they reported the findings in terms of apps dependency on predefined categories (e.g., language, user interface, platform, third-party), they analyzed different dimensions of reuse (i.e., inheritance, interface implementation, API calls) by counting the number of dependencies on each category and the proportion of platform and user interface dependencies out of the total number of dependencies. Their main conclusions were that Android apps require less source code but have larger files than in BlackBerry, and depend more on the Android APIs. During the analysis, the authors distinguished project-specific files from the source code of third-party libraries, and explicitly mentioned that "apps often include, customize and maintain the source code of third party libraries" [24] .
Minelli and Lanza [17] proposed a visualization-based analysis for mobile apps using Samoa, which is an interactive tool that uses historical and structural information from the apps. Although the tool is not focused on a specific design aspect as reuse, the authors used the Average Hierarchy Height (AHH) and Average Number of Derived Classes (ANDC) metrics to study inheritance in Android apps. Moreover, they identified that some apps reuse libraries by copying the entire code instead of referencing JAR files. Some of the 
Other Studies Using Android Apps
Syer et al. [25] analyzed 15 open source apps to investigate the differences of mobile apps with five desktop/server applications. The comparison was based on two dimensions: the size of the apps and the time to fix defects. The study suggests that mobile apps are similar to UNIX utilities in terms of size of the code and the development team. However, it is not clear if the analyzed apps included the source code of third-party libraries. Also, the findings suggest that mobile app developers are concerned with fixing bugs quickly: over a third of the bugs are fixed within one week and the rest are fixed within one month.
Categorization of Android applications has been explored using machine-learning techniques [21, 23] . Shabtai et al. [23] categorized APK files into two root categories of the Android market ("Games" and "Applications") using attributes extracted from DEX files and XML data in the APK files. Sanz et al. [21] used string literals in classes, ratings, application sizes, and permissions to classify 820 applications into several existing categories. In both cases [21, 23] , some of the extracted features could be obfuscated and could also belong to third-party libraries. Therefore it is possible that the results of the study were impacted by the effect of obfuscated code and third-party libraries.
McDonnell et al [14] analyzed the evolution of Android APIs (i.e., frequency of changes) and the reaction of client code to API evolution. For the latter purpose, they analyzed 10 open-source Android applications from 7 domains to investigate into: (i) degree of dependency on Android APIs; (ii) lag time between a client API reference and its most recent available version; (iii) adoption time of new APIs; (iv) the relation between API instability and adoption; and (v) the relationship between API updates and bugs in client code. Also, Linares-Vásquez et al. [12] analyzed the impact of the Android APIs change-and fault-proneness on the success of 7,097 apps from Google Play. In both studies [12, 14] , because they analyzed calls to the Android API, there was not an impact on the results by the effect of third-party libraries or obfuscated code.
STUDY METHODOLOGY
The goal of this study is to understand to what extent obfuscated code and third-party libraries could affect the studies on reuse by class cloning. The context consists of 24,379 free Android apps from the Google Play Market, and the perspective is that of researchers interested in defining guidelines for empirical studies based on Android apps. Table  2 reports characteristics of the apps that we analyzed. For each category considered in our study (e.g., photography, medical, games, etc), the table lists (i) the number of apps analyzed from the category (column #apps), (ii) the size range of the analyzed apps in terms of number of classes (column #classes), and size in terms of thousands of lines of code including third-party libraries (KLOC).
Research Questions
In the context of our study, we formulated the following research questions:
• RQ1: Do third-party libraries impact the measurement of class cloning? This research question aims at investigating if the amount of class cloning in Android apps is mainly due to the dependability on the third-party libraries or the apps' classes. Specifically, we test the following null hypothesis: 
There is no significant difference between the amount of cloned classes in Android apps when considering third-party libraries and when excluding those libraries from the analysis.
• RQ2: Does obfuscated code impact the measurement of class cloning? This research question aims at investigating if obfuscated apps should be considered when computing the amount of classes reused between Android apps. Specifically, we test the following null hypothesis:
There is no significant difference between the amount of cloned classes in Android apps when considering obfuscated apps and when excluding those apps from the analysis.
The dependent variable for both research questions is represented by the amount of reuse by class cloning, which is estimated as the Proportion of Class Signatures Reused (PCSR) per category in our dataset (Section 3.3).
The independent variable for RQ1 is the set of .class files of the apps under study including third-party libraries, and excluding those libraries. For RQ2 the independent variable is the set of .class files of the apps under study including and excluding obfuscated apps.
Data Extraction Process
We downloaded (randomly) free mobile apps from Google Play as APK files, then we converted the APK files into JAR files using the following procedure: (i) unzip APK files by using the apktool 1 tool, which reveals the compiled Android application code file (note that an APK is just a set of zipped DEX files); then (ii) translate DEX files from the Dalvik bytecode to Java bytecode files (i.e., .class) using the dex2jar 2 tool (see Figure 2 ).
Reuse by Class Cloning Detection
For computing reuse via class cloning we relied on the Software Bertillonage technique [3, 2] to identify when a class is cloned across several apps, by comparing the classes' signatures. We built class signatures using the Apache Commons BCEL Java library 3 as in [3, 2] . Consequently, a class signature is a file with three parts: class header, attributes signatures sorted alphabetically, and methods signatures sorted alphabetically. The format of each part is as follows:
• The class header is defined by the following expression: <modifiers> <class name> extends <base class> implements <interfaces separated by comma>. We avoided including the java.lang.Object class in the list of base classes.
• Each attribute signature is defined by the following expression: <modifiers> <attribute type> <attribute name>.
• Each method signature is defined by the following expression: <modifiers> <return type> <method name> (<argument types>).
Similarly to [3, 2, 19, 18] , the parts corresponding to the base class and interfaces are optional in the class header, and the names of classes/types do not include the package in any of the parts. Figure 1 presents an example of a class signature. In order to detect reuse by class cloning, we needed to find if any signature file's contents were exactly the same as the contents of another signature file. Even if we used certain optimizations on our comparisons to prevent redundant comparisons, it would be extremely time-consuming to repeatedly compare files directly. In order to overcome this obstacle, we opted to read in each signature file, and created an MD5 hash from each class signature. We created a large hash map which used the MD5 hash as the key, and contained a list of signature names for the value. For every signature file, we checked if the hash already existed as a key in the hash map. If it did, we appended the name of the signature file to the end of the list in the respective value. If not, we added the key/value pair to the hash map. Thus, once we finished adding every signature file's hash and name to the map, we were able to distinguish the cloned files from the originals.
Detecting Obfuscated Apps
One of the authors manually inspected the source code (after decompilation) of 120 apps (i.e., two obfuscated and two non-obfuscated apps per category) to identify patterns in the identifiers of obfuscated classes. To decompile the apps we extracted .class files from the JAR files by using the 7zip Source code and JAR files extraction process from APK files tool and then we decompiled the .class files to Java source code using the JAD decompiler 5 . During decompilation, we discarded any apps that did not decompile correctly (see Figure 2) . At the end, we were able to decompile 24,379 apps successfully.
After decompiling and manually inspecting the apps, we found that all the apps with obfuscated identifiers always have a class a.java, because of the renaming algorithm of the obfuscation tool used for Android apps transforms identifiers using a lexicographic order. Therefore, to detect apps with obfuscated identifiers we looked for apps with a class a.java in the main package. We decided to use this simple heuristic because we were interested only in the impact of identifier obfuscation in the class cloning estimation using signatures. Using this method we found 415 apps with obfuscated code. The distribution of apps with obfuscated code per category is depicted in Figure 3 .
To validate the accuracy of the method, another author of the paper manually verified the true positive rate (TPR) and false positive rate (FPR) of the heuristic for detecting obfuscated classes, by using a validation set of apps. The validation set was built using the following guidelines:
• The apps were sampled by one of the authors (not the same author performing the validation)
• The validation set includes two apps classified as obfuscated and two apps classified as non-obfuscated for each category (i.e., 120 apps).
• The apps in the validation set were different from the ones inspected manually for identifying patterns in the identifiers of obfuscated classes For the validation we followed these definitions 6 :
5 http://www.varaneckas.com/jad/ 6 We were interested in the correctness of the heuristic for classifying apps in the positive set (i.e., obfuscated), and in the negative set (i.e., non-obfuscated), and in the general accuracy of the heuristic. Therefore, we used T P R, F P R, and ACC instead of precision. • True positives (T P ): number of obfuscated apps classified correctly by the heuristic
• True negatives (T N ): number of non-obfuscated apps classified correctly by the heuristic
• False positives (F P ): number of non-obfuscated apps classified incorrectly by the heuristic (i.e., classified as obfuscated)
• False negatives (F N ): number of obfuscated apps classified incorrectly by the heuristic (i.e., classified as non-obfuscated)
• True positive rate (T P R), a.k.a., recall: T P/(T P + F N )
• True negative rate (T N R): T N/(F P + T N )
• Accuracy (ACC):
The results of the manual validation were 60 true positives and 60 true negative, which accounts for a TPR equal to 1, a TNR equal to 1, and an ACC equal to 1. Therefore, our simple heuristic for detecting obfuscated apps is accurate and correct in a sample of 120 apps, which ensures a confidence interval of 8.93% with a confidence level of 95%.
Analysis Method
For measuring the amount of reuse by class cloning we used the Proportion of Class Signatures Reused (P CSR) proposed by Mojica Ruiz et al. [18, 19] . P CSR calculates the proportion of class signatures that are clones (i.e., they appear in multiple apps belonging to a set of apps). Given a set of apps A, the number of Unique Class Signatures (U CS) in an app ai ∈ a (a ⊂ A), and C the set of all class signatures of the apps in a, the P CSR of a subset of apps a is defined as follows:
We defined a unique class signature in ai as a signature that does not appear in the rest of apps in A ({A − ai} in equation 1). Thus, the higher the P CSR, the higher the reuse in a subset of apps a (e.g., apps in the category Arcade) when compared to all the apps in A (e.g., all the apps in our dataset). Consequently, in order to compare the impact of third-party libraries on the measurement of reuse by class cloning (RQ1) we computed the P CSR per category (i.e., P CSR of class signatures of apps belonging to a specific category that are cloned in all the 24,379 apps) including the class signatures of the third-party libraries (P CSR+T P L); we also computed the P CSR per category excluding class signatures of the third-party libraries (P CSR−T P L). To compare the impact of obfuscated apps on the measurement of reuse by class cloning (RQ2) we computed P CSR per category excluding obfuscated apps (P CSR−OBF ), and excluding classes signatures of third-party libraries and obfuscated apps (P CSR −(T P L,OBF ) ).
To validate that the results of our research questions are statistically significant in the 30 categories of Google play we used the Mann-Whitney test [4] . We compared P CSR+T P L to P CSR−T P L for H0 1 ; and P CSR+T P L to P CSR−OBF , and P CSR−T P L to P CSR −(T P L,OBF ) 7 for H0 2 . We also computed the Cliff's delta d effect size [8] to measure the magnitude of the difference in the three cases. We followed the guidelines in [8] to interpret the effect size values: negligible for |d| < 0.147, small for 0.147 ≤ |d| < 0.33, medium for 0.33 ≤ |d| < 0.474 and large for |d| ≥ 0.474. We are not assuming population normality and homogeneous variances, therefore we choose non-parametric methods (Mann-Whitney test and Cliff's delta). To distinguish app-specific classes from third-party-library classes, we extracted the package name (i.e., main package) from the AndroidManifest.xml file that resided with every application we downloaded. Then, we considered all the classes inside the main package and its sub-packages as app-specific classes; classes outside the main package were considered as classes from third-party libraries.
Replication Package
The data set used in our study is publicly available at http://www.cs.wm.edu/semeru/data/MSR14-android-reuse/. In particular we provide: (i) the list (and URLs) of the studied 24,379 apps; (ii) the list of apps labeled manually as obfuscated and non-obfuscated; (iii) the dataset used for training the classifiers; and (iv) the results of the classification process and the manual validation.
ANALYSIS OF THE RESULTS
This section reports the results aimed at answering the two research questions formulated in Section 3.1. Table 3 summarizes the results for RQ1 and RQ2. In particular, the table lists the number of the proportion of class signatures reused (P CSR) in our dataset per category, when considering third-party libraries (+T P L), excluding third-party libraries (−T P L), excluding obfuscated apps (−OBF ),and excluding third-party libraries and obfuscated apps (i.e., -(TPL, OBF)); Table 3 also lists the differences between the P CSR values (∆P CSR). In addition, Figure 4 depicts the change ratio (i.e., reduction) of number of cloned signatures detected in the 30 categories, when comparing the initial dataset to the dataset without third-party libraries, and when comparing the dataset without third-party libraries to the dataset without libraries and without obfuscated apps. 7 Note that the apps used for computing P CSR+T P L and P CSR−T P L include obfuscated apps.
Impact of Third-Party Libraries
Excluding the libraries from the PCSR computation reduces notoriously the number of classes detected as clones. On average, 87.66% less signatures are detected as clones (see Figure 4 boxplot +TPL to -TPL), with a median of 90.70%, a minimum reduction of 67.08% (in the category Health and fitness), and a maximum reduction of 97.48% (in the category Casual ). A similar behavior (i.e., reduction in all the categories) is reflected in the P CSR computation (see Table 3 ). The average reduction of P CSR when comparing P CSR+T P L to P CSR−T P L is 37.30%, with a median of 37.94%, a minimum reduction of 7.45% (in the category Business), and a maximum reduction of 71.82% (in the category Finance).
That reduction in the number of class signatures detected as clones is large and significant. The Mann-Whitney test applied to the PCSR of signatures including third-party libraries (P CSR+T P L) and the P CSR of signatures excluding third-party libraries (P CSR−T P L) reports a p-value= 9.123e-13, and the Cliff's delta was 0.9267 with a 95% confidence interval [0.8083, 0.9730]. Therefore, we can reject our null hypothesis H0 1 , that is, there is statistically significant difference between the two groups, and the magnitude of the difference is large (Cliff's delta > 0.474).
The significant reduction of the P CSR and the number of clones when excluding the signatures of third-party libraries from the analysis shows that most of the clones are detected in the signatures of the libraries, and it suggests that most of the code in APK files belongs to the libraries. Figure  5 depicts the change ratio (i.e., reduction) of the number of class signatures when comparing the datasets including and excluding third-party libraries. On average, 82% of the signatures are reduced when excluding third-party libraries, with a median reduction of 81.23%, a minimum reduction of 63.82% (in the case of apps in the Category Medical ), and a maximum reduction of 93.13% of the signatures (in the category Arcade).
We also analyzed which third-party library class signatures appeared most often, and attributed them to their respective third-party libraries. By doing so, we found that the most common third-party library class signature is com.google.ads.AdActivity of the com.google.ads package. This class is found in 8,008 apps from our dataset, and is by far the most common third-party library class. The second most common is com.facebook.android.FacebookError, from the com.facebok.android package. This class signature was found in 6,652 apps. Finally, the third most common is org.mcsoxford.rss.Dates (and 22 other classes from this same package), which all appeared 4,880 times each.
A significant number of apps in our dataset utilize the Google Ads third-party library, potentially as a source of revenue due to all the apps in our dataset being free. Also free apps have the option for Facebook integration. Finally, the commonality of org.mcsoxford.rss demonstrates that many apps try to integrate with RSS feeds, and this thirdparty library is described as a "lightweight Android library to read parts of RSS 2.0 feeds." Table 3 : Summary of results for RQ1 and RQ2. The PCSR and the difference between PCSR are listed by category.
Category Summarizing, the results of our RQ1 show that considering third-party libraries when computing class cloning in Android apps impacts the results, in the sense that because of the wide usage of third-party libraries, a significant number of clones are detected between the apps. Therefore, an actionable guideline when analyzing APK files is: consider carefully if third-party libraries should be included or not in the specific analysis; in particular, when analyzing class cloning between Android apps, researchers should justify the decision of including/excluding third-party libraries libraries in the class cloning measurements.
Impact of Obfuscated Apps
Excluding obfuscated apps also reduced the number of signatures detected as clones, and consequently P CSR. The Mann-Whitney test applied to the PCSR of signatures including third-party libraries (P CSR+T P L) and the P CSR of signatures excluding obfuscated apps (P CSR−OBF ) reports a p-value= 0.009604, and the Cliff's delta was 0.3866667 with a 95% confidence interval [0.08998, 0.62031998]. Therefore, we can reject our null hypothesis H0 2 , i.e. there is a statistically significant difference between the two groups, and the magnitude of the difference is medium ( 0.33 ≤ |d| < 0.474).
On average (see Table 3 ) there is a reduction of 4.55% in the P CSR, with a median of 4.09%, a minimum reduction of 0.48% (Music and Audio), and a maximum reduction of 9.92% (Tools). This reduction is explained due to the number of signatures belonging to obfuscated apps (we found 415 obfuscated apps out of 24,415). When excluding obfuscated apps (see Figure 5) 8.25% of the signatures were reduced on average (median = 7.31%, min. = 0%, max=21.38%), which represented an average reduction in the number of signatures detected as clones (see Figure 4 ) of 12.40% (median = 11.43%, min. = 2.74%, max=23.98%).
However, when comparing the impact of obfuscated code in the P CSR excluding the signatures of third-party libraries (i.e., -TPL to -(TPL, OBF)) the Mann-Whitney reports a p-value=0.8187, and we obtained a Cliff's delta = -0.0356. In this case there is no significant difference (p-value > 0.05) and the magnitude of the difference is negligible (|d| < 0.147). When removing the obfuscated apps from the set of signatures that does not include third-party libraries there is an average reduction in the number of signatures detected as clones of 0.63% (median = 0%, min. = 0%, max=3%), and an average reduction in the number of signatures of 2.23% (median = 1%, min. = 0%, max=8%). However, in most of the categories (23 out of 30) removing the obfuscated apps increases the P CSR (see Table 3 ). For example, there is a change in the P CSR of the category Casual from 0.3168 (P CSR−T P L) to 0.334 (P CSR −(T P L,OBF ) ), which accounts for an increment of 5.29%.
An explanation for those cases is the impact of the reduction of the signatures in the P CSR computation. Equation 1 is equivalent to the ratio between the number of signatures detected as clones and the total number of signatures. In the case of apps in the category Casual for P CSR−T P L there were 11,851 signatures detected as clones out of 37,404 signatures (P CSR−T P L = 11, 851/37, 404 = 0.3168), and for P CSR −(T P L,OBF ) there were 11,539 signatures detected as clones out of 34,589 signatures (P CSR −(T P L,OBF ) = 11, 539/34, 589 = 0.334). That increment of 5.29% in the P CSR is explained in the fact that proportionally the reduction of the signatures is bigger compared to the reduction of clones, which means that most of the clones were detected between the non-obfuscated apps. However, there were some signatures detected as clones between the obfuscated apps.
Regarding detecting cloned classes in the dataset of apps tagged as obfuscated, we inspected manually the signatures and we found that there are some false positives. That is, there are classes that are marked as clones of other classes based on their class signatures, but further analysis of the content of the class demonstrated that this is not always true. We were able to find multiple examples of this occurring fairly easily, and we believe that there could be many more false clone detections in our obfuscated dataset as a result of this observation. The first example comes from the apps with package names bagins.football and com.antivirus. In both apps we found two obfuscated classes that were detected as cloned signatures: /bagins/football/c/c.java and /com/ antivirus/core/b/ c.java. Both of these files have the same signatures and thus method names, but these methods do different things. For instance, in bagins.football the values() method creates a new array and performs a System.arraycopy into it, whereas in com.antivirus the method only has a statement returning a casted variable with .clone().
Another example we found is between the apps com.agilesoft resource and com.ableon.team.barcelona. Both apps have a class called h.java inside their main package, and both classes have a void run() method. However, the run function in h.java of com.agilesoftresource is simply a one-line statement:
"AppManagerMain.a(AppManagerMain.e(g.a(a))). refreshPackList();"
whereas the run method of com.ableon.team.barcelona is 15 lines long and makes calls to the javax.microedition.khronos.egl API and performs an obfuscated conditional:
c(a).eglGetError() = 12302)"
Some cloned classes appear in more than two apps. One such example is the class as.java, which appears in three apps: balofo.game.movie, com.application.fotodanz, and com. advancedprocessmanager. For each app, this class has the onClick() method, but the code it executes is unique in each case. For balofo.game.movie, the method simply performs a dialoginterface.cancel(); for com.application.fotodanz, the method executes no code; and for com.advancedprocess manager, we get an "obfuscated" one-line of code:
"ak.a(aq.a(a)).a()"
The examples described before show how using class signatures to detect clones between obfuscated classes is not accurate because it is prone to false positives. However, there are also cases of true positives. We have noted that if apps share a main package or developer "keyword" in the app's package name then it is likely that the files are indeed clones. For instance, com.appmakr.app247821 and com.appmakr.app153560 both have a class called c.java that were located within different directories inside each main package respectively, but were still detected as clones. Due to each app's package name sharing the term appmakr, we assume it's likely for these two files to be legitimate clones; upon further inspection, each file is 43 lines long and both files are the exact same, character for character, except for one line which references the main package name (app247821 or app153560 respectively). Therefore, these files are correctly detected as legitimate clones.
Finally, we should note that because we only tried to find cloned classes that reside within the main package of the app, we've extracted the package name from the AndroidManifest.xml file that resided with every application we downloaded. Thus, sometimes a cloned class may appear to lie in a package different from the source directory, but is in fact within the proper main package. For instance, another cloned class was q.java which appears in apps com.atomimbh.app, com.BeltzandRuth, and com.bangladeshfreegoimbh.app. We noted that both the first and last apps in this list seem to follow the trend of having a shared keyword (*imbh.app), but one of the apps doesn't follow this pattern. However, for this app the actual location of this cloned class is found in com.BeltzandRuth/src/com/bemyvalentineimbh/app/, which does share the similar keyword as the other two apps. Upon analyzing the Android manifest for this app, the main package is indeed com.bemyvalentineimbh.app. Thus, upon further inspection of the q.java class, we noted that all three apps have a similar implementation of both methods inside the class, where both com.BeltzandRuth and com.bangladeshfr eegoimbh.app contained exactly the same implementations, and com.atomimbh.app contained the exact implementation of one method and a functionally similar implementation of another method (only a few lines had their order changed).
Summarizing, the results of our RQ2 show that considering obfuscated apps when computing class cloning in Android apps impacts the results, in the sense that signatures in obfuscated classes introduce false positives in the cloned signatures detection. Although the impact of obfuscated code is not as significant as the impact of considering third-party libraries in the cloned signatures detection, researchers should be careful when considering obfuscated code in their experiments using APK files. Therefore, an actionable guideline when analyzing APK files is: consider carefully if obfuscated apps (or obfuscated code) should be included or not in the specific analysis; in particular, when analyzing class cloning between Android apps, researchers should justify the decision of including/excluding obfuscated code in the measurements.
THREATS TO VALIDITY
Threats to construct validity concern the relationship between theory and observation, and it is essentially due to the measurements/estimates on which our study is based.
We assumed that class signatures are representative of the actual source code files as in previous studies [2, 3, 18, 19] . However, we cannot state that the code inside the source files is exactly the same based solely on matching signatures. Instead, the methods may have been named similarly or may have had the same parameters. Therefore, it is likely that there is much more source code reuse occurring that we have been unable to detect in the case of class cloning. As this is an initial study of reuse, for future work we plan to obtain more exact results, by considering also the source code.
Threats to conclusion validity concern the relationship between treatment and outcome. Our conclusions are supported by appropriate, non-parametric statistics (Mann-Whitney test). In addition, the practical significance of the observed differences is highlighted by effect size measures (Cliff's d).
Threats to internal validity concern factors that can affect our results. Our heuristic for identifying obfuscated apps could fail if the renaming strategy did not follow a lexicographic order (i.e., the first letted used to obfuscate identifiers is a) or the obfuscation is different to renaming transformation. However, we manually inspected a sample of apps classified by the heuristic and we obtained a true positive and true negative rates equals to 1, which represents an accuracy of 100%.
Threats to external validity concern the generalization of our findings. Our analysis is limited to Android free apps. Dependency of commercial apps on third-party libraries could be different, for example, libraries for advertisements might not be widely used in commercial apps. Also, it is possible that the commercial apps have more obfuscated code. Therefore, our findings may not necessarily hold for commercial apps. Regarding the size of our dataset (24,379 apps), the set of analyzed apps is a small percentage of the existing apps in Google Play (more than 1 million of apps reported by the AppBrain website 9 ). However, our sample covers all the domain categories in Google Play with a significant number of apps compared to other studies using Android apps (see Table 1 ). In future studies, we are also planning on using diversity measures to guide the selection of apps to maximize generalizability of the case studies [20] . Finally, our conclusions may not be valid for apps developed for other mobile platforms (e.g., iOS).
CONCLUSION AND FUTURE WORK
Although APK files have been used in several studies for analyzing Android apps and their development processes, the building process used to generate those files introduces some threats to the validity of the results in the studies. In particular, we analyzed 24,379 APK files downloaded from Google Play to measure the impact of third-party libraries and obfuscated code on class cloning measurement. We found that excluding third-party libraries reduces on average 87.66% of the signatures detected as clones, and the difference is large and statistically significant when comparing the proportion of class signatures reused (PCSR) in our dataset including and excluding the libraries. Concerning the impact of obfuscated files, it is significantly different but the difference is medium on the computation of the PCSR. We found a few of the obfuscated apps and evidence of false positives detected as clones by the signature-based method (Software Bertilonage).
Future studies with significantly higher number of obfuscated apps should analyze the impact of those apps on the results.
Our findings show that empirical studies using APK files should take into account possible impacts of third-party libraries and obfuscated code. Therefore, we suggested two actionable guidelines when analyzing/mining APK files:
1. Consider carefully if third-party libraries should be included or not in the specific analysis; in particular, when analyzing class cloning between Android apps, researchers should justify the decision of including/ excluding third-party libraries libraries in the class cloning measurements.
2. Consider carefully if obfuscated apps (or obfuscated code) should be included or not in the specific analysis; in particular, when analyzing class cloning between Android apps, researchers should justify the decision of including/excluding obfuscated code in the class cloning measurements.
These actionable guidelines are also pertinent to studies/approaches on software categorization [11, 13, 16] , in which the lexical information in bytecode or source code is used to categorize the apps; given the widespread use of third-party libraries, such as Google Ads or Facebook for Android using the identifiers extracted from those libraries can reduce the variance and consequently impact the categorization process. In addition, studies aimed at identifying similar apps [15] , which use non-textual based detection, should also consider the impact of third-party libraries and obfuscation practices.
