In this paper, a hierarchical tree representation is introduced to represent the logical structure of a form document. Different forms might have the same logical structure, so the representation will be ambiguous. In this paper, an improvement is proposed to solve the ambiguity problem by using the physical information of the blocks. A pixel tracing approach is used to extract form layout structures from form documents. Compared with hough transform, it requires less computation. This algorithm has been tested on 50 different table forms. The algorithm applies to table form documents.
Introduction
Forms are widely used in many business and government organizations. The traditional way to get the data from the form is time-consuming and inefficient. Consequently, some new technologies are developed to automatize the procedure, such as OCR (Optical Character Recognition).
Normally in an OCR document recognition system there are six major steps in the system ( Figure 1 ). In this paper, the algorithm for layout extraction and representation procedures is presented.
Figure 1 The Form Document Processing System Diagram
There are several challenging problems in form processing such as: layout extraction, input form registration and characters recognition, which entwine each other. Before OCR is used to recognize the characters, the form layout is needed to make the OCR procedure more effective.
In this paper, the following problem is considered: given a form image database and a query image, how does one find the form in the database which has the same or similar layout structure as the query?
The major objectives of the paper are to develop an effective algorithm for line extraction from the form documents and to apply a hierarchical tree on these lines of data to represent the form structures without ambiguity.
Background and related work

A review of frame line detection method
There are many kinds of widely used line detection methods and every method is customized to handle some specific cases. Hough transform is a popular method to detect lines, but there are some weaknesses for this method. First of all, Hough transform [7] is a very time consuming algorithm. Secondly, it is hard to locate the position of some short lines in the forms Lastly, sometimes characters connect each other and form a long string, Hough transform will recognize the string as a line. User filled-in data and pictures in the form also cause the same effect.
Because of these limits, some improved Hough transform are proposed, such as strip projection approach [3] . This approach fits some situations very well, but it still faces the problem of how to differentiate character strings and pictures from lines in some cases. Connected component analysis is another approach used to detect horizontal and vertical lines. X. N. Chen and D.C. Tseng [4] presented a method according to the lengths and aspect ratios of components. It is more efficient than hough transform in detecting the horizontal and vertical lines, but it cannot handle lines touching characters or other data. Bin Yu and A. K. Jain [8] present a vectorization algorithm that uses a block adjacency graph. Most form lines are horizontal and vertical. Algorithms that can detect lines in arbitrary directions and characters are not necessary in form-processing system.
In this paper, only horizontal and vertical frame lines are needed based on the hierarchical tree algorithm. The dash lines, diagonal lines, and non-frame lines will be removed. It is assumed that the form processed is non-distorted and that all the frame lines are not cursive.
A hierarchical representation
To perform recognition of a form, user filled data must be extracted and associated with the corresponding preprinted field. To perform this task, the structure should be known first. Then the structure can be compared with the reference model form in the database. When a reference model form is stored in the database and the input form is compared with reference model forms, these forms need to be represented in a structure.
A logical structure can represent a form structure. A geometrical structure will be mapped to a logical structure by considering the logical relation. So when a form structure is represented by a logical structure, the geometrical changes in the processing procedure will not influence the logical structure. But physically different forms might have the same logical structure. This will cause the mismatch of the forms.
In this paper, a hierarchical tree is used to represent the form documents structure. This method is proposed by Pinar Duygulu and Volkan Atalay [5, 6] . The heuristic algorithm is based on the XY-tree method. The geometrical structure of a form document is transformed to a hierarchical structure by using the horizontal and vertical layout lines which extracted through the form. The geometrical modifications can be handled by this representation. In some cases, physically different forms will have the same logical representations.
Line extraction
Preprocessing
This paper focuses on form layout extraction and layout representation procedures. The algorithm is only suitable for table documents. The sample form ( Figure 2 ) is 662x1024 with 677888 bytes. A typical table form has three elements: form layout lines, printed data and user filled-in data. The sample image includes all these elements. A form document system's task is to extract user filled-in data and associate it with the corresponding preprinted field. The user filled-in data might have crosses with the layout lines that can be seen frequently in user filled forms
The sample image is not very noisy and there is no distortion in the form. If the form is moderate skew, some skew detection and correction algorithms [1, 2] can be used to correct the skew. Figure 2 shows a typical table form after the skew correction procedure; all the frame layout lines are horizontal and vertical. 
Line extraction algorithm
After the skew correction, there are some short line segments attached to the original lines. The first step is to erase these attached line segments or unite these segments to a long line segment by setting up the length threshold of lines. Here a flag is used to tag the line. If the pixel is black and the flag=0, this means this pixel is the beginning of the line segment. The flag is set to 1 and then the next pixel is checked. If it is black, then the next pixel is checked. If it is white, it is considered the end pixel of the line segment and the flag is set to 0. If one line segment's end pixel's distance to another line segment's beginning pixel is in the threshold, these two segments are connected to one segment. If not, the length of segment is checked. As long as the length is longer than the threshold length, this pixel chain is considered to be a line segment; otherwise, it will be eliminated. Figure 3 is the image after the processing. Figure. 3 The form after attaching line segments deletion Then a form with multi-pixel lines is obtained. In the next step, the thinning algorithm is performed from top to bottom. Every time a horizontal line is found, all lines one pixel above this line will be checked. If they share the same start point, the upper line will be merged to the lower line. A threshold is set to eliminate the influence of thick vertical lines. Figure. 4 The form after thinning procedure After the thinning procedure (Figure 4 ), horizontal and vertical lines that connect on one end cross each other and extend further out and so this effect needs to be eliminated to achieve the original line connection situation.
There are also some hanging lines that are not the frame lines in the form. Some are from the picture of the form, some are the effect of the continuous characters because of the previous processing, and some are the fill-in blank hanging lines. These lines are not needed in later hierarchy tree algorithm. Some of these lines have a common property, which is that any of these lines is crossed by only one other line or does not cross with other lines. The algorithm is developed based on this property. Some non-frame lines are eliminated and the crossing problem caused by thinning algorithm is solved in the algorithm below. The result shows in Figure 5 . Up until now, the only factor needed to be deleted is the pictures in the form. The pictures can be drawings or large characters which become some vertical and horizontal lines after processing.
The difference between these lines and frame lines is that these lines do not have connections with the outermost frames lines. Any lines belonging to the layout lines must have a connection with the outermost frame or connect the outermost frame by other lines. Based on this property, a connectivity algorithm is developed. Firstly, the outermost horizontal line is picked and all the vertical lines that have a connection with it are found. (The top ends of vertical lines meet the horizontal line.) Then all the horizontal lines that have a connection with these vertical lines are searched. By this way, all the lines that connect the outermost frame lines or connect outermost frame lines through other layout lines are found. Figure 6 shows the form after all the processing. After the above algorithms, the printed data and user filled-in data are successfully eliminated.
A special case
Based on the hierarchical tree algorithm, the tree can be constructed according to the lines of information. In the figure 7, on the left corner of the form there is a box. In the hierarchical tree algorithm, which will be stated in the next chapter, the box cannot be correctly expressed in the tree structure. Here, the two non-frame borderlines of the box must be eliminated. Figure. 7 A special case with a box structure
Hierarchical representations of form documents 4.1 The heuristic algorithm
After the extraction procedures, the layout of the form consists of only horizontal and vertical lines. The user filled-in data, preprinted data and non-frame lines are already filtered by the previous work. A hierarchical tree is used to represent the logical layout of a form with these extracted lines.
The procedure of building the hierarchical tree is to partition a form into blocks that can further be divided until the cell is reached. So the root of the tree is the form, which is the biggest block. Every leaf represents a cell. The blocks in the same hierarchy and under the same root node share the same baseline as their boundaries. To achieve such a partition, a switching of horizontal and vertical divisions is performed. By this way, finally the cell will be reached. The approach is top-down.
The algorithm is developed based on table form documents, so it is suitable for form documents that have the following layout characteristics: 1) A form has two horizontal frame lines serving as top and bottom boundaries, two vertical frame lines serving as left and right boundaries 2) Most of the useful data items in a form are enclosed by rectangles formed by frame lines and most of the user filled-in data are in the reserved block. 3) A form is divided to some blocks by some straight lines.
Experiments
This algorithm has been tested on more than 50 different table forms. The images were not very noisy and were binary. The algorithm is coded in Matlab running on an Intel Celeron 800 computer with 256M memories. It takes approximately 70 seconds to extract the frame horizontal and vertical lines of sample in figure 2. It takes another 2 seconds to construct the hierarchical tree. The result of the sample form is: Figure. 8 The hierarchical tree of sample A more complicated case is showed in Figure 9 . The image is 800x600. The resolution is 300dpi. It takes 60s to finish the process. The hierarchical tree is showed in Figure 10 . 
Improvement of the algorithm
In a hierarchical tree, a geometrical structure will be mapped to a logical structure by considering the logical relation. When a form structure is represented by a logical structure, the geometrical changes in the processing procedure will not influence the logical structure. The hierarchical tree representation will not cause mismatches even when the geometrical change happened in the layout extraction procedure, but this property also causes a problem. Sometimes physically different forms might have the same logical structure. How to differentiate these cases becomes a problem. The algorithm must be improved or be used in combination with form physical information in some cases. For example, in Figure 11 , there are two different forms, but they have the same logical structure. They are presented by the same hierarchical tree. This could cause mismatch in the logical structure. In these situations, the representatives of logical trees cannot differentiate these forms. The method must be combined with physical structure information of the form. In the algorithm of line extraction, the physical information of horizontal and vertical lines is obtained. Combining the physical information of the block and logical tree will be a solution to solve the ambiguity problem.
Conclusion and future works
In this paper, an algorithm is proposed to extract form layout structures from form documents. By eliminating the preprinted data, user filled-in data, check boxes and the picture in the form, the algorithm extracts the horizontal and vertical frame lines information only. With the extracted lines information, a hierarchical structure is used to represent the logical structure of the form. The blocks that contain similar information are grouped together and separated from other groups. Because the form structure is represented by a logical tree, forms with different physical structure may be represented by the same logical tree. To solve the ambiguity cases, physical information of the blocks can be combined with logical tree to make a further recognition of the forms.
This algorithm is developed for table form documents, but for other types of document this algorithm cannot handle well. For example, a document that only has a frame structure ( Figure  12 ). There is no blocks division in the frame. In this type of form, there are many hanging lines. Every hanging line corresponds to some specific user filled-in data. In this type of form, many line segments are in the same horizontal level. This property provides a way to build a structure that is the same as the one used in this paper. These line segments can be stretched to connect to the frame lines in horizontal direction. In the vertical direction, pseudo line segments are created to connect with horizontal frame layout lines or other horizontal lines.
In this type of form, all the user filled-in data are above the hanging lines. The document will be divided to many pseudo blocks from up to down. User filled-in data will be in the corresponding pseudo blocks. These blocks can be represented by a hierarchical tree structure (Figure 12 ). The future work will be focused on the implement of this method.
