Block-based programming environments are a popular way to learn programming. Many of these libraries, including Scratch and MIT's App Inventor, are built on the Blockly library from Google. Unfortunately, programs built with the Blockly library are currently not accessible for people with visual impairments. We describe two designs to make the Blockly library accessible using a screen reader on a touchscreen device.
INTRODUCTION
Block-based programming environments (BBPEs) allow one to drag and drop puzzle-like "blocks" of code together to construct programs. These programs depend on visuals and gestures and are generally inaccessible for children with visual or motor impairments [7] . As computer science lessons become more commonplace in K-12 education, the issue of poorly accessible BBPEs is even more pressing.
In this paper, we describe the prototypes we are building to make the web-based Blockly library, which underlies many popular BBPEs such as Scratch [8] and the Code.org curriculum [13] , accessible to as wide an audience as possible. There are concurrent complementary efforts on making these environments accessible using keyboard navigation [2, 10] . We chose to focus on making Blockly accessible when using a touchscreen device and hope to have our code integrated into the core Blockly library.
Toward this goal, we designed and prototyped two models of interaction: (1) a Hierarchical List Design, which linearizes the block program into a navigable list, and (2) a Spatial Design, which preserves the original 2-D rendering of the blocks, but which annotates the blocks to make them accessible. Our code is freely available on GitHub at Permission to make digital or hard copies of part or all of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for third-party components of this work must be honored. For all other uses, contact the Owner/Author. ASSETS '19, October 28-30, 2019, Pittsburgh, PA, USA © 2019 Copyright is held by the owner/author(s). ACM ISBN 978-1-4503-6676-2/19/10. https://doi.org/10.1145/3308561.3354589 https://github.com/SybelBlue/macblockly.
RELATED WORK
The majority of the existing work on accessible BBPEs has focused on making these environments accessible through keyboard navigation by converting the block code structure into a hierarchical list that can be navigated using a screen reader [2, 5, 6, 9, 10] . There has also been work in creating accessible BBPEs that use tangible blocks [4, 11] . For touch accessibility, there is our own work on Blocks4All, a BBPE designed to be accessible using a screen reader on a touchscreen device [7] . Our work on Blockly builds on this previous work and explores applying it to the more complex Blockly library. Because there is evidence that many students with visual or motor impairments learn to use the assistive technology on touchscreen devices before learning on desktop computers [1] , we explore ways to make the Blockly library accessible using iPads and Android tablets. 
DESIGN
We describe how our interfaces can be interacted with via touch on a tablet with a touchscreen screen reader. Android tablets and iPads come with built-in screen readers (TalkBack [14] and VoiceOver [3] , respectively), which can be used to explore the "focusable" elements on the screen by either touching where the focusable elements are displayed on the screen or by iterating over them. This is achieved via keyboard accessible gestures that allow users to select, scroll, or swipe through certain user-selected types of elements.
Without a screen reader, our version of Blockly functions identically to the original. We wrote in JavaScript without the use of any additional external libraries. We followed the WCAG 2.0 AA standards, labeling items with appropriate ARIA descriptions and roles [12] . We tested our designs on the Android and iOS operating systems with the Safari and Chrome browsers. Figure 1. (B) The block-specific view after selecting the "count with i from 1 to bound by 1" block. (C) Spatial Design: The rectangles show the interactable fields labeled with the text on the block/field (e.g. the orange box reads "count with i from", and the red reads "1, editable field") or contextual information (e.g. the yellow reads "inside for block", the green read "left-" and "right-parenthesis").
Hierarchical List Design
The Hierarchical List Design linearizes the workspace into a navigable list that mirrors the 2-D workspace.
Reading
The main navigation list is designed to allow users to quickly read a workspace of blocks (Figure 2A ). At the highest hierarchical level (the workspace), the main navigation list is a complete summary of all blocks. The list is placed on the edge of the screen to make it easier to find non-visually, and list items extend across the width of the list so they can be quickly scanned by touch. Block list items are organized into sub-lists using the nesting structure of the blocks, and all blocks are part of lettered 'stacks'. The ARIA-label of a block item is constructed from data pulled from the block.
Editing
Upon selecting a block list item, the list navigates to a blockspecific view ( Figure 2B ) and focuses on the single block represented by the item. In this view, (1) the parent navigation bar (a breadcrumb trail displaying the current scope of the code) is updated according to the location of the block, (2) the option to move the block is displayed, (3) block list items which navigate to the block's parent and children are shown, and (4) all block-specific options are shown.
Block-specific views contain the full set of controls for editing a block's properties. These options show any warnings the block may be visually indicating. They also include any controls to mutate the block (e.g. add "else/elseif" statements to "if" blocks). Lastly, the options provide ARIA-labeled toggles to change any dropdown or text field values embedded in the block.
Moving
Movement is designed to mirror the drag and drop method. The user first selects a block in the block-specific view and then selects a destination. Connection items only appear after a move is begun and are visible anywhere the block may be placed. They appear on the hierarchical level and position in the list where the resulting move would place the block.
Spatial Design
The Spatial Design preserves the 2-D block structure of the workspace. The layout is almost identical to Blockly's current layout, with rectangles overlaid on each row and editable field of a block. Each of these rectangles is given an ARIA-label to make it interactable with a screen reader.
Reading
In order to read the code, the user can either touch a block (useful if they have some vision) or swipe through the blocks and fields via screen reader. After a block is focused, the user can swipe to the editable fields in that row ( Figure 2C ). The "swiping" order of the blocks and fields corresponds to how they would be read from top-to-bottom, left-to-right. To improve the navigability of the workspace, we added an "End of Block" row to any block with nested statements and added "left parenthesis" and "right parenthesis" annotations around any logic or arithmetic operator blocks.
Editing
Once the user navigates to an editable field or connected block, they can edit its content by selecting it. In order to improve selectability of blocks with a screen reader on, we use Blockly's external inputs option to organize connected blocks vertically in rows rather than in-line. Fields are edited via either user keyboard input or dropdown list, depending on the field type. Although dropdown lists are selectable with a screen reader, they are challenging to use without sight. We are working to improve their usability.
Moving
This is a work-in-progress. We plan to have users move blocks via a "select-select-drop" method. After selecting a block, a list of valid connection points for that block will be added to the 2-D representation of the code in the workspace. The user can then select one of the points to move the block.
CONCLUSION
We present two interfaces which were designed to give the Blockly library inheritable accessible features to allow users to manipulate and read code swiftly. We plan to test these prototypes with students with visual impairments.
