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1.1  Motiváció 
A játékfejlesztés világában rengeteg olyan műfaj létezik, ahol a játék különböző okok 
miatt procedurálisan generált tartalmat nyújt. Ezen játékok főbb jellemzője, hogy az 
újrajátszhatósági élményt növelik a játékos számára, hiszen minden pálya más, ezért 
mindig találhat valami újdonságot. Több ilyen játék is rendkívül nagy játékosbázissal 
rendelkezik. Az egyik legkiemelkedőbb képviselője a procedurális tartalomgenerálásnak 
a Blizzard Entertaiment által fejlesztett Diablo játéksorozat. A második a részben a pályák 
mind véletlenszerűen generáltak, a sorozat harmadik részében pedig egy teljes játékmód 
van kihegyezve az ilyen pályákon való végighaladásra. A legismertebb játék, ami teljes 
mértékben procedurálisan generált, a Mojang által fejlesztett Minecraft, melynél mára az 
aktív játékosok száma meghaladja a 91 milliót. Látható, hogy ezen algoritmusok 
alkalmazása a jelen játékfejlesztés egyik meghatározó iránya, hiszen nem csak a 
játékosok számára jelentenek egyedi élményt, de a fejlesztők költségvetését is kímélik. 
Ezen algoritmusok használata, jelentősen lecsökkentheti a fejlesztésre szánt költségeket, 
illetve ráfordított időt hiszen a pályadizájnok elkészítésével nem kell foglalkozni. 
A szakdolgozatom célja, hogy betekintést nyerhessünk pár egyszerűbb algoritmus 
működésébe, melyek alapként használhatók a hasonló játékok fejlesztéséhez. A 
procedurális tartalomgenerálást nagyon sokféleképpen lehet alkalmazni, elkészíteni 
hiszen minden cég, fejlesztő belerakhatja a saját módosítását, elképzelését a feladatba, 
ezért nagyon sok féle különböző algoritmus létezik. Az általam bemutatott algoritmusok 
alapként tudnak szolgálni olyan fejlesztőknek, akik esetleg újak a témában és meg 
szeretnének ismerkedni a procedurális tartalomgenerálás alapjaival. Az alkalmazásom 
elsősorban azoknak a fejlesztőknek szól, akiket érdekel a játékfejlesztés procedurális 
oldala, és szeretnének a témába belekezdeni. Az alkalmazásban implementált 
algoritmusokat az érdeklődő fejlesztők áttekinthetik, megnézhetik működés közben, 
ezáltal megkönnyítik azok megértését. A felhasználói leírásban ezen algoritmusok 
részletes leírásra kerülnek, így az alkalmazásban feltüntetett algoritmusok a felhasználó 






A feladat létrehozni egy olyan webalkalmazást, amelyen a felhasználó megtekinthet 
procedurálisan generáló algoritmusokat. Ezeknek az algoritmusoknak rövid informatív 
leírását tartalmaznia kell a weboldalnak, hogy a felhasználó tisztában legyen azzal milyen 
programot lát. A vizualizálónak képesnek kell lennie megjeleníteni az algoritmus 
eredményét minden futási lépésben, illetve vezérelni az algoritmus futását amennyiben 
az adott algoritmus vizualizálása ezt megkívánja. A vezérlés lehet manuális, illetve 
automatikusan lejátszódó, de ebben az esetben a futás sebessége állítható legyen. A 
felhasználónak lehetősége kell legyen egyedi értékeket megadni az egyes algoritmusok 
kezdő értékeihez. Ezeket a beállítási lehetőségeket az oldalnak ismertetni kell, hogy mire 
lesz hatással az adott érték módosítása. A vizualizációt lehetőség szerint újra lehessen 
indítani, valamint elvárt, hogy azonos kezdőértékek esetén algoritmusok mindig ugyanazt 






2 Felhasználói dokumentáció 
2.1 Telepítés menete 
Az alkalmazást aktív internet kapcsolat mellet tudjuk telepíteni egy szervergépre. A 
program egy egyszerű NodeJs szerver alkalmazás, ami kiszolgálja a statikus 
webalkalmazást, ezért szükség van NodeJs-re és Node Package Manager-re (npm) a 
rendszeren. A telepítéshez a npm-re lesz szükség és a konzolban kiadott npm install 
paranccsal tehető meg. Telepítéskor a npm feltelepíti a futtatáshoz szükséges 
könyvtárakat a node_modules mappába. Amint telepítette a függőségeket, az npm 
meghívja az alkalmazás bundle scriptjét. Ez egy gulp task, ami létrehozza a 
forrásfájlokból a böngészőn futtatható verzióját az alkalmazásnak. Ha ezzel készen 
vagyunk, akkor az npm start parancsot kiadva tudjuk az alkalmazást futtatni. Ha az 
alkalmazást publikus szerveren szeretnénk futtatni, akkor szükség lehet a webszerver 
portjának módosítására, ami alapesetben 3000. Ezt a PORT környezeti változóval tudjuk 
megtenni, ekkor az alkalmazás ezt fogja használni a 3000 helyett. 
A webalkalmazást szervergép helyett lokálisan is van lehetőség futtatni, ám ekkor 
megfelelő konfiguráció hiányában nem nyit kapcsolatot az internet számára, így 
biztonsági kockázatot nem jelent. A legtöbb otthoni gépen a helyi hálózaton nincsenek a 
portok átirányítva a felhasználó gépe felé, ezért az az alkalmazást biztonságosan lokálisan 
tudja futtatni. 
2.1.1 Alternatív telepítés 
Mivel az alkalmazás működése csakis a frontend oldalon történik a felhasználó 
böngészőjébe ezért lehetőség van arra, hogy az alkalmazást más webszerveren is 
futtassuk. Ebben az esetben az ki kell adnunk a gulp build parancsot (feltételezzünk, 
hogy a telepítő gép rendelkezik npm-rel, illetve előzetesen feltelepítette a függőségeket), 
amint kész a bundle elkészítése, akkor public mappa tartalmát ki is helyezhetjük egy 
másik szerverre. A szerver, ahol futtatjuk a frontend részét az alkalmazásnak nem kell, 







2.2 Webalkalmazás ismertetése 
2.2.1 Webalkalmazás leírása 
A webalkalmazás 3 képernyőből áll: labirintus, dungeon, domborzat. Ezeket a 
képernyőket a weboldal fejléc menüében lehet elérni. A képernyőkön a felhasználó 
megtekintheti az adott algoritmus leírását és működését. Az itteni leírás csak informatív 
jellegű, az algoritmus maga a dokumentációban elérhető a felhasználó számára. Minden 
képernyő három részre tagolódik: 
Leírás: az algoritmus rövid leírása, valamint az algoritmus beállításainak ismertetése, 
hogy melyik érték miként módosítja az algoritmus eredményét. 
Vizualizáló: az algoritmus futását egy grafikus felületre rajzolja ki az alkalmazás, hogy 
a felhasználó futás közben (vagy beállítás módosítás után) megtekinthesse az algoritmust, 
hogy pontosan mit csinál. 
Beállítások: az algoritmus kezdeti értékeit lehet itt megadni. Ezek módosításával tudunk 
a vizualizáción módosítani. 
2.3 Vizualizáló ismertetése 
Az oldal kétfajta vizualizációt használ. A labirintus és a dungeon eseténben az algoritmus 
futását szimulálja a program, és így a vizualizáció az algoritmus részletes lépéseit mutatja 
be. Ebben az esetben a vizualizáló rendelkezik három vezérlő gombbal. Az első gomb az 
újra gomb, amely alaphelyzetbe állítja az algoritmust a beállított kezdőértékek 
módosítása nélkül. A másik a lejátszás/szüneteltetés gomb, amelynek megnyomása 
esetén a vizualizáció automatikus futásba kezd, ezáltal egy folyamatos animáció jelenik 
meg a vizualizáló megjelenítő felületén. Ha a vizualizálás nincs lejátszásban, akkor 
lejátszó gomb jelenik meg, ha pedig lejátszás alatt van, akkor átvált szüneteltetés gombra, 
hasonlóan, mint a megszokott videó lejátszó szoftverek esetén. A harmadik gomb a 
tovább gomb, amelynek hatására az algoritmuson pontosan egy lépést lehet léptetni 
manuálisan. Ez a gomb akkor aktív amennyiben nincs lejátszás alatt. Ha az algoritmus a 
végéhez ért, tehát már nincs mit vizualizálni, akkor a lejátszás és tovább gombok 






2.1. ábra. A vizualizáló gombok. Sorban: újra, lejátszás, tovább. 
Lejátszás esetén még egy opcióra állítására is lehetősége van a felhasználónak, ez pedig 
a lejátszás sebességének állítása. Ezt egy csúszkával teheti meg ami a frissítési 
intervallum. Ez 1 és 200 közötti érték, ami az algoritmus egyes lépései között eltelt időt 
jelenti ezredmásodpercben, azaz minél kisebb az érték annál gyorsabb a szimuláció. 
A másik fajta vizualizálás a domborzat generálás esetén van. Mivel itt az algoritmus nem 
indokolja, hogy ennek futása legyen bemutatva így itt csak az eredményt mutatjuk meg. 
Ebben az esetben nincsenek gombok és frissítési intervallum csúszka. 
Mindkét esetben a vizualizálónak van egy beállítása, a renderer. Ez egy lenyíló menü, 
ebben kiválaszthatja a felhasználó az algoritmushoz rendelt megjelenítési módok közül, 
hogy melyikkel szeretné megtekinteni az algoritmust. A lejátszható algoritmusok esetén, 
ha lejátszás alatt van a vizualizáció, akkor annak megszakítása nélkül vált át a 
megjelenítés. 
 






A képernyőn a felhasználó megtekintheti a véletlenszerűsített mélységi bejárás 
algoritmusával elkészíthető labirintus vizualizációját. Az algoritmusról információt 
kaphat az algoritmusról, illetve láthatja a beállításokat. Az első beállítás a seed beállítása, 
amely minden képernyőn szerepel. Ez a véletlenszám generátor kezdő értéke. Mivel az 
alkalmazás pszeudó véletlent használ így azt inicializálni lehet egy értékkel, amely a seed. 
Ez azért jó, mert előre meghatározott azonos seed esetén minden egyes esetben ugyan 
azokat az értékeket adja vissza a véletlenszám generátor, így bármikor reprodukálható az 
algoritmus futása. A másik kettő beállítási lehetőség a szélesség és a magasság. Ezek a 
labirintus méretét határozzák meg, és út hossznyi egységben értendőek. Az út hossznyi 
egység, hogy hány mezőből álljon a labirintus, amibe a falak nincsenek beleértve.  
Két fajta megjelenítési móddal tekinthető meg a vizualizáció: vastag fal és vékony fal. 
Az előbbi esetben az megjelenítés olyan négyzetekkel történik, amelyeknél az utak és 
falak dimenziói ugyanakkorák. A másik megjelenítési forma esetében a falaknak 
elhanyagolható szélessége van, lényegében csak egy vonal a két út között. Az előbbi 
megjelenítés jobban tükrözi az algoritmus tényleges modelljét, míg az utóbbi a rejtvényes 
füzetekben megszokott módon rajzolja ki a pályát. 
 






A dungeon egy olyan pálya, amelyben szobák találhatóak és ezeket utakkal vagy 
keskenyebb szobákkal kötjük össze. Ezeken a pályákon a játékok esetében a hangsúly 
magukon a szobákon van, azaz a játék tartalma általában ide generálódik, legyenek azok 
ellenfelek, kincsesládák vagy bármilyen, a játékhoz kapcsoló küldetések. A játék dizájnja 
nagyban meghatározza az algoritmus típusát, amivel az ilyen pályák elkészíthetők. 
Lehetnek az ilyen pályák nagy összefüggő szobarendszerek széles utakkal, vagy változó 
méretű szobák keskeny utakkal. Az alkalmazás egy régi műfaj által előnyben részesített 
típusát mutatja be. Ez az úgynevezett roguelike dungeon egyik típusa. A szobák változó 
méretűek lehetnek, de az utak keskenyek és kanyargósak.  
Megvalósítás tekintetében ez a fajta megközelítés úgy oldható meg, hogy elhelyezzük a 
szobákat véletlenszerűen a pályán, majd az összekötjük őket egy labirintussal, és végül 
visszafalazzuk a fölösleges utakat, azaz a zsákutcákat. Ha az algoritmust megfelelően 
implementáljuk, akkor garantálni tudjuk, hogy az összes szoba össze lesz kötve, így 
bárhonnan bejárható lesz. 
A labirintusnál felsorolt beállítási lehetőségeken kívül a szobák méretét tudjuk megadni. 
A szobáknál megadható azoknak a lehetséges dimenziója, azaz a minimális és maximális 
szélessége és magassága. Az algoritmus ezek közötti értékkel fogja generálni a szobákat. 
Megadható még a szobák közötti minimális távolság, ami azt adja meg hány út tud két 
szoba között minimálisan áthaladni. Ennek az értéke minimum 1 kell, hogy legyen hiszen 
így tudjuk garantálni, hogy a szobák össze lesznek kötve. Minél nagyobb ez az érték annál 
nagyobb távolság lesz a szobák között, így a labirintusos útrendszer miatt jóval nagyobb 
utat kell megtenni két szoba között. 
Megjelenítés tekintetében csak a „Vastag fal” megjelenítővel rendelkezik. A vizualizáció 
futtatása közben, a szobákon a lehetséges ajtókat, azaz a bejáratot a szobába sárga színnel 
jelzi a pályán a megjelenítő. Ezek a sárga színű ajtók el fognak tűnni amikor az útfúró 






2.4. ábra. Elkészült dungeon 
2.3.3 Domborzat 
A domborzat generáló algoritmus képernyőn megtekintheti a felhasználó az algoritmus 
eredményét. Mivel itt a vizualizáció nem lenne érdekes, ha lépésről lépésre mutatnánk be 
a felhasználónak így ezért csak az eredményt mutatjuk meg. 
A domborzat generálása véletlenszerű zajjal történik. Mivel a teljesen véletlen zaj olyan 
eredményt adna, amely nem természetes, nem emlékeztet egy terepre így különleges zajt 
kell használni. Az ilyen zaj függvények véletlenszerűek minden pontban, de „hasonlóak” 
az egymáshoz közeli pontokban, ezért tudjuk felhasználni domborzat generálására. Ilyen 
zajfüggvények a Simplex zaj, illetve a Perlin zaj. Az alkalmazás a Simplex zaj egy 
implementációját használja. 
A zajfüggvények értékei függenek bemeneti paramétretektől, és ha ezek a bemeneti 





mert a térképen egymáshoz közeli x,y koordinátákhoz nem fog két egymástól távol lévő 
értéket rendelni. Ahhoz, hogy az algoritmus működését megértsük, úgy kell tekintetünk 
a zajfüggvényre egy intervallumon, mint valamilyen hullámra. Ha több hullámot veszünk 
és összeadjuk őket, azaz kombináljuk, akkor elérhetünk egy részletességi rétegződést. Ezt 
úgy tesszük meg, hogy az adott értéket oktávokra bontjuk. Az első oktáv megadja a 
domborzat alapját, a második a nagyobb kitüremkedéseket, sziklákat, mélyedéseket, a 
harmadik oktáv pedig az apróbb részleteket. Fontos, hogy egy adott hullámnak két értékét 
tudjuk módosítani számunkra kedvezően: az amplitúdóját és a frekvenciáját. Az 
amplitúdó módosításával a hullámok magasságát tudjuk szabályozni, a frekvenciával 
pedig az értékek sűrűségét az adott intervallumon. Ha el akarjuk érni az oktávokkal azt a 
részletességi felépítést, amit az előbb említettem, akkor úgy kell ezeket konstruálni, hogy 
ha az adott oktáv minél nagyobb részletességet mutat, akkor annak a frekvenciája 
nagyobb, de a részletesség mértéke az összképre egyre kevésbé van hatással tehát az 
amplitúdója egyre kisebb. 
Ahhoz, hogy ezt a viselkedést elérjük be kell vezetnünk két változót, amellyel 
befolyásolni tudjuk az amplitúdó és frekvencia mértékét az oktávszámtól függően. 
Legyen ez l mint részletesség és p mint részletesség mértéke. Ha úgy választjuk meg az l 
és p változókat, hogy l nagyobb legyen mint 1 és p 0 és 1 közötti szám legyen, akkor 
elérjük a kívánt hatást úgy, hogy a frekvencia egyenlő az 𝑙(𝑖−1) és az amplitúdó egyenlő 
a 𝑝(𝑖−1) ahol i az oktávok száma. Ezzel elértük, hogy a frekvencia növekedjen az 
amplitúdó csökkenjen, így a nagyobb részletességnek kisebb ráhatása lesz az összképre. 
Ezt felhasználva ki tudjuk számolni minden x,y koordinátához a hozzá tartozó zaj értéket: 
𝑣𝑥𝑦 =  ∑ 𝑝(𝑖−1)𝑛𝑜𝑖𝑠𝑒(𝑥 ∗ 𝑙(𝑖−1), 𝑦 ∗  𝑙(𝑖−1))𝑛𝑖=1 , 
ahol 𝑣𝑥𝑦 az x,y koordinátában felvett pont magasságértéke, l és p az előbb felvázolt 
változók, n az oktávok száma, noise(x,y) pedig a kétparaméteres zajfüggvény. Ezek az 
értékek függhetnek attól, hogy mire és hogyan használjuk ezt az algoritmust, de 
domborzatokhoz álltalában a n=3, p=0,5, l=2 értékeket szokták használni. 
A képernyő tartalmazza az ennek a zaj generálásának a leírását, valamint a beállításokhoz 
az értékeket. Mint a korábbi képernyőkön a seed értékét itt is meg lehet adni, ami a 
zajfüggvény véletlenszám generátorának az inicializáló értéke. Meg lehet adni az oktávok 





is meg lehet adni, amivel szabályozni lehet hogy az x,y koordinátákból vett 
mintavételezési pontok mennyire legyenek felszorozva. Minél nagyobb az érték annál 
nagyobb lesz a mintavételezési sűrűség, azaz minél nagyobb annál „távolabbról” nézzük 
a térképet. 
 
2.5. ábra. Domborzat szürkeárnyalatos ábrázolása 
2.4 Algoritmusok ismertetése 
2.4.1 Labirintus 
A labirintus generálást végző algoritmus a mélységi gráfbejáró algoritmusnak a 
módosított változata. Mélységi bejárástól abban különbözik, hogy az irányokat amiben 
lépünk nem előre meghatározott útvonalon tesszük meg, hanem ennek véletlenszerű 
sorrendjében. Mivel a bejárásnál az egész gráfot bejárjuk ezért minden csúcsponthoz 
létezik majd útvonal. A labirintust egy mátrixban tárolja a program, mert így a 
reprezentáció könnyebb. Az algoritmusunk, akkor ér véget, ha elfogytak a nem bejárt 
csúcspontok, amit a mélységi bejáráshoz használt verem ürességével tudunk ellenőrizni. 
A pálya modellje egy egyszerű 1 (fal) és 0 (út) elemekkel feltöltött mátrix lesz jelölje ezt 
M valamint a vermet S amiben tároljuk egy Sp típusú objektumban a mátrix két pontját: 
x,y a csúcs amire lépünk valamint jelölje wx, wy az élet amin áthaladunk azaz azt a falat 
amit ki kell fúrni, hogy ezt a két pontot összekapcsoljuk a labirintusban. A pálya 
méreteinek kezdőértékét jelölje iw (kezdő szélesség) és ih (kezdő magasság) valamint a 
modell tényleges méretét w (szélesség) és h (magasság). A labirintus gráfreprezentáció 





pontok, amiknek egyik koordinátája páros másik páratlan. A mátrix „szélei”, azaz ahol x 
koordinátája 0 vagy w-1, illetve y koordinátája 0 vagy h-1 a pálya pereme. A leírásban a 
könnyebb implementálhatóság kedvéért 0-tól kezdődő indexelés lesz érvényben. Az 
algoritmus kiindulási pontja legyen az 1,1 koordinátájú pont. Ekkor az algoritmus a 
következő: 
w := 2 * iw + 1, h := 2 * ih + 1 
M := Matrix(w, h), S := Stack(), O := NULL, D := [UP, DOWN, LEFT, RIGHT]  
M feltöltése mindenhol 1 értékkel 
S.push(new Sp(x: 1, y: 1, wx: NULL, wy: NULL)); 
while(¬S.empty()) loop 
 O := S.pop() 
 if(M[O.x,O.y] ≠ 0) then 
  M[O.x,O.y] := 0 
  if(O.wx ≠ NULL and O.wy ≠ NULL) 
   M[O.wx,O.wy] := 0 
  endif 
  shuffle(D) 
  for (i := 0 .. D.length - 1) loop 
   if(D[i] = UP and O.y > 1) then 
    S.push(new Sp(x: O.x, y: O.y - 2, wx: O.x, wy: O.y - 1)) 
   else if(D[i] = RIGHT and O.x < w - 2) then 
    S.push(new Sp(x: O.x + 2, y: O.y, wx: O.x + 1, wy: O.y)) 
   else if(D[i] = DOWN and O.y < h - 2) then 
    S.push(new Sp(x: O.x, y: O.y + 2, wx: O.x, wy: O.y + 1)) 
   else if(D[i] = LEFT and O.x > 1) then 
    S.push(new Sp(x: O.x - 2, y: O.y, wx: O.x - 1, wy: O.y)) 
   endif 




A shuffle() függvény megkeveri a paraméterül kapott tömböt. Az inicializáló lépések 
között szerepel az M mátrix feltöltése 1 elemekkel, ezt nem részleteztem mert triviális. 
2.4.2 Dungeon 
A dungeon generálás algoritmusát általánosságban két részre lehet bontani: a szobák 
elhelyezése és a szobák összekötése. Mindkettőre többféle lehetőség is van, amelyek 
módosításával más eredményt lehet elérni. A szobák elhelyezésénél lehet előre 
meghatározott mennyiséget lerakni a pálya közepére egy kör sugarán belül és ezeket 
addig tolni egymástól kifelé, ameddig nincs ütközés. Lehet olyan megközelítést 





próbálkozást eldobjuk és ugrunk a következőre. Ezeken felül még több módja is van, 
hogy helyezzük el őket a pályán. Az alkalmazás a próbálkozásos verziót használja. 
Az utak generálásának szintén több módja létezik. Lehet ezeket gráf reprezentációban 
útkeresési problémának tekinteni, vagy feszítőfa keresésre általánosítani, de lehetőség 
van úgy útrendszert beépíteni a szobák mellé, hogy garantálva legyen azoknak 
összekötöttsége. Az alkalmazásban a legutóbbi van alkalmazva, méghozzá a labirintus 
generáló algoritmus segítségével.  
A modell szintén egy M mátrixban lesz tárolva, aminek méretezése az előző 
algoritmushoz hasonlóan a w és h változók segítségével történik. A w és h változókat iw 
és ih értékekből úgy számoljuk, hogy páratlanná tesszük őket, ha nem azok, egyszerűen 
megnöveljük 1-gyel az értéküket. Legyen még kezdőértékek a minRW, maxRW, minRH, 
maxRH, amelyek sorban a szobák minimális és maximális szélessége, illetve minimális 
és maximális magassága. Valamint legyen még kezdő érték minRD a minimális távolság 
a szobák között ekkor ezt a iMinRD-ből kiszámolhatjuk a következőképpen: 
minRD = iMinRD * 2 + 1. Ez a labirintus tulajdonságai miatt szükséges, ezzel tudjuk 
garantálni, hogy a szobákat ténylegesen összekösse a labirintus. A szobák generáláshoz 
szükség lesz a próbálkozások számára, ez legyen RGA. Az alkalmazásban implementált 
változatban ennek értéke 10000, de ez függhet a pálya méretétől is, hiszen ha elég nagy 
w és h van elég kicsi szobákkal, akkor lehetséges, hogy az algoritmus le tud generálni 
10000 szobát ütközések nélkül, úgy hogy így is ritka maradjon a pálya. Ahogy az előző 
algoritmusnál itt is feltesszük, hogy a mártix indexelése 0-val kezdődik. Ezek tudatában 
az algoritmus a következő: 
w := iw mod 2 = 0 akkor iw+1 különben iw  
h := ih mod 2 = 0 akkor ih+1 különben ih 
M := Matrix(w, h)  
M feltöltése mindenhol 1 értékkel 
generate_rooms (M, w, h) 
generate_path(M, w, h) 
 
A szobák generálásának algoritmusában figyelni kell arra, hogy a szobák csak páratlan-
páratlan koordinátákon kezdődhetnek és a szélessége, magassága is csak páratlan lehet. 
Valamint figyelni kell arra, hogy a generált ajtók szintén csak páratlan-páratlan 
koordinátákon helyezkedhetnek el. Ez azért fontos, mert a labirintus generáló algoritmust 
fogjuk használni a szobák összekötésére és annak a modell reprezentációjában csak az 





generate_rooms (in out M, w, h) 
rx, ry, rw, rh := 0 
for (i := 1 .. RGA) loop 
 rx := random_range(1, w - 1)  
 rx := rx mod 2 = 0 akkor rx – 1 különben rx 
 ry := random_range(1, h - 1)  
 ry := ry mod 2 = 0 akkor ry – 1 különben ry 
 rw := random_range(minRW, maxRW) 
rw := rw mod 2 = 0 akkor rw – 1 különben rw 
 rh := random_range(minRH, maxRH)   
 rh := rh mod 2 = 0 akkor rh – 1 különben rh 
 if (is_placeable(M, rx, ry, rw, rh)) then 
  for(xi := rx .. rx + rw - 1 ) loop 
   for(yi := ry .. ry + rh - 1 ) loop 
    M[xi,yi] := 0 
endloop 
endloop 




A random_range(min, max) függvény egy véletlen egész számot ad vissza a min és max 
érték között, a határokat beleértve. A szobák generálásban szereplő is_placeable(M, x, y, 
w, h) függvény meghatározza, hogy nincs-e ütközés már lent lévő szobával, illetve nem 
lóg-e ki a mátrixból a szoba. Az ütközés meghatározásához figyelembe veszi a szoba 
méretéhez még a minRD értéket. Ezt hozzászámolja a szoba dimenziójához minden 
irányba. Ha nem lóg ki a mátrixból, valamint a x – minRD, y – minRD jobbsarok 
koordinátájú 2 * minRD + w széles és 2 * minRD + h magas téglalapban nincs egyetlen 
0 érték sem a mátrixban, azaz nincs ütközés, akkor a függvény igazat ad vissza különben 
a visszatérési értéke hamis. 
Az ajtók generálását végző függvény a generate_doors(in out M, x, y, w, h) eljárás végzi. 
Az M mátrix paramétere bejövő-kimenő paraméter, azaz tudjuk változtatni az értékét. Az 
ajtókat véletlenül generáljuk, legalább 1 de legfeljebb 4 darabot. A generálás egyszerű 
véletlen szám generálás újra próbálkozással egészen addig amíg sikerül lerakni az összes 
ajtót. Egy ajtót a következő feltételekkel helyezünk el:  
- Nem fal melletti oldalon van 
- A koordinátája páratlan-páratlan  





Ha sikerül egy ajtó dx, dy koordinátája megfelel az előbbi követelményeknek, akkor 
M[dx, dy] := 2 azaz ajtóval. Fontos, hogy külön jelezzük, hogy ez ajtó, hogy később az 
útkereső algoritmus meg tudja különböztetni a sima faltól vagy úttól. 
Ezzel az algoritmussal elhelyezhetjük a szobákat, és mivel a szoba méreteivel, 
koordinátáival illetve ajtó elhelyezéseivel felkészültünk az út generálására, így a 
generate_path(M, w, h) eljárással elkészíthetjük az utakat. Ebben az algoritmusban az 
előbb megint labirintust fel tudjuk használni teljes mértékben egy-két módosítással. Az 
első módosítás, hogy az M mátrixot a labirintus eljárásban nem inicializáljuk, hiszen már 
beleírtuk a szobákat és ezt az információt megakarjuk őrizni, valamint a mátrix méretét 
is átadjuk vele, azaz a w és h értékeket. A dungeon algoritmus elején ezért volt fontos, 
hogy páratlanra állítsuk a w és h értékeket, hogy a labirintus ezt jól tudja kezelni. A másik 
módosítás, hogy az bejárás kezdőpontja, nem az (1,1) koordináta, hanem paraméterként 
kapott sx, sy koordináta. Erre azért van szükség, mert a labirintus generálását egy ajtó 
koordinátájából kiindulva indítjuk el. Az előző algoritmust már felkészítettük arra, hogy 
tudja kezelni az ajtó fogalmát, azaz, hogy M értéke valamilyen indexeken 2, mert a 
ciklusmagban az út fúrás feltételét ahhoz kötöttük, hogy az adott pontban nem 0 az értéke 
és nem ahhoz, hogy az adott pontban 1. Ez azért fontos, mert ebben az esetben a 2, mint 
ajtó érték úgy működik mintha ő fal lenne, legalábbis a labirintus számára. Ezekkel a 
módosításokkal meg tudjuk konstruálni a következő segédfüggvényt: 
labirintus(in out M, w, h, sx, sy). Ezt felhasználjuk az útrendszer kialakítására. Ha ezzel 
készen van az algoritmus, akkor vissza kell törölni a fölösleges utakat, azaz az összes 
zsákutcát. Felhasználjuk a Point típusú objektumot, ami x és y attribútumokkal 






generate_path(in out M, w, h) 
i := 1, j:= 1, l:= hamis 
deadends := Stack(), neighbors := Array() of Point 
while(i < w and ¬l) loop 
j := 1 
 while(j < h and ¬l) loop 
  if(M[i,j] = 2) then 
   sx := i 
   sy := j 
   l := igaz 
  endif 
  j := j + 2 
 endloop 
 i := i + 2 
endloop 
labirintus(M, w, h, sx, sy) 
i := 1 
while(i < w) loop 
j := 1 
 while(j < h) loop 
  neighbors := get_neighbors(M, i,j) 
  if(neighbors.length = 1) then 
   deadends.push(new Point(x: i, y: j)) 
  endif 
  j := j + 2 
 endloop 
 i := i + 2 
endloop 
while(¬deadends.empty()) loop 
 c := deadends.pop() 
 M[c.x, c.y] = 1 
 neighbors := get_neighbors(M, i, j) 
 if(neighbors.length = 1) then 
  possible_deadend := neighbors[0] 
  neighbors := get_neighbors(M, possible_deadend.x, possible_deadend.y) 
  if(neighbors.length = 1) then 
   deadends.push(possible_deadend) 




Az algoritmus három fő részből tevődik össze: 
1. labirintus elkészítése 
2. zsákutcák végpontjainak megkeresése 





Az első lépés csak egy eljárás hívás, a fentebb említett módon. Ennek inicializálására 
megkeressünk egy ajtót. Ajtót biztos, hogy találunk. A második lépésben ki tudjuk 
deríteni az összes zsákutcát, úgy, hogy detektáljuk az utolsó csúcspontját. Ez akkor van, 
ha neki csak egy szomszédja van. A get_neighbors(M, x, y) függvény megadja egy pont 
összes szomszédját (az átlósakat kivéve), a szomszédokat egy Point típusú tömbben adja 
vissza. Ha egy szomszéd van csak, akkor ez a pont a zsákutca vége. Amint kigyűjtöttük 
az összes zsákutcát elkezdjük visszafalazni őket. Ha egy zsákutca véget befalaztunk 
megnézzük a szomszédját, hogy ő zsákutca-e. Ha igen belerakjuk a gyűjtőbe (ami itt 
verem, de lehet akár sor). Ezt addig folytatjuk amig a gyűjtő kiürül, mert ez azt jelenti, 
hogy nincs több zsákutca végpont, azaz minden egyes útnak legalább két szomszédja van. 
2.4.3 Domborzat 
A domborzat generáló algoritmus elméleti hátterét már az előző fejezetben kifejtettem. 
Maga az algoritmus egyszerű egymásba ágyazott ciklusok segítségével megvalósítható. 
Legyen M a mátrix, amely a domborzat magasságértékeit tartalmazza. Szükségünk van a 
w és h értékekre, amelyek kezdeti értékek, ezek a térkép szélessége (w) és magassága (h) 
lesznek. Legyen n az oktávok száma, valamint l a részletesség és p a részletesség mértéke. 
Legyen noise(x,y) a zaj függvény amely két értékből meghatározza a hozzá tartozó zajt. 
Ez a zaj függvény lehet Simplex vagy Perlin, de természetesen más zaj függvény is 
használható. Fontos tudni, hogy különböző zaj függvények értékkészlete eltérhet 
egymástól, ezért az algoritmus lefutása után ezeket az értékeket célszerű interpolálni a 
[0,1] intervallumra. Legyen az interpolálási függvényünk 
interpolate(omin, omax, nmin, nmax, v), ahol omin, omax a régi intervallum alsó és felső 
korlátja, a nmin, nmax az új intervallum alsó és felső korlátja és 𝑣𝜖[𝑜𝑚𝑖𝑛, 𝑜𝑚𝑎𝑥] 
intervallumnak. Az értékek átalakítása az [0,1] intervallumra azért szükséges, mert az 
algoritmusnak függetlennek kell lennie attól, hogy milyen zajfüggvényt használ. A 
minimum és maximum értékek nyilvántartására a MIN, MAX változókat használjuk és 
kezdeti értékeik legyenek MIN := +∞ és MAX := -∞, így könnyen kereshetjük a 
szélsőértékeket generálás közben is. Szükség lesz még a sample(x,y) függvényre amely 
meghatározza a mintavételezési pontokat amely legyen sx, sy. Fontos a mintavételezési 
függvény, mert különböző zaj függvények esetén érdekes máshogy kell kiválasztani a 
pontokat. Az alkalmazásban Simplex zaj van használva és a mintavételezési függvény a 
következő: (sx, sy) := (x / w * zoom, y / h * zoom), ahol a zoom az alkalmazásban 





szeretnék bemutatni ezért van szükség a noise(x,y) és sample(x,y) függvények 
bevezetésére. A mátrix indexelése szintén 0-tól történik, konzisztencia megtartása végett. 
Ennek tudatában az algoritmus a következő: 
M := Matrix(w, h) 
MIN := +∞, MAX := +∞ 
for(i := 0 .. w-1) loop 
 for(j := 0 .. h -1) loop 
  M[i,j] := 0 
  for(k := 1 .. n) loop 
   frequecy := 𝑙𝑘−1 
   amplitude := 𝑝𝑘−1 
   (sx, sy) := sample(i, j) 
   M[i,j] := M[i,j] + amplitude * noise(frequecy * sx, frequency * sy) 
  endloop 
  if(M[i,j] > MAX) then 
   MAX := M[i,j] 
  endif 
  if(M[i,j] < MIN) then 
   MIN := M[i,j] 
  endif 
 endloop 
endloop 
for(i := 0 .. w-1) loop 
 for(j := 0 .. h -1) loop 




Az algoritmus lehetőséget nyújt arra, hogy jobban személyre szabható legyen. Az alap 
algoritmusban az amplitúdót és frekvenciát a p és l változók segítségével lehet 
meghatározni, de ennek az a hátránya, hogy egyen részletességi szinteket külön nem 
tudunk módosítani. Ha például olyan domborzatot szeretnénk generálni, ami nagyon 
tüskés, de a magasságkülönbség nem nagy, akkor ezzel nem tudjuk elérni, hiszen ez a 
megközelítés inkább a természetesnek tűnő domborzat elkészítésére van. Lehetőség van 
olyan módosítást eszközölni, hogy elvetjük az l és p változókat és helyette egy-egy 
tömbben tároljuk az adott oktávhoz tartozó frekvencia és amplitúdó értékeket. Ekkor az 
amplitúdót és frekvenciát nem kiszámoljuk a p és l változókból, hanem a tömbök 
segítségével meghatározzuk őket. Ezzel a módosítással sokkal több lehetőség nyílik a 
módosításra, hiszen az oktávok nem egy értéktől függenek közösen, hanem kizárólag a 






for(k := 1 .. n) loop 
frequecy := frequecies[k - 1] 
 amplitude := amplitudes[k – 1] 
 (sx, sy) := sample(i, j) 
 M[i,j] := M[i,j] + amplitude * noise(frequecy * sx, frequency * sy) 
endloop 
 
Itt az amplitudes és frequencies azok n hosszú tömbök, az algoritmus kezdő paraméterei 
(0-val kezdődő indexeléssel van leírva) amelyek tartalmazzák a k-dik oktávhoz tartozó 
értékeket. 
2.5 Más algoritmusok 
Lehetőség van természetesen ezektől eltérő algoritmusokat használni az adott feladat 
megoldásához. A labirintus generálására is rengeteg féle módszer létezik. Lehetőség van 
a Kruskal vagy Prim algoritmus olyan módosítására, amellyel véletlenszerűsíteni lehet 
azt, valamint a megfelelő reprezentáció használatával el lehet érni, hogy labirintust 
generáljanak. Ezek a módosított algoritmusok esetekben más fajta labirintust 
eredményezhetnek, azaz emberi szemmel nézve kanyargósabbat, könnyebbet, 
nehezebbet. Szintént egy módja a labirintus készítésének, ha mindig felosztjuk a meglévő 
területet egy fallal. Ez egy rekurzív algoritmus melynek lényege, hogy egy adott területet 
véletlenszerűen feloszt két részre, majd nyit egy ajtót közéjük. Amint ezt megcsinálta 
meghívja rekurzívan magát a felosztott területekre. Az rekurzió futása, akkor ér véget, ha 
a felosztandó terület minimális. Ezzel elkészített labirintus az emberi szem számára 
jobban tagoltnak tűnik, pont a generálás módja miatt. 
A dungeon algoritmus is átalakítható, hiszen ennek is rengeteg módja van, hogy hogyan 
készítsünk olyan pályát, amely szobákból áll, és utak kötik össze. Az általános 
megközelítés, hogy legeneráljuk a szobákat, majd valahogy összekötjük azokat. Érdekes 
módszer lehet az, hogy a szobákat egy fix sugarú körön belül lerakjuk a pálya közepébe, 
majd addig toljuk kifele őket amig minden ütközést megszüntettünk. Ezzel leraktuk a 
szobákat, az utakat pedig úgy generáljuk bele, hogy kiválasztunk a szobák közül 
olyanokat, amelyek megfelelnek bizonyos kritériumoknak, hogy fő szobák lehessenek. 
Ezek lehetnek méretből vagy elhelyezkedésből származó kritériumok. Összekötjük 
ezeket a szobákat egy minimális súlyú feszítőfa kereső algoritmussal, majd ezen szobák 





Az ilyen algoritmusok személyre szabása, átalakítása vagy újak kitalálása egy játék 
fejlesztése során elviheti a pályadizájnt olyan irányba, hogy az adott játék pályái teljesen 
egyediek legyenek más játékokhoz képest. Ez az egyediség egy adott játék sikerét is 
elhozhatja. Ezen algoritmusok felhasználásával, kombinálásával a fejlesztő egy teljesen 
egyedi pályadizájnt érhet el, nem beszélve arról, hogy a procedurális generálásban 






3 Fejlesztői dokumentáció 
3.1 Választott technológiák 
Az alkalmazás elkészítésének célja, hogy egy olyan felületen mutassa be a felhasználók 
számára a procedurális generálásban használt algoritmusokat, ami könnyen hozzáférhető 
és megszokott felületen lehessen megtekinteni. Emiatt az alkalmazás egy webalkalmazás, 
hiszen a célnak ez felel meg legjobban. 
Technológiai szempontból a választás a Javascript programozási nyelvre esett, mert ezt 
a nyelvet kezeli a böngésző, illetve könnyen beépíthető a HTML és CSS weboldalakba. A 
Javascript előnyei, hogy minden modern böngésző támogatja. Algoritmusok 
vizualizálása céljából is megfelel, hiszen rengeteg különböző lehetőséget ad 
megjelenítésre és interakcióra. Az alkalmazás teljesen frontend alapú, így az egész 
alkalmazás a felhasználó böngészőjében tud futni, nem szükséges szerverhívások 
segítségével a backendre támaszkodni. Ennek előnye, hogy az alkalmazást el tudja 
menteni a böngésző a cache-be és aktív internet kapcsolat nélkül is teljes élményt nyújt a 
felhasználónak, valamint előnye, hogy a szervert nem terheli rengeteg szerverhívással a 
vizualizáció közben. 
A felhasznált keretrendszer a weboldalra Bootstrap, JQuery. Ezek a könyvtárak az alapok 
a weboldalhoz, dizájnhoz, működéshez. A Bootstrap rengeteg jól bejáratott lehetőséget 
nyújt, az alkalmazás HTML és CSS struktúrájának kialakításához, a JQuery pedig a DOM 
manipulációt teszi könnyebbé. 
Az alkalmazás program rétegének a fő keretrendszere az AngularJS. Ez a könyvtár 
lehetőséget nyújt a frontend oldali MVC architektúra használatára. Az AngularJS 
lehetőséget nyújt a képernyők integrálására az MVC architektúrába, méghozzá úgy, hogy 
minden képernyőhöz tartozik egy leíró nézet, amely maga a HTML, tartozik egy 
kontroller, amit Javascript, valamint az adott modell, ami maga a vizualizálandó 
algoritmus. Lehetőséget nyújt direktívák használatára, amelyek olyan komponensek, 







3.1. ábra. AngularJS MVC architektúra 
A fejlesztés és „fordítást” a gulp keretrendszer teszi könnyebé. A gulp egy folyamat 
kezelő könyvtár melyben folyamatokat tudunk definiálni, futtatni. Ez leegyszerűsíti a 
telepítési folyamatot hiszen a könnyebb fejlesztés érdekében nem a teljes forrást 
használjuk a weboldalon, hanem annak egy úgynevezett bundle változatát. Ez a forrásnak 
egy olyan változata, amely már böngésző kompatibilis. 
A forrás CommonJS-szerű modulokra van bontva, így átláthatóbbak az egyes Javascript 
objektumok, scriptek közötti összefüggések. A böngészők jelenleg ezt nem kezelik, ezért 
át kell alakítani a böngésző számára értelmezhetővé, ebben segítenek a gulp feladatok. A 
gulp feladatok részletes leírásáról egy későbbi fejezetben lesz szó. A CommonJS modulok 
egyszerű Javascript fájlok, melyekből ki lehet exportálni objektumokat, amely egy modul 
lesz. Lehetőség van modulok elérni a require utasítással, ekkor annak a modulnak az 
exportált tartalmát betölti a program. Ezekkel a lehetőségekkel az alkalmazás forráskódja 
sokkal tagoltabbá tud válni. 
A stílus beállításaihoz a CSS nyelvre forduló Less illetve Sass technológiák vannak 
használva. Előnye mindkettőnek a CSS-sel szemben, hogy jobban tagolható, 
elválasztható. Lehetőség van benne változók használatára, ami a böngészők által 
legszélesebb körben támogatott CSS verziókban nincs benne. Ezek a Less és Sass 





3.2 Projekt felépítése 





  components 
   algorithms 
   renderers 
   utils 
  controllers 
  directives 
  factories 
 static 
 stylesheets 
  less 
  sass 
 views 
  templates 
test 
A projekt felépítése tipikus frontend alkalmazás felépítését tükrözi. A weboldalra 
kikerülő elemek mappája a public könyvtár. Ezzel párhozamosan van index.js fájl, ami 
egy egyszerű NodeJs express szerver. A tests mappában az alkalmazás teszteléséhez 
szükséges fájlok vannak. 
A fonts és images mappákba kerül a program által használt képek, illetve betűtípusok. 
A scripts mappában található meg az alkalmazás Javascript forrás része, almappákra 
bontva. 
A components mappában található az alkalmazás azon rétege, ami az AngularJS-től 
teljesen elkülönül. Ide került az algorithms amely az algoritmusok script fájljait 
tartalmazza, a renderers amely a vizualizáció megjelenítéshez szükséges fájlokat 
tartalmazza, valamint a utils amely segéd scripteket tartalmaz. 
A controllers mappában az AngularJS kontrollerei vannak, a directives mappába az 
AngularJS direktívák, a factories mappába pedig az AngularJS factory scriptek kerülnek. 
A static mappába kerülnek a bundle script által létrehozott böngésző kompatibilis fájlok, 





A stylesheets mappa tartalmazza az oldalhoz tartozó CSS fájl forráskódját less és sass 
állományokban. Ezek a források külön mappába vannak szervezve. 
A views mappa tartalmazza az oldalhoz tartozó HTML képernyőket, valamint a templates 
almappa tartalmazza az AngularJS segítségével használt sablon HTML fájlokat. 
3.3 Gulp fájl leírása 
A gulp fájlba a telepítéshez és fejlesztéshez szükséges folyamatok vannak leírva. Ezen 
folyamatok egy végrehajtási láncon mennek keresztül, hogy az alkalmazás böngésző 
kompatibilis legyen. 
3.3.1 Folyamatok 
debug: beállítja a debug változó értékét igazra. Ennek a változónak a segítségével lehet 
sourcemap-ot elkészíteni, ami arra szolgál, hogy a böngészőben könnyebben lehessen 
debugolni a befordított forrásokat. 
less: A less fájlok fordítására szolgál 
sass: A sass fájlok fordítására szolgál 
css: Futtatja a less és sass folyamatokat és ezután az előzőekben fordított css fájlokat 
összefűzi egy css állománnyá, és átmásolja a megfelelő helyre. 
minify-css: Futtatja a css folyamatot, majd annak eredményét kicsinyíti a minifyCss 
segítségével. Ez azért hasznos, mert a fölösleges szóközöket, entereket kiszedi a fájlból, 
így a méretét lecsökkenti. 
scripts: Összegyűjti a Javascript forrásállományokat és a browserify segítségével a 
CommonJS modulokat összefűzi egy böngésző számára is futtatható Javascript 
állománnyá, és átmásolja a megfelelő helyre. 
ng-annotate: futtatja a scripts folyamatot majd ennek eredményén végrehajtja az 
AngularJS számára szükséges függőség befecskendezés átalakítását úgy, hogy az ne 
okozzon problémát a böngészőnek. Azért van erre szükség, mert a kicsinyített js 
állományokban a függvény argumentumok rövidülnek egy-két betű hosszúra, de így az 
AngularJS nem tudja meghatározni, hogy milyen függőség kell az adott komponensnek. 





babel: futtatja az ng-annotate folyamatot, majd az eredményt beküldi a babel nevű 
programba, ami át tudja alakítani a Javascript állományt ES5 változatra, így a legtöbb 
böngészővel kompatibilis lesz, hiszen nem minden böngésző tud ES6-os nyelvi elemeket 
kezelni, illetve ES6-ban implementált függvényeket hívni. 
minify-js: futtatja a babel folyamatot, majd az eredményt lekicsinyíti az uglify könyvtár 
segítségével.  
fonts: átmásolja a betűtípusokat a megfelelő helyre 
images: átmásolja a képeket a megfelelő helyre 
watch: figyeli a fájlok változását a könyvtárban, és ha módosulás történt bármilyen js fájl 
esetén, akkor futtatja a babel folyamatot, valamint ha módosul bármelyik fájl a stylesheet 
mappában, akkor a css folyamatot futtatja. 
dev: sorrendben futtatja a debug, fonts, images, css, babel, watch folyamatokat. Ez a 
folyamat fejlesztéskor hasznos, mert a fejlesztő amint módosít a fájlokon nem kell 
manuálisan lefuttatnia ezeket, így a böngészőbe mindig frissen fordított változat kerül. 
build: futtatja sorrendben a fonts, images, minify-css, minify-js folyamatokat. Ez készíti 
el az alkalmazás bundle scriptjét. Ezt a folyamatot hívja meg a NodeJs, hogyha telepítjük 
az alkalmazást az npm install paranccsal. 
3.4 Modell réteg 
A modell réteg alatt az alkalmazás azon rétege értendő, amely a procedurálisan generáló 
algoritmusok implementálásáért felel. Az algoritmusok két fajta fő osztályból 
származhatnak le. Az egyik az AlgorithmEnumerator a másik az AlgorithmUpdater. Az 
előbbi egy absztrakt megvalósítása a felsorolónak, amire azért van szükség, hogy az 
algoritmusokat lépésről lépésre be lehessen mutatni. Azért jó felsorolót használni, mert a 
feladatban a vizualizálás koncepcióját könnyen meg lehet vele valósítani. Mivel a 
felsoroló lényegében az algoritmus különböző lépéseit sorolja fel, így könnyen 
használható lesz a lépésről lépésre haladó vizualizációban. Emiatt viszont, hogy felsoroló 
van használva a lépések szimulálásra, az algoritmusokat nem a leírt pszeudókód alapján 
kell implementálni, hanem át kell alakítani majd olyanná, hogy azt értelmesen lépésről 
lépésre lehessen bemutatni. Ez azzal jár, hogy a lépéseknél az olyanokat, amiket nem 
tudunk megmutatni át kell ugrani. Ilyen eset például a dungeon generáló algoritmusban 





absztrakt osztály az AlgorithmUpdater a domborzat generálására szolgál majd, hiszen itt 
nem a lépéseket fogjuk megmutatni, hanem az eredményt módosítás után. 
3.4.1 AlgorithmEnumerator 
adattagok 
renderers: a beállítható renderer-ek tömbje, kezdetben üres tömb. 
map: a pálya modellje, kezdetben null. 
metódusok 
addRenderer(renderer): egy paramétere van, ezt hozzáadja a renderer tömbhöz. 
getRenderers(): visszaadja a renderer tömböt. 
first(): absztrakt függvény, inicializálja majd az algoritmust 
next(): absztrakt függvény, az algoritmus egy lépése 
current(): visszaadja a map adattagot azaz, hogy hol tart jelenleg az algoritmus a futásban 
end(): absztrakt logikai függvény. Visszaadja, hogy az algoritmusnak vége van-e. 
3.4.2 BasicLabyrinth 
A labirintus generáló algoritmust bemutató felsoroló. Leszármazik az 
AlgorithmEnumerator osztályból. 
adattagok 
options: objektum, az algoritmus kezdő értékeit tartalmazza. A fontosabb elemei a seed, 
width, height. 
internalWidth, internalHeight: az options.width és options.height értékekből számolt 
értékek, vagy ha megvan adva az options.trueWidth és options.trueHeight, akkor azokból 
az értékeket közvetlenül beállítja. 
stack: Egy verem, a futás közbeni lépéseket tárolja. 








first(startPoint, map, random): Inicializálja az algoritmust. A paraméterek nem kötelező 
értékek, ha van startPoint, akkor innen indul az algoritmus futása különben {x:1, y:1} 
objektum a kezdőérték. A map paraméter, ha meg van adva, akkor a pálya inicializálása 
helyett ez lesz a map adattag értéke. A random paraméter, ha nem üres, akkor felülírja a 
random adattagot ezzel, különben inicializálja a random adattagot az options.seed 
értékkel. 
next(): Végrehajtja az algoritmus egy lépését. Külön figyelni kell arra, hogy ha olyan 
lépést csinálna az algoritmus, ami a felhasználó számára láthatatlan lenne (olyan elemet 
veszünk ki a veremből, ahol már jártunk), akkor rekurzívan meghívja önmagát. Erre azért 
van szükség, hogy a felhasználó a vizualizáció során minden lépésben lásson módosulást 
a képernyőn. 
end(): vége az algoritmusnak, ha a verem üres. 
getDirections(): az irány tömb keverését végi el, majd visszaadja a tömböt. 
A BasicLabyrinth next() metódusa majdnem olyan mint a tényleges algoritmus 
ciklusmagja, a leírt változtatás különbségével. Fontos, hogy ez a rekurzív hívás benne 
legyen, hiszen a felhasználónak a lépéseket animálni szeretnék. Ez az animáció, amit 
megjelenítünk pedig a pályán bekövetkezett státusz változás. 
3.4.3 Dungeon 
A Dungeon algoritmus az AlgorithmEnumerator osztályból származik le. Az algoritmus 
két másik algoritmus kombinációjából jön létre: RoomGenerator és 
LabyrinthPathGenerator. Ez a két osztály a pszeudókódban a megfelelő generate_rooms 
és generate_path metódus hívás megfelelője. Mivel szeretnénk a vizualizációban a 
szobák lerakását és utak fúrását animálni ezért a next() metódusnak először a 
RoomGenerator next() metódusát kell hívnia, majd amint az végzett, akkor a 
LabyrinthPathGenerator next() metódusát. Ezzel el tudjuk érni, hogy vizualizálható 
legyen az algoritmus és belefér egy felsorolóba az egész. 
adattagok 
options: objektum, az algoritmus kezdő értékeit tartalmazza, illetve a szobagenerálás 





random: az algoritmus által használt véletlenszám generátor objektumot tárolja 
roomGenerator: RoomGenerator típusú objektum. 
roomGeneratorStarted: logikai értékű. Értéke, hogy a szobák generálásának algoritmusa 
elindult-e már. 
pathGenerator: LabyrinthPathGenerator típusú objektum. 
pathGeneratorStarted: logikai értékű. Értéke, hogy a út generálásának algoritmusa 
elindult-e már. 
metódusok 
first(random): inicializálja az algoritmus futáshoz szükséges modellt, beállítja a random 
adattagot a függvényparaméterrel, ha meg van adva, különben inicializálja az adattagot. 
A roomGeneratorStarted és pathGeneratorStarted értékeket hamisra állítja. 
next(): Végrehajtja az algoritmus lépését. A léptetés valójában a roomGenerator és 
pathGenerator léptetése megfelelően. Előszőr a roomGenerator next() metódusát hívja 
majd ha roomGenerator.end() igaz lesz, akkor elkezdi a pathGenerator next() műveletét 
hívni. 
end(): logikai értékű, igaz ha a roomGenerator és pathGenerator end() metódusa is igaz. 
3.4.4 RoomGenerator 
Az algoritmus leszármazik az AlgorithmEnumerator osztályból. Ez egy segédosztálya a 
Dungeon algoritmusnak, ez felel a szobák generálásáért. Az algoritmus megegyezik a 
feltüntetett pszeudókóddal, annyi különbséggel, hogy ez is szinten felsoroló formára van 
hozva.  
adattagjai 
options: a Dungeon osztállyal megegyező formájú objektum. 
internalOptions: tartalmazza a minDistanceBetweenRooms adattagot amit az 
options.minDistanceBetweenRooms értékéből számol ki. 
random: az algoritmus által használt véletlenszám generátor objektumot tárolja. 







first(map, random): Ha van megadva map, akkor felülírja a map adattagot, különben 
inicializálja, ugyan ezt teszi a random paraméterrel és adattaggal is. A counter adattagot 
0 értékűre állítja. 
next(): Az algoritmus lépését hajtja végre. Fontos megjegyezni, hogy a pszeudókódtól 
eltér az implementáció annyiban, hogy egy plusz ciklusba van belefoglalva az eredeti 
ciklusmag. Erre azért van szükség, hogy a metódushívás átugorja az olyan 
próbálkozásokat, amelyek nem sikeresek, így a felhasználó számára csak a sikeres 
szobaelhelyezések lesznek láthatók. 
end(): igaz, ha a counter nagyobb lesz mint az options.roomGenerationAttempt, azaz nem 
kell többször próbálkozni új szoba elhelyezésével. 
isPlaceable(x, y, width, height): Az algoritmusban használt is_placeable eljárás 
implementációja. Különbség, hogy ennek nem paramétere az M azaz a map, hiszem az 
adattagként elérhető. 
generateDoors(x, y, width, height): Az algoritmusban használt generate_doors eljárás 
implementációja. Különbség, hogy ennek nem paramétere az M azaz a map, hiszen az 
adattagként elérhető. 
3.4.5 LabyrinthPathGenerator 
Az útvonal generáló algoritmust azért, hogy felsorolható legyen hasonló logikával át 
kellet dolgozni implementáció szintjén, mint a Dungeon esetében. A felhasználó számára 
szeretnénk mutatni az algoritmus lépéséit, azaz azt ahogyan az utat kifúrja, valamint a 
végén a zsákutcákat befalazza. Ahhoz, hogy ezt a viselkedést elérje a felsoroló két részre 
kellet bontani a next() metódust. Az első részben a BasicLabyrinth next() műveletét hívja 
amíg az be nem fejeződik a második felében pedig a zsákutcát visszabontását léptetjük. 
A zsákutcák kigyűjtését nem léptetjük hiszen az nem okoz módosítást a map adattagon, 
így azt tekinthetjük a második rész inicializáló lépésének. 
adattagok 
options: a pálya méreteit tartalmazza. Fontos, hogy a BasicLabyrinth internalHeight, 
internalWidth értékeibe kell ezt közvetlen betölteni hiszen nem szeretnénk, hogy a 





és height helyett a trueWidth és trueHeight paraméterekkel kell konstruálni a 
BasicLabyrinth objektumot.  
labyrinthGenerator: BasicLabyrinth típusú objektum. 
deadEnds: verem, ebbe gyűjti ki az algoritmus a zsákutcák végpontjait 
deadEndRemoveStarted: logikai érték. Megadja, hogy a második fázis, azaz a zsákutcák 
visszafalazása elkezdődött-e. Ezen érték alapján tudjuk eldönteni, hogy ki kell-e gyűjteni 
a next() metódusban a zsákutcákat vagy már túl van ezen a lépésen az algoritmus. 
Kezdetben hamis, majd zsákutcák kigyűjtése után igazra állítjuk. 
metódusok 
first(map, random): inicializálja az algoritmust, a map adattag értékét beállítja a map 
paraméterrel. Megkeresi az első ajtót és azzal a kezdőponttal, a map adattaggal, valamint 
a random paraméterrel inicializálja a labyrinthGenerator adattagot, azaz meghívja a 
first() metódusát. 
next(): végrehajtja az algoritmus lépését. Ameddig a labyrinthGenerastor nincs vége 
addig annak a next() metódusát hívja. Amint a labirintus generálása végigfutott, akkor 
egy lépésen belül inicializálja a zsákutcák törlését, és el is kezdi azt. Az inicializálást csak 
egyszer végzi el a metódus, utána már csak a zsákutcák végét törli le. 
end(): logikai érték. Igaz, ha a labirintus generálásának és a zsákutcák visszatörlésének is 
vége van. 
3.4.6 AlgorithmUpdater 
Az AlgorithmUpdater a másik absztrakt osztály, ami az algoritmusok implementálásáért 
van. Azok az algoritmusok, amik ebből az osztályból származnak le, nem futás közbeni 
vizualizálásra vannak, hanem csak annak végeredményét mutatják be. Ez azért jó, mert a 
domborzat generáló algoritmust bár lehet felsorolóval csinálni, de ennek nincs értelme 
hiszen a felhasználó számára nem az érdekes, hogy hogyan rakja le a pontokat, hanem 
hogy néz ki az algoritmus lefuttatva több különböző kezdő paraméterrel.  
adattagok 
renderers: a beállítható renderer-ek tömbje, kezdetben üres tömb. 





callbackArray: tömb, ebbe lesznek tárolva az update esetén megtörténő 
függvényhívások. 
metódusok 
addRenderer(renderer): egy paramétere van, ezt hozzáadja a renderer tömbhöz. 
getRenderers(): visszaadja a renderer tömböt. 
current(): visszaadja a map adattagot azaz, hogy hol tart jelenleg az algoritmus a futásban 
update(): ez a függvény meghívja az összes elemét a callbackArray tömbnek úgy, hogy 
paraméternek átadja a current() által visszaadott értéket. Ezt a metódust, kell majd 
felüldefiniálnia a leszármazó osztályoknak, de fontos, hogy ez a metódus meg legyen 
hívva, mert ez gondoskodik a callback függvények hívásáról. 
onUpdate(callback): ha a callback paraméter függvény, akkor eltárolja a callbackArray 
tömbbe, hogy később update() hívás esetén meg lehessen hívni. 
3.4.7 TerrainGenerator 
A TerrainGenerator osztály az AlgorithmUpdater osztályból származik le. Ez az osztály 
felel a domborzati generálásáért. A pszeudókódban leírt algoritmus van implementálva 
az update() metódusába. A különbség, hogy a sample(x, y) függvény nincs külön 
implementálva, hanem közvetlenül a kódba van írva a formula. Az algoritmusban említett 
beállítások az options adattagban vannak benne, valamint a zoomOut adattaggal kiegészül 
az options objektum. A zoomOut adattagja az options objektumnak része a sample(x, y) 
függvény lokális implementációjának. Az algoritmusban használt oktávok száma (n) az 
options.octaves. a részletesség (l) az options.lacunarity és a részletesség mértéke (p) az 
options.persistance adattagok. 
adattagok 
options: az algoritmus kezdőparamétereit tartalmazza, valamint a generálandó pálya 
métereit. 
noise: NoiseGenerator típusú objektum, az algoritmus által használt noise(x, y) 








update(): az algoritmust megvalósító metódus. A pszeudókódban leírtak szerint 
létrehozza a domborzati térképét a map adattagba, majd ha ezzel készen van, akkor 
meghívja a szülőosztály update() metódusát, hogy az onUpdate() metódussal hozzáadott 
callback függvények meg legyenek hívva. 
setSeed(seed): inicializálja a noise adattagot a megadott seed paraméterrel, majd 
meghívja az update() metódust. 
3.5 Renderer réteg 
A renderer réget az alkalmazás azon része, amivel a vizualizáló képes megjeleníteni az 
adott algoritmusokat. A renderer paraméterként megkapja azt a HTML elemet, amibe el 
tudja helyezni a saját megjelenítőjét. A renderert el lehet indítani, és meg lehet állítani. 
Az összes megjelenítő a Renderer főosztályból származik le. A Renderer speciálisan két 
fontosabb felüldefiniálandó metódussal rendelkezik: initRenderer(container) és render(). 
Az initRenderer metódus a megjelenítő inicializálására szolgál, és paraméterként 
megkapja a HTML tároló elemet. A render() metódus szolgál az animáció 
megjelenítésére, ezt a metódust hívja a Renderer osztály animálva, azaz a Javascript által 
nyújtott requestAnimationFrame függvény segítségével. Ez olyan speciális végtelen 
rekurzió, melynek a végrehajtását a böngésző optimalizálja úgy, hogy az 60 képkocka per 
másodperccel hívjon mindig. Persze a render() metódus hívása lehetségesen ennél 
költségesebb lehet, így a böngésző a lehető legjobb képkocka per másodperc elérésére 
törekszik. Sajnos a böngészőkben nem lehetséges a requestAnimationFrame függvényt a 
fő száltól eltérőről meghívni, hiszen a render() metódusban megjelenítést csinálunk, ezért 
a render() metódus hívását optimalizálni kell olyanra, hogy csak abban az esetben hívja 
meg, ha a megjelenítendő tartalom változott. 
3.5.1 Renderer 
A Renderer osztály egy absztrakt osztály, melynek a célja az, hogy a megjelenítés 
alapműveleteit megvalósítsa, és interfészt biztosítson a belőle leszármazó osztályoknak. 
adattagok 
name: a renderer látható neve. 





isRendering: logikai érték, akkor igaz, ha a megjelenítő éppen fut, azaz animáció alatt 
van. 
hasModification: logikai érték, akkor igaz, amikor frissül a model adattag értéke, utána a 
megjelenítő visszaállítja hamisra. 
container: a megjelenítőt tároló HTML elem. 
metódusok 
initRenderer(container): beállítja a container paraméter értékét a container adattagba.  
render(): absztrakt metódus, a megjelenítésért felel. 
rendering(): a metódus a requestAnimationFrame segítségével rekurzívan hívja önmagát, 
futása közben meghívja a render() metódust ha szükséges, azaz ha a hasModification 
adattag igaz. A rekurzív hívás csak, akkor lesz végrehajtva, ha az isRendering adattag 
értéke igaz. 
startRendering(): Elindítja a megjelenítést úgy, hogy igazra állítja a két logikai értéket, 
majd meghívja a rendering() metódust. 
stopRendering(): leállítja a megjelenítést azzal, hogy az isRendering adattag értékét 
hamisra állítja, így a következő rendering() rekurzív hívás esetén leáll az animáció. 
3.5.2 Canvas2DRenderer 
A Canvas2DRenderer osztály a Renderer osztályból származik le, és absztrakt. Az 
osztály célja, hogy általános keretet biztosítson a HTML canvas-beli megjelenítésre a 
belőle származó osztályoknak. A HTML canvas egy 2D-es megjelenítésre használt elem. 
Előnye, hogy a canvas-ra rajzolást közvetlenül Javascript-ből lehet megtenni, így nem 
kell más technológiákhoz (SVG, Flash) nyúlni a programban. A canvas-ra a rajzolás a 
CanvasRenderingContext2D objektum segítségével tehető meg, amit a canvas HTML 
objektumból lehet kinyerni. A Canvas2DRenderer osztály nem valósítja meg a render() 
metódust, mert absztrakt marad.  
adattagok 
width, height: a canvas elem szélessége és magassága, az objektum létrehozásakor állítjuk 
be ezeket az értékeket. 





context: a canvas adattaghoz tartozó CanvasRenderingContext2D típusú objektum. 
metódusok 
initRenderer(container): Létrehozza a container HTML elem alá a canvas elemet, majd 
kinyeri a CanvasRenderingContext2D objektumot és eltárolja azt is. 
clearCanvas(): letörli a canvas-t a context.clearRect(x,y,w,h) metódussal. 
3.5.3 Wall2DRenderer 
A Wall2DRenderer a Canvas2DRenderer osztályból származik le, ugyanis canvas-ra 
fogja kirajzolni a falakat. A rajzolás módja, hogy a modellből az adott i,j indexű elemet 
téglalappal rajzoljuk ki, a színe pedig attól függ, hogy a model[i][j] értéke mi. Ez az érték 
lehet fal, út és ajtó, ezeket színei az options adattagba vannak definiálva, de az alapértékük 
rendre fekete, fehér és sárga. A téglalap méreteit a render() metódusban számoljuk ki, 
méghozzá úgy, hogy a canvas magasságát, szélességét elosztjuk a modell mátrix 
elemszámaival, így megkapjuk a xScale és yScale változókat melyek a téglalap szélessége 
és magassága lesz. A render() metódus a drawRect segédfüggvényt használja mely 
kirajzol a canvas-ra egy téglalapot. Ahhoz, hogy a megjelenítés szépen nézzen ki érdemes 
úgy megválasztani az options width és height értékét úgy, hogy az arányaiban 
megegyezzen a modell arányaival, hogy a megjelenítésben ne téglalapok legyenek, 
hanem négyzetek. Ez a megjelenítő használható a labirintushoz és a dungeonhoz. 
adattagok 
options: a renderer beállításait tartalmazza, amik a szélesség, magasság és a négyzet 
színek. 
metódusok 
render(): megvalósítja a render() absztrakt metódust. A model adattagon végig iterálva 
kirajzolja a négyzeteket a drawRect segédfüggvénnyel. 
segédfüggvények 
drawRect(ctx, x, y, value, xScale, yScale, options): kirajzolja a négyzetet a canvas-ra. A 
ctx paraméter a context adattag, x és y a modell i és j indexe, a value a model[i][j] értéke, 







Az osztály a Canvas2DRenderer-ből származik le, a célja hasonlóan falak kirajzolása 
mint a Wall2DRenderer esetében, de itt a falakat nem teljes téglalappal rajzoljuk ki. A 
kirajzolás menete, hogy a labirintusnak egy út pontját rajzolja ki négyzetként és a 
széleihez egy vonalat rajzol, ha ott van fal. Ez a megjelenítési forma négyzeteket rajzol 
mindenképpen. Csak labirintus megjelenítésére használható, hiszen speciálisan a 
kirajzolás ahhoz van tervezve. 
adattagok 
options: a renderer beállításait tartalmazza. Elemei a szélesség, magasság, méretarány és 
az út, illetve fal színe. 
metódusok 
render(): megvalósítja a render() absztrakt metódust. A model adattagon végig iterálva 
kirajzolja a négyzeteket a drawRect segédfüggvénnyel. Az iterálásban csak minden 
második elemen megyünk végig hiszen csak páratlan-páratlan koordinátákon vannak 
olyan utak, amiket ki kell rajzolni. Az ezek mellet vélő páratlan-páros vagy páros-páratlan 
koordinátájú elemet lesznek a falak, vagy annak hiánya.  
segédfüggvények 
drawRect(ctx, x, y, walls, options): kirajzolja a négyzetet a canvas-ra. A ctx paraméter a 
context adattag, x és y a modell i és j indexe, a walls egy objektum, amely tartalmazza, 
hogy az adott falat ki kell-e rajzolni. Attribútumai top, right, bottom, left logikai értékek. 
A falakat a drawRectSide segédfüggvény segítségével rajzolja ki. 
drawRectSide(ctx, x1, y1, x2, y2, isWall, options): kirajzol egy vonalat az (x1, y1) és (x2, 
y2) pontok között, ha az isWall értéke igaz.  
3.5.5 GreyscaleHeightMapRenderer 
Az osztály a Canvas2DRenderer osztályból származik le. Célja az osztálynak, hogy 
magassági értékeket jelenítsen meg szürkeárnyalatosan. A szürkeárnyalatos 
megjelenítésnél a fehérből feketébe való átmenetet választottam, azaz minél magasabban 
van egy pont, annál sötétebb a megjelenítésben. Előny, hogy tudjuk azt, hogy a domborzat 
generáló algoritmus 0-tól 1-ig vesz fel értékeket, így a megjelenítésbe ezt ki lehet 





alfacsatorna szintén 0-tól 1-ig terjed. Így előállíthatjuk a szürkeárnyalatos térképet. Az 
osztály a domborzat generáló által létrehozott modellt képes megjeleníteni. 
adattagok 
options: a renderer beállításait tartalmazó objektum. A beállítások a szélesség, magasság, 
illetve a méretarány, azaz a modellhez való igazítása, hogy egy pont a modellben 
hányszor hányas négyzetet jelentsen. 
metódusok 
render(): megvalósítja a render() absztrakt metódust. A model adattagon végig iterálva 
kirajzolja a négyzeteket a drawPoint segédfüggvénnyel. 
segédfüggvények 
drawPoint(ctx, x, y, value, scale): kirajzolja a négyzetet a canvas-ra. A ctx paraméter a 
context adattag, x és y a modell i és j indexe, a value a model[i][j] értéke, a scale pedig 
az options adattag scale értéke. A value egy 0-tól 1-ig terjedő szám, ez alapján készíti el 
az adott négyzet színét. 
3.5.6 Heightmap2DRenderer 
Az osztály a Canvas2DRenderer osztályból származik le. Magassági térképet jelenít meg, 
tehát a domborzati algoritmushoz lehet használni. A megjelenítés ebben az esetben egy 
költségesebb algoritmussal számolható ki, mint a többi esetben, mert nem csak színskálát 
kell meghatározni, hanem egy domborzat árnyékolását kiszámoló algoritmus is bele 
került. A lényege, hogy veszünk egy adott pontot, amit fényforrásnak veszünk majd 
kiszámoljuk a model adattag alapján annak árnyékvetületét. Ezt az árnyékvetületet egy 0 
vagy 1 elemű azonos méretű mátrixszal tehetjük meg. Az 1 érték jelenti azt, hogy ott 
árnyék van. Amint ennek a segédmátrixnak az elemeit kiszámoltunk végig iterál az 
elemein az elemein és meghívjuk a drawPoint segédfüggvényt, ami kirajzolja a pontot a 
canvas-ra a modell és a segédmátrix segítségével.  
A rajzolás menete az, hogy meghatározzuk a színét a pontnak azáltal, hogy milyen 
magasság érték van a model adattagban, majd, ha ott árnyék van (amit a segédmátrixból 








options: a renderer beállításait tartalmazó objektum. A beállítások a szélesség, magasság, 
illetve a méretarány, azaz a modellhez való igazítása, hogy egy pont a modellben 
hányszor hányas négyzetet jelentsen. 
metódusok 
render(): megvalósítja a render() absztrakt metódust. Először kiszámolja a 
segédmátrixot, ami a shadowMap nevű változóba kerül. Amint kiszámolta a mátrixot, a 
model adattagon végig iterálva kirajzolja a négyzeteket a drawPoint segédfüggvénnyel, 
melynek paraméterként átadjuk még, hogy van-e árnyék az adott pontban. 
segédfüggvények 
drawPoint(ctx, x, y, value, shadow, scale): kirajzolja a négyzetet a canvas-ra. A ctx 
paraméter a context adattag, x és y a modell i és j indexe, a value a model[i][j] értéke, a 
shadow az 1 vagy 0 érték az alapján van-e árnyék, a scale pedig az options adattag scale 
értéke. A value egy 0-tól 1-ig terjedő szám, ez alapján készíti el az adott négyzet színét a 
getHeightColor segédfüggvénnyel. A kapott szín elsötétítjük, ha a shadow értéke 1. 
getHeightColor(value): visszaadja a színskálán felvett szín értéket a value paraméter 
alapján. 
3.6 Utils réteg 
Ez a réteg segédosztályokat tartalmaz, amelyeket mind a modell réteg, mind a renderer 
réteg használ. Ezek a közös használatú elemek, melyek szorosan nem kapcsolódnak a 
program logikájához, de szükségesek a számára.  
3.6.1 RandomNumberGenerator 
Az osztály egy véletlenszám generátort valósít meg. Mivel az algoritmusok a véletlenre 
építenek ezért szükség van egy közrefogó osztályra, mely segítségével az általunk 
használt véletlenszám generátort be tudjuk csomagolni. Ez azért jó, mert anélkül lehet 
kicserélni a véletlen szám generálásának algoritmusát, hogy az algoritmusokhoz hozzá 
kellene nyúlni. Az alkalmazás a Mersenne Twister-féle pszeudó véletlen generátor egy 







reset(seed): inicializálja a véletlenszám generátort a megadott seed értékkel. 
random(): visszatér egy [0..1) intervallumba eső véletlen számmal. 
randomIntegerRange(min, max): visszatér egy [min..max] intervallumba eső véletlen 
számmal. 
3.6.2 NoiseGenerator 
Az osztály a noise(x, y) függvény megvalósítására szolgál. Maga a függvény be van 
csomagolva egy osztályba, hogy könnyebben kezelhető legyen. Előnye, hogy ha ki 
akarjuk cserélni a noise(x, y) függvényt, akkor az implementált algoritmusokhoz nem 
kell hozzányúlni, mert itt meg lehet tenni. Jelenleg az alkalmazás a Simplex-zaj egy 
Javascript implementációját használja. 
metódusok 
reset(seed): inicializálja a zaj generáló függvényt a megadott seed érték alapján. 
generate(x, y): az algoritmusok pszeudókódjában a nosie(x, y) függvénynek megfelelő 
metódus, azaz visszaadja az x és y koordinátákhoz tartozó zaj értékét. 
3.6.3 Vector3 
Az osztály háromdimenziós vektor egy egyszerű implementációja. Az alkalmazás 
számárára szükséges műveleteket valósítja meg.  
adattagok 
x, y, z: a vektor x, y, z koordinátái 
metódusok 
normalize(): normalizálja a vektort. 
equals(other): egyenlőségi vizsgálat az other objektummal. 
add(a, b): osztály szintű metódus. Összeadja az a és b vektort. 






A MathUtils egy statikus osztály, ami különböző segédfüggvényeket nyújt statikus 
metódusokon keresztül, valamint publikussá teszi a Vector3 osztályt. 
statikus adattagok 
Vector3: Vector3 osztály 
statikus metódusok 
interpolate(min, max, newMin, newMax, x): átképezi az x értéket a [min..max] 
intervallumról a [newMin..newMax] intervallumra, visszatérési értéke lehet lebegőpontos 
szám. 
interpolateInteger(min, max, newMin, newMax, x): átképezi az x értéket a [min..max] 
intervallumról a [newMin..newMax] intervallumra, majd lefele kerekíti egésszé. 
Visszatérési értéke csak egész szám lehet. 
interpolateColor(minRange, maxRange, minColor, maxColor, value): átképezi a value 
szám értéket a [minRange..maxRange] intervallumról a [minColor..maxColor] szín 
intervallumra. A leképezés RGB színkódok szerint van implementálva. A visszatérési 
értéke szín. 
3.7 Alkalmazás réteg 
Az alkalmazás réteg az AngularJS réteget jelenti. Az alkalmazás réteg felel az alkalmazás 
felépítéséért, illetve az MVC architektúra megvalósításáért. A modell réteg a korábbi 
három rétegnek felel meg. Ezek elérhetőségét, azaz a példányosítást a componentFactory 
végzi, a HTML képernyőket pedig a AngularJS kontrollerekkel irányítja az alkalmazás.  
A vizualizáció megjelenítéséért a visualizer direktíva a felelős, amely paraméterként 
kapja a megjelenítendő algoritmust. A componentFactory korábban hozzárendelte a 
megfelelő renderer osztályokat az adott algoritmus példányosításánál, így ezt az 
információt ki tudja nyerni az algoritmus implementációból közvetlenül a direktíva. 
3.7.1 ComponentFactory 
A ComponentFactory felelős a komponensek példányosításáért, és azoknak a 
beállításáért, azaz a renderer osztályok megfelelő csatolása a feladatkörébe tartozik. A 
factory egy objektumot ad vissza, melyben a metódusok egy új példányt adnak a 





getBasicLabyrinth(options): létrehoz az options objektummal egy példányt a 
BasicLabyrinth osztályból, majd az addRenderer metódussal hozzáadja egy-egy 
példányát a Wall2DRenderer és Labyrinth2DRenderer osztályoknak. 
getDungeon(options): létrehoz az options objektummal egy példányt a Dungeon 
osztályból, majd az addRenderer metódussal hozzáad egy példányt a Wall2DRenderer 
osztályokból. 
getBasicLabyrinth(options): létrehoz az options objektummal egy példányt a 
TerrainGenerator osztályból, majd az addRenderer metódussal hozzáadja egy-egy 
példányát a GrayscaleHeightmap2DRenderer és Heightmap2DRenderer osztályoknak. 
3.7.2 Visualizer 
A visualizer egy AngularJS direktíva, melyet a HTML sablonban lehet használni, a 
<visualizer> tag használatával. A direktíva a megjelenítésben segít, a felhasználó 
számára gombokat készít mellyel irányíthatja az algoritmus futását. Ez lehet az 
algoritmus újraindítása, animálása, illetve lépésenkénti futtatása. Az animáláshoz 
beállítható annak sebessége egy csúszka segítségével. A direktíva ezen felül lehetőséget 
nyújt a megjelenítési mód váltására is úgy, hogy egy lenyíló menüben kiválaszthatjuk, 
hogy melyik renderer legyen aktív. Ennek a HTML elemnek attribútumai lehetnek: 
algorithm: az algoritmus. Ezt úgy veszi át a direktíva, hogy minden változás az 
objektumon mindkét irányba hat. 
width: a direktíva maximális szélessége pixelben. Az érték nem két irányú. 
control: két irányú kapcsolattal köti az objektumot, és arra szolgál, hogy metódusokat 
közöljön kifele. A control objektumba felvesz metódusokat, ami megjelenik a hozzá 
csatolt objektumban, így azon képernyő kontrollerében, ahol használva van a direktíva 
hívhatóvá válik. 
A direktíva létrehoz egy HTML elemet a templateHTML alapján melynek egy elemét 
használja az algoritmushoz hozzárendelt megjelenítő. A sablonban a renderer-container 
CSS osztállyal ellátott HTML elemmel hívja meg a renderer osztályok 
initRenderer(container) metódusát, így megadva nekik a szükséges tárolót.  
Az algoritmus futását a direktívában megjelenő gombokkal lehet iránytani. A gombok 





gomb kattintásához hozzárendeli a reset() eseménykezelő metódust amely meghívja az 
algoritmus first() metódusát majd átadja a current() által visszaadott értéket az aktív 
renderer setModel metódusának. A lejátszás és szüneteltetés gombokhoz hozzárendeli a 
playPause() eseménykezelő metódust ami a beállított sebességgel újra és újra meghívja 
a az algoritmus next() metódusát, valamint átadja a current() értékét a kiválasztott 
renderer setModel metódusának. A lépésenkénti futtatáshoz a tovább gombhoz 
hozzárendeli a next() eseménykezelő metódust, ami meghívja az algoritmus next() 
metódusát, azután pedig átadja a current() értékét a renderer setModel metódusának.  
A direktíva lehetővé teszi, hogy ezt az egész megjelenítési és működési logikát, ne 
implementáljuk ismétlődően, valamint azt, hogy a HTML kódba egy egyszerű tag-ként 
beleírhassuk és az MVC módszerekkel kötsük hozzá a kontroller megfelelő adattagjait. 
3.7.3 Kontrollerek 
A kontrollerek a képernyőkhöz tartozó működési logikát írják le. Mivel a képernyőkön 
input mezők vannak, melyben beállítási értékek vannak ezért szükség van a 
kontrollerekre. Az AngularJS-ben a kontrollerek egyszerű függvények, melyek követik 
az AngularJS-ben megszokott függőségbefecskendezést. Ami minden kontrollerben 
szükséges az a $scope nevű változó, ugyan is ezzel érhető majd el, hogy a sablonokba a 
változókat tudjuk kötni. A kontrollerekben függőségbefecskendezéssel bejuttatjuk a 
componentFactory egy példányát, melyből tudjuk a kontrollerben definiált options 
objektummal példányosítani az algoritmusokat. Az algoritmus példányait belerakjuk a 
$scope változóba, így az adott képernyőn a HTML-ben tudjuk azokat kötni a visualizer 
direktívához. Fontos, hogy ha az adott képernyőn változtatunk az options objektumon az 
input mezőkön keresztül, akkor az algoritmusból kell kérnünk egy új példányt. Ezt a 
visualizer direktívával úgy tudjuk közölni, hogy az objektum frissítése után meghívjuk a 
korábban a $scope változóba helyezett és visualizer direktívához kötött controls objektum 
remakeAlgorithm metódusát. Ezután a direktíva szintén inicializálja az algoritmust és a 
hozzá megjelenítőt. 
3.8 Tesztelés 
A tesztelés a három implementált algoritmusra terjed ki. Ezek a tesztek az algoritmus 
elvárt viselkedését, illetve az objektum metódusainak működését tesztelik. A tesztelés a 
npm által telepített unit.js könyvtárral tehető meg. A teszteteket az npm test konzolban 





A tesztelést két fő részre bontjuk: metódus tesztelés és viselkedés tesztelés. A metódus 
tesztelés az AlgorithmEnumerator-ból származó osztályoknál (BasicLabyrinth és 
Dungeon) a first() és next() műveletre terjed ki, az AlgorithmUpdater osztályból 
származóknál (TerrainGenerator) az update() és onUpdate() metódusokra. A viselkedés 
tesztelés közösen kiterjed arra, hogy reprodukálható-e az algoritmus futása, azaz ha 
ugyanazokkal a kezdő paraméterekkel példányosítunk két objektumot, akkor a futás 
végén ugyanolyan lesz-e a current() értéke. A BasicLabyrinth és Dungeon algoritmusok 
esetén a viselkedés teszteléséhez hozzátartozik az, hogy megjósolható-e a végeredmény. 
Ha irányítani tudjuk azt, hogy milyen véletlen számokat kap az algoritmus, akkor ez 
alapján képesnek kell lennünk meghatározni, hogy milyen eredményt ad lépésenként. Ezt 
azért fontos tesztelni, mert így bizonyosodhatunk meg arról, hogy az algoritmus pontosan 
azokat a lépéseket hajtja végre, amit szeretnénk, anélkül, hogy a véletlen faktor benne 
legyen a futásban. A domborzat generálás esetén erre nincs szükség, mert az algoritmus 
ott triviális, hiszen ott a noise(x, y) értékétől függ minden. Mivel a noise(x, y) függvény 
önmagában nem mondja ki, hogy az véletlen értéket tartalmaz vagy függ a véletlentől 
ezért ott ennek tesztelése nem szükséges. 
3.8.1 BasicLabyrinth tesztesetek 
first(): a first() metódus futtatása után elvárt, hogy a current() által visszaadott objektum 
ne legyen null értékű, illetve a méretei megfeleljenek az algoritmusban leírt width * 2 + 1 
és height * 2 + 1 értékeknek. A current() által visszaadott mátrix minden eleme fal, azaz 
értéke 1. 
next(): Az első next() híváskor a current() értéke a (1,1) koordinátában 0 értéknek kell 
lennie. Meg kell bizonyosodni arról, hogy next() hívás esetén garantáltan kifúr az 
algoritmus egy utat, azaz a második hívásnál a current() mátrixban legalább három olyan 
elem van melynek értéke 0, hiszen az (1,1) koordináta 0 valamint az algoritmus a (1,3) 
vagy (3,1) mezőkre léphet, így lehetséges 0 értékű mezők az (1,1), (1,2), (1,3) vagy (1,1), 
(2,1), (3,1) koordinátájú elemek. 
is reproducable: reprodukálhatóság vizsgálata. Két példányt hozunk létre, ugyan azzal 
az options objektummal, amiben a seed meg van adva. Mindkét példány végig futtatása 
utána a current() értétkük meg kell, hogy egyezzen.  
is predictable: megjósolhatóság vizsgálata. Ha feltesszük, hogy a véletlenszám 





keverő algoritmus mindig azt az iránytömböt adja vissza, hogy: 
[UP, LEFT, RIGHT, DOWN]. Ennek tudatában kiszámolható az első három next() 
metódus hívás utáni current() értékek. Az első után ugye csak az (1,1) koordinátájú elem 
0, a második hívás után mivel felfele és jobbra nem tud lépni, ezért a verembe RIGHT és 
DOWN értékek kerülnek ilyen sorrendben (a verembe kerülés sorrendje az 
implementációban: UP, RIGHT, DOWN, LEFT). A következő next() híváskor az (1,3) 
lesz, mivel a verembe a lefele lépés került utoljára. Ekkor a 0 értékű elemek az (1,1), 
(1,2), (1,3) koordinátájúak. A verembe az kerülés megint ugyan úgy zajlik, mint az előbb, 
tehát a harmadik next() hívás szintén lefele lép. A harmadik next() lépés utáni current() 
mátrixnak az (1,1), (1,2), (1,3), (1,4) és (1,5) koordinátájú eleme 0.  
filled all avaible: speciális teszt csak a labirintusra, azt vizsgálja, hogy minden lehetséges 
helyre eljutott-e a labirintus, azaz minden páratlan-páratlan koordinátájú elem a 
mátrixban 0 értékű-e. 
3.8.2 Dungeon tesztesetek. 
A Dungeon osztály tesztelése esetén az algoritmust egyben teszteltem, nem 
komponensenként. Azért elég így tesztelni, mert előszőr a szobákat rakja le, és azokat 
speciálisan lehet tesztelni, majd az utakat fúrja ki, amiben a BasicLabyrinth osztályt 
kellene tesztelni, de azt már megtettük, ezért nem terjesztettem ki a tesztelést az osztály 
két algoritmus komponensére. 
first(): a first() metódus futtatása után elvárt, hogy a current() által visszaadott objektum 
ne legyen null értékű, illetve a méretei megfeleljenek az algoritmusban leírt értékeknek, 
azaz ha páros volt az érték növelje meg eggyel az értékét. A current() által visszaadott 
mátrix minden eleme fal, azaz értéke 1. 
next(): a metódus teszteléséhez arra van szükség, hogy minden next() lépés után eggyel 
több szoba legyen, egészen addig, amíg az útfúró algoritmust nem futtatja. Elég nagy 
pálya esetén garantálni tudjuk, hogy legalább két szobát le tud az algoritmus rakni. Az 
első next() metódus hívás után egy szoba kell, hogy legyen a mátrixban, a második next() 
metódus futtatás esetén két szoba. 






is predictable: megjósolhatóság vizsgálata. Feltehetjük, hogy a véletlenszám 
generátorunk fix értéket ad vissza. Ekkor, ha megnézzük, hogy az implementáció, hogyan 
használja fel a kapott számokat, konstruálhatunk egy olyan számsorozatot, amiről meg 
tudjunk mondani, hogy milyen szobát fog eredményezni. Ezt a tesztet elég egy next() 
hívás esetén megtenni azaz csak a szobák generálásánál, mert a BasicLabyrinth 
megjósolhatóság tesztelése már kész, és tudjuk, hogy az útgenerálásnak csak ezen részét 
kell ilyen módon tesztelni. 
A tesztesethez konstruált szám sorozat: 9, 15, 5, 5, 2, 0, 13, 1, 17. Ennek határára az 
algoritmusnak egy 5 széles és 5 magas szobát kell létrehozni, aminek a bal felső sarka a 
(9, 15) koordinátában van. A szobában kettő ajtónak kell lennie, aminek koordinátái a 
következők: (13, 17), (13, 15).  
all room connected: speciális teszteset a Dungeon algoritmusra, ami azt teszteli, hogy az 
algoritmus végeztével az összes szoba összeköttetésben van. 
3.8.3 TerrainGenerator tesztesetek 
update(): teszteljük, hogy minden egyes update() metódus hívás után a current() által 
visszaadott érték nem null. Teszteljük még az update() működését is azzal, hogy ha 
megváltoztatjuk az options objektum egy elemének értékét, akkor valóban más lesz a 
current() által visszaadott érték valamint, ha visszaállítjuk az eredetire, akkor a current() 
értéké megegyezik-e a megváltoztatás előtti állapottal. 
onUpdate(): teszteljük, hogy az onUpdate() metódussal hozzáadott callback függvény 
valóban meg lesz-e hívva, miután meghívtuk az update() metódust. 
is reproducable: reprodukálhatóság vizsgálata. Két példányt hozunk létre, ugyan azzal 
az options objektummal, amiben a seed meg van adva. Mindkét példányon meghívjuk az 
update() metódust és ekkor a current() értékeknek meg kell hogy egyezzenek. 
all between in range: speciális teszt a domborzat generálásra. Megnézzük, hogy update() 







4.1 Továbbfejlesztési lehetőségek 
Az alkalmazást két főbb ponton lehet jól továbbfejleszteni. Az első az, hogy több 
algoritmust adunk hozzá, ezzel a felhasználók számára több lehetőséget tud nyújtani. A 
labirintus generálás esetén a Prim és Kruskall algoritmusokkal létrehozott labirintusokat 
is szépen lehet vizualizálni. A dungeon generáláshoz, többfajta út generálást is be lehet 
építeni a programba ezáltal a felhasználó még több információhoz tudna jutni a témában. 
Esetlegesen másfajta procedurális algoritmusokat is fel lehetne venni a bemutatott 
algoritmusok listájára, így nagyobb választék lenne. Ezen fejlesztésekkel az alkalmazás 
még informatívabbá válna és akiket érdekel a procedurális generálás témaköre azoknak 
jóval több kiinduló lehetőséget adna a saját algoritmusaik megalkotásában. 
A másik pont, amiben az alkalmazást tovább lehetne fejleszteni, az a megjelenítések. 
Jelenleg az alkalmazás csak kétdimenziós megjelenítést támogat a canvas-ra rajzolással, 
de a modern böngészők már támogatják a WebGL technológiát, amellyel akár 
háromdimenziós megjelenítést is el lehet érni. Ez a megjelenítési mód kifejezetten szép 
és informatív lenne a domborzat generálásánál hiszen azt sokkal szemléletesebben tudná 
bemutatni. A megjelenítésben, ami még továbbfejleszthető az a lépések részletezése 
egyes algoritmusoknál, például a labirintus esetében más színnel jelezni az aktuális lépést, 
hogy a felhasználó még könnyebben lássa a működését. 
Továbbfejlesztési lehetőség továbbá az, hogy a forráskódot felhasználva akár asztali 
alkalmazássá is alakítható különböző Javascript technológiákkal. Ezzel nem csak a 
böngészőre, illetve az internet elérhetőségre lenne utalva, hanem már egy minden 
platformon elérhető asztali alkalmazás is lehetne a program. 
4.2 Összegzés 
Az alkalmazásban implementálásra került a célnak kitűzött vizualizáló program 
Javascript technológiával. Az alkalmazásban három különböző procedurálisan generáló 
algoritmus lett implementálva, melyek elég különbözőek egymáshoz képest. Ezen 






A vizualizálás interaktívan, a felhasználó számára befolyásolhatóan lett elkészítve, amely 
segítséget nyújthat neki, az adott algoritmus megértésében. A megjelenítés tekintetében 
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