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1. Introducción  
 Dentro del área de Ingeniería de Software, el Desarrollo Dirigido por 
Modelos (MDD) utiliza los modelos como artefacto de desarrollo para generar 
software automáticamente (Atkinson & Kuhne, 2013). La OMG (Object 
Management Group) – organización que definió UML –  propone un estándar 
denominado MDA o Arquitectura Dirigida por Modelos para construir tecnología 
basada en modelos (Booch, Brown, Iyengar, Rumbaugh & Selic, 2004). Este 
estándar distingue 3 niveles de especificación: CIM (Computation Independet 
Model), PIM (Platform Independent Model) y PSM (Platform Specific Model). De 
esta manera, establece la construcción de modelos de software en diferentes 
niveles de abstracción y el desarrollo del software se logra por medio de una 
serie de transformaciones entre modelos, desde el nivel CIM (modelos de 
requisitos), luego PIM (modelos de diseño) y finalmente hasta el PSM (modelo 
que agrega la especificación de una plataforma particular, donde el sistema 
será implementado). Una representación gráfica de los tres niveles en MDA se 
muestra en la Ilustración 1. 
 
Ilustración 1 - Niveles de Especificación MDA 
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 Este trabajo de título está orientado al desarrollo de una herramienta de 
verificación automática para interoperabilidad de modelos, específicamente 
para modelos de análisis y de diseño. Se entiende por interoperabilidad al 
intercambio de información entre dos o más sistemas que utilizan dicha 
información para realizar procesos específicos (IEEE, 1991). En el desarrollo 
dirigido por modelos este intercambio de información se realiza mediante el uso 
de modelos que son transformados para poder adaptarlos a las propuestas 
MDD involucradas. 
 Para garantizar que la interoperabilidad en entornos MDD es correcta, se 
debe asegurar que los modelos son correctamente transformados y que pueden 
ser reconocidos y utilizados por las distintas tecnologías que participan. Si en el 
proceso de transformación, algún elemento no puede ser transformado, 
entonces la información que será intercambiada es incompleta y por lo tanto la 
interoperabilidad presentará problemas. En resumen, es fundamental tener un 
mecanismo de verificación para garantizar que la interoperabilidad de las 
soluciones MDD sea completa. 
 Para desarrollar una solución MDD, es importante contar con lenguajes 
de modelado adecuados. Estos lenguajes de modelado son definidos en base a 
ciertas reglas, la cuales están determinadas por su metamodelo. El proceso de 
transformación de modelos se realiza tomando en cuenta un modelo fuente o 
de entrada (source model) para generar un modelo objetivo o de salida (target 
model) y la transformación o reglas de transformación involucran un mapping, el 
cual se realiza conforme a los meta modelos respectivos. En la Ilustración 2 se 




Ilustración 2 - Aplicación de Reglas de Transformación de Modelos 
 
 En este contexto de transformación de modelos, los procesos de 
verificación existentes se han centrado en la definición de las reglas de 
transformación. Sin embargo esta tesis se centra en verificar de manera 
automática si los modelos de entrada están bien definidos para que el proceso 
de transformación genere como salida el modelo objetivo de forma completa. 
En otras palabras, que todo elemento del modelo de entrada sea transformado 
en un elemento correspondiente del modelo de salida. 
En el dominio de la interoperabilidad de modelos, los modelos de entrada 
requieren de información adicional para poder realizar la transformación de 
forma completa y automática. En el caso concreto de los modelos de análisis 
orientados a metas (modelos   ) que serán considerados a lo largo del proyecto, 
es requerida información adicional que complemente al modelo de entrada y de 
esta forma realizar el proceso de transformación hacia modelos de diseño, los 
cuales serán representados en diagramas de clases. La información adicional 
es añadida al modelo en forma de extensiones a través de Perfiles UML. Son 
precisamente estas extensiones las que se someterán a un procedimiento 
automático de verificación para comprobar que tengan toda la información 
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necesaria para poder ejecutar las reglas de transformación. Los modelos 
orientados a metas    son elegidos debido al amplio soporte, documentación y 
trabajo previo existente con el que se sustenta este proyecto de tesis, es por 
esto que se deja a un lado por ejemplo, KAOS, que es otro enfoque para la 
captura y modelado de requisitos orientado a metas. 
 En los puntos restantes de la presente sección se indican la Motivación y 
el Marco Teórico general en donde se sitúa la problemática, delimitado por 
aquellos conceptos clave para la comprensión de la tesis. En la Sección 2 se 
muestran el Objetivo General y Específicos para llevar a cabo el presente 
proyecto. En la Sección 3 se indica junto al  Alcance, los supuestos y 
limitaciones del proyecto. En la Sección 4 se presenta el Estado del Arte, donde 
se resume lo encontrado en la búsqueda de literatura relacionada. En la 
Sección 5 se señala la Metodología de Trabajo y en la Sección 6 la 
Planificación, junto con la definición de tareas, duración de cada una de ellas, 
entre otros detalles. En la Sección 7  se presenta el Desarrollo de la Solución 
propuesta. En la Sección 8 se muestra la Verificación y Validación de la 
Solución que contempla el caso de estudio a evaluar, la ejecución de métricas 
de verificación y el análisis de resultados respectivo. Luego en la Sección 9 se 
presentan las Conclusiones de este trabajo y finalmente en la Sección 10 se 








 La motivación de la tesis se sustenta en los beneficios que la verificación 
automática de los modelos de entrada proveerá, reduciendo el tiempo de 
definición y asegurando la detección de inconsistencia que impidan la ejecución 
de la transformación de modelos. Además, utilizando la misma información de 
verificación, será posible guiar la solución de los errores identificados para 
obtener una transformación completa. 
 Por otro lado, la herramienta propuesta como solución en este trabajo, 
será evaluada en modelos de análisis y diseño, pero su lógica y definición 
puede ser perfectamente aplicada a otros dominios de aplicación. El proceso de 
verificación se plantea de forma genérica, permitiendo así la definición de reglas 
de transformación asociada a otros modelos de entrada y extensiones 
particulares. Esto es posible dado que a lo largo del trabajo, las reglas de 
transformación, modelos y extensiones serán tratados de forma separada 
utilizando los estándares existentes para la definición de metamodelos y 
transformación de modelo. 
 
1.2 Marco Teórico 
 En esta sección se explican una serie de conceptos clave que dan 
soporte al trabajo de tesis con el fin de, facilitar el entendimiento del presente 
documento. Los conceptos son explicados de acuerdo a los estándares 
establecidos por la OMG, IEEE, y referencias de artículos relacionados. 
 UML: Lenguaje Unificado de Modelado (Unified Modeling Language), 
estándar de la OMG (Object Management Group) creado para diseñar, 
modelar o especificar software orientado a objetos, con el fin de 
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comprender las estructuras, relaciones o comportamiento de un sistema 
o sus componentes (OMG, 2015). 
 Metamodelo: Modelo o artefacto que sirve para especificar las reglas (o 
la sintaxis abstracta) de un lenguaje de modelado, es decir, las reglas 
para definir modelos. 
 MOF: Meta Object Facility, un estándar de la OMG que provee de un 
framework para gestión de metadatos, en otras palabras, proporciona las 
facilidades para generar tecnología orientado a modelos, por medio de la 
definición de metamodelos. En particular, MOF permite la definición de 
Perfiles UML con el fin de implementar las extensiones del lenguaje de 
modelado para los modelos de requisitos (OMG, 2015). 
 OCL: Object Constraint Language, un estándar de la OMG y un lenguaje 
formal para la descripción de expresiones sobre modelos UML. Aquellas 
expresiones generalmente especifican condiciones invariantes, reglas o 
restricciones que debe tener el sistema el cual está siendo modelado 
(OMG, 2014). 
 Interoperabilidad: Capacidad de dos o más sistemas o componentes 
para intercambiar información y usar esa información que ha sido 
intercambiada (IEEE, 1991). 
2. Objetivos 
 
2.1 Objetivo General 
 Asegurar la completitud de un proceso de transformación de modelos 





2.2 Objetivos Específicos 
 En esta sección se detallan los objetivos específicos, los que permitirán 
alcanzar el objetivo general: 
1) Garantizar la correcta ejecución de métricas orientadas a medir e 
identificar defectos en la definición de los modelos de entrada. 
 
2) Identificar de manera precisa y exacta los elementos del modelo que 
presentan algún problema, de inconsistencia o incompletitud, que 
impidan la correcta transformación. 
 
3) Guiar el proceso de mejora de los modelos mediante recomendaciones 
para resolver los problemas identificados. 
3. Alcance 
 De acuerdo a lo presentado en la Introducción de forma general, el 
presente proyecto de tesis contempla un proceso de verificación para entornos 
de interoperabilidad de modelos, con el propósito de que la transformación de 
modelos sea completa. Para esto se propone la evaluación de ciertas métricas 
que permiten medir e identificar aquellos elementos del modelo de entrada que 
presentan conflictos para realizar una correcta transformación. En particular, se 
considera que estos conflictos están relacionados con la información presente 
en las extensiones realizadas sobre los metamodelos involucrados. El resultado 
de las métricas generará información para guiar en la solución de los conflictos 
identificados, proponiendo alternativas para corregir estos conflictos. Todo lo 
expuesto anteriormente facilitará la aplicación de un caso de estudio, en donde 
se implementarán algunas métricas de verificación asociadas a ciertas 
extensiones para, finalmente, realizar los análisis de resultados 
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correspondientes. A continuación se consideran los supuestos y limitaciones 




 Uno de los ejes centrales en este trabajo de tesis hace alusión a la 
verificación de las extensiones, que están asociadas a reglas de 
transformación. Por tanto, se asume que la implementación de esas reglas es 
correcta, es decir, no se valida que la transformación analizada realmente 
cumpla con los requisitos de interoperabilidad establecidos entre las soluciones 
MDD. 
 El modelo de entrada también se considera válido conforme a su 
metamodelo, por lo que no se comprobarán sus propiedades, por ejemplo, si es 
consistente con su metamodelo. 
 
3.2 Limitaciones  
 El proyecto pretende ser una herramienta de uso genérico, no solo 
aplicable para transformaciones entre modelo de requisitos (modelos   ) y 
modelos de diseños (diagramas de clases). Sin embargo, los objetivos y 
planificación de este proyecto estarán delimitados sobre este contexto en 
particular y cualquier diseño o prueba aplicado a otros dominios queda fuera del 




4. Estado del Arte 
 En la búsqueda de literatura relacionada, se toma en consideración 
aquellos artículos que traten la verificación en el proceso de transformación 
entre artefactos de modelado, es decir, en transformaciones M2M. En el 
documento de Guerra et al. (2013) destaca la aplicación de ingeniería en el 
proceso de transformación de modelos debido a la complejidad y tamaño de las 
transformaciones, y a los diferentes lenguajes que permiten realizar la 
transformación de modelos, los cuales están orientados a la implementación en 
el desarrollo de la transformación. Hay muchos enfoques cuyo interés está en 
verificar la implementación de la transformación, todo mediante patrones o 
reglas de transformación que permitan comprobar el mapping generado entre el 
modelo fuente y el modelo objetivo,  y por tanto ver las diferencias y comprobar 
su validez. En este sentido el autor distingue dos enfoques, el primero 
corresponde al uso de lenguajes de transformación formal, y el segundo traduce 
la especificación de la transformación en un dominio formal para su posterior 
análisis. Un ejemplo de esto es propuesto por Cabot et al. (2010), donde 
proponen técnicas de verificación para transformaciones M2M basado en un 
análisis de un conjunto de reglas OCL derivados de una descripción declarativa 
de la transformación. Aquellas reglas deben mantener relación entre el modelo 
fuente y el modelo objetivo con el fin de que la transformación sea válida. Las 
reglas, los meta-modelos del modelo fuente y objetivo constituyen el “modelo de 
transformación”, el cual es analizado con alguna herramienta de verificación de 
diagramas de clase UML/OCL estático y posteriormente definir propiedades de 
correctitud de aquella transformación. 
 La revisión de aquellas herramientas descritas en el documento se 
realizó con el propósito de identificar si el proceso de verificación comprendía 
en alguna de sus fases la identificación o comprobación de la entrada en el 
sentido de si se encontraban bien definidas. UML2Alloy: Alloy es un lenguaje 
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formal aplicado para modelar sistemas o expresar comportamientos 
estructurales complejos, se traduce automáticamente el modelo en expresiones 
booleanas utilizando SAT solvers embebido en Alloy Analizer. Por tanto se 
convierte los diagramas de clases y reglas OCL (entrada) en modelo Alloy 
directamente, sin comprobar que la entrada está bien definida. HOL-OCL: 
Ambiente de prueba para OCL, para verificar la consistencia de la 
implementación realizando la transformación de las entradas en un dominio 
formal y que sirve para el realizar las observaciones pertinentes en la salida. 
UML2CSP: Herramienta utilizada como ejemplo en el documento de Cabot et 
al. (2010), en el enfoque se procede con la transformación de los diagramas 
junto con las restricciones en OCL al igual que las anteriores, pero en formato 
CSP o “Constraint Satisfaction Problem” y se verifican redundancias o 
ausencias de restricciones, respecto a los modelos fuente y objetivo 
participantes en la transformación, que satisfagan las condiciones descritas en 
la especificación OCL. CQC: Enfoque que chequea igualmente los diagramas 
junto a las reglas OCL mediante una transformación hacia una representación 
lógica,  para ver si satisfacen una serie de propiedades como por ejemplo 
redundancia de restricciones o Liveliness; ésta última hace referencia a 
determinar si una cierta clase puede al menos ser instanciada una vez. Todo el 
procedimiento apunta hacia la construcción de estados con el fin de ver si 
satisfacen o no las restricciones a partir de la información base determinada por 
los modelos de entrada.  
 Los diferentes enfoques realizan la verificación tomando en cuenta la 
realización de un modelo de transformación (a partir de los modelos de entrada 
y reglas OCL), luego un proceso de transformación particular y posteriormente 
la búsqueda de instancias. Pero en ningún caso se comprueba que 
efectivamente la información adicional (en formato OCL para este caso) estaba 
bien definida, solo se incorpora directamente.  
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A continuación se resumen las principales características de los diferentes 
enfoques expuestos anteriormente: 
 Diseño del Modelo de Transformación 
 
 Requiere Reglas de Transformación M2M para el Modelo de Entrada 
 
 Requiere Modelo Fuente y Modelo Objetivo 
 
 Realiza Transformación  
 
 Búsqueda de Instancias 
 
 Algo similar ocurre en el documento de Meedeniya (2013), en donde la 
verificación se enfoca en un nivel de transformación de modelos. Zalila (2013) 
plantea la verificación como un proceso de mapping de diferentes elementos 
estructurales y de comportamiento de DSML en una especificación Alloy para 
su posterior análisis. Shah (2012) también destaca la verificación del proceso 
evaluando la correctitud de la transformación de modelos. 
 Otra visión respecto a la verificación se encontró en el documento de 
Syriani & Gary (2012), en donde se verifican patrones de diseño a nivel de las 
reglas de transformación y por tanto está enfocado hacia implementación de la 
transformación. Además, para verificar y validar el diseño de la transformación 
de modelo utilizando patrones, se consideran atributos de calidad basado en la 
ISO 9126 con el fin de evaluar las propiedades de la transformación y, 
nuevamente, no tiene directa implicancia respecto a los modelos de entrada o 
modelos fuente en relación a si están correctamente definidos. 
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 En base a los documentos revisados, la verificación se enfoca 
principalmente en el proceso de transformación y en el análisis de los modelos 
para comprobar si cumplen con ciertas propiedades que deben mantener, dada 
alguna restricción en particular o incluso su propio metamodelo. En virtud de 
todo esto, no existe un mecanismo de verificación formal que compruebe las 
entradas antes de realizar la transformación con el fin de constatar si están bien 
definidas en base a ciertas reglas de transformación.  
5. Metodología de Trabajo 
 Para el desarrollo del presente proyecto de tesis, se adoptará un modelo 
de desarrollo basado en Action Research, cuyos fundamentos principales son: 
la identificación de preguntas de investigación que sean significativas para 
identificar algún problema, el diseño de posibles soluciones para esas 
preguntas, la implementación de un plan de acción o intervención en base a 
esas soluciones, la recolección y análisis de datos provenientes de los 
resultados de la intervención para determinar si fue exitoso o no, y finalmente la 
identificación de resultados generales del proceso para reformular las preguntas 
de investigación en un nuevo ciclo hasta que el problema esté resuelto. A 








1) Pregunta de Investigación: Donde se identifica algún problema y se 
generan preguntas relacionadas a él. 
2) Diseño de Soluciones: Se diseña y propone una serie de soluciones 
para las preguntas del paso previo en base a la recolección y análisis de 
datos de diversas fuentes. 
3) Curso de Acción: Se elige un curso de acción con el fin de aplicar una 
solución planteada en el paso anterior. 
4) Evaluación: Se estudia y evalúa las consecuencias del curso de acción 
aplicado. 
5) Aprendizaje: Se rescatan los resultados generales del proceso  para 
considerar aquellos aspectos positivos o negativos de la solución 
aplicada en tareas futuras. En esta etapa puede ser necesario redefinir 
alguna pregunta en caso no solucionar el problema y de esta manera 
repetir el ciclo, por lo que el proceso continúa hasta que el problema esté 
resuelto.  
 En la Ilustración 3 se muestra un esquema de Action Research con los 
pasos anteriormente descritos. 
 
Ilustración 3 - Modelo de Action Research 
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 Action Research es “aprender haciendo”. Se identifica una problemática, 
se realiza una acción para resolverla, se observa qué tan exitoso fue la acción o 
intervención y si el problema no es resuelto se intenta nuevamente. Este 
enfoque hace especial énfasis en estudios científicos, se analiza un problema 
de forma sistemática y se asegura de que la acción es informada  respecto a 
consideraciones teóricas (O’Brien, R. 1998). Por lo anterior, este enfoque es lo 
más adecuado para este trabajo de tesis dado el contexto en el que se 
encuentra la tesis respecto a MDD, en donde se valora la generación de nuevo 
conocimiento para el sustento de cada actividad dentro de la planificación del 




 En esta sección se describen las actividades a realizar para el desarrollo 
del presente proyecto y la duración estimada de cada una de ellas con el fin de 
implementar la herramienta de verificación para modelos orientados a metas   . 
 
6.1  Hitos 
.  Se definen 3 etapas principales, las cuales marcarán los hitos del 
proyecto. Se presenta a continuación una tabla con los conceptos clave de las 
etapas del proyecto junto a su duración y esfuerzo estimado. Finalmente se 
describen las tareas asociadas y las fechas consideradas de inicio y término 
para cada una de las etapas principales. 
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Nº Etapa Duración Esfuerzo 
1 Módulo de Verificación 2,5 Meses 5 HH diarias 
2 Módulo de Propuesta de 
Soluciones 
1 Mes 5 HH diarias 
3 Pruebas y Documentación 1,5 Meses 3 HH diarias 
Tabla 1 – Etapas Principales del Proyecto 
Etapa 1: Desarrollo del Módulo de Verificación 
 Primera parte del plan de trabajo, que corresponde al diseño general y 
posterior desarrollo del módulo de verificación de extensiones asociadas a 
modelos de requisitos   , aplicando las reglas de verificación respectivas. 
Las principales tareas en esta etapa del plan de trabajo se describen a 
continuación: 
I. Diseño general y arquitectura de la solución: 
- Se especifica el diseño y arquitectura de la solución general 
propuesta, considerando los componentes y estructura para la 
elaboración de la herramienta de verificación sobre modelos de 
requisitos del presente trabajo de tesis. El proceso global de la 
solución contempla tanto la ejecución de reglas de verificación para 
identificar y cuantificar los inconvenientes, como las posibles 
soluciones propuestas para corregir aquellos elementos con 
problemas. Los resultados esperados, los metamodelos base que se 
considerarán a lo largo del proyecto y el caso de estudio a evaluar se 
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presentan en el documento de Pastor, Giachetti, Marín, López y 
Franch (2011).  
 
II. Estudio y revisión de tecnologías para el desarrollo de ambos módulos: 
- Se realiza una revisión de las funcionalidades del plugin de Eclipse 
“Papyrus”, para la implementación del metamodelo de requisitos, 
perfiles UML y reglas de verificación asociadas. En esta tarea destaca 
y se justifica en mayor medida el modelo de desarrollo elegido (Action 
Research), en virtud de las características de Papyrus para la 
implementación de una solución MDD. 
 
 
III. Desarrollo del Módulo de Verificación: 
- Se desarrolla el Módulo de Verificación implementando las reglas de 
verificación y tomando como entrada el modelo de requisitos 
extendido junto a su metamodelo (los cuales deben estar también 
implementados y cargados en Papyrus), para luego generar los 
resultados con las medidas de verificación que serán la base para la 
generación de propuestas de soluciones para módulo siguiente. Se 
establece  
 
IV. Pruebas sobre el módulo: 
- Se realizan pruebas unitarias a las reglas de verificación 
implementadas con la finalidad de identificar y corregir aquellos 
defectos que generen resultados no esperados en la ejecución de 
métricas de verificación presentes en las reglas. El mecanismo de 
prueba considera aspectos tales como valores válidos/inválidos, 
condiciones borde y manejo de alertas y/o excepciones 
proporcionadas por Papyrus. La validación de los resultados de las 
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pruebas se realizan conforme a la literatura en donde se comparan 
los resultados obtenidos mediante un procedimiento de verificación 
manual, con los resultados de las pruebas del presente proyecto. 
Dado el eje central del presente trabajo de tesis, se define este 
módulo con mayor prioridad con el propósito de alcanzar los objetivos 
establecidos en este trabajo. 
 
La Etapa 1 contempla su inicio el día 8 de agosto y su finalización el día 14 de 
octubre. 
 
Etapa 2: Desarrollo del Módulo de Propuesta de Soluciones 
 Segunda etapa del plan de trabajo, corresponde desarrollo de la 
herramienta para proponer y guiar hacia las posibles soluciones permitidas, 
para que el usuario pueda corregir las extensiones que presentan conflictos que 
impiden la completa transformación del modelo. Todo esto en base a la 
información otorgada por la ejecución de ciertas métricas y que permiten 
identificar el tipo de problema que se disparó antes de realizar el proceso de 
transformación. 
 Las principales tareas en esta etapa del plan de trabajo se describen a 
continuación: 
I. Desarrollo del Módulo de Propuesta de Soluciones: 
- Una vez terminado el Módulo de Verificación, se continúa con el 
desarrollo del Módulo de Propuesta de Soluciones tomando como 
entrada los resultados obtenidos por el primer módulo, y así proponer 
alternativas de solución para la corrección del modelo extendido en 
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caso de presentar inconvenientes en la información adicional del 
mismo. 
 
II. Pruebas sobre el módulo: 
- Se realizan pruebas unitarias para corregir defectos existentes en la 
implementación, el mecanismo de prueba también considera 
aspectos tales como valores válidos/inválidos, condiciones borde y 
manejo de alertas y/o excepciones proporcionadas por Papyrus. La 
validación de los resultados también se realiza conforme a la 
literatura en donde se comparan las soluciones sugeridas e 
identificadas de forma manual, con las soluciones propuestas por el 
módulo. 
La Etapa 2 contempla su inicio el día 17 de octubre y su finalización el día 11 de 
noviembre. 
 
Etapa 3: Pruebas y Documentación 
 Tercera etapa y final del proyecto, corresponde a la evaluación sobre un 
caso de estudio concreto de la literatura considerando las funcionalidades 
otorgadas por los dos módulos antes señalados y posteriormente documentar 
los resultados y todo el proceso de desarrollo de la tesis. 
 Las principales tareas en esta etapa del plan de trabajo se describen a 
continuación: 
I. Evaluar un caso de estudio: 
- Aplicación de un caso de estudio de la literatura, el que corresponde 
a un modelo orientado a metas, cuya información adicional se 
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ejemplifica en el documento de Pastor et al (2010). ya que no está 
presente en la especificación original de   . 
 
II. Refinar la solución implementada: 
- Afinar la ejecución de reglas de verificación y evaluar la incorporación 
de nuevas reglas o eliminar las ya existentes. Esto permitirá 
finalmente, mejorar el resultado de la verificación y por consiguiente, 
las soluciones propuestas para corregir el modelo extendido. 
III. Análisis y documentación de resultados finales: 
- Se validan los resultados obtenidos en este trabajo de tesis con los 
de la literatura y se documentan los resultados finales del desarrollo 
de la herramienta de verificación. 
La Etapa 3 contempla su inicio el día 14 de noviembre y su finalización el día 23 
de diciembre. 
6.2 Carta Gantt 
 En esta sección se presenta la Carta Gantt del presente proyecto de 
tesis, detallando la distribución de tareas de cada fase y la duración de cada 



















7. Desarrollo de Solución 
 La herramienta utilizada para trabajar con los modelos de entrada y 
salida, sus metamodelos respectivos, extensiones, reglas de verificación y 
transformación, corresponde al entorno de desarrollo integrado Eclipse. 
Además es requerido el plugin Papyrus que pertenece al mismo IDE para el 
diseño y desarrollo del metamodelo de entrada y de sus extensiones. No es 
necesario el diseño o desarrollo del metamodelo de salida debido a que 
corresponde a los modelos de clases de UML y el plugin facilita la carga y el 
manejo directo del metamodelo desde los registros de Eclipse. Por otra parte, el 
uso del metamodelo de salida será considerado solo para efectos prácticos y de 
prueba ya que, como se explicaba en las secciones anteriores, la verificación 
está centrada en el modelo de entrada y sus extensiones, es decir, verificar si 
las extensiones están bien aplicadas antes de realizar cualquier proceso de 
transformación. 
 
7.1 Diseño General 
 En esta sección se presenta la arquitectura de la solución general 
propuesta en este trabajo. Para verificar modelos de metas extendidos es 
necesario diseñar una herramienta en Eclipse para este efecto. En la Ilustración 
2 se mostró el esquema general que involucra un proceso de transformación de 
modelo utilizando reglas de transformación considerando los metamodelos 
respectivos. En la Ilustración 6 se amplía este contexto y se presenta el diseño 
de la solución que involucra un proceso de verificación de modelo extendido 




Ilustración 6 - Arquitectura de la Solución General 
 
 En la Ilustración 6 se muestra la estructura del flujo para verificar el 
modelo extendido, para esto se definen dos módulos: El Módulo de Verificación 
que se encarga de ejecutar reglas de verificación o métricas de verificación que 
generarán un Resultado de la Verificación, y El Módulo de Propuesta de 
Soluciones que en base a ese resultado pueda generar propuestas para 
solucionar los inconvenientes registrados y así corregir el modelo. 
 En la arquitectura general presentada, se deben considerar ciertos 
aspectos, tales como los elementos de entrada y salida en cada paso. En la 





Ilustración 7 - Proceso sistemático de Verificación 
  
 Durante la Etapa 1, en la tarea relacionada al estudio y revisión de la 
tecnología, se identificó que las herramientas de Eclipse no soportan de forma 
nativa el uso del Perfil UML para extender metamodelos que no son UML, es 
decir, no es aplicable sobre el metamodelo de requisitos   . Dado este 
escenario se opta por el diseño y desarrollo de un Pseudo Perfil para extender 
el metamodelo de requisitos, esto se explicará en detalle en las secciones 
siguientes. En este sentido y en virtud del tiempo, la arquitectura presentada 
inicialmente en la Ilustración 6 se ve afectada en menor medida, los Módulos de 
Verificación y de Propuesta de Soluciones se implementaron en uno solo. De 
esta forma el flujo para aplicar las reglas de verificación sobre un modelo de 
requisitos extendido y proponer soluciones para la corrección del mismo en 
caso de existir problemas, se mantiene con la finalidad de cumplir con los 
objetivos del presente trabajo de tesis.  
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7.2 Definición de Metamodelo para i* 
 Para trabajar con modelos de requisitos    es necesario contar con algún 
metamodelo disponible en la literatura y que pueda servir como base para el 
desarrollo de la solución en el presente proyecto, por tanto se considera el 
metamodelo de referencia de    publicado en el documento de Pastor et al 








Ilustración 8 - Metamodelo    de referencia en Papyrus 
 Una vez que se tiene el metamodelo    en Papyrus, es posible crear 
modelos o instancias del mismo. Es factible además obtener un modelo de 
requisitos extendido agregando elementos directamente en el metamodelo de la 
Ilustración 8 y obtener los mismos resultados. Sin embargo, en el contexto de 
este trabajo se intenta utilizar la especificación original de     y agregar 
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extensiones ligeras (o lightweight) que no cambian la estructura del metamodelo 
de    y permitan la verificación en entornos MDD. Por una parte este tipo de 
extensiones hacen transparente el proceso de verificación en relación a la 
especificación de requisitos, pero además, posibilitan la compatibilidad con 
tecnología u otras soluciones basadas en el metamodelo original de   . 
 Dado las características presentadas respecto a las herramientas UML 
de Eclipse, se ha establecido un procedimiento para la generación de un 
Pseudo Perfil basado en la definición de un nuevo metamodelo que extienda del 
metamodelo de    sin cambiar su estructura original. Este procedimiento se 
detalla a continuación. 
 
7.3 Definición de Pseudo Perfil para i* 
 Una forma para definir las extensiones sobre modelos es aplicando 
Perfiles UML. Éstos permiten extender las características de un modelo para un 
dominio específico. En términos prácticos un perfil no es nada más que un 
modelo que facilita la extensión, en este caso, de la sintaxis del modelo de 
requisitos para denotar el modelo extendido. Según la especificación del 
estándar es posible aplicar perfiles a cualquier metamodelo MOF, y no solo a 
UML desde el año 2011 (OMG, 2015). En Papyrus, se debe crear primero un 
modelo de requisitos utilizando un editor, y luego aplicar el perfil sobre él. En el 
transcurso del proyecto se pudo evidenciar que con Papyrus solo existen dos 
opciones: Aplicar el perfil a un modelo UML o bien aplicar los estereotipos del 
perfil directamente sobre el metamodelo de   , con ésta última opción se 
obtiene un metamodelo con una extensión aplicada pero aquellas propiedades 
añadidas no son modificables dentro de su modelo debido a que la aplicación 
de la extensión se realiza sobre la estructura del metamodelo de requisitos, en 
lugar de emplearla sobre el modelo de requisitos (situación no soportada hoy en 
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día). Lo que se requiere para el proyecto de tesis es aplicar el perfil al modelo 
de    para que el diseñador o analista pueda crear el modelo de requisitos 
extendido, aunque por el momento el plugin de Eclipse no soporta esta 
implementación dado que las opciones para aplicar el perfil a un modelo de    
(cuyo metamodelo desarrollado en Papyrus es conforme a MOF) no se 
muestran disponibles. El Perfil UML de referencia se muestra en la Ilustración 9: 
 
Ilustración 9 - Perfil UML de referencia en Papyrus 
 
 Dado lo anterior, para poder implementar estas extensiones finalmente 
no se realiza mediante un Perfil UML sino que se utiliza un metamodelo, el cual 
se denominó “Pseudo Perfil”, y que tiene todos aquellos elementos que 
permitan generar un modelo de requisitos extendido. El funcionamiento es 
similar, recordando que el Perfil UML es también un metamodelo. En la 





Ilustración 10 - Pseudo Perfil 
 Para el desarrollo de este Pseudo Perfil, de igual forma se considera 
como base y guía el Perfil UML de referencia, presentado en el documento de 
Pastor et al (2011). La idea principal del Perfil es la aplicación de sus elementos 
“stereotypes” sobre los del modelo de requisitos, y el concepto del Pseudo Perfil 
está más relacionado con la herencia y referencia hacia aquellos elementos del 
modelo de requisitos. El análisis para llegar desde el Perfil a un Pseudo Perfil 
se presenta a continuación: 
 Se identificó que el Perfil UML se aplica sobre las instancias del 
metamodelo original, es decir, sobre aquellos elementos del modelo de 
requisitos; conforme a los nodos del metamodelo que se pueden instanciar 
(nodos no abstractos) 
 Luego se toma en cuenta el hecho de que se puede obtener un resultado 
similar modificando el metamodelo original agregando los elementos 
(extensiones) directamente sobre él, para luego generar un editor y crear un 
modelo de requisitos extendido. 
 Como la idea central no es modificar el metamodelo original y además se 
requiere la aplicación de extensiones respetando ese criterio, entonces se 
reconoce la posibilidad de obtener otro metamodelo de requisitos idéntico al 
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original (que herede del original) y de alguna manera modificarlo sin cambiar su 
estructura, también utilizando la herencia. Esto en términos prácticos se traduce 
en el desarrollo de un metamodelo (Pseudo Perfil) que herede la estructura 
completa del metamodelo de    y así obtener un metamodelo equivalente al 
original. El resto de los elementos del Pseudo Perfil corresponderán a las 
extensiones del metamodelo de    mediante una especialización hacia los 
nodos que se pueden instanciar (en otras palabras hacia los “nodos hoja”, 
dejando a un lado obviamente a los nodos que son abstractos). 
 En la Tabla 2 se explica en detalle los elementos del Pseudo Perfil y el 
objetivo de la herencia hacia el metamodelo de requisitos: 
 
Elemento del Pseudo 
Perfil 
Herencia dentro del 
Pseudo Perfil 
Objetivo de la Herencia 
hacia el Metamodelo 
Original 
VModel - Hereda de IStarModel, que 
corresponde a toda la 
estructura y elementos del 
metamodelo de requisitos 
  . 
SGoal - No Aplica 
SGoalI SGoal Hereda de IGoal, que 
corresponde a las Internal 
Goal o Metas Internas 
dentro de los límites de un 
Actor. 
SGoalD SGoal Hereda de DGoal, que 
corresponde a las 
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Dependency Goal o Metas 
de Dependencias que 
están fuera de cualquier 
límite de un Actor. 
STask - No Aplica 
STaskI STask Hereda de ITask, que 
corresponde a las Internal 
Task o Tareas Internas 
dentro de los límites de un 
Actor. 
STaskD STask Hereda de DTask, que 
corresponde a las 
Dependency Task o Tareas 
de Dependencias que 
están fuera de cualquier 
límite de un Actor. 
SActor SEntity Hereda de ISActor del 
metamodelo de requisitos, 
que corresponde al Actor 
dentro del modelo. 
SEntity - No Aplica 
SResource - No Aplica 
SResourceI SResource Heredan de IResource que 
corresponde a las Internal 
Resource o Recursos 
Internos dentro de los 






SInfoRI SResourceI No Aplica 
SResourceD SResource Heredan de DResource 
que corresponde a las 
Dependency Resource o 
Recursos de Dependencias 
que están fuera de 





SInfoRD SResourceD No Aplica 
Tabla 2 – Pseudo Perfil y Objetivo de Herencia 
  
 En un Perfil UML el mecanismo para definir las extensiones es usar los 
llamados estereotipos (stereotypes) sobre las clases y con esto es posible 
manejar los elementos sobre los cuales se desean aplicar las extensiones  El 
prefijo “S” en las clases del Pseudo Perfil denota el equivalente estereotipo en 
el Perfil UML. Los elementos dentro del Pseudo Perfil y sus propiedades se 
explican a continuación: 
 VModel: Clase Principal del metamodelo del Pseudo Perfil, con el cual 
se importan las estructuras y relaciones del metamodelo original de 
requisitos. En Papyrus es seleccionado como el Object Model, lo que 
implica ser utilizado como el nodo inicial para la creación del modelo 
extendido. 
  
 SGoal: Clase Abstracta para representar las Metas del metamodelo de 




 SGoalI: Clase para representar las Metas de tipo Internal del 
metamodelo de requisitos. Hereda de SGoal. 
 
 SGoalD: Clase para representar las Metas de tipo Dependency del 
metamodelo de requisitos. Hereda de SGoal. 
 
 STask: Clase Abstracta para representar las Tareas del metamodelo de 
requisitos. A partir de aquí se establecen dos especializaciones: STaskI y 
STaskD. Además cuenta con dos Propiedades: 
 
o generates: SEntity: Propiedad para representar los servicios de 
creación en el modelo de clases. 
o affects: SResource: Propiedad para representar los servicios 
afectados por recursos. 
 
 STaskI: Clase para representar las Tareas de tipo Internal del 
metamodelo de requisitos. Hereda de STask. 
 
 STaskD: Clase para representar las Tareas de tipo Dependency del 
metamodelo de requisitos. Hereda de STask. 
 
 SEntity: Clase Abstracta para representar las entidades que serán 
transformadas o representadas por las Clases en el diagrama de clases. 
A partir de aquí se establecen tres especializaciones: SActor, 
SPhysicalRD, SPhysicalRI. Además cuenta con una Propiedad: 
 
o generatedBy: STask: Propiedad para representar cuando una 




 SActor: Clase para representar los Actores del metamodelo de 
requisitos. Hereda de SEntity. 
 
 SResource: Clase Abstracta para representar los Recursos del 
metamodelo de requisitos. A partir de aquí se establecen dos 
especializaciones: SResourceI y SResourceD. 
 
 SResourceI: Clase Abstracta para representar los Recursos de tipo 
Internal del metamodelo de requisitos. Hereda de SResource. A partir de 
aquí se establecen dos especializaciones: SPhysicalRI y SInfoRI. 
 
 SPhysicalRI: Clase para representar los Recursos Físicos de tipo 
Internal. Hereda de SResourceI y SEntity. 
 
 SInfoRI: Clase para representar los Recursos Informacionales de tipo 
Internal. Hereda de SResourceI. Además cuenta con una Propiedad: 
 
o infoOf: SEntity: Propiedad para representar los atributos de la 
clase que será representado por la entidad correspondiente. 
 
 SResourceD: Clase Abstracta para representar los Recursos de tipo 
Dependency del metamodelo de requisitos. Hereda de SResource. A 
partir de aquí se establecen dos especializaciones: SPhysicalRD y 
SInfoRD. 
 
 SPhysicalRD: Clase para representar los Recursos Físicos de tipo 
Dependency. Hereda de SResourceD y SEntity. 
 
 SInfoRD: Clase para representar los Recursos Informacionales de tipo 




o infoOf: SEntity: Propiedad para representar los atributos de la 
clase que será representado por la entidad correspondiente. 
 
 El procedimiento para la generación del Pseudo Perfil sirve para el caso 
de estudio propuesto en el proyecto de tesis, pero además se puede generalizar 
para cualquier otro metamodelo que sea utilzado bajo este esquema de 
verificación desarrollado. En la Ilustración 11, se muestra el proceso sistemático 
para la generación del Pseudo Perfil en donde es requerido esencialmente el 
metamodelo que se requiere extender, tal como ocurre para la generación de 
un Perfil UML, para identificar aquellos nodos o clases que serán instanciadas 
en el modelo y para definir la información adicional que será agregada en ellos. 
En el caso de contar con el metamodelo original y un Perfil UML previamente 
creado es posible generar un pseudo perfil a partir de ambos, o solamente a 
partir del Perfil UML debido a que éste último ya contempla los elementos del 
metamodelo original al cual serán aplicadas las extensiones. En el caso del 
presente trabajo de tesis, para elaborar el Pseudo Perfil se utilizó como 
referencia el Perfil UML y además el metamodelo original por la información 
adicional requerida para el caso de estudio concreto. 
 




8. Verificación y Validación de la Solución 
 Luego de tener los metamodelos implementados en Papyrus, se realiza 
la evaluación del caso de estudio concreto utilizando las reglas de verificación 
implementadas en ATL para después proponer soluciones para la corrección 
del modelo extendido involucrado. 
8.1 Modelo i* para el Caso de Estudio  
El caso de estudio  se recuperó del documento de Pastor et al (2011). En 
la Ilustración 12 se muestra el modelo de ejemplo que aparece en el 
mismo documento: 
 
Ilustración 12 - Interacción entre Vendedor y Cliente, recuperado del documento de 
Pastor et al (2011). 
 
 En este ejemplo se pueden apreciar los principales elementos que 
componen el modelo de requisitos   : Actores, Relaciones y Elementos 
Intencionales. Dentro de éste último se encuentran principalmente las 
Metas; y luego los Recursos y Tareas que pueden ser Internos (cuando 
están dentro del límite o frontera de un Actor), o de Dependencia 
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(cuando se encuentran fuera de cualquier límite de un Actor, en este 
caso, existen tres tareas con dependencias). La Ilustración 12 representa 
un modelo de requisitos conforme al metamodelo original de   , es decir, 
sin las extensiones que son necesarias para generar un proceso de 
transformación de forma completa. 
8.2 Instanciación del Pseudo Perfil para el Caso 
de Estudio 
 Una vez que se desarrolla el Pseudo Perfil empleando VModel, el cual 
hereda toda la estructura del metamodelo original, y utilizando el resto de los 
elementos que hacen referencia a las extensiones, es posible ahora crear un 
modelo de requisitos extendido. Con el Pseudo Perfil aplicado, se obtiene un 
modelo diferenciado e independiente del metamodelo original, bajo el criterio de 
no modificar el metamodelo original y de agregar las extensiones junto al 
mismo. Para generar el modelo de requisitos extendido en Papyrus se necesita 
generar primero un editor del modelo para el Pseudo Perfil.  
 Con el Pseudo Perfil, es posible generar aquel modelo extendido, gracias 
a la herencia aplicada hacia el metamodelo original. En Papyrus el modelo 
extendido (en base al diagrama de la Ilustración 12) se muestra en forma de 
árbol en la Ilustración 13, y en la Ilustración 14 la correspondencia de elementos 




Ilustración 13 - Modelo de Requisitos Extendido en Papyrus 
 
 
Ilustración 14 - Equivalencia en la Literatura y en Papyrus 
 
 El  modelo de requisitos representado corresponde al modelo extendido, 
en donde ahora se pueden apreciar los elementos que no estaban presentes en 
el metamodelo original como lo son, por ejemplo, los Recursos Físicos e 
Informacionales. Las propiedades de aquellos elementos extendidos también 
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están presentes, para el caso de los recursos informacionales (ya sea de tipo 
Internal o Dependency) se indica la propiedad infoOf (Ver Ilustración 15 para el 
ejemplo de Available Stock). 
 
 
Ilustración 15 - Propiedades de las Extensiones 
 
 El resto de las propiedades en la Ilustración 15 no aparecen en el 
Pseudo Perfil, pero de todas formas están presentes; esto a raíz de la herencia 
del metamodelo original realizado en VModel. Otro punto a destacar es que 
infoOf en el Pseudo Perfil es de tipo SEntity, por lo tanto los únicos valores 
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posibles a asignar en esa propiedad son los Recursos Físicos (Purchase Order, 




Ilustración 16 - Opciones Válidas para la propiedad infoOf 
  
8.3 Definición de Métricas de Verificación 
 Una vez que el modelo extendido se encuentra implementado en 
Papyrus, se procede a realizar el proceso de verificación de las extensiones del 
modelo de requisitos. Las reglas de verificación desarrolladas fueron 
implementadas en ATL (Atlas Transformation Language). Como lo señala Ruiz 
(2013) ATL es un lenguaje y un motor de transformaciones para M2M, el cual 
está basado en OCL. Esto además facilita el manejo de reglas de verificación 
de forma separada, ya que la implementación en OCL queda vinculada 
directamente sobre el metamodelo. Si bien el eje central de la tesis no es la 
transformación ni la verificación de ese proceso, es de interés el poder corregir 
los elementos identificados por las reglas de verificación y de esta forma 
visualizar la transición desde el modelo de requisitos extendido hacia un modelo 
de clases, por lo que es posible agregar una sección en las reglas de 
verificación para transformar el modelo extendido una vez solucionados los 
inconvenientes y ver el resultado final. 
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 Luego de esto, se procede a crear un proyecto en ATL, que permitirá 
implementar las reglas de verificación y transformación de modelos. Los 
componentes esenciales de ATL que se utilizaron son: Headers, Helpers y 
Rules. Los parámetros del Header solicitados al momento de crear el proyecto 
en Eclipse son el nombre para el módulo de la transformación; los metamodelos 
de origen y destino que hacen referencia al metamodelo del Pseudo Perfil y al 
metamodelo de UML disponible en los registros de Eclipse respectivamente; y a 
los modelos de entrada y salida, que corresponden respectivamente a la ruta 
del modelo extendido y a la ruta del modelo de salida que se va a generar. 
Destacar que los metamodelos cargados al proyecto de ATL deben estar en 
formato .ecore, y no en .uml como los genera Papyrus. Ese archivo se obtiene 
desde el editor del Pseudo Perfil. (Ver Ilustración 17). Para acceder y editar el 




Ilustración 17 - Carga del Metamodelo del Pseudo Perfil 
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 Para implementar las reglas de verificación se considera como base las 
métricas que aparecen en el documento de Pastor et al (2011), en donde se 
definen dos métricas de tipo Critical y dos métricas de tipo Warning. En el 
documento se menciona que el primer nivel (Critical) reporta aquellos 
elementos que se deben corregir porque no pueden ser transformados o 
producen un modelo incorrecto, y el segundo nivel (Warning) reporta aquellos 
elementos que se pueden mejorar para obtener un mejor modelo.  
 Para ejemplificar cada una de las métricas, se presentan continuación el 
modelo    del Caso de Estudio y el correspondiente modelo    extendido 
(Ilustración 18), destacando aquellos elementos que serán considerados en 
cada caso: 
 
Ilustración 18 - Elementos del modelo extendido considerados. 
 
 Por cada ejemplo se detallarán los conflictos, las alternativas de solución 
para éstos, y el efecto esperado en el modelo de salida empleando la solución 
propuesta. Dentro del proceso de transformación desde modelos    hacia 
modelos de clases, la regla principal es que toda Entidad del sistema, tanto 




 Wrong Attribute Generation (WAG) 
 Esta métrica identifica aquellos Recursos Informacionales que no están 
relacionados con ningún Actor o Recurso Físico, es decir, con ninguna 
Entidad del sistema. Aquellos recursos no pueden ser transformados ya que 
generan atributos sin clases que las contengan, es por esto que la métrica 
está catalogada como tipo Critical. La información obtenida por la evaluación 
de esta métrica puede ser usada para corregir los conflictos identificados en 
el modelo extendido. Las alternativas de solución para la corrección del 
modelo se listan a continuación: 
 
 Asociar Recurso Informacional a una Entidad del Sistema (Actor o 
Recurso Físico). 
 Cambiar el Recurso Informacional a Recurso Físico 
 Remover el Recurso del Sistema 
 
 En la Ilustración 19, se presenta un ejemplo de aplicación de esta métrica 








 En la siguiente tabla (Ver Tabla 3) los elementos involucrados deben 
estar relacionados con alguna entidad del sistema, de lo contrario el modelo 
resultante presentará clases sin atributos, ya que existirán elementos que no 
podrán ser transformados. Esto se logra asignando algún valor a la 
propiedad infoOf de los Recursos Informacionales (originalmente la 
propiedad de los recursos está vacía). El impacto que tiene la corrección, en 
el modelo de salida, se muestra en la Ilustración 20. 
 
Recursos en Modelo    
Recursos en 




Available Stock SInfoRI Available 
Stock 
- infoOf: Product 
Total SInfoRI Total - infoOf: Invoice 
Number SInfoRI Number - infoOf: Invoice 
Tabla 3 - Recursos considerados para el ejemplo WAG 
 
 
Ilustración 20 - Efecto de la corrección usando WAG 
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 Wrong Service Generation (WSG) 
 Esta métrica identifica aquellas Tareas que no generan Entidades ni 
afectan Recursos. Esas Tareas no pueden ser transformadas ya que 
generan servicios sin clases que las contengan, es por esto que la métrica 
está catalogada como tipo Critical. La información obtenida por la evaluación 
de esta métrica puede ser usada para corregir los conflictos identificados en 
el modelo extendido. Las alternativas de solución para la corrección del 
modelo se listan a continuación: 
 
 Indicar si la Tarea involucrada participa en la generación de una 
Entidad del sistema o afecta el estado de un Recurso. 
  
 Ahora en la Ilustración 21, se presenta un ejemplo de aplicación de esta 
métrica considerando el modelo    extendido, el cual está representado por 
el Pseudo Perfil: 
 
 






 En la siguiente tabla (Ver Tabla 4), los elementos involucrados deben 
estar relacionados con alguna entidad del sistema o afectar algún recurso, 
de lo contrario el modelo resultante presentará clases sin servicios, ya que 
existirán elementos que no podrán ser transformados. Esto se logra 
asignando algún valor a la propiedad generates o affects de las Tareas 
(originalmente la propiedad de las tareas está vacía). El impacto en el 
modelo de salida, se muestra en la Ilustración 22. 
 
Tareas en Modelo    
Tareas en Modelo 
   Extendido 
Afecta o Genera el 
Recurso…  
Original Corregido 
Evaluate Product Stock 
STaskI Evaluate 
Product Stock 
-  affects: Product 




- affects: Product 
Tabla 4 - Tareas consideradas para el ejemplo WSG 
 
 
Ilustración 22 - Efecto de la corrección usando WSG 
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 Non-Instantiable Class (NIC) 
 Esta métrica identifica aquellas Entidades sin una Tarea de producción 
relacionada. Esas Entidades generan clases sin un servicio de instanciación, 
lo cual es relevante ya que sin este servicio, la clase no se puede definir 
correctamente, es decir, todas las clases deben ser capaces de generar 
instancias. Es por esto que la métrica está catalogada como tipo Warning, 
ya que la definición de una tarea de producción puede ser realizada en 
tiempo de diseño una vez generado el modelo de clases. La información 
obtenida por la evaluación de esta métrica puede ser usada para mejorar los 
inconvenientes identificados en el modelo extendido. Las alternativas de 
solución para la mejora del modelo se listan a continuación: 
 
 Definir una nueva Tarea en el modelo como una tarea de producción 
que involucre una Entidad. 
 Cambiar el Recurso Físico a un Recurso Informacional.  
 
 Ahora en la Ilustración 23, se presenta un ejemplo de aplicación de esta 
métrica considerando el modelo    extendido, el cual está representado por 
el Pseudo Perfil: 
 
 
Ilustración 23 - Elementos considerados para el ejemplo de NIC 
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 En la siguiente tabla (Ver Tabla 5), los elementos involucrados deben 
estar relacionados con alguna tarea del sistema, de lo contrario el modelo 
resultante presentará clases sin servicios de instanciación, ya que existirán 
elementos que no podrán ser bien definidos. Esto se logra asignando algún 
valor a la propiedad generatedBy de las Entidades (originalmente la 
propiedad de las entidades está vacía). En este caso particular, el valor de la 
propiedad para Invoice corresponde a una Tarea ya existente en el modelo; 
no así con Product, ya que se debe asignar una Tarea que todavía no existe 
en el modelo, por lo que es necesario agregar una Tarea de producción 
nueva (tal como se indica en las alternativas de solución para esta métrica), 
con el nombre de Create Product. El impacto en el modelo de salida, se 
muestra en la Ilustración 24. 
 
Entidades en Modelo     
Entidades en 
Modelo    
Extendido 


































 En la siguiente tabla se resumen las cuatro métricas expuestas en el 
documento de Pastor et al (2011). 
Métricas Nivel de Criticidad Propósito 
M1. Wrong Attribute 
Generation (WAG) 
Critical Identificar aquellos 
Recursos Informacionales 
que no están relacionado 
a un Actor o Recurso 
Físico   
M2. Wrong Service 
Generation (WSG) 
Critical Identificar Tareas que no 




Warning Identificar aquellos Actores 
que no son seleccionados 




Warning Identificar las Entidades 
(Actores o Recursos 
Físicos) del sistema sin 
una Tarea de producción 
relacionada. 





 Utilizando esta información como guía, se toma la decisión de 
implementar tres de ellas: M1, M2 y M4. La métrica M3 identifica los Actores 
que no son seleccionados para la generación del modelo. En el contexto de la 
tesis, el Pseudo Perfil permite la instanciación de la extensión “SActor” de forma 
directa, el que a su vez también es de tipo “ISActor” del metamodelo original 
gracias a la herencia, por lo que es posible referirse a la instancia de SActor de 
ambas formas. No así la creación de un elemento ISActor del metamodelo 
original heredado ya que, a pesar de que es posible su instanciación dentro del 
modelo, no es considerado por las reglas de verificación en ATL porque toma 
en cuenta aquellas clases que pertenezcan al Pseudo Perfil directamente (en 
este caso, a SActor). En el documento la aplicación de la métrica es posible 
porque existe un único metamodelo de requisitos y al elemento se le aplica el 
estereotipo del Perfil UML y solo basta con comprobar si la instancia tiene el 












8.4 Ejecución de Métricas de Verificación 
 En esta sección se presenta la ejecución de reglas de verificación 
implementadas, considerando las métricas antes expuestas. 
8.4.1 Wrong Attribute Generation 
 WAG – Wrong Attribute Generation: La regla en este caso se encarga 
de comprobar que los Recursos Informacionales estén asociados a una Entidad 
(SEntity). Como resultado se muestra en la consola la cantidad de elementos 
que presentan el problema y el detalle de los mismos. En la Ilustración 18 se 
pueden ver en las tres tareas en el modelo y ninguna tiene asignada la 
propiedad infoOf, por lo tanto la métrica debe ser capaz de reconocer los 
elementos con inconvenientes y la cantidad al momento de ejecutar la 
verificación. El resultado se muestra en la Ilustración 26 por la consola de 
Eclipse. Luego de asignar un valor en la propiedad infoOf de cualquier Recurso 
Informacional, al momento de ejecutar nuevamente la verificación, la métrica da 
cuenta de esta situación.  
 Para ejemplificar se asigna un valor a la propiedad infoOf del Recurso 
Informacional Available Stock, el que corresponde a la entidad Product de tipo 





Ilustración 25 - Tres Recursos Informacionales con inconvenientes 
 
 





Ilustración 27 - Dos Recursos con inconvenientes 
 
 





8.4.2 Wrong Service Generation 
 WSG – Wrong Service Generation: La regla se encarga de comprobar 
que las Tareas del modelo de requisitos extendido, ya sean de tipo Internal o 
Dependency, afecten recursos o generen entidades. El resultado se muestra en 
la consola de Eclipse para los cuatro inconvenientes registrados (Ver Ilustración 
29 y 30). Para ejemplificar la métrica, a la Tarea Emit Invoice se asigna el valor 
a la propiedad generates con Invoice, es decir, ahora genera una entidad; y a 
las Tareas Evaluates Product Stock y Deliver Product se asigna el valor a la 
propiedad affects con el recurso Product para ambas. En la Ilustración 31 y 32, 





Ilustración 29 - Cuatro Tareas con inconvenientes 
 
 




Ilustración 31 - Una Tarea con inconvenientes 
 
 
Ilustración 32 - Segundo resultado WSG 
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8.4.3 Non-Instantiable Class 
 NIC – Non-Instantiable Class: La regla se encarga de identificar 
aquellas Entidades del sistema (Actores o Recursos Físicos), que no tengan 
una tarea de producción relacionada, es decir, que la propiedad 
generatedBy:Stask de SEntity, no tenga un valor asignado. Esta regla es de 
categoría Warning, ya que una entidad transformada en una clase sin un 
servicio de creación no tiene mayor impacto en el contexto de la transformación 
misma. El analista o diseñador puede eventualmente agregarlo al modelo de 
clases más adelante y no implica una transformación incorrecta o incompleta de 
la entidad, en virtud de que el servicio de instanciación se puede definir en 
tiempo de diseño; no así las métricas anteriores de tipo Critical, en donde la 
ausencia de la extensión en WAG y en WSG involucra necesariamente una 
transformación incompleta para los atributos de la clase (Recursos 
Informacionales) y para los servicios (Tareas relacionadas a un recurso o 
entidad) respectivamente del modelo objetivo.  
 En esta regla se identifican la cantidad de elementos con inconvenientes 
y el detalle de cada uno de ellos, especificando el nombre y además el tipo del 
elemento involucrado. Los elementos del modelo de requisitos y el resultado de 
la ejecución de la regla se pueden apreciar en la Ilustración 33 y 34. Luego en 
el modelo de requisitos se reconoce una tarea como adecuada para ser 
calificada como un servicio de creación en el modelo de clases, por lo tanto a la 
entidad Invoice se le asigna valor en generatedBy, el que corresponde a la 
tarea de Emit Invoice de tipo STaskI. Esta situación y el resultado de la métrica 





Ilustración 33 - Entidades del modelo sin valor en generatedBy 
 
 





Ilustración 35 - Entidad del modelo con valor en generatedBy 
 
 






8.5 Análisis de Resultados 
 A partir de los resultados alcanzados, es posible observar que se logran 
ejecutar las métricas de verificación sin afectar el metamodelo original de    
cumpliendo con los objetivos planteados en la tesis. Si bien esta es una 
solución alternativa al uso de Perfiles UML planteados inicialmente, tanto la 
definición conceptual, la especificación de extensiones, y las métricas de 
verificación planteadas se podrían aplicar igualmente a una solución basada en 
Perfiles. Al margen de esto, hay que tener presente algunos aspectos de la 
propuesta desarrollada que se diferencian de una solución basada en 
extensiones de Perfiles UML. 
 Por una parte, el uso del Pseudo Perfil obliga a que el diseñador 
establezca qué elementos deben ser conectados con los elementos del modelo 
  , mientras que en un Perfil UML esta conexión es transparente dado que tanto 
el metamodelo de    como sus extensiones se ven como un único modelo en el 
editor. 
 Por otra parte, el uso del Pseudo Perfil permite tener independencia del 
soporte estándar UML en distintos editores, ya que actualmente la adopción del 
estándar tiene un desfase en relación a la última versión publicada, y además, 
cada proveedor suele hacer modificaciones a nivel de implementación que 
afectan la compatibilidad y la interoperabilidad entre distintos editores. Por lo 
tanto, y dado que no es posible garantizar un soporte completo del estándar 
UML por parte de distintos proveedores, el ofrecer una solución equivalente 
independiente de UML permite utilizar los resultados de este trabajo en distintas 
tecnologías aun cuando no sean 100% UML compatible, e incluso llevarlo a 
otros dominios no pertenecientes a UML donde los conceptos base de 




 La solución propuesta también facilita la integración de modelos 
extendidos    en soluciones MDD, en relación a los beneficios que el proceso 
de verificación automática ofrece: La reducción de los tiempos en el aprendizaje 
de los modelos, en la definición de extensiones y cómo estos afectan en el 
modelado, en la corrección de los conflictos identificados los cuales se deben 
resolver rápidamente; ya que de otra forma la verificación se torna en un 




 Al finalizar este trabajo de tesis, es posible concluir que se ha alcanzado 
el objetivo general propuesto, que es asegurar la completitud en un proceso de 
transformación de modelo en un entorno de interoperabilidad de soluciones 
MDD mediante un procedimiento de verificación automática.  
 Los objetivos específicos se alcanzaron debido a que fue posible verificar 
automáticamente un modelo    real, evaluando un caso de estudio concreto 
utilizando reglas de verificación establecidas en la publicación científica de 
Pastor et al (2011), empleando un mecanismo de extensión alternativo que, si 
bien difiere del planificado inicialmente, continúa siendo independiente del 
metamodelo original de   . Los 3 objetivos específicos se lograron de la 
siguiente forma: 
1) Se garantiza la correcta ejecución de métricas implementadas en ATL ya 
que identifican y miden los defectos en la definición del modelo 
extendido, validando los resultados con el artículo de Pastor et al (2011).  
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2) Se identifican de manera precisa y exacta los elementos del modelo 
extendido que presentan problemas, la validación se realizó conforme a 
los resultados que se obtuvieron de forma manual en el mismo artículo 
comparándolos con los resultados obtenidos en la ejecución de las tres 
métricas implementadas en este trabajo de tesis. 
3) Se orienta al usuario analista a la corrección de los defectos encontrados 
de acuerdo a los resultados obtenidos por el proceso de verificación. En 
cada métrica se orienta al usuario tal como se plantea en el mismo 
artículo.  
 En relación al diseño general propuesto, aunque se vio afectado, no tuvo 
un gran impacto en el desarrollo de la tesis debido a que se optó por simplificar 
el procedimiento de verificación de dos componentes en uno solo. 
 Algunos aspectos relevantes del aprendizaje en el transcurso de la tesis, 
fueron: 
- Los conocimientos base de Ingeniería Civil Informática adquiridos en 
diversas asignaturas a lo largo de la carrera y que beneficiaron el 
desarrollo de la tesis, algunos son: La planificación de proyectos para 
estructurar el trabajo de buena forma organizando las tareas 
estimando el tiempo y el esfuerzo respectivo; los fundamentos de 
programación que entregaron habilidades para el manejo de las 
tecnologías tales como el IDE de Eclipse y para la implementación de 
las reglas de verificación; y la ingeniería de software cuya disciplina 
entrega habilidades para aplicar metodologías de desarrollo, diseñar 





- Las transformaciones de modelo, que si bien no se implementaron ya 
que no era el eje central de este trabajo, fue necesario para entender 
la funcionalidades que se utilizarán una vez que el modelo esté 
completamente corregido. Esto permitió tener una visión más allá de 
los objetivos planteados en la tesis y de esta forma el trabajo 
desarrollado mantiene un esquema tal que puede servir para otros 
proyectos relacionados en la materia. 
 
- conocimientos sobre metamodelos, los que son esenciales para el 
desarrollo e implementación de cualquier modelo nuevo y para 
comprender la estructura de los modelos ya existentes, como por 
ejemplo, un modelo de clases. Una vez que se identificó la 
incompatibilidad para aplicar el Perfil UML sobre el metamodelo de 
requisitos, fue necesario adquirir conocimientos avanzados para el 
desarrollo del Pseudo Perfil. Aquellos conceptos teóricos y algunos 
más prácticos; explicaciones, ejemplos y aclaraciones fueron gracias 
a la instrucción del profesor guía.  
 
- Las herramientas para trabajar en entornos MDD, en particular 
Eclipse y Papyrus, que facilitó la implementación del pseudo perfil 
como solución alternativa de extensión de metamodelos y del 
procedimiento de verificación usando ATL. 
 
 Los puntos que quedan pendiente como trabajo futuro para una eventual 
continuación de este trabajo son: 
 
- La aplicación del estándar como mecanismo de extensión para 
metamodelos no-UML, una vez que el soporte de la tecnología en 




- La mejora en el proceso para la corrección del modelo, considerando 
más detalles para orientar al usuario, lo que implicaría una reducción 
en el tiempo de corrección aún mayor. Actualmente se le propone al 
usuario cómo se debe solucionar el problema, aunque sería preferible 
indicar cuáles son las opciones o los caminos para corregir el modelo 
extendido. 
 
- La propuesta será validada en distintos modelos para determinar de 
manera cuantitativa el uso de la verificación automática en procesos 
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