Abstract. XML data is queried with XPath expressions, which are a limited form of regular expressions. New XML stream processing applications, such as content-based routing or selective dissemination of information, require thousands or millions of XPath expressions to be evaluated simultaneously on the incoming XML stream at a high, sustained rate. Conceptually, the XPath evaluation problem is analogous to the text search problem, in which one or several regular expressions need to be matched to a given text, but the number of regular expressions here is much larger, while the "text" is much shorter, since it corresponds to the depth of the XML stream. In this paper we examine techniques that have been proposed for XML stream processing, which are variations of either a non-deterministic or a deterministic finite automata (NFA and DFA). For the latter, we describe a series or theoretical results establishing lower and upper bounds on the number of DFA states for sets of XPath expressions.
Databases, Text, and XML
Data in relational databases is structured. It has a schema, which is usually stored in a part of the of the database called the catalog, while the data values are stored separately, in tables, following a layout that is completely described by the schema. User queries, expressed in SQL, refer both to the schema components, such as relation names and their attributes, and to the data values, in the form of equality predicates, inequality predicates, or string matches. Research on query processing has focused on join processing techniques, join ordering, and indexes.
Text documents are unstructured. There is no schema, only the text, and the data consists of some large collection of documents. A query consists of a regular expression, often as simple as a single word, and the answer consists of the set of text documents that match the given query. Indexes are used here too, and they are conceptually similar to, although technically different from those in relational databases (e.g. inverted files v.s. B + -trees). Research on query processing has focused, among other things, on how to process efficiently regular expressions on a text document, and has produced celebrated results such as Knuth-MorrisPratt's string search algorithm, suffix trees, and suffix arrays. These techniques have often been based on, and even expanded automata theory.
A new kind of data is semistructured data. Although considered in one form or another for a long time, semistructured has gained main-stream acceptance only recently, since the introduction of XML. Like in structured data here we have schema components (the tags and attributes in XML), and data values are organized along these components. But here the schema is embedded with the data, thus allowing each data item to describe its own local schema. This allows much more freedom in designing the structure, and often leads to structures that were explicitly disallowed in the relational data, such as nested collections, multiple or missing subelements, elements of the same type but with different structures, heterogeneous collections, etc. Hence the term semistructured. In the past, researchers have studied instances of data that we would call today semistructured, either in the form of SGML documents, or as structured documents, i.e. documents with a predefined grammar. Many interesting research results have been produced in this context, and they are definitely relevant today [9, 8, 5, 24, 20] . What is different today are the new applications in which XML is being used, which create new challenges for efficient query processing. An Application of XML Stream Processing For illustration, consider XML Routing [25, 12, 13] . Here a network of XML routers forwards a continuous stream of XML packets from data producers to consumers. The "packet" is really an instance of a semistructured data, only expressed in XML. Each router in the network receives incoming XML packets, and forwards each packet to a subset of its output links (other routers or clients). In order to determine where to forward a given packet, the router needs to evaluate a large number of XPath filters on that packet, which usually correspond to clients' subscription queries, on the stream of XML packets. For example: "if the packet satisfies the expression:
/Envelope[Header/@dest="Lisabon"][@priority>100]/Body//*[@keyword=" SPIRE"] then forward the packet to servers S 64 and S 108 ".
Data processing in XML packet routing is minimal: there is no need for the router to have an internal representation of the packet, or to buffer the packet after it has forwarded it. However the performance requirements are high, because routers often need to process packets at the rate of the network, for example one may want to process XML packets at a rate of, say, 10MB/s. In one experimental system [25] publicly available tools were used to parse the XML documents and evaluate the XPath expressions, and the resulting performance was quite poor: about 2.6KB/s for 10,000 XPath expressions 1 . The XPah expressions used here are very similar to queries considered before, in the context of structured text processing. For example all XPath expressions in this paper can be translated into the PAT algebra [23] , for which efficient processing techniques are known. So, one may ask: what is new here ?
The answer lies in the different assumptions on the data and the queries. First we need to compute on a stream of incoming XML packets. Stream data processing is only now emerging as a mainstream research topic [3] . One issue in
