Abstract. We address the problem of verifying the accuracy of a map of a network by making as few measurements as possible on its nodes. This task can be formalized as an optimization problem that, given a graph G = (V, E), and a query model specifying the information returned by a query at a node, asks for finding a minimum-size subset of nodes of G to be queried so as to univocally identify G. This problem has been faced w.r.t. a couple of query models assuming that a node had some global knowledge about the network. Here, we propose a new query model based on the local knowledge a node instead usually has. Quite naturally, we assume that a query at a given node returns the associated routing table, i.e., a set of entries which provides, for each destination node, a corresponding (set of) first-hop node(s) along an underlying shortest path. First, we show that any network of n nodes needs Ω(log log n) queries to be verified. Then, we prove that there is no o(log n)-approximation algorithm for the problem, unless P = NP, even for networks of diameter 2. On the positive side, we provide an O(log n)-approximation algorithm to verify a network of diameter 2, and we give exact polynomial-time algorithms for paths, trees, and cycles of even length.
Introduction
There is a growing interest about networks which are built and maintained by decentralized processes. In such a setting, it naturally arises the problem of discovering a map of the network or to verify whether a given map is accurate. A common approach to discover or to verify a map is to make some local measurement on a selected subset of nodes that -once collected -can be used to derive information about the whole network (see for instance [6, 9] ). A measurement on a node is usually costly, so it is natural to try to make as few measurements as possible.
These two tasks -that of discovering a map and that of verifying a given map -have been formalized as optimization problems and have been studied in several papers. The idea is to model the network as a graph G = (V, E), while a measurement at a given node can be seen as a unitary-cost query returning some piece of information about G. In the discovery problem, we want to design an online algorithm that selects a minimum-size subset of nodes Q ⊆ V to be queried that allows to precisely map the entire graph, i.e., to settle all the edges and all the non-edges of G. The quality of the algorithm is measured by its competitive ratio, i.e., the ratio between the number of queries made by the algorithm (which does not know G) and the minimum number of queries which would be sufficient to discover the graph. On the other hand, in the off-line version of the problem, which is of interest for our paper, we are given a graph G, and we want to compute a minimum number of queries sufficient to discover G. This is known as the verification problem, and it has an interesting application counterpart, since it models the activity of verifying the accuracy of a given map associated with an underlying real network (on which the queries are actually done).
In the literature, two (main) query models have been studied. In the allshortest-paths query model, a query of a node q returns the subgraph of G consisting of the union of all shortest paths between q and every other node v ∈ V . A weaker notion of query is used in the all-distances query model, in which a query to a node q returns all the distances in G from q to every other node v ∈ V . Notice that both models inherently require global knowledge/information about the network, hence a central problem for these query models is whether/how the information can be obtained locally (without preprocessing of the network). In this paper, we propose a query model that uses only local knowledge/information about the network. Quite naturally, we assume that a query at a given node q returns the associated routing table, namely a set of entries which provides, for each destination node, a corresponding (set of) first-hop node(s) along an underlying shortest path. In the rest of the paper, this will be referred to as the routing-table query model. Previous work. It turns out that the verification problem with the all-shortestpaths query model is equivalent to the problem of placing landmarks on a graph [14] . In this problem, we want to place landmarks on a subset of the nodes in such a way that every node is uniquely identified by the distance vector to the landmarks. Interestingly enough, the minimum number of landmarks to be placed is called the metric dimension of a graph [13] . The problem has been shown to be NP-hard in [8] . An explicit reduction from 3-SAT is given in [14] which also provides an O(log n)-approximation algorithm (n is the number of nodes) and an exact polynomial-time algorithm for trees. Subsequently, in [1] , the authors prove that the problem is not o(log n) approximable, showing thus that the algorithm in [14] is the best possible in an asymptotic sense.
As far as the all-distances query model is concerned, the verification problem has been studied in [1] where the NP-hardness is proved and an algorithm with O(log n)-approximation guarantee is provided. Other results in [1] include exact polynomial-time algorithms for trees, cycles and hypercubes. Problems close in spirit to the verification have been addressed in [2, 4, 5] , while for the state of art about the discovery problem in both models, the reader is referred to [1, 3, 7] .
Our results. Throughout the paper, we focus on the verification problem w.r.t the routing-table query model. We first show a lower bound of Ω(log log n) on the minimum number of queries needed to verify any graph with n nodes. This is in contrast with the previous two query models for which certain classes of graphs can be verified with a constant number of queries, like paths and cycles. Our proof also implies a lower bound of Ω(n) on the number of queries needed to verify a path or a cycle. So, one can wonder whether every graph needs a linear number of queries to be verified. We provide a negative answer to this question by exhibiting a class of graphs that can be verified with O(log n) queries.
We then analyze the computational complexity of the problem. To this respect, although it remains open for general input graphs to establish whether the problem is in NPO, we are able to provide an O(log n)-approximation algorithm to verify graphs of diameter 2. Moreover, we also show that this bound is asymptotically tight, unless P = NP. On the positive side, we provide exact polynomial-time algorithms to verify paths, trees and cycles of even length. Our result for trees is based on a characterization of a solution that can be used to reduce the problem to that of computing a minimum vertex cover of a certain class of graphs (for which a vertex cover can be found in polynomial time). The algorithm for cycles of even length shows a counterintuitive fact about the routing-table query model. Indeed, while a query in our model seems to obtain only local information about the graph, we show in the case of the cycle that the symmetry can be used to infer some knowledge about edges and non-edges that are far from queried nodes.
The paper is organized as follows. After giving some basic definitions in Section 2, we formally introduce our query model in Section 3. Section 4 is devoted to the lower bound of Ω(log log n) for any graph with n nodes, while the results for graphs of diameter 2 are presented in Section 5. Then, in Section 6, we describe exact polynomial-time algorithms for classical topologies, and finally Section 7 concludes the paper. Due to space limitations, some of the proofs are omitted/sketched here, and will be given in the extended version of the paper.
Basic Definitions
Let G = (V, E) be an undirected (simple) graph with n vertices. We assume that vertices are distinguishable, i.e., they have different identifiers. If (u, v) ∈ E, then we say that (u, v) is a non-edge of G. For a graph G, we will also denote by V (G) and E(G) its set of vertices and its set of edges, respectively.
We denote by G + F (resp., G − F ) the graph on V with edge set E ∪ F (resp., E \ F ). When F = {e} we will denote G + {e} (resp., G − {e}) by G + e (resp., G − e). For two graphs G 1 and G 2 , we denote by
Let query G be a query model, that is, a function from vertices of G to some information about G. Let Q ⊆ V . We denote by query G (Q) = {query G (q) | q ∈ Q}. Moreover, we say that Q verifies edge (resp., non-edge) (u, v) of G iff for every graph G = (V, E ) with query G (Q) = query G (Q) we have that (u, v) ∈ E (resp., (u, v) ∈ E ). Finally, Q verifies G iff for every G = (V, E ) with E = E we have that query G (Q) = query G (Q). This implies that Q verifies G iff Q verifies every edge and every non-edge of G. Clearly, we have that if Q ⊆ V verifies G, then for every q ∈ V , Q ∪ {q} verifies G.
Given an undirected graph G = (V, E), the Network Verification Problem w.r.t. query model query G is the optimization problem of finding a minimumsize subset Q ⊆ V that verifies G w.r.t. query model query G .
The Routing-Table Query Model
For a given vertex q ∈ V , we denote by table G (q) the routing table of q in G, i.e.,
A pair u, v ∈ table G (q) means that there exists a shortest path from q to u whose first hop is vertex v. The routing-table query model is the model in which query G (q) = table G (q), for every q ∈ V . In the rest of the paper, we will denote by
Clearly, for every v ∈ V we have that Q = V \ {v} verifies G w.r.t. the routing table query model, as any q ∈ Q verifies all edges and non-edges of G of the form (q, u), for any u ∈ V \ {q}. Notice also that if G is a clique, then this is optimal.
The following fact is easy to prove:
Fact 1. Let q and u be two vertices of
, there is a shortest path between q and v using edge (q, u) and using only some of the vertices in
, then all the shortest paths between q and v must use edge (q, u) and must use only vertices in T q G (u). As a consequence of the above fact, we are now able to give some easy-tocheck conditions which are sufficient to verify a given edge (respectively, nonedge) w.r.t. routing-table query model. Unfortunately, these conditions are not necessary, and so it remains open to establish whether the problem is in NPO.
Proposition 2. Let (u, v) be an edge of G. Let q be a neighbor of u and q a neighbor of v, respectively. If
Proof. For the sake of contradiction, assume there exists a graph G = (V, E ) satisfying the hypothesis of the claim such that (u, v) ∈ E . This implies that
This completes the proof.
Before ending this section, we provide some connections between the routingtable query model and the all-shortest-paths query model, which will be useful in the following sections. First, we recall the formal definition of the all-shortestpaths query model. For two given vertices u, v ∈ V , let Π G (u, v) denote the graph obtained by the union of all shortest paths in G between u and v. For a given vertex q ∈ V , we denote by asp G (q) = u∈V Π G (q, u). The all-shortest-paths query model is the model in which query G (q) = asp G (q), for every q ∈ V .
Lemma 1 ([1]). A set Q ⊆ V verifies a graph G = (V, E) w.r.t. the all-shortestpaths query model iff, for every
As from asp G (q) we can easily construct table G (q), the routing-table query model is weaker than the all-shortest-paths query model. More formally,
t. the routing-table query model, then Q verifies G w.r.t. the all-shortest-paths query model.
One can wonder whether the routing-table query model is always much weaker than the all-shortest-paths query model. The following lemma, which we will use also in the rest of the paper, shows that this is not the case for some class of graphs. 
Lower Bounds on the Size of Feasible Solutions
In this section, we show lower bounds on the minimum number of queries needed to verify any graph G of n vertices w.r.t. the routing-table query model, as well as improved (linear) lower bounds for paths and cycles.
We begin by showing that Ω(log log n) queries are necessary to verify a graph G of n vertices. In [1] , the authors proved that log 3 Δ queries are necessary to verify a graph G of maximum degree equal to Δ w.r.t. the all-shortest-paths query model. Therefore, by Proposition 5, we have that In what follows, we prove a lower bound of Ω log n Δ on the minimum number of queries needed to verify a graph G with n vertices and maximum degree equal to Δ w.r.t. the routing-table query model, thus obtaining a lower bound of max{log 3 Δ, Ω log n Δ } = Ω(log log n) on the minimum number of queries needed to verify any graph G of n vertices w.r.t. the routing-table query model. For any q, v ∈ V , let
The lower bound of Ω log n Δ hinges on the following necessary condition 
Proof. For the sake of contradiction, assume that Q verifies G but none of the conditions (i) and (ii) is satisfied. We divide the proof into two cases.
In the first case, we have that u and v are twin vertices, i.e., the identity function from V to V is an isomorphism for G and the graph obtained from G by swapping the role of u and v. As (i) is not satisfied, we have that u, v ∈ Q. Therefore, d G (q, u) = d G (q, v) for every q ∈ Q. Thus, Proposition 5 and Lemma 1 imply that Q cannot verify G.
In the second case, we have that u and v are not twin vertices. Consider the graph G obtained from G by swapping the role of u and v. Clearly, for every q ∈ Q, and for every vertex 
By combining the lower bound in Corollary 1 with the one in Lemma 2 we obtain
Theorem 1. Let G be a graph of n vertices and let Q be a query set that verifies G w.r.t. the routing-table query model. Then |Q| = Ω(log log n).
We point out that a direct application of Proposition 7 implies linear lower bounds for paths and cycles (unlike in the all-shortest-paths query model, for which a constant number of queries suffices). More formally, Proof. For paths, by Proposition 7, at least one vertex of every subpath of four consecutive vertices has to be contained in Q. The proof for cycles is omitted.
Corollary 2. Let G be a graph of n vertices and let Q be a minimum cardinality set of queries that verifies G w.r.t. the routing-
In Section 6, we provide an improved (tight) lower bound for paths.
Due to the results of Corollary 2, one can wonder whether every graph needs a linear number of queries to be verified. We provide a negative answer to this question by exhibiting a class of graphs that can be verified with O(log n) queries.
Consider any graph G of n vertices u 0 , . . . , u n −1 . We build G as follows. G contains a copy of G plus 1 + log n vertices s, q 1 , . . . , q log n . Vertex u i is adjacent to vertex q j iff the j-th bit of the binary representation of i is equal to 1. Vertex s is adjacent to all the other vertices of G. Let Q = {s, q 1 , . . . , q log n }. We now argue that Q verifies G w.r.t. the all-shortest-path query model. Indeed, Q verifies all edges and non-edges incident to the vertices in Q. Moreover, for every u i , u i with i = i , there exists at least one bit, say the j-th, in which the binary representation of i differs from the binary representation of i . This implies that |d G (q j , u 
Verifying Graphs of Diameter 2
Even though the problem of determining whether the Network Verification Problem w.r.t. the routing-table query model is in NPO is open, in this section, we first show the existence of a polynomial-time algorithm that computes a set of queries Q that verifies a graph G of diameter equal to 2 w.r.t. the routing-table query model such that |Q| is within an O(log n) (multiplicative) factor from the size of any optimal solution. Furthermore, we also show that this result is asymptotically best possible. Indeed, for graphs of diameter equal to 2, we prove that no polynomial time algorithm can compute a set of queries that verifies the graph w.r.t. the routing-table query model whose size is within an o(log n) (multiplicative) factor from the size of any optimal solution.
To describe our algorithm, we need to introduce some definitions.
is a connected locating-dominating code iff U is a locating-dominating code and G[U ] is a connected graph. The optimization problem of computing a minimum cardinality locating-dominating code of a graph G of n vertices can be approximated within a factor of O(log n) and this ratio is asymptotically tight [10, 15] .
Lemma 3. Let G = (V, E) be a graph of diameter equal to 2, let U * be a minimum cardinality locating-dominating code of G, and let Q ⊆ V be a set of vertices that verifies G w.r.t. the routing-table query model. Then |Q| ≥ |U
As G has diameter equal to 2, we either have that
As this has to be true for every two distinct vertices u, v ∈ V \ Q, it follows that there exists at most one vertex, sayv such that d G (q,v) = 2 for every q ∈ Q. As a consequence, Q ∪ {v} is a locating-dominating code of G. 
Proof. We prove that any connected locating-dominating code of G verifies G.
Observe that this immediately implies the claim. Indeed, let U * be a minimum cardinality locating-dominating code of G. As U * is also a dominating set of G, it is easy to construct a connected locating-dominating code U of G such that U * ⊆ U and |U | ≤ O(|U * |) (see also [11] ). Therefore, thanks to the O(log n)-approximation algorithm for computing a locating-dominating code of G (see [10] ), we can also compute a connected locating-dominating code Q of G such that
Let Q be a connected locating-dominating code of G and consider two distinct vertices u and v of G such that u, v ∈ Q. As Q is a locating-dominating code, then there exists a vertex q ∈ Q such that, w.
If (u, v) is a non-edge, then as the diameter of G is equal to 2, we have that v ∈ T q G (u). Therefore, by Proposition 3, we have that Q verifies non-edge (u, v) .
Since G has diameter equal to 2, we have that d G (q, q ) = 2. Moreover, as Q is a connected locating-dominating code, there is a vertex q ∈ Q such that d G (q, q ) = d G (q , q ) = 1. As d G (q, v) = 2 for every vertexq ∈ Q such that d G (q,q) = 1, we have that v,q ∈ table G (q). Furthermore, after queryingq and all the q ∈ Q such that q ∈ N G (v), we know that
We observe that the result of Theorem 2 is asymptotically tight due to the following Proof. In [1] , the authors proved that the Network Verification Problem w.r.t. the all-shortest-paths query model has a lower bound of Ω(log n) on its approximability ratio, unless P = NP. Their reduction consists of a graph G having a vertex which is adjacent to all other vertices of G. The claim now follows as a consequence of Proposition 5 and Proposition 6.
Optimal Algorithms for Classical Topologies
In this section, we show that the Network Verification Problem w.r.t. the routingtable query model can be solved optimally in linear time on paths and trees. Besides that, for cycles of even length we are able to build an optimal query set of size 2 n/6 + n 2 mod 3. Due to space limitations this result is omitted, but it is worth noting here that our approach heavily relies on the existence of antipodal nodes in the cycle, and so it is not easily extendible to cycles of odd length.
Paths
It is clear that a path of 2 vertices can be verified by querying any of the two vertices. Let P n be a path of n ≥ 3 vertices. In what follows we show that 2 n 4 + n mod 4 3 queries are necessary to verify P n . We also show how to verify P n with 2 n 4 + n mod 4 3 queries. We number the vertices of P n from 1 to n by traversing the path from one endvertex to the other one. We have that
Proof. Let Q be a set of vertices that verifies G and, for the sake of contradiction, assume that there exists i ∈ {1, . . . , n − 2} such that i, i + 2 ∈ Q. It is easy to verify that table
Now, let Q be a set of vertices such that i ∈ Q or i + 2 ∈ Q, for every i = 1, . . . , n − 2. We show that Q verifies G. Consider any vertex i not in Q. We prove that Q verifies all the edges and non-edges of the form (i, j), for every j = 1, . . . , n, j = i.
If i = 1, n − 1, n, as i + 1 ∈ Q or {i − 1, i + 2} ⊆ Q, then by Proposition 2, we have that Q verifies all edges (i, i + 1) with 2 ≤ i ≤ n − 2. If 1 ∈ Q or 2 ∈ Q, then also edge (1, 2) is verified. If 1, 2 ∈ Q, then 3 ∈ Q and thus, by Proposition 1, we have that Q also verifies edge (1, 2) . The proof for the edge (n − 1, n) is similar to the proof of edge (1, 2) .
Concerning the non-edges of G, let (i, j) with j ≥ i + 3 be any non-edge of G such that j ∈ Q. Notice that there exists i < k < j − 1 such k, k + 1 ∈ Q. By Proposition 4, we have that {k, k + 1} verifies non-edge (i, j).
Thanks to Lemma 4, we can reduce the problem of verifying P n to the problem of finding a minimum vertex cover on paths, a problem that can be clearly solved in linear time.
1 Indeed, consider the graph G with V (G ) = V (P n ) such that there exists edge (i, j) iff |i − j| = 2 (i.e., either j = i − 2 or j = i + 2). We have that Q verifies P n iff Q is a vertex cover of G .
Observe that the graph G is a forest of two paths, one containing all the n 2 odd vertices, and the other one containing all the n 2 even vertices (see also Figure 1 ). As the minimum cardinality vertex cover of a path of k vertices is vertices verifies P n (see Figure 1) . Thus, we have the following 
Trees
We now extend the above algorithm for trees. Let T be a tree of n vertices.
Observe that the proof of Lemma 4 can be easily extended to prove the following. . Graph G consists of two connected components, each of which is a block graph [12] . For such special graph we can provide a lineartime algorithm to compute a minimum vertex cover, and the claim follows.
Lemma 5. Let Q ⊆ V (T ). Q verifies T iff for every path

Conclusions
In this paper, we addressed the problem of verifying a graph w.r.t. the newly defined routing-table query model. On the one hand, we showed that the problem is NP-hard to approximate within o(log n) (which is tight for graphs of diameter 2), and on the other hand that it can be solved optimally in linear time for some basic network topologies.
We argued that our query model is much closer to reality than the previously used all-shortest-paths and all-distances query models, as it relies on local information that can be gathered by simply exploring the routing tables of the nodes of a given network. In practice, however, routing tables could contain much more information than the one we used in defining our query model (e.g., the distance to the destination nodes), or they might have a bounded number of next-hop entries for each specific destination node. Thus, we plan in the future to investigate corresponding variants of the introduced model. Moreover, for the presented query model and its envisioned variants, establishing whether the network verification problem is in NPO is a challenging research task.
