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Resum 
En aquest Treball de Final de Grau s’explica el desenvolupament d’un mòdul personal que 
protegeix informació mitjançant la criptografia. Aquest permet encriptar la informació de 
forma que des de l’ordinador en el qual està guardada no es pugui, de cap manera, atacar-lo 
i aconseguir dades sobre el procés d’encriptació. Així es garanteix que aquesta informació 
no pugui ser desxifrada. 
El dispositiu desenvolupat en el projecte s’ha fet a partir del mòdul de Texas Instrument 
eZ430-Chronos. Aquest és un microcontrolador incorporat en un rellotge de polsera i que a 
més de totes les funcions que podria tenir un rellotge digital, incorpora un sensor de 
temperatura, un de pressió, tres acceleròmetres i un mòdul de radiofreqüència per tal de 
comunicar-se amb l’ordinador. Aquest kit de desenvolupament conté les eines necessàries 
per a desenvolupar aplicacions i per a programar el microcontrolador i guiar la comunicació 
entre el dispositiu i l’ordinador. 
S’ha programat l’algoritme d’encriptació AES (Advanced Encryption Standard) i s’ha 
implementat en el dispositiu. Aquest algoritme encripta els arxius dividint-los en blocs de 128 
bits i utilitzant una clau de la mateixa mida. S’ha desenvolupat de manera que es disposi de 
4 claus individuals per tal de protegir arxius diversos amb claus diferents. A més, s’ha 
desenvolupat i incorporat un generador de claus que fa ús de les funcions que disposa el 
mòdul utilitzat. Amb aquest generador es poden obtenir claus a partir de les mesures preses 
pel dispositiu i així es poden canviar les claus predeterminades. S’ha utilitzat una funció 
hash, de la qual també s’ha programat la implementació, que assegura que aquestes claus 
seran indicades per a realitzar protecció de dades i no influiran en la seguretat. Per tal 
d’evitar pèrdues de claus al reiniciar l’aparell o sobreescriure també s’ha implementat un 
mode de recuperació de claus mitjançant un arxiu (encriptat amb una clau mestra que 
disposa el dispositiu, per tal de no revelar les claus a persones entranyes) que pot restablir 
les claus. 
Finalment s’ha comprovat el funcionament del mòdul, assegurant que aquest compleix tots 
els objectius proposats. Aquesta comprovació ha estat satisfactòria. 
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La protecció de la informació, tant personal com confidencial, sempre ha estat un tema de 
gran importància.  
Des de la antiguitat s’han buscat formes de protegir aquesta informació, especialment quan 
es tractava de missatges que tenien la possibilitat de ser interceptats. En la diplomàcia i en 
les transmissions de missatges durant guerres es poden trobar molts exemples. És per a 
això que va aparèixer la criptografia, per a intentar que encara que s’interceptés el missatge 
no es pogués desxifrar el que aquest contenia. Només les persones a les que anava 
destinat aquest missatge podien saber el contingut que es volia transmetre. 
En la protecció de la informació emmagatzemada, aquella que no es busca transmetre sinó 
guardar-la per tal de poder-la utilitzar en el futur, no feia falta modificar la informació, ja que 
era més fàcil evitar el robatori de la informació que haver de xifrar tota la informació, per 
després desxifrar-la. Amb l’avenç de la tecnologia i amb la aparició dels ordinadors, molta 
informació va passar a estar emmagatzemada en documents físics i tancada en caixes 
fortes o en llocs segurs a estar-ho dins d’aquests. Fins a l’aparició d’Internet, això no 
suposava un gran problema, ja que no es podia accedir a la informació sense disposar 
d’accés a l’ordinador on aquesta estava emmagatzemada. Al aparèixer Internet i connectar 
la majoria d’ordinadors del món entre si, això va canviar. Ja no cal tenir accés a un ordinador 
concret per a accedir als seus documents. Per tant, cada cop és més important tenir una 
bona protecció d’aquesta informació. 
En els últims anys, han aparegut un bon nombre de notícies de informació confidencial 
filtrada i d’atacs a xarxes d’informació que han posat en perill la seguretat tant de persones 
com de les seves possessions. Per a aquests motius, la criptografia i la protecció de la 
informació i la transmissió d’aquesta ha pres una gran importància i s’han desenvolupat 
mètodes del xifrat de la informació que garanteixen la seguretat, la confidencialitat i 
impedeixen que la informació es pugui sabotejar sense el coneixement del propietari o 
receptor d’aquesta. També hi ha hagut un gran avenç en els atacs a la protecció de la 
informació, tant en el desxiframent de la informació com en els algoritmes d’encriptació i la 
implementació d’aquests.  
Com ja s’ha comentat, s’han desenvolupat algoritmes que garanteixen que la informació no 
sigui desxifrada, sempre que s’executin correctament i no s’intenti fer modificacions 
d’aquests. El problema recau en la implementació, ja que si aquesta es realitza en un 
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ordinador que ha estat sabotejat o en el qual un atacant pot observar totes les accions que 
es realitzen, pot trencar aquesta seguretat i acabar desxifrant el missatge que s’intenta 
protegir, i el que és pitjor, obtenir tots els missatges que s’hagin encriptat utilitzant aquesta 
implementació de l’algoritme. 
1.2. Objectius del projecte 
L’objectiu d’aquest projecte és crear un mòdul que permeti protegir la informació personal 
(documents de text amb comptes bancaris, contrasenyes i altra informació que de perdre’s o 
ésser robada pugui provocar algun problema al propietari), de forma que si aquesta és 
interceptada, no es pugui desxifrar ni aconseguir cap part o indici de la informació protegida.  
El mòdul també ha de garantir que si l’ordinador des del qual s’executa aquesta protecció no 
és segur i algun atacant pot observar les accions que es realitzen en aquest, la seguretat de 
tots els arxius encriptats amb el mòdul no quedi compromesa. A més, aquesta protecció ha 
de ser capaç de resistir atacs des de l’ordinador. 
1.3. Abast del projecte 
En aquest projecte es busca protegir arxius que emmagatzemen informació guardats en 
algun dispositiu electrònic. No es busca, per tant, protegir arxius amb un volum de dades 
molt elevat, com arxius de vídeo. Per tant, com que la velocitat a la que es realitza el xifrat 
dels arxius no necessita ser molt elevada, no s’intentarà realitzar un mètode d’encriptació 
capaç de processar una gran quantitat d’informació en poc temps. 
Al ser un projecte acadèmic, es realitzarà la implementació de l’algoritme de xifrat, per tal 
d’aprendre i descobrir el funcionament d’aquest. Cal notar que en un projecte professional 
mai s’hauria de fer una implementació del algoritme, ja que és molt probable que existeixi 
algun atac a aquesta implementació que pugui revelar informació sobre l’algoritme i permeti 
a l’atacant desxifrar el missatge encriptat. En aquest cas s’hauria d’utilitzar una 
implementació de l’algoritme ja feta, que té en compte tots els possibles atacs, com la que 
conté integrada el dispositiu utilitzat. 
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2. Algoritmes d’encriptació 
2.1. Introducció a la criptografia1 
La criptografia és un dels camps d’estudi més antics que es coneix, s’han trobat texts de fa 
més de 4000 anys que tracten sobre temes rellevants a aquesta. Des de llavors ençà, la 
criptografia i els seus algoritmes d’encriptació han evolucionat, fins als algoritmes que tenim 
avui en dia, un dels quals és l’AES (Advanced Encryption Standard), l’algoritme que s’utilitza 
en aquest projecte. 
Es creu que la criptografia va començar a l’antic Egipte, amb els jeroglífics, els quals 
pretenien fer el text críptic, per tal de dificultar la lectura i fer-los més regis i importants, però 
en cap cas es pretenia ocultar el text escrit. Amb el pas del temps, la complexitat d’aquests 
va augmentar cosa que va provocar una pèrdua d’interès en descobrir el seu significat.  
Més endavant van aparèixer noves formes de criptografia, basades en la substitució de 
lletres o de sons. Aquestes formes van ser utilitzades a la Índia, on s’usava una substitució 
basada en la fonètica i a Mesopotàmia, on la substitució era escrita, canviant una lletra per 
una altra, seguint una taula de substitució. Aquesta última tècnica també va ser utilitzada a 
Babilònia i a Assíria.  
Els Àrabs van fer bastants avenços en l’anàlisi de la criptografia. Van desenvolupar un 
mètode per a desxifrar fàcilment les formes de criptografia basades en la substitució, mètode 
que es segueix utilitzant avui en dia. Aquest mètode consisteix en utilitzar la freqüència amb 
què apareixen les lletres en l’idioma, comparant-la amb la freqüència dels símbols del 
missatge xifrat. D’aquesta manera es fan suposicions d’aquestes substitucions i s’arriba a 
desxifrar el missatge. 
Per tal de dificultar la feina de la resolució d’aquests missatges, van aparèixer vàries formes 
d’impedir o complicar la utilització d’aquest mètode. Algunes d’aquestes formes utilitzen 
paraules claus o taules canviants. En el primer cas s’escriu la clau a sota el missatge a 
encriptar tantes vegades com faci falta per a cobrir tot el missatge i després s’utilitza una 
taula que relaciona parelles de lletres (la lletra del missatge i la lletra de la paraula clau 
escrita a sota) amb un símbol. La utilització de taules canviants consisteix en fer alguna 
modificació a la taula de substitució en cada lletra que es xifra. Aquest mètodes que utilitzen 
més d’un símbol per a xifrar una mateixa lletra s’anomenen substitució polialfabètica.  
                                               
1
 Introductory Information Protection: capítol 2, apartat 2.1 [3]; Cryptography I: Temes 1, 2 i 4 [2]  
Pág. 8  Memoria 
 
A l’any 1917 es va inventar el sistema de criptografia anomenat llibreta d’un sol us (one time 
pad). Aquest utilitza una clau secreta aleatòria de la mateixa longitud que el text, entre els 
quals es realitza una operació de “o exclusiu” (xor, representada pel símbol ⊕) bit a bit. 
Aquesta és una operació lògica que consisteix en assignar un valor u al byte de sortida si 
només un dels dos operands és u i zero en cas contrari. 
L’avantatge d’aquest mètode és que la operació xor té la propietat que si s’aplica entre dos 
elements i un dels dos prové d’una distribució uniforme, és a dir, que qualsevol element 
d’aquesta distribució té les mateixes probabilitats d’aparèixer, el resultat d’aquesta operació 
també es podrà assignar a una distribució uniforme. D’aquesta manera, s’aconsegueix que 
el missatge xifrat no doni cap pista sobre el missatge, ja que aquest no es pot diferenciar 
d’un missatge provinent d’una distribució aleatòria uniforme. 
Aquest mètode té, però, algun problema. El més important és que la clau no es pot 
reutilitzar, ja que si es reutilitza, el sistema és completament insegur. Això és degut a la 
propietat de la operació xor que a⊕a=1. Per tant, si es tenen dos missatges xifrats amb la 
mateixa clau c1=m1⊕k i c2=m2⊕k, i es realitza un xor entre ambdós missatges xifrats 
s’obté c1⊕c2=m1⊕m2. En aquest cas és senzill realitzar un atac de freqüència de les 
lletres i obtenir tant els missatges com la clau. Tampoc és ideal, ja que per a missatges molt 
llargs, es necessiten claus molt llargues. També és vulnerable a atacs de clau relacionada, 
si les claus que s’utilitzen per a encriptar missatges successius no són completament 
aleatòries (atac que s’explicarà més endavant). 
A partir de l’aparició d’aquest mètode, van aparèixer altres algoritmes, anomenats xifrats de 
flux. Aquests parteixen també d’una clau aleatòria, amb la qual encripten el missatge, tenint 
l’avantatge que no es necessita una clau igual de llarga que el missatge per a realitzar la 
operació. Aquests xifrats utilitzen una rutina per a allargar la clau i generar els bits 
necessaris per a aplicar la operació xor. Aquesta clau ampliada s’anomena flux de clau. 
S’anomenen de flux, perquè operen bit a bit seguint el missatge que s’ha de xifrar i generant, 
si és necessari, els valors del flux de clau, a partir de la clau inicial, o dels valors anteriors del 
flux de la clau. Per a desencriptar, només cal tornar a generar el flux de clau i realitzar la 
operació xor amb el missatge xifrat, ja que c=m⊕k i c⊕k=(m⊕k)⊕k i com que k⊕k=1, 
c⊕k=m. 
Aquests, però, segueixen tenint el problema que la mateixa clau no es pot utilitzar dues 
vegades, ja que llavors la seguretat queda compromesa i segueixen sent vulnerables a 
claus relacionades. Per tal d’evitar aquest problema i poder reutilitzar la clau, van aparèixer 
els xifrats de bloc. 
Aquests algoritmes divideixen el text en blocs i van encriptant el missatge bloc a bloc, 
operant en el bloc sencer i no bit a bit. Aquests tenen l’avantatge que cada bit del bloc del 
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missatge d’entrada pot influir en el valor final de tots els bits del bloc xifrat. D’aquesta forma, 
es permet la reutilització de la clau, ja que es poden trobar algoritmes que encara que es 
tinguin dos o més missatges xifrats amb la mateixa clau, no es pugui obtenir cap tipus 
d’informació d’aquests. Per a la desencriptació s’han de realitzar les operacions inverses de 
la encriptació. 
Els possibles problemes de seguretat poden provenir de la forma d’enllaçar els blocs. Si es 
realitza la encriptació dels blocs utilitzant l’algoritme de xifrat de blocs escollit i aquests es 
concatenen sense realitzar cap més operació (mètode ECB, Electronic Codebook), dos 
blocs del missatge iguals generaran dos blocs de missatge xifrat igual, permetent a l’atacant 
obtenir una informació sobre el missatge global i podent-la utilitzar per a desxifrar el 
missatge. Hi ha altres modes d’enllaç entre missatges, que utilitzen els resultats dels blocs 
anteriors i, fins i tot blocs del missatge, per a operar tant amb el valor d’entrada com el de 
sortida del bloc i generar un missatge amb més seguretat que amb el mode ECB. En aquest 
projecte, com que el que es busca és encriptar arxius d’informació de poca longitud i és 
bastant difícil que dos blocs es repeteixin, s’utilitzarà el mode ECB, ja que és el més senzill.  
Tots els modes d’encriptació amb clau mencionats fins ara utilitzen la mateixa clau per a 
l’encriptació i per a la desencriptació. Si es vol realitzar una comunicació entre dos persones 
o dispositius, cal que abans es comuniquin i acordin una clau que s’utilitzarà per a les 
transmissions encriptades. Aquests mètodes s’anomenen criptografia simètrica. 
Si es vol una comunicació amb moltes entitats, sense que els missatges entre dues d’elles 
transcendeixi a les altres, es necessiten tantes claus com parelles d’entitats. Això dificulta la 
comunicació entre elles, afegint-se al fet que han de comunicar-se de forma segura per a 
acordar la clau utilitzada. També impedeix que una entitat es comuniqui de forma segura 
amb una altra sense abans haver tingut contacte. Per tal de solucionar aquest problema 
s’utilitza la criptografia asimètrica, la qual utilitza dues claus diferents, una per a la 
encriptació i una altra per a la desencriptació. D’aquesta forma, la clau utilitzada en la 
encriptació pot ser pública i enviar-se a tothom qui es vulgui comunicar de forma segura amb 
el propietari de la clau, per tal que tots els missatges que se li enviïn s’encriptin amb aquesta 
clau. Com que per a desencriptar s’utilitza una clau diferent, amb la clau d’encriptació (que 
pot obtenir qualsevol persona) no es pot desxifrar el missatge, es necessita la clau privada 
que té només la entitat a qui va dirigit el missatge. La clau per a la desencriptació, per tant, 
no s’ha de revelar mai. 
És important conèixer els atacs més importants que es poden realitzar contra els algoritmes i 
la seva implementació, per tal de poder-los evitar. 
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2.2. Atacs a algoritmes d’encriptació i a la seva 
implementació2 
Els atacs als sistemes criptogràfics es poden classificar en dos blocs: Els que ataquen 
l’algoritme i els que ataquen la implementació. 
Atacs a l’algoritme 
- Atac al missatge xifrat 
Aquest atac és el que es realitza quan l’atacant només té accés a missatges xifrats i no té 
cap més tipus d’informació. Per tant, es necessita un algoritme que no reveli cap informació 
del missatge inicial al missatge xifrat. Això vol dir que els xifrats de substitució no són 
algoritmes segurs sota aquest atac, ja que es pot fer un atac de freqüència, sabent quines 
lletres i síl·labes són les més usades en el llenguatge. 
Per a un bon algoritme d’encriptació, l’objectiu és que l’únic atac possible sigui un atac de 
força bruta o de recerca exhaustiva de clau, en el qual es proven totes les combinacions de 
clau possibles, per a trobar la que s’ha utilitzat per a encriptar el missatge. S’ha d’escollir, per 
tant, la clau dins d’un conjunt el suficientment gran per tal que la opció de provar totes les 
claus no sigui atractiva, a causa del temps que es trigaria a realitzar aquest atac. 
- Atac amb missatge conegut 
En aquest cas l’atacant té accés a una sèrie de parelles de missatge/missatge xifrat. En el 
cas de criptografia simètrica, no ha de ser possible obtenir informació de la clau amb l’ús 
d’aquest atac, ja que això facilitaria la desencriptació i la pèrdua de seguretat de l’algoritme. 
Per mínima que sigui aquesta informació, pot ajudar a reduir el nombre de claus a provar en 
un atac de recerca exhaustiva de clau, cosa que pot fer que s’obtinguin resultats en un 
temps raonable. 
Aquest atac es dóna quan es pot accedir a un ordinador o algun sistema on es trobin els 
missatges i les seves encriptacions, o s’aconsegueixi un missatge abans i després de la 
seva encriptació. 
- Atac amb tria de missatge 
Aquest és el cas on l’atacant pot obtenir l’encriptació de missatges de la seva elecció. Això 
pot succeir si es modifica l’entrada de dades de l’algoritme, aconseguint que els missatges a 
                                               
2
 Side Channel Attacks [1]; Cryptography I Tema 1 [2] 
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encriptar siguin els que vol l’atacant. En aquest cas la parella missatge/missatge xifrat 
tampoc pot revelar cap informació de la clau en criptografia simètrica, ja que si ho fes llavors 
es trencaria la seguretat de l’algoritme, de la mateixa manera de l’apartat anterior. Tampoc 
es poden proporcionar indicis del resultat de la encriptació de missatges similars, en cas que 
es tingui alguna idea o se sàpiga una part del missatge encriptat (per exemple, si és un 
missatge electrònic, es podria saber la salutació o la signatura d’aquest). 
És especialment important que els algoritmes de criptografia asimètrica siguin resistents a 
aquest atac i a l’anterior, ja que, al ser pública la clau per a encriptar els arxius, aquests 
atacs són molt senzills de realitzar i poden trencar la seguretat. 
- Atac amb tria de missatge xifrat 
En aquest cas, l’atacant pot obtenir la desencriptació d’alguns missatges de la seva elecció. 
Això és possible si s’aconsegueix enganyar al sistema i a l’algoritme d’encriptació, fent-los 
creure que l’atacant és el propietari de la informació o una persona autoritzada a utilitzar 
l’algoritme. Un cop obtinguda aquesta informació, es pot intentar trobar la clau o alguna 
informació sobre aquesta. Hi ha alguns algoritmes d’encriptació que no són susceptibles a 
ser desxifrats amb altres atacs, que es poden trencar gràcies a aquest atac. 
- Atac a algoritmes amb claus relacionades 
Un dels errors principals en la criptografia és la utilització de claus relacionades en la 
encriptació (per exemple en xifrats de flux). Un exemple d’aquestes claus relacionades seria 
començar amb una clau i per a cada encriptació següent, augmentar el valor de la clau en u. 
Si es fa això, és possible atacar l’algoritme i aconseguir recuperar el missatge. Aquest atac 
és molt senzill de realitzar en la llibreta d’un sol ús, ja que al canviar només uns pocs bits de 
la clau, al realitzar la operació xor entre dos missatges encriptats amb la mateixa clau, molts 
bits del resultat obtingut seran susceptibles a la utilització d’atacs de freqüència, ja que els 
missatges compartiran bits en les claus. 
Atacs a la implementació 
-  Atac de sincronització 
Aquests atacs es basen en intentar obtenir informació a partir del temps que triga la 
implementació de l’algoritme a realitzar la encriptació/desencriptació. Si el temps d’execució 
no és constant, es pot obtenir informació sobre el missatge. 
Un exemple d’aquest tipus d’atacs seria una implementació on una certa operació només es 
realitzés en determinats casos, per exemple, si l’algoritme recorre la clau i realitza una 
operació o no depenent del valor del bit en que es troba. En aquest cas, es podria 
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determinar amb facilitat el nombre de bits iguals a u (o a zero) utilitzant tipus d’atac i a partir 
d’aquest realitzar altres atacs per a obtenir la clau sencera i poder desxifrar el missatge.  
Per tal d’impedir aquest tipus d’atac, s’ha d’aconseguir que la implementació de l’algoritme 
trigui un temps constant en executar-se.  
Aquest atac es sol utilitzar combinat amb altres, per tal d’aconseguir informació que es pugui 
utilitzar en altres tipus d’atacs. Per exemple, es pot utilitzar un atac de temps d’execució per 
tal de localitzar quan s’executen certes parts de l’algoritme i amb un atac d’anàlisi de 
consum es pot saber quina operació es realitza. 
- Atac d’anàlisi de consum 
Actualment, per tal d’implementar circuits digitals integrats s’utilitza majoritàriament la 
tecnologia C-MOS. Aquesta tecnologia té un consum dinàmic (canviant el valor d’un senyal) 
més elevat al estàtic (mantenint el senyal al valor inicial). Es poden observar, per tant dos 
tipus de consum, el consum de transició, el qual s’observa casa cop que un bit canvia de 
valor i el pes de Hamming, el qual està relacionat al nombre de bits amb el valor 1 que estan 
sent processats simultàniament.  
Hi ha dos tipus d’atacs de consum. En els atacs d’anàlisi de consum simple l’atacant utilitza 
la informació d’una sola mesura del consum per a trobar parts de la clau. En els atacs 
d’anàlisi de consum diferencial es realitzen moltes mesures per tal de filtrar el soroll. En el 
primer tipus s’analitza la relació entre les operacions realitzades i el consum i en el segon 
cas s’analitza la relació entre les dades processades i el consum. 
- Atac d’anàlisi electromagnètic 
Aquest atac intenta obtenir informació a partir dels camps electromagnètics induïts per 
corrents que es donen dins del dispositiu criptogràfic. Al analitzar les radiacions 
electromagnètiques es pot obtenir informació dels corrents que es donen en el circuit i així 
poder saber quines operacions es realitzen o els valors dels bits que s’estan processant en 
el moment de la mesura. 
- Atac utilitzant missatges d’error 
Aquests tipus d’atacs s’aprofiten dels missatges d’error causats per el sistema per tal de 
poder extreure informació de la clau. Un exemple de la utilització d’aquest atac es troba en 
implementacions d’algoritmes de blocs que al últim bloc se li realitza un processament per a 
deixar-lo de la mida del bloc. En aquest cas, l’algoritme pot mirar si aquest és correcte en 
primer lloc i donar un error si aquest no ho és. Es pot aprofitar aquest missatge d’error per a 
trencar la seguretat de l’algoritme. 
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2.3. Solució proposada 
El primer tipus d’atacs, sobre l’algoritme, que intenta trobar informació per a agilitzar la 
desencriptació del missatge queden coberts per l’algoritme escollit. L’AES és un algoritme 
desenvolupat per tal d’evitar que cap d’aquests atacs tinguin efecte i proporcionin cap 
informació. S’ha d’evitar, per tant, el segon tipus d’atacs, els que recauen en la 
implementació de l’algoritme i en la seva execució. En aquest aspecte s’ha buscat una 
solució basant-se en el fet que l’algoritme s’implementa en un dispositiu que porta l’usuari i, 
per tant, la modificació d’aquest només és possible amb el consentiment o el coneixement 
d’aquest. 
Una altra forma d’aconseguir informació de l’algoritme seria agafant-la de l’ordinador 
(mitjançant un virus o algun programa similar). Aquest tipus d’atacs també s’eviten amb la 
implementació realitzada, ja que l’ordinador no té cap tipus d’informació sobre la encriptació 
que s’està realitzant. Aquest només té informació sobre el missatge que s’està encriptant o 
desencriptant i el resultat d’aquesta operació. No es transfereix més informació del dispositiu 
personal al ordinador. Les claus queden emmagatzemades al dispositiu i no es poden 
obtenir de cap manera.  
Amb l’ús de programes espies es podria obtenir la informació d’un arxiu que s’encripta o es 
desencripta, però això és un problema que no es pot solucionar des del dispositiu, és 
necessari que l’usuari protegeixi el seu ordinador per evitar-ho. El que sí que s’evita és que 
l’atacant que hagi obtingut missatges i la seva encriptació pugui desencriptar tots els altres 
arxius encriptats pel dispositiu, ja que sense la clau no es pot aconseguir cap informació del 
missatge, a causa de la resistència de l’AES contra atacs amb missatge conegut. D’aquesta 
forma, l’usuari podrà utilitzar el dispositiu per encriptar i desencriptar arxius en un ordinador 
que no sigui de la seva confiança amb la tranquil·litat que, encara que algun atacant obtingui 
els missatges que està intentant protegir en aquell moment, ningú podrà obtenir suficient 
informació sobre la encriptació per a desencriptar tots els missatges encriptats amb el 
dispositiu. 
Per altra banda, també s’ha proposat implementar un mode de recuperar les claus, en cas 
de pèrdua (al canviar la clau i perdre la que hi havia anteriorment) o de reinici del dispositiu 
(en aquest cas, les claus passaran a ser les predeterminades, les que venen amb el 
dispositiu). Per tal de fer aquesta recuperació, es proposa generar un arxiu que contingui 
aquestes claus encriptades amb una clau mestra que conté el dispositiu i no es revela ni es 
modifica en cap cas. Aquestes claus s’encripten en el dispositiu i s’envien a l’ordinador. Per 
a fer la recuperació l’ordinador envia les claus encriptades i el dispositiu les desencripta i les 
sobreescriu.  
Per tant, amb la solució proposada, s’eviten tots els atacs esmentats i es fa possible la 
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encriptació/desencriptació d’arxius en ordinadors en els quals no es tingui confiança 
respecte a la seguretat d’aquests, amb la confiança plena que les claus de la encriptació mai 
seran revelades. 
 






L’AES (Advanced Encryption Standard, estàndard avançat d’encriptació) és un mètode 
d’encriptació per blocs i simètric adoptat com a estàndard l’any 2001 per NIST (National 
Institute of Standards and Tecnology dels Estats Units). Aquest es va adoptar després de 
proposar un concurs per tal d’actualitzar l’estàndard, ja que el que hi havia fins llavors, el 
DES (Data Encryption Standard, estàndard d’encriptació de dades) s’havia trobat que amb 
l’avenç de la tecnologia i la millora del poder de computació, era poc segur i podia comportar 
problemes de seguretat. 
3.2. Encriptació 
L’AES és un sistema de xifrat que utilitza blocs de text de 128 bits (16 bytes) i les claus 
poden ser de 128,192 i 256 bits. A continuació s’explicarà la versió amb clau de 128 bits, ja 
que és la més usada i la que s’utilitzarà en aquest projecte. 
L’algoritme consta de quatre operacions bàsiques, que es van repetint, en el cas de l’AES 
amb clau de 128 bits, durant 10 rondes. Aquestes operacions operen amb tot el bloc i el 
transformen, aconseguint al final un resultat que compleix les especificacions dels xifrats de 
blocs. Les funcions que es realitzen són: addició de clau, substitució de bytes, intercanvi de 
files i barreja de columnes. A continuació es definirà cadascuna d’elles i s’explicarà els 
objectius de cada funció: 
-Addició de la clau: A partir de la clau inicial, mitjançant un mètode que s’exposarà més 
endavant es deriven una sèrie de claus de la mateixa longitud que el bloc de missatge. 
Cadascuna d’aquestes claus s’utilitzarà en una ronda de les que consta el sistema de xifrat. 
En aquesta operació s’afegeix la clau al missatge, fent una operació xor bit a bit. Aquesta 
operació és la única que utilitza la clau i, per tant, és la que realitza la distinció entre 
missatges xifrats encriptats amb claus diferents. 
-Substitució de bytes: En aquesta operació cada byte del missatge s’intercanvia per un 
altre. Aquesta substitució es fa mitjançant una taula, la qual assigna a cada valor possible 
del byte del missatge un altre valor. Aquest valor de sortida és únic per a cada valor 
d’entrada de forma que és possible realitzar la operació inversa. La operació no és lineal i 
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provoca una confusió en el missatge, de forma que no sigui fàcil relacionar el text encriptat 
amb el text original. 
-Intercanvi de files: en aquesta operació es tracta el bloc com a una matriu de bytes 4x4 
(figura 1). 
 
         
         
          
          
  
Figura 1. Bloc de missatge com a matriu 4x4 
En aquest cas, s’opera amb les files d’aquesta matriu. Cada fila es rota una sèrie de 
posicions a l’esquerra .El nombre de posicions que es rota cada fila és diferent: a la primera 
fila no se li realitza cap rotació, a la segona se li realitza una rotació d’un element a la 
esquerra, a la tercera de dos elements i a la quarta de tres elements. D’aquesta forma s’obté 
una matriu com la de la figura 2. 
 
         
         
          
          
    
         
         
          
          
  
Figura 2. Operació d’intercanvi de files 
-Barreja de columnes: En aquest cas també es tracta el bloc com a matriu. S’opera amb 
els elements de cada columna de la matriu per tal d’obtenir una nova columna. Per a fer la 
operació s’agafa cada columna i es multiplica per una matriu 4x4 (aquesta multiplicació és 
una multiplicació especial, ja que es realitza en els camps de Galois, cosa que assegura que 
el resultat seguirà dins del rang de valors que pot prendre un byte) i el resultat d’aquesta 
operació es col·loca a la nova matriu. La operació suma realitzada en la multiplicació de 
matrius en els camps de Galois equival a una operació xor. La operació es duu a terme com 






   
        
        
        




   
   
  
Figura 3. Operació de barreja de columnes 
Amb l’intercanvi de files i de columnes es dispersen les dades de forma que qualsevol canvi 
d’un bit en el text original repercuteixi el màxim possible en els bits restants. Des d’un punt 
de vista estadístic el que es busca és assolir una distribució de canvis en els bits en el text 
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encriptat el més uniforme possible.  
 
Figura 4. Funcionament de l’algoritme AES 
Un cop comentades les funcions que realitza l’AES, s’explicarà el funcionament d’aquest 
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xifrat. Es comença amb la addició de clau inicial i després es comença a iterar, en cada 
iteració es fa, en aquest ordre, substitució de bytes, intercanvi de files, barreja de columnes i 
s’acaba amb una addició de la clau corresponent a la ronda, obtinguda del generador de 
claus que s’explicarà a continuació. Això es fa un nombre de cops que depèn de la mida de 
la clau. Per una clau de 128 bits, com ja s’ha comentat, es fan 10 rondes, per una de 192 
bits, 12 rondes i per una de 256 bits, 14 rondes. En la última ronda, però, no es fa la 
operació de barreja de columnes. El funcionament de l’algoritme es pot observar a la figura 4 
(Understanding Cryptography: Capítol 4, apartat 4.3 [5]). 
Generació de claus 
Per tal de generar les claus utilitzades en cada ronda, s’utilitza un mètode iteratiu, el qual 
obté una clau i a partir d’aquesta clau que s’ha obtingut n’obté la següent. Per generar cada 
clau s’agrupen els bits de la primera clau en grups de 4 (paraula de 4 bits). El primer que es 
realitza és una transformació de l’últim grup (bits 12 a 15). Llavors es fa una operació xor 
entre el resultat de la transformació i el primer grup de bits de la clau. El resultat és la 
primera paraula de la clau generada. A continuació es fa un altre xor entre aquest resultat i 
la segona paraula de la clau inicial i s’obté la segona paraula de la clau derivada. Es fa el 
mateix amb la tercera i la quarta paraula de la clau original (es fa el xor amb el resultat de la 
operació anterior). Llavors es repeteix el nombre de vegades que faci falta per tal d’obtenir 
totes les claus necessàries. 
La transformació que es fa en l’última paraula de la clau inicial en cada ronda de la iteració 
és una rotació a l’esquerra d’un byte seguida d’una substitució de bytes com la que s’ha 
explicat anteriorment i finalment una addició (xor) d’un dígit de control al primer byte 
obtingut. Aquest dígit varia cada ronda. A aquesta transformació se la anomena funció g. 
3.3. Desencriptació 
Per tal de desencriptar el missatge xifrat i aconseguir extreure el missatge original a partir 
d’aquest, el que cal fer són les operacions inverses que s’han realitzat al fer la encriptació. A 
continuació s’exposen aquestes operacions: 
-Addició de la clau: en aquest cas no s’ha de fer cap canvi a la operació, ja que, per les 
propietats del xor, al tornar a fer l’operació entre la clau i el resultat, s’obté el missatge previ 
a l’addició. 
-Substitució inversa de bytes: aquesta operació consisteix en fer servir una altra taula de 
substitució, la taula inversa a la que s’utilitza en la encriptació. Com s’ha comentat abans, la 
substitució de bytes es fa de forma que a cada valor d’entrada se li assigni un valor diferent 
de sortida, de forma que sigui possible la operació inversa. En aquest cas, només cal invertir 
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la taula, de forma que quedin relacionats tots els valors possibles de sortida de la primera 
taula amb els d’entrada. 
-Intercanvi invers de files: per tal de realitzar aquesta operació, només cal fer els 
moviments contraris a la primera. D’aquesta forma el resultat és el que s’observa a la figura 
5. 
 
         
         
          
          
    
         
         
          
          
  
Figura 5. Operació inversa d’intercanvi de files 
-Barreja inversa de columnes: en aquest cas també s’ha de realitzar una multiplicació 
matricial, però amb la matriu inversa a la de la operació per a fer la encriptació. D’aquesta 
manera s’aconsegueix invertir la operació. En la figura 6 s’observa l’operació, amb els valors 






   
        
        
        




   
   
  
Figura 6. Operació inversa de barreja de columnes 
Per tal de desencriptar, cal fer les operacions inverses acabades de comentar i en l’ordre 
invers. D’aquesta manera, es comença amb la addició de la última clau obtinguda al 
expandir-la i llavors es fan les diferents iteracions de que compta la encriptació en ordre 
invers, tenint en compte que dins de cada iteració, les operacions s’han de realitzar en 
l’ordre invers i la primera operació no té barreja de columnes. 
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4. Funcions hash 
4.1. Definició i requeriments4 
Les funcions hash computen un “resum” d’una longitud curta i fixa a partir d’un missatge de 
qualsevol longitud. Es pot considerar que calculen una empremta digital dels missatges, és a 
dir, una representació única d’aquests. Al contrari que els algoritmes d’encriptació aquestes 
funcions no utilitzen claus per calcular el resultat, ja que això desfaria tot el propòsit de la 
funció. Al afegir la clau, s’aconseguiria que cada missatge tingués tantes representacions 
com claus i, per tant, el resultat de la funció no seria una representació única del missatge. 
Les funcions hash s’utilitzen per a signatures digitals, per a autentificació de missatges i per 
a derivació de claus, entre d’altres. 
L’objectiu de les signatures digitals és el de poder verificar el missatge rebut i poder saber si 
aquest ha estat modificat, ja sigui per algun error de transmissió o del sistema o per culpa 
d’un atac d’una altra persona, que vol aconseguir algun tipus d’informació del usuari a partir 
d’aquesta modificació. Un dels protocols per a les signatures digitals és el de signar el 
missatge, per tal que es pugui verificar al seu destí i després, si la informació enviada és 
confidencial, encriptar el missatge. Un cop aquest arriba al destí, es desencripta (si ha estat 
encriptat) i es verifica que la signatura sigui la correcta. Per a fer la verificació, només cal 
tornar a calcular la funció hash del missatge i comparar si el resultat obtingut és el mateix 
que la signatura rebuda. Si és així, llavors el missatge no ha sofert cap modificació. La 
verificació s’ha de fer d’aquesta forma, no es pot calcular el missatge a partir del hash i 
comparar-los perquè, com es comentarà mes endavant, la funció hash no pot tenir una 
funció inversa. 
La principal necessitat de les signatures digitals és la de poder calcular una petjada del 
missatge, sense tenir restriccions en la mida del missatge, ja que els missatges que cal 
verificar no tenen una longitud determinada i aquesta pot ser tan gran com es vulgui. Es 
necessita, per tant, una funció (o algoritme) que pugui calcular un valor, sigui quina sigui la 
mida del missatge. 
També es necessita que aquesta funció no sigui invertible, és a dir, que a partir del resultat 
no es pugui extreure el missatge inicial, ja que això provocaria problemes greus de 
seguretat. Això vol dir que el seu càlcul no ha de ser factible computacionalment. La funció 
hash, en una comunicació que requereix seguretat s’ha d’aplicar al missatge no encriptat, ja 
que si no fos així, es podria modificar el missatge xifrat i calcular el seu hash per a enganyar 
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al receptor. Si es pogués calcular el missatge a partir del hash, la encriptació seria inútil i la 
transmissió no disposaria de cap tipus de seguretat. Es necessita, per tant, una funció que 
no es pugui calcular la seva inversa, o que es necessiti molt temps i recursos per a trobar-la. 
Es necessita també que donat un missatge i el valor d’aplicar-li la funció hash, sigui 
completament impossible trobar un missatge diferent amb el mateix valor de la funció. 
Perquè això succeís, caldria que el conjunt dels valors possibles de les imatges de la funció 
fos el mateix que el de tots els possibles missatges i fos una funció bijectiva, és a dir, que a 
cada missatge li correspongués un sol valor del conjunt d’imatges i viceversa. Això no és 
possible, ja que, com s’ha comentat, el conjunt de possibles valors de la funció hash és un 
conjunt tancat (aquests tenen una mida fixa) i el dels missatges és infinit (poden ser tan 
llargs com es vulgui). Per tant, el que s’ha de buscar és que el càlcul d’un segon missatge 
que doni el mateix valor en la funció hash sigui en la practica molt difícil i computacionalment 
infactible. 
Finalment es necessita que per a qualsevol missatge x i la seva imatge de la funció hash 
h(x), no s’ha de poder trobar un missatge y tal que h(x)=h(y). Sempre, però, es podrà agafar 
missatges a l’atzar i trobar el seu valor de hash, fins a trobar una col·lisió (h(x)=h(y)), com es 
fa a l’atac de la recerca exhaustiva de la clau mencionat anteriorment. Per tal d’aconseguir-
ho s’ha d’agafar un conjunt de possibles valors de la funció prou gran perquè les 
probabilitats que això succeeixi siguin menyspreables i que es necessiti avaluar un nombre 
extremadament gran de missatges per a que les probabilitats fossin rellevants. N’hi ha prou 
en agafar una mida dels valors finals de la funció de 80 bits com a mínim. 
Com ja s’ha comentat s’ha de poder calcular la funció a partir de missatges arbitràriament 
llargs i produir un resultat de mida fixa. Això s’aconsegueix segmentant el missatge en 
trossos de mida fixa i a aquests se’ls aplica la funció, construint així una funció de 
compressió. Aquesta funció de compressió agafa com a entrades el bloc del missatge i el 
resultat de aplicar la funció al bloc anterior i genera un resultat que a la seva vegada 
s’utilitzarà com a entrada. El resultat de la funció és el resultat de l’últim bloc del missatge (al 
qual normalment se li ha d’afegir un farciment per tal d’assolir la mida desitjada, ja que el 
missatge no té perquè ser múltiple dels blocs).  
Hi ha moltes funcions que compleixen aquests requeriments, i aquestes es poden dividir en 
dos grans blocs: 
-Funcions hash dedicades, és a dir, ideades només per a complir les funcions que s’han 
esmentat. 
-Funcions a partir d’algoritmes d’encriptació de blocs, com l’AES. Es calcula l’encriptació del 
primer bloc utilitzant com a clau un valor fix i per als següents s’utilitza com a clau el resultat 
de l’encriptació del bloc anterior. 
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4.2. SHA-15 
El SHA-1 (Secure Hash Algorithm 1) és una funció hash dissenyada per la Agència Nacional 
de Seguretat dels Estats Units i és un Estàndard Federal de Processament de la Informació 
publicat per l’Institut Nacional d’Estàndards i Tecnologia dels Estats Units. 
És un algoritme iteratiu, i no invertible que processa un missatge per a produir una 
representació condensada. És capaç de proporcionar integritat al missatge, ja que qualsevol 
modificació d’aquest provocarà un canvi important en el resum produït. Aquestes 
característiques són les necessàries per a una funció hash. 
Aquesta funció hash divideix el missatge en blocs de 512 bits que són 64 bytes. Cada un 
d’aquests blocs es divideix en 16 paraules de 4 bytes cada una. A aquests se’ls aplica la 
funció en sèrie, és a dir, que el resultat del processament del bloc anterior s’utilitza com a 
valor inicial per al bloc actual.  
El SHA-1 és una funció iterativa, la qual opera amb 5 paraules de 4 bytes, les quals va 
modificant utilitzant en cada ronda una paraula del missatge (o que s’ha generat a partir 
d’aquest). La funció consta de 80 rondes, dividides en quatre blocs de 20 rondes, amb 
alguns canvis en les funcions i valors utilitzats en cadascun dels blocs. 
 
Preprocessament 
Per a que el missatge tingui una mida proporcional a aquests blocs, s’ha de completar l’últim 
bloc amb alguna mena d’informació. Per al Sha-1, aquest es realitza de la següent manera: 
al darrere de l’últim bit s’afegeix un bit igual a u i després tot de bits amb valor zero fins a 
arribar als últims 64 bits, els quals contenen el valor de la llargada del missatge.  
 
Càlcul de la funció 
Per a fer el càlcul del resultat d’aplicar la funció al missatge aquest es trosseja en blocs de 
16 paraules dobles (de 4 bytes, 32 bits) i cada bloc es processa en sèrie, de forma que el 
resultat de processar un bloc s’utilitza per a processar el següent. Cal, per tant tenir un valor 
inicial de la funció, per a començar a executar la funció al primer bloc. Per al SHA-1, aquest 
valor inicial és (en hexadecimal): 
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Per a cada ronda de la funció s’utilitza una part del bloc de missatge que s’està processant 
(una paraula doble per a cada ronda). L’algoritme consta de 80 rondes i el bloc del missatge 
original només conté 16 paraules. S’ha d’expandir aquest, per tal de tenir suficients paraules 
per a cada ronda. La expansió s’executa de la següent manera, on Wt és la paraula 
utilitzada en la ronda t (0≤t≤79): 
    
          
     ⊕     ⊕      ⊕                 
  
La operació <<< que apareix a la formula és una rotació circular de la paraula un bit cap a 
l’esquerra, mantenint la longitud de 4 bytes, de manera que el bit més significatiu es situa 
com al menys significatiu i tota la resta es mou una posició a l’esquerra. 
 
Figura 7. Operacions de cada ronda de la funció SHA-1 
Per a fer el processament de cada bloc, s’utilitzen 5 variables d’una longitud d’una paraula 
cada una. Aquestes variables usualment utilitzen les lletres a, b, c, d i e. Per a començar, cal 
assignar a aquestes variables els valors del resultat d’aplicar la funció al bloc anterior (si és 
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el primer bloc s’utilitzen els valors inicials mencionats anteriorment). Llavors, per cada ronda, 
es realitza la transformació mostrada en la figura 7. 
En el diagrama, els <<< representen una rotació a l’esquerra del nombre de bits que 
s’indica. Wt és el valor de l’expansió del missatge corresponent a la ronda t. Els símbols ⊕ 
representen una suma, a la qual se li aplica la operació mòdul 216. Aquesta operació es 
realitza si se sobrepassa el valor indicat, se li extreu al resultat aquest valor fins que aquest 
sigui menor al mòdul desitjat. F és una funció que pren com a entrades les variables b, c i d i 
Kt és una clau predeterminada. Aquesta funció i clau, canvien cada 20 rondes. Les 
expressions de la funció, depenent de la ronda, són: 




                       
 ⊕  ⊕          
                          
 ⊕  ⊕          
  
On   equival a la operació and binària (s’extreu un u només si els dos operands són u, zero 
en cas contrari),   a la operació or binària (s’extreu u si almenys un dels operands és u, zero 
en cas contrari) , _ equival a la negació (s’extreu u si l’operand és zero, zero en cas contrari)  
i ⊕ a la or exclusiva (xor). 
Els valors de la clau Kt per a cada ronda són (en hexadecimal): 
   
               
                
                 
                 
  
Un cop s’han realitzat les 80 rondes, es calculen els valors finals del hash sumant (mòdul 
216) els resultats d’a, b, c, d i e a H0, H1, H2, H3 i H4 respectivament. Llavors es procedeix a 
processar el bloc següent agafant com a valors inicials els que s’acaben d’obtenir. Si és 
l’últim bloc, llavors aquest és el resultat final del hash al missatge. 
4.3. Ús de la funció hash per a la generació de claus 
Per a la generació de claus, s’ha utilitzat una funció hash com a generador de nombres, ja 
que aquesta funció, a causa de les propietats esmentades en la introducció, genera uns 
valors molt semblants als generats per un generador aleatori. És a dir, donats uns quants 
valors de sortida de la funció hash (per a missatges diferents, encara que no cal que 
difereixin massa, un bit és suficient) i uns quants generats per un generador de nombres 
aleatoris, no es poden distingir estadísticament els dos conjunts. En altres paraules, els 
resultats d’aplicar aquesta funció a missatges molt semblants són valors que no tenen cap 
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relació entre ells. Aquests són una distribució homogènia de 1 i 0 (a nivell de bits), com seria 
el resultat d’una generació aleatòria. 
Per tant, encara que les dades agafades pel dispositiu per a la generació de les claus tinguin 
valors en comú, aquestes claus no tindran cap relació unes amb les altres, cosa que farà 
que les claus generades amb el dispositiu es puguin utilitzar sense patir per a atacs amb 
claus relacionades (mirar apartat d’atacs a algoritmes). 
Per a fer la generació de claus s’utilitzen molts dels components de que disposa el mòdul 
utilitzat. Aquests són l’acceleròmetre, per a mesurar valors de acceleració en els tres eixos, 
el termòmetre, que mesura la temperatura en l’instant de la generació, el sensor de pressió, 
que mesura la altitud en la que es troba el mòdul i el rellotge i el calendari, que agafen el dia, 
el mes i l’any a més de la hora, els minuts i els segons.  
Totes aquestes dades s’emmagatzemen en un bloc de missatge de la funció SHA-1, 
completant-lo adequadament i s’aplica aquesta funció. Per a aquesta generació es van 
prenent dades de acceleració del dispositiu cada 0,2s i s’afegeixen barrejades amb els altres 
valors esmentats en el missatge. S’agafen més mesures d’acceleració perquè aquesta és la 
única variable que l’usuari pot controlar i, per tal d’obtenir una clau diferent només es 
necessita que aquest faci un moviment una mica diferent que l’anterior.  
És molt complicat repetir un moviment exactament igual, per tant, les claus no s’haurien de 
repetir, però per tal d’assegurar que això no passi s’han afegit els altres valors, que són més 
difícils de controlar i eviten la creació de claus iguals, encara que s’intenti. 
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5. Dispositiu utilitzat 
Per a aquest projecte, el dispositiu que s’ha utilitzat per a programar la funció requerida és el 
EZ430430-Chronos. Aquest és una plataforma de desenvolupament de Texas Instruments 
basada en el microcontrolador CC430F6137 de la mateixa companyia. Com que el 
dispositiu utilitzat conté el microcontrolador integrat i fa ús de les seves funcions, abans de 
definir la plataforma utilitzada es farà una descripció del CC430F6137 i les seves 
prestacions. 
5.1. CC430F61376 
El CC430F6137 forma part de la família CC430 de Texas Instruments, els quals són 
microcontroladors amb un baix consum, system-on-chip (disposen de la majoria dels 
components d’un ordinador integrats en el mateix mòdul) amb un transceptor de 
radiofreqüència integrat. Tenen una CPU RISC (Reduced Instruction Set Comuting) de 16 
bits, registres també de 16 bits i generadors de constants per a màxima eficiència del 
codi. Aquests dispositius integrats contenen diferents perifèrics per tal de poder ser 
utilitzats en una gran varietat d’aplicacions. 
Una de les característiques més interessants per a l’aplicació d’aquests dispositius en 
aquest projecte és l’optimització del consum de que disposen. Hi ha 5 modes de consum 
diferents, cosa que els converteix en dispositius idonis per a aplicacions portàtils, amb 
una llarga duració de la bateria. Com que s’ha proposat la utilització d’un dispositiu 
portàtil i autònom per a assolir l’objectiu proposat, aquests microcontroladors són molt 
adequats. 
El microcontrolador escollit utilitza una CPU CPUXV2 que conté 32 kB de memòria flash 
en el sistema per a guardar el programa que s’executarà, disposant també de 4 kB de 
memòria RAM estàtica. També conté un transceptor RF CC1101, el qual s’utilitza per a 
comunicacions amb freqüències per sota de 1GHz. Aquests dispositius contenen dos 
temporitzadors de 16 bits, amb 5 i 3 registres respectivament, i un convertidor analògic-
digital de 12 bits de gran rendiment amb vuit pins d’entrada exteriors i quatre entrades 
interiors (des del programa). 
A més, disposa d’un sensor de temperatura i de bateria, un comparador de 8 canals, una 
interfície universal de comunicació sèrie (USCI) amb dos canals per a utilitzar diferents 
protocols de comunicació, un accelerador AES de 128 bits, un multiplicador de hardware, 
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accés directe a la memòria, un rellotge a temps real amb capacitat d’alarma, un 
controlador per a connectar pantalles LCD de fins a 96 segments i 40 pins d’entrada i/o 
sortida. 
En la figura 8 (CC430F613x Datasheet [6]) es pot observar el diagrama de blocs funcional 
del dispositiu. 
 
Figura 8. Diagrama de blocs funcionals del dispositiu CC430F6137 
A continuació s’aprofundirà en cada una de les especificacions i perifèrics de que disposa 
el mòdul. 
Transceptor RC 
Aquest transceptor permet la recepció i enviament d’informació per radiofreqüència de fins a 
1 GHz. Està basat en el CC1101, el qual requereix molt pocs components externs. 
El senyal rebut s’amplifica amb un amplificador de baix soroll i es converteix a una 
freqüència intermèdia (uns quants MHz), a la qual se li afegeix un senyal generat pel 
dispositiu a la mateixa freqüència. A aquesta freqüència els senyals es digitalitzen, es 
processen i es filtren. S’utilitza un bit de desmodulació i sincronització de paquets, per tal de 
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realitzar la comunicació correctament. El senyal de transmissió s’obté per síntesi directa de 
la freqüència rebuda, utilitzant un sintetitzador de freqüència que inclou un oscil·lador 
controlat per voltatge i un desfasador de 90º per a generar els senyals que després 
s’afegiran al senyal rebut en mode de recepció. 
S’utilitza un cristall de 26MHz per a generar la freqüència de referència per al sintetitzador i 
per als rellotges del convertidor analògic-digital per a la part digital. 
El registre de memòria s’utilitza per l’accés a les dades, per a la configuració i per a la 
sol·licitud del estat per la CPU. En la figura 9 (CC430F613x Datasheet [6]) s’observa el 
funcionament d’aquest dispositiu.  
 
Figura 9. Diagrama de blocs del funcionament del mòdul CC1101 
Aquest transceptor és el que s’utilitzarà per a comunicar el dispositiu amb l’ordinador i així 
poder enviar els arxius que s’han de processar i també per rebre la informació necessària 
per a guardar a l’ordinador el resultat del processament d’aquests arxius. 
CPU 
La CPU del mòdul utilitzat és del tipus RISC (Reduced Instruction Set Computer, 
computador amb instruccions reduïdes) el qual presenta un nombre reduït d’instruccions de 
mida fixa.  
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La CPU té integrats 16 registres que proporcionen un temps reduït d’execució d’instruccions, 
amb un pas de registre a registre amb un temps d’operació d’un cicle del rellotge del 
processador. Quatre d’aquests registres estan dedicats a funcions de execució del codi i la 
resta d’aquests serveixen per a aplicacions generals. 
Els perifèrics estan connectats a la CPU utilitzant busos de dades, d’adreça i de control, els 
quals poden ser utilitzats amb totes les instruccions de que disposa el processador. 
Conté 51 instruccions amb tres formats i set modes d’adreça i instruccions addicionals per a 
modes més avançats. Cada instrucció pot operar a nivell de bytes o de paraules. 
Modes d’operació 
El CC430 té un mode actiu i cinc modes per a seleccionar a través de software de baix 
consum. 
En el primer mode, tots els rellotges de tots els perifèrics estan actius. En els altres modes, 
diversos rellotges i dispositius es van desactivant per tal d’estalviar energia. 
Càrrega d’inicialització 
Aquest carregador permet als usuaris programar la memòria flash o RAM utilitzant diferents 
interfícies de comunicació sèrie, per tal de poder realitzar la programació de forma més 
còmoda i ràpida. L’accés a la memòria del dispositiu està protegit per una contrasenya 
definida per l’usuari.  
Operació JTAG 
Aquest dispositiu permet dos modes JTAG (Joint Test Action Group, estàndard de 
comunicació per a realitzar la programació i prova del dispositiu) per realitzar tests en el 
programa. El primer és el mode JTAG estàndard i el segon és el Spy-Bi-Wire, un mode 
desenvolupat per Texas Instruments, que només requereix dues connexions enlloc de les 
quatre del mode estàndard. 
Aquest mode permetrà programar el microcontrolador per tal que aquest realitzi les funcions 
desitjades. També permetrà realitzar la depuració del codi, per a trobar errors i solucionar-
los. 
Memòria Flash 
La memòria flash es pot programar a través del port JTAG, per Spy-Bi-Wire o mitjançant la 
CPU. El processador pot escriure byte a byte o per paraules (de 2 o 4 bytes). 
Pág. 30  Memoria 
 
La memòria flash té 63 segments de memòria principal, cadascun d’ells de 512 bytes i 
quatre de memòria d’informació de 128 bytes. Tots els segments de memòria principal es 
poden esborrar conjuntament en un sol pas o es poden esborrar individualment. Els 
segments d’informació també es poden esborrar individualment o com a grup amb la 
memòria principal. 
Memòria RAM 
La memòria RAM consta de 2 sectors de 2000 bytes. Cada sector es pot apagar, per tal 
d’evitar la fugida d’informació, però d’aquesta manera es perd la informació. Cada sector 
entra en baix consum automàticament, quan això és possible. 
Oscil·lador i rellotge del sistema 
El sistema unificat de rellotge (UCS, Unified Clock System) inclou suport per a oscil·ladors 
tant interns com externs. Aquest mòdul està dissenyat per als requeriments necessaris de 
baix cost del sistema i de baix consum de potència. L’UCS conté una realimentació digital de 
freqüència bloquejada (FLL, Frequency Locked Loop) realitzada per hardware, que 
juntament amb el modulador digital estabilitza la freqüència del oscil·lador digital intern a una 
freqüència múltiple a la del cristall. 
El UCS conté un senyal de rellotge auxiliar (ACLK, Auxiliary Clock), provinent d’algun dels 
cristalls connectats. També disposa d’un rellotge principal, que és el que utilitza la CPU i un 
rellotge sub-principal, que utilitzen els diferents perifèrics. Aquests dos rellotges poden 
provenir dels mateixos oscil·ladors que el rellotge auxiliar. També es poden obtenir divisions 
del rellotge auxiliar (ACLK/n). 
Mòdul de administració del consum 
Aquest mòdul inclou un regulador integrat de voltatge d’alimentació i conté diferents nivells 
d’entrada per a optimitzar el consum. Aquest supervisa i controla el voltatge subministrat i 
protegeix contra apagades parcials. Està implementat de forma que els reinicis es realitzin 
de forma correcta tant al encendre com al apagar el dispositiu i detecta si el voltatge 
subministrat baixa per sota del mínim necessari. Suporta la supervisió del voltatge (es 
reinicia el dispositiu automàticament si el nivell no és adequat) i el control d’aquest. 
Entrada i/o sortida digital 
El dispositiu compta amb cinc ports entrada/sortida digitals, P1 a P5 amb 8 pins cadascun. 
Aquests ports es poden programar independentment, podent-los configurar amb qualsevol 
condició d’entrada, sortida i interrupció. Per a cada pin del dispositiu que actua com a 
entrada se’ls pot configurar per a disposar de resistències de pull-up o pull-down i per als 
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que actuen com a sortida també se’ls pot configurar el mode. Es poden programar 
interrupcions per flanc a cada dels vuit bits dels ports P1 i P2. Es té accés per a escriure i 
llegir tots els registres de control per a totes les instruccions. Es pot accedir als ports per 
bytes o per paraules. 
Mòdul del sistema 
El mòdul del sistema gestiona moltes de les seves funcions en l’aparell. Entre aquestes 
s’inclouen el control d’encesa, apagada i reinicis, selecció de la font del les interrupcions no 
emmascarades, reinici de vectors d’interrupció, mecanismes d’inicialització i el control de la 
configuració. També incorpora mecanismes de transmissió de dades via JTAG. 
Controlador DMA 
El controlador DMA (Digital Memory Acces, accés digital a la memòria) permet el moviment 
de dades entre adreces sense la intervenció de la CPU. Utilitzant aquest controlador es pot 
millorar el rendiment dels mòduls perifèrics, ja que redueix el consum de potència, permetent 
que la CPU resti en estat de repòs, sense haver-la de despertar per a fer el moviment de 
dades. 
Temporitzador Watchdog 
La funció principal d’aquest temporitzador és la de realitzar un reinici del sistema després 
d’un problema de software. Si el període de temps entre reinicis del temporitzador excedeix 
l’interval de temps seleccionat, es realitza un reinici del sistema. Si la funció de watchdog no 
és necessària, el temporitzador es pot configurar com un temporitzador d’interval i generar 
interrupcions cada cert període de temps a aquest interval, per a realitzar operacions que 
s’han d’executar cada cert període de temps. 
CRC16 
El mòdul CRC16 genera una signatura digital basada en les dades entrades i pot utilitzar-se 
per verificar que les dades no hagin estat corrompudes o danyades. Està basat en 
l’estàndard CRC-CCITT. 
Multiplicació per hardware 
L’operació de multiplicació es realitza en un mòdul perifèric dedicat, que realitza operacions 
amb operands de 32, 24, 16 i 6 bits. Aquesta multiplicació es pot fer amb o sense signe i 
poden fer-se també operacions acumulatives. 
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Accelerador AES128 
El mòdul accelerador d’AES realitza encriptació i desencriptació de blocs de 128 bits de 
dades amb claus de 128 bits seguint l’Advanced Encryption Standard, a través de hardware. 
Encara que aquesta és una funció molt interessant per a l’aplicació que es desitja realitzar, 
aquest mòdul no s’utilitzarà, perquè en ser un projecte acadèmic, es programarà una 
implementació d’aquest algoritme independent a aquest mòdul. 
Interfície de comunicació sèrie universal 
Aquest mòdul proporciona comunicació en sèrie. Suporta protocols síncrons com SPI (3 o 4 
pins) i I2C i protocols asíncrons com UART, UART millorat, amb detecció automàtica de la 
velocitat de transmissió (baudrate) i IrDA. 
El dispositiu disposa de dos mòduls, un que implementa SPI, UART, UART millorat i I2C i 
l’altre que suporta SPI i I2C. 
Temporitzadors 
Com ja s’ha comentat, el dispositiu conté dos temporitzadors. 
El primer és un temporitzador/comptador amb cinc registres capaços tant de comparar com 
de capturar l’estat d’aquest temporitzador. Aquest pot realitzar múltiples operacions de 
comparació/captura polsos PWM (Power Width Management, administració de l’amplitud de 
consum) i temporitzador per intervals, a més de disposar de moltes capacitats d’interrupció. 
Aquestes es poden generar al sobrepassar el límit establert en el comptador i des de cada 
dels registres de comparació/captura. 
El segon temporitzador és igual que l’anterior, diferenciant-se només perquè enlloc de tenir 
cinc registres de comparació/captura, aquest en té tres. 
Rellotge a temps real 
Aquest rellotge es pot utilitzar com un comptador de 32 bits o com a rellotge a temps real 
integrat. En el primer mode, aquest inclou dos temporitzadors de 8 bits independents que es 
poden posar en cascada per formar un de 16 bits. Ambdós temporitzadors es poden llegir i 
escriure a través de software.  
En el segon mode, té integrat un calendari que compensa els mesos de menys de 31 dies i 
els anys de traspàs. A més conté funció d’alarma flexible i hardware per al calibrat del 
desviament. 
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Generació del voltatge de referència 
El mòdul de generació del voltatge de referència és responsable de la generació de 
voltatges de referència que poden ser utilitzats per varis perifèrics analògics. Aquests poden 
ser el convertidor analògic-digital, el controlador LCD i el mòdul de comparació,  
Controlador LCD 
Aquest controlador genera els segments i senyals més comuns per a fer funcionar una 
pantalla de cristall líquid (LCD). El controlador té memòria dedicada per a mantenir 
informació dels segments. Suporta pantalles estàtiques, 2-mux, 3-mux, i 4-mux. També pot 
proporcionar un subministrament de voltatge independent a la pantalla. També proporciona 
la capacitat de parpelleig dels segment individualment. 
Comparador 
La funció d’aquest mòdul de comparació és la de disposar de precisió en la transformació 
d’analògic a digital, en la supervisió del voltatge i en el control de les senyals analògiques 
externes. 
Convertidor analògic a digital 
Aquest mòdul suporta ràpides conversions d’analògic a digital de 12 bits, implementant un 
nucli de 12 bits SAR (Successive Approximation Register, registre d’aproximació 
successiva), control de selecció de mostres, generador de referència i un buffer de 16 
paraules per a conversió i control. Aquest buffer permet convertir i emmagatzemar fins a 16 
mostres independents sense intervenció de la CPU. 
Mode d’emulació incrustada 
Aquest mode permet fer la depuració del software en temps real. Aquest disposa de tres 
punts d’aturada (breakpoints) a l’accés de la memòria, un al registre d’escriptura de la CPU, 
fins a quatre més que es poden combinar per formar-ne de més complexes, un comptador 
de cicles i un control del rellotge. 
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5.2. eZ430-Chronos7 
El mòdul eZ430-Chronos és una eina de desenvolupament de Texas Instruments que està 
integrat a l’interior d’un rellotge de polsera. Aquesta conté tots els elements necessaris per a 
fer la programació del dispositiu i de la interacció amb l’ordinador, si aquesta és necessària. 
El kit està basat en el microcontrolador CC430F6137. 
A més del microcontrolador aquest incorpora un display de 96 segments, 5 botons, un 
sensor de pressió integrat i un acceleròmetre de tres eixos. A més, gràcies a la seva 
comunicació sense fils permet actuar com a eix central per a sensors sense fils propers com 
podòmetres i monitors de ritme cardíac. També pot oferir la temperatura i el nivell de 
voltatge de la bateria gràcies a les prestacions del microcontrolador. 
La pantalla del rellotge està dividida en dues parts, una superior i una inferior, els quals 
mostren dos modes simultàniament. Cadascuna d’aquestes parts disposen de dos botons, 
un a cada banda per tal de realitzar les diferents funcions de cada mode. En la part superior 
s’utilitza per a la visualització de dades, com l’hora, l’alarma i les mesures d’acceleració, 
temperatura i altitud. En la part inferior, a més de la data i el consum de bateria es troben les 
funcions de comunicació. El mòdul muntat en el rellotge es pot observar en la figura 10.  
 
Figura 10. Rellotge eZ430-Chronos 
Gràcies la idoneïtat del microcontrolador que incorpora aquest mòdul per al 
desenvolupament del projecte i a la seva integració en un rellotge fa que aquest mòdul sigui 
adequat per al que es requereix per a assolir l’objectiu del projecte. Un rellotge de polsera és 
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un accessori que molta gent porta i, per tant, no és un dispositiu incòmode de portar i en cap 
moment suggereix que sigui un element que permet protegir informació. Només una 
persona informada sobre la existència i el funcionament d’aquest dispositiu podria agafar-lo 
amb la intenció de sabotejar-lo i aconseguir desxifrar informació encriptada mitjançant el 
rellotge. 
Aquest rellotge porta de fàbrica un programa i unes quantes funcions, les quals seran 
d’utilitat al desenvolupar la aplicació desitjada, sobretot en la part de comunicació. El kit 
conté un transceptor USB per tal de controlar la comunicació des de l’ordinador i un altre 
connector USB per tal de carregar el programa al dispositiu. Des de Texas instruments es 
facilita el codi del programa que conté el dispositiu i també el codi de la interfície gràfica que 
s’executa a l’ordinador per a realitzar aquestes funcions diverses. 
El programa contingut dins el dispositiu, a més de marcar la hora i el dia, i de poder 
programar alarmes, permet visualitzar a l’ordinador els resultats del acceleròmetre, controlar 
el ratolí i algunes tecles del teclat amb els botons i l’acceleròmetre del dispositiu, actualitzar 
la hora, el dia i calibrar la temperatura i l’altitud i actualitzar el programa mitjançant la 
comunicació sense fils. A més disposa d’un suport per a connectar un dispositiu de mesura 
del ritme cardíac i un podòmetre, per a realitzar el control de les activitats físiques 
realitzades. 
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6. Programació 
En aquest treball s’ha dissenyat i implementat l’algoritme AES i la funció hash SHA-1 en 
llenguatge C. Aquestes s’han col·locat en el programa del rellotge eZ430-Chronos. A més 
s’han modificat les funcions necessàries per a realitzar correctament la comunicació entre 
aquest dispositiu i l’ordinador. També s’ha modificat el programa d’interfície gràfica, per a 
controlar la comunicació desitjada des de l’ordinador. 
6.1. Funcionament global del programa 
En primer lloc es descriurà de manera esquemàtica el funcionament del programa, 
mencionant també la comunicació amb l’ordinador. Més endavant s’aprofundirà més en la 
descripció del programa.  
El programa implementat en l’eZ430-Chronos consta de dues funcionalitats diferents. La 
primera és la configuració de les claus per a la realització de l’algoritme d’encriptació i la 
segona és la encriptació/desencriptació en si.  
Tots els arxius dels programes comentats en aquest apartat estan disponibles en el CD 
d’Annexos. 
Configuració de claus 
La funcionalitat de configuració de les claus té dues parts ben diferenciades, una és la 
generació de les claus i l’altra és la recuperació de claus anteriors mitjançant fitxers de 
recuperació i la generació d’aquests fitxers. 
En la generació de les claus, es pot escollir entre dues formes d’emmagatzematge de les 
claus generades: substituint una de les claus emmagatzemades en el dispositiu per la clau 
generada, per tal d’utilitzar-la en futures encriptacions o guardant-la en una altra posició de 
memòria per a enviar-la a l’ordinador, amb l’objectiu d’utilitzar-la en un altre dispositiu o en 
un altre algoritme d’encriptació. 
El funcionament de la generació de claus s’esquematitza en la figura 11. Com es pot 
observar, el primer que s’ha de fer és escollir si la clau s’emmagatzemarà al dispositiu o es 
mostrarà al usuari. Aquesta tria es realitza en la pantalla d’elecció de la clau, escollint la 
posició de la memòria on s’emmagatzemarà la clau. Si aquesta s’ha de mostrar a l’usuari, la 
clau es guarda a l’espera de la petició des de l’ordinador.  
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Figura 11. Diagrama del funcionament de la generació de claus 
En aquest punt es comença amb la generació de la clau. En primer lloc el dispositiu agafa 
les mesures d’acceleració, temperatura i pressió, per a utilitzar com a llavor per a la 
generació, avisant a l’usuari del principi i el final amb un senyal sonor, per tal que aquest 
pugui generar un patró de moviment i influir en aquesta generació. Un cop preses les 
mesures necessàries i habilitades seguint els requeriments anteriorment esmentats, el 
dispositiu aplica la funció hash SHA-1 i obté 5 paraules de 4 bytes cadascuna. Llavors agafa 
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les 4 primeres paraules i les concatena per tal d’obtenir una clau de 16 bytes (128 bits). Un 
cop obtinguda la clau, aquesta s’emmagatzema en la posició de memòria triada en el 
dispositiu. És aleshores que si s’ha escollit l’enviament de la clau, cal demanar-la des de 
l’ordinador i aquesta és enviada. 
El funcionament del mode de recuperació de les claus, en cas de pèrdua o modificació 
d’aquestes es pot observar gràficament en la figura 12. Aquest mode consta de dues parts, 
el primer genera els arxius que contenen les claus, per tal que la segona part pugui 
recuperar-les. Com ja s’ha comentat, les claus es guarden encriptades en l’arxiu, usant una 
clau mestra, per a impedir que es pugui obtenir les claus al mirar un arxiu de recuperació. 
 
Figura 12. Diagrama del funcionament de la recuperació de claus 
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Sigui quina sigui l’operació que es vulgui fer, primer s’ha de connectar el dispositiu amb 
l’ordinador. Un cop connectat, s’ha d’escollir al ordinador què és el que es vol fer. 
Per a generar l’arxiu, després d’haver escollit aquesta opció, el rellotge encripta la primera 
clau i la envia al ordinador i aquest la grava en un arxiu. Un cop la primera clau ha estat 
gravada, s’envia informació al rellotge per a que aquest comenci a processar la segona clau. 
El mateix procediment es realitza per les quatre claus. Un cop s’han enviat les quatre claus 
encriptades i s’han guardat en un arxiu, ja es pot parar la comunicació. 
Per a la recuperació de les claus, es realitza un procediment similar. El primer que fa 
l’ordinador és llegir el primer bloc de l’arxiu, que correspon a la primera clau encriptada. Un 
cop aquesta arriba al rellotge, aquest la desencripta i la guarda com a la primera de les 
quatre claus. Llavors es repeteix el procediment per a les altres tres claus. En acabar, les 
claus han estat recuperades i si no es vol realitzar cap operació més, es pot aturar la 
connexió. 
Encriptació/Desencriptació 
La encriptació es realitza en el dispositiu eZ430-Chronos sense revelar la clau secreta a 
l’ordinador en cap moment. Per a fer-ho, des de l’ordinador se li envien blocs de missatge de 
128 bits (16 bytes) que el dispositiu processa i encripta (o desencripta) i retorna al ordinador.  
El procediment utilitzat pel programa és el que es mostra en la figura 13. El primer que s’ha 
de fer des del dispositiu és escollir la clau que s’utilitzarà i en l’ordinador triar quin arxiu és el 
que es vol processar. Llavors s’inicia la comunicació entre l’ordinador i el dispositiu. Un cop 
aquesta s’ha iniciat, cal escollir des de l’ordinador si es vol realitzar una encriptació o una 
desencriptació. A continuació, des d’aquest es llegeix el primer bloc de l’arxiu i s’envia al 
dispositiu amb la informació de quina operació s’ha de realitzar.  
Quan el dispositiu rep el bloc i la informació, realitza l’operació demanada i retorna a el 
resultat l’ordinador. Aquest rep aquest resultat i el guarda en un altre arxiu, al mateix directori 
que el arxiu inicial. Si encara no s’ha llegit tot l’arxiu a processar, des de l’ordinador es llegeix 
un altre bloc de 128 bits i es torna a realitzar el mateix procediment.  
Quan s’arriba a l’últim bloc de la encriptació, si aquest no és de la mida del bloc de l’AES, 
aquest s’omple de zeros excepte l’últim byte, que conté la longitud de bytes útils d’aquest 
bloc. En la desencriptació l’últim bloc és de 16 bytes a causa del processament en la 
encriptació, i no cal que es processi abans d’enviar-se al rellotge. Un cop es rep el bloc 
desencriptat, es mira l’últim byte per saber els bytes que s’han d’escriure l’arxiu.  
Un cop acabada l’escriptura de l’arxiu, s’atura la comunicació amb l’ordinador. 




Figura 13. Diagrama del funcionament de la encriptació/desencriptació 
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6.2. Interfície gràfica i comunicació des de l’ordinador 
Per tal de realitzar les funcions que permet el mòdul desenvolupat, s’ha realitzat una 
interfície gràfica aprofitant el codi proporcionat pel fabricant amb el kit de desenvolupament 
del dispositiu. El codi d’aquesta interfície està realitzada amb Tcl (Tool Command 
Language), i aquest executa funcions programades amb C++, que s’encarreguen d’establir 
la comunicació.  
La interfície gràfica per a l’encriptació està integrada en el programa que proveeix el 
fabricant i que permet utilitzar altres funcions del rellotge ja comentades anteriorment com la 
visualització de les mesures del acceleròmetre.  
Per a realitzar les funcions en el rellotge desenvolupades per al projecte s’ha afegit una 
pestanya en la interfície gràfica comentada, com es pot observar en la figura 14.  
S’observa que aquesta disposa de 7 botons, un caixetí per a inserir la localització de l’arxiu 
que es vol encriptar o l’arxiu de recuperació de les claus i una finestra a la part inferior per a 
verificar l’estat de la operació realitzada. A continuació es descriurà cadascun dels elements 
i s’explicarà les funcions que executen.  
 
Figura 14. Interfície gràfica de les funcions d’encriptació 
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Start Access Point 
Aquest botó inicia la connexió a través del dispositiu USB que s’encarrega de rebre i 
transmetre per ràdio freqüència. Al prémer aquest botó s’executa la funció start_simpliciti_ap 
que comprova si es compleixen totes les condicions per a la comunicació i si això és així, 
executa una funció en C++ que crea la connexió amb el dispositiu i fa que aquest resti a 
l’espera de la recepció de transmissions des del rellotge o d’instruccions per part de 
l’ordinador per a transmetre alguna informació al rellotge. Si l’operació es realitza 
correctament, es visualitza en la finestra d’estat que la connexió està realitzada i que ja es 
pot connectar el rellotge. 
Per connectar el rellotge al punt d’accés s’ha de realitzar una operativa des del mateix 
dispositiu, que s’explicarà en el següent apartat. 
Les funcions utilitzades per a aquesta funció no han estat modificades, s’han aprofitat les 
funcions facilitades per Texas Instruments, que preparen la comunicació per a les 
transmissions per a les funcions predeterminades. 
Busca... 
Al prémer aquest botó s’obre una finestra de Windows que permet navegar per l’ordinador 
per a buscar l’arxiu necessari per a la operació desitjada. Això ho realitza la funció 
open_crypt_file, que obre la finestra mencionada i guarda la localització de l’arxiu a la 
variable select_input_file.  Aquesta funció és una modificació de la funció open_file, funció 
creada pel fabricant. 
Com que en aquest projecte es busca encriptar arxius de text amb informació al seu interior, 
aquesta funció només accepta arxius .txt. 
Encripta 
Al prémer aquest botó s’executa la funció encrypt_file. Aquesta funció primer verifica que hi 
hagi comunicació i que l’usuari hagi seleccionat un arxiu i si no ho ha fet mostra un avís per 
pantalla. 
Llavors obre el fitxer seleccionat per tal de llegir-lo, mira quina és la seva mida i crea i obre 
un altre arxiu en el mateix directori per a guardar el resultat de la encriptació. A continuació 
llegeix el primer bloc del missatge (els primers 16 bytes) i els envia al rellotge, en notació 
hexadecimal. Envia tot el bloc en el mateix missatge, inserint davant una indicació, que 
comunica al rellotge l’ordre de què bloc sigui encriptat. Aquest enviament es realitza amb la 
funció en C++ BM_SYNC_SendCommand. Llavors espera que el rellotge li contesti amb el 
bloc encriptat, cridant la funció BM_SYNC_GetBufferStatus cada 10 ms. Un cop ha rebut la 
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informació, la transforma per a poder-la gravar a l’arxiu i realitza la gravació del bloc. Llavors 
repeteix aquesta operació fins que arriba al final de l’arxiu.  
L’últim bloc es processa de forma una mica diferent. Com que la longitud de l’arxiu pot ser 
qualsevol, aquest últim bloc pot no ser de 16 bytes. Per a completar el bloc que encriptarà 
l’AES s’afegeixen bytes amb valor zero per a completar el bloc i al final d’aquest el nombre 
de bytes que formen part de l’arxiu, per quant es realitzi la desencriptació, que el programa 
sàpiga quants bytes ha de gravar a l’arxiu. 
En la finestra inferior es mostren els bytes restants per a encriptar mentre dura el 
processament. Un cop s’ha acabat s’indica el final. 
Les funcions en C++ comentades no s’han modificat, perquè ja eren adients per la aplicació. 
Desencripta 
Aquesta botó crida a la funció decrypt_file. Aquesta realitza les mateixes operacions que la 
funció de encriptació, amb algun canvi. En primer lloc, en enviar els blocs per ésser 
processats, la indicació que s’insereix al davant del missatge canvia, per tal d’indicar que es 
vol realitzar una desencriptació. 
El processament de l’últim bloc també és diferent. En aquest cas no afegeix res al enviar 
l’últim bloc, perquè aquest sempre serà de 16 bytes (a causa del procediment realitzat a la 
encriptació). Al rebre la resposta d’aquest últim bloc, el primer que mira el programa és 
l’últim valor del bloc, ja que aquest indica quants bytes s’han de gravar a l’arxiu. Llavors es 
graven el nombre de bytes indicats en aquest últim byte. 
Rep Clau 
Al prémer aquest botó, s’executa la funció start_key_gen, la qual, a més de comprovar que 
la comunicació està activada, envia un bloc (BM_SYNC_SendCommand ) amb la informació 
necessària per a que el dispositiu eZ430-Chronos sàpiga que es reclama la clau generada 
per a després ser enviada. Llavors des del dispositiu s’envia la clau al ordinador, el qual la 
rep amb la funció BM_SYNC_GetBufferStatus, i la mostra per pantalla, en la finestra inferior. 
Rep Arxiu Recuperació 
La funció que s’executa al prémer aquest botó és start_gen_file. Aquesta, com totes les que 
tracten la comunicació de dades, s’assegura que la comunicació estigui activa, crea l’arxiu 
on es guardarà la informació i envia la informació perquè el rellotge sàpiga quina operació 
ha de realitzar. Llavors es reben les claus encriptades, les quals es guarden en un arxiu 
anomenat rec_key.txt. 
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Recupera Claus 
Aquest botó fa la funció inversa al de rebre l’arxiu de recuperació. Primer de tot comprova 
que la longitud de l’arxiu és la adequada, si no és així retorna de la funció i mostra un 
missatge d’error per pantalla. Si la longitud és la correcta, llegeix l’arxiu, bloc per bloc (clau 
per clau) i l’envia al rellotge, indicant-li el numero de la clau que s’envia. Aquest processa la 
informació, obté la clau i la guarda. Això ho realitza la funció start_rec_key. 
6.3. Operativa amb el eZ430-Chronos 
En aquest apartat es tractarà l’operativa des del rellotge que permetrà una comunicació 
entre el dispositiu i l’usuari (visualització d’indicacions en la pantalla) i la realització de la 
comunicació des del dispositiu cap a l’ordinador. Les funcions que realitzen el processament 
de la informació, les de generació de claus i encriptació i desencriptació es discutiran en els 
propers apartats. 
Per a triar la funció desitjada s’ha programat un nou mode en el rellotge, al qual s’accedeix 
polsant el botó # repetidament fins que aparegui en la part inferior de la pantalla la paraula 
Crypt. 
Aquest mode disposa de dues operacions, una per a configurar les claus utilitzades en la 
encriptació i l’altra per a començar la comunicació amb l’ordinador i realitzar totes les 
funcions que en fan ús. 
Un cop s’ha seleccionat el mode de criptografia, per a entrar en la pantalla de configuració 
de claus, s’ha de mantenir polsat, durant 3 segons el botó #. Llavors apareixerà a la pantalla 
una indicació de la clau que s’utilitzarà. Per a canviar-la i seleccionar una altra, s’ha de 
tornar a prémer el botó # i aquesta canviarà. Com s’ha comentat es poden modificar les 
quatre claus per a realitzar la encriptació i també la clau per a enviar al ordinador, aquesta 
última es visualitza amb gClau. Si es vol modificar la clau i generar una nova, cal polsar el 
botó ▼ i s’inicia la generació de la clau, indicada per senyals sonors, que indiquen l’inici i el 
final de la recollida de dades. Un cop s’ha seleccionat la clau desitjada, per a sortir d’aquesta 
pantalla cal polsar el botó *. Si al sortir, la clau seleccionada és la que s’enviarà a l’ordinador, 
per motius de seguretat, no s’utilitzarà per a les operacions de criptografia, i s’utilitzarà la 
primera clau. 
Un cop s’ha seleccionat la clau, polsant el botó ▼ s’inicia la recerca del dispositiu de 
comunicació connectat a l’ordinador indicat a la pantalla per un senyal parpellejant. Ja no cal 
que es realitzi res més des del dispositiu fins a haver acabat el processament de l’arxiu o 
l’enviament de la informació demanada, ja que la funció que s’executa s’encarrega de 
processar els missatges rebuts i d’enviar les respostes. Totes les instruccions es realitzaran 
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des de l’ordinador. Un cop s’ha realitzat la operació desitjada i no es vol realitzar cap més 
que requereixi la comunicació amb l’ordinador en el mode de criptografia, si es torna a 
polsar el botó▼ s’atura la comunicació, desapareixent de la pantalla el senyal que indica la 
comunicació. 
Per a aquest mode del menú s’han utilitzat quatre funcions: una per a configurar la 
visualització en la pantalla del dispositiu, una altra per a assignar el comportament al polsar 
el botó ▼, una per a executar-se al polsar més de 3 segons el botó # i una per a actualitzar 
les dades en pantalla. En les dues primeres s’han realitzat modificacions de funcions ja 
existents. La tercera s’ha programat des de zero. La última no ha estat modificada. 
-Funció de visualització: utilitza una funció interna del dispositiu (3) i aconsegueix 
visualitzar el text desitjat en la pantalla. 
A continuació es mostra el codi de la funció, anomenada display_crypto: 
1 void display_crypto(u8 line, u8 update){ 
2   if (update == DISPLAY_LINE_UPDATE_FULL){ 
3     display_chars(LCD_SEG_L2_5_0, (u8 *) " CRYPT", SEG_ON); 
4   } 
  } 
-Funció principal: aquesta gestiona la comunicació i s’activa al polsar el botó ▼. S’ha 
utilitzat la funció sx_crypto que s’encarrega de processar les transmissions que arriben i 
envia al ordinador la resposta adequada. Per a programar aquesta funció s’han realitzat 
petites modificacions de la funció sx_sync del dispositiu, que s’encarrega de gestionar la 
comunicació en el mode de sincronització. 
A continuació es pot observar el codi de la funció (en cursiva la part modificada): 
1 void sx_crypto(u8 line){ 
2   // Surt si el nivell de bateria no és suficient per a realitzar la operació 
3   if (sys.flag.low_battery)  return; 
4   // Apaga el llum 
5   P2OUT &= ~BUTTON_BACKLIGHT_PIN; 
6   P2DIR &= ~BUTTON_BACKLIGHT_PIN; 
7   BUTTONS_IE &= ~BUTTON_BACKLIGHT_PIN; 
8   start_simpliciti_crypto(); // Comença protocol SimpliciTI en mode crypto 
9   BUTTONS_IE |= BUTTON_BACKLIGHT_PIN; 
} 
El primer que realitza la funció és comprovar que es disposa de prou bateria per a realitzar 
la transmissió (3) i que no hi hagi més perifèrics transmetent. Llavors apaga el llum del 
dispositiu si aquest està encès per a estalviar energia (5-7) i crida a la funció 
start_simpliciti_crypto (8). Aquesta, per la seva banda apaga, si està encès, el sensor 
d’acceleració, mostra l’indicador d’activació de la transmissió per pantalla i comença la 
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transmissió. El codi d’aquesta funció no es mostra, ja que és una funció llarga, a la que se li 
han modificat poques coses. 
Per a fer el processament de les dades enviades i rebudes crida a la funció 
simpliciti_main_sync, funció del mode sync del rellotge, que analitza les transmissions des 
de l’ordinador, per tal de sincronitzar l’aparell, modificar la hora i data i canviar els valors 
predeterminats de temperatura i alçada. Aquesta última funció realitza totes les accions 
prèvies a les transmissions de dades per part de l’usuari i, a la seva vegada, crida a dues 
funcions per a analitzar les transmissions rebudes i les ordres del dispositiu per a respondre-
les. Aquestes funcions s’han modificat per a poder gestionar totes les ordres rebudes en el 
mode criptografia. 
La primera d’aquestes funcions simpliciti_sync_decode_ap_cmd_callback s’ocupa 
d’analitzar les transmissions rebudes. La informació de la procedència i les dades que conté 
es troben en el primer byte del missatge rebut. Per a cada transmissió rebuda, processa la 
informació i dóna ordres per a la resposta. Aquestes ordres s’emmagatzemen en el primer 
byte del missatge, ja que no té cap utilitat perquè ja s’ha processat la informació.  
A continuació es poden observar els elements afegits a la funció, (s’han extret parts de la 
funció que no s’utilitzen en el mode de criptografia, la funció completa es pot trobar en els 
arxius de programació del dispositiu, a l’annex A): 
1 void simpliciti_sync_decode_ap_cmd_callback(void){ 
2   unsigned char m[16]; 
3   // Default behaviour is to send no reply packets 
4   simpliciti_reply_count = 0; 
5   switch (simpliciti_data[0]){ 
6   // Extretes parts del programa 
7   case CRYPT_AP_CMD_ENCRYPT: 
8     simpliciti_data[0] = CRYPT_ED_DONE; 
9     memcpy(m,simpliciti_data+1,sizeof(m)); 
10    if (select_key==1) encripta(m,k1); 
11    else if (select_key==2) encripta(m,k2); 
12    else if (select_key==3) encripta(m,k3); 
13    else if (select_key==4) encripta(m,k4); 
14    simpliciti_reply_count = 1; 
15    break; 
16  case CRYPT_AP_CMD_DECRYPT: 
17    simpliciti_data[0] = CRYPT_ED_DONE; 
18    memcpy(m,simpliciti_data+1,sizeof(m)); 
19    if (select_key==1) desencripta(m,k1); 
20    else if (select_key==2) desencripta(m,k2); 
21    else if (select_key==3) desencripta(m,k3); 
22    else if (select_key==4) desencripta(m,k4); 
23    simpliciti_reply_count = 1; 
24    break; 
25  case KEY_AP_CMD_GEN_KEY: 
26    simpliciti_data[0] = KEY_ED_DONE; 
27    simpliciti_reply_count = 1; 
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28    break; 
29  case KEY_AP_CMD_GEN_FILE: 
30    simpliciti_data[0] = CRYPT_ED_DONE; 
31    if (simpliciti_data[1]==1) encripta(k1,k0); 
32    else if (simpliciti_data[1]==2) encripta(k2,k0); 
33    else if (simpliciti_data[1]==3) encripta(k3,k0); 
34    else if (simpliciti_data[1]==4) encripta(k4,k0); 
35    simpliciti_reply_count = 1; 
36    break; 
37  case KEY_AP_CMD_REC_KEY: 
38    simpliciti_data[0] = KEY_ED_NEXT; 
39    memcpy(m,simpliciti_data+2,sizeof(m)); 
40    desencripta(m,k0); 
41    if (simpliciti_data[1]==1) memcpy(k1,res,sizeof(k1)); 
42    else if (simpliciti_data[1]==2) memcpy(k2,res,sizeof(k2)); 
43    else if (simpliciti_data[1]==3) memcpy(k3,res,sizeof(k3)); 
44    else if (simpliciti_data[1]==4) memcpy(k4,res,sizeof(k4)); 
45    simpliciti_reply_count = 1; 
46  } 
  } 
Per a les transmissions per a encriptar o desencriptar arxius, es guarda la informació del 
bloc que s’ha de processar en una variable anomenada m (9, 18), un vector de dimensió 16 
per a emmagatzemar els valors de tots els bytes del missatge. A continuació es crida la 
funció indicada, encripta(m,ki) (10-13) o desencripta(m,ki) (19-22), respectivament, on ki és la 
clau seleccionada en la pantalla de selecció de clau. 
En la realització del arxiu de recuperació de dades, el programa mira el segon byte del 
missatge, el qual indica quina és la clau que s’ha d’encriptar i la encripta (31-34).  
En el cas de la recuperació de les claus, es desencripta la informació continguda en el 
missatge rebut a partir del tercer byte (40), ja que en aquest cas, en el segon s’indica el 
número de la clau que s’ha de sobreescriure (41-44). Llavors guarda la clau desencriptada a 
la posició corresponent. 
En el cas de la recepció des de l’ordinador de la clau anteriorment generada, aquesta funció 
només canvia el primer byte del missatge (26), per tal que la funció 
simpliciti_sync_get_data_callback prepari la transmissió adequadament. 
La funció simpliciti_sync_get_data_callback rep les ordres de la funció 
simpliciti_sync_decode_ap_cmd_callback i prepara el missatge que es transmetrà. La 
transmissió del missatge es realitza amb la funció SMPL_SendOpt, la qual també és una 
funció realitzada per Texas Instruments. 
A continuació es poden observar els elements afegits a la funció (també s’han extret parts, 
es disposa del programa sencer a l’annex A): 
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1 void simpliciti_sync_get_data_callback(unsigned int index) { 
2   switch (simpliciti_data[0]){ 
3   // Extretes parts del programa 
3   case CRYPT_ED_DONE: 
4     simpliciti_data[0]=SYNC_ED_TYPE_STATUS; 
5     memcpy(simpliciti_data+1,res,sizeof(res)); 
6     break; 
7   case KEY_ED_DONE: 
8     simpliciti_data[0]=SYNC_ED_TYPE_STATUS; 
9     memcpy(simpliciti_data+1,k5,sizeof(k5)); 
10  case KEY_ED_NEXT: 
11    simpliciti_data[0]=SYNC_ED_TYPE_STATUS; 
12    break; 
13  } 
} 
En els modes d’encriptació, desencriptació i creació de l’arxiu de recuperació, la funció copia 
la variable res, que conté el resultat de la encriptació o desencriptació que s’acaba de 
realitzar, a la variable que conté la informació que s’enviarà, simpliciti_data (5). 
En el mode d’enviament de la clau generada, es copia a simpliciti_data la informació 
emmagatzemada en la variable k5 (9), que és on s’emmagatzema la clau que no s’utilitzarà 
mai per a realitzar encriptacions i que només existeix específicament per a aquesta funció. 
Finalment, en la recuperació de les claus, aquesta funció no fa cap acció, ja que no es 
necessita enviar cap més informació al ordinador a més de la confirmació que s’ha acabat 
de processar la informació de la clau enviada i que ja es pot enviar la informació de la 
següent (10-12). 
-Funció secundaria: s’utilitza la funció mx_crypto, que ha estat programada des de zero. 
Aquesta funció permet escollir una clau per a realitzar l’algoritme AES o per a sobreescriure-
la generant-ne una de nova. La funció resta esperant a rebre informació dels botons premuts 
(3-57). Si es prem # (10-14) canvia la visualització per pantalla (20-56) per a mostrar el 
nombre de clau seleccionat i modifica una variable interna (key_selected) que 
emmagatzema el nombre de la clau que ha estat seleccionada. Si es rep informació del botó 
▼ (15-19), es crida a la funció de generació de claus i guarda en la posició de memòria 
corresponent la clau generada. Si es prem el botó * es surt de la funció. 
A continuació s’exposa el codi d’aquesta funció: 
1 void mx_crypto(u8 line){ 
2   int new_key=0; 
3   while (1){ 
4     // Botó *: guarda i surt 
5     if (button.flag.star){ 
6       if (select_key==5)  select_key=1; 
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7       display_chars(LCD_SEG_L2_5_0, (u8 *) " CRYPT", SEG_ON); 
8       break; 
9     } 
10    if (button.flag.num){ 
11      if (select_key < 5)  select_key++; 
12      else  select_key = 1; 
13      button.flag.num = 0; 
14    } 
15    if (button.flag.down){ 
16      gen_key(); 
17      new_key=1; 
18      button.flag.down=0; 
19    } 
20    switch (select_key){ 
21    case 1: 
22      display_chars(LCD_SEG_L2_5_0, (u8 *) " CLAU1", SEG_ON); 
23      if (new_key==1){ 
24        new_key=0; 
25        memcpy(k1,res,sizeof(res)); 
26      } 
27      break; 
28    case 2: 
29      display_chars(LCD_SEG_L2_5_0, (u8 *) " CLAU2", SEG_ON); 
30      if (new_key==1){ 
31        new_key=0; 
32        memcpy(k2,res,sizeof(res)); 
33      } 
34      break; 
35    case 3: 
36     display_chars(LCD_SEG_L2_5_0, (u8 *) " CLAU3", SEG_ON); 
37     if (new_key==1){ 
38       new_key=0; 
39       memcpy(k3,res,sizeof(res)); 
40     } 
41     break; 
42   case 4: 
43     display_chars(LCD_SEG_L2_5_0, (u8 *) " CLAU4", SEG_ON); 
44     if (new_key==1){ 
45       new_key=0; 
46       memcpy(k4,res,sizeof(res)); 
47     } 
48     break; 
49   case 5: 
50     display_chars(LCD_SEG_L2_5_0, (u8 *) " GCLAU", SEG_ON); 
51     if (new_key==1){ 
52       new_key=0; 
53       memcpy(k5,res,sizeof(res)); 
54     } 
55     break; 
56   } 
57 } 
58 button.all_flags = 0; 
 } 
Actualització de visualització: s’utilitza la funció update_time. Aquesta funció no s’ha 
modificat i és la que actualitza la hora mostrada en el rellotge. 
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6.4. Generació de Claus 
Per a la generació de les claus s’utilitza una funció anomenada gen_key, que ha estat 
programada específicament per a aquest projecte. Aquesta agafa totes les mesures 
necessàries utilitzant funcions ja programades en el rellotge. Aquestes es col·loquen en un 
missatge de 16 doble paraules, per a aplicar-li la funció hash.  
A continuació es pot observar el codi de la funció programada: 
1 Void gen_key(void){ 
2   start_buzzer(1,BUZZER_ON_TICKS,BUZZER_OFF_TICKS)  //Senyal sonor 
3   for (i=0;i<13;i++){  //13 mesures d’acceleració guardades en W[i] 
4     do_acceleration_measurement()  //guardada en sAccel.xyz[3] 
5     W[0]=sAccel.xyz[0]+sAccel.xyz[1]*256+sAccel.xyz[2]*65536; 
6     Timer0_A4_Delay(CONV_MS_TO_TICKS(200))  //Retard 200ms 
7   } 
8   W[0]+=(sTime.minute%256)*16777216; //Es posen en el primer byte de W[i] 
9   W[1]+=(sTime.hour%256)*16777216; 
10  W[2]+=(sTime.second%256)*16777216; 
11  W[3]+=(sDate.day%256)*16777216; 
12  W[4]+=(sDate.month%256)*16777216; 
13  W[5]+=(sDate.year%256)*16777216; 
14  do_altitude_measurement(FILTER_OFF);  //Es mesura la altitud 
15  stop_altitude_measurement();  //Es para la mesura un cop s’ha realitzat una 
16  W[6]+=(sAlt.altitude%256)*16777216; 
17  temperature_measurement(FILTER_OFF);  //Es fa una mesura de temperatura 
18  W[7]+=(sTemp.degrees%256)*16777216; 
19  start_buzzer(2,BUZZER_ON_TICKS,BUZZER_OFF_TICKS)  //Senyal sonor 
20  hash(); 
21  to_parts(0,A1); 
22  to_parts(4,B1); 
23  to_parts(8,C1); 
24 to_parts(12,D1); 
  } 
Com es pot observar, la funció realitza un senyal sonor al inici (2) i al final de les mesures 
(19), perquè l’usuari sàpiga quan ha de realitzar el patró de moviment. Entre aquests 
senyals  es realitzen les 13 mesures d’acceleració (3-7) i es col·loquen a W un vector de 16 
paraules (4 bytes). Només es realitzen 13 mesures a causa del processament que cal fer en 
els missatges al aplicar la funció hash. Si es realitzessin més mesures, s’haurien de fer 
servir dos missatges. Cada paraula conté tres mesures d’acceleració (x, y i z) en els bytes 
menys significatius i les vuit primeres contenen una altra mesura de les esmentades (8-18), 
en el byte més significatiu. Llavors s’aplica la funció hash i del resultat d’aquesta el programa 
agafa les 4 primeres paraules del resultat i es concatenen per a formar la clau (21-24) 
utilitzant la funció to_parts, que trenca les paraules en els quatre bytes que la conformen i 
els emmagatzema en la variable res, un vector de 16 bytes. 
La funció hash() pren la variable W[16] i li executa la funció SHA-1. Aquesta ha estat 
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programada en C per al projecte amb el nom hash().  
A continuació es pot observar el codi d’aquesta funció: 
1 Void hash(void){ 
2   A1=0x67452301; B1=0xEFCDAB89; C1=0x98BADCFE; D1=0x10325476; E1=0xC3D2E1F0; 
3   for (i=0;i<80;i++){ 
4     if (i<20)  k=0x5A827999; f=(B1&C1)|(~B1&D1); 
5     else if (i>=20 && i<40)  k=0x6ED9EBA1; f=B1^C1^D1; 
6     else if (i>=40 && i<60)  k=0x8F1BBCDC; f=(B1&C1)|(B1&D1)|(C1&D1); 
7     else if (i>=60)  k=0xCA62C1D6; f=B1^C1^D1; 
8     temp=(E1+f+(A1 <<< 5)+W[0]+k)%y; 
9     E1=D1; D1=C1; C1=B1 <<< 30; B1=A1; A1=temp; 
10    new_w(); //Troba un nou valor per a w 
11  } 
12  A1=(0x67452301 + A1)%y; 
13  B1=(0xEFCDAB89 + B1)%y; 
14  C1=(0x98BADCFE + C1)%y; 
15  D1=(0x10325476 + D1)%y; 
16  E1=(0xC3D2E1F0 + E1)%y; 
  } 
En aquest cas, la funció només ha de processar un bloc del missatge. Es parteix dels valors 
inicials de cada una de paraules que seran processades i guardades en les variables A1, 
B1, C1, D1 i E1 (2). Llavors per a cada ronda s’executen les operacions indicades en la 
descripció de l’algoritme (4-11). Es pot observar que cada 20 rondes es canvia el valor de k i 
la funció F. Per tal d’obtenir el valor del missatge ampliat per a cada ronda s’utilitza la funció 
new_w, que mou els valors del vector W (on s’ha emmagatzemat anteriorment totes les 
mesures a processar, una posició a l’esquerra i omple la posició lliure, W(15) amb el valor 
que pertoca, de forma que en W(0) queda emmagatzemat el valor de W que s’ha d’utilitzar 
en la ronda següent.  
Per acabar, es fa la suma del resultat obtingut després de les 80 rondes amb el valor inicial 
(12-16), fent mòdul 0x100000000, per tal que el resultat estigui dins el rang de 4 bytes. 
6.5. Encriptació/Desencriptació 
Per a processar els blocs de l’arxiu que s’ha d’encriptar o desencriptar s’utilitzen dues 
funcions: encripta i desencripta. Aquestes funcions també han estat creades específicament 
per al projecte. 
Les dues funcions agafen un bloc i una clau i realitzen la encriptació o desencriptació 
seguint l’algoritme AES-128.  
A continuació s’exposa el codi de la funció encripta: 
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1 Void encripta(unsigned char m[], unsigned char k[]){ 
2   generació_clau(); //Es generen totes les claus de ronda 
3   xor16(m,k) // 
4   for (i=0;i<10;i++){  
5     memcpy(kr,ke+16*(i-1),sizeof(kr)); //kr = clau de la ronda i 
6     res=substitucio_bytes(res); 
7     res=intercanvi_files(res); 
8     res=barreja_columnes(res); 
9     res=xor16(res,kr); 
10   } 
11  memcpy(kr,ke+144,sizeof(kr)); 
12  r16=substitucio_bytes(res); 
13  r16=intercanvi_files(res); 
14  r16=xor16(res,kr); //res és el resultat de la encriptació 
  } 
Aquest és el codi de la funció desencripta: 
1 void desencripta(unsigned char m[],unsigned char k[]){ 
2   generacio_clau(k); 
3   memcpy(kr,ke+144,sizeof(kr)); 
4   xor16(m,kr); 
5   inv_intercanvi_files(res); 
6   inv_substitucio_bytes(res); 
7   for (i=1;i<10;i++){ 
8     memcpy(kr,ke+16*(9-i),sizeof(kr)); 
9     xor16(res,kr); 
10    inv_barreja_columnes(res); 
11    inv_intercanvi_files(res); 
12    inv_substitucio_bytes(res); 
13  } 
14  xor16(res,k); 
} 
Com es pot observar, aquestes funcions realitzen les operacions comentades en l’apartat 
3. Per a aquestes funcions s’utilitzen vectors de caràcters sense signe (ja que el rang 
d’aquestes variables és el mateix que el d’un byte). Cada caràcter del vector equival a un 
byte. 
A continuació es comenta el funcionament de cadascuna de les funcions cridades per 
aquestes dues funcions. Totes aquestes s’han programat per a aquest projecte. 
generació_clau 
Aquesta funció realitza la generació de totes les claus que s’utilitzaran en les rondes 
següents. El codi d’aquesta funció és el següent: 
1 void generacio_clau(unsigned char k[]){ 
2   memcpy(res,k,sizeof(res)); 
3   for (i=0;i<10;i++){ 
4     derivacio_clau(res,i+1); 
5     memcpy(ke+16*i,res,sizeof(res)); 
6   } 
} 
Es pot observar que el programa crida la funció derivació_clau, enviant-li el valor de la 
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clau i el número de la ronda i rep (en la variable res) la clau per a la següent ronda. 
Aquesta s’emmagatzema a la variable ke, on es guarden totes les claus derivades. 
La funció derivacio_clau realitza les operacions comentades en la generació de les claus. 
derivacio_clau 
Aquesta funció troba la següent clau de ronda. Aquesta es troba a partir de la clau de la 
ronda actual i l’índex que indica la ronda.  
El codi es pot observar a continuació: 
1 void derivacio_clau(unsigned char kd[],unsigned char r){ 
2   memcpy(w1,kd,sizeof(w1)); 
3   memcpy(w2,&kd[4],sizeof(w2)); 
4   memcpy(w3,&kd[8],sizeof(w3)); 
5   memcpy(w4,&kd[12],sizeof(w4)); 
6   g(w4,r); 
7   xor4(res4,w1); 
8   memcpy(kd,res4,sizeof(res4)); 
9   xor4(res4,w2); 
10  memcpy(kd+4,res4,sizeof(res4)); 
11  xor4(res4,w3); 
12  memcpy(kd+8,res4,sizeof(res4)); 
13  xor4(res4,w4); 
14  memcpy(kd+12,res4,sizeof(res4)); 
} 
L’operació s’efectua com s’ha mencionat anteriorment. En primer lloc, es divideix la clau en 
les paraules de 4 bytes w1, w2, w3 i w4 (2-5). Després s’efectua la funció g (6) a l’última 
paraula i s’efectua un xor entre el resultat d’aquesta operació i la primera paraula(7). 
Després es fan tres xor més entre els resultats i la resta de paraules (9, 11 i 13). 
Així s’obté la clau derivada, que s’emmagatzema en el vector kd. 
g 
Aquí s’efectua la funció g de la derivació de claus. En aquest cas s’utilitza la taula de 
substitució per a cada byte d’entrada. En el primer byte se li afegeix un valor depenent de la 
ronda a la qual s’està. Aquest valor també es treu d’una taula. El resultat s’emmagatzema en 
el vector r4. 
intercanvi_files i inv_intercanvi_files 
Aquestes funcions realitzen l’intercanvi i l’intercanvi invers de les files de l’algoritme AES. 
substitucio_bytes i inv_substitucio_bytes 
Aquestes funcions realitzen la substitució de bytes mirant una parella de taules 
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precomputades que relacionen tots els valors possibles amb el seu substitut. 
barreja_columnes i inv_barreja_columnes 
En aquestes funcions s’efectuen les operacions per tal de realitzar la barreja de columnes i 
la seva inversa de l’algoritme. Com ja s’ha comentat abans, en aquesta s’utilitza una 
multiplicació dels camps de Galois. 
La multiplicació per 2 equival a un moviment dels bits d’una posició a l’esquerra, afegint un 
zero a la posició més a la dreta. El camp de Galois utilitzat conté valors entre 0 i 255 i, per 
tant, si el resultat sobrepassa aquest valor s’ha d’operar amb aquest valor fins a trobar-ne un 
dins del conjunt. Tota la multiplicació es realitza en la funció galois2. 
Per a realitzar tots els càlculs necessaris en les dues funcions es combina l’operació de 
multiplicació per 2 (galois1) i la suma (xor). D’aquesta forma, es poden arribar a computar 
totes les multiplicacions necessàries. 
xor4 i xor16 
Aquestes funcions efectuen l’operació or exclusiva en vectors de 4 i 16 elements, 
respectivament. El programa recorre els dos vectors fent la operació byte a byte i 
s’emmagatzema el resultat en r4 per la operació de 4 bytes i res per la de 16. 
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7. Resultats 
Per a verificar el correcte funcionament del dispositiu s’han realitzat múltiples proves de totes 
les seves funcionalitats. S’han encriptat texts de diferents mides, assegurant que després de 
la desencriptació s’obtingués el mateix text de partida. S’han generat múltiples claus, en 
condicions diverses i s’ha observat que aquestes no tenen cap relació entre elles. S’ha 
estudiat el temps d’encriptació i la distància a la que aquesta es pot realitzar. També s’han 
fet proves amb la funcionalitat de recuperació de les claus, verificant satisfactòriament el 
comportament d’aquesta. 
En aquesta secció es mostren algun de exemple dels resultats obtinguts i els procediments 
utilitzats. 
Procediment d’encriptació 
L’aplicació realitzada té com a objectiu encriptar arxius de text no massa grans que 
continguin informació personal o confidencial. Una mostra d’un arxiu d’aquestes 
característiques pot ser el següent: 
 
Figura 15. Arxiu de mostra. Té una mida de 193 bytes 
A continuació s’exposen els passos realitzats per a aconseguir encriptar aquest arxiu. 
1-Des de l’ordinador s’obre el programa d’interfície gràfica, havent connectat prèviament el 
dispositiu transceptor en un port USB. Llavors es connecta aquest punt d’accés al programa, 
utilitzant el botó Start Acces Point, com s’observa en la figura 16. 
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Figura 16. Interfície gràfica. Inici de la connexió amb el punt d’accés 
Un cop s’ha realitzat això, apareix en la caixa inferior un missatge conforme el punt d’accés 
ha estat connectat (figura 17). Llavors s’escull l’arxiu que es vol processar, mitjançant el botó 
Busca..., el qual obre una finestra per a buscar l’arxiu desitjat. Un cop escollit l’arxiu i abans 
de prémer el botó Encripta per a començar la realització de la encriptació (figura 18) es 
prepara el rellotge per a la comunicació.  
2-Posar el rellotge en mode encriptació: es prem el botó # fins a aparèixer en la part inferior 
de la pantalla la paraula Crypt (Figura 18). Un cop s’ha arribat al mode de criptografia, es pot 
canviar la clau prement el mateix botó durant tres segons, després dels quals apareixerà en 
pantalla el número de la clau seleccionada (figura 19). Si es vol generar una clau per a 
després utilitzar-la per a la desencriptació, només cal polsar el botó ▼ amb la clau desitjada 
mostrant-se en la pantalla. 
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                Figura 18. eZ430-Chronos en mode criptografia                  Figura 19. Pantalla de selecció de claus 
Un cop seleccionada la clau que es vol utilitzar en la encriptació si es prem el botó * amb la 
clau desitjada en pantalla es torna al menú principal (Figura 18). Llavors s’inicia la 
comunicació amb l’ordinador prement el botó ▼. La comunicació s’indica amb un senyal 
parpellejant com el de la figura 20. 
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Figura 20. eZ430-Chronos amb la comunicació activada 
3-Inici de l’encriptació: L’encriptació s’inicia des de l’ordinador prement el botó Encripta. 
Per a realitzar la desencriptació d’arxius, el procediment a seguir és el mateix, polsant el 
botó Desencripta enlloc del Encripta. 
Per a la resta d’operacions, els passos a realitzar són molt similars i, per tant, no 
s’exposaran explícitament.  
Resultats de la encriptació 
A continuació es mostren els resultats de la encriptació de l’arxiu de la figura 15. 
 
Figura 21. Arxiu obtingut al encriptar el text de mostra amb la primera clau 
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Si s’encripta aquest arxiu utilitzant el dispositiu (amb la primera clau seleccionada) s’obté un 
arxiu com el de la figura 21. Si s’utilitza una altra clau (la segona clau emmagatzemada en el 
dispositiu), el text que s’obté és el de la figura 22. 
Com es pot observar, de cap dels dos textos obtinguts es pot extreure un indici del contingut 
del missatge inicial. Tampoc es detecta cap relació entre els dos textos, els quals només es 
diferencien en la clau utilitzada. Si s’obté aquest arxiu no es pot, a primer cop d’ull, desxifrar-
lo ni trobar cap tipus d’informació en ell.  
 
Figura 22. Arxiu obtingut al encriptar el text de mostra amb la segona clau 
En tots els casos, si es desencripta el text xifrat utilitzant el procediment de desencriptació i 
la clau indicada, s’ha obtingut el text inicial. 
Temps d’encriptació 
S’ha calculat el temps que es triga a encriptar i desencriptar un arxiu. Per a trobar la velocitat 
en que el dispositiu processa la informació s’ha utilitzat un arxiu de 1970 bytes, de més 
longitud que el que es descriu en l’exemple anterior. El temps d’encriptació mitjà obtingut és 
de 1 minut i 7 segons, després de realitzar 5 repeticions. La velocitat de processament de 
informació és de 29,4 bytes/s. 
En realitzar la mesura del temps de desencriptació de l’arxiu generat en la encriptació de 
l’arxiu inicial (aquest és de 1984 bytes, a causa de la necessitat de que l’arxiu sigui d’una 
mida múltiple a la mida dels blocs del AES) s’ha troba que aquest és aproximadament el 
mateix, 1 minut i 7 segons (mitjana de 5 repeticions). Aquí s’ha obtingut una velocitat de 
processament de 29,61 bytes/s. Cal notar que aquesta velocitat és major que en la 
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encriptació perquè aquesta s’ha calculat respecte la mida inicial de l’arxiu i no respecte al 
volum d’informació processat. A causa del ompliment de l’últim bloc en la encriptació, els 
bytes processats han estat els mateixos que en la desencriptació i, d’aquesta manera, la 
velocitat de processament és aproximadament la mateixa que en la desencriptació. 
Distància màxima de connexió 
Una altra variable avaluada és la distància màxima a la que pot estar el rellotge del USB 
transceptor connectat a l’ordinador, per tal que la transmissió es realitzi correctament. 
Aquesta s’ha mesurat en línia recta i sense trobar-se cap obstacle en el camí entre els dos 
dispositius. És de suposar que si apareix algun obstacle en la línia de comunicació, aquesta 
distància màxima es reduirà. El valor obtingut després de la realització de vàries proves és 
de 3 metres aproximadament des del rellotge al transceptor connectat a l’ordinador. 
Claus generades 
S’han triat dos exemples de claus generades pel dispositiu, per tenir una idea de la 
seguretat que el protocol utilitzat proporciona. Les dues claus s’han generat en condicions 
similars, sense realitzar cap patró de moviment, de forma que les mesures d’acceleració 
d’ambdues claus han estat similars. El resultat de la generació de les claus s’observa en les 




Figura 23. Primera clau generada 
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Figura 24. Segona clau generada 
Es comprova que les dues claus generades no tenen cap relació entre elles. D’aquesta 
forma es pot comprendre la seguretat que proporciona la utilització de la funció hash en la 
generació de les claus, ja que encara que s’intenti generar dues claus iguals o, al menys, 
similars, això és quasi impossible d’aconseguir. 
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Conclusions 
-S’ha dissenyat i programat en C els algoritmes i funcions necessaris per al funcionament 
del mòdul personal per a protegir arxius. Aquests s’han implementat dins del dispositiu 
eZ430-Chronos, integrant-los amb el programa que aquest contenia. S’ha comprovat el 
correcte funcionament de totes les funcions afegides al mòdul. 
-S’ha comprovat que el procés d’encriptació i desencriptació amb diferents arxius es realitza 
correctament i que al desencriptar un arxiu prèviament encriptat s’obté l’arxiu original.  
-S’ha calculat diferents variables del procés d’encriptació com la velocitat de processament 
de dades o la màxima distància de l’ordinador a la que es pot realitzar l’encriptació. 
-S’ha afegit al dispositiu un mode per a generar claus. Aquest afegit proporciona un mode de 
generar claus utilitzant perifèrics del dispositiu que garanteix que la utilització d’aquestes 
claus per a la protecció de dades no serà susceptible a atacs, especialment de clau 
relacionada. 
-S’ha implementat una forma de recuperació de claus, en cas de pèrdua d’aquestes o de 
reinici del dispositiu. Així es poden desxifrar tots els arxius prèviament encriptats. Aquest 
mode de recuperació també ofereix seguretat. L’arxiu obtingut té la mateixa seguretat que 
qualsevol altre que es protegeixi amb el dispositiu. 
-Com a conseqüència de tots els resultats obtinguts es pot afirmar que s’ha aconseguit un 
mode de protegir informació personal i/o confidencial de forma que, si aquesta no és robada 
o interceptada abans del processament, és tècnicament improbable aconseguir desxifrar-la 
amb el poder computacional actual. El mòdul personal assegura que aquesta informació no 
sigui modificada ni sabotejada sense el coneixement del propietari. 
Cal comentar que és possible que aquesta protecció en el futur no sigui suficient, ja que amb 
l’augment de la velocitat de processament dels ordinadors, serà possible aconseguir 
desxifrar la informació en un temps raonable. Llavors s’haurà de revisar el mètode 
d’encriptació per comprovar que segueix sent segur o en cas contrari utilitzar un altre 
algoritme que ofereixi una garantia de seguretat. 
-A partir de l’avaluació dels resultats s’extreuen unes propostes de millora del dispositiu.  
Per a millorar aquest mòdul, per a evitar possibles atacs al dispositiu (sempre hi haurà 
coneixement per part de l’usuari) i augmentar la eficiència i la velocitat, s’hauria d’utilitzar el 
mòdul AES que incorpora el dispositiu. Aquest solucionaria qualsevol possible problema de 
seguretat de la implementació de l’algoritme i acceleraria el procés d’encriptació. 
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També es podria plantejar canviar el mode de enllaç dels diversos blocs del AES en el 
missatge xifrat. D’aquesta forma es podrien superar els desavantatges del mode utilitzat 
l’ECB en cas que es tinguin dos blocs del missatge iguals. 
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