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Cílem této bakalářské práce je vytvoření virtuální čekárny u lékaře jako webovou aplikaci,
tvořenou skrz vývojový framework Laravel za použití jazyka PHP a databázového systému
MySQL.Výsledná aplikace umožní lidem se registrodo systét přihlásit se do čekací fronty
bez nutnosti být fyzicky přítomen v čekárně.
Abstract
The aim of this Bachelor’s thesis is to develop virtual waiting room at a doctor as web
aplication, made up through development environment Laravel with using PHP language
and MySQL database system. The final aplication allows people to register into the system
and log in to waiting queue without having to be physically present in the waiting room.
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2.3 Databáze . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.3.1 E-R Diagram . . . . . . . . . . . . . . . . . . . . . . . 8
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V době, kdy nám vládnou informačńı technologie a všechno chceme mı́t co
nejdř́ıv, se pochopitelně ruku v ruce s t́ım projevuje i to, že nechceme na nic
čekat, třeba ve frontě u lékaře.
Právě kv̊uli tomuto problému, vznikl nápad na tuto aplikaci, která nám
ušetř́ı spoustu času t́ım, že u lékaře nebudeme muset zbytečně čekat v čekárně,
ale pohodlně se můžeme online přihlásit do čekárny a čas čekáńı strávit
č́ımkoliv jiným.
Výsledný produkt bude nabývat podoby webové aplikace, která bude
částečně sloužit jak informačńı, tak vyvolávaćı systém. Ten bude využ́ıván
oběma stranami. Prvńı stranou je lékařské rozhrańı, které bude mı́t přehled
o pacientech v čekárně a bude je vyvolávat do ordinace. Druhou stranou
jsou pacienti, kteř́ı využij́ı mobilńı aplikace a po zaregistrováńı budou mı́t
možnost si vźıt č́ıslo online, a ti kteř́ı přijdou rovnou do čekárny, pro ně bude
připravena platforma s vlastńım rozhrańım, přes které źıskaj́ı č́ıslo.
Práce bude představena v několika jednoduchých kroćıch. V úvodńı ka-
pitole se bude zaob́ırat studiem podobně existuj́ıćıch systému, které jsou pro
návrh a vývoj webových aplikaćı vhodné. V daľśı kapitole bude představen
návrh grafického rozhrańı aplikace. Poté se vývoj práce přesune k hlavńı ka-
pitole a tou je implementace aplikace, v ńı bude rozebrána implementace
databáze, jazyk programu a popis jednotlivých tř́ıd a jejich vlastnosti. V
posledńı části bude obsaženo uveřejněńı aplikace skupině uživatel̊u, kteř́ı j́ı




V této kapitole bude rozebráno studium informaćı o tom, jak nahĺıžet na
projekt, co všechno se bude k vývoji aplikace potřebovat a jak jsou jednotlivé
části pro vývoj aplikace d̊uležité.
2.1 Studium existuj́ıćıch systémů
Koncept virtuálńıch front je vysoce žádaným tématem, d́ıky kterému mnoho
firem vytvář́ı spousty virtuálńıch systémů. S těmito systémy se můžeme
běžně setkat na poštách či úřadech a jsou také označovány jako ”Vyvolávaćı
systémy” [14].
Vyvolávaćı systém, jak napov́ıdá název, pracuje na principu vyvoláváńı,
to znamená, že klienti nejsou nuceni stát v řadě fronty, ale jsou vyzváni
systémem ve chv́ıli, kdy na ně přijde řada k odbaveńı. Zpravidla bývá systém
centralizovaný a rozdělen do v́ıce komponent:
• Tiskárna ĺıstk̊u s pořadovým č́ıslem,
• obrazovka pro zobrazeńı č́ısla,
• aplikace či jiný systém pro zaměstnance k vyvoláńı daľśıho klienta,
• server pro správu dat celého systému.
Důležitým faktem z̊ustává, že tyto systémy se vyskytuj́ı pouze v mı́stě,
kde jsou provozovány a neńı k nim vněǰśı př́ıstup, a tak vzniká rozš́ı̌reńı




Předt́ım, než se začne vytvářet určitý program, je potřeba zapřemýšlet o
tom, které vývojové prostřed́ı, a které technologie k tomu budou neideálněǰśı.
Protože se práce zaměř́ı na vývoj webové aplikace, je tud́ıž z hlediska vývo-
jových technologíı nepodstatněǰśı to, který framework1 a programovaćı jazyk
bude použit pro tuto aplikaci. Daľśı část́ı je GUI2, jenž uživatel̊um umožńı
ovládat aplikaci pomoćı interaktivńıch grafických prvk̊u.
2.2.1 Laravel 5
Když se bude mluvit o Laravelu, bude se t́ım mı́t na mysli verze 4.2 a vyšš́ı.
V tomto př́ıpadě se vývoj aplikace zaměř́ı na verzi Laravel 5 [11]. Laravel je
volně dostupným frameworkem pro vývoj webových aplikaćı, který využ́ıvá
architekturu MVC3 [7]. Základńı kamenem Laravelu je Symfony (viz kapitola
2.2.2), který poskytuje moduly jako např́ıklad Browserkit a FileSystem. Daľśı
d̊uležitou komponentou je Composer, což je nástroj pro správu závislost́ı v
PHP a umožňuje deklarovat knihovny, na kterých aplikace záviśı a spravuje
je [18]. V neposledńı řadě to je Eloquent ORM4, který v Laravelu poskytuje,
krásnou a jednoduchou implementaci ActiveRecord pro práci s databáźı. A
nakonec d̊uležitou součást́ı Laravelu je jeho vlastńı šablonový engine ”Blade”,
který spravuje veškeré pohledy s př́ıponou .blade.php.
2.2.2 Symfony 2
Stejně tak jako Laravel i Symfony je volně dostupný framework, založený na
MVC architektuře, uřčen pro vytvářeńı webových aplikaćı. Symfony usiluje o
urychleńı tvorby a údržby webových aplikaćı, má za ćıl dát vývojář̊um plnou
kontrolu nad konfiguraćı od struktury adresář̊u až po knihovny. Zkáladńı
komponenty obsažené ve frameworku symfony jsou výše zmı́něný Browserkit,
který simuluje chováńı webového prohĺıžeče a umožňuj́ı nám klikat na odkazy,
či odeśılat formuláře ovšem neumožńı zadávat požadavky na exterńı weby.
Daľśı již zmı́něná komponenta je FileSystem, ta poskytuje základńı nástroje
pro abstrakńı souborový systém [12].
Mezi obrovské výhody frameworku Symfony patř́ı to, že se jedná o nej-
výkonněǰśı a nejflexibilněǰśı PHP framework s inovativńımi možnostmi. Na





druhou stranu je to složitý framework, který vyžaduje spoustu času na učeńı
a osvojeńı si i jiných technologíı, se kterými spolupracuje.
2.2.3 Nette
V neposledńı řadě se představ́ı Nette, který je svými vlastnostmi je označován
jako nejpopulárněǰśı framework v České republice a třet́ı na celém světe.
Všechny zmı́něné frameworky byl s MVC arichtekturou a ani Nette neńı
vyj́ımkou. Č́ım se lǐśı od jiných framework̊u je to, že je stavěný předevš́ım tak,
aby byl co nejsrozumitelněǰśı a nejvstř́ıcněǰśı uživatel̊um. Dále je př́ıvětivé,
že eliminuje bezpečnostńı rizika a mohou v něm být vytvářené i e-shopy. Co
se dá ovšem považovat za nevýhod̊u je, že je nutné ručně promazávat cache a
databázová vrstva se chová výrazně jinak u tabulek bez primárńıho kĺıče [13].
2.2.4 Bootstrap
Bootstrap je volně dostupný front-end5 framework, který je navržený pro
elegantńı, výkonnou a rychlou tvorbu grafické části webu a webových aplikaćı.
V podstatě se jedná o sadu nástroj̊u, která obsahuje připravené HTML a CSS
upravitelné šablony a daľśı komponenty uživatelského rozhrańı na webové
stránce. Stejně tak obsahuje rozš́ı̌reńı pro využit́ı JavaScriptu, přičemž jeho
největš́ı přednost́ı je responzivita6 [17].
Tabulka 2.1: Popularita použ́ıvaných framework̊u v jednotlivých zemı́
(převzato z [19]
Stát Obĺıbený framework Hlasy
USA Laravel 819
Česká republika Nette 770
Velká Británie Laravel 496
Německo Symfony2 428
Francie Symfony2 343
Rusko Yii 2 235
5část webové aplikace, kterou vid́ı návštěvńık stránek
6přizp̊usobivost webové stránky zař́ızeńım s r̊uzným rozlǐseńım
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Obrázek 2.1: Popularita framework̊u za rok 2015 (převzato z [19])
2.3 Databáze
Jelikož se jedná o webovou aplikaci, která obsahuje registraci uživatel̊u, muśı
se z toho d̊uvodu vytvořit pochopitelně databáze, kde bude vše uloženo.
Pro tento př́ıpad webových aplikaćı existuje databáze MySQL [1]. MySQL
je relačńı databázový systém, který umožňuje technologíım PHP a Apache
spolupracovat na zpř́ıstupněńı a zobrazeńı dat ve formátu čitelném pro inter-
netové prohĺıžeče. Jako relačńı systém umožňuje spojováńı mnoha r̊uzných
tabulek, což nab́ıźı maximálńı efektivitu a rychlost.
Komunikace virtuálńı čekárny využ́ıvá architekturu klient-server7 a pro
tuto aplikaci bude databáze zastupovat funkci serveru. Databáze bude obsa-
hovat data s primárně dvěma datovými typy:
• Statické,
• dynamické.
7klient se dotazuje na server, server odpov́ıdá na požadavky klienta
7
Mezi statická data patř́ı neměnné informace, bez možnosti úpravy, jako
např́ıklad odhadovaný čas př́ıchodu na řadu a počet čekaj́ıćıch pacient̊u. Dy-
namické data jsou učena předevš́ım pro lékařské rozhrańı, kde lékař může
určit pr̊uměrný čas vyšetřeńı jednoho pacienta nebo čas ordinačńıch hodin.
Pacient bude mı́t možnost upravit si vlastńı profil, pro př́ıpad aktualizace
osobńıch údaj̊u, např. změnu pojǐst’ovny.
2.3.1 E-R Diagram
Před tvorbou vlastńı databáze je v prvé řadě nejd̊uležitěǰśı, aby byl vy-
tvořen E-R Diagram (Entity-relationship diagram) [2]. ERD je nejznáměǰśı a
nejčastěji použ́ıvanou modelovaćı technikou pro návrh relačńıch databáźı. Je-
likož se databáze skládá z tabulek, tak každá tabulka reprezentuje samostat-
nou entitu, kterou může v př́ıpadě této aplikace být uživatel nebo návštěva
v ordinaci.
2.4 Návrhy testováńı uživatelského rozhrańı
Uživatelské rozhrańı, dále jen UI (User Interface), je podstatnou část́ı při
návrhu jakékoliv aplikace. Nyńı budou ukázány r̊uzné techniky, které se
použ́ıvaj́ı pro vytvářeńı UI. Ned́ılnou součást́ı testováńı nejsou jen zp̊usoby,
jak testováńı provádět, ale také uživatelé, kteř́ı s aplikaćı budou pracovat. Ti
poskytnou nadhled, jakým směrem by se UI mělo vydat tak, aby obsahovalo
vše potřebné bez zbytečnost́ı a bylo přehledné.
Jednou skupinou testovaćıch osob budou lékaři, protože právě u nich se
tento výsledný produkt bude použ́ıvat. Důležité je také rozsah skupiny testo-
vaćıch uživatel̊u, která ve studii Jakoba Nielsena [10] poukazuje na to, že op-
timálńı počet uživatel̊u pro testováńı by neměl být v́ıc než 5 [9]. Daľśı skupi-
nou testovaćıch subjekt̊u budou uživatelé, kteř́ı by využ́ıvali online možnosti
virtuálńı čekárny. Muśıme brát v potaz věkový rozsah, jelikož starš́ı uživatelé
zpravidla nevyuž́ıvaj́ı tyto možnosti. Bude pro ně připraven také nemobilńı
klient umı́stěný v čekárně př́ımo v ordinaci.
Muśı být ovšem zmı́něno, také to jaký zp̊usob testovańı se bude v pr̊uběhu
vývoje aplikovat. Pokud nebude zvolen správný postup, celý vývojový proces
aplikace by se mohl při pozděǰśıch úpravách zadrhnout, nebo dokonce zkra-
chovat. Aby se vyvarovalo tomuto problému, je vhodné pro aplikaci zač́ıt s
technikou paralelńı návrhu designu a poté se zaměřit na techniku iterativńıho
návrhu.
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2.4.1 Paralelńı návrh designu
Pro zajǐstěńı nejvhodněǰśıho vývoje aplikace závislé na testováńı je vhodné
zač́ıt tak, že se vytvoř́ı několik návrh̊u aplikace ve stejným moment [8]. Nej-
vhodněǰśı by bylo mı́t vytvořené nejméně 3 odlǐsné verze designu a tyto al-
ternativy předložit testovaćım subjekt̊um aplikace, od nich se vrát́ı zpětná
vazba, která bude využita jako kreativńı impuls pro daľśı návrhy. Jakmile
bude provedeno testováńı, zhotov́ı se jeden kombinovaný návrh vytvořený
z informaćı źıskaných během testováńı, které obsahuj́ı nejlepš́ı poznatky z
r̊uzných verźı. Jakmile se vytvořen ucelený návrh, přesune se návrh k itera-
tivńımu testováńı.
Obrázek 2.2: Paralelńı návrh (převzato z [8])
9
2.4.2 Iterativńı návrh designu
Iterativńı testováńı využije výsledný navržený design paralelńıho návrhu.
Nad t́ımto návrhem budou prováděny iterace, jednoduše řečeno to znamená,
že bude následovat krok za krokem úprava z jednoho návrhu k daľśımu. O
tom kolik bude potřeba iteraćı celkem se přesně nev́ı, přičemž by měly být
minimálně dvě až tři, vhodné je ovšem použ́ıvat rozmeźı 5-10 iteraćı, kde
každá iterace by měla zahrnovat alespoň jeden až dva nové návrhy designu [8].




Základńım pravidlem, o který se bude tento projekt oṕırat bude ”méně je
v́ıce” nebo-li také ”dostat se co nejdál za nejkratš́ı dobu”, t́ım se bude ro-
zumět to, že č́ım méně kliknut́ı provedeme, t́ım v́ıce času ušetř́ıme hledáńım
a prováděńım toho, co chceme uskutečnit. Budou představeny techniky, které
projektu pomůžou při tvorbě uživatelského rozhrańı zp̊usobem, který bude
vyhovovat většině uživatel̊u a nav́ıc bylo přehledné.
Celá aplikace bude mı́t tři základńı odvětv́ı. V prvńı části se zaměř́ı na
rozhrańı pro lékaře, které bude předně obsahovat vyvoláváńı pacient̊u. Pa-
cientské UI bude mı́t oproti tomu lékařskému za úkol přihlašováńı pacienta
do front a UI pro nemobilńıho klienta bude vytvořené pro pacienty, kteř́ı
nepoužili aplikaci virtuálńı čekárny, ale zařadili se do fronty př́ımo ve fyzické
čekárně u lékaře.
Všichni uživatelé, kteř́ı se rozhodnou aplikaci využ́ıvat, budou vlastnit
sv̊uj samostatný profil, který bude uchovávat jejich osobńı údaje a informace
ohledně návštěv. Lékařský profil bude nab́ızet stejné možnosti a nav́ıc bude
obsahovat přehled a informace o čekárně a o tom, kolik pacient̊u se v ńı
nacháźı v daný moment.
3.1 GUI pro lékaře
Lékařské rozhrańı, které bude vyvolávat pacienty z čekaćı fronty, by nemělo
postrádat přehled o pacientech, kteř́ı se v čekárně vyskytuj́ı. Pro přehlednost
se fronta s pacienty bude znázorňovat ve formě tabulky, kde ve sloupćıch se
budou udávat jména pacient̊u, jejich pořadová č́ısla a stav zdali jsou již v
čekárně. Daľśı funkćı, kterou bude virtuálńı čekárna v tomto rozhrańı dis-
ponovat, se bude týkat úpravy času ordinačńıch hodin. Tato možnost by
neměla překážet v hlavńım navrženém vyvolávaćım okně. Možnost úpravy
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ordinačńıch hodin bude mı́t své vlastńı prostřed́ı, k němuž bude jednoduchý
př́ıstup pomoćı odkazovaćıho tlač́ıtka.
3.2 GUI pro mobilńıho klienta
Pro mobilńıho klienta je vytvořeńı samostatného rozhrańı nepostradatelnou
součást́ı. V tom rozhrańı bude pro klienta v prvé řadě připraveno tlač́ıtko
k přihlášeńı se do fronty. Jednou z možných informaćı, které nám nab́ıźı
fyzická čekárna u lékaře, je hlavně přehled o tom, kolik pacient̊u se v ńı
nacháźı, a proto i tato informace je podstatná. Tud́ıž uživatel, který použ́ıvá
rozhrańı mobilńıho klienta, bude znát pr̊uběžný počet lid́ı v čekárně. Daľśı
informaćı, která se nab́ıdne uživateli mobilńıho klienta, bude pravděpodobný
čas, který v čekárně stráv́ı, než se dostane na řadu do ordinace. Ta se zjist́ı
pr̊uběžným počtem pacient̊u před námi a pr̊uměrným časem, který pacient
stráv́ı na vyšetřeńı.
3.3 GUI pro fyzickou čekárnu
Grafické uživatelské rozhrańı, bez kterého se aplikace neobejde, je i takové,
které bude využ́ıváno v čekárně lékaře. To bude muset být předevš́ım přehledné
a nav́ıc jednoduché na pochopeńı. Mělo by obsahovat hlavně možnost přihlášeńı
se do fronty čekaj́ıćıch, stejně tak jako potvrzeńı pacienta, který se do fronty
přihlásil online. Bez potvrzeńı tohoto mı́sta př́ımo v čekárně by nebylo možné
systémově zachytit, zda se pacient v̊ubec dostavil. V př́ıpadě nepotvrzeńı
bude pacient vyřazen z fronty a na řadu se dostane následuj́ıćı pacient př́ıtomný
v čekárně.
3.4 Návrhy uživatelských rozhrańı
Dř́ıve než se začne aplikace implementovat, je d̊uležité si vytvořit několik
r̊uzných návrh̊u, jak by mohla vypadat jej́ı grafická stránka. Tyto jednotlivé
návrhy budou předloženy testovaćım subjekt̊um, kteř́ı by mohli aplikaci v
budoucnu využ́ıvat. Vzhledem k tomu, že věkový rozsah neńı omezen, může
být aplikace testována na lidech všech věkových kategoríı. Jedny z prvńıch
návrh̊u byly připravené na paṕı̌re, aby se vytvořil ucelený přehled, jaké pa-
rametry by mělo uživatelské rozhrańı mı́t. Jednotlivé prvotńı návrhy pro
všechna rozhrańı je možné vidět na Obrázćıch 3.1, 3.2 a 3.3. Daľśım krokem
po otestováńı návrh̊u je převést tyto návrhy do elektronické podoby. Každý
z návrh̊u bude jednotlivě upraven a ztvárněn jako webová stránka, která se
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automaticky přizp̊usob́ı r̊uzným velikostem zobrazovaćıch zař́ızeńı od mobilu
přes iPad až po monitor PC.
Obrázek 3.1: Návrh lékařského rozhrańı
Obrázek 3.2: Návrh rozhrańı mobilńıho klienta
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Obrázek 3.3: Návrh rozhrańı v čekárny
3.4.1 Testováńı návrh̊u
Jestli se má aplikace dále vyv́ıjet, je podstatné ji neustále testovat s uživateli.
Z d̊uvodu vyt́ıženosti lékařské skupiny se prvńı testovaćı návrhy aplikace
zaměřily na uživatele, kteř́ı testovali návrhy rozhrańı pro mobilńıho kli-
enta.Testováńı prob́ıhalo na skupině uživatel̊u ve věkové kategorii 18-55 let,
kde každému z nich byly představeny 3 rozd́ılné paralelńı návrhy, ze kterých
byly vybrány 2 nejlepš́ı, jež budou postupně podrobené iterativńımu tes-
továńı.
Vzhledem k velkému věkovému rozsahu bylo testovaćıch osob v́ıce, aby
bylo obsáhnuto v́ıce věkových kategoríı. Později se počet zredukoval na 5
osob podle studie Jakoba Neilsena, která je zmı́něna v kapitole 2.4
Při pozděǰśım iterativńım testováńı se ćıl návrhu zaměřil prvotně na
přehlednost a spokojenost uživatel̊u, kteř́ı poté zpětnou vazbou ve formě
osobńıch konzultaćı či dotazńıku s jednoduchými otázkami předali poznatky
o mezerách a kladech, které byly zohledňovány v daľśıch iterativńıch modifi-
kaćıch a testech.
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3.4.2 Výsledky testováńı návrh̊u
Nejdř́ıve bylo podrobeno paralelńımu testováńı několik r̊uzných návrh̊u, z
nichž dva nejpř́ıvětivěǰśı posloužily jako odrazový můstek k daľśımu itera-
tivńımu testováńı. Ćılem tohoto testováńı bylo zjistit ideálńı rozložeńı infor-
maćı na stránce, stejně tak jako přehlednost a grafickou podobu aplikace.
Daľśım krokem po vytvořeńı elektronických návrh̊u bylo navrženo a otes-
továno 6 r̊uzných barevných variant znázorněny na obrázćıch 3.5,3.6. K tes-
továńı grafických návrh̊u bylo přijato 18 lid́ı ve věkovém rozložeńı 18-62 let.
Všichni byli seznámeńı s funkcionalitou aplikace a měli za úkol rozhodnout
o přehlednosti a vybrat jeden návrh rozhrańı, který podle sebe uznali nej-
vhodněǰśım. Výsledky jsou znázorněné na grafu 3.4, kde drtivá většina zvolila
variantu se světlým podkladem a zeleným okrajem.
Obrázek 3.4: Výsledky testováńı výběru rozhrańı
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Obrázek 3.5: Návrh uživatelského rozhrańı pro mobilńıho klienta typ 1,2,4
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V této kapitole bude představeno, co by měla celá aplikace obsahovat. Jed-
noduchost a preciznost jsou aspekty, na které se implementace zaměř́ı, aby
uživatelé neztráceli čas učeńım a přizp̊usobováńım nového systému. Vše by
mělo být hned na prvńı pohled jasné a snadno dostupné.
4.1 Implementace databáze
Prvńım krokem k vytvořeńı aplikace je v prvé řadě databáze, ve které se
budou uchovávat data a informace o přehledu čekárny a pacientech. Pro
vytvořeńı samostatné databáze bylo použito grafické rozhrańı phpMyAdmin,
pomoćı kterého byly vytvářeny základńı relace naš́ı aplikace. V tab 4.1 jsou
představeny základńı tabulky společně s jejich významem.
Tabulka 4.1: Relace a jejich funkce
Relace Popis
users jméno mobilńıho pacienta, jeho č́ıslo v čekárně
visit počet návštěv, datum návštěvy
drstats ordinačńı hodiny, pr̊uměrný čas na jednoho pacienta
guests jméno a č́ıslo pacienta v čekárně,
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4.2 Jazyk programu
Společně s MySQL popsanou v kapitole 2.3 tvoř́ı jazyk PHP nerozlučnou
dvojici při tvorbě a správy dynamických web̊u. Programovaćı jazyk PHP
patř́ı mezi skriptovaćı programovaćı jazyky a ačkoliv je jednoduchý, posky-
tuje funkce pro správu složitěǰśı projekt̊u. PHP byl p̊uvodně jednoduchý
systém pro webové stránky, který se později vyvinul v komplexńı progra-
mový jazyk pro dynamické aplikace [3].
PHP je také ceňeno proto, nebot’ se v něm daj́ı projekty rychle vytvořit.
Tento z funkćı složený jazyk, jej́ıž př́ıkazy algoritmus vykonává krok za kro-
kem, je možné vkládat př́ımo do zdrojového kódu HTML [4].
4.3 Framework
Nejen na základě popularity, ale také na předešlých zkušenostech byl pro
tvorbu virtuálńı čekárny zvolen framework Laravel 5, který využ́ıvá pro chod
aplikace architekturu MVC. Dále si představ́ıme základńı modely, které nás
propojuj́ı s databázovými tabulkami, ovladače jej́ımiž úkoly jsou funkcio-
nalita aplikace a pohledy, které znázorňuj́ı výslednou podobu internetové
stránky.
4.3.1 Models
Model je ve výpočetńı technice aktivńı reprezentaćı abstrakce ve formě dat. Je
to vrstva, která tvoř́ı základ celé aplikace obsahuj́ıćı aplikačńı logiku a data.
Modely propojuj́ı aplikačńı vrstvu s databázovými tabulkami. Dovoluj́ı, aby
aplikace jejich prostřednictv́ım źıskávala informace z tabulek stejně tak, jako
do nich vkládata nové data [6].
Nejdř́ıve budou rozebrány tř́ıdy pro mobilńıho klienta a lékaře. Tyto dvě
tř́ıdy spolu úzce spolupracuj́ı a vytvář́ı kostru pro chod celé aplikace. Obecně
řečeno se bude tř́ıda pro pacienta starat o to, aby vytvářela a ukládala in-
formace, které pak bude tř́ıda pro lékaře potřebovat pro vyhodnoceńı a chod
čekárny.
Patient class
Samostatná tř́ıda Patient, která rozšǐruje základńı vrstvu Model, poskytuje
vitálńı funkce, které jsou pro běh aplikace ze strany pacienta nepostradatelné.
Základńı informaci, kterou uživatel mobilńıho klienta potřebuje je znát své
pořadové č́ıslo ve frontě. Č́ıslo, které je daľśı v pořad́ı źıská z funkce getNum-
ber(). Stejně tak je podstatné vědět, kolik pacient̊u ve frontě ještě čeká před
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námi. Tuto informaci předávaj́ı funkce, jejichž úkoly je znázorňovat č́ıslo pa-
cienta, který je na řadě společně s informaćı, která udává posledńı a zároveň
nejvyšš́ı čekaj́ıćı č́ıslo pacienta v čekárně. Také byla navržena a napsána
funkce, která urč́ı odhadovaný čas čekáńı viz kód 4.2, což je podstatná infor-
mace pro odhad, kdy pacient zat́ım neńı fyzicky př́ıtomen v čekárně. Tato
funkce vypoč́ıtává odhadovaný čas na základě počtu pacient̊u v čekárně a
pr̊uměrné doby, kterou lékař stráv́ı nad vyšetřeńım jednoho pacienta.
1 1 public static function getNumber (){
2 2 $PNU = DB:: table(’users’)->max(’pickedNum ’);
3 3 $PNG = DB:: table(’guests ’)->max(’pickedNum ’);
4 4 if($PNU < $PNG) return $PNG+1;
5 5 else return $PGU+1;
6 6 }
Listing 4.1: Źıskáńı č́ısla pro pacienta
1 1 public static function time_to_wait($id){
2 2 $CN = DB::table(’users’)->max(’currentNum ’);
3 3 $Time_For_Patient_m = DB:: table(’drstats ’)
4 4 ->max(’timeForPatient ’);
5 5 $Time_For_Patient = $Time_For_Patient_m*60;
6 6 $LPN = Patient :: PickedNum($id);
7 7 $BPN = Patient :: BiggestPickedNum ();
8 8 $time = gmdate(’H:i:s’,$Time_For_Patient*($LPN-$CN));
9 9 $upd = DB:: table(’users’)->max(’updated_at ’);
10 10 $secs = strtotime($time)-strtotime("00:00:00");
11 11 $end = date("Y-m-d H:i:s",strtotime($upd)+$secs );
12 12 $start = Carbon ::now(’Europe/Prague ’)
13 13 ->format(’Y-m-d H:i:s’);
14 14 $ts1 = strtotime($start );
15 15 $ts2 = strtotime($end);
16 16 $seconds_diff = $ts2 - $ts1;
17 17 $x = date("Y-m-d H:i:s",$seconds_diff );
18 18 $Hours = Carbon :: createFromFormat("Y-m-d H:i:s",$x)
19 19 ->format(’H’);
20 20 $Minutes = Carbon :: createFromFormat("Y-m-d H:i:s",$x)
21 21 ->format(’i’);
22 22 if($seconds_diff < 0) return "Čas vypr šel.";
23 23 else return $Hours.":".$Minutes;
24 24 }
Listing 4.2: Źıskáńı času čekáńı
Dr class
Důležitou část́ı, která úzce spolupracuje s tř́ıdou, jež má na starost mobilńıho
klienta, je tř́ıda Dr, která už podle názvu napov́ıdá, že slouž́ı výlučně pro
lékařské účely. Základńım kamenem a funkćı, bez které se lékařské prostřed́ı
neobejde, je zjǐstěńı, který pacient z čekárny je právě na řadě. K tomu muśı
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znát jméno a jeho pořadové č́ıslo. Č́ıslo pacienta źıská zavoláńım funkce next-
Patient(), jež vybere pacienta, který je v pořad́ı a hlavně je př́ıtomen ve
frontě.
1 1 public static function NextPatient (){
2 2 $CN = Dr:: getCurrentNumber ();
3 2 $NumG = DB::table(’guests ’)
4 3 ->where ([[’pickedNum ’,’>’,$CN],[’confirmation ’,’=’,’1’]])
5 4 ->min(’pickedNum ’);
6 5 $Num = DB:: table(’users’)
7 6 ->where ([[’pickedNum ’,’>’,$CN],[’confirmation ’,’=’,’1’]])
8 7 ->min(’pickedNum ’);
9 8 if($Num == "")
10 9 return $NumG;
11 10 else if($NumG == "")
12 11 return $Num;
13 12 else if($NumG < $Num)
14 13 return $NumG;
15 14 else return $Num;
16 15 }
Listing 4.3: Źıskáńı č́ısla daľśıho pacienta
Visit class
Tř́ıda Visit poskytuje funkce, které sb́ıraj́ı a ukládaj́ı informace, kdy byl
pacient naposled u lékaře a vytvář́ı tak historii návštěv. Ta je pacientovi
zobrazena jako tabulka s vyšetřeńımi.
Guest class
Pro tuto tř́ıdu je podstatné jen čǐstěńı databáze od pacient̊u, kteř́ı neźıskali
č́ıslo přes aplikaci virtuálńı čekárny, ale př́ımo v čekárně. Čǐstěńı prob́ıhá tak,
že po sedmi dnech bude databázová tabulka prázdná a nebude zaplňovat
pamět’. Ostatńı d̊uležité vlastnosti pro funkcionalitu jsou obsaženy v řadiči
pro tuto tř́ıdu GuestController.
4.3.2 Conrollers
Controllers neboli také řadiče, jsou ve frameworku s MVC architekturou
nepostradatelné. Jejich úkolem je propojeńı mezi pohledem a modelem. Z
pohledu zpracovává požadavky uživatele a ty předá modelu k vykonáńı,
následně opět požádá pohled o vykresleńı dat [5].
Nyńı budou představeny řadiče, které spravuj́ı uživatelské prostřed́ı apli-
kace. V úvodu bude zmı́něno, jak jsou tyto řadiče propojeny funkcionálně
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mezi sebou a poté bude rozebrán každý řadič zvlášt’. Controller, který za-
sahuje a ovlivňuje ostatńı je GuestController, který spravuje prostřed́ı pro
fyzickou čekárnu. Pod́ıĺı se na potvrzeńı, zda uživatel mobilńıho klienta je
již v čekárně a také, jestli s ńım má lékař poč́ıtat nebo jej přeskočit. Řadiče
lékaře a mobilńıho pacienta jsou mezi sebou propojeny pouze informacemi,
které lékaře upozorńı, že pacient je v čekárně a informováńım pacienta od
lékaře, že se dostal na řadu.
PatientController
PatientController je tř́ıda, která rozšǐruje řadič Controller a spravuje uživa-
telské prostřed́ı mobilńıho klienta. Využ́ıvá předdefinovaných a vytvořených
funkćı v modelech Dr a Patient. Při spustěńı se inicializuje funkce obecně
známá jako index(), ta obsahuje funkce, které poskytnou uživateli informace
vzájemně propojené s čekárnou, kterými jsou např́ıklad pořadové č́ıslo a kolik
zbývá odhadem času k př́ıstupu na řadu. Důležitou funkćı, která je zde v́ıce
než potřebná, je funkce getNum(). Ta po zavoláńı přiděĺı mobilńımu klientovi
č́ıslo do fronty ve virtuálńı čekárně.
1 1 public function index (){
2 2 $update = Patient :: update_after_time ();
3 3 $lastPickedNum = Patient :: LastPickedNum (\Auth::user()->id);
4 4 $biggestPickedNum = Dr:: getMaxPickedNum ();
5 5 $patient = User::all ();
6 6 $numOfVisit = Visit :: numberOfVisits (\Auth::user()->email);
7 7 $visits = Visit :: individualVisits (\Auth::user()->email );
8 8 $time = Carbon ::now(’Europe/Prague ’)->format(’Y-m-d H:i’);
9 9 $timeForButton = Carbon ::now(’Europe/Prague ’)->format(’H:i’);
10 10 $updTMP = DB::table(’users’)->max(’updated_at ’);
11 11 $upd = Carbon :: createFromFormat(’Y-m-d H:i:s’,$updTMP)
12 12 ->format(’Y-m-d H:i’);
13 13 $diff_patient=Patient :: time_diff_patient (\Auth::user()->id);
14 14 $diff_wr=Patient :: time_diff_wr (\Auth::user()->id);
15 15 $SWBT1=DB::table(’drstats ’)->max(’TimeToStartButton ’);
16 16 $SWBT2=DB::table(’drstats ’)->max(’TimeToEndButton ’);
17 17 $startWaitingButtonTime = Carbon :: createFromFormat
18 (’H:i:s’, $SWBT1)->format(’H:i’);
19 18 $stopWaitingButtonTime = Carbon :: createFromFormat
20 (’H:i:s’, $SWBT2)->format(’H:i’);
21 19 return view(’patient.index ’)
22 20 ->with(’timeForButton ’,$timeForButton)
23 21 ->with(’stopWaitingButtonTime ’,$stopWaitingButtonTime)
24 22 ->with(’startWaitingButtonTime ’,$startWaitingButtonTime)
25 23 ->with(’diff’,$diff_patient)
26 24 ->with(’diff_wr ’,$diff_wr)
27 25 ->with(’visits ’,$visits)
28 26 ->with(’time’,$time)
29 27 ->with(’upd’,$upd)
30 28 ->with(’numOfVisit ’,$numOfVisit)
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31 29 ->with(’patient ’,$patient)
32 30 ->with(’biggestPickedNum ’,$biggestPickedNum)
33 31 ->with(’lastPickedNum ’,$lastPickedNum );
34 32 }
Listing 4.4: Funkce pro načteńı úvodńı stránky mobilńıho klienta
1 1 public static function getNum (){
2 2 $Max=Patient ::getNumber();
3 3 DB::table(’users’)
4 4 ->where(’id’,\Auth::user(->id)
5 5 ->update ([
6 6 ’confirmation ’=>0,
7 7 ’pickedNum ’=>$Max ,
8 8 ]);
9 9 $patient = User::all ();
10 10 return view(’patient.showL ’)
11 11 ->with(’patient ’,$patient );
12 12 }
Listing 4.5: Źıskáńı č́ısla daľśıho pacienta
DrController
Pro lékaře je připravena tř́ıda DrContoller, která obsahuje funkce pro práci s
lékařským prostřed́ım. Stejně tak jako jiné tř́ıdy rozšǐruj́ıćı řadič controller i
tato obsahuje základńı funkci pro načteńı úvodńı stránky index(). V ńı jsou
obsaženy funkce, které sděĺı, který pacient a s kterým č́ıslem je právě na
řadě, stejně tak kolik daľśıch pacient̊u ještě čeká v čekárně. Obdobně jako
řadič pro mobilńıho klienta obsahuje funkci, který mu přiděĺı nové č́ıslo, tak
i pro lékaře je vytvořena funkce nextPatient(), která vyvolá daľśıho pacienta
v řadě z čekárny.
1 1 public function nextPatient (){
2 2 $newCurrNum = Dr::NextPatient();
3 3 DB::table(’users’)
4 4 ->update ([
5 5 ’currentNum ’=>$newCurrNum ,
6 6 ’updated_at ’ => Carbon ::now(’Europe/Prague ’)
7 7 ]);
8 8 DB::table(’guests ’)
9 9 ->update ([
10 10 ’currentNum ’=>$newCurrNum ,
11 11 ’updated_at ’ => Carbon ::now(’Europe/Prague ’)
12 12 ]);
13 13 $curN = Dr:: getCurrentNumber ();
14 14 $PN = Dr:: PatientToServeName ();
15 15 $PS = Dr:: PatientToServeSurname ();
16 16 $MaxPickedNum = Dr:: getMaxPickedNum ();
17 17 $guests = DB::table(’guests ’)
18 18 ->select(’name’,’surname ’,’pickedNum ’,
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19 ’local_online ’,’confirmation ’);
20 19 $patients = DB:: table(’users ’)
21 20 ->select(’name’,’surname ’,’pickedNum ’,
22 ’local_online ’,’confirmation ’)
23 21 ->union($guests)
24 22 ->orderBy(’PickedNum ’,’asc’)
25 23 ->get();
26 24 return view(’dr.nextpatient ’)
27 25 ->with(’patients ’,$patients)
28 26 ->with(’MaxPickedNum ’,$MaxPickedNum)
29 27 ->with(’PN’,$PN)
30 28 ->with(’PS’,$PS)
31 29 ->with(’curNum ’,$curN );
32 30 }
Listing 4.6: Funkce pro zavoláńı daľśıho pacienta do ordinace
GuestController
Tř́ıdy pro lékaře i mobilńıho klienta byly již představeny, ted’ zbývá tř́ıda,
která pracuje s nemobilńım klientem př́ımo v čekárně. Stejně tak jako v
předchoźıch řadič́ıch, tak i zde máme opět funkci index(), která je úvodńı
stránkou pro nemobilńıho klient, respektive stránkou pro terminál umı́stěný
v čekárně. Aby bylo možné zařadit pacienta do fronty, který právě přǐsel a
zač́ıná čekat př́ımo ve fyzické čekárně, muśı být pro něj připravené funkce,
které mu vytvoř́ı dočasný profil a ulož́ı jej do databáze, odkud si jej načte
lékařský řadič a přidá ho do fronty. Přesně k tomu slouž́ı funkce create() a
store().
Posledńımi funkcemi, které řadič čekárny poskytuje, jsou zjǐstěńı svého
č́ısla v př́ıpadě, že neńı k dispozici tiskárna ĺıstk̊u pro pacienta v čekárně a
také funkce, která potvrd́ı př́ıchod uživatele mobilńıho klienta do čekárny. K
tomu slouž́ı funkce confirmOnlineWaiting() a confirmed(), jež nalezne podle
přihlašovaćıho emailu klienta, který čeká online a potvrd́ı mu př́ıchod do
čekárny, bez kterého by nebyl přijat k lékaři.
1 1 public function confirmOnlineWaiting (){
2 2 $alert = false;
3 3 return view(’guest.confirmation ’)
4 4 ->with(’alert ’,$alert );
5 5 }
6 6 public function confirmed(Request $request ){
7 7 $exist=DB::table(’users’)
8 8 ->where(’email ’,’=’,$request->email)
9 9 ->get ();
10 10 $curN = Dr:: getCurrentNumber ();




14 14 [’pickedNum ’,’>’,$curN],
15 15 [’email’,’=’,$request->email ]])
16 16 ->get ();
17 17 $alert = false;
18 18 if($exist == ’[]’ || $ifinQueue == ’[]’){
19 19 $alert = true;
20 20 return view(’guest.confirmation ’)
21 21 ->with(’alert’,$alert );
22 22 }
23 23 DB:: table(’users’)
24 24 ->where(’email’,’=’,$request->email)
25 25 ->update ([
26 26 ’confirmation ’=>true ,
27 27 ]);
28 38 $visit = new Visit;
29 29 $visit->email = $request->email;
30 30 $visit->->save ();
31 31 return view(’guest.confirmed ’);
32 32 }
Listing 4.7: Funkce pro potvrzeńı č́ısla v čekárně
RegisterController
Základńım kamenem pro webovou aplikaci pracuj́ıćı s uživatelským př́ıstupem
je potřeba mı́t tř́ıdu s funkcemi pro registraci uživatel̊u. Takovou tř́ıdou je Re-
gisterController, který vytvář́ı uživatele, jež chce virtuálńı čekárnu použ́ıvat
online. Pomoćı funkce validator() je nový uživatel ověřen, zda vyplnil regis-
tračńı údaje správně a jestli neńı doposud zaregistrovaný jiný uživatel pod
stejnou emailovou adresou, která muśı být unikátńı.
4.3.3 Views
View neboli pohled je v MVC architektuře vrstva, která se stará o zobra-
zeńı výsledku požadavku. Ke každému Modelu je připojen jeden nebo v́ıce
pohled̊u, z nichž je každý pohled schopen zobrazeńı jednoho nebo v́ıce obra-
zových reprezentaćıch modelu. Pohled je také schopen provádět operace nad
Modelem, který je logicky spojený s t́ımto Pohledem [6].
Blades
Blade je jednoduchý, avšak výkonný šablonový engine (nástroj) poskyto-
vaný Laravelem. Na roźıd́ıl od jiných PHP šablonových nástroj̊u, Blade nás
neomezuje v použ́ıváńı čistého PHP kódu v pohledech. Soubory zobrazeńı




Pohledy ve skupině views\auth patř́ı mezi prvńı, se kterými se při spuštěńı
této aplikace uživatelé setkaj́ı a budou potřebovat, aby mohli předevš́ım apli-
kaci použ́ıvat. Obsahuj́ı pohledy, d́ıky kterému si vytvoř́ıme nový účet od-
kazem na registračńı formulář, který obsahuje povinné údaje jako emailová
adresa, jméno, heslo apod. Samozřejmě je připraven i pohled Login, přes který
se uživatel přihláśı ke svému již vytvořenému účtu.
Patient views
Každý uživatel mobilńıho klienta muśı mı́t na své stránce znázorněńı, v jakém
stavu se čekárna nacháźı. Předevš́ım je nutné znát kolik osob se v čekárně vy-
skytuje, respektive které č́ıslo je současně na řadě a přǐrazené č́ıslo posledńıho
pacienta. Daľśı informaci, která uživateli pomůže k orientaci stavu čekárny
je čas čekáńı, který je znám ještě před přihlášeńım do fronty a zobrazován
či aktualizován během doby čekáńı. Posledńı informaćı, jež je známa je bud’
upozorněńı na stav, kdy je potřeba potvrdit mı́sto v čekárně, anebo infor-
mace, kdy je čekáńı ve frontě potvrzené. Podoba pohledu, která se zobraźı
při rozhrańı o velikosti mobilńıho telefonu je zobrazena na obrázku 4.2.
Dr views
Lékař potřebuje při vyvoláńı pacienta mı́t přehled o tom, kteř́ı pacienti se
nacházej́ı ve čekárně. Tud́ıž bylo pro přehled stavu čekárny použito abstrakce
tabulky, ve které jsou znázorněny záznamy o pacientech, kteř́ı se nacházej́ı ve
frontě. Nav́ıc jsou tam zobrazeńı ti, kteř́ı čekaj́ı online pomoćı naš́ı aplikace
a nepotvrdili si ještě př́ıtomnost v čekárně. Z této tabulky jsou vytyčeny
informace o tom, který pacient a se kterým č́ıslem je právě na řadě. K tomu,
aby mohl lékař vyvolávat pacienty, je vytvořeno tlač́ıtko, které vyjme pacienta
z fronty a zobraźı jeho č́ıslo. Dále má možnost lékař upravovat ordinačńı
hodiny, které omeźı pacientovi se přihlásit do fronty a pr̊uměrný čas, který
stráv́ı vyšetřováńım jednoho pacienta. Celkový náhled je zobrazen na obrázku
4.1.
Guest views
Pohled úvodńı stránky, která bude ve fyzické čekárně se bude rozdělovat na
dvě základńı části. V prvé řadě je to zobrazeńı vyvolávaného č́ıslo pacienta.
Tou druhou jsou tři odkazovaćı tlač́ıtka pro manipulaci s prostřed́ım virtuálńı
čekárny. Prvńı odkaz je pro pacienty, kteř́ı nepouž́ıvaj́ı online aplikaci a
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potřebuj́ı źıskat pořadové č́ıslo do čekárny. Odkazovaná stránka představ́ı pa-
cientovi prostor pro zadáńı svého jména a potvrzeńı pro źıskáńı č́ısla. Druhý
odkaz je připraven pro pacienty, kteř́ı využili možnosti online čekáńı, jedná
se tak o potvrzovaćı formulář. V tomto formuláři uživatel mobilńıho klienta
zadá svou emailovou adresu jako identifikaci pro potvrzeńı svého čekaj́ıćıho
č́ısla a potvrd́ı tak př́ıchod do čekárny. Třet́ım a posledńım odkazem, který je
připraven pro př́ıpad neexistuj́ıćı tiskárny ĺıstk̊u, je pro pacienty, kteř́ı čekaj́ı
v čekárně a zapomněli svoje č́ıslo. Dává jim možnost napsat své jméno a
č́ıslo, které se kterým čekaj́ı, je jim znovu ukázáno.
4.4 Shrnut́ı implementace
Celá aplikace je implementována tak, že ćılem bylo předně aplikovat jedno-
duchost, která by uživateli na prvńı pohled hned prozradila, jak aplikace pra-
cuje. Lékařské prostřed́ı obsahuje přehled o stavu čekárny a lékař s použit́ım
tlač́ıtka ”Daľśı” vyvolává daľśıho pacienta z fronty do ordinace. Rozhrańı
pro mobilńıho klienta se ovládá stroze źıskáńım č́ısla do fronty tlač́ıtkem
”Do fronty”. Ovládáńı rozhrańı v čekárně se děĺı pro uživatele, který použil
online aplikaci za použit́ı odkazovaćıho tlač́ıtka ”Potvrdit online č́ıslo” a pro
pacienty, kteř́ı č́ıslo potřebuj́ı právě źıskat tlač́ıtkem ”Dostat č́ıslo”. Aplikace
je dostupná na stránce www.virtualni-cekarna.cz.
Obrázek 4.1: Výsledná podoba grafického rozhrańı lékaře
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Obrázek 4.2: Výsledná podoba grafického rozhrańı mobilńıho klienta
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Po vytvořeńı návrh̊u rozhrańı a implementace větš́ı části funkcionality nastal
čas, aby byla aplikace virtuálńı čekárny otestována. Testováńı prob́ıhalo na
dvě etapy Alfa testováńı a Beta testováńı.
5.1 Alfa verze
Nejdř́ıve by bylo vhodné si ř́ıct, co to vlastně alfa verze znamená, alfa verze je
v podstatě prvńı relativně funkčńıho nového IT produktu, která je testována
zpravidla samotným autorem, či skupinou vývojář̊u, která se na vývoji pod́ılela.
5.1.1 Alfa testováńı
Ćılem tohoto testováńı je vyhodnotit kvalitu produktu a zajistit jeho připra-
venost se zaměřeńım na hledáńı nejvažněǰśıch chyb, a jestli produkt funguje.
Produkt je testován ve fázi, kdy je dostatečně stabilńı, ale ještě neńı kom-
pletně dokončen.
Prvńım krokem během testováńı nového produktu bylo zjistit, jestli každé
prostřed́ı je funkcionálně správě naprogramované a nenastávaj́ı nežádoućı
chybové stavy, do kterých by se aplikačńı program mohl dostat. Hned v úvodu
bylo třeba otestovat registraci a zajistit zda neńı možné zadávat nesmyslné
hodnoty. Testováńı lékařského prostřed́ı bylo zaměřeno, jestli jsou pacienti
správně vyvoláváńı z čekárny a zadáváńı konzultačńıch hodin. V prostřed́ı
mobilńıho klienta bylo za úkol źıskáńı č́ısla pro čekáńı ve frontě a následně
si jej potvrdit v prostřed́ı klienta pro fyzickou čekárnu. V ńı bylo potřeba
také otestovat, zda źıskáváńı pořadových č́ısel pro pacienty bez aplikace je
synchronizováno s virtuálńı čekárnou.
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5.1.2 Výsledky alfa testováńı
Během testováńı bylo zaznamenáno plno přechod̊u do chybových stav̊u, které
nastávaly obzvlášt’ při zadáváńı nesmyslných hodnot u registračńıho for-
muláře, úpravě času konzultačńıch hodin a potvrzováńı online č́ısla v čekárně.
Tyto nedostatky byly řádně ošetřeny, stejně tak byly ošetřené výskyty, při
kterých se zobrazovalo v́ıce národnostńıch jazyk̊u.
5.2 Beta verze
Beta verźı produktu je odladěná alfa verze od většiny chyb, která je téměř
hotová a dostupná pro testováńı ćılovými uživateli. Jedná se o testovaćı verzi
výsledného produktu.
5.2.1 Beta testováńı
V beta testováńı je ćıleno na skupinu zákazńık̊u, pro které je naše aplikace
vytvářena. Předně se testováńı zaměř́ı na jejich spokojenost s výsledným pro-
duktem. Př́ıpadně odladit grafické nesrovnalosti, které by jim byly nepř́ıjemné.
K testováńı bylo přizváno pět testovaćıch subjekt̊u, kdy všichni byli pod
dohledem pro př́ıpadné poznámky a návrhy. Jeden ze subjekt̊u měl za úkol
funkcionalitu a grafické přizp̊usobeńı lékařského prostřed́ı, zbyĺı čtyři źıskali
na starost testováńı pacientské rozhrańı, dva s použit́ım mobilńıho klienta
a dva použit́ı platformy pro fyzickou čekárnu. Rozděleńı úkol̊u pro subjekt
testuj́ıćı lékařské rozhrańı bylo hledat chybové stavy, do kterých se může apli-
kace, at’ už úmyslně či náhodně dostat a zaznamenat je pro jejich odladěńı.
Pacienti mobilńı aplikace měli pro sebe připravené úkoly:
• Registrace a následné znovu př́ıhlášeńı,
• čekáńı ve frontě,
• potvrzeńı č́ısla na platformě čekárny.
Pacienti bez aplikace měli za úkol źıskat č́ıslo v čekárně a otestovat, jestli se
dá č́ıslo vyhledat podle zadaných údaj̊u (jméno a př́ıjmeńı)
5.3 Výsledky testováńı
Každý uživatel podal zprávy o přehlednosti aplikace ke každé platformě, na
které ji zkoušel (PC, mobil, tablet). Pro menš́ı rozhrańı se grafická úhlednost
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nejevila př́ıjemně, nebo se k některým atribut̊um nebylo možné dostat. Co
však bylo schváleno při použit́ı PC platformy, byla přehlednost a grafická
uspořádanost rozhrańı.
Po finálńım odladěńı chybových stav̊u, bylo daľśım krokem zpřehlednit
stránky tak, aby se automaticky přizp̊usobovaly velikosti rozlǐseńı při použ́ıvańı
jiných platforem jakou jsou mobily či tablety.
5.4 Možnosti rozš́ı̌reńı
Do budoucna by se dala aplikace rozš́ı̌rit k použit́ı pro v́ıce lékař̊u a dokonce
zaměřit se i na jejich specializaci. Daľśı aspekt, který by se dal v budoucnu
vylepšit, je adaptivńı čas čekáńı v závislosti na typu vyšetřeńı. Možnost,




Ćılem praktické části této bakalářské práce bylo vytvořit aplikaci virtuálńı
čekárny jako webovou aplikaci, která zauj́ımá funkci čekáńı ve frontě u lékaře.
Výsledným produktem je aplikace, která umožńı pacient̊um zjistit si přehled
čekárny a čas, který v ńı stráv́ı. Podstatné je, že uživatel aplikace má možnost
čekat již z domu nebo z práce a ne až ve chv́ıli, kdy přijde do čekárny, což
mu ušetř́ı drahocenný čas čekáńı.
Tato práce splnila všechny body svého zadáńı. V prvńı části byly přestaveny
technologie, které tato aplikace využ́ıvá. Daľśı část se zaměřila na návrh apli-
kace, součást́ı toho bylo źıskat informace, jež by výsledný produkt měl ob-
sahovat. V implementačńı části práce udává, jak byla aplikace vytvářená a
z kterých základńıch část́ı se skládá. Popisuje také funkce, které celou apli-
kaci ř́ıd́ı. Při testováńı výsledného produktu došlo k odhaleńı mnoha chyb a
grafických nedostatk̊u, které byly postupně odstraněny.
Na začátku bylo d̊uležité si projekt správně navrhnout. Daľśım krokem
bylo navržeńı a implementace správné databáze, která byla vytvořena v
prostřed́ı phpMyAdmin, které pracuje s jazykem SQL. Celý program byl
dále vyv́ıjen v prostřed́ı Laravel s použit́ım jazyka PHP. Velkou problema-
tikou bylo navrhnout výsledný design tak, aby byl jednoduchý na okamžité
pochopeńı a manipulaci s ńım.
Během pr̊uběžného vývoje bylo zjǐstěno, že možnost použ́ıváńı aplikace
je opravdu výhodná a pacienti by určitě jistou modernizaci uv́ıtali.
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https://heim.ifi.uio.no/~trygver/2007/MVC_Originals.pdf
[7] 10 PHP Frameworks For Developers – Best of [online]. 2015 [cit. 2017-
11-29]. Dostupné z:
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Přiložeńı CD obsahuje následuj́ıćı složky a soubory:
• wr src - složka se zdrojovými kódy aplikace,
• latex src - složka se zdrojovými kódy pro LATEX,
• Demo - složka s demonstračńım videem s titulky,
• bakalarska prace.pdf - tato práce v PDF,
• README.txt - popis instalace aplikace.
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