Introduction

An ambitious plan
In the early 2000s the UK's research funders embarked on an ambitious initiative that brought together domain scientists, computer scientists, and software engineers in collaboration to solve grand challenges of research. As coined by John Taylor, at that time the Director General of the UK's Office of Science and Technology, this L 120m "e-Science" program invested in large scale, collaborative projects to develop infrastructure, software and resources to support researchers working in all areas of research [18] .
This approach was picked up by other countries, including the United States of America through the National Science Foundation's Office of CyberInfrastructure [17] and The Netherlands through The Netherlands e-Science Center 1 . Although e-Science is funded differently across the world, it represents a paradigm shift, identifying the need for infrastructure and tools to support data-intensive research workflows, supporting the case for open data and open science to make research more efficient, and supporting research integrity as experiments become more complex.
Software as a shaky foundation
Underpinning this is software: if e-Science is defined as the use of computational tools and platforms to enable novel research, almost all of modern research is e-Science. This is evidenced by surveys conducted of UK researchers at research-intensive 1 https://www.esciencecenter.nl/. universities in 2014 [11] (Fig. 1 ) and US post-doctoral researchers in 2017 [16] . These found that the majority of respondents (69 % in UK, 63 % in US) would find it impossible to conduct their research without software.
A key challenge identified in these surveys is that a large proportion of researchers (54 % in US; 45 % in UK, including 21 % of those who develop their own research software) had received no training in software development, despite researchers often having to extend or modify the software they are using. This was backed by a 2014 study [3] by the UK Biotechnology and Biological Sciences Research Council and Medical Research Council on vulnerable skills, which noted that "informatics skills are applicable to many areas of both the biosciences and the medical sciences" but "data analytics, especially bioinformatics, appear to be particularly vulnerable." Without the correct skills and experience, the threat is that research may be reaching a point where researchers are conducting experiments without truly knowing what is happening.
This crisis of "reproducibility" -the ability to take the data and methodology (often in the form of software) and reproduce the results published in a paper -is of particular concern given the implications it can have in certain fields. A 2012 study by Begley and Ellis [4] reviewed a decade of landmark
Abstract
The e-Science program was initiated in the United Kingdom in the early 2000s with the aim of bringing together researchers in large scale, collaborative projects involving software and computation to solve grand challenges. A legacy of this program has been an understanding of the importance of the people behind the software, the researchers and research software engineers, as well as the challenges of developing and maintaining code that is reusable given the problems of software decay.
The Software Sustainability Institute was established in the UK to provide support and direction for the research software community through consultancy, training, engagement, and policy campaigns. Through this it has worked with an international community of collaborators, in the UK, in Europe, and across the world to support reusability, research integrity, and transparency, recognizing that to achieve the goals of e-Science, we must change research culture globally.
cancer research papers and found that 47 out of 53 were irreproducible, often for simple-to-correct reasons such as failure to repeat experiments, failure to show all data, and inappropriate use of statistical tests. Each of these issues should benefit from the increased use of computational techniques, and yet similar failures can be seen happening in disciplines such as genetics [13] and computer science [6] , where even getting hold of the code used -let alone verifying its correctness -was an issue.
A culture of challenges
The question is why this culture exists. Is it because of the pressures of "publish or perish" rewarding speed and quantity over rigor and quality? Certainly, this plays a part, as discussions at the Software Sustainability Institute's Collaborations Workshops 2 have noted. Because much code is written by students and early career postdocs, the emphasis is getting the software only to the point where it can be used to produce results for a paper. Additionally, because academic reviewers (both of research papers and research grants) favor novelty, there is no motivation to go back and make software more reusable or robust.
A big issue is that whilst it is believed that there are many errors introduced by software in the literature, there is no incentive to fix them. The chances of an author being found out diminish, if their code is not published, and for those who do notice an error and try to correct it, the dreaded "retraction" is often the only way to do it [10, 15] . There are discussions amongst journals and publishers to change this [9] , and it will be necessary to change the culture around scientific integrity and correctness before software quality improves across all codes.
Finally, software is hard to work with. Forget making research reproducible, it is hard enough to use it 6 months later. Konrad Hinsen has coined the term "software collapse" [12] due to the fact that software stops working eventually if is not actively maintained. Hinsen notes that software stacks used in computational science have a nearly universal multi-layer structure:
-Project-specific software: whatever it takes to do a computation using software building blocks from the lower three levels; scripts, workflows, computational notebooks, small special-purpose libraries, and utilities. -Discipline-specific research software: tools and libraries that implement models and methods which are developed and used by research communities. -Scientific infrastructure: libraries, and utilities used for research in many different disciplines, such as LAPACK, NumPy, or Gnuplot. -Non-scientific infrastructure: operating systems, compilers, and support code for I/O, user interfaces, etc.
where software in each layer builds on and depends on software in all layers below it, and any changes in any lower layer can cause it to collapse. The reproducible research community has traditionally focused on the project-specific software layer, where the main obstacle (as described earlier) is the unavailability of the code. This is also the software that receives the least attention after a project ends -it may become the starting point for software specific to another project -but it is rarely used by anyone outside the project that developed it. Again, it is down to incentive for improvement, for reusing { THE GOALS OF E-SCIENCE others' work, for contributing back to the "communal maintenance". Whilst some software achieves this sustainability, making its way perhaps to Hinsen's lower levels of discipline-specific research software or scientific infrastructure, the majority is discarded because of the effort to keep it running. This is not necessarily a problem -much of this software is used to solve a single, specific problem -but it is an issue if results are to be revisited later, when even if the code has been made available, it cannot be easily run because of changes in the underlying libraries, operating systems, and other dependencies. Although virtual machines and, more recently, containers have been posited as solutions for this problem of decay, in reality, they suffer the same issues. C. Titus Brown, a regular commentator in this area, concludes [5] that "on a decadal time scale, we cannot rely on software to run repeatably." Daniel S. Katz, who was previously NSF's Program Director for their Software Infrastructure for Sustained Innovation program, asks "Is software reproducibility possible and practical?" [14] . This pushback against the vision of perfect reproducibility is perhaps the most important debate in the research software community at present, because it forces us to ask the question about the trade-off between the costs of making research results reproducible, the usefulness of doing so for a particular research output, and the potential new research that could be accomplished with those resources.
In the end, perhaps the pragmatic approach is to make it easier (not easy) to inspect research. After all, the consequences of mistakes in software can be large. In the case of economists Carmen Reinhart and Kenneth Rogoff, their research paper "Growth in a Time of Debt" [19] was used as evidence to support the implementation of austerity measures by several governments, including in the UK. However, a software error in an Excel spreadsheet -identified by a student [7] 
The work of the Software Sustainability Institute Building a cross-disciplinary community
The Software Sustainability Institute was set up [8] in 2010 as a partnership between the universities of Edinburgh, Manchester, Oxford, and Southampton. Its goal is to cultivate world-class research with software, by overcoming the problems that beset research software and changing the way that researchers view it; a way to address the challenges identified in the previous section.
Over the last 8 years, it has evolved (with funding from the Engineering and Physical Sciences Research Council, Economic and Social Sciences Research Council, and Biotechnology and Biological Sciences Research Council) to bring the community together in tackling these problems. It works on several scales, providing consultancy and advice direct to researchers who are developing software, enabling researchers across the UK to access appropriate training, and running events and campaigns to support and facilitate champions of research culture change through best practice [23] and policy [1] .
This work is inherently cross-disciplinary. The Institute works with researchers from every discipline. Although individual requirements are different, many of the issues faced are the same, including software reuse, reproducibility, and accumulation of software technical debt. To understand how to address these and other issues, an understanding of them must first be built from within the research community.
The Institute's Fellowship Program [20] is a cost-effective approach to obtain community intelligence, recruiting members of the software research community in a way that benefits them and the Institute. The program provides bursaries to researchers across many domains, institutions, and career stages in exchange for their expertise and advice, although it focuses on early career researchers. Institute Fellows receive funding for attending conferences and workshops that focus on different aspects of software development and use in their research area. In exchange, they supply the domain intelligence used to develop wider policy objectives. As domain specialists, they are also ideally placed to identify other opportunities (such as consultancy projects) and they also provide feedback on activities undertaken by the Institute. Over 5 years, the Institute has created a network of more than 100 Fellows, spanning subjects including history, engineering, imaging and earth sciences, to name a few.
Given the limited budget, the Fellowship Program represents a significant return on investment, with the Fellows having established a keen group identity, vision, and set of activities that assist the UK research community in many areas. A remarkable outcome of the program is that many Fellows go beyond their initial remit, taking initiative in organizing events within their respective communities, delivering presentations, advocating best practices, and suggesting other activities that have relevance and benefit to the Institute. A major event organized and attended by four Fellows was a "Software & Research Town Hall Meeting" at the American Geophysical Union (AGU) Fall Meeting; this is one of the AGU's largest community events, attended by 22,000 researchers from all over the world. Fellows have also led events that have focused on addressing the software development skills gap and discussing cultural issues. For example, in coordination with the training team, our Fellows have been instrumental in the growth of Software Carpentry [22] and Data Carpentry 3 in the UK, with two of them becoming fully qualified instructor trainers and having been involved in the creation of new training as part of Library 
{ THE GOALS OF E-SCIENCE Recognizing the right people
The Institute also aims to bring together the right people to understand and address topical issues. From the flagship Collaborations Workshop unconference event [21] to workshops on themes such as software credit, measuring the impact of workshops, and research data visualization, our aim is to ensure that the widest possible input is sought for key software challenges facing research. This has particularly been the case with two topics: recognition of research software engineers and computational skills for researchers.
In 2012, following a discussion at the Collaborations Workshop 2012, a number of attendees published a paper (including this author) on "The research software engineer" [2] which noted that:
"Computational work must reflect the committed attitude of experimentalists towards caring about precise, professional, repeatable, meticulous workno-one with the same casual attitude to experimental instrumentation as many researchers have to code would be allowed anywhere near a lab. "
This returned to the themes of e-Science, and in particular to the idea that research should be carried out by teams of varied specialists, including individuals who "combine a professional attitude to the exercise of software engineering with a deep understanding of research topics" -research software engineers. The paper made three recommendations to address the challenges identified: Since the first event in 2012, over 120 workshops have been run in the UK, teaching thousands of researchers the basic software development (through software carpentry) and data management and analysis (through data carpentry) skills they require to conduct research professionally. More than this, there are now over 100 trained instructors spread across the UK (Fig. 2) , ready to pass on their knowledge to new researchers and students. Finally, the second point, on recognition for research software engineers, has become one of the success stories of the last years. The initial paper sparked a debate into the role, quickly followed by the setting up of the UK Research Software Engineer Association 5 and recognition by the Engineering and Physical Science Research Council through the funding of RSE Fellowships -putting the position on par with academics. Since then, many Research Software Engineering groups have been set up at universities, providing services and support to researchers developing code, and changing the business of research software. These groups are actively involved in funding proposals, ensuring that the effort required to help address Hinsen's software decay is properly understood and costed. 5 years since the first discussions, and a second round of EPSRC RSE Fellowships have been awarded, job adverts for RSEs are posted every week; the RSE Association is about to incorporate into a legal professional body, and chapters have opened in The Netherlands, Canada, South Africa, and, of course, Germany 6 .
e-Science is international
It seems obvious, but the main finding that the Institute has learned from working with researchers in the UK is that research is global. Not only are research teams at UK universities drawn from all nations, but research itself is often conducted in teams that span countries. The most obvious of these are those associated with high energy physics, such as the experiments on the Large Hadron Collider, but international collaboration, even when it is just between two people, is very much the norm. The Institute itself has many international collaborators; (1/2018) in addition to the RSE groups and Carpentries, the Institute works with groups like the Center for Trustworthy Scientific Cyberinfrastructure 7 in the US to tap into their expertise on security and resilience, Software Heritage 8 in France for software preservation, the Future of Research Communications and e-Scholarship 9 and Research Data Alliance 10 on software citation and credit, and the International Coalition on Science Gateways 11 . Working to understand the similarities and differences between how research software is treated in different countries also helps us to work together to change the research culture, for the benefit of all. This is the ultimate goal of e-Science, as first defined nearly 20 years ago: to bring together teams from across disciplines, roles, and countries in collaboration to solve research's grand challenges. It is also the challenge of e-Science, which was perhaps misunderstood in those early years of the UK e-Science program, that to be successful it must concentrate on the people and knowledge transfer, more than on the hardware and software. The practice of research has changed substantially, it is our role as users and developers of research software to ensure that we continue to strive for research integrity and transparency over blind reproducibility and recognize the essential role of those who help make software reusable.
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