Modern software applications consisting of a multi-tiered application structure have often a database as an essential tier. The correct functioning of a multi-tiered application is dependent on its correct database connectivity. The modifications in the schema of the database may result in faults and may end up in the non-functionality of a software application. To test for the modifications in the database schema, testers normally execute all the test cases for the application. In this paper, we primarily focus on the database schematic changes of a multi-tiered software application and suggest a new technique to detect the faults early that are related to database schematic changes. Our approach is based on an improved technique for the selection and prioritization of the test cases. Our new approach results in the early detection of faults related to database schematic changes and reduction of test suite execution time.
INTRODUCTION
A complex and multi-tiered, heterogeneous architecture may include web servers, application servers, database servers and client interpreters and testing must handle all of these components. The testing of these applications differs considerably from traditional software systems due to many different technologies used for developing the different modules. The main aim of testing of these applications is to detect faults in the required services/functionalities to enable them to function as per specifications. The maintenance of multi-tiered applications is more costly due to the complexity of the applications and their frequent updates [12] . Every regression testing cycle results in new test cases due to the development of the new functionalities and enhancement of the existing functionalities. Due to the rapid turn around time in testing of multi-tiered applications, sometimes it becomes difficult to execute all the test cases in a specified amount of time. Hence, efficient testing needs to prioritize the test cases to detect the faults early in a test suite execution.
To resolve the issue of higher test execution time, strategies have been proposed for prioritizing C [8] and Java programs [4] [3] [5] .
Most of the modern widely deployed multi-tiered applications follow a three-tiered application structure, which is composed of a front-end web server, an application server and a back-end database server. Any modifications in the backend server result in faults. The back-end server faults mainly relate to database-specific faults. These faults include problems related to the schema of the database, incorrect storage of values in the database and problems related to the execution of SQL commands [2] . In this paper, we focus mainly on the database-specific faults (i.e., schema faults). We suggest a new approach for early detection of faults related to database schematic changes. The main contributions of this paper are: 1. Mapping between the web application and the test cases. 2. Selection of test cases related to database from the entire test suite. 3. Proposal of new prioritization strategies to prioritize the test cases related to a back-end database.
The remainder of the paper is organized as follows: Section II describes the background study and generation of test cases. Section III explains our approach. Section IV describes the automatic execution of test cases related to the database. Section V describes the experimental evaluation. The results are explained in section VI. We present the conclusions and future work in section VII.
BACKGROUND
For web applications, Sampath et al. suggested prioritization techniques using user-session based test cases [9] . It is not clear whether this technique can be used to detect faults related to database schematic changes early. If there are changes in the database, it is difficult to test web applications with respect to the changes in the database within a very short period of time. Any modifications in the database Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from Permissions@acm.org. schema give rise to many blocker and critical faults. Blocker faults prevent the application under test to get loaded or to proceed for testing. Critical faults affect the major functionality of the application and need to be fixed immediately. If these faults are identified at the end of test suite execution, it gives very little time for the software developers to fix these faults.
Rothermel et al. defined the problem of test suite prioritization in [8] . Rothermel et al. suggested prioritization of test cases when the software is written in a single language [7] [8] . Their technique constructs control flow graphs and uses those graphs to select the test cases related to a modified version of that software.
Rogstad et al. generated database triggers to capture the data manipulations in the database during execution of the system under test [6] . But our approach identifies the database changes and executes those tests early in test suite execution. Rogstad None of these papers suggested an automated approach to detect faults due to database schematic changes early in regression testing cycles for multi-tiered applications. In this paper, we present a new approach for selecting and prioritizing the test cases related to database schematic changes. We extract the test cases related to database from the entire test suite by matching the key attributes (primary, secondary and tertiary key attributes) used in the database with the source code of the web application and then we match the source code with the test suite. The test cases are prioritized on the basis of modifications of tables/key attributes in a database and also by counting the appearance of key attributes in a database. The test cases are further prioritized on the basis of the occurrence of these key attributes in the source code of a web application. We also identify the key attributes that are present in the database but absent in the source code and vice versa. Functional test cases access the data from the database to verify the value entered by an end-user or to display the required information to the end-user through database execution queries. We assume that the functional test cases detect all the faults due to database schematic changes.
Generation of Test Cases

OUR APPROACH
To implement our approach, we consider a web application as a multi-tiered application. Web applications are usually composed of a three-tiered architecture. We used two different web applications to implement our approach. We used the Online Bookstore 2 application to describe our approach in this paper due to the simplicity of this application. The other web application that we used is Moodle 3 .
Moodle is an open source community based tool for learning management.
Our approach uses the web application source code, database and the test suite for regression testing. We implemented our approach using the C# language. We capture the database schema of a web application. The database key attributes are first matched with the source code of a web application. The key attributes that are present in the source code of the web application are considered as the active key attributes. The source code that uses active key attributes is then matched with the test cases. The test cases that match the active key attributes are extracted in a different test set as a part of a separate test process. This test process is considered as the front end test suite execution process, a part of the priority test execution process. We describe our approach in details in the next few sections. In this section, we discuss the generation of schema diagram in our context.
Generation of Schema Diagram
A Schema Diagram (SD) describes the various tabular schema in a database. It shows the relationship among various tables in a database and the relationship among different fields in a table. It also provides information about the primary and secondary keys used in the tables. A schema diagram also provides information about the tabular schematic properties like keys, column size, base table name and base column name. We generated SD for all the tables used in the Online BookStore application, shown in Fig. 1 (the primary keys are underlined). Now we describe the snapshot of the extraction of database schema. We retrieved the database schema for Online BookStore application using C# language. The application uses the MS-Access database "Bookstore MSAccess.mdb". We established an OleDbConnection and we established the database connection using database connection strings. We select the tables in a database and retrieved the schema of each individual table in a database using GetSchemaTable(). This system command gives us the description of schema of each table in a database. This provides us the information about the column names and the primary keys used in that table. We used myProperty to display the property of the various columns. Iskey property checks whether a given column is a part of a primary key.
Selection of Test Cases related to Database
Modern applications support various features, including features that are not related to the database and are used to perform operations at the user level. These features may relate to the scrolling of web pages or deal with providing information to the user. We extract only those test cases that are related to the database from the entire test suite of an application. We first extract the database schema of the application and then capture the various key attributes (including primary, secondary and tertiary key attributes) from the database schema. The key attributes are matched with the source code of the application. This helps us in identifying the key attributes that are missing in the source code but are present in the database of an application.
Extraction of Key Attributes from the Database Schema
We extract the database schema. The column names are extracted from the database schema. These column names relate to the primary keys, secondary keys and tertiary keys.
Mapping between Database Schema and Source Code
Next, the key attributes that are used in the database schema are matched with the source code of the web application. We create two different files to store the key attribute information. The information that relates to the key attributes that are present in the source code of that web application and also present in the database are stored in a file named valid. The key attributes that are present in valid are matched with the source code. We select only the test cases that test source code that is matched with the key attributes that are present in valid. The information that relates to the key attributes that are not present in the source code but are present in the database of that web application are stored in a separate file called NMI, The left column in Fig. 3 shows the schema of the table that is extracted using our schema extraction process. The right column in Fig. 3 shows the source code. The key attributes that are present in schema are matched with the source code. The mapping interface for the database schema and source code is shown in Fig. 2 . The database schema on the left hand side in Fig. 2 displays the list of the names of tables used in the database of that web application. The source code on the right hand side displays the information about the various source code files. The key attributes that are a part of the database schema are matched to the source code. This provides us with the information about the key attributes that are present in the database as well as in the source code of the web application. 
Mapping between Source Code and Test Suite
We assume that the mapping of test cases with source code is already known. This step is used to identify the relevance of the test cases for the testing of source code that is connected to the database. We capture the database schema using our database schema generation process described above. The mapping interface between the source code and the test suite for the Online BookStore application is shown in Fig. 4 . We frame this problem as a matching problem in a bipartite graph. The graph has two types of nodes. The nodes on the left hand side is called Source Code Nodes (SCN) ( Fig. 4) . Each such node is a source code file. The nodes on the right hand side are collectively called Test Case Information (TCI) (Fig. 4) 
Prioritization of Test Cases related to Database
We suggest various prioritization strategies for prioritizing the test cases that are selected for the active test execution process. These prioritized test cases are executed as a front end test suite execution process. The test cases that are a part of the inactive test execution process are not considered for prioritization. Our prioritization strategies are based on the modifications as well as the occurrences of the key attributes in the database schema as well as in the source code. This is based on the assumption that if any key attribute appears multiple times in the source code of a web application, there is a higher chance of faults associated with that key attribute. We suggest two new prioritization techniques. The prioritization technique key-new is based on the new key attributes and is as follows:
1. The test cases that correspond to the key attributes of the newly added tables in the database are assigned the highest priority, as these test cases have not been executed in any of the previous regression testing cycles.
2. The test cases that correspond to the new key attributes in the existing tables in the database are assigned the next highest priority level.
3. The test cases that correspond to the modified key attributes in the existing tables of a database are considered at the next highest priority level.
4. Any remaining test cases are randomly prioritized at the end.
Another prioritization technique is based on the occurrence of key attributes. The test cases are prioritized on the basis of the occurrence of the key attributes in a database. This prioritization scheme key-oc is as follows:
1. The test cases that correspond to the new/modified primary, secondary and tertiary key attributes that have the highest occurrence in the database schema are assigned priorities in that order, with the primary (resp. tertiary) key attributes assigned the highest (resp. lowest) priority. These test cases are further prioritized on the basis of the occurrence of these key attributes in the source code.
2. Any remaining test cases are randomly prioritized at the end.
EXECUTION OF TEST CASES RELATED TO DATABASE
We divided the entire test suite execution of a web application into two different test processes. We use the term active test execution report to denote the test results that are useful for the testing of database schema and are used by the software developers to debug the faults related to database schema. The remaining test cases are considered as a part of inactive test execution process and are executed as a part of the back end test suite execution process. The results obtained from this test execution report are not considered in the test execution report for database schema testing but are considered for the overall testing of the application.
We automatically execute these two different test processes simultaneously on two different machines. We use the Selenium test tool for automatic test suite execution. The first test process deals with the test cases that are selected and prioritized using our new suggested approach and these test cases are considered as a part of the active test execution process. The first test process is considered as a part of the front-end activity in test suite execution. The results from the front-end activity are reported in the active test suite execution report.
The back-end test suite execution process deals with the test cases that do not access the database. The results from the back-end test suite execution process are not reported in the active test execution report but these results are stored for future reference for understanding the effect of the overall test suite execution.
EXPERIMENTAL EVALUATION
In this section, we discuss our experimental set up using our suggested approach. To perform the experimental evaluation, we used two different applications, Online Bookstore and Moodle. We have modified some of the functionalities of Online Bookstore to make them more complex. We used Moodle 2.4 stable version for our experiments. We used Moodle 1.7 stable version to make use of the modified functionalities between these two different versions.
Online Bookstore application is an online shopping portal for buying books. This application uses ASPX for its frontend and MySQL for its backend connectivity. The application allows the users to search for books by different keywords, add to the shopping cart and proceed to orders.
Moodle is an abbreviation for Modular Object-Oriented Dynamic Learning Environment. It is a free open-source e-learning software. This application uses PHP and MySQL for this backend connectivity. This application has a huge database comprising more than 200 tables. This application allows the users to submit their assignments and grades and to enrol students in their courses, in addition to many other services associated with a learning management system.
We randomly seeded 10 possible database faults in various functionalities of Online Bookstore. We seeded 10 possible different faults in the various different functionalities of Moodle. The faults were seeded considering various factors like missing key attributes in the source code, missing key attributes in the database, modification of the primary or secondary keys, modification of names of the key attributes in the database and change of the data types or the insertion of new key attributes in the source code.
We used C# to implement our proposed approach. We generated 130 functional test cases for the Online Bookstore. The generated test cases were assumed to be non-redundant and were generated according to the functional specifications. We generated 260 test cases for Moodle using Java. We detect the faults using our suggested selection and prioritization approach for test cases. We were able to detect all the seeded faults using our suggested approach.
To evaluate our approach and compare our results with the state of the art, we used the APFD metric. Rothermel et al. presented the APFD (Average Percentage of Faults Detected) metric for measuring fault detection rates of test suites in a given order [8] . APFD provides us with a value between 0 and 100 that indicates the detection of faults. A value closer to 100 implies faster (better) fault detection rates.
APFD can be calculated using the following formula:
T Fi is the position of first test in T that exposes fault i n= no. of faults m= no. of test cases Informally, APFD measures the area under the curve that is plotted by the percentage of faults detected by prioritized test case order and the test suite fraction.
We collected the test execution results and used the APFD metric to determine whether our approach detects faults that are related to database earlier and faster compared to the random ordering of the test cases. Threats to Validity: We manually seeded the faults in the web application. The faults may not be evenly distributed among the functionalities and may not include all the tables in a database. Although they are considered to be faults of equal severity, faults with different severity levels may vary the results. The functional test case execution time may differ due to the varying lengths of test cases.
RESULTS AND ANALYSIS
To show the validity of our results, we compared our new two prioritization approaches with the existing prioritization approaches in the literature. We use prioritization techniques suggested in [8] [9] [1] to validate our results. We show the results using the techniques: key-new, key-oc and the existing prioritization approaches: random, stmt-total, code coverage. In random, we consider the random ordering of test cases [8] [9] . In stmt-total, we prioritize on the basis of coverage of statements [8] . In code coverage, we reordered the test cases in each cluster according to the total coverage achieved [1] . Fig. 5 shows the faults detected in Online BookStore using five different prioritization techniques. Our new suggested prioritization approach key-new delivers the highest APFD of 88.53 in 100% test suite execution. More than 40% of the faults were detected in the first 10% test suite execution using key-new. The other suggested prioritization approach key-oc has delivered a slightly lower APFD than key-new. It detected less faults in the first 10% of the test suite execution as compared to key-new. key-oc attains an APFD of 83.66. The random approach attains the lowest APFD of 34.69 among all the five prioritization approaches. stmttotal attains an APFD of 76.74. The code coverage using clusters approach attains an APFD of 44.18 for 100% test suite execution. Surprisingly, code coverage using clusters was not able to detect any faults in the first 20% of test suite execution. Fig. 6 shows the faults detected in Moodle using five different prioritization approaches. Our new prioritization technique key-new has shown the highest APFD of 89.24 for 100% test suite execution. key-oc has atained an APFD of 87.73 for 100% test suite execution. key-oc performs better in the first 10% of test suite execution as compared to all the other techniques. stmt-total performed slightly worse than key-oc and delivered the APFD of 85.02. The random attained the APFD of 71.42. code coverage using clusters delivered the lowest APFD of 50.97 and it was able to detect only a few faults in the first 10% of test suite suite execution.
CONCLUSION AND FUTURE WORK
We have proposed a general approach that can be used for regression testing of any multi-tiered application with database connectivity, even though our experiments are based on two web applications. Furthermore, our approach is applicable to all kinds of test cases, not only for those based on the Selenium tool. We have shown the results of our selection and prioritization techniques using two different applications. Moodle is a widely used learning management application and Online BookStore is a simple and small application and has already been used in the literature. The key-oc approach has delivered good results for both of these applications and has attained the highest APFD. We conclude that new or modified keys/tables have more chances of introducing faults. The tables that have already been tested in the previous regression test cycles are locked in as per specifications and introduce less faults. But on the other hand, primary keys also play an important role in database applications and incorrect usage of primary keys results in many faults. We validated our results using various test combinations. In future, we will validate these results on other complex applications. We will also consider real faults with different cost levels instead of seeded faults.
