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PREFACE 
Once upon a time, back in the early days of sci@nce fiction, 
man first envisioned the robot, Today people seem fascinated 
with the idea of making this mechanical mod�l of a pergon a 
reality, Great difficulties have accompanied the quest for this 
ultimate machine, 
trying to pinpoint 
interest is robot 
Research has branched off in many directions 
and solve these difficulties. One area of 
navigation and mobility, The concept of a 
machine learning about its surroundings, and using th�s knowledge 
to maneuver, needs to be understood thoroughly if we are to 
develop a robot of any significance, 
At the start of this project, I wanted to build and program 
a mobile robot platform that could move around in its environ­
ment. My intention was ta program the an-board AT computer in 
LISP, Using artificial intelligence and an ultrasonic sensor, I 
had hoped that the robot platform could learn enough about its 
environment to generate a map, This map could then be used by 
the robot platform for intelligent navigation and path planning, 
I was not able to do as much path planning as I wished, because 
of time limitations, but I did leave behind a robot platform 
controlled by a personal computer that will serve as a flexible 
learning tool for future students interested in this type of 
research. 
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CHAPTER 1 
INTRODUCTION 
This project consisted of designing and building a mobile 
robot platform. The platform has been equipped with an ultra­
sonic sensor, which may be aimed in various dir9ctions in order 
to measure the distance to objects in the surrounding environ­
ment, The platform also has a motor-driven wheel ta enable it 
to move, This wheel can be aimed in various directions in order 
to steer the robot platform. 
Control of the robot platform was achieved by interfacing 
an AT computer to four 8751H microcontrollers. The AT computer 
controls the platform by giving simple commands to each of 
the microcontrollers, A command consists of a number written 
to a parallel I/0 port, Each microcontroller, when given a 
command, will control its hardware in order to carry out the 
command and will tell the AT computer when a command has been 
carried out, 
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This architecture has the advantage that the AT computer, 
which controls the platform, does not have to be tied up 
actually controlling the hardware, The AT computer simply gives 
a command to a particular microcontroller, and is then free 
to do other things, 
The platform also has the advantage that people program­
ming the AT computer do not hav� to worry a.bout control, All 
that needs to be learned is what the system can do and how 
to command the 8751H microcontrollers from the personal 
computer, 
The intended language for the personal computer is LISP. 
This is because the format of the LISP language makes it very 
nice for many artificial intelligence techniques, However, 
programs may also be written in BASIC, C, or any other language 
that can access the parallel I/0 of the personal computer. 
Because of the advantages stated above, it is hoped this robot 
platform will contribute to the learning environment provided 
by the ADSL lab, Figures l.D.l and 1.0.2 show the robot 
platform and some· of its basic elements, 
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Figure 1.0.l. The robot platform. 
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CHAPTER,! 
ROBOT PLATFORM OVERVIEW 
The robot platform has three main systems, each of which is 
in charge of a particular task, The first system is the driving 
system, which controls the motor-driven wheel enabling the 
platform to move. There is one 8751H microcontroller in the 
driving system. 
The second system is the steering system. It controls 
the angular position of the motor-driven wheel, enabling the 
platform to turn. The steering system controls the steering 
motor, There is one 8751H microcontroller in this system, 
The third system is the ultrasonic system which positions 
the ultrasonic sensor in a particular direction and, if desired, 
it will fire the ultrasonic sensor, Firing the ultrasonic sensor 
will measure the distance to the closest object in the direction 
that the ultrasonic sensor is aimed. This system controls the 
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CHAPTER 3 
BASIC HARDWARE 
The driving, steering, and ultrasonic systems are the three 
systems that make up the robot platform, Each of these is 
activated through the I/0 ports by the AT computer, Before going 
into any detail on how this is done, there are some circuits 
and symbols with which the reader should become familiar. These 
circuits and symbols are described in this chapter. 
3,1 The 8751H Microcon.troller 
The driving, steering, and ultrasonic systems all contain 
at least one 8751H microcontroller. This microcontroller was 
chosen because it offers straightforward interconnection and 
programming, The 8751H provides 4K of on-board EPROM and is 
programmed using the Intel Personal Development System (IPDS), 
Although • •  '" 
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is possible to add external memory to this 
chip� none was needed by any of the rnicrocontrollers on the robot 
platform, With no external memory added, the 8751H provides four 
bidirectional bytes of I/0, Each 8751H on the robot platform 
operates with a 10 megahertz clock, Each is also provided with 
a reset on power up circuit and a push button reset, Figure 
3,1,l shows the basic circuitry for the 8751H microcontroller 
as used on the robot platform tl]. 
3,2 The Reset Ci�cuit 
There are four 8751H micracontrollers on the robot platform, 
each of which uses a reset circuit. The reset pin (pin 9) on the 
8751H must be kept low during microcontroller operation, and is 
pulsed to five volts to reset the microcontroller. Figure 3.2.l 
shows the reset circuit used, 
On power up, the output of the reset circuit pulses to five 
volts and then returns to ground, This provides a reset on power 
up feature, The output of the reset circuit is also about five 
volts when the switch is closed. When the switch is open, the 
output is at ground, This provides a push button reset feature, 
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3,3 The 74LS24S Chip 
The 74LS245 chip is an eight bit bidirectional buffer chip, 
which is shown in Figure 3,3,l [2) The direction of data 
is controlled by pin one. When pin one is high, the data will 
flow from the A pins (input) to the B pins (output), When pin 
one is low, data will flow from the B pins (input) 
pins (output) 
to the A 
Whether the outputs are the A pins or the B pins, outputs 
are in high impedance mode when pin nineteen is high, Outputs 
are brought out of the high impedance mode when pin nineteen 
is law, Figure 3.3.2 is the symbol for the 74LS245 chip as 
used in this paper, 
3.4 The Totem Pale Circuit 
Each of the three systems on the robot platform contains a� 
8751H microcontroller that must control a motor, In order to do 
this, the 8751H microcontroller must use its TTL signals to turn 
on and off the correspofiding motor, Because of the current 
requirements needed by each motor, a transistor circuit called a 
totem pole is used as an interface, Input to the totem pole 
circuit is a low current signal from the 8751H, and the output 
is a high current signal able to drive the motor, The totem pole 
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Figure 3.3.1. The 74LS24S chip. 
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circuit allows the 8751H microcontrollers to use TTL signals to 
turn the motors on and off. Figure 3.4.1 shows the totem pole 
circuit, 
As can be seen from Figure 3,4,l, the output of the totem 
pole circuit is high when input A is high and input Bis low. 
Likewise, the totem pole output is ground when input A is low 
and input B is high, Figure 3,4,2 shows the symbol for a totem 
pole used in this report, and Figure 3,4,3 shows how two totem 
pole circuits are used to turn on (clockwise and counterclock­
wise) and off a de motor. 
3,5 The Photo Switch Feedback 
Each motor on the robot platform is controlled in closed 
loop. Feedback is accomplished using a circuit called the photo 
switch circuit, Figure 3,5,1 shows the photo switch circuit. 
Figure 3.5.2 shows its symbol as used in 
circuit consists of an MCTS photo switch 
this report, This 
and an amplifying 
transistor, The MCTS photo switch is made up of a Light Emitting 
Diode (LED) and a light sensitive transistor. When light from 
the LED falls' on the transistor, the output of the photo switch 
circuit is grounded, When the light from the LED is blocked, the 
output of the photo switch circuit is about S volts, 
Feedback is accomplished by using a number of photo switch 
circuits and a slotted disk, Figure 3.5.3 shows a sixteen sector 
15 
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Figura 3.5.3. Sixteen-sector slotted disk. 
Figure 3.5,4, Ten-sector slot�2d �isk, 
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photo disk, There are sixteen different patterns of slots cut in 
the disk, which divides it into sixteen equal sectors. Figure 
3,5,4 shows a ten-sector photo disk, also used in the robot 
platform. 
Figure 3,5,5 shows an example of a position sensor using 
a photo disk and four photo switch circuits, The photo. switch 
circuits give a different binary number for each sector because 
each sector has a different pattern cut in it and blocks out 
the LED light on different combinations of photo switches, 
There are three sixteen-sector slotted disks (Figure 3, 5 , 3) 
on the robot platform. These sixteen-sector photo disks start 
with binary zero and end with binary 
one ten-sector photo disk on the robot 
sixteen, There is also 
platform. This photo 
disk starts with binary six and ends with binary fifteen. The 
reason for this is that binary zero makes a sector with holes 
in all four tracks on the photo disk. To represent binary zero 
through nine on a ten-sector photo disk would require a slot 
that is almost a full circle. This would make the slotted disk 
mechanically too weak, The ten-sector slotted disk (sectors 6 
to 15) can be read and then complemented, to give binary ze.ro 
to nine, 
Motor motion is described in terms of photo disk movement 
When the motor is moving so that the sector nwnber increases, 
the motor is moving in the up direction, When the motor is mov­
ing so that the sector number decreases, the motor is moving 
20 
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in the down direction, This is important because there are 
photo disks on the robot platform which are not on the main 
motor shaft of the motor being controlled, but on the shaft of 
a gear of the motor, 
3,6 The Ultrasonic Sensor 
The robot platform is equipped with an ultrasonic sensor 
in order to sense the surrounding environment, The sensor 
used is the Polaroid Ultrasoni9 Sensor, The Polaroid Ultra-
sonic Sensor comes with a transducer/receiver and a circuit 
board, Figure 3,6,1 shows a. sketch of the ultrasonic sensor 
circuit used, 
To take a distance measurement, the Fire Ultrasound wire 
on the Polaroid Board must be raised to five volts, This wire 
is normally kept low. Raising the Fire Ultrasound wire tells 
the Ultrasonic Board to fire the transducer/receiver. The 
transducer/receiver is fired, and an ultrasonic signal is 
sent out, 
As soon as the transducer/receiver has been fired, the 
Ultrasound Fired signal, which is normally at high impedance, 
pulses to ground for a short period of time, The ultrasonic 
signal bounces off the nearest object and returns to the 
transducer/receiver, When the r.eturning echo� is detected, the
Echo Received signal, which is normally at high impedance, 
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pulses to ground for a short period of time, The time elapsed 
between the Ultrasound Fired signal (transition high to low) 
and the Echo Received signal (transition high to low) is a 
measure of the distance to the closest object in the direction 
in which the ultrasonic sensor was fired, 
As was stated above, the Ultrasound Fired and Echo Received 
signals are normally at high impedance. By adding the circuitry 
shown in Figure 3,6.2, these signals can be converted to TTL 
signals, Since the outputs of the above two signals are normally 
at high impedance I the outputs of both ampl-ifying transistors 
are normally low (see Figure 3,6,2), The preset on both flip 
flops is norm·ally· high, When either of the signals pulses low, 
the output of the corresponding amplifying transistor goes high 
and the preset on the corresponding flip flop goes low, setting 
the flip flop. 
A distance reading can be taken using TTL signals in the 
following manner, 
Flip Flops line, 
Clear the flip flops by lowering the Clear 
The flip flops are now cleared, so raise the 
Clear Flip Flops line, Raise the Fire Ultrasound Command wire. 
When the ultrasonic signal has been fired, the Start Counting 
flip flop will get set (see Figure 3,6,2), When the return echo 
is detected, the Stop Counting flip flop will get set, An 8751H 
microcontroller is used to count the time between the setting 
of the Start Counting flip flop and the setting of the Stop 
Counting flip flop, As soon as the stop counting flip flop has 
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been set, the Fire Ultrasound Command wire is set to low, where 
it will remain until the next distance reading is taken, 
The ultrasonic sensor and interface circuitry are activated 
by connecting the Fire Ultrasound Conunand wire and the Clear 
Flip Flops line to outputs of the 8751H microcontroller, The 
outputs of the Start Counting and Stop Counting flip flops are 
connected to inputs of ·the 8751H microcontroller so that they 
may be monitored during a distance reading. Therefore, the 
ultrasonic sensor and interface circuitry in Figures 3,6,l and 
3,6,2 enable the 8751H microcontroller to use TTL signals to 
take ultrasonic distance measurements. 
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CHAPTER 4 
INTERFACE TO THE HOST COMPUTER 
As was stated earlier, the robot platform consists of the 
driving, steering, and ultrasonic systems, that are operated 
by an AT computer which is on board the robot platform. The AT 
computer communicates with the three systems of the robot 
platform through the use of its I/0 ports, 
Three thirty-four pin flat ribbon cables plug into the Qua 
Tech board and can be used to connect the l/0 bytes to hardware 
outside the computer, The physical addresses of the I/0 bytes 
are determined by dip switches which ·are located on the Qua Tech 
boa.rd_, 
of the 
Figure 4, 0 .l shows how these dip switches are set. Each 
1/0 bytes is bidirectional. Direction is controlled by 
writing to direction control bytes also on the Qua Tech board.. 
Table 4, 0 ,l shows the direction of each I/0 byte, and where the 
I/0 bytes a:-e located (in memory), Notice that values for the 
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Figure 4.0.l. Dip switch setting on the Qua Tech 
PXB-721 I/0 board. 
T4ble 4,0,1, Data direction and location in memory 
for aaeh I/0 byte on.the Qua Tech 
PXl!-721 I/0 board, 
Adciress 
300H Output From AT Computer to Hardwa.ra 
30lH Output From AT Computer to Hardware 
302H OutpiJ.t From AT Computer to Hardwa.re 
303H Direction Control Byte for 300H, 30lH, 302H 
Value • BOH 
304H Not Uaed by the Robot Platform 
305H Input From Hardware to AT Computer 
306H Output From AT Computer to Ha.rdwa..re 
307H Direction Control Byta for 304H, 305H, 306H 
Value • 92H 
308H Input From Hardware to AT Computer 
309H Output From AT Computer to Hardware 
30AH Input From Hardware to AT Computer 
30BH Direction Control Byte for 30BH, 309H, 30AH 
Value = 99H 
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direction control bytes a.re also given in Table 4,0.l. For 
more information on the Qua. Tech I/0 boa.rd, consult the owner's 
ma.nua.l (31 • 
4,1 Interface Between the AT Computer and the Driving System 
The AT computer a.boa.rd the robot platform communicates with 
the driving system through I/0 bytes at addresses 300H, 301H, and 
302H. Bit two of the I/0 byte at address 305H is also used. In 
order to command the driving system, the AT computer specifies 
values such as the desired driving motor distance, motor rotation 
direction, and motor speed, After these values a.re given, a go 
comm.and is given and the motor motion specified by the above 
values is carried out by the driving system, 
The best way to understand how the AT computer communicates 
with the driving system is to go through an eKample of a driving 
motor distance command, Figure 4.1.l shows the I/0 bit meanings 
used in the interface of the AT computer to the driving system. 
Suppose that it is desired to move the driving motor such 
that the slotted disk moves ten full revolutions plus five eKtra 
sectors from the photo disk's current position, Also assume that 
the motor is to move in the backward direction and at full speed. 
The slott.ed disk used for the driving motor feedback has sixteen 
sectors. Therefore, the desired distance for the motor movement 
in this eKample is 10 and 5/16 revolutions, 
29 
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The first step in giving the desired command to the driving 
system is to have the AT computer reset bit seven of the I/0 
byte at address 300H. This bit is the go bit, When this bit goes 
low, it means a new distance movement comm.and is a.bout to be 
given, The driving system locks the driving motor in its current 
setting, That is, the current position is remembered, and after 
some overshoot, the motor is kept at this position, The driving 
system waits for a new distance movement command ta be given, 
The next step is to have the AT computer write the desired 
nwnber of full revolutions to the I/0 byte at address 302H. In 
this example, the number ten is written to this I/0 byte, 
The desired number of extra sectors after full revolutions 
must now be written to the I/0 byte at address 301H, In this 
example, the number five is written to this byte, 
The motor rotation direction is now placed in bit six of the 
I/0 byte at addrass 30DH. If this bit is a zero then the motor 
direction will be forward. If this bit is one the motor direction 
will be backward, In this example, a one is written to bit six 
of the I/0 byte at address 30DH. 
The motor speed is placed in bits zero through five of the 
I/0 byte at address 300H. The speed value ranges from zero to 
sixty three with zero as the lowest speed and sixty three as 
the highest speed, In the example, full speed is desired so 
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sh::ty-three is written to bits zero through five of the I/0 
byte at address 300H, 
All parameters for the driving motor movement have now been 
given, The last thing which must be done is to raise bit seven 
(the go bit) of the I/0 byte at address 300H. When this bit is 
raised, the driving system will begin to carry out the distance 
movement command. 
As soon as the AT computer raises bit seven of the I/0 byte 
at 300H, the driving system will lower bit two of the I/0 byte 
at address 305H, Bit two will remain low while the driving motor 
is moving, When the current distance movement command has been 
completed and the motor is in the correct ending position, the 
driving system will raise bit two of the I/0 byte at address 
305H in order to let the AT computer know that the current 
c�mmand has been completed, 
The�e are two features of the communication between the AT 
computer and the driving system that need to he discussed. The 
first feature is the abort feature. When all parameters are given 
and the go bit is raised, the driving system starts to carry out 
the current command, The AT computer has the ability to abort or 
stop a distance movement command before it has been completed, To 
do this, the AT must lower bit seven of I/0 byte at address 300H, 
When this bit is lowered, the driving system locks the driving 
motor in its current position and waits for a new command. 
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The other feature is motor speed control, The AT computer 
has the ability to change the motor speed at any time, To do 
this the AT must write a new value in bits zero through five of 
the I/0 byte at address 3QOH. The driving system always checks 
this speed parameter and can thus change the driving motor 
speed even in the middle of carrying out a movement command, It 
is also important to realize that if the motor speed number is 
zero then the motor does not move at all, The AT computer can 
thus interrupt the completion of a command by writing a zero 
to bits zero through· five of the I/0 port at address 30DH, 
4,2 Interface Between the AT Computer and the Steering System 
The steering system controls_ the steering motor. Steering 
is set up in such a way that there are 80 angular positions 
at which the driving wheel may be set-, This means that at any 
given time, the robot platform may move with the driving wheel 
turned in any one cf 80 directions, 
The A.T computer communicates with the steering s.ystem 
through the I/0 byte at address 306H. Bit zero of the I/0 byte 
at address 30SH is used, as in the driving system, to signal 
the completion of a command, 
The A.T computer commands the steering system by writing the 
desired steering position to the I/0 byte at address 306H. This 
is a value between O and 79. The steering system will move the 
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driving wheel to the desired steering position and raise bit zero 
of I/0 byte at address 305H when the correct steering position is 
reached, Figure 4.2,1 shows the meanings assigned to the I/0 
bytes used in the communication between the AT computer and the 
steering system, 
To understand the conununication between the steering system 
and the AT computer, the following example is used, Suppose it is 
desired to change the driving wheel angular posit-ion to 45, To do 
this, the AT computer writes 45 to the I/0 byte at address 306H. 
The steering system will first lower bit zero of the I/0 
byte at address 30SH and then move the driving wheel until it 
is in the desired steering position, When the desired steering 
position has been reached, the steering system will raise bit 
zero of the I/0 byte at address 305H to let the AT computer know 
that the driving wheel ia in the correct steering position, 
The steering system always checks the I/0 byte at address 
306H for the desired steering position and then moves the driving 
wheel towards the desired steering position, The AT computer may 
change the desired Steering position at any time by writing a 
new value to the I/0 byte at address 306H. The steering system 
will respond correctly, even if it was in the middle of moving 
the driving wheel to the previousiy desired steering position in 
the I/0 byte at address 306H, 
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Figure 4.2.l, I/0 addresses and bit meanings for 
interface of the AT computer to the 
steering system, 
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4,3 Interface Between the AT Computer and the Ultrasonic System 
The ultrasonic system controls a 46-step stepper motor. The 
stepper motor aims the ultrasonic sensor in a desired direction, 
There are 48 possible ultrasonic sensor positions, Once in the 
proper position, the ultrasonic sensor can be used to take a 
distance measUrement, 
The AT computer communicates with the ultrasonic system 
through the I/0 bytes at addresses 308H, 309H, and 30AH, Bits 
one and three of the I/0 byte at address 30SH are also used, 
Figure 4,3,l shows the meanings of the I/0 bytes used in the 
communication of the ultrasonic system with the AT computer. 
In order to demonstrate the communication of the ultrasonic 
system with the AT computer, the following example is used, 
Suppose it is desired to move the ultrasonic sensor to step 
12 (when at step 12, the ultrasonic sensor will be facing right 
relative to the front of the robot platform), When the ultra-
sonic sensor is in the correct position, 
distance reading be taken, 
it is desired that a 
The AT �omputer commands the ultrasonic system through the 
I/0 byte at address 309H, Bits zero through five of this byte 
should contain the desired ultrasonic sensor position, The value 
of these bits ranges between O and 47. Bit seven of the I/0 byte 
at address 309H is the fire ultrasound bit. If this bit is high, 
an uitrasonic reading will be taken when the ultrasonic sensor 
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reaches the desired position, If this bit is low, no ultrasonic 
reading will be taken, In this example, the desired position is 
12, The number 128 + 12 = 140 is written to the I/0 byte at 309H 
by the AT computer. The 128 is added to the desired position 
because in order to take a distance reading, bit seven of the 
I/0 byte at address 309H must be high, 
When the 140 is written to the I/0 byte, the ultrasonic 
system lowers bits one and three of the I/0 byte at add-ress 
305H. Bit one is a flag used by the ultrasonic system to tell 
the AT computer when the ultrasonic sensor is in the desired 
position, Bit three is a flag used by the ultrasonic system to 
tell the AT computer when an ultra·sonic distance reading has 
been completed, When bits one and three of the I/0 byte at 
addre·ss !105H have been lowered, the ultrasonic system starts 
to move the ultrasonic sensor toward the new desired position, 
When the ultrasonic sensor reaches the correct position 
(step 11 in the elCample), the ultrasonic system raises bit one 
of the I/0 byte at address 305H to let the AT computer know that 
the ultrasonic sensor is now in the desired position. Since bit 
·seven of I/0 byte at address 305H is high, the ultrasonic system
fires the ultrasonic sensor to take a distance reading.
When the distance reading has been taken� the ultrasonic 
system places the value of the distance measured in I/0 bytes 
at addresses 308H and '30AH, If the distance reading were 5 ,2 
feet, the ultrasonic system would write 5 to the I/0 byte at 
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30AH (full feet reading) and 2 to the I/0 byte at 308H (l/10 
feet reading) , 
After the ultrasonic reading value has been written to the 
I/0 bytes, the ultrasonic system raises bit three of the I/0 
byte at 305H to let the AT computer know that the ultrasonic 
reading has been taken, 
It is important to remember that the AT computer commands 
the ultrasonic system through the I/0 byte at address 309H, The 
ultra.sonic system always looks at this I/0 byte and tries to 
make sure that the ultrasonic sensor position matches the value 
in bits zero through five of this I/0 byte, The AT .computer can 
abort a command to the ultrasonic system at any time by simply 
writing a new value in the I/0 byte at address 309H, 
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CHAPTER S 
THE DRIVING SYSTEM 
The purpose of the driving system is to control the driving 
motor, The system gets a motor moVement command from the AT 
computer (explained in Section 4.1), and carries out the command 
by moving the de driving motor the desired nwnber of revol�tians 
and sectors, The driving system lets the AT computer know when a 
command has been carried out by raising the de Motor:- There Fla.•3". 
5,1 Overview of the Driving System 
There are three boards that make up the driving syst_em, The 
boards are the Driving System Control Board (Figure 5,1,l), the 
Driving System Totem Pole Board (Figure 5.1,2), and the Driving 
System Photo Circuit Board (Figure 5 .1. 3), 
The shaft of the de motor is connected through a gear box 
to the driving wheel of the robot platform, Connected to one of 
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Figure 5.1.1. The Driving System Control Board. 
Figure 5.1.2, The Driving System Totem Pola Board, 
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Figure 5.1.3, The Driving System Photo Circuit Board. 
Figure 5,1,4. The driving wheel and photo disk, 
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the gears in the gear box, is a sixteen-sector slotted disk, 
Four MCT8 photo switches are used to read the sectors on the 
slotted disk in O·rder to detect the motor position. Figure 
5.1.4 shows the driving wheel and the photo disk, The driving 
wheel m6tion is measured in terms of photo disk movement. 
The interconnections between the boards of the driving 
system and the de driving motor are shown in Figure 5.1.5, Each 
of the lines represent several wires (cable or back bus) . The 
lines in Figure S .1.5 have all been marked with letters so t.hat 
they may be referred to and explained. 
Figure 5,1.6 shows a block diagram of the driving system. 
Each block connection has been labeled with a le�ter (or r.umb=r 
of letters) so that it may be explained in this chapter. The 
letters in Figure 5.1.6 correspond exactly to the letters in 
Figure 5.1.5, which means that each block connection in Figure 
5.1,6 represents a cable (or a back bus) in the hookup of Lhe 
system. A nwnber of letters on a block connection means that 
a number of cables are used, It can be seen from Figure 5.1,6 
how the driving system forms a closed loop, 
5,2 The Driving System Board Interconnections 
The driving system is activated with a motor movement 
command (explained in Section 4 .1) given by the AT computer 
through the !/0 bytes at addresses 300P., 3CalH, and 30:2H (Cab:.e 
From AT 
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A in Figures 5.1.S and 5,1,6). The 8751H microcontroller on 
the Driving System Control Board will read the motor movement 
command and begin to move the de driving motor, 
The 8751H moves the motor by raising either P3,0 or P3.l, 
Raising either of these pins affects the totem pole inputs on 
the Driving System Totem Pale Board, The totem pole inputs are 
passed from the Driving System Control Board to the Driving 
System Totem Pole Board through back bus pins 10 through 13 
(Back bus C in Figures 5,1,5 and 5.1.6). 
From the back bus, the totem pole inputs are converted by 
the totem pole circuits to high current signals that can drive 
the de driving motor, 
From the Driving System Totem Pole Board, the outputs of the 
totem poles are passed through a cable (Cable Din Figures 5,1,5 
and 5,1, 6), to the Driving System Photo Circuit Board, The totem 
pole outputs are then connected on the Driving System Photo 
Circuit Board to the four-pin motor socket, This four-pin socket 
connects to the de driving motor (Cable Fin Figures 5,1,5 and 
5,1,6). It can be seen that the motor movement originates with 
TTL signals from the 8751H microcontroller on the Driving System 
Control Board, and ends at the driving motor as signals of about 
14 volts or ground, 
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As the de driving motor moves, the MCTS photo switches read 
the slotted disk, The photo switches are connected to the Driving 
System Photo Circuit Boa.rd by wire wrap wires (Cable E in Figures 
5,1.5 a.nd 5.1.6), The outputs of the photo switch circuits form a 
four-bit binary nwnber that tells what sector ti1e slotted disk is 
currently in, 
The four bit sector number is passed through a. cable from 
the Driving System Photo Circuit Board to the Driving System 
Totem Pole Boa.rd (Cable Din Figures 5.1.5 and 5,1,6), The four­
bit sector number is then connected on this board to the back 
bus (Ba.ck bus C in Figures 5, l .5 a.nd 5 .1. 6) , 
From the back bus, the four-bit sector number is connected 
on the Driving System Control Board so that it may be read by the 
8751H microcontroller, It can be seen that the motor feedback 
loop starts and ends at the 8751H micrncontroller, 
When a motor movement command is completed by the driving 
system, the 8751H microcontroller on the Driving System Control 
Board turns off the de driving motor and raises bit P3.2. This 
bit is connected through a buffer to pin J of the back bus. Pin 
J of the �ack bus (Cable· Bin Figures S.1.5 and 5.1,6), ia 
connected to the Steering System Control Board, and is used as 
a flag to tell the AT computer when a driving system command 
has been completed. 
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CHAPTER 6 
THE STEERING SYSTEM 
The purpose of the steering system is to control the 
steering motor. The system receives angular steering position 
commands from the AT computer (Section 4 ,2), A command is 
carried out by moving the steering motor until the driving 
wheel is in the desired angular position (one of 80 possible 
positions). The steering system lets the AT computer know 
when a particular steering command has been carried out, 
6.1 Overview of the Steering System 
There are three boards that make up the steering system. 
These are the Steering System Control Board (Figure 6,1,l), the 
Steering System Totem Pole Board (Figure 6.1.2), and the Steering 
System Photo Circuit Board (Figure 6.1.3), The steering system 
contains a 200 step per revolution stepping motor, which is 
connected through a l-to-8 gear ratio to the driving wheel shaft. 
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Figure 6.1.1. The Steering System Control Board, 
Figure 6.1.2. The Steering System Totem Pole Board. 
qg 
Figure 6,l,3. The Steering System Photo Circuit Board. 
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Figure 6,1,4, The steering motor setup, 
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Therefore, the steering motor rotates 8 times while the driving 
wheel rotates once. 
The steering system uses two slotted di·sks to encode the 
motor position for feedback. A sixteen-sector slotted disk 
(Figure 3. 5, 4) ha.s been placed on the driving wheel sha.ft , 
and a ten-sector photo disk (Figure 3,5,5) has been placed on 
the steering motor shaft, Eight photo switches read the 
slotted disks (four switches per photo di:::k), Fi.gure 6.1.4 
shows the steering motor setup. 
The interconnections between the boards of the steering 
system and the steering motor are shown in Figure 6,1.5. Each 
connection represents a number of wires, and has been labeled 
so they may be referred to and explained. 
Figure 6.1.6 shows a block diagram of the steering system. 
Each block connection has been labeled with a letter (or number 
of letters) so that it may be explained in this chapter, The 
letters in Figure 6,1,6 correspond e�actly to the letters in 
6.1.5, which means that each block connection in Figure 6.1.6 
represents a cable (or a back bus) in the hookup of the system, 
A number of letters on a block connection means that a number 
of sets of cables are used, It can be seen from Figure 6.1.6, 
that the steering system forms a closed loop. 
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6,2 The Steering System Beard Interconnections 
The steering system operation starts with a steering 
position command (explained in Section 4,2), given by the AT 
computer I/0 byte at address 306H (Cable A in Figures 6.1.5 
and 6.1.6), The 8751H microcontroller on the Steering System 
Control Board will read this command and begin to move the 
steering motor, 
The 87SlH makes the steering stepper motor move by taking 
Port 3 through one of two motor movement sequence� (explained in 
Section 6,2), Going through either motor movement sequence 
affects the totem pole inputs on the Steering System Totem Pole 
Board. The totem pole inputs are passed from the Steering System 
Control Board to the Steering System Totem Pole Board through 
the back bus (Back bus Bin Figures 6.1.S and 6.1.6), 
From the back bus, the totem pole inputs are connected to 
the totem pole circuits on the Steering System Totem Pole Board, 
The totem pole circuits convert the totem pole inputs from TTL 
signals to high current +5 volt or ground signals able to drive 
the steering ·motor. 
From the Steering System Totem Pole Board, the totem pole 
outputs are passed through a cable (Cable C in Figures 6,1.5 and 
6,1,6) to the Steering System Photo Circuit Board. The four 
totem pole outputs are then connected on the Steering System 
Photo Circuit Board to the seven pin motor socket. The seven-
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pin motor socket connects to the steering motor (Cable E in 
Figures 6,1,S and 6.1.6), It can be seen that motor movement 
aignals start as TTL signals from Port 3 of the 8751H micro­
controller, and end up as +5 volt or ground (high current) 
signals at the steering motor. 
As the steering motor moves, the two steering slotted disks 
are read by the eight MCTB photo switches, These switches are 
connected to the Steering System Photo Circuit Board by wire 
wrap wires (Cable Din Figures 6.1.5 and 6,1,6), The outputs 
of the photo switch circuits 
that tells what sector the 
currently in, 
form an eight-bit binary nwnber 
two steering photo disks are 
This eight-bit sector number is passed from the Steering 
System Photo Circuit Board, through a cable (Cable C in Figures 
6,l,5 and 6,1,6) to the Steering System Totem Pole Board. 
This eight-bit sector number is then connected by the Steering 
System Totem Pole Board to the back bus (Back Bus Bin Figures 
6,1,5 and 6,1,6), 
From the back bus, the eight-bit sector number is connected 
to the Steering System Control Board, where it may be read by 
the 8751H microcontroller, It can be seen that the steering motor 
feedl::iack loop starts and ends at the 8751H microcontroller on 
the Steering System Control Board, 
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CHAPTER 7 
THE ULTRASONIC SYSTEM 
The ultrasonic system has two purposes, The first is to 
control the ultrasonic motor in order to position the ulti-as-onic· 
sensor. The second is to control the ultrasonic sensor in order 
to take distance readings. The ultrasonic system receives a 
command from the AT computer (explained in Section 4,3) and 
carries out the command by moving the ultrasonic motor to the 
desired position. The ultrasonic sensor is then fired (if it is 
desired to do so) in order to take a distance reading, 
The ultrasonic system lets the AT computer know when the 
ultrasonic motor has reached the desired position, and also 
when an ultrasonic distance reading has been completed, Two 
eight-bit numbers representing the distance measured are given 
to the AT computer by the ultrasonic system. 
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7.1 Overview of the Ultrasonic System 
There a.re four boards that make up the ultrasonic system.
These four boards are: the Ultrasonic 
(Figure 7,1,1), the Ultrasonic Sensor 
Motor 
Control 
Control Board 
Board (Figure 
7.1.2), the Ultra.sonic System Totem Pole Board (Figure 7.1.3), 
and the Ultrasonic System Photo Circuit Board (Figure 7.1.4), 
The ultrasonic system contains a 48-step per revolution 
stepper motor, which provides 48 possible positions to aim the 
ultrasonic sensor, On the shaft of this motor is a sixteen­
sector slotted disk used to encode motor positions, Four MCTS 
photo switches are used to read the slotted disk. Figure 7.1.S 
shows the ultrasonic motor and photo disk, 
The interconnections between the boards of the ultrasonic 
system are shown in Figu�e 7,1,6, Each connection represents a 
nwnber of wires, and has been labeled so that it may be referred 
to and explained, 
Figure 7.1.7 shows a block diagram Of the ultrasonic system, 
Each block connection has been labeled with a letter so that it 
can be explained in this chapter, The letters in Figure 7.1,7 
correspond exactly to the letters in Figure 7.1.6, which means 
that each block connection in Figure 7,1,7 represents a cable 
(or a back bus) in the hookup of the system. A number of letters 
on a block connection means that a number of cables are used, It 
can be seen from Figure 7,1,7, how the ultrasonic system forms 
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Figure 7,1,l, The Ultraaonic Motor Control Board, 
Figure 7, l, 2. The Ultra.sonic Sensor Control Bo.a.rd, 
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Figure 7,1,3. The Ultrasonic System Totem Pole Board, 
Figure 7.1,4, The Ultrasonic System Photo Circuit Board, 
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Figur• 7,1.S, The ultrasonic motor &nd photo di•k. 
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two closed loops, One loop controls the ultrasonic motor, while 
the other loop controls the ultrasonic sensor. 
7,2 The Ultrasonic System Board Interconnections 
The control of the ultra.sonic motor is activated with an 
ultrasonic motor position command (explained in Section 4.3) 
through the AT computer I/0 byte at address 309H. This command 
byte also contains information a.bout firing the ultrasonic 
sensor. The command byte enters the Ultrasonic system through 
the right angle socket on the Ultrasonic Sensor Control B-oard 
(Cable A in Figures 7.1,6 and 7.1,7) and passes directly to the 
back bus (Back bus Din Figures 7,1,6 and 7,1,7), 
From the back bus, the command byte can be read by the 
8751H microcontroller on the Ultrasonic Motor Control Board. 
The 87SlH microcontroller on the Ultrasonic Motor Control 
Board reads the command byte and begins to move the ultra­
sonic motor, 
The 8751H microcontroller on the Ultrasonic Motor Control 
Board generates one of two motor movement sequences through 
Port 3 (explained in Section 7.2). The totem pole inputs coming 
from Port 3 are passed from the Ultrasonic Motor Control Board 
to the Ultrasonic System Totem Pole Board through the back 
bus (Back bus Din Figures 7,1,6 and 7.1,7). 
From the back bus, 
the totem pole circuits 
Board to high current 
motor. 
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the totem pole inputs are converted by 
on the Ultrasonic System Totem Pole 
signals able to drive the ultrasonic 
From the Ultrasonic System Totem Po.le Board, the outputs of 
the totem pale circuits are passed through a cable (Cable E in 
Figures 7,1,6 and 7.1,7) to the Ultrasonic System Photo Circuit 
Board. 
The totem pole outputs are then connected to the 7-pin 
motor socket on the Ultrasonic System Photo Circuit Board. The 
7-pin motor sock·et connects to the Ultrasonic motor (Cable G 
in Figures 7.1.6 and 7.1.7), It can be seen that the TTL high 
or low signals at Port 3 of the 8751H microcontroller on the 
Ultrasonic Motor Control Board end at the ultrasonic motor as 
+12 volt (high current) or ground signals,
As the ultrasonic motor moves, four MCTS photo switches 
read the ultrasonic photo disk, The MCTB photo switches are 
connected to the Ultrasonic System Photo Circuit Board by wire 
wrap wires (Cable H in Figures 7 .1. 6 and 7, l. 7) , The outputs 
of the photo switch circuits form a four-bit TTL binary number 
that represents the current sector of the ultrasonic slotted 
disk. 
This four-bit sector nwnber is passed from the Ultrasonic 
System Photo Circuit Board to the Ultrasonic System Totem Pole 
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Boa.rd through a cable (Cable E in Figures 7,1,6 and 7,1,7), The 
four-bit sector number is then connected to the back bus (Ba.ck 
bus, Din Figures 7,1,6 and 7,1,7), 
From the back bus, the four-bit sector number can be read 
by the 8751H microcontroller on the Ultrasonic Motor Control 
Board, It can be seen that part of the ultrasonic motor feedback 
loop starts at the MCTS photo swit�hes and ends as a four-bit 
TTL sector number at Port 2 of the 8751H microcontroller on the 
Ultrasonic Motor Control Board, 
The request to fire the ultrasonic sensor is passed to the 
ultrasonic system through bit 7 of the AT compu.ter I/.0 byte at 
address 309H (Cable A in Figures 7,1,6 and 7,1,7), This command 
bit is read by the 8751H microcontroller on the Ultrasonic 
Motor Control Board, 
The 8751H microcontroller on the Ultrasonic Motor Control 
Board commands the 8751H microcontroller on the Ultrasonic 
Sensor Control Board with the Clear Readings Request and the 
Fire Ultrasound Request commands, These two signals are passed 
through the back bus (Back bus Din Figures 7,1,6 and 7,1,7), 
The 8751H microcontrolle·r on the Ultrasonic Sensor Control 
Board reads the Clear Readings Request and the Fire Ultrasound 
Request and controls the ultrasonic sensor, 
The 8751H microcontroller on the Ultrasonic Sensor Control 
Board controls the ultrasonic sensor to take distance readings, 
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using four TTL signals. These signals are the Clear Flip Flops 
Command, the Fire Ultrasound Command, the Start Counting Command, 
and the Stop Counting Command. These signals are connected from 
the Ultrasonic Sensor Control Board to the Ultrasonic System 
Totem Pole Board, through the back bus, 
These four TTL signals then pass from the Ultra.sonic. System 
Totem Pole Board to the Ultrasonic 
through a cable (Cable E in Figures 
System Photo 
7.1.6 and 
Circuit Board 
7 .1. 7) On the 
Ultrasonic System Photo Circuit Board, these four TTL signals 
are used in the control of the ultrasonic sensor. 
The ultrasonic sensor is made up of the Polaroid Board and 
the Polaroid Transducer/Receiver, The Polaroid Board is on the 
Ultrasonic System Photo Circuit Board, The transducer/receiver 
is connected to the Polaroid Board through a coaxial cable 
(Connection Fin Figure 7,1,6), 
It can be seen that each ultrasonic distance reading is 
initiated at the Ultrasonic Motor Control Board and goes to the 
Ultrasonic Sensor Control Board, From the Ultrasonic Sensor 
Control Board, the distance reading signals go to the Ultrasonic 
System Photo Circuit Board, where they control the ultrasonic 
sensor. The ultrasonic distance finally ends at the 8751H micro­
controller on the Ultrasonic Sensor Control Board as two binary 
numbers representing the value of the distance measured, These 
two nwnbers may then be read by the AT computer through the 
I/0 bytes at addresses 309H and 30AH, 
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CHAPTER 8 
THE 875lH MICROCONTROLLER SOFTWARE 
The r.obot platform contains four 8751H microcontrollers, 
There is- an 8751H used to control the driving motor, one ta 
control the steering motor, and one to control the ultrasonic 
motor. The last 8751H controls the ultrasonic sensor. 
8.1 The Driving Motor Software 
The software described here is for the 8751H micro­
controller that controls the driving motor, This 87SlH is 
part of the driving system, which is described in Chapter 5 
a.nd Appendix A. 
A simplified flowchart of the software is shown in Figure 
B.l.l; First, the program loops around waiting until it is 
desired to move the driving motor, When it is desired, the 
program tells the AT computer that the driving motor is no 
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Figure 8,1,1, Simplified driving motor software 
flow chart, 
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longer in the desired position, The program then reads the AT 
computer I/0 bytes at addresses 300H, 301H, and 302H, to obtain 
the motor movement parameters (described in Section 4, 1), 
The driving motor is turned on in the desired direction, 
The program loops around reading the dr'iving motor position. 
When the motor reaches the desired ending location, it is 
turned off, and the AT computer is told that the motor move­
ment has been completed. The program then jumps back to the 
beginning and starts over a.gain, The driving motor software 
listing is found in Appendix D. 
8,2 The Steering Motor s·oftware 
The software described here is for the 8751H micro­
controller that controls the steering motor, This 8751H is 
part of the steering system, which is described in Chapter 6 
and Appendix B, 
A simplified flowchart of the software is shown in Figure 
8,2,l. This program first reads the AT computer I/0 byte at 
address 306H to get the desired steering position (described in 
Section 4.2), If the steering motor is in the desired position, 
the program will tell the AT computer this. If the steering 
motor is not in the desired position, the program tells the AT 
computer, and then figures out in which direction to move 
the motor. The motor is moved one step closer to the desired 
69 
( Sta.rt ) 
Raa.d the desired 
st earing position. 
Is the 
staaring motor y 
in tha desired 
position 
N 
' 
Tall the AT computer tha.t the 
steering motor is not in the 
desired position. 
Determine which direction to move 
the steering motor so tha.t it will 
bo one step closer to the dasi::-ad. 
position. 
, 
I I 
Move the steering motor one 
. step closer to the desired 
position, 
. ,
Tell the AT ccmputer tha.t tho 
steering motor is in the 
desired position, 
Figure 8,2,l, Simplified steering motor soft�are 
flow cha.rt. 
70 
position, The program jumps back to the beginning and starts 
over �gain. The steering motor software listing is found in 
Appendix D, 
8.3 The Ultra.sonic Motor Software 
The software described here is for the 8751H micro­
controller that controls the ultrasonic motor. This 8751H is 
part of the ult.rasonic system, which is described in Chapter 7 
and Appendix C, 
A simplifi.ed flowchart of t.he software is shown in Figure 
8.3.1, The program first reads the AT computer !/0 byte at 
address 309H to obtain the desired motor position and the 
fire ultrasound bit, If the motor is in the desired position, 
the program tells this to the AT computer, If it is desired to 
fire the ultrasonic sensor, this program will command the 
8751H controlling the ultrasonic sensor to fire, 
If the ultrasonic motor is not in the desired position, 
the program tells the AT computer, and also commands the 8751H 
controlling the ultrasonic sensor to clear its current distance 
display, This program will figure out which way to move the 
ultrasonic motor, The motor will be moved one step closer to 
the desired location, The ultrasonic motor software listing is 
found in Appendix D. 
------------- -- ----
( n�) 
Read tha desired 
ultrsasonic position. 
Io 
the motor Y 
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in the desired >--������������
�--,
position 
? 
N 
Command the 875lH that 
controls the ultrasonic 
sensor to clear currant 
distance display, 
Tall the AT computer 
that the motor is not 
lin the desired position, 
Determine which direction 
to move the motor. 
Move the motor one stao 
closer to the desired · 
position. 
N 
Tell the AT computer 
that the motor ia in 
the desired position. 
y 
Command the 87SlH that 
controls the ultrasonic 
sensor to take a distance 
reading, 
Figure 8.3,l, Simplified ultrasonic motor software 
flow.chart. 
72 
8,4 The Ultrasonic Sensor Software 
The software described here is for the 8751H micro­
controller that controls the ultrasonic sensor, This 8751H is 
part of the ultrasonic system, which is described in Chapter 7 
and Appendix C. 
A simplified flowchart of the software is shown in Figure 
8,4,l, The program first checks if it is desired to take an 
ultrasonic reading, !fit is, the program will clear the old 
distance display and tell the AT computer that the display is 
no longer valid. The ultrasonic sensor will be fired, and a 
distance reading will be taken. The new distance will be 
displayed, and the AT computer will be told that the display 
is valid. 
If it is not desired to take an ultrasonic reading, this 
program checks if it is desired to clear the current ultra-
sonic distance display, 
the AT computer is told 
If it is, the display is cleared, and 
that the display is no longer valid, 
The ultrasonic sensor software listing is found in Appendix D. 
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Sta.rt 
r. �
Y new ultrasonic �------------< reading dasirad
)Claa.r currant display 
ia.nd tall the AT computer 
!tha.t the display is no.
,lon er valid,
Give the fire ultrasound 
command to the ultrasonic 
sensor. 
Has the 
ultr&sonic sensorc::;:,..-J 
been fired ? N 
Ca.ll 
N 
Increment the counter. 
? 
Is it 
desired to clear 
the current 
display? 
N 
Clear current dis-play 
and tell the AT computer 
tha.t the display is no 
longer valid. 
Display new distance 
reading and tell the 
AT computer that the 
display is valid. 
?igure 9.4.l. Simplified ultrasonic sensor software 
flow chart. 
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CHAPTER 9 
THE HOST COMPUTER SOFTWARE WRITTEN IN LISP 
The AT computer controls the systems of the robot platform 
�hrough the I/0 ports on the Qua Tech I/0 board. In LISP� these 
I/0 ports ca.n be accessed using the SYS :%IOPORT command [4] . 
Using this command, functions were written in LISP to interface 
with ea.ch of the systems on the robot platform (as described in 
Chapter 4). 
9.1 The I/0 Port Initialization Software 
Function INIT-PORT_S programs the Qua Tech I/0 directions 
as shown in Table 4.0.1. Programming is done by writing to the 
I/0 bytes at addresses 303H, 307H, and 30BH (these bytes are 
also on the Qua. Tech boa.rd). This function then initializes 
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all output I/0 bytes to zero, The definition for function 
!NIT-PORTS is found in Appendix E.
9.2 The Driving System Commands 
The driving system is controlled with two LISP functions, 
The first is the DRIVE function, which gives commands to the 
driving system. The second is the DC-STATUS function, which 
reads bit 2 of the I/0 byte at address 305H, to see if a driving 
system command has been completed, 
, The DRIVE fu·nction is called with three parameters, The 
first is parameter SECTORS, which is the desired number of 
sectors to move. This parameter may have a value between O and 
4095, The second parameter is SPEED, which is the desired speed 
for a motor movement, This parameter may have a value between O 
and 63. The last parameter is parameter DIRECTION, which is the 
desired direction far a mater movement, If this parameter is 0, 
the motor will move in a forward direction. If the parameter 
is 1, the motor will move in a backward direction. 
The DC-STATUS function is called with no parameters, If a 
driving system command has been completed, this function will 
return T, If a driving system conunand is in the middle of 
execution, this function will return NIL, The definitions for 
functions DRIVE and DC-STATUS are found in Appendix E, 
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9,3 The Steering System Commands 
The steering system is controlled with two LISP functions, 
The first is the STEER function, which gives commands to the 
steering system, The second is the ST-STATUS function, which 
reads bit O of the I/0 byte at address 305H to see if the 
steering motor is in the desired position. 
The STEER function is called with one parameter. Parameter 
ST-POS is the desired steering position for the steering motor, 
This parameter should have a value between O and 79. 
The ST-STATUS function is called with no parameters, If the 
steering motor is in the desired position, then this function 
will return T, If the steering motor is not in the desired 
position, NIL is returned, The definitions for functions STEER 
and ST-STATUS are found in Appendix E. 
9,4 The Ultrasonic System Commands 
The ultrasonic system is controlled by four LISP functions. 
They are the ULTllA, UM-STATUS, ULTRA-STATUS, and the ULTllA-REl\D 
functions, The ULTRA function gives commands to the ultrasonic 
system, Function UM-STATUS reads bit l of the I/0 byte at 
add�ess 305H to see if the ultrasonic motor is in the desired 
position, ULTRA-STATUS reads bit 3 of the I/0 byte at address 
305H to see when an ultrasonic reading has been completed. 
------------------·---·--- -·
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Function ULTRA-READ reads the ultrasonic reading distance 
display, and stores the measured distance in a variable, 
The ULTRA function is called with two parameters. The first 
is UM-POS, which is the desired ultrasonic motor position, This 
parameter may have a value between O and 47, The second parameter 
is FIRE, which is used to fire the ultrasonic sensor, When this 
parameter is non-NIL, the ultrasonic sensor will be fired, If the 
parameter is NIL, the ultrasonic sensor will not be fired, 
Functions UM-STATUS, ULTRA-STATUS, and ULTRA-READ are all 
called with no parameters, UM-STATUS returns T if the ultrasonic 
motor is in the desired position (NIL otherwise), ULTRA-STATUS 
returns T if an ultrasonic distance reading has been completed 
(NIL otherwise). Function ULTRA-READ reads the displayed ultra­
sonic distance reading (displayed on !/0 bytes at address 308H 
and 30AH), and stores the value of the display in variable 
ULTRA-VALUE. If an ultrasonic reading has not been completed, 
function ULTRA-READ returns NIL. Definitions for the above 
functions are found in Appendix E, 
9,5 The LISP Demonstration Program 
The LISP demonstration program shows examples of each of the 
above functions being used to control the robot platform, It can 
be seen from �his program how each of the functions is called, 
Most of this program involves graphics and prompting the user 
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for parameter values, The program listing is found in Appendix E. 
To run the demonstration program the user makes the current 
' 
disk drive the C drive, The disk with the demonstration program 
on it should be in the A drive, The user types GCLISP followed 
by a RETURN, The LISP prompt is a * When this prompt is given,
the user should type (LOAD "A:\\DEMO,LSP0), No RETURN is needed,
The program will be running and the menu seen. When running this 
program, the Num Lock should be off, This program is exited by 
hitting CTRL-BREAK, 
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CHAPTER 10 
THE HOST COMPUTER SOFTWARE WRITTEN IN BASIC 
The host computer software written in BA.SIC performs the 
same task as the software written in LISP (Chapter 9) , In BASIC, 
the Qua Tech I/0 board can be accessed using the INP and OUT 
commands (5], Using these commdnds, BASIC subroutines were 
written to interface with the three systems of the robot 
platform (as described in Chapter 4), These subroutines should 
be included in any BASIC program written for the robot platform, 
10,l The I/0 Port Initialization Software 
Subroutine 10000 programs the Qua Tech I/0 byte directions 
as shown in Table 4.0.1, This is done by writing to the I/0 
bytes at addresses 303H, 307H, and 30BH (also on the Qua Tech 
board), This subroutine then initializes all output parts ta 
zero. Subroutine 10000 is listed in Appendix F, 
--------------�- -
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10.2 The Driving System Commands 
The driving system is controlled with two BASIC subroutines, 
The first is subroutine 25000, which gives commands to the 
driving system. The second is subroutine 20000, which reads bit 
2 of the I/0 byte at address 305H to see if a driving system 
command has been completed, 
Before subroutine 25000 is called, three variables must be 
given proper values, The first variable is SECTORS, which is the 
desired number of sectors to move the driving motor. SECTORS 
should have a value between O and 4095, The second variable is 
SPEED, which is the desired speed for the a motor movement, This 
variable should have a value between O and 63, The last variable 
is DIR, which is the desired direction for a motor movement. If 
this variable is O, the robot platform will move forward, If the 
variable has a Value of 1, the robot will move backward. 
Subroutine 20000 checks if a driving system command has been 
completed, If it has, this subroutine will set variable DCSTATUS 
to l, If the driving system comm.and has not yet been completed, 
this subroutine will set DCSTATUS to 0, The listings for sub­
routines 20000 and 25000 are given in Appendix F, 
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10.3 The Steering System Commands 
The steering system is controlled by two BASIC subroutines, 
The first is subroutine 35000, which gives commands to the 
steering system, The second is subroutine 30000, which reads 
bit O of the I/0 byte at address 305H to see if the steering 
motor is in the desired position, 
Before subroutine 35000 is called, variable STPOS must be 
set to the proper value. Variable STPOS is the desired steering 
motor position, and should have a value between O and 79, 
Subroutine 30000 checks if the steering motor is in the 
the desired position. If it is, this subroutine will set 
variable STSTATUS to 1. If the steering motor is not in the 
desired position, STSTATUS will be set to 0. The listings for 
subroutines 30000 and 35000 are given in Appendix F. 
10,4 The Ultrasonic System Commands 
The ultrasonic system is controlled with four BASIC 
subroutines, These are subroutines 40000, 41000, 45000, and 
46000, Subroutine 45000 gives commands to the ultrasonic 
system, Subroutine 40000 reads bit l of the I/0 byte at 
address 305H to see if the ultrasonic motor is in the desired 
position, Subroutine 41000 reads bit 3 of the I/0 byte at 
address 305H to see if an ultr�sonic distance reading has 
------------------------- --- -
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been completed. The subroutine 46000 reads the value of an 
ultrasonic reading and stores it in a variable. 
Before subroutine 45000 is called, two variables must be 
given proper values, The first variable is UMPOS, which is the 
desired ultrasonic motor position. This variable should have a 
between O and 47, The second variable is FIRE. If this variable 
is 0, then the ultrasonic sensor will not be fired. If FIRE- is 
not O, then the ultrasonic sensor will be fired when the ultra­
sonic motor reaches the desired position, 
Subroutines 40000 and 41000 read the status bits of the 
ultrasonic system, If the ultrasonic motor is in the desired. 
position, subroutine 40000 will set variable UM.STATUS to 1 
(otherwise 0), If an ultrasonic reading has been completed, 
subroutine 41000 will set var-iable USTATUS to 1 (0 otherwise), 
Subroutine 46000 is called to read the ultrasonic distance 
display and store the value in variable UVALUE (the ultrasonic 
distance is displayed on the AT computer bytes at addresses 
308H and 30AH), If subroutine 46000 is called before an ultra­
sonic reading has been completed, variable UVALUE does not get 
a new value, Listings for the above subroutines are given in 
Appendi� F. 
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10.S The BASIC Demonstration Program
The BASIC demonstration program shows examples of all 
subroutines described above used to control the robot platform, 
It can be seen from this program how each of the subroutines is 
called, Most of this program involves graphics and prompting 
the user for the variable values needed to call the subroutines. 
The listing for this program is found in Appendix F. 
To run the demonstration program, the current drive should 
be the C drive, The disk with the demonstration program on it 
should be in the A drive, The user first gets into BASIC by 
typing BASICA followed by a RETURN, The BASIC prompt is an OK. 
When the prompt is seen, the user types LOAD*'A:DEMO,BAS" 
followed by a RETURN, When the BASIC prompt is again seen, the 
user types RUN followed by a RETURN, The demonstration program 
w�ll now be running and the menu will be seen, When running 
this program, the Nwn Lock must be on, 
----------------------- ---
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CHAPTER 11 
CONCLUDING REMARKS 
The hardware and software described in this thesis conclude 
the work on the robot platform, However, there is still much 
that can be done, It is hoped that the robot platform will 
generate many interesting projects in the future, 
Possible hardware additions include new sensors to paint a 
more- accurate picture of the surrounding environment, Ideally, 
the robot platform could be powered by a car battery which would 
eliminate the power cord that drags behind the platform, Other 
projects which could also be interfaced with the robot include 
vision or voice systems, 
By far, the richest area to explore is programming the 
personal computer on board the robot platform, Sophisticated 
projects include map making, path planning, and navigation 
programs, On the other hand, the robot could be programmed to 
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a simple task, such as going down a hall, or following a moving 
object, 
If a student is interested in assembly language programming, 
the robot platform could also provide Projects in this area, 
The 8751H microcontrollers on the platform may have their 
programs modified in order to allow more command options from 
the personal computer, One example might be to provide closed 
loop speed control for the robot driving wheel, 
Above all, the robot platform is a teaching tool designed 
to raise interest in mobile robot navigation. A student can 
easily Write programs, to control the platform and get acquainted 
with its working parts, It is hoped that work using this tool 
will continue. 
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APPENDIX A 
THE DRIVING SYSTEM HARDWARE 
I 
I 
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A.l The Driving System Control Board 
The heart of the driving system is the Driving System 
Control Board. This board, shown in Figures A.l,l, A.1.2, and 
A,1,3, contains an 8751H microcontroller that controls the 
driving motor. The right angle socket on this board connects 
to t_he AT computer I/0 bytes at addresses 300H, 301H, and 302H 
(Cable A in Figures 5,1,5 and 5,1,6), Socket pin assignments 
are shown in Figure A,1,4. 
Each of the I/0 bytes is connected from the right-angle 
socket to inputs of the 74LS24S tri-state buffer chips, as 
shown in Figure A.1.2. I/0 bytes 300H, 301H, and 302H are 
connected to the U7, U9, and UB buffe�s, respectively. The 
outputs of these buffer chips are connected through the US 
buffer, to Port 2 of the 8751H microcontroller, This enables 
the 9751H- to read the AT computer I/0 bytes one at a time, 
The Driving System Control Board plugs into a card cage, 
where it shares a back bus with the Driving System Totem Pole 
Board (Back bus C in Figures 5,1,5 and 5.1.6), Back bus pin 
assignments are shown in Figure A.1.5, This back bUs is not 
the same as the steering system or ultrasonic system back 
buses, Only pin J is common to the steering system back bus. 
Pin J is a flag that goes high when the driving motor is in 
the desired position after a motor movement command has been 
carried out, 
-----------------·- ·--
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300H Bit 0 0 1 300H Bit 1 
300H Bit 2 2 3 300H Bit 3
300H Bit 4 4 5 300H Bit 5 
300H Bit 6 6 7 300H Bit 7 
GND 8 9 GND 
+5 v 10 11 +5 V
+12 v 12 13 +12 V
302H Bit 0 14 15 302H Bit 1 
302H Bit 2 16 17 302H Bit 3
302H Bit 4 18 19 302H Bit 5 
302H Bit 6 20 21 302H Bit 7 
-12 v 22 23 -5 V
RST 24 25 GND 
301H Bit 0 26 27 301H Bit 1 
301H Bit 2 28 29 301H Bit 3
301H Bit 4 30 31 301H Bit 5 
301H Bit 6 32 33 301H Bit 7 
Figure A.1.4. Pin assignmanta for the right-angle socket 
on the Driving System Control Beard, 
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The outputs of the four photo switch circuits used in motor 
feedback are taken from the back bus and connected to the U6 
74LS245 chip as shown in Figure A.1.2, The outputs of the U6 
74LS24,S chip are connected through the US 74LS245 chip to Port 2 
of the 8751H. This enables the 87SlH microcontroller to read the 
current driving motor sector, 
The U6, U7, UB, and U9 74LS245 chip outputs are all normally 
kept at high impedance. By using Port 1 on the 8751H as an input 
control port, the desired 74LS245 chip (U6, U7, US, or U9) can be 
brought out �f high impedance and connected to Port 2 of the 
8751H microcontroller. The U4 74LS245 chip buffers the pins of 
port 1 which are all normally kept high, Lowering pin Pl.O will 
connect Port 2 to the photo circuit outputs, Lowering Pl,l, Pl.2, 
or Pl.3, connects Port 2 to the AT computer I/0 bytes at 
addresses 300H, 302H, and 301H, respectively. 
Figure A.1.3 shows how Port 3 of the 8751H microcontroller 
on the Driving System Control Board is connected through the 
Ul 74LS245 buffer chip to turn on and off the de driving motor, 
Pin P3,0 is used to control inputs A and B of the A totem pole, 
while P3,l is used to control inputs A and B of the B totem 
pole (the totem pole circuits are located on the Driving System 
Totem Pole Board) . Inputs to the totem poles a.re passed through 
the back bus (Back bus C in Figures 5,1,S and 5.1,6) from the 
Driving System Control Board to the Driving System Totem Pole 
Board, 
As can be seen in Figures A,1,3, 3,4,l, and 3,4,2, when 
P3,Q is high, then back bus 11 is about 14 volts (low current) 
and back bus 13 is low, This makes the output of the A totem 
pole a.bout 14 volts, When P3.0 is low, then back bus 11 is low 
and back bus 13 is about 14 volts, This makes the output of 
the A totem pole low, 
When P3.l is high, then back bus 10 is about 14 volts and 
back bus 12 is low, This makes the output of the B totem pole 
about 14 volts, When P3.l is low, then back bus 10 is low and 
back bus 12 is about 14 volts, This makes the out-put of the B 
totem pole low, 
Whenever the driving system has completed a motor movement 
command, the 8751H microcontroller will turn off the motor and 
raise P3.2 (see Figure A.2 .2), This bit is connected through 
the Ul buffer chip to pin J of the back bus, Ba.ck bus J can be 
read by the AT computer through the Steering System Control 
Boa.rd (Cable Bin Figures 5 .1,5 and 5 .1.6), Pin P3.2 is the 
flag used by the driving system to tell the AT computer when 
a command has been carried out. 
A.,2 The Driving System Totem Pole Board 
The purpose of the Driving System Totem Pole Board is to 
take the totem pole inputs provided by the Driving System 
Control Board through the back bus, and change them into high 
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current signals able to power the de driving motor. Figures 
A.2.1 and A.2.2 show the Driving System Totem Pole Board.
Three cases may occur with the totem pole inputs during 
normal operation, The first is when the 8751H micracantroller 
on the Driving System Control Board writes a zero to both 
bits P3.0 and P3.l, In this case, both totem pole outputs 
will be low and the motor will turn off, In the second case, 
P3.D is high and P3,l is low, This makes the output of the A 
totem pole about 14 volts and the output of the B totem pole 
low, This causes the motor to move in the backwards direction, 
Finally when P3.0 is ground and P3,l is high, the output of 
the A totem pole is lo'w .and the output of .the B totem pole is 
about 14 volts. This causes the motor to move in the forward 
direction. 
From the Driving System Totem Pole Board, the totem pole 
outputs are passed through a 9-pin socket and a cable (Cable 
Din Figures 5,1.5 and 5,1,6), ta the Driving System Photo 
Circuit Board. Figure A.2,3 shows the pin assignments used 
for the socket. Besides allowing the totem pole outputs to 
pass from the Driving System Totem Pole Board to the Driving 
System Photo Circuit Board, the cable also allows the four 
output signals of the photo switch circuits to travel from 
the Driving System Photo Circuit Board to the Driving System 
Totem Pole Board. 
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A. 3 Driving Motor Speed Control
As explained above, the 8751H micro controll er on the Driving 
System Control Board can turn on the de driving motor by making 
P3'
, 
0 high and P3. l l
.
ow, or by making P3, 0 low a.nd P3, l high, If 
P3.0 and P3.l ar e both low, then the motor will be off,
The speed of the de driving motor can be controlled in op en 
loop by pulsing the motor on and off at a given frequ ency, For 
example. to control the speed of the de driving motor in the 
backward direction, the 8751H micrOcontroller on the Driving 
System Control Board mAk.es P3,0 low and then pulses P3. l high 
and low
, 
Figure A.3.l illustrates this concept. The same idea 
can be used to control speed in the forward direction. In this 
case P3,l is kept low and P3.0 is pulsed high and low, 
A, 4 The Driving System Photo Circuit Board 
The Driving System Photo Circuit Board has four photo switch 
circuits on it. The photo switch circuit was explained in Section 
3, 5 and is shown in Figure 3,5,l, Figure A.4.1 shows the Driving 
System Photo Circuit Board, 
It can be seen that all components have been labeled along 
with a number (0 to 3) to indicate which photo circuit each 
component belongs to, Photo circuit zero is shown in Figur9 
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A,4,1. The other photo circuits ar� not shown, but are exactly 
the same as photo circuit zero, 
The inputs to the four photo switch circuits are the MCT8 
photo switches, Each MCTS photo switch has been cut in half 
so that the switches can be placed in the prope·r positions in 
order to read the photo disk. Each photo switch is connected 
to ·the Driving Sys�em Photo Circuit Board by wire wrap wires 
(Cable E in Figures 5.1.5 and 5.1.6), This board converts the 
photo switch outputs to TTL signals, At pins PSO, PSl, PS2, 
and PS3 in Figure A,4,1, there is a four-bit binary number 
that tells which sector the slotted disk is in. This binary 
nwnber is passed through a cable (Cable Din Figures 5.1.5 and 
5.1.6), to the Driving System Totem Pole Board. 
The Driving System Photo Circuit Board also connects the 
motor movement signals from pins A and B of the nine-pin socket 
(pin assignments in Figure A,l.3) to the four-pin motor socket, 
These two motor movement signals are the outputs of the A and B 
totem poles on the Driving System Totem Pole Board. The four-pin 
socket on the Driving System Photo Circuit Board is connected to 
the de driving mot or (Cable F in Figures 5. l, 5 a.nd 5 .1. 6) . Pins 
C and D on the four-pin socket a.re not used. 
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B,l The Steering System Control Board 
The Steering System Control Board is shown in Figures B.1.1, 
B.1.2, and B.1.3. This board contains an 8751H microcontroller 
used to control the steering system, and is similar to the 8751H 
board in the driving system (Chapter 5), 
There i_s a right-angle socket on the Steering System 
Control Board, This socket is connected to the AT computer 
I/0 bytes at addresses 304H, 305H, and 306H (Cable A in 
Figures 6 .1, 5 and 6. l, 6) . The pins assignments for the socket 
are shown in Figure B.1.4. The I/0 byte at address 304H is 
not used by the robot platform or connected to any of its 
hardware, but can be used for possible future expansion, 
As can be seen from Figure B.1.2, the I/0 byte at address 
306H is connected through the Ul 74LS245 buffer chip to Port 
l of the 87SlH microcontroller. This I/0 byte allows the AT 
computer to give commands to the steering system, 
The Steering System Control Board plugs into a card cage 
where it shares a back buS with the Steering System Totem Pole 
Board (Back bus B in Figures 6 .1 . S and 6. l, 6) , Back bus pin 
assignments are shown in Figure B,1,5. Notice that this back 
bus is not the same as the driving system or the ultrasonic 
system back buses. This back bus has only pin J in common 
with the driving system back bus, and pins Hand Kin common 
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with the ultrasonic system back bus. Pins H, J, and K are 
flags from the other systems. 
On the steering system back bus, pins 6 through 13 are the 
outputs of the photo switch circuits (used to encode the motor 
position), These outputs are connected from the back bus, through 
the U2 74LS245 buffer chip, to Port 2 of the 8751H. 
Figure B.1.3 shows how Port 3 of the 8751H is connected. 
Port 3 is buffered through the U3 74LS245 buffer chip, and is 
used to control the inputs of the totem poles on the Steering 
System Totem Pole Board. This is done in the same way that the 
totem pole inputs· .were. controlled in the. driving system 
(Chap·ter 5) , 
There are four totem pole circuits on the Steering System 
Totem Pole Board, These four circuits require eight totem pole 
inputs, which are generated on the Steering System Control Board 
and then passed to the Steering System Totem Pole Board through 
the back bus, 
To move the steering motor, the B751H microcontroller on the 
Steering System Control Board cycles through raising and lowering 
the voltage of pins P3,0 to P3,3 one at a time, For example, the 
8751H might first raise P.3.0, After a short time, the voltage of 
P3,0 is lowered and the P3,l voltage is raised, The 8751H micra­
controller generates two cycles to move the steering motor, The 
first cycle CP3.0, P3,l, P3.2, P3.3, P3.0, . .  etc,) moves the 
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motor in the clockwise direction. The second cycle (P3.3, P3.2, 
P3,l, P3,0, P3,3, , , etc.) moves the steering stepper motor 
in the counterclockwise direction. 
Each cycle makes the A, B, C, and D outputs of the totem 
pale circuits on the Steering System Totem Pole Board take turns 
pulsing to +5 volts (see Figures B,1,3 and B,l,4), Only one of 
the totem pole outputs will go to +S volts at a time, while the 
others remain at ground, The first cycle pulses the totem pole 
outputs to +5 volts in one sequence (A, B, C, D, A, etc,) , 
while the second cycle makes the totem pole outputs pulse to +5 
volts in another sequence (D, C, B, A, D, etc.). Each 
time the active totem pole changes, the steering stepper motor 
moves one step, 
Whenever the steering stepper motor has moved to the desired 
position, the 8751H raises pin P3.4, which is used as a flag for 
the AT computer, One of the motor movement pins (P3.0 through 
P3,3) will also be high, depending on where in the motor movement 
sequence the 8751H ends up when the steering position is 
correct, Pin P3,4 is connected through the U3 74LS24S buffer Chip, 
to bit zero of the AT computer I/0 byte at address 305H (see 
Figure B, l. 3) , 
Figure B.l.3 also shows the flag bits from the other systems 
of the robot platform, These other three flag bits come from pins 
H, J, and K 9f the back bus and enable the AT computer to read 
ll2 
these flags through the AT I/0 byte at address 305H. Back bus 
pin J is a flag bit from the driving system. Back bus Pins H 
and Kare flag bits from the ultrasonic system, 
B.2 The Steering System Totem Pole Board
The purpose of the Steering System Totem Pole Board is ta 
take the totem pole inputs provided by the Steering System 
Control Board (through back bus pins R through Y), and change 
them into high current pulses able to drive the steering motor. 
Figures B.2.1 and B.2.2 show the Steering System Totem Pole 
Board; 
The totem pole circuits on the Steering System Totem Pole 
Board operate essentially in the same way as the totem pole 
circuits on the Driving System Totem Pole Board. There are only 
two differences, The first is that there are four, instead of 
two, totem pole circuits on the Steering System Totem Pole 
Board. The second is that the outputs of the totem pole circuits 
on the Steering System Totem pole Board are either +5 volts or 
ground. This compares to +12 volts or ground for the totem pole 
circuits on the Driving System Totem Pole Board. 
There is a right-angle socket on the Steering System Totem 
Pole Board used to connect a flat ribbon cable from the Steering 
System Totem Pole Board to the Steering System Photo Circuit 
113 
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Board (Cable C in Figures 6,1.5 and 6.1,6), The pin assignments 
for this right angle socket are shown in Figure B.2.3, 
This 34-pin socket allows the motor movement signals (totem 
pole circuit outputs) to travel from the Steering System Totem 
Pole Board to the Steering System Photo Circuit Board. This 
socket also allows the eight photo circuit outputs to travel t 
from the Steering System Photo Circuit Board to the Steering 
System Totem Pole Board. The Steering System Totem Pole Board 
connects the eight photo switch outputs to the back bus, where 
they are used by the Steering System Control Board. 
The motor movement signals start from Port 3 of the 8751H 
microcontroller on the Steering System Control Board, These 
signals are then passed through the back bus to the Steering 
System Totem Pole Board, On this board, the motor movement 
signals are convert�d to high current signals able to drive 
the steering motor, 
The motor movement signals (totem pole 
then pass through a flat ribbon cable to the 
circuit outputs) 
Steering System 
Photo Circuit Board. On this board, the motor .movement signals 
are connected to a seven-pin motor socket (also on the Steering 
System Photo Circuit Board), which connects to the steering 
motor (Cable E in Figures 6,1,S and 6.1,6), 
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B,3 The Steering System Photo Circuit Board 
The Steering System Photo Circuit Board has eight photo 
switch circuits on it, and is shown in Figure B,3.1, As can be 
seen, all co'mponents on the boa.rd have been labeled, along with 
a number (0 to 7) indicating which photo switch circuit ea.ch 
component belongs to, The hookup of photo swit-ch circuit zero 
is actually shown in Figure B.3.1, The other photo switch 
hookups are not shown, but a.re eKactly the same as the photo 
switch zero hookup, The photo switch circuit is explained in 
Section 3,5, 
Inputs to the photo switch circuits are provided by.eight 
MCTS photo switches. Each photo switch is connected to the 
Steering System Photo Circuit Board by wire wrap wires (Cable 
Din Figures 6,1,5 and 6.1.6), The Steering System Photo 
Circuit Board converts the MCTB photo switch outputs to TTL 
signals, giving an eight-bit binary number representing the 
current sector position of the two steering photo disks, 
The eight photo switch circuit outputs are then passed 
from the Steering System Photo Circuit Board, through a cable 
(Gable C in Figures 6.1.5 and 6,1,6), to the Steering System 
Totem Pole Board, The photo circuit outputs are connected on 
the Steering System Totem Pole Board to the back bus, where 
they can be read by the 8751H microcontroller. 
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Photo switch circuits Oto 3 read the photo disk an the 
steering motor shaft, 
the photo disk on the 
while photo switch circuits 4 to 7 read 
driving wheel shaft, Notice that even 
though photo circuit 5 has been wired up, it is ignored in the 
steering system slotted disk readings (see the steering system 
8751H program listing), 
The Steering System Photo Circuit Board also connects the 
motor movement signals (totem pole A through D outputs) from 
the right-angle socket to the seven-pin motor socket, Totem 
Pole outputs A, B, C, D, are connected respectively to pins A, 
B, C, D, on the seven-pin motor socket. Pin E on the motor 
socket is connected to ground, The seven pin motor · socket 
connects to the steering motor (Cable E in Figures 6,1,5 and 
6 .1. 6) , 
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C,l The Ultrasonic Motor Control Board 
The purpose of the Ultrasonic Motor Control Board is to 
control the position of the ultrasonic motor, This boa.rd contains 
an 8751H micr-ocontroller which a.ccdlnplishes the posit.ion control.
Figures C.1,1, C,1.2, and C.1.3 shaw the Ultrasonic Motor Control 
Board, 
The Ultrasonic Motor Control Board plugs into a card cage 
where it shares a back bus (Back bus Din Figures 7.1.6 and 
7, 1 , 7) with the Ultrasonic Sensor Control Board and the Ultra­
sonic System Totem Pole Board, The back bus pin assignments 
are shown in Figure C.1,4, 
Notice that this back bus is not the same as the driving 
system or steering system back buses, This back bus has only 
pins H and Kin common with the steering system back bus, Pin 
His the flag that tells the AT computer when the ultrasonic 
motor is in the desired position, Cable Bin Figures 7,1.6 and 
7.1.7 represents back bus pin H going to the steering system, 
Pin K is the flag that tells the AT computer that an ultrasonic 
distance reading has been taken. Cable C in Figures 7 ,1,6 and 
7.1.7 represents back bus pin K going to the steering system. 
As can be seen from Figures C.1.2 and C.1,4, back bus pins 
10 through 17 are connected through the Ul 74LS245 buffer chip 
to Port l. These back bus pins are connected to the AT computer 
I/0 byte at address 309H. The AT computer conunands the ultrasonic 
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system through this I/0 byte, which can be read by the 8751H 
microcontroller through Port 1, 
Figure C,1,2 also shows that back bus pins 6 through 9 are 
connected through the U2 74LS245 buffer chip to Port 2. These 
back bus pins are connected to the photo circuit outputs, and 
can be read by the 8751H microcontroller through Port 2. 
Figure C .1. 3 shows how Port 3 of the 875·1H microcontroller 
on the Ultrasoni.c Motor Control Boa.rd is connected. Port 3 is 
buffered through the U3 74LS245 buffer chip, and is used to 
contr.ol the inputs to the totem pole circuits: on the Ultrasonic 
System Totem Pole Board, This is done in 
totem pole inputs are controlled in 
(Chapter S) . 
the same way that the 
the driving system 
There are four totem pole circuits on the Ultrasonic Totem 
Pole Board, These four circuits require eight totem pole inputs, 
which are generated on the Ultrasonic Motor Control Board and 
passed from the Ultrasonic Motor Control Board to the Ultrasonic 
System Totem Pole Boa.rd through the back bus, 
To move the ultrasonic motor, the 8751H microcontroller (on 
the Ultrasonic Motor Control Board) cycles through raising and 
lowering the voltage on pins P3,0 through P3,3, one at a time, 
There a.re two possible cycles that move the ultrasonic meter, 
The first cycle (P3,0, P3.l, P3.2, P3,3, P3,0, • etc,) moves 
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the ultrasonic motor in the clockwise direction, while the 
other cycle (P3.3, P3,2, P3.l, P3,0, P3,3, ., etc.) moves the 
ultrasonic motor in the counterclockwise direction, 
Each motor movement cycle makes the A, B, c, a.nd D totem 
pole outputs on the Ultrasonic System Totem Pole Board take turns
pulsing to +14 volts (high current) while the other totem pole 
outputs remain a. t ground, The first motor movement cycle causes 
the totem pole outputs to cycle one way CA, B, C, D, A, , etc,) , 
while the second motor movement cycle causes the totem pole 
·Outputs to cycle another way (D, C, B, A, D, . etc.). Each time 
the totem pole with the +14 volt output changes·, the ultrasonic 
motor moves one step (see Chapter 6), 
Whenever an ultrasonic motor command has been completed, 
the 8751H microcontroller raises P3.4, One of the pins P3.0 
through P3,3 will also be high depending on where in the motor 
movement sequence the circuit is when the ultrasonic motor 
reaches the desired position. P3,4 is connected through the U3 
74LS245 buffer chip to the back bus pin H. Back bus pin His 
connected to the Steering System Control Board (Cable B in 
Figures 7 ,1,6 and 7 ,1,7), On the Steering System Control Board, 
back bus pin H is connected to the AT computer I/0 byte at 
address 305H, This bit is a flag used by the AT computer to 
know when the ultrasonic motor has reached the desired position, 
Besides positioning the ultrasonic motor, the 8751H micro­
controller on the Ultrasonic Motor Control Board also commands 
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the 8751H microcontroller on the Ultrasonic Sensor Control Board, 
The 8751H on the Ultrasonic Motor Control Board does this through 
pins P3.5 and P3.6. These two bits are connected through the U3 
74LS245 buffer chip to the back bus (shown in Figure C .1, 3) , 
From the back bus, these two command bits can be read by the 
8751H microcontroller on the Ultrasonic Sensor Control Board. 
Pin P3,5 is connected to back bus pin C, and is used to tell 
the 8751H microcontroller on the Ultrasonic Sensor Control Board 
to take an ultrasonic reading, The command to take an ultrasonic 
reading is given to the ultrasonic system by the AT computer 
through bit 7 of the I/0 byte at address 309H. Whenever this bit 
is high, and the ultrasonic motor is in the desired location, the 
8751H microcantroller �n the Ultrasonic Motor Control Board will 
raise P3,5, Raising this pin tells the 8751H microcontroller on 
the Ultrasonic Sensor Control Board to fire the ultrasonic sensor 
and take a distance reading, 
The 8751H microcontroller on the Ultrasonic Sensor Control 
Board displays the current distance reading on Port 3 and bits 
Oto 3 of Port 1. Raising bit P3,6 of the 8751H microcontroller 
on the Ultrasonic Motor Control Board tells the 8751H micro­
contraller on the Ultrasonic Sensor Control Board to clear the 
current distance reading and get ready to take a new distance 
reading, Any time the ultrasonic motor is not in the desired 
position, or bit 7 of the AT computer I/0 byte is low, bit 
P3.6 of the 8751H microcontroller on the Ultrasonic Motor Control 
Board is raised, 
----------- -- -- ---- ---
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C.2 The Ultrasonic Sensor Control Board
The Ultrasonic Sensor Control Board is responsible for the 
control of the ultrasonic sensor. The 8751H microcontroller can 
fire the ultrasonic sensor and measure the interval between the 
instant when the ultrasonic signal is sent and the instant when 
the returning echo is detected, The time between these two 
signals is a measure of the distance, The 87SlH microcontroller 
displays this distance on Port 3 and bits O through 3 of Part l, 
Figure C.2.1 and C,2,2 sh.ow the Ultrasonic Sensor Control Board, 
There is a right-angle socket on the Ultrasonic Sensor 
Control Board. This socket is connected to the AT comp�ter 
I/0 bytes at addresses 308H, 309H, and 30AH, (Cable A in 
Figures 7.1,6 and 7,1,7) Pin assignments for the socket are 
shown in Figure C,2,3. 
Port 1 is buffered through the Ul 74LS245 chip, Through 
this chip, bits O through 3 of Port 1 are connected to the AT 
computer 1/0 byte at 308H, These four bits are used by the 8751H 
microcontroller to display the value of the current ultrasonic 
distance reading in units of 0.1 feet, 
Bit 4 of Port 1 is connected through the Ul 74LS245 buffer 
chip, to back bus pin D, This bit is used by the 8751H micro-
controller to tell the Polaroid board to fire the ultrasonic 
transducer/receiver. This signal 
active high, 
(Fire Ultrasound Command) is 
_J I I I ! I I 
I 
. 
B 
130
I I I I I I I ! j ! ! II 
:€9 
. 
:,: EJ 
BCD 
§�30 pF
�10 MHz!
Rosot 
JR 1�1 fJCircuit - � ::; l:J
· 
11l o I�--j Right-Angla Socket
To AT 
Computer 
I/0 308H, 309H, 30.\H
Fi9'1,.lre C,2,l, The Ultrasonic Sensor Control Board, 
------ ----
I 
I 
I 
! 
I 
I 
I 
!
GND 
I� G � Dir iJ-. +5 V ,------ Back Bus '-
I/0 Byte at i :: :i
Address 308H 15 83 5 
l"I 84 
Back Bua D ,._..:.,3'-1 BS �
Back Bua N B6 � 
Back Bua K 11 87 H
Al 3 2 Pl.0 
A2 � 3 Pl. 1 
A3 s � Pl. 2 
A4 L S Pl. 
3
A5 Pl .4 
A6
-, '1Pl.5 
D - Fire Ultrasound Command 
N - Clear Flip Flops Conunand 
K - Ultrasonic Reading 
.µ " •o"'• 
.µ • 
>..••• ••
0 .,,.... "' 
Ho<( 
GND 
,, 
Back Bua 
Back Bus 
Back Bua 
Back Bua
Ba.ck Bus 
Back Bus 
Back Bus 
Back Bua 
Correct Flag 
"' 
I'-
A7 i , Pl.6 
AB 1 i Pl. 7 :,: n 
"' 
I'­., 
F - Stop Counting Command 
P - Start Counting Command 
C - Fire Ultrasound Request 
B - Clear Readings Request 
I 
Dir,E- G ·ic, GND GND ._!. Dir� G ...!1. GND 
,_ Ii 
3 Al Bl ,, ' A2 82 
5 A3 � 83 I 5'
" A4 84 l'l 
AS � BS 7 A6 N 86 l3 
8 A7 !3 87 11..
'I AB � BB II 
10" P3.0 
12 P3.l 
ll P3.2 " PJ.3 " P3.4 PJ,5'" P3,6 ,, P3,7
28 
P2,7 n
P2 ,6 z<
P2,5 H
P2,4 ,_,P2 ,3 
23P2,2 
P2, l ,.._ 
P2,0 21 
� 
8 , " 
5" • 
AB BB 
A.7 N 87 
A6 "' 86 
AS Ul BS 
A4 � 84 
A3 � 83 
A.2 qi 82 
'- Al t- Bl 
II ,,. 
13 ·�,. •• 
n 
18 
10 
Bit O 
11 
Bit l 
12 , 
Bit 2 
13 
Bit 3 
14 
Bit 4 
15 
Bit 5 
16 
Bit 6 
17 
Bit 7 
Figure C.2.2. Schema.tic of the Ultrasonic 
Sen11or Control Board, 
l ---
Back Bus F 
Back Bus P 
Back Bus C 
Back Bus B 
:,:
.µ ..
•o"'• 
.µ " 
->.. "' .
0 ,lJ '"' 
Ho<( 
w... 
Totem Pol0
A Output l 
Totem. Pol•
-{ B Output 
Totem Pole_j 
C Output l 
Totem Pol0 
D (?utpu.t l 
+
5 
vi
GnDi 
No Connection 
Photo Circuit Output O 
Photo Circuit Output 2 
Fire Ultrasound Comm.and 
Stop Counting Command 
132 
0 1 
2 3 
4 5 
6 7 
a 9 
10 11 
12 13 
14 15 
16 17 
lB 19 
20 21 
22 23 
24 25 
26 27 
28 29 
30 31 
32 33 
}-
Totem Pole
A Output 
}-
Totem Pola
B Output 
}Totem Pole 
C Output 
j _  Totem Polef :C Output 
No Connection 
Photo Circuit 
Photo Circuit 
Output 1 
Output 3 
Start Counting Command
Clear Flip Flops Command
Figure C.2.3. Pin assignments for the right-ilngle socket 
on the Ultrasonic Sensor Control Board. 
I 
I 
I 
133 
Bit 5 of Port l is connected through the Ul 74LS24S buffer 
chip to back bus pin N, This bit is used by the 8751H micro­
controller to clear the two flip flops on the Ultrasonic System 
Photo Circuit Board, It is necessary to clear these flip flops 
before each ultrasonic reading is taken. This signal (Clear Flip 
Fl ops Command) is active low, While an ultrasonic reading is 
being taken, this pin is kept high, 
Bit 6 of Port 1 is connected through the Ul 74LS245 buffer 
chip to back bus pin K. Back bus pin K is connected to the 
Steering System Control Board (Cable C in Figures 7.1.6 and 
7,1,7), On the Steering System Control Board, back bus pin K 
connects to bit 3 of the AT computer I/0 byte at address 305H. 
This bit (Ultrasonic Reading Correct Flag) is active high, and 
is a flag used by the AT computer to tell when an ultrasonic 
reading has been taken, and the resultant distance displayed, 
Port 3 of the 8751H microcontroller is buffered through the 
U3 74LS245 buffer chip to the AT computer I/0 byte at address 
30AH, Port 3 is used to display the value of the current ultra­
sonic distance reading in units of feet. 
As can be seen from Figure C,2,2, back bus pins B, C, P, 
and F, are connected respectively through the U2 74LS245 buffer 
chip, to P2.0, P2.l, P2.2, and P2,3. These four bits are signals 
used to command the 8751H microcontroller. 
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Pin P2,0 is a clear readings 
microcontroller on the Ultrasonic 
back bus pin B), When this bit 
requeat sent -by the 8751H 
Motor Control Board (through 
goes high, the 8751H micro-
controller on the Ultrasonic Sensor Control Board clears Ports l 
and 3, This clears the current ultrasonic reading displayed, and 
gets the ultrasonic system ready to take a new ultrasonic reading, 
Pin P2,l is a fire ultrasound request sent by the 8751H 
microcontroller on the Ultrasonic Motor Control Board (through 
back bus pin C). When this pin goes high, the 8751H micro­
controller on the Ultrasonic Sensor Control Board gives the 
command to fire the ultrasonic sensor, and takes a new distance 
reading. The new distance reading is then displa.yed on Port 3 
and bits O through 3 of Port 1. These two ports a.re connected 
through buffers to AT computer I/0 bytes at addresses 30AH and 
308H. The AT computer can then read the displayed distance value, 
Pin P2.2 is a start counting command sent by the Polaroid 
Board (and added circuitry). This bit is sent through back bus 
pin P, and goes high as soon as the transducer/receiver fires 
the ultrasonic signal during an ultrasonic distance reading, 
Pin P2,3 is a stop counting command sent by the Polaroid 
Board (and added circuitry) , This hit is sent through back bus 
pin F, and goes high as soon as the transducer/receiver detects 
the returning echo during an ultrasonic reading. The time 
between when P2.2 goes high and when P2.3 goes high, is a measure 
of the distance. 
\ 
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As can be seen from Figure C.2.2, the AT computer I/0 byte 
at address 309H is connected to the back bus (pins 10 through 
17). This I/0 byte is read from the back bus by the 875lH 
microcontroller on the Ultrasonic Motor Control Board, The I/0 
byte at address 309H is used by the AT computer to command the 
ultrasonic system, 
C,3 The Ultrasonic System Totem Pole Board 
The purpose of the Ultrasonic Sxstem Totem Pole- Board is to
take the totem pole inputs, provided by the Ultrasonic Motor 
Control Board, and change them into high current signals able to 
drive the ultrasonic motor, Figures C.3,1 and C,3,2 show the 
Ultrasonic System Totem Pale Board .. 
The totem pole circuits on the Ultrasonic System Totem Pale 
Board operate in the same manner as the totem pale circuits on 
the Steering System Totem Pole Board. The only difference is 
that the totem pole outputs on the Ultrasonic System Totem Pole 
Board are at +12 volts (high current) or gro�nd, This compares 
to +S volts (high current) or ground for the Steering System 
Totem Pole Board. 
There is a right-angle socket on the Ultrasonic System 
Totem Pole Board. This socket connects a flat ribbon cable from 
the Ultrasonic System Totem Pole Board to the Ultrasonic System 
l36 
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Photo Circuit Board (Cable E in Figures 7.1,6 and 7.1, 7), The 
right-angle socket pin assignments are shown in Figure C,3,3, 
This 34-pin socket allows the four motor movement signals to 
pass from the Ultrasonic System Totem Pole Board to the Ultra­
sonic Photo Circuit Board, It also allows the photo switch 
circuit outputs to pass from the Ultrasonic System Photo Circuit 
Board to the Ultrasonic System Totem Pole Board, Four ultrasonic 
sensor signals also pass between the Ultrasonic System Totem 
Pale Board and the Ultrasonic System Photo Circuit Board through 
this socket, 
The motor movement signals are generated at Port 3 of the 
8751H microcontroller on the Ultrasonic Motor Control Board, 
These signals are then passed through the back bus to the 
Ultrasonic System Totem Pole Board. On this board, the motor 
movement s_igna.ls are converted to high current signals able ta 
drive the Ultrasonic motor. The motor movement signals then 
pass from the Ultrasonic System Totem Pole Board to the Ultra­
sonic System Photo Circuit Board through a. right-angle socket 
and cable (Cable E in Figures 7.1,6 and 7,1.7). 
On this board, the motor movement signals are connected to 
a 7-pin ultrasonic motor socket (also on the Ultrasonic System 
Photo Circuit Board), The ultrasonic motor socket connects to 
the Ultrasonic motor (Cable Gin Figures 7.1,6 and 7,1,7), 
I 
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Figure C,3.3. Pin assignments for the right-angle socket on 
the Ultrasonic System Totem Pole Board and 
the Ultrasonic System Photo Circuit Board, 
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C,4 The Ultrasonic System Photo Circuit Board 
The Ultrasonic System Photo Circuit Board (Figure C, 4 ,1) 
has four photo switch circuits on it. This board also contains 
the ultrasonic sensor and necessary added circuitry (explained 
in Section 3. 6) , 
As can be seen, all components on the board have been 
labeled, There is also a number from Oto 3 on each component 
that belongs to one of the photo switch circuits. The hookup 
of photo switch circuit O is shown in Figure C.4,1. The hookups 
of the other photo switch circuits are not shown, but are the 
same as the photo switch circuit O hookup, 
Each of the MCTS photo switches are connected to the Ultra­
sonic System Photo Switch Board through wire wrap wires (Cable 
H in Figures 7,1,6 and 7.1.7). The Ultrasonic System Photo 
Circuit Board converts these MCTS photo switch outputs to TTL 
signals, giving a four-bit binary number which represents the 
current sector of the ultrasonic system photo disk. 
This four-bit binary number is then passed through a cable 
(Cable E in Figures 7,1.6 and 7.l.7) to the Ultrasonic System 
Totem Pole Board. The four-bit sector number is then connected 
to the back bus (Back bus Din Figures 7,1.6 and 7.1.7), where 
it may be read by the 8751H microcontroller on the Ultrasonic 
Motor Control Board, 
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The Ultrasonic System Phctc Circuit Board has the ultra­
sonic sensor and added circuitry on it. The Polaroid Board and 
added circuitry are used to control the Transducer/Receiver, 
This transducer/receiver is connected to the Polaroid Board by 
a coaxial cable (Cable Fin Figure 7,l,6), Figure C.4,2 shows 
a schematic of the added circuitry used to convert the two 
Polaroid Board output signals to TTL signals, 
The 8751H rnicrocontroller on the Ultrasonic Sensor Control 
Board uses four TTL _signals when taking an ultrasonic reading, 
These signals are the Clear Flip Flops Command, the Fire Ultra­
sound Command, the Start Counting Command, and the Stop Counting 
Command. These signals are explained in Section C.2. 
The four TTL ultrasonic reading signals are connected from 
the Ultrasonic Sensor Control Board to the back bus (back bus 
Din Figures 7,1,6 and 7.1.7). From the back bus, these four TTL 
signals are connected to the Ultrasonic System Totem Pole Board, 
From the Ultrasonic System Totem Pole Board these four TTL 
signals pass through the right-angle socket to Ultrasonic 
System Photo Circuit Board (Cable E in Figures 7,1,6 and 7,1,7). 
The 8751H microcontroller on the Ultrasonic Sensor Control 
Board controls the ultrasonic sensor and added circuitry using 
the Clear Flip Flops Command (P3.6 on the 8751H) and the Fire 
Ultrasound Command (P3 ,5 on the 8751H). After the command to 
fire the ultrasonic sensor has been given, the 8751H micro­
controller en the Ultrasonic Sensor Control Board uses the 
I 
I 
I 
I 
I 
143 
Clear Flip Flops Command 
Right-Angle Socket 
Pin 33 
� +5 v• +5 vc "' ·•"' 15 
... 
� 
74LS04 CLR • 74LS112 .. � • "' U2 Q.. 9 ... R3 PRE c " 
0 • • "' Start Counting Command .. "' Right-Angla Socket .., 
� Pin 31 :, 
+s v +5 v-
� ·�• 74LS04 c CLR "' 74LS112 ·• "' "' "' U2 Q s"" R4 PRE • > ... • 
0 • "' "' "' Stop Counting Command 0 "" Right-Angle Socket
0 .. Pin 31 
--
Figure C.4,2, Schematic of added circuitry used to 
convert Polaroid signals to TTL, 
144 
Start Counting Command and the Stop Counting Command (from the 
Ultrasonic System Photo Circuit Board) to take an ultrasonic 
distance reading, The time between the Start Counting Command 
(low to high transition) and the Stop Counting Command Clow 
to high transition) is a measure of the distance, 
The Ultrasonic System Photo Circuit Board also connects 
the motor movement signals (totem pole A through D outputs) from 
the right angle socket, to the 7 pin motor socket, The totem 
pole outputs A through Dare connected respectively, to pins A 
through D on the 7 pin motor socket, Pin E of the motor socket 
is connected to ground, The 7 pin motor socket connects to the 
ultrasonic motor (Cable Gin Figures 7.1,6 and 7,1,7), 
I 
I 
I 
I 
145 
APPENDIX D 
THE 875lH PROGRAM LISTINGS 
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D,1 The Driving Motor Software Listing 
' 
l 
THE FOLLOWING .>.RE VARIABLES USED BY THIS PROGRAM: 
RO STORES THE VALUE OF THE SECTOR THAT IS TO BE THE FINAL 
SECTOR IN A MOTOR MOVEMENT. 
Rl STORES THE VALUE OF THE SECTOR USED TO DETERMINE WHEN A 
FULL MOTOR REVOLUTION HAS OCCURRED. 
R2 NUMBER OF FULL REVOLUTIONS TO STILL MAKE IN A MOTOR 
MOVEMENT. 
RS SPEED CONSTANT (0 IS SLOWEST AND 63 IS FASTEST)• 
R6 DIRECTION (0 IS FORWARDS AND l IS BACKWARDS). 
R7 STORES VALUE OF CURRENT MOTOR SECTOR. 
THIS PROGRAM CONSISTS OF 4 MAIN PARTS OR SECTIONS. THEY .>.RE 
LOCK, GO, LKFREV, AND LKFSEC. TO CARRY OUT A MOTOR MOVEMENT 
COMMAND, THE PROGRAM VISITS EACH OF THESE SECTIONS ONE TIME. 
THE SECTIONS .>.RE VISITED IN THE ORDER THEY .>.RE WRITTEN ABOVE, 
THE FIRST SECTION IS LOCK, THE JOB OF LOCK IS TO MAKE SURE 
THAT THE MOTOR IS LOCKED ON THE SECTOR WHOSE VALUE IS STORED 
IN RO, THERE .>.RE 16 POSSIBLE SECTORS NUMBERED FROM ZERO TO 15. 
THE NEXT SECTION IS GO. IT IS CALLED WHEN THE COMMAND TO MOVE 
THE MOTOR HAS BEEN GIVEN. THIS SECTION INITIALIZES ALL OF THE 
VARIABLES NEEDED TO MOVE THE MOTOR. ALONG WITH THE COMMAND TO 
MOVE THE MOTOR COMES A NUMBER THAT TELLS HOW MANY REVOLUTIONS 
TO MAKE AND HOW MANY SECTORS AFTER THE FULL REVOLUTIONS .>.RE 
TAKEN TO MOVE, THERE IS ALSO A BIT THAT TELLS WHICH DIRECTION 
TO MOVE (FORWARD OR BACKWARD). SECTION LKFREV COUNTS FULL 
REVOLUTIONS MADE BY THE PHOTO DISK DURING A MOTOR MOVEMENT AND 
ENDS WHEN ALL FULL REVOLUTIONS HAVE BEEN TAKEN. SECTION LKFSEC 
LOOKS FOR THE ENDING SECTOR. IT IS VISITED AFTER ALL FULL 
REVOLUTIONS .>.RE TAKEN. LKFSEC HANDLES - SOME FRACTION OF A 
REVOLUTION AND ENDS WHEN THE FINAL ENDING SECTOR HAS BEEN 
REACHED. SECTION LOCK IS THEN VISITED AGAIN TO LOCK THE MOTOR 
IN THE DESIRED ENDING SECTOR. THE FOUR SECTIONS HAVE BEEN 
VISITED AND THE MOTOR MOVEMENT HAS BEEN COMPLETED. 
ALL INPUT TO THIS PROGRAM COMES IN THROUGH P2. THERE .>.RE FOUR 
TRI-STATE BUFFERS HOOKED UP TO P2 TO ENABLE 4 DIFFERENT BYTES 
OF INPUT. WHICH BYTE IS ACTIVE IS DETERMINED BY Pl (BITS OTO 3) 
WHICH IS THE INPUT CONTROL PORT, WHEN Pl IS HIGH ALL BUFFERS 
.>.RE DISABLED. ONLY ONE PIN OF Pl CAN GO LOW AT ANY ONE TIME. 
THE FOLLOWING CONTROL IS SHOWN BELOW 
Pl,0 CONNECTS P2 INPUT TO DC MOTOR FEEDBACK DISK, 
Pl.l -- CONNECTS P2 INPUT TO AT COMPUTER I/0 BYTE AT ADDRESS 
300H WHICH HAS INFORMATION ON MOTOR SPEED, MOTOR 
DIRECTION, AND WHEN TO START A MOVEMENT. THIS I/0 
BYTE IS CALLED THE MAIN COMPUTER BYTE A IN THE 
COMMENTS FOR THIS PROGRAM. 
Pl,2 -- CONNECTS P2 INPUT TO AT COMPUTER I/0 BYTE AT ADDRESS 
302H WHICH TELLS HOW MANY FULL REVOLUTIONS TO MAKE 
DURING A MOTOR MOVEMENT. THIS I/0 BYTE IS CALLED MAIN 
COMPUTER BYTE C IN THE COMMENTS FOR THIS PROGRAM. 
I 
I 
I 
I 
I 
147 
Pl.3 -- CONNECTS P2 INPUT TO AT COMPUTER I/0 BYTE AT ADDRESS 
301H WHICH TELLS HOW MANY SECTORS TO MOVE AFTER FULL 
REVOLUTIONS HAVE BEEN COMPLETED DURING A MOTOR MOVEMENT. 
THIS I/0 BYTE IS CALLED Ml'.IN COMPUTER BYTE BIN THE 
COMMENTS FOR THIS PROGRAM. 
ORG OOOOH SET PROGRAM ORIGIN TO OOOOH. 
MOY Pl,#255 INITIALIZE Pl TO 255, 
(USED AS P2 INPUT CONTROL PORT) 
MOY P2,#255 J INITIALIZE P2 TO 255. 
(USED FOR ALL INPUT TO PROCESSOR) 
MOV P3,#0 INITIALIZE P3 TO ZERO. 
(USED AS OUTPUT TO CONTROL MOTOR 
J MOVEMENT) 
MOY P0,#255 INITIALIZE PO TO 255. 
(NOT USED BY THIS PROGRAM) 
MOY R6,#1 INITIALIZE R6 TO 1. R6 CONTAINS 1 IF 
THE DESIRED MOTOR DIRECTION IS UP 
(BACKWARDS). R6 CONTAINS ZERO IF THE 
DESIRED MOTOR DIRECTION IS DOWN 
(FORWARDS) 
MOY P3,#1 INITIALIZE P3 TO ONE, 
(USED AS OUTPUT TO CONTROL MOTOR 
MOVEMENT). THE MOTOR IS INITIALLY 
SET TO MOVE IN THE DOWN DIRECTION. 
LCALL BSEC CALL FUNCTION BSEC TO INITIALIZE R7 TO 
THE SECTOR THE PHOTO DISK IS IN WHEN 
POWER IS TURNED ON. 
MOV P3,#0 TURN MOTOR OFF 
MOY A,R7 MOVE THE CURRENT MOTOR SECTOR TO THE 
ACCUMULATOR. 
MOY RO,A MOVE THE CURRENT MOTOR SECTOR TO RO. 
THE PURPOSE OF THIS SECTION IS TO LOCK THE MOTOR OR KEEP THE 
MOTOR AT THE SECTOR STORED IN RO. THIS FUNCTION READS MAIN 
COMPUTER BYTE A (BIT 7) IN A LOOP TO SEE IF A NEW MOTOR MOVE­
MENT SHOULD BE MADE. IN ORDER FOR THIS SECTION TO BE EXITED, 
AND THUS A NEW MOTOR MOVEMENT STARTED, BIT 7 OF MAIN COMPUTER 
BYTE A MUST FIRST GO LOW AND THEN GO HIGH. WHEN THIS SECTION 
IS ENTERED, R4 GETS THE VALUE OF O. WHEN BIT 7 OF MAIN COMPUTER 
J BYTE A GOES LOW THEN R4 ·rs GIVEN A VALUE OF ONE. WHEN BIT 7 OF 
MAIN COMPUTER BYTE A IS HIGH AND R4 HAS THE VALUE OF ONE, THIS 
SECTION IS EXITED AND WE JUMP TO SECTION GO. THE VALUE OF RO 
HAS BEEN SET BEFORE WE ENTERED THIS SECTION, 
LOCK, MOV 
GLOCK, CLR 
MOY 
SETB 
R4,#0 
Pl.1 
R3,P2 
Pl.1 
INITIALIZE R4 TO ZERO. R4 IS USED AS 
PART OF THIS FUNCTIONS EXIT CONDITION 
J TEST. 
CONNECT P2 INPUT TO MAIN COMPUTER BYTE A. 
MOVE MAIN COMPUTER BYTE A TO R3. 
DISCONNECT P2 INPUT FROM MAIN COMPUTER 
BYTE A. 
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MOV A,R3 MOVE MAIN COMPUTER BYTE A TO ACCUMULATOR, 
ANL A,#128 MASK OFF ALL BITS BUT BIT 7, 
JNZ EXCHK IF BIT 7 IS HIGH THEN JUMP TO EXCHK TO 
CHECK FOR EXIT CONDITION. 
MOV R4,#l IF WE GET HERE THEN BIT 7 OF MAIN 
COMPUTER BYTE A IS LOW. WE SET R4 
TO INDICATE THIS. AS SOON AS BIT 7 
OF MAIN COMPUTER BYTE A GOES HIGH 
WE WILL EXIT THIS SECTION. 
CLOCK, LCALL BSEC CALL FUNCTION BSEC WHICH PUTS VALUE OF 
CURRENT MOTOR SECTOR IN R7, 
MOV A,R7 MOVE CURRENT SECTOR TO ACCUMULATOR. 
MOV B,RO MOVE SECTOR TO LOCK ON IN B REGISTER. 
CLR c GET READY FOR SUBTRACTION. 
SUBB A,B SUBTRACT VALUE OF DESIRED SECTOR FROM 
CURRENT SECTOR TO SEE IF THEY ARE EQUAL. 
JZ EN SEC IF THEY ARE EQUAL THEN THE PHOTO DISK IS 
IN THE PROPER POSITION SO JUMP TO ENSEC. 
MOV A,RO IF WE GET HERE THEN THE PHOTO DISK IS 
NOT CURRENTLY IN THE DESIRED SECTOR 
WHICH rs STORED IN RD, WE MUST FIGURE 
OUT WHICH WAY TO MOVE THE MOTOR TO GET 
THE PHOTO DISK IN THE PROPER POSITION, 
Rl, R2, AND R3 ARE USED AS TEMPORARY 
VARIABLES DURING THIS PROCESS. MOVE 
DESIRED SECTOR TO THE ACCUMULATOR. 
MOV Rl,A MOVE DESIRED SECTOR TO Rl. 
MOV R2,A MOVE DESIRED SECTOR TO R2. 
MOV R3,#7 MOVE 7 TO R3, R3 IS USED AS A COUNTER. 
DCHK, MOV A,R3 MOVE R3 TO ACCUMULATOR TO SEE IF IT IS 0, 
JZ DNSEC IF R3 IS ZERO THEN CURRENT SECTOR IS 
EXACTLY EIGHT SECTORS AWAY FROM THE 
DESIRED ONE. WE ARE EXACTLY HALF A 
DISK OFF SO IT DOES NOT MATTER WHICH 
DIRECTION WE MOVE SO JUMP TO DNSEC TO 
MOVE THE MOTOR IN THE UP DIRECTION, 
ILCALL INCRl CALL INCRl TO INCREMENT Rl. MOV A,Rl MOVE INCREMENTED VALUE TO ACCUMULATOR, 
MOV B,R7 MOVE CURRENT SECTOR TO B REGISTER, 
CLR c GET READY FOR SUBTRACTION. I SUBB A,B SUBTRACT CURRENT SECTOR FROM Rl VALUE TO SEE IF THEY ARE EQUAL, 
JZ UN SEC IF THEY ARE THEN OUR CURRENT SECTOR IS 
TOO HIGH. JUMP TO UNSEC TO MOVE THE 
MOTOR IN THE DOWN DIRECTION. 
LCALL DECR2 CALL DECR2 TO DECREMENT R2, 
MOV A,R2 MOVE DECREMENTED VALUE TO ACCUMULATOR, 
MOV B,R7 MOVE CURRENT SECTOR TO B REGISTER. 
CLR c GET READY FOR SUBTRACTION. 
SUBB A,B SUBTRACT CURRENT SECTOR FROM R2 VALUE TO 
SEE IF THEY ARE EQUAL, 
JZ DNSEC IF THEY ARE THEN OUR CURRENT SECTOR IS 
TOO LOW. JUMP TO DNSEC TO MOVE THE MOTOR 
IN THE UP DIRECTION. 
DEC R3 IF WE GET HERE WE KNOW THAT THE PHOTO 
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DISK IS NOT IN THE DESIRED POSITION BUT 
WE DO NOT KNOW YET WHICH WAY TO MOVE THE 
MOTOR TO CORRECT THINGS SO DECREMENT R3 
COUNTER. 
LJMP DCHK JUMP TO DCHK TO CONTINUE LOOKING FOR 
WHICH DIRECTION TO MOVE THE MOTOR IN 
ORDER TO CORRECT ITS WRONG POSITION, 
EXCHK: MOY A,R4 IF WE GET HERE THEN BIT 7 OF MAIN 
l COMPUTER BYTE A IS ON SO MOVE R4 TO 
ACCUMULATOR TO SEE IF IT ISO OR NOT, 
JZ CLOCK IF R4 IS ZERO THEN WE SHOULD NOT EXIT 
SECTION LOCK BECAUSE BIT 7 OF MAIN 
COMPUTER BYTE A HAS NOT GONE LOW YET. 
JUMP TO CLOCK TO CONTINUE IN THE LOCK 
SECTION. 
MOV P3,#0 IF WE GET HERE THEN BIT 7 OF MAIN 
COMPUTER BYTE A IS HIGH AND R4 IS 
HIGH. WE HAVE MET THE EXIT CONDITION 
l SO TURN OFF THE MOTOR. 
LJMP· GO JUMP TO GO TO START A NEW MOTOR MOTION, 
ENSEC: MOV P3,#4 IF WE GET HERE THEN THE DESIRED SECTOR 
AND THE CURRENT SECTOR ARE THE SAME SO 
WRITE A 4 TO P3, THIS TURNS OFF THE 
MOTOR AND RAISES P3.2 WHICH IS THE FLAG 
THAT SAYS THE MOTOR IS IN THE CORRECT 
POSITION. 
LJMP GLOCK JUMP TO GLOCK TO CONTINUE WITH SECTION 
LOCK. 
DNSEC: MOY P3,#2 IF WE GET HERE THEN THE CURRENT SECTOR 
IS TOO LOW SO WE MUST MOVE THE MOTOR IN 
THE UP DIRECTION. WRITE 2 TO P3 TO MOVE 
l THE MOTOR IN THE UP DIRECTION. 
LJMP GLOCK JUMP TO GLOCK TO CONTINUE WITH SECTION 
LOCK, 
UNSEC: MOY P3,#l IF WE GET HERE THEN THE CURRENT SECTOR 
IS TOO HIGH SO WE MUST MOVE THE MOTOR 
IN THE DOWN DIRECTION. WRITE l TO P3 TO 
MOVE THE MOTOR IN THE DOWN DIRECTION. 
LJMP GLOCK J JUMP TO GLOCK TO CONTINUE WITH SECTION 
LOCK. 
THIS SECTION IS VISITED EACH TIME THE COMMAND TO MOVE THE MOTOR 
IS GIVEN, THE COMMAND TO MOVE THE MOTOR IS FOUND IN BIT 7 OF 
THE MAIN COMPUTER BYTE A WHICH IS BEING READ OVER AND OVER BY 
SECTION LOCK TO DETERMINE WHEN A NEW MOVE MOTOR COMMAND HAS 
OCCURRED. WHEN THIS SECTION IS VISITED, A COPY OF THE CURRENT 
VALUE OF COMPUTER BYTE A rs STORED IN R3. BIT 7 OF R3 IS ON OR
; ELSE WE WOULD NOT BE IN THIS SECTION, SINCE BIT 7 IS ON, IT IS 
DESIRED TO MOVE THE MOTOR. THIS FUNCTION WILL LOOK AT BIT 6 OF 
R3 TO DETERMINE THE DIRECTION OF THE DESIRED MOTION (0 IS 
FORWARDS AND l IS BACKWARDS). IF BIT 6 OF R3 IS ON THEN R6 
(WHICH STORES THE DESIRED DIRECTION) IS SET TO 1. IF BIT 6 OF 
R3 IS OFF THEN R6 GETS SET TO 0, MAIN COMPUTER BYTE C IS READ 
----------·- -- -
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TO DETERMINE HOW MANY FULL PHOTO DISK REVOLUTIONS SHOULD BE 
MADE DURING THIS MOTOR MOTION. THIS VALUE IS STORED IN R2. THE 
CURRENT MOTOR SECTOR IS STORED IN Rl, THIS SECTOR IS CALLED THE 
KEY BECAUSE IT IS USED IN LKFREV TO DETERMINE WHEN A COMPLETE 
REVOLUTION HAS BEEN MADE. MAIN COMPUTER BYTE B IS ALSO READ TO 
SEE HOW MANY MORE SECTORS AFTER THE DESIRED FULL REVOLUTIONS 
THIS MOTION SHOULD HAVE, THIS VALUE (0 TO 15) IS TEMPORARILY 
STORED IN R4. FROM THE VALUE OF R4 AND THE CURRENT SECTOR 
STORED IN Rl WE FIGURE OUT THE FINAL OR ENDING SECTOR FOR THE 
MOTOR MOVEMENT AND STORE THE VALUE IN RO. THIS SECTION ALSO 
TAKES THE LOWER 6 BITS OF R3 AND STORES THEM IN RS, THE VALUE 
OF RS IS RELATED TO THE SPEED THAT THE MOTOR WILL MOVE AT. THE 
LARGER THE VALUE OF RS, THE FASTER THE MOTOR WILL GO, FINALLY 
THE CURRENT SECTOR STORED IN Rl IS ALSO MOVED TO R4. R4 IS USED 
AS THE LAST SECTOR RETURNED BY GETSEC, GETSEC RETURNS THE 
CURRENT SECTOR BUT NEEDS TO KNOW THE LAST VALUE IS RETURNED. IT 
HAS NOT YET BEEN CALLED DURING THIS MOTOR MOVEMENT SO THE 
CURRENT SECTOR STORED IN Rl IS PUT IN R4, R4 WILL ALWAYS BE 
UPDATED BY GETSEC, ALL VARIABLES INITIALIZED BY GO ARE ONLY 
USED WHEN THE MOTOR IS MOVING (IN SECTIONS LKFREV AND LKFSECJ, 
AFTER THE MOTOR HAS STOPPED MOVING WE ENTER SECTION LOCK AND 
SOME OF THE VARIABLES TAKE ON NEW MEANINGS, 
GO: MOY 
ANL 
RL 
RL 
MOY 
MOY 
ANL 
MOY 
LCALL 
MOY 
MDV 
CLR 
MOY 
SETB 
CLR 
MOY 
SETB 
MOY 
MOY 
A,R3 
A,#64 
A ... 
R6,A 
A,R3 
A,#63 
RS,A 
BSEC 
A,R7 
Rl,A 
Pl.2 
R2,P2 
Pl .2 
Pl,3 
R4,P2 
Pl,3 
A,Rl 
RO,A 
MOVE R3 TO ACCUMULATOR. 
MASK OFF ALL BITS BUT BIT 6. 
ROTATE BIT 6 TWO POSITIONS TO THE LEFT 
TO MOVE ITS VALUE TO THEO BIT POSITION . 
MOVE RESULT TO R6 WHICH STORES THE 
DESIRED DIRECTION FOR MOTOR MOVEMENT. 
MOVE R3 TO ACCUMULATOR, 
MASK OFF UPPER TWO BITS, 
STORE RESULT IN RS WHICH DETERMINES THE 
SPEED THE MOTOR WILL MOVE AT, 
CALL BSEC WHICH STORES THE CURRENT MOTOR 
SECTOR IN R7, 
MOVE R7 TO ACCUMULATOR, 
MOVE CURRENT SECTOR TO Rl, THE VALUE OF 
Rl IS CALLED THE KEY SECTOR BECAUSE IT 
IS USED BY LKFREV TO DETERMINE WHEN A 
COMPLETE REVOLUTION HAS BEEN MADE, 
CONNECT P2 INPUT TO MAIN COMPUTER BYTE C. 
MOVE COMPUTER BYTE C TO R2, R2 IS 
INITIALIZED TO THE NUMBER OF FULL 
REVOLUTIONS THAT SHOULD BE MADE 
DURING THIS MOTOR MOVEMENT. 
DISCONNECT P2 INPUT FROM MAIN COMPUTER 
BYTE C, 
CONNECT P2 INPUT TO MAIN COMPUTER BYTE B, 
MOVE COMPUTER BYTE B TO R4, R4 HAS THE 
NUMBER OF SECTORS TO MOVE AFTER ALL FULL 
REVOLUTIONS ARE MADE, 
DISCONNECT P2 INPUT FROM MAIN COMPUTER 
BYTE B, 
MOYE CURRENT (KEY) SECTOR TO ACCUMULATOR. 
MOYE CURRENT (KEY) SECTOR TO RO, RO IS 
FROU: 
FROD: 
IR4: 
MOV 
JZ 
MOV 
JZ 
LC ALL 
DEC 
LJMP 
MOV 
JZ 
LCALL 
DEC 
LJMP 
MOV 
MOV 
A,R6 
FROD 
A,R4 
IR4 
INCRO 
R4 
FROU 
A,R4 
IR4 
DECRO 
R4 
FROD 
A,Rl 
R4,A 
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, TO CONTAIN THE FINAL SECTOR FOR THIS 
MOTOR MOVEMENT, WE GET THIS VALUE BY 
INCREMENTING OR DECREMENTING RO (CURRENT 
SECTOR) BY THE VALUE STORED IN R4. 
INCREMENTING OR DECREMENTING RO DEPENDS 
; ON WHICH DIRECTION WE ARE GOING TO MOVE. 
; MOVE DESIRED DIRECTION TO R6, 
IF RO IS ZERO THEN JUMP TO FROD, 
IF WE GET HERE R6 IS 1, THE DESIRED 
DIRECTION IS UP (BACKWARDS). WE WANT 
TO INCREMENT RO UNTIL R4 IS ZERO. MOVE 
R4 TO ACCUMULATOR, 
IF R4 IS ZERO THEN RO CONTAINS THE 
ENDING SECTOR FOR MOTOR MOTION SO 
JUMP TO IR4, 
IF WE ARE HERE RO IS NOT YET THE ENDING 
SECTOR FOR THE MOTOR MOVEMENT SO CALL 
INCRO TO INCREMENT RO. 
RO rs NOW ONE SECTOR CLOSER TO THE 
DESIRED ENDING SECTOR SO DECREMENT R4. 
JUMP TO FROU TO CONTINUE INCREMENTING RO. 
IF WE GET HERE R6 IS 0, THE DESIRED 
DIRECTION IS DOWN (FORWARDS). WE WANT 
TO DECREMENT RO UNTIL R4 IS ZERO, MOVE 
R4 TO ACCUMULATOR, 
IF R4 IS ZERO THEN RO CONTAINS THE 
ENDING SECTOR FOR MOTOR MOTION SO 
JUMP TO IR4. 
IF WE ARE HERE RO IS NOT YET THE ENDING 
SECTOR FOR THE MOTOR MOVEMENT SO CALL 
DECRO TO DECREMENT RO. 
RO IS NOW ONE SECTOR CLOSER TO THE 
DESIRED ENDING SECTOR SO DECREMENT R4. 
JUMP TO FROD TO CONTINUE DECREMENTING RO, 
MOVE CURRENT SECTOR TO ACCUMULATOR. 
MOVE CURRENT SECTOR TO R4, 
THIS SECTION IS ENTERED WHEN A COMMAND HAS BEEN GIVEN TO MOVE 
THE MOTOR AND AFTER SECTION GO HAS INITIALIZED ALL NEEDED 
VARIABLES. THE JOB OF THIS SECTION IS TO COUNT PHOTO DISK 
REVOLUTIONS AND EXIT BY JUMPING TO SECTION LKFSEC WHEN THE 
; DESIRED NUMBER OF REVOLUTIONS HAVE BEEN TAKEN, BEFORE THIS 
SECTION IS ENTERED, THE DESIRED NUMBER OF REVOLUTIONS HAS 
BEEN PLACED IN R2. THE CURRENT MOTOR SECTOR HAS BEEN PLACED 
IN Rl, Rl IS THE KEY SECTOR. EVERY TIME WE LEAVE THE SECTOR 
STORED IN Rl AND THEN ENTER IT AGAIN, WE HAVE MADE A COMPLETE 
REVOLUTION AND CAN DECREMENT R2. WHEN R2 rs ZERO WE ARE DONE, 
THIS SECTION THEN CONSISTS OF TWO LOOPS. LOOP 1 CALLED LKNKEY 
WAITS FOR THE MOTOR TO LEAVE THE SECTOR STORED IN Rl. LOOP 2 
CALLED LKFKEY, WAITS FOR THE MOTOR TO COME BACK INTO THE 
SECTOR STORED IN Rl. EACH TIME A FULL REVOLUTION HAS BEEN 
COMPLETED THEN R2 IS DECREMENTED, 
------------ ---- -
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LKFREV: MOV A,R2 MOVE R2 TO ACCUMULATOR TO SEE IF ALL 
) DESIRED REVOLUTIONS HAVE BEEN MADE. 
JZ REVDON IF R2 IS ZERO WE ARE DONE SO JUMP TO 
REVDON TO EXIT. 
LKNKEY: CLR Pl,l CONNECT P2 INPUT TO MAIN COMPUTER BYTE A. 
MOV A,P2 MOVE MAIN COMPUTER BYTE A TO ACCUMULATOR, 
SETB Pl,l DISCONNECT P2 INPUT FROM MAIN COMPUTER 
BYTE A. 
ANL A,#128 MASK OFF ALL BITS BUT BIT 7. 
JZ REVSTP IF ACCUMULATOR IS ZERO ABORT THIS 
SECTION BY JUMPING TO REVSTP. 
LC ALL GET SEC CALL GETSEC WHICH PLACES THE VALUE OF 
THE CURRENT MOTOR SECTOR IN R7, 
MOV A,Rl MOVE Rl TO ACCUMULATOR. 
MOV B,R7 MOVE R7 TO B REGISTER. 
CLR c GET READY FOR SUBTRACTION. 
SUBB A,B PERFORM SUBTRACTION TO SEE IF THE 
CURIIENT MOTOR SECTOR STORED IN R7 
IS EQUAL TO THE KEY SECTOR STORED IN Rl. 
JNZ LKFKEY . IF CURRENT SECTOR IS NOT EQUAL TO THE ' 
KEY SECTOR THEN JUMP TO LKFKEY LOOP TO 
WAIT FOR KEY SECTOR TO COME BACK AGAIN. 
LC ALL MOTOR IF THE CURRENT SECTOR IS STILL THE SAME 
AS THE KEY SECTOR THEN CALL MOTOR WHICH 
MOVES THE MOTOR IN THE DESIRED DIRECTION. 
LJMP LKNKEY JUMP TO LKNKEY AND WAIT FOR CURRENT 
MOTOR SECTOR TO BE DIFFERENT THAN THE 
KEY SECTOR, 
LKFKEY: CLR Pl.l IF WE GET HERE THEN THE CURRENT MOTOR 
SECTOR IS NOT THE KEY SECTOR SO WE MUST 
NOW WAIT FOR THE CURRENT SECTOR TO ONCE 
AGAIN BE THE KEY SECTOR. CONNECT P2 TO 
MAIN COMPUTER BYTE A, 
MOV A,P2 MOVE MAIN COMPUTER BYTE A TO ACCUMULATOR. 
SETB Pl.l DISCONNECT P2 INPUT FROM MAIN COMPUTER 
BYTE A. 
ANL A,#128 MASK OFF ALL BITS BUT BIT 7. 
JZ REVSTP IF ACCUMULATOR IS ZERO ABORT THIS 
SECTION BY JUMPING TO REVSTP. 
LCALL MOTOR CALL MOTOR WHICH MOVES THE MOTOR IN THE 
PROPER DIRECTION. 
LCALL GET SEC CALL GETSEC WHICH PLACES THE VALUE OF 
THE CURRENT MOTOR SECTOR IN R7, 
MOV A,Rl MOVE Rl TO ACCUMULATOR. 
MOV B,R7 MOVE R7 TO B REGISTER. 
CLR c GET READY FOR SUBTRACTION. 
SUBB A,B PERFORM SUBTRACTION TO SEE IF THE 
CUR.�ENT MOTOR SECTOR STORED IN R7 
IS EQUAL TO THE KEY SECTOR STORED IN Rl, 
JNZ LKFKEY IF CURRENT SECTOR IS NOT EQUAL TO THE 
KEY SECTOR THEN JUMP TO LKFKEY LOOP TO 
WAIT FOR KEY SECTOR TO COME BACK AGAIN. 
DEC R2 IF WE ARE HERE THEN THE CURRENT SECTOR 
IS ONCE AGAIN THE KEY SECTOR, ONE MORE 
REVOLUTION HAS BEEN COMPLETED SO 
LJMP 
REVSTP: MOV 
LCALL 
MOV 
MOV 
LJMP 
REVDON: MOV 
MOV 
CLR 
SUBB 
JNZ 
MOV 
LJMP 
LKFREV 
P3,#0 
GET SEC 
A,R7 
RO,A 
LOCK 
A,RO 
B,Rl 
c 
A,B 
LKFSEC 
P3,#0 
LOCK 
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DECREMENT R2. 
START �ROCESS OVER BY JUMPING TO LKFREV. 
IF WE GET HERE THEN BIT 7 OF THE MAIN 
COMPUTER BYTE WENT LOW, IT IS DESIRED 
THAT WE MAKE AN EMERGENCY STOP SO TURN 
OFF MOTOR. 
CALL GETSEC WHICH PUTS THE CURRENT 
SECTOR VALUE IN R7. 
MOVE CURRENT SECTOR TO ACCUMULATOR. 
MOVE CURRENT SECTOR TO RO. 
JUMP TO LOCK WHICH LOCKS THE MOTOR IN 
THE CURRENT POSITION. LOCK WILL LOCK 
THE MOTOR ON THE SECTOR WHOSE VALUE 
IS STORED IN RO. 
IF WE GET HERE WE P.AVE COMPLETED THE 
THE DESIRED NUMBER OF FULL REVOLUTIONS, 
RO CONTAINS THE VALUE OF THE FINAL 
SECTOR WE SHOULD STOP AT. IF RO EQUALS 
THE KEY STORED IN Rl THEN THIS MOTOR. 
MOTION IS DONE. MOVE RO TO ACCUMULATOR 
TO SEE IF IT IS EQUAL TO Rl. 
MOVE Rl TO B REGISTER. 
GET READY FOR SUBTRACTION. 
PERFORM SUBTRACTION TO SEE IF FINAL 
ENDING SECTOR .EQUALS.THE SECTOR WE ARE 
AT WHICH IS THE KEY SECTOR STORED IN Rl. 
IF RO AND Rl ARE NOT EQUAL THEN JUMP TO 
LKFSEC TO WAIT FOR THE DESIRED ENDING 
SECTOR STORED IN RO, 
IF WE GET HERE THEN THE DESIRED ENDING 
SECTOR IS EQUAL TO OUR CURRENT SECTOR 
AND OUR KEY SECTOR SO TURN OFF MOTOR, 
JUMP TO LOCK WHICH LOCKS THE MOTOR IN 
THE CURRENT POSITION. LOCK WILL LOCK THE 
MOTOR ON THE SECTOR WHOSE VALUE IS 
STORED IN RO, 
THIS' SECTION IS ENTERED WHEN ALL FULL REVOLUTIONS IN A MOTOR 
MOVEMENT HAVE BEEN TAKEN, THE PURPOSE OF THIS SECTION IS TO 
LOOK FOR A PARTICULAR ENDING SECTOR AND JUMP TO SECTION LOCK 
WHEN WE ARE AT THIS DESIRED ENDING SECTOR. SECTION LOCK WILL 
THEN LOCK THE MOTOR IN THIS DESIRED SECTOR, THIS DESIRED ENDING 
SECTOR IS THE SECTOR THAT THE MOTOR SHOULD END UP IN AFTER 
EXECUTING THE CURRENT MOVEMENT COMMAND. THE VALUE OF THIS 
SECTOR HAS BEEN PLACED IN RO BEFORE WE ENTER THIS SECTION, IF 
BIT 7 OF THE MAIN COMPUTER BYTE A GOES LOW, THIS FUNCTION WILL 
ABORT BY PUTTING THE CURRENT SECTOR VALUE IN RO AND JUMPING TO 
SECTION LOCK. THIS FEATURE IS FOR EMERGENCY STOPPING. 
LKFSEC: CLR 
MOV 
SETB 
Pl,l 
A,P2 
Pl,l 
CONNECT P2 INPUT TO MAIN COMPUTER BYTE A. 
MOVE MAIN COMPUTER BYTE A TO ACCUMULATOR. 
DISCONNECT P2 INPUT FROM MAIN COMPUTER 
BYTE A. 
------- -- - - - --------
154 
ANL A,#128 MASK OFF ALL BITS BUT BIT 7. 
JZ SECSTP IF ACCUMULATOR IS ZERO ABORT THIS 
SECTION BY JUMPING TO SECSTP. 
LCALL GET SEC CALL GETSEC WHICH PLACES THE VALUE OF 
THE CURRENT MOTOR SECTOR IN R7. 
MOV A,RO MOVE RO TO ACCUMULATOR. 
MOV B,R7 MOVE R7 TO B REGISTER. 
CLR c l GET READY FOR SUBTRACTION, 
SUBB A,B PERFORM SUBTRACTION TO SEE IF THE 
l CURRENT MOTOR SECTOR STORED IN R7 
IS EQUAL TO THE DESIRED END SECTOR 
STORED IN RO. 
JZ FNDSEC IF THEY ARE JUMP TO FNDSEC. 
LC ALL MOTOR IF THEY ARE NOT CALL MOTOR WHICH MOVES 
THE MOTOR IN THE DESIRED DIRECTION. 
LJMP LKFSEC START OVER AGAIN AND LOOK FOR DESIRED 
END SECTOR. 
FNDSEC: MDV P3,#0 IF WE ARE HERE THEN THE MOTOR DISK IS IN 
DESIRED SECTOR SO WE TURN OFF THE MOTOR. 
LJMP LOCK JUMP TO LOCK WHICH LOCKS THE MOTOR IN . THE DESIRED POSITION WE ARE NOW AT . • 
SECSTP: MDV P3,#0 IF WE GET HERE THEN BIT 7 OF THE MAIN 
COMPUTER BYTE WENT LOW. IT IS DESIRED 
THAT WE MAKE AN EMERGENCY STOP SO TURN 
OFF MOTOR. 
LC ALL GET SEC CALL GETSEC WHICH PUTS THE CURRENT 
SECTOR VALUE IN R7. 
MDV A,R7 MOVE CURRENT SECTOR TO ACCUMULATOR. 
MDV RO,A MOVE CURRENT SECTOR TO RO. 
LJMP LOCK JUMP TO LOCK WHICH LOCKS THE MOTOR IN 
THE CURRENT POSITION. LOCK WILL LOCK 
THE MOTOR ON THE SECTOR WHOSE VALUE 
IS STORED IN RO. 
THE PURPOSE OF THIS FUNCTION IS TO ACTUALLY MOVE THE DC MOTOR. 
THIS FUNCTION DOES THIS BY WRITING A VALUE TO P3. WHEN A O IS 
WRITTEN TO P3 THEN THE MOTOR IS SHUT OFF. WHEN A 1 IS WRITTEN 
; TO P3 THE MOTOR MOVES IN THE DOWN OR FORWARD DIRECTION. WHEN A 
2 IS WRITTEN TO P3 THE MOTOR MOVES IN THE UP OR BACKWARD DIREC­
TION. IF RS EQUALS O THEN AO IS WRITTEN TO P3. RS IS GIVEN AN 
INITIAL VALUE BEFORE MOTOR MOTION. EACH TIME THIS FUNCTION IS 
l CALLED THEN RS IS DECREMENTED UNTIL FINALLY IT ISO AND AO IS 
WRITTEN TO P3. ANY TIME RS ISO SUBROUTINE GETRS IS CALLED TO 
GIVE RS A NEW VALUE. ANY TIME RS IS NOTO, THIS SUBROUTINE WILL 
WRITE Al OR A 2 TO P3 DEPENDING ON THE DIRECTION STORED IN R6. 
IF R6 IS l THEN A 2 IS WRITTEN TO P3 AND THE MOTOR MOVES IN THE 
UP DIRECTION. WHEN R6 IS AO THEN A 1 IS WRITTEN TO P3 AND THE 
MOTOR MOVES IN THE DOWN DIRECTION, THE IMPORTANT THING TO 
NOTICE IS THAT ANY TIME THE MOTOR IS IN MOTION, THIS SUBROUTINE 
IS BEING CALLED OVER AND OVER AGAIN CBY LOOPS LKFREV, LKFKEY, 
AND LKFSEC). RS GETS AN INITIAL VALUE AND WHEN IT REACHES 0, A 
O IS WRITTEN TO P3, RS IS GIVEN A NEW VALUE AND THEN EITHER A 1 
I 
I 
I 
lSS 
J OR A 2 IS WRITTEN. THE INITIAL VALUE RS GETS EACH TIME WILL 
DETERMINE HOW SOON AO WILL BE WRITTEN AGAIN, AND THUS WILL DE­
TERMINE THE SPEED OF THE MOTOR, THE CLOSER TOGETHER THE ZERO 
PULSES ARE, THE SLOWER THE MOTOR MOVES, 
MOTOR: MOV 
JZ 
MOV 
JZ 
MOV 
DEC 
RET 
MOVD, MOV 
DEC 
RET 
PULSE: MOV 
LC ALL 
RET 
A,RS MOVE RS TO ACCUMULATOR. 
PULSE IF THE VALUE OF RS IS ZERO THEN JUMP 
TO PULSE WHICH WRITES A ZERO TO P3 
AND GETS A NEW VALUE FOR RS. 
A,R6 IF WE GET HERE THEN RS IS NOT ZERO. R6 
IS MOVED TO ACCUMULATOR TO CHECK THE 
DESIRED DIRECTION. 
MOVD IF R6 ISO THEN THE DESIRED DIRECTION 
IS DOWN SO JUMP TO MOVD, 
P3,#2 IF WE GET HERE THEN THE DESIRED 
DIRECTION IS UP SO WRITE A 2 TO P3, 
RS DECREMENT RS WHICH CAUSES A ZERO PULSE 
WHEN IT REACHES ZERO. 
RETURN FROM SUBROUTINE, 
P3,#l l IF WE GET HERE THEN THE DESIRED 
DIRECTION IS DOWN SO WRITE A 1 TO P3. 
RS DECREMENT RS WHICH CAUSES A ZERO PULSE 
WHEN IT REACHES ZERO. 
RETURN FROM SUBROUTINE, 
P3,#0 IF WE GET HERE THEN THE VALUE OF RS IS 
ZERO SO WRITE A ZERO TO P3 TO START THE 
, ZERO PULSE, 
GETRS GET A NEW VALUE FOR RS. THE NEXT TIME 
THIS FUNCTION IS CALLED THEN RS WILL 
J NOT BE a AND THE a PULSE WILL END. 
RETURN FROM SUBROUTINE, 
THE PURPOSE OF THIS SUBROUTINE IS TO GET A NEW VALUE FOR THE 
DELAY CONSTANT STORED IN RS, THIS SUBROUTINE READS THE AT 
COMPUTER I/0 BYTE AT ADDRESS 300H TO DETERMINE THIS VALUE. 
THIS SUBROUTINE THEN CHECKS THE NUMBER OF FULL REVOLUTIONS 
LEFT IN THE MOTOR MOVEMENT (STORED IN R2). IF THIS VALUE IS 
LESS THAN 10 THEN RS GETS A VALUE OF 1, OTHERWISE RS IS LEFT 
AS IS. 
GETRS: CLR 
MOV 
SETB 
ANL 
MOV 
MOV 
MOV 
LCALL 
Pl.l 
A,P2 
Pl.l 
A,#63 
R5,A 
A,R2 
B,#10 
LTHAN 
CONNECT PORT 2 TO THE AT COMPUTER I/0 
BYTE AT ADDRESS 300H. 
MOVE THIS I/0 BYTE TO THE ACCUMULATOR, 
DISCONNECT PORT 2 FROM THE AT COMPUTER 
I/0 BYTE AT ADDRESS 300H. 
MASK OFF UPPER TWO BITS OF THE I/0 BYTE. 
MOVE RESULT TO THE ACCUMULATOR. 
MOVE NUMBER OF REVOLUTIONS LEFT IN THE 
MOTOR MOVEMENT TO THE ACCUMULATOR. 
MOVE 10 TO THE B REGISTER, 
CALL SUBROUTINE LTHAN TO SEE IF THE 
NUMBER OF REVOLUTIONS TO �OVE IS LESS 
THAN 10. 
JNZ 
MOV 
EGETRS: RET 
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EGETRS IF THE NUMBER OF REVOLUTIONS TO MOVE 
IS NOT LESS THAN 10, THEN EXIT. 
RS,#l IF THE NUMBER OF REVOLUTIONS TO MOVE IS 
LESS THAN 10, THEN MOVE l TO RS, 
RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS FUNCTION IS TO READ THE DC MOTOR FEEDBACK 
DISK IN ORDER TO DETERMINE WHICH SECTOR THE MOTOR IS CURRENTLY 
IN, THE SECTOR V,\LUE rs THEN PLACED IN R7, POSSIBLE VALUES FOR 
l THE CURRENT SECTOR ARE OTO lS, IN ORDER FOR ANY DISK READING 
TO BE ACCEPTED, THE SAME READING MUST BE READ 200 TIMES IN A I > ROW, THIS IS BECAUSE AT THE EDGES OF SECTORS VARIOUS CRAZY 
READINGS CAN OCCUR BECAUSE OF THE TIME IT TAKES PHOTO SWITCHES 
TO REACT TO A NEW SECTOR CHANGE. ERRORS IN THE HOLE CUTTING ON 
THE PHOTO DISK ALSO CAN CAUSE CRAZY READINGS AT THE EDGES OF 
THE SECTORS, NOT ACCEPTING A SECTOR READING UNLESS THE SAME 
THE SAME VALUE IS READ 200 TIMES ELIMINATES THESE PROBLEMS, 
THE 200 VALUE WAS DETERMINED BY EXPERIMENT. THIS FUNCTION IS 
CALLED WHEN THE PROGRAM IS IN THE LOCK LOOP AND WE ARE TRYING 
TO LOCK THE DC MOTOR IN A GIVEN SECTOR. 
BSEC: MOY B,#200 MOVE 200 TO REGISTEa B, REGISTER B WILL 
BE USED AS A COUNTER TO DETERMINE IF 
THE SAME SECTOR READING OCCURS 200 
TIMES. 
CLR Pl,O CLEARING Pl.O CONNECTS P2 INPUT BYTE 
TO THE PHOTO SWITCH OUTPUTS. 
MOY R7 ,P2 MOVE SECTOR READING TO R7. THIS IS THE 
VALUE WE WILL ATTEMPT TO TAKE 200 
READINGS OF BEFORE WE ACCEPT IT, 
BSECLP: MOV A,.B MOVE B TO ACCUMULATOR TO CHECK IF IT IS I ZERO. IF IT IS THEN 200 OF THE SAME SECTOR READINGS HAVE BEEN TAKEN AND R7 
CONTAINS THE VALUE OF THIS READING, 
I JZ EB SEC IF BIS ZERO JUMP TO EBSEC. MOV A,?2 IF WE GET HERE THEN 200 OF THE SAME 
SECTOR READINGS HAVE NOT YET BEEN TAKEN 
SO TAKE ANOTHER READING AND MOVE IT TO 
THE ACCUMULATOR. 
CLR c GET READY FOR SUBTRACTION, 
SUBB A,R7 SUBTRACT NEW READING FROM ORIGINAL 
READING TO SEE IF THEY ARE EQUAL. 
JNZ BSEC IF THE TWO READINGS ARE NOT THE SAME . THEN 200 READINGS OF THE VALUE IN R7 , 
HAVE NOT OCCURRED SO JUMP TO BSEC TO 
START ALL OVER, 
DEC B IF WE GET HERE THEN THE NEW SECTOR 
VALUE MATCHED THE ONE IN R7. WE ARE 
ONE READING CLOSER TO THE DESIRED 200
SO DECREMENT B , 
LJMP BSECLP JUMP TO BSECLP TO CONTINUE TAKING THE 
DESIRED 200 READINGS. 
EBSEC: SETB Pl,O 
RET 
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IF WE GET HERE THEN 200 READINGS OF THE 
SAME VALUE STORED IN R7 HAVE BEEN TAKEN. 
THE VALUE OF R7 IS ACCEPTED AS OUR 
J CURRENT DC SECTOR READING SO WE SET 
Pl. 0 WHICH DISCONNECTS THE PHOTO 
SWITCH OUTPUTS FROM THE P2 INPUT, 
RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS SIMILAR TO BSEC, WHICH IS TO 
READ THE DC MOTOR FEEDBACK DISK TO DETERMINE THE CURRENT SECTOR. 
THE DIFFERENCE IS THAT FOR A SECTOR READING TO BE ACCEPTED IT 
MUST BE READ 20 TIMES IN A ROW AND IT MUST EITHER BE THE SAME 
AS THE VALUE RETURNED LAST TIME THIS FUNCTION WAS CALLED, OR IT 
MUST BE THE SECTOR NEXT TO THE LAST ONE RETURNED BY THIS SUB­
ROUTINE IN THE PROPER DIRECTION. THIS SUBROUTINE rs ONLY CALLED 
WHEN THE DC MOTOR IS MOVING SO ONE WOULD EXPECT THAT IF THIS 
SUBROUTINE IS CALLED OFTEN THAT THE SECTOR READING RETURNED 
WILL BE THE SAME AS THE LAST TIME THIS SUBROUTINE WAS CALLED, 
OR THE ONE NEXT TO THE SECTOR RETURNED LAST TIME IN THE DI­
RECTION THAT THE MOTOR IS MOVING, EACH TIME THIS FUNCTION IS 
CALLED THE CURRENT SECTOR VALUE IS RETURNED IN R7, BUT IT IS 
ALSO PLACED IN R4 SO THE VALUE RETURNED THIS TIME CAN BE USED 
THE NEXT TIME THIS FUNCTION IS CALLED. 
GETSEC: MOV 
CLR 
MOV 
GSECLP: MOV 
JZ 
MOV 
CLR 
SUBB 
JNZ 
DEC 
LJMP 
B,#20 MOVE 20 TO REGISTER B, REGISTER B WILL 
BE USED AS A COUNTER TO SEE IF THE 
SAME SECTOR READING OCCURS 20 TIMES. 
Pl,O CLEARING Pl.O CONNECTS P2 INPUT BYTE 
TO THE PHOTO SWITCH OUTPUTS, 
R7,P2 MOVE SECTOR READING TO R7, THIS IS THE 
VALUE WE WILL ATTEMPT TO TAKE 20 
READINGS OF BEFORE WE ACCEPT IT. 
A,B MOVE B TO ACCUMULATOR TO CHECK IF IT IS 
0, IF IT IS THEN 20 OF THE SAME SECTOR 
READINGS HAVE BEEN TAKEN AND R7
CONTAINS THE VALUE OF THIS READING, 
EGSEC IF BIS ZERO JUMP TO EGSEC. 
A,P2 IF WE GET HERE THEN 20 OF THE SAME 
SECTOR READINGS HAVE NOT YET BEEN TAKEN 
SO TAKE ANOTHER READING AND MOVE IT TO 
THE ACCUMULATOR. 
C GET READY FOR SUBTRACTION. 
A,R7 SUBTRACT NEW READING FROM ORIGINAL 
READING TO SEE IF THEY ARE EQUAL. 
GETSEC IF THE TWO READINGS ARE NOT THE SAME 
THEN 20 READINGS OF THE VALUE IN R7 
HA VE NOT OCCURRED SO JUMP TO GETSEC 
TO START OVER. 
B IF WE GET HERE THEN THE NEW SECTOR 
VALUE MATCHED THE ONE IN R7. WE ARE 
ONE READING CLOSER TO THE DESIRED 20 
SO DECREMENT B, 
GSECLP JUMP TO GSECLP TO CONTINUE TAKING THE 
----------·- ---
158 
I 
DESIRED 20 READINGS, 
EGSEC: SETB Pl.O IF WE GET HERE THEN 20 READINGS OF THE ISAME VALUE STORED IN R7 HAVE BEEN TAKEN.
SET Pl.O WHICH DISCONNECTS THE PHOTO
SWITCH OUTPUTS FROM THE P2 INPUT. WE INOW DO THE SECOND TEST DESCRIBED ABOVETO SEE IF WE WILL ACCEPT THE VALUE 
STORED IN R7 AS OUR CURRENT SECTOR 
READING, IMOV A,R4 MOVE R4 TO ACCUMULATOR. WE WANT TO SEE 
IF THE NEW SECTOR VALUE STORED IN R7 IS 
EQUAL TO VALUE LAST RETURNED BY THIS I FUNCTION. THE VALUE LAST RETURNED IS STORED IN R4. 
CLR c GET READY FOR SUBTRACTION. 
SUBB A,R7 SUBTRACT R7 FROM ACCUMULATOR. lJZ GSEC IF R7 IS THE SAME VALUE AS R4 THEN NEW 
SECTOR READING IS THE SAME AS THE ONE 
RETURNED LAST TIME AND CAN BE ACCEPTED. l JUMP TO GSEC. MDV A,R6 IF WE GET HERE THEN NEW SECTOR READING 
STORED IN R7 IS NOT THE SAME AS THE ONE 
RETURNED LAST TIME WHICH IS STORED IN IR4, WE NEED Tu CHECK IF R7 CONTAINS A 
SECTOR VALUE NEXT TO THE ONE STORED IN 
R4, WE MOVE R6 TO ACCUMULATOR TO CHECK 
WHICH DIRECTION THE MOTOR IS MOVING. 
JNZ SU IF ACCUMULATOR IS NOT ZERO THEN MOTOR 
IS MOVING IN THE UP DIRECTION SO JUMP 
TO SU. (THE UP DIRECTION MEANS THAT THE 
SECTOR READINGS WILL GO FROM OTO 15 
AND THEN BACK TO ZERO AGAIN, THE UP 
DIRECTION CAUSES THE ROBOT TO MOVE 
BACKWARDS,) 
LCALL DECR4 IF WE GET HERE WE WANT TO SEE IF THE 
NEW SECTOR READING IN R7 rs ONE SECTOR 
BELOW THE LAST READING RETURNED BY THIS lSUBROUTINE. CALL DECR4 TO CHANGE THE 
VALUE OF R4 TO ONE SECTOR BELOW THE 
VALUE LAST RETURNED BY THIS SUBROUTINE. l MDV A,R4 MOVE THIS DECREMENTED VALUE TO THE ACCUMULATOR. 
CLR c GET READY FOR SUBTRACTION. 
SUBB A,R7 SUBTRACT R7 FROM ACCUMULATOR 
JZ GSEC IF ACCUMULATOR IS ZERO THEN NEW SECTOR 
READING IN R7 rs ONE BELOW THE SECTOR 
VALUE LAST RETURNED BY THIS FUNCTION, 
R7 rs ACCEPTED AS THE NEW SECTOR 
READING, JUMP TO GSEC, 
LCALL INCR4 IF WE GET HERE THE SECTOR NEW SECTOR 
READING IN R7 DOES NOT EQUAL R4 AND IS 
NOT ONE SECTOR BELOW R4, THE MOTOR 
DIRECTION rs DOWN so THE NEW SECTOR 
READING IN R7 IS NOT ACCEPTED, CALL 
INCR4 TO RETURN R4 TO ITS ORIGINAL 
SU, 
GSEC, 
LJMP 
LCALL 
MOY 
CLR 
SUBB 
JZ 
LCALL 
LJMP 
MOV 
MOV 
RET 
GET SEC 
INCR4 
A,R4 
c 
A,R7 
GSEC 
DECR4 
GET SEC 
A,R7 
R4,A 
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VALUE. 
JUMP TO GETSEC AND START OVER. 
J IF WE GET HERE WE WANT TO SEE IF THE 
NEW SECTOR READING IN R7 IS ONE SECTOR 
ABOVE THE LAST READING RETURNED BY THIS 
SUBROUTINE. CALL INCR4 TO CHANGE THE 
VALUE OF R4 TO ONE SECTOR ABOVE THE 
VALUE LAST RETURNED BY THIS SUBROUTINE. 
MOVE THIS INCREMENTED VALUE TO 
THE ACCUMULATOR. 
GET READY FOR SUBTRACTION. 
SUBTRACT R7 FROM ACCUMULATOR. 
IF ACCUMULATOR IS ZERO THEN NEW SECTOR 
READING IN R7 IS ONE ABOVE THE SECTOR 
VALUE LAST RETURNED BY THIS FUNCTION. 
R7 IS ACCEPTED AS THE NEW SECTOR 
; READING. JUMP TO GSEC. 
IF WE GET HERE THE NEW SECTOR 
READING IN R7 DOES NOT EQUAL R4 AND IS 
NOT ONE SECTOR ABOVE R4. THE MOTOR 
DIRECTION IS UP SO THE NEW SECTOR 
READING IN R7 IS NOT ACCEPTED. CALL 
DECR4 TO RETURN R4 TO ITS ORIGINAL 
l. VALUE.
JUMP TO GETSEC AND START OVER.
IF WE GET HERE THEN THE NEW SECTOR
READING STORED IN R7 HAS PASSED BOTH
TESTS DESCRIBED ABOVE AND IS ACCEPTED
AS THE CURRENT SECTOR READING. MOVE R7
TO ACCUMULATOR IN ORDER TO ALSO MOVE
THIS VALUE TO R4.
MOVE ACCUMULATOR TO R4. R4 NOW CONTAINS
THE CURRENT SECTOR AND WILL BE USED THE
NEXT TIME THIS FUNCTION IS CALLED.
RETURN FROM SUBROUTINE.
THE PURPOSE OF THIS SUBROUTINE IS TO INCREMENT RO IN A CIRCULAR 
MANNER. IF THE CURRENT VALUE OF RO IS LESS THAN 15 THEN THIS 
SUBROUTINE INCREMENTS RO, IF THE CURRENT VALUE OF RO IS 15 THEN 
RO WILL BE GIVEN THE NEW VALUE OF O. THIS SUBROUTINE IS USED TO 
GIVE THE VALUE OF THE NEXT SECTOR IN THE UP DIRECTION ON THE DC 
MOTOR FEEDBACK DISK. THIS SUBROUTINE IS CALLED WHEN RO HAS THE 
VALUE OF THE CURRENT SECTOR CO TO 15) AND IT IS DESIRED TO KNOW 
THE VALUE OF THE NEXT SECTOR IN THE UP DIRECTION. 
INCRO, MOV 
MOV 
CLR 
SUBB 
JZ 
INC 
A,RO 
B,:fUS 
c 
A,B 
FRO 
RO 
----------·- -
MOVE RO TO ACCUMULATOR. 
MOVE 15 TO B REGISTER. 
CLEAR CARRY TO PREPARE FOR SUBTRACTION. 
SUBTRACT 15 FROM ACCUMULATOR TO SEE IF 
RO HAS THE VALUE OF 15. 
IF IT DOES JUMP TO FRO. 
IF WE ARE HERE THEN RO HAS SOME VALUE 
OTO 14 SO INCREMENT RO. 
FRO: 
RET 
MDV 
RET 
R0,#0 
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RETURN FROM SUBROUTINE, 
IF WE ARE HERE THEN RO HAS THE VALUE 15 
SO THE NEW VALUE IS ZERO,· 
RETURN FROM SUBROUTINE. 
I 
I 
I 
THE PURPOSE OF THIS SUBROUTINE IS TO INCREMENT Rl IN A CIRCULAR 
MANNER. IF THE CURRENT VALUE OF Rl IS LESS THAN lS THEN THIS ISUBROUTINE INCREMENTS Rl, IF THE CURRENT VALUE OF Rl IS 15 THEN 
> Rl WILL BE GIVEN THE NEW VALUE OF 0, THIS SUBROUTINE IS USED TO
GIVE THE VALUE OF THE NEXT SECTOR IN THE UP DIRECTION ON THE DC
MOTOR FEEDBACK DISK, THIS SUBROUTINE IS CALLED WHEN Rl HAS THE
VALUE OF THE CURRENT SECTOR CO TO 15) AND IT IS DESIRED TO KNOW
THE VALUE OF THE NEXT SECTOR IN THE UP DIRECTION.
INCRl, MDV A.,Rl MOVE Rl TO ACCUMULATOR, 
MDV B,#15 MOVE 15 TO B REGISTER. 
CLR c CLEAR CARRY TO PREPARE FOR SUBTRACTION, 
SUBB A,B SUBTRACT 15 FROM ACCUMULATOR TO SEE IF 
Rl HAS THE VALUE OF 15, 
JZ FRl IF IT DOES JUMP TO FRl. 
INC Rl IF WE ARE HERE THEN Rl HAS SOME VALUE 
OTO 14 SO INCREMENT Rl. 
RET RETURN FROM SUBROUTINE, 
FRl, MDV Rl,#0 IF WE ARE HERE THEN Rl HAS THE VALUE 15 
SO THE NEW VALUE IS ZERO, 
RET RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO INCREMENT R4 IN A CIRCULAR 
MANNER. IF THE CURRENT VALUE OF R4 IS LESS THAN 15 THEN THIS I SUBROUTINE INCREMENTS R4, IF THE CURRENT VALUE OF R4 IS 15 THEN 
R4 WILL BE GIVEN THE NEW VALUE OF ZERO. THIS SUBROUTINE IS USED 
TO GIVE THE VALUE OF THE NEXT SECTOR IN THE UP DIRECTION ON THE 
; DC MOTOR FEEDBACK DISK. THIS FUNCTION IS CALLED WHEN R4 HAS THE IVALUE OF THE CURRENT SECTOR ca TO 15) AND IT IS DESIRED TO KNOW 
THE VALUE OF THE NEXT SECTOR IN THE UP DIRECTION. 
INCR4, MDV A,R4 MOVE R4 TO ACCUMULATOR, 
MDV B,#15 MOVE 15 TO B REGISTER, 
CLR c CLE.>.R CARRY TO PREPARE FOR SUBTRACTION. 
SUBB A,B SUBTRACT 15 FROM ACCUMULATOR TO SEE IF 
R4 HAS THE VALUE OF 15, 
JZ FR4 IF IT DOES JUMP TO FR4, 
INC R4 IF WE ARE HERE THEN R4 HAS SOME VALUE 
OTO 14 SO INCREMENT R4. 
RET RETURN FROM SUBROUTINE. 
FR4, MOY R4,*t0 IF WE ARE HERE THEN R4 HAS THE VALUE 15 
SO THE NEW VALUE IS ZERO, 
RET RETURN FROM SUBROUTINE. 
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THE PURPOSE OF THIS SUBROUTINE IS TO DECREMENT RO IN A CIRCULAR 
MANNER. IF THE CURRENT VALUE OF RO IS GREATER THAN ZERO THEN 
THIS SUBROUTINE DECREMENTS RO. IF THE CURRENT VALUE OF RO IS 
ZERO THEN RO WILL BE GIVEN A NEW VALUE OF 15. THIS SUBROUTINE 
IS USED TO GIVE THE NEXT SECTOR IN THE DOWN DIRECTION ON THE DC 
MOTOR FEEDBACK DISK. THIS FUNCTION IS CALLED WHEN RO HAS THE 
VALUE OF THE CURRENT SECTOR CO TO 15) AND IT IS DESIRED TO KNOW 
THE NEXT SECTOR IN THE DOWN DIRECTION. 
DECRO: MOV A,RO MOVE RO TO ACCUMULATOR. 
JZ ZRO IF CURRENT VALUE OF RO IS ZERO THEN 
JUMP TO ZRO. 
DEC RO IF WE GET HERE THEN RO IS NOT ZERO SO 
DECREMENT IT . 
RET RETURN FROM SUBROUTINE. 
ZRO: MOV R0,#15 IF WE GET HERE THEN RO HAS A VALUE OF 
ZERO SO NEW VALUE OF RO IS 15. 
RET RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO DECREMENT R2 IN A CIRCULAR 
MANNER. IF THE CURRENT VALUE OF R2 IS GREATER THAN ZERO THEN 
THIS SUBROUTINE DECREMENTS R2. IF THE CURRENT VALUE OF R2 ISO 
THEN R2 WILL BE GIVEN A NEW VALUE OF 15. THIS SUBROUTINE IS 
USED TO GIVE THE NEXT SECTOR IN THE DOWN DIRECTION ON THE DC 
MOTOR FEEDBACK DISK. THIS FUNCTION IS CALLED WHEN R2 HAS THE 
VALUE OF THE CURRENT SECTOR CO TO 15) AND IT IS DESIRED TO KNOW 
THE NEXT SECTOR IN THE DOWN DIRECTION, 
DECR2: MOV A,R2 MOVE R2 TO ACCUMULATOR, 
JZ ZR2 IF CURRENT VALUE OF R2 IS ZERO THEN 
JUMP TO ZR2. 
DEC R2 IF WE GET HERE THEN R2 IS NOT ZERO SO 
DECREMENT IT. 
RET RETURN FROM SUBROUTINE. 
ZR2: MOV R2,#15 IF WE GET HERE THEN R2 HAS A VALUE OF 
ZERO SO NEW VALUE OF R2 IS 15. 
RET RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO DECREMENT R4 IN A CIRCULAR 
MANNER. IF THE CURRENT VALUE OF R4 IS GREATER THAN ZERO THEN 
THIS SUBROUTINE DECREMENTS R4, IF THE CURRENT VALUE OF R4 IS 
; ZERO THEN R4 WILL BE GIVEN A NEW VALUE OF 15. THIS SUBROUTINE 
IS USED TO GIVE THE NEXT SECTOR IN THE DOWN DIRECTION ON THE DC 
MOTOR FEEDBACK DISK. THIS SUBROUTINE IS CALLED WHEN R4 HAS THE 
VALUE OF THE CURRENT SECTOR (0 TO 15) AND IT IS DESIRED TO KNOW 
THE NEXT SECTOR IN THE DOWN DIRECTION. 
DECR4: MOV 
JZ 
DEC 
A.,R4 
ZR4 
R4 
------------ --
MOVE R4 TO ACCUMULATOR. 
IF CURRENT VALUE OF R4 IS ZERO THEN 
JUMP TO ZR4. 
IF WE GET HERE THEN R4 IS NOT ZERO SO 
ZR4, 
RET 
MOV 
RET 
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DECREMENT IT . 
RETURN FROM SUBROUTINE. 
R4,#15 IF WE GET HERE THEN R4 HAS A VALUE OF 
ZERO SO NEW VALUE OF R4 IS 15. 
RETURN FROM SUBROUTINE. 
THIS SUBROUTINE CHECKS THE VALUE OF THE ACCUMULATOR AND THE B 
REGISTER AND SETS THE ACCUMULATOR TOO IF THE PRESENT VALUE 
OF THE ACCUMULATOR IS LESS THAN THE VALUE OF THE B REGISTER. 
IF NOT, THE ACCUMULATOR IS SET TO l. 
LTHAN : CLR 
SUBB 
JC 
MOV 
RET 
TLTHAN, MOV 
RET 
END 
C CLEAR CARRY GETS READY FOR SUBTRACTION. 
A,B LEAVE RESULT OF ACCUMULATOR MINUS THE 
B REGISTER IN THE ACCUMULATOR. 
TLTHAN IF THE CARRY BIT IS ON AFTER THE 
SUBTRACTION THEN THE VALUE OF THE 
ACCUMULATOR WAS LESS THAN THE VALUE 
OF THE B REGISTER SO JUMP TO TLTHAN. 
A,#1 IF WE ARE HERE THEN THE VALUE OF THE 
ACCUMULATOR WAS NOT LESS THAN THE 
VALUE OF THE B REGISTER SO MOVE A 
l TO THE ACCUMULATOR. 
RETURN FROM SUBROUTINE. 
A,#0 IF WE ARE HERE THEN THE VALUE OF 
THE ACCUMULATOR WAS LESS THAN THE 
VALUE OF THE B REGISTER SO MOVE 
ZERO INTO THE ACCUMULATOR. 
RETURN FROM SUBROUTINE. 
END OF PROGRAM, 
I 
I 
I 
I 
I 
I 
I 
I 
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D,2 The Steering Motor Software Listing 
THE FOLLOWING ARE VARIABLES USED BY THIS PROGRAM, 
RO DESIRED MOTOR POSITION READ IN THROUGH PORT 1 
(VALUE O TO 79) . 
Rl ACTUAL MOTOR POSITION (VALUE OTO 79). 
J R2 ACTUAL MOTOR POSITION SECTOR READ IN THROUGH PORT 2 
(VALUE O TO 79) , 
R3 -- CURRENT MOTOR NUMBER DISPLAYED ON LOW FOUR BITS OF PORT 3 
(VALUE 1,2,4,8). 
ORG 
MOV 
MOV 
MOV 
MOV 
MOV 
LCALL 
OOOOH 
P2,#255 
P0,#255 
Pl,#255 
P3,#l 
R3,#l 
IR1R2 
INITIALIZE PROGRAM LOCATION. 
INITIALIZE PORT 2 FOR INPUT. 
INITIALIZE PORTO WHICH IS NOT USED. 
INITIALIZE PORT 1 FOR INPUT. 
MOVE 1 TO PORT 3 WHICH TURNS ON THE A 
TOTEM POLE ON THE STEERING SYSTEM 
TOTEM POLE BOARD, WHICH RAISES PIN A 
TO +12 VOLTS ON THE STEERING MOTOR 
AND LOCKS THE MOTOR INTO ITS INITIAL 
POSITION, 
MOVE 1 INTO REGISTER 3, REGISTER 3 IS 
USED TO KEEP TRACK OF THE LAST NUMBER 
WRITTEN TO PORT 3. 
CALL SUBROUTINE IR1R2 TO MOVE INITIAL 
SECTOR TO Rl AND R2. THIS SUBROUTINE 
WILL READ PORT 2, WHICH IS CONNECTED 
TO THE PHOTO SWITCHES, A VALUE OF O 
TO 79 IS LEFT IN Rl AND R2, DEPENDING 
ON THE INITIAL POSITION OF THE 
STEERING STEPPER MOTOR, 
THE FOLLOWING IS THE MAIN LOOP OF THE PROGRAM, IN THIS LOOP THE 
SUBROUTINE DESIRE IS CALLED TO READ FROM PORT 1 A NUMBER OTO 
79 WHICH WILL CORRESPOND TO THE DESIRED MOTOR LOCATION WE WISH 
OUR MOTOR TO BE IN, THIS VALUE WILL BE STORED IN RD. THE SUB­
ROUTINE ACTUAL WILL THEN BE CALLED TO READ FROM PORT 2 THE 
ACTUAL SECTOR WE ARE AT (0 TO 79), THIS ACTUAL SECTOR WILL BE 
STORED IN R2, Rl WILL ALSO BE ADJUSTED IN THIS SUBROUTINE SO 
THAT IT WILL CONTAIN THE CURRENT MOTOR POSITION, THE SUBROUTINE 
FIGMOV WILL BE CALLED IN ORDER TO FIGURE OUT THE DIRECTION TO 
MOVE THE MOTOR IN ORDER TO GET ONE MOTOR POSITION CLOSER TO THE 
DESIRED MOTOR POSITION. SUBROUTINE FIGMOV WILL THEN CALL EITHER 
SUBROUTINE MOVU OR SUBROUTINE MOVD, TO ACTUALLY MOVE THE MOTOR 
ONE POSITION IN THE DESIRED DIRECTION, AFTER ENOUGH TIMES 
THROUGH THE MAIN LOOP, THE MOTOR WILL BEN THE DESIRED POSITION, 
AND SUBROUTINE FIGMOV WILL NOT MOVE IT ANY MORE, UNLESS A NEW 
DESIRED POSITION IS GIVEN, OR THE STEERING MOTOR IS PHYSICALLY 
KNOCKED OUT OF POSITION. 
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LOOP: LCALL DESIRE CALL SUBROUTINE DESIRE TO READ FROM 
PORT l THE DESIRED MOTOR POSITION 
AND PLACE IT IN RO. 
LC ALL ACTUAL CALL SUBROUTINE ACTUAL TO READ FROM 
PORT 2 THE PRESENT MOTOR SECTOR AND 
PLACE ITS VALUE IN R2, COMPARE AND 
REINiTIALIZE IF NECESSARY THE CURRENT 
MOTOR POSITION AND PLACE THE VALUE 
IN Rl, 
LCALL FIGMOV CALL SUBROUTINE FIGMOV TO FIGURE OUT 
WHICH DIRECTION TO MOVE THE MOTOR IN 
ORDER TO GET ONE POSITION CLOSER TO 
THE DESIRED MOTOR POSITION. IF A MOVE 
IS NEEDED, FIGMOV WILL MOVE THE MOTOR 
IN THE RIGHT DIRECTION ONE POSITION 
CLOSER TO THE DESIRED MOTOR POSITION. 
LJMP LOOP JUMP TO LOOP AND START THE MAIN LOOP 
OVER AGAIN, 
THE PURPOSE OF THIS SUBROUTINE IS TO INITIALIZE THE VALUE OF Rl 
AND R2. THIS SUBROUTINE IS CALLED AT THE BEGINNING OF THIS 
PROGRAM , AND IS ONLY ONE TIME. THIS SUBROUTINE MOVES THE MOTOR 
; IN THE UP DIRECTION, LOOKING FOR l2 PHOTO SWITCH READINGS THAT 
ARE THE SAME. WHEN l2 READINGS ARE THE SAME, THIS SUBROUTINE 
MOVES THE STEERING STEPPER MOTOR DOWN 6 STEPS, AT THIS POINT WE 
WILL BE IN A VALID MOTOR SECTOR. THE VALUE OF THIS SECTOR IS 
STORED IN Rl AND R2. THE REASON WHY 12 OF THE SAME READINGS ARE 
REQUIRED IS BECAUSE DUE TO IMPERFECTIONS IN THE TWO PHOTO DISKS, 
INVALID SECTOR VALUES WILL OCCUR ON THE PHOTO SWITCHES WHEN THE 
STEERING MOTOR MOVES FROM SECTOR TO SECTOR. THESE INVALID 
READINGS WILL NOT LAST MORE THEN A FEW MOTOR STEPS AT THE MOST. 
IF WE GET 12 READINGS THAT ARE THE SAME, WE KNOW WE ARE IN A 
VALID SECTOR, INSTEAD OF AT THE EDGE OF A SECTOR WHERE INVALID 
SECTOR READINGS OCCUR. THE SECTOR CUTTINGS ARE VERY BAD FOR 
SECTORS O AND 79. IF THE POWER IS TURNED ON WHILE THE MOTOR IS 
IN EITHER ONE OF THESE SECTORS, THEN THE MOTOR IS MOVED IN THE 
UP DIRECTION UNTIL IT IS NO LONGER IN EITHER OF THESE TWO 
SECTORS. 
IR1R2: MOV 
LCALL 
MOV 
MOV 
ILP: LCALL 
R4,#0 MOVE OTO R4. R4 KEEPS TRACK OF THE 
NUMBER OF SECTOR READINGS TAKEN THAT 
ARE THE SAME, 
GETSEC CALL SUBROUTINE GETSEC TO PLACE IN R2 
THE VALUE OF THE CURRENT SECTOR, 
A,R2 MOVE CURRENT SECTOR VALUE TO THE 
ACCUMULATOR. 
R6,A MOVE CURRENT SECTOR VALUE TO R6, R6 
IS THE VALUE WE WILL TRY TO GET 12 
READINGS OF IN ORDER TO KNOW WE ARE 
IN A VALID SECTOR. 
NEXTU CALL SUBROUTINE NEXTU TO PUT IN R3, 
THE NEXT MOTOR NUMBER NEEDED TO MOVE 
THE STEERING STEPPER MOTOR UP ONE 
EILP: 
DLP: 
MOV 
LCALL 
LC ALL 
MOV 
JZ 
MOV 
MOV 
LC ALL 
JZ 
MOV 
MOV 
LCALL 
JNZ 
INC 
MOV 
MOV 
LCALL 
JZ 
LJMP 
MOV 
LCALL 
P3,R3 
DELAY 
GET SEC 
A,R2 
IRlR2 
A,R2 
B,#79 
EQUAL 
IRlR2 
A,R2 
B,R6 
EQUAL 
IR1R2 
R4 
A,R4 
B,#12 
EQUAL 
EILP 
ILP 
R4,#6 
NEXTD 
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STEP. 
RIGHT THIS MOTOR NUMBER TO P3. THIS 
WILL CAUSE THE STEERING STEPPER MOTOR 
TO MOVE UP ONE STEP, 
CALL SUBROUTINE DELAY TO WAIT FOR THE 
MOTOR TO FINISH MOVING, 
CALL SUBROUTINE GETSEC TO PLACE IN R2 
THE VALUE OF THE CURRENT SECTOR. 
MOVE THE CURRENT SECTOR VALUE TO THE 
ACCUMULATOR. 
IF THE CURRENT SECTOR IS O THEN JUMP 
TO IRlR2 AND START OVER. 
MOVE THE CURRENT SECTOR VALUE TO THE 
ACCUMULATOR. 
MOVE 79 TO THE B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF THE 
CURRENT SECTOR IS EQUAL TO 79, 
IF THE CURRENT SECTOR IS 79 THEN JUMP 
TO IRlR2 AND START OVER. 
MOVE THE CURRENT SECTOR VALUE TO THE 
ACCUMULATOR. 
MOVER& TO B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF THE 
; CURRENT SECTOR VALUE IN R2 IS THE SAME 
AS THE ONE WE ARE TRYING TO GET 12 
READINGS OF. 
IF R2 AND R6 ARE NOT EQUAL, THEN WE 
ARE AT SOME INVALID SECTOR BOUNDARY, 
SO JUMP TO IRlR2 AND START OVER. 
IF WE GET HERE THEN THE CURRENT SECTOR 
IN R2 IS EQUAL TO THE SECTOR WE ARE 
TRYING TO GET TWELVE READINGS OF, 
WE ARE ONE STEP CLOSER TO THE DESIRED 
12 OF THE SAME SECTOR READINGS, SO 
INCREMENT R4, 
MOVE R4 TO THE ACCUMULATOR. 
MOVE 12 TO THE B REGISTER, 
CALL SUBROUTINE EQUAL TO SEE IF THE 
VALUE OF R4 IS 12, 
IF R4 IS 12, THEN WE HAVE READ 12 OF 
THE SAME SECTOR READINGS, AND ARE IN 
A VALID SECTOR, SO JUMP TO EILP. 
IF R4 IS NOT TWELVE THEN WE DO NOT 
YET HAVE TWELVE OF THE SAME SECTOR 
READINGS, SO JUMP TO ILP TO CONTINUE. 
IF WE GET HERE THEN WE HAVE MOVED THE 
STEERING STEPPER MOTOR UP 12 TIMES AND 
GOTTEN THE SAME SECTOR READING EACH 
TIME. WE ARE IN A VALID SECTOR. WE NOW 
MOVE THE MOTOR DOWN SIX STEPS TO PUT 
IT WELL AWAY FROM THE EDGES OF THE 
VALID SECTOR WE ARE IN, MOVE 6 TO R4. 
R4 WILL KEEP TRACK OF HOW MANY STEPS 
THE MOTOR HAS MOVED DOWN, 
CALL SUBROUTINE NEXTD TO PLACE IN R3 
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THE VALUE OF THE NEXT MOTOR NUMBER 
NEEDED TO MOVE THE STEERING STEPPER 
MOTOR DOWN ONE STEP, 
MOV P3,R3 WRITE THIS MOTOR NUMBER TO P3, THIS 
WILL CAUSE THE STEERING STEPPER MOTOR 
l TO MOVE DOWN ONE STEP. 
LCALL DELAY CALL SUBROUTINE DELAY TO WAIT FOR THE 
STEPPER MOTOR TO FINISH MOVING. 
DEC R4 EACH TIME THE MOTOR MOVES DOWN ONE 
STEP WE DECREMENT R4, 
MOV A,R4 MOVE R4 TO THE ACCUMULATOR, 
JNZ DLP IF R4 IS NOTO WE HAVE NOT FINISHED 
MOVING THE MOTOR DOWN 6 STEPS, SO JUMP 
TO DLP TO CONTINUE. 
MOV A,R6 IF WE GET HERE, THEN WE HAVE NOW 
FINISHED MOVING THE MOTOR DOWN 6 
STEPS. THE MOTOR IS NOW WELL AWAY 
FROM THE EDGE OF A VALID SECTOR, 
THE VALUE OF THIS VALID SECTOR IS 
STORED IN R6, SO MOVE THIS VALID 
SECTOR TO THE ACCUMULATOR. 
MOV Rl ,A MOVE THE VALID SECTOR VALUE TO Rl. 
MOV R2,A MOVE THE VALID SECTOR VALUE TO R2. 
RET Rl AND R2 HAVE BEEN INITIALIZED, SO 
RETURN FROM THIS SUBROUTINE. 
THIS SUBROUTINE READS P2, WHICH IS CONNECTED TO THE OUTPUTS OF 
THE PHOTO CIRCUITS, AND PLACE THE CURRENT SECTOR OF THE STEER­
ING MOTOR INTO R2, THE STEERING MOTOR TURNS THE DRIVING WHEEL 
ON THE ROBOT PLATFORM IN ORDER TO STEER THE PLATFORM. THERE IS 
A ONE TO EIGHT GEAR RATIO BETWEEN THE STEERING MOTOR AND THE 
; DRIVING WHEEL. THAT IS, THE STEERING MOTOR MUST ROTATE EIGHT 
TIMES BEFORE THE DRIVING WHEEL ROTATES ONE TIME. BECAUSE THERE 
ARE GEARS INVOLVED WITH THE STEERING MOTOR, TWO PHOTO DISKS 
WERE NEEDED FOR PHOTO SWITCH FEEDBACK. SEVEN PHOTO SWITCHES 
ARE INVOLVED IN THE STEERING PHOTO SWITCH FEEDBACK. THESE 
SEVEN PHOTO SWITCH OUTPUTS ARE CONNECTED TO P2, BITS O THROUGH 
3 OF P2 ARE CONNECTED TO THE PHOTO SWITCH OUTPUTS CONNECTED TO 
THE STEERING MOTOR SHAFT. BITS 4 THROUGH 7 ARE CONNECTED TO 
THE DRIVING WHEEL SHAFT, BIT 4 OF P2 IS NOT USED. THE PHOTO 
SWITCH OUTPUTS REPRESENT A BCD READING OF THE CURRENT SECTOR. 
BECAUSE OF THE WAY THE PHOTO SWITCH OUTPUTS ARE SET UP, THE 
PHOTO SWITCH READINGS BITS O THROUGH 3 OF MUST BE COMPLIMENTED 
BEFORE THEY CAN BE USED, AFTER THE BITS HAVE BEEN COMPLIMENTED, 
BITS O THROUGH 3 WILL CONTAIN A VALUE OF O TO 9, BITS S 
THROUGH 7 WILL CONTAIN A VALUE OF OTO 7. THIS GIVES A BCD 
REPRESENTATION OF OTO 79 FOR THE CURRENT STEERING MOTOR 
SECTOR, THIS SUBROUTINE TAKES THIS BCD REPRESENTATION AND 
CONVERTS IT TO A BINARY NUMBER AND STORES IT IN R2, 
GETSEC, MOV A,P2 
MOV R7,A 
MOVE PHOTO SWITCH OUTPUTS TO THE 
ACCUMULATOR, 
MOVE PHOTO SWITCH OUTPUTS TO R7 
I 
\ 
I 
I 
I 
I 
SWAP 
ANL 
MOV 
MUL 
MOV 
MOV 
CPL 
ANL 
ADD 
MOV 
RET 
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A MOVE MOST SIGNIFICANT DIGIT OF BCD 
NUMBER TO LOWER FOUR BITS OF THE 
ACCUMULATOR. NOW MOST SIGNIFICANT 
DIGIT OF BCD NUMBER IS IN BITS l 
THROUGH THREE OF ACCUMULATOR. 
A,#14 MASK OFF ALL BITS OF ACCUMULATOR 
EXCEPT BITS l THROUGH 3. 
A ROTATE ACCUMULATOR RIGHT SO THAT 
MOST SIGNIFICANT DIGIT OF BCD 
NUMBER READ FROM PHOTO SWITCHES 
IS NOW THE VALUE OF ACCUMULATOR, 
B,#10 MOVE 10 TO B REGISTER, WE WILL 
NOW MULTIPLY VALUE IN ACCUMULATOR 
BY 10 BECAUSE THE VALUE IN THE 
ACCUMULATOR IS THE MOST SIGNIFICANT 
DIGIT OF THE BCD VALUE READ FROM 
THE PHOTO SWITCHES. 
AB MULTIPLY ACCUMULATOR BY 10, 
R2 ,A- MOVE RESULT TO R2, 
A,R7 MOVE OUTPUTS OF THE PHOTO SWITCHES 
TO THE ACCUMULATOR. 
A ONES COMPLIMENT THE PHOTO SWITCH 
OUTPUTS, BITS O THROUGH 3 NOW 
CONTAIN THE LEAST SIGNIFICANT 
BCD DIGIT OF THE CURRENT MOTOR 
SECTOR (VALUE OTO 9), 
A,#15 MASK OFF UPPER FOUR BITS OF THE 
ACCUMULATOR. THE ACCUMULATOR NOW 
CONTAINS THE VALUE OF THE LEAST 
SIGNIFICANT DIGIT OF THE BCD CURRENT 
SECTOR VALUE READ IN FROM THE PHOTO 
SWITCHES. 
A,R2 ADD LEAST SIGNIFICANT DIGIT TO MOST 
SIGNIFICANT DIGIT VALUE STORED IN R2, 
R2,A ; MOVE RESULT TO R2, R2 NOW CONTAINS THE 
BINARY REPRESENTATION OF THE CURRENT 
SECTOR (VALUE OTO 79), 
RETURN FROM SUBROUTINE 
THE PURPOSE OF THIS SUBROUTINE IS TO READ Pl WHICH IS THE 
COMMAND BYTE THAT TELLS THIS MICROCONTROLLER THE DESIRED 
POSITION OF THE STEERING MOTOR, THIS SHOULD BE A VALUE FROM 
OTO 79, IF IT rs NOT, THIS SUBROUTINE WILL LOOP UNTIL SUCH 
A NUMBER rs READ. THE DESIRED POSITION IS THEN STORED IN RO. 
DESIRE: MOV A,Pl MOVE THE COMMAND BYTE FROM Pl TO 
THE ACCUMULATOR, 
MDV R7,A. MOVE THE COMMAND BYTE FROM ACCUMULATOR 
TO R7, 
MDV B,#79 PREPARE TO CHECK IF DESIRED POSITION rs 
GREATER THAN 7 9 . 
LCALL GT HAN CALL SUBROUTINE GTHAN WHICH GIVES THE 
ACCUMULATOR AO VALUE IF THE CUR..�ENT
JZ 
MOV 
MOV 
RET 
DESIRE 
A,R7 
RO,>.. 
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J ACCUMULATOR VALUE (DESIRED MOTOR POS.) 
. IS GREATER THAN CURRENT VALUE OF THE 
B REGISTER (NOW 79), 
IF DESIRED MOTOR POSITION IS GREATER 
THAN 79 JUMP TO DESIRE AND GET A NEW 
COMMAND BYTE READING. 
IF WE GET HERE THE COMMAND BYTE READ IN 
IS GOOD SO MOVE IT FROM R7 TO THE 
ACCUMULATOR. 
MOVE THE COMMAND BYTE FROM ACCUMULATOR 
J TO RO, 
RETURN FROM THIS SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO CALL SUBROUTINE GETSEC IN 
ORDER TO PLACE THE CURRENT MOTOR SECTOR IN R2 (NUMBER OTO 79), 
THIS SUBROUTINE THEN LOOKS AT THE VALUES OF Rl AND R2, AND 
CHANGES THE VALUE OF Rl TO R2 IF THE VALUE OF R2 IS ONE-ABOVE 
OR BELOW THE NEW R2 VALUE. 
ACTUAL: LCALL 
MOV 
MOV 
LCALL 
JZ 
LCALL 
MOV 
MOV 
LCALL 
JZ 
LCALL 
LCALL 
MOV 
MOV 
LCALL 
JZ 
LCALL 
GET SEC 
A,R2 
B,Rl 
EQUAL 
EACT 
INCRl 
A,R2 
B,Rl 
EQUAL 
EACT 
DECRl 
DECRl 
A,R2 
B,Rl 
EQUAL 
EACT 
INCRl 
CALL SUBROUTINE GETSEC TO PUT THE 
l CURRENT MOTOR SECTOR IN R2. 
MOVE THIS CURRENT SECTOR VALUE TO THE 
ACCUMULATOR. 
MOVE Rl TO THE B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF THE 
V�LUES OF Rl AND R2 ARE EQUAL. 
IF Rl EQUALS R2, THEN BOTH Rl AND R2 
CONTAIN THE PROPER VALUES, SO JUMP 
TO EACT TO RETURN FROM SUBROUTINE. 
INCREMENT Rl TO SEE IF IT IS ONE SECTOR 
UP FROM THE CURRENT SECTOR. 
MOVE THE CURRENT SECTOR TO ACCUMULATOR, 
J MOVE NEW VALUE OF Rl TO B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF THE 
VALUES OF Rl AND R2 ARE EQUAL 
IF Rl EQUALS R2, THEN BOTH REGISTERS 
CONTAIN THE PROPER VALUES, SO JUMP 
TO EACT TO RETURN FROM SUBROUTINE, 
DECREMENT Rl TWICE TO SEE IF Rl IS ONE 
SECTOR BELOW R2. 
SECOND Rl DECREMENT. 
MOVE THE CURRENT SECTOR VALUE TO THE 
; ACCUMULATOR, 
MOVE Rl TO THE B REGISTER, 
CALL SUBROUTINE EQUAL TO SEE IF THE 
VALUES OF Rl AND R2 ARE EQUAL. 
IF Rl EQUALS R2 THEN BOTH Rl AND R2 
CONTAIN THE PROPER VALUES, SO JUMP 
TO EACT TO REcURN FROM SUBROUTINE. 
IF WE GET HERE, THE VALUE OF Rl IS NOT 
ONE UP OR ONE DOWN FROM THE CURRENT R2 
VALUE. THIS MEANS THAT THE R2 VALUE IS 
AN INCORRECT VALUE CAUSED BY BEING 
I 
\ 
EACT: RET 
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CLOSE TO A PHOTO DISK SECTOR EDGE. 
INCREMENT Rl TO RETURN IT TO ITS 
ORIGINAL VALUE. 
RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO FIGURE OUT WHICH DIRECTION 
TO MOVE THE MOTOR IN ORDER TO GET ONE POSITION CLOSER TO THE 
DESIRED POSITION. THIS SUBROUTINE FIRST CALLS SUBROUTINE UPCHK 
WHICH PERFORMS TESTS ON Rl AND RO WHICH CONTAIN THE CURRENT 
MOTOR POSITION AND THE DESIRED POSITION RESPECTIVELY. IF THE 
CORRECT MOTOR MOVE IS UP, THEN SUBROUTINE UPCHK WILL LEAVE AO 
IN THE ACCUMULATOR AND THIS SUBROUTINE WILL JUMP TO LMU WHICH 
CALLS SUBROUTINE MOVU AND ACTUALLY MOVES THE MOTOR ONE POSITION 
UP, IF THE CORRECT MOTOR MOVEMENT IS DOWN, SUBROUTINE UPCHK 
WILL NOT LEAVE AO IN THE ACCUMULATOR AND SUBROUTINE MOVD WHICH 
ACTUALLY MOVES THE MOTOR ONE POSITION DOWN WILL BE CALLED. IF 
THE MOTOR HAPPENS TO ALREADY BE IN THE DESIRED POSITION, THEN 
EITHER SUBROUTINE MOVU OR MOVD WILL BE CALLED, BUT NEITHER WILL 
MOVE THE MOTOR, 
FIGMOV: LCALL 
JZ 
LCALL 
RET 
LMU: LCALL 
RET 
UPC HK 
LMU 
MOVD 
MOVU 
CALL SUBROUTINE UPCHK TO DETERMINE 
WHICH DIRECTION TO MOVE THE MOTOR, 
IF ACCUMULATOR HAS AO IN IT THEN 
THE CORRECT MOVE IS UP. 
JUMP TO LMU AND CALL SUBROUTINE MOVU 
WHICH WILL MOVE THE MOTOR UP ONE 
POSITION, 
IF WE GET HERE THEN THE CORRECT MOTOR 
MOVE IS DOWN. CALL SUBROUTINE MOVD 
WHICH WILL MOVE THE MOTOR DOWN ONE 
POSITION, 
RETURN FROM SUBROUTINE. 
IF WE GET HERE THEN THE CORRECT MOTOR 
MOVE IS UP, CALL SUBROUTINE MOVU WHICH 
WILL MOVE THE MOTOR UP ONE POSITION. 
RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO DECREMENT Rl. HOWEVER IF 
Rl HAPPENS TO BE O THEN THE NEW VALUE IS 79, THIS IS BECAUSE 
Rl KEEPS TRACK OF THE CURRENT MOTOR POSITION. IF WE ARE AT 
POSITION O AND WE MOVE DOWN ONE POSITION, WE WILL BE AT 
POSITION 79, 
DECRl, MDV A,Rl MOVE Rl TO ACCUMULATOR. 
JZ UDECRl IF WE ARE AT POSITION O THEN JUMP 
TO UDECRl WHICH WILL PUT A 159 IN Rl. 
DEC Rl IF WE GET HERE THEN Rl IS NOTO AND 
WE JUST DECREMENT IT. 
RET RETURN FROM SUBROUTINE. 
UDECRl: MDV Rl,!179 WE HAVE MOVED DOWN FROM POSITION 0
AND ARE NOW AT POSITION 79 SO Rl GETS 
RET 
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79 FOR ITS VALUE. 
RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO INCREMENT Rl, HOWEVER IF 
Rl HAPPENS TO BE 79 THEN THE NEW VALUE IS 0, THIS IS BECAUSE 
Rl KEEPS TRACK OF THE CURRENT MOTOR POSITION. IF WE ARE AT 79 
AND WE MOVE UP ONE POSITION, WE WILL BE AT POSITION 0. 
INCRl: MOY A,Rl MOVE Rl TO ACCUMULATOR. 
MOY B,�79 MOVE 79 TO B REGISTER. 
LCALL EQUAL CALL SUBROUTINE EQUAL TO SEE IF CURRENT 
MOTOR POSITION IS 79, 
JZ DINCRl IF WE ARE AT POSITION 79 THEN JUMP
TO DINCRl WHICH WILL PUT AO IN Rl. 
INC Rl IF WE GET HERE THEN Rl IS NOT 79 AND 
WE JUST INCREMENT IT. 
RET RETURN FROM SUBROUTINE, 
DINCRl: MOY Rl ,#:0 WE HAVE MOVED UP FROM POSITION 79 AND 
ARE NOW AT POSITION O SO Rl GETS 
O FOR ITS VALUE. 
RET RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO DETERMINE WHICH DIRECTION 
THE MOTOR SHOULD BE MOVED IN ORDER TO GET ONE POSITION CLOSER 
TO THE DESIRED POSITION, THIS SUBROUTINE DOES THIS BY CALLING 
FOUR TEST SUBROUTINES, EACH OF WHICH LOOK AT Rl AND RO (WHERE 
WE ARE AND WHERE WE WANT TO BE). ANY ONE OF THE TESTS CALLED 
IS A TEST TO SEE IF THE MOTOR SHOULD BE MOVED UP, IF ANY OF 
THE TESTS ARE TRUE, THIS SUBROUTINE WILL JUMP TO TUPCHK WHICH 
WILL LEAVE AO IN THE ACCUMULATOR WHICH MEANS THAT THE CORRECT 
DIRECTION TO MOVE IS UP, IF ALL OF THE TESTS FAIL, THEN A 1 
WILL BE LEFT IN THE ACCUMULATOR WHICH MEANS THAT THE CORRECT 
DIRECTION TO MOVE IS DOWN. 
UPCHK: LCALL 
JZ 
LCALL 
JZ 
LCALL 
JZ 
TESTA CALL SUBROUTINE TESTA WHICH LEAVES A 
O IN ACCUMULATOR IF TESTA IS TRUE AND 
UP IS THE CORRECT DIRECTION TO MOVE, 
TUPCHK IF ACCUMULATOR ISO THEN UP IS THE 
CORRECT DIRECTION TO MOVE SO JUMP TO 
TUPCHK WHICH PUTS AO IN ACCUMULATOR. 
TESTB CALL SUBROUTINE TESTB WHICH LEAVES A 
O IN ACCUMULATOR IF TESTB IS TRUE AND 
UP IS THE CORRECT DIRECTION TO MOVE, 
TUPCHK IF ACCUMULATOR ISO THEN UP IS THE 
CORRECT DIRECTION TO MOVE SO JUMP TO 
TUPCHK WHICH PUTS AO IN ACCUMULATOR. 
TESTC CALL SUBROUTINE TESTC WHICH LEAVES A 
O IN ACCUMULATOR IF TESTC IS TRUE AND 
UP IS THE CORRECT DIRECTION TO MOVE, 
TUPCHK IF ACCUMULATOR ISO THEN UP IS THE 
CORRECT DIRECTION TO MOVE SO JUMP TO 
I 
I 
I 
I 
I 
I 
LCALL 
JZ 
MOV 
RET 
TUPCHK: MOV 
RET 
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TUPCHK WHICH PUTS AO IN ACCUMULATOR. 
TESTD CALL SUBROUTINE TESTD WHICH LEAVES A 
O IN ACCUMULATOR IF TESTD IS TRUE AND 
UP IS THE CORRECT DIRECTION TO MOVE. 
TUPCHK IF ACCUMULATOR ISO THEN UP IS THE 
CORRECT DIRECTION TO MOVE SO JUMP TO 
TUPCHK WHICH PUTS A O  IN ACCUMULATOR. 
A,#1 IF WE GET HERE THEN ALL FOUR TESTS 
HAVE FAILED AND DOWN IS THE CORRECT 
DIRECTION TO MOVE. PUT A ONE IN THE 
ACCUMULATOR WHICH MEANS DOWN IS THE 
CORRECT DIRECTION. 
RETURN FROM SUBROUTINE. 
A,#0 IF WE GET HERE THEN ONE OF THE FOUR 
TESTS IS TRUE AND UP IS THE CORRECT 
DIRECTION TO MOVE. PUT A O IN THE 
ACCUMULATOR WHICH MEANS UP IS THE 
CORRECT DIRECTION. 
RETURN FROM SUBROUTINE. 
THIS SUBROUTINE IS ONE OF THE TESTS USED BY UPCHK TO SEE IF UP 
IS THE CORRECT DIRECTION TO MOVE. THIS TEST SAYS THAT IF Rl 
(CURRENT POSITION) AND RO (DESIRED POSITION) ARE BOTH IN THE 
; LOWER HALF OF THE POSSIBLE POSITIONS CO TO 39), AND RO IS 
GREATER THAN Rl, THEN UP IS THE CORRECT DIRECTION TO MOVE. 
TESTA: MOV A,RO MOVE RO TO ACCUMULATOR. 
MOV B,#40 MOVE 40 TO B REGISTER. 
LCALL LTHAN CALL SUBROUTINE LTHAN TO SEE IF RO IS 
LESS THAN 40. 
JNZ FTESTA IF IT IS NOT THEN TESTA AS STATED ABOVE 
FAILS SO JUMP TO FTESTA. 
MOY A,Rl MOVE Rl TO ACCUMULATOR. 
MOV B,#40 MOVE 40 TO B REGISTER. 
LCALL LTHAN CALL SUBROUTINE LTHAN TO SEE IF Rl rs 
LESS THAN 40. 
JNZ FTESTA IF IT IS NOT THEN TESTA AS STATED ABOVE 
FAILS SO JUMP TO FTESTA. 
MOV A,RO MOVE RO TO ACCUMULATOR. 
MOY B,Rl MOVE Rl TO REGISTER B. 
LCALL GTHAN CALL SUBROUTINE GTHAN TO SEE IF RO 
IS GREATER THAN Rl. 
JNZ FTESTA IF IT IS NOT THEN TESTA AS STATED ABOVE 
FAILS SO JUMP TO FTESTA. 
MOY A,#0 IF WE GET HERE THEN TESTA AS STATED 
ABOVE IS TRUE SO CLEAR THE ACCUMULATOR. 
RET RETURN FROM SUBROUTINE. 
FTESTA: MOV A,#1 IF WE GET HERE THEN TESTA AS STATED 
ABOVE FAILED SO PUT 1 IN ACCUMULATOR. 
RET RETURN FROM SUBROUTINE. 
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THIS SUBROUTINE IS ONE OF THE TESTS USED BY UPCHK TO SEE IF UP 
IS THE CORRECT DIRECTION TO MOVE. THIS TEST SAYS THAT IF Rl 
(CURRENT POSITION) AND RO (DESIRED POSITION) ARE BOTH IN THE 
UPPER HALF OF THE POSSIBLE POSITIONS (40 TO 79), AND RO IS 
GREATER THAN Rl, THEN UP IS THE CORRECT DIRECTION TO MOVE. 
TESTB: MOV A,RO MOVE RO TO ACCUMULATOR. 
MOV B,#39 MOVE 39 TO B REGISTER, 
LCALL GT HAN CALL SUBROUTINE GTHAN TO SEE IF RO 
IS GREATER THAN 39, 
JNZ FTESTB IF IT IS NOT THEN TESTB AS STATED ABOVE 
FAILS SO JUMP TO FTESTB. 
MDV A,Rl MOVE Rl TO ACCUMULATOR. 
MOV B,#39 MOVE 39 TO B REGISTER, 
LCALL GT HAN CALL SUBROUTINE GTHAN TO SEE IF Rl 
IS GREATER THAN 39, 
JNZ FTESTB IF IT IS NOT THEN TESTB AS STATED ABOVE 
FAILS SO JUMP TO FTESTB. 
MOV A,RO MOVE RO TO ACCUMULATOR. 
MOV B,Rl MOVE Rl TO B REGISTER, 
LCALL GTHAN CALL SUBROUTINE GTHAN TO SEE IF RD 
IS GREATER THAN Rl, 
JNZ FTESTB IF IT IS NOT THEN TESTB AS STATED ABOVE 
FAILS SO JUMP TO FTESTB. 
MDV A,#0 IF WE GET HERE THEN TESTB AS STATED 
ABOVE IS TRUE SO CLEAR ACCUMULATOR. 
RET RETURN FROM SUBROUTINE. 
FTESTB: MDV A,:IU IF WE GET HERE THEN TESTB AS STATED 
ABOVE FAILED SO PUT 1 IN ACCUMULATOR. 
RET RETURN FROM SUBROUTINE. 
THIS SUBROUTINE IS ONE OF THE TESTS USED BY UPCHK TO SEE IF UP 
IS THE CORRECT DIRECTION TO MOVE. THIS TEST SAYS THAT IF RO 
(DESIRED POSITION) IS IN THE UPPER HALF OF THE POSSIBLE MOTOR 
POSITIONS (40 TO 79), AND Rl (CURRENT POSITION) IS IN THE LOWER 
HALF OF THE POSSIBLE MOTOR POSITIONS (0 TO 39) , AND RO MINUS Rl 
IS LESS THAN 40 THEN UP IS THE CORRECT DIRECTION TO MOVE. 
TESTC: MOV A,RD MOVE RO TO ACCUMULATOR. 
MDV B,#39 MOVE 39 TO B REGISTER. 
LCALL GTHAN CALL SUBROUTINE GTHAN TO SEE IF RO 
IS GREATER THAN 39, 
JNZ FTESTC IF IT IS NOT THEN TESTC AS STATED ABOVE 
FAILS SO JUMP TO FTESTC. 
MDV A,Rl MOVE Rl TO ACCUMULATOR. 
MDV B,#40 MOVE 40 TO B REGISTER. 
LCALL LTHAN CALL SUBROUTINE LTHAN TO SEE IF Rl
IS LESS THAN 40. 
JNZ FTESTC IF IT IS NOT THEN TESTC AS STATED ABOVE 
• FAILS SO JUMP TO FTESTC ., 
MDV A,RO MOVE RD TO ACCUMULATOR. 
CLR c CLEAR THE CARRY FLAG WHICH GETS THINGS
REli.DY FOR A SUBTRACTION, 
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SUBB A,Rl LEAVE RESULT OF RO MINUS Rl 
IN ACCUMULATOR, 
MOV B,#40 MOV 40 TO B REGISTER. 
LCALL LT!iAN CALL SUBROUTINE LT�.AN TO SEE IF RO 
MINUS Rl WHICH HAS BEEN LEFT IN THE 
ACCUMULATOR IS LESS THAN 40, 
JNZ FTESTC IF IT IS NOT THEN TESTC AS STATED ABOVE 
FAILS SO JUMP TO FTESTC. 
MOV A,#0 IF WE GET HERE THEN TESTC AS STATED 
ABOVE IS TRUE SO CLEAR ACCUMULATOR. 
RET RETURN FROM SUBROUTINE. 
FTESTC, MOV A,#1 IF WE GET HERE THEN TESTC AS STATED 
ABOVE FAILED SO PUT l IN ACCUMULATOR. 
RET RETURN FROM SUBROUTINE. 
THIS SUBROUTINE IS ONE OF THE TESTS USED BY UPCHK TO SEE IF UP 
IS THE CORRECT DIRECTION TO MOVE. THIS TEST SAYS THAT IF Rl 
(CURRENT POSITION) IS IN THE UPPER HALF OF THE POSSIBLE MOTOR 
POSITIONS (40 TO 79), AND RO (DESIRED POSITION) IS IN THE 
LOWER HALF OF THE POSSIBLE MOTOR POSITIONS CO TO 39), AND Rl 
MINUS RO IS GREATER THAN 40 THEN UP rs THE CORRECT DIRECTION 
TO MOVE. 
TESTD, MOV A,Rl MOVE Rl TO ACCUMULATOR. 
MOV B,#39 MOVE 39 TO REGISTER B, 
LCALL GT HAN CALL SUBROUTINE GTHAN TO SEE IF Rl 
IS GREATER THAN 39, 
JNZ FTESTD IF IT IS NOT THEN TESTD AS STATED ABOVE 
FAILS SO JUMP TO FTESTD, 
MOV A,RO MOVE RO TO ACCUMULATOR. 
MOV B,#40 MOVE 40 TO B REGISTER. 
LCALL LTHAN ; CALL SUBROUTINE LTHAN TO SEE IF RO 
IS LESS THAN 40. 
JNZ FTESTD IF IT IS NOT THEN TESTD AS STATED ABOVE 
FAILS SO JUMP TO FTESTD. 
MOV A,Rl MOVE Rl TO ACCUMULATOR. 
CLR c CLEAR CARRY FLAG WHICH GETS THINGS 
READY FOR A SUBTRACTION. 
SUBB A,RO LEAVE RESULT OF Rl MINUS RO 
IN ACCUMULATOR. 
MOV B,#40 MOVE 40 TO B REGISTER. 
LC ALL GT HAN CALL SUBROUTINE GTHAN TO SEE IF RESULT 
Rl MINUS RO LEFT IN ACCUMULATOR IS 
GREATER THAN 4 0 , 
JNZ FTESTD IF IT IS NOT THEN TESTD AS STATED ABOVE 
FAILS SO JUMP TO FTESTD. 
MOV A, #0 IF WE GET HERE THEN TESTD AS STATED 
ABOVE rs TRUE so CLEAR ACCUMULATOR. 
RET RETURN FROM SUBROUTINE. 
FTESTD, MOV A,#1 IF WE GET HERE THEN TESD AS STATED 
ABOVE FAILED SO PUT 1 IN ACCUMULATOR. 
RET RETURN FROM SUBROUTINE, 
----- ------ ---- -- ---- ------- ------
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THE PURPOSE OF THIS SUBROUTINE IS TO SERVE AS A TIME DELAY. 
THIS DELAY IS USED TO GIVE THE STEPPER MOTOR TIME TO MOVE 
FROM ONE STEP TO THE NEXT, THIS SUBROUTINE IS USED BY SUB­
ROUTINES MOVU AND MOVD WHICH ACTUALLY MOVE THE STEPPER MOTOR. 
DELAY: MOV R7,#15 
RLOOP: MOV A,#100 
ALOOP: MOV B,#200 
BLOOP: DJNZ B,BLOOP 
DEC A 
JNZ ALOOP 
DEC R7 
JNZ RLOOP 
RET 
MOVE 15 INTO R7, R7 IS USED AS A 
TEMPORARY VARIABLE BY THIS SUBROUTINE 
AND HAS BEEN INITIALIZED FOR THE 
DELAY LOOP, 
INITIALIZE ACCUMULATOR FOR DELAY LOOP. 
RLOOP IS THE START OF THE OUTSIDE LOOP 
IN THE TRIPLE NESTED DELAY LOOP. 
INITIALIZE B REGISTER FOR DELAY LOOP. 
ALOOF IS THE START OF THE MIDDLE LOOP 
IN THE TRIPLE NESTED DELAY LOOP. 
BLOOP IS THE START AND END OF INSIDE 
LOOP IN THE TRIPLE NESTED DELAY LOOP, 
UPDATE ACCUMULATOR IN THE MIDDLE LOOP 
OF THE TRIPLE NESTED DELAY LOOP. 
END MIDDLE LOOP OF THE TRIPLE 
NESTED DELAY LOOP, 
UPDATE B REGISTER IN THE OUTSIDE LOOP 
OF THE TRIPLE NESTED DELAY LOOP, 
END OF THE OUTSIDE LOOP OF THE TRIPLE 
NESTED DELAY LOOP. 
RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO FIRST CHECK IF RO (DESIRED 
POSITION) IS EQUAL TO Rl (ACTUAL POSITION) , IF IT IS THEN THIS 
SUBROUTINE JUMPS TO CORG WHICH RAISES P3.4, WHICH IS THE FLAG 
; THAT SAYS THE STEERING MOTOR IS IN THE DESIRED POSITION. WHEN 
THE STEERING MOTOR IS IN THE DESIRED POSITION, IT IS NOT MOVED. 
IF THE STEERING MOTOR IS NOT IN THE DESIRED POSITION, LOOP MUL? 
IS EXECUTED. THIS LOOP MOVES THE STEERING STEPPER MOTOR IN THE 
UP DIRECTION UNTIL THE STEERING MOTOR IS IN THE NEXT STEERING 
POSITION UP. THERE ARE 80 POSSIBLE STEERING POSITIONS. MOVING 
THE STEERING MOTOR ONE STEP IN THE UP DIRECTION CAUSES THE 
DRIVING WHEEL TO MOVE 4,5 DEGREES IN THE UP DIRECTION, THIS 
SUBROUTINE WILL ALWAYS LEAVE THE STEERING STEPPER MOTOR IN THE 
NEXT SECTOR UP, AND IN A POSITION AS CLOSE AS POSSIBLE TO THE 
LOWER LAST SECTOR. 
MOVU: MOV 
MOV 
LCALL 
JZ 
LCALL 
A,RO 
B,Rl 
EQUAL 
CORU 
INCRl 
MOVE RO TO ACCUMULATOR. 
MOVE Rl TO B REGISTER, 
CALL SUBROUTINE EQUAL TO SEE IF RO 
IS EQUAL TO Rl, 
IF IT rs THEN THE MOTOR rs IN THE 
DESIRED POSITION SO JUMP TO CORU. 
THE MOTOR POSITION IS GOING TO INCREASE 
BY ONE POSITION, SO CALL SUBROUTINE 
INCRl WHICH PLACES IN Rl THE NEXT MOTOR 
POSITION UP FROM T�E ONE CURRENTLY IN 
Rl (0 TO 79) , 
I 
MULP: 
El1ULP: 
CORU: 
LCALL 
MOY 
MOY 
LCALL 
JZ 
LCALL 
MOY 
LCALL 
LJMP 
RET 
MOY 
ADD 
MOY 
LCALL 
RET 
GET SEC 
A,Rl 
B,R2 
EQUAL 
El1ULP 
NEXTU 
P3,R3 
DELAY 
MULP 
A,R3 
A,#16 
P3,A 
DELAY 
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CALL SUBROUTINE GETSEC TO PLACE THE 
CURRENT MOTOR SECTOR IN R2. 
MOVE Rl TO THE ACCUMULATOR, 
MOVE R2 TO B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF Rl rs 
EQUAL TO R2, IF IT rs, THEN THE MOTOR 
HAS MOVED UP ONE POSITION, AND WE ARE 
DONE. 
IF Rl EQUALS R2 THEN THE MOTOR HAS 
MOVED UP ONE POSITION, AND WE ARE DONE. 
JUMP TO EMULP. 
IF WE GET HERE THEN THE MOTOR HAS NOT 
YET MOVED TO THE NEXT POSITION IN THE 
UP DIRECTION. WE MUST MOVE THE MOTOR 
UP ANOTHER STEP. CALL SUBROUTINE NEXTU 
TO PLACE THE NEXT MOTOR NUMBER IN R3, 
THIS NUMBER WILL THEN BE WRITTEN TO P3 
TO MOVE THE MOTOR UP ONE STEP. 
WRITE NEXT MOTOR NUMBER TO P3. THIS 
MOVES THE MOTOR UP ONE STEP. 
CALL SUBROUTINE DELAY TO WAIT FOR THE 
MOTOR TO FINISH MOVING, 
JUMP TO MULP TO START LOOP OVER, 
; IF WE GET HERE THE MOTOR HAS MOVED UP 
; _TO THE NEXT STEERING POSITION SO WE 
RETURN FROM THE SUBROUTINE. 
MOVE CURRENT MOTOR NUMBER TO THE 
ACCUMULATOR, THIS TURNS MOTOR POWER 
BACK ON, 
RAISE BIT 4 OF ACCUMULATOR. THIS IS THE 
FLAG THAT SAYS THE MOTOR IS IN THE 
DESIRED POSITION, 
WRITE RESULT TO P3. 
CALL SUBROUTINE DELAY TO WAIT FOR THE 
MOTOR TO FINISH MOVING, 
RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO FIRST CHECK IF RO (DESIRED 
POSITION) IS EQUAL TO Rl (ACTUAL POSITION), IF IT IS THEN THIS 
SUBROUTINE JUMPS TO CORD WHICH RAISES P3.4, WHICH IS THE FLAG 
THAT SAYS THE STEERING MOTOR IS IN THE DESIRED POSITION. WHEN 
THE STEERING MOTOR IS IN THE DESIRED POSITION, IT IS NOT MOVED. 
IF THE STEERING MOTOR IS NOT IN THE DESIRED POSITION, LOOP MDLP 
IS EXECUTED. THIS LOOP MOVES THE STEERING STEPPER MOTOR IN THE 
DOWN DIRECTION UNTIL THE STEERING MOTOR IS IN THE NEXT STEERING 
POSITION DOWN. THERE ARE 80 POSSIBLE STEERING POSITIONS. MOVING 
THE STEERING MOTOR ONE STEP IN THE DOWN DIRECTION CAUSES THE 
DRIVING WHEEL TO MOVE 4 ,S DEGREES IN THE DOWN DIRECTION. THIS 
SUBROUTINE WILL ALWAYS LEAVE THE STEERING STEPPER MOTOR THE 
NEXT SECTOR DOWN AND IN A POSITION AS FAR AWAY FROM THE LAST 
SECTOR AS POSSIBLE. THIS SUBROUTINE DOES THIS BY ACTUALLY 
PASSING UP THE DESIRED SECTOR BY ONE MOTOR STEP, AND THEN MOV­
ING THE MOTOR UP, BACK INTO THE DESIRED SECTOR. THE REASON FOR 
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DOING THIS IS BECAUSE THERE ARE MANY STEERING MOTOR STEPS IN 
ANY SECTOR. THE DESIRED STEP IS ALWAYS AT THE END OF THE DE­
SIRED SECTOR CLOSEST TO THE NEXT SECTOR DOWN. PASSING U? THE 
DESIRED SECTOR AND THEN MOVING UP BACK INTO THE DESIRED SECTOR, 
ENABLES THE MOVD SUBROUTINE TO LEAVE THE STEERING STEPPER MOTOR 
IN THE EXACT SAME POSITION AS THE MOVU SUBROUTINE FOR ANY GIVEN 
DESIRED SECTOR. 
MOVD: 
MDLP: 
EMDLP, 
MOV 
MOV 
LCALL 
JZ 
LC ALL 
LCALL 
MOV 
MOV 
LCALL 
JZ 
LCALL 
MOV 
LCALL 
LJMP 
MOV 
MOV 
LCALL 
JZ 
RET 
A,RO 
B,Rl 
EQUAL 
CORD 
DECRl 
GET SEC 
A,lU 
B,R2 
EQUAL 
EMDLP 
NEXTD 
P3,R3 
DELAY 
MDLP 
A,RO 
B,Rl 
EQUAL 
FDWN 
MOVE RO TO ACCUMULATOR. 
MOVE Rl TO B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF RO 
; IS EQUAL TO Rl. 
;'IF IT IS THEN THE MOTOR IS IN THE 
DESIRED POSITION SO JUMP TO CORD. 
THE MOTOR POSITION IS GOING TO DECREASE 
BY ONE POSITION, SO CALL SUBROUTINE 
DECRl WHICH PLACES IN Rl THE NEXT MOTOR 
POSITION DOWN FROM THE ONE CURRENTLY 
IN Rl (0 TO 79) . 
CALL SUBROUTINE GETSEC TO PLACE THE 
CURRENT MOTOR SECTOR IN R2, 
MOVE Rl TO THE ACCUMULATOR. 
MOVE R2 TO B REGISTER. 
; CALL SUBROUTINE EQUAL TO SEE IF Rl IS 
EQUAL TO R2. 
IF Rl EQUALS R2 THEN THE MOTOR HAS 
MOVED DOWN TO THE NEXT LOWER SECTOR, 
SO JUMP TO EMDLP. 
IF WE GET HERE THEN THE MOTOR HAS NOT 
YET MOVED TO THE NEXT SECTOR IN THE 
DOWN DIRECTION. WE MUST MOVE THE MOTOR 
DOWN ANOTHER STEP. CALL SUBROUTINE 
NEXTD TO PLACE THE NEXT MOTOR NUMBER IN 
R3, THIS NUMBER WILL THEN BE WRITTEN TO 
P3 TO MOVE THE MOTOR DOWN ONE STEP, 
WRITE NEXT MOTOR NUMBER TO P3, THIS 
MOVES THE MOTOR DOWN ONE STEP. 
CALL SUBROUTINE DELAY TO WAIT FOR THE 
MOTOR TO FINISH MOVING. 
JUMP TO MDLP TO START LOOP OVER. 
IF WE GET HERE THEN THE MOTOR HAS MOVED 
DOWN ONE SECTOR. THE VALUE OF THIS 
SECTOR IS STORED IN Rl AND R2. WE MUST 
NOW CHECK IF THE MOTOR rs IN THE 
DESIRED POSITION, SO MOVE THE DESIRED 
POSITION TO THE ACCUMULATOR. 
MOVE THE CURRENT SECTOR WE ARE AT 
TO THE B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF THE 
CURRENT SECTOR IS THE DESIRED POSITION. 
IF THE CURRENT SECTOR IS THE DESIRED 
POSITION JUMP TO FDWN, 
IF THE CURRENT SECTOR IS NOT THE 
DESIRED POSITION, WE HAVE FINISHED 
MOVING DOWN ONE SECTOR SO RETURN 
I 
I 
FDWN: LCALL 
MOV 
nov 
LCALL 
JNZ 
LC ALL 
MOV 
LCALL 
LJMP 
FDUP: LCALL 
MOV 
MOV 
LCALL 
JZ 
LCA.LL 
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FROM SUBROUTINE. 
GETSEC IF WE GET HERE, WE HAVE MOVED DOWN ONE 
SECTOR AND ARE IN THE DESIRED POSITION, 
WE ARE HOWEVER, NOT AT THE EDGE OF THE 
DESIRED POSITION CLOSEST TO THE NEXT 
SECTOR DOWN, WE MUST THEREFORE PASS UP 
THE DESIRED POSITION IN THE DOWN 
DIRECTION AND THEN MOVE IN THE UP 
; DIRECTION, BACK TO THE DESIRED POSITION, 
CALL SUBROUTINE GETSEC TO PLACE IN R2 
THE VALUE OF THE CURRENT SECTOR. 
A,Rl MOVE THE VALUE OF THE DESIRED POSITION 
TO PASS UP IN THE DOWN DIRECTION TO 
THE ACCUMULATOR, 
B,R2 MOVE THE CURRENT SECTOR TO B REGISTER. 
EQUAL CALL SUBROUTINE EQUAL TO SEE IF WE 
HAVE PASSED UP THE DESIRED POSITION 
IN THE DOWN DIRECTION, 
FDUP IF Rl DOES NOT EQUAL R2, THEN WE HAVE 
PASSED UP THE DESIRED POSITION IN THE 
DOWN DIRECTION, SO JUMP TO FDUP TO MOVE 
IN THE UP DIRECTION BACK INTO THE 
DESIRED POSITION. 
NEXTD IF WE ARE HERE, HAVE NOT YET PASSED 
: UP THE DESIRED DIRECTION IN THE DOWN 
DIRECTION SO CALL SUBROUTINE NEXTD 
WHICH PLACES IN R3 THE NEXT MOTOR 
MOVEMENT NUMBER IN ORDER TO MOVE THE 
STEERING STEPPER MOTOR DOWN ONE STEP, 
P3,R3 WRITE R3 TO P3. THIS CAUSES THE 
STEERING STEPPER MOTOR TO MOVE 
DOWN ONE STEP. 
DELAY CALL SUBROUTINE DELAY TO WAIT FOR THE 
STEERING STEPPER MOTOR TO MOVE, 
FDWN JUMP TO. FDWN TO START LOOP OVER AGAIN, 
GETSEC IF WE GET HERE, WE HAVE PASSED UP THE 
DESIRED MOTOR POSITION IN THE DOWN 
DIRECTION, AND MUST NOW MOVE IN THE UP 
DIRECTION BACK TO THE DESIRED POSITION. 
CALL SUBROUTINE GETSEC TO PLACE IN R2 
THE CURRENT MOTOR SECTOR, 
A,Rl MOVE THE DESIRED POSITION TO THE 
ACCUMULATOR, 
B,R2 MOVE THE CURRENT SECTOR TO B REGISTER, 
EQUAL CALL SUBROUTINE EQUAL TO SEE IF Rl IS 
EQUAL TO R2, 
EFDUP IF Rl EQUALS R2 THEN WE HAVE MOVED IN 
THE UP DIRECTION, BACK INTO THE 
DESIRED POSITION, SO JUMP TO EFDUP. 
NEXTU IF Rl IS NOT EQUAL TO R2 THEN WE HAVE 
NOT YET MOVED IN THE UP DIRECTION BACK 
INTO THE DESIRED POSITION, SO CALL 
SUBROUTINE NEXTU WHICH PLACES IN R3 THE 
NEXT MOTOR NUMBER WHICH MOVES THE 
STEERING STEPPER MOTOR ONE STEP IN 
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THE UP DIRECTION. 
MOY P3,R3 WRITE R3 TO P3. THIS MAKES THE STEERING 
STEPPER MOTOR MOVE UP ONE STEP. 
LCALL DELAY CALL SUBROUTINE DELAY TO WAIT FOR THE 
STEERING STEPPER MOTOR TO FINISH MOVING. 
LJMP FDUP JUMP TO FDUP TO START LOOP OVER. 
EFDUP: RET IF WE GET HERE THEN THE STEERING 
STEPPER MOTOR HAS MOVED DOWN ONE 
SECTOR, AND IS IN THE DESIRED POSITION, 
SO RETURN FROM THIS SUBROUTINE. 
CORD: MOY A,R3 MOVE CURRENT MOTOR NUMBER TO THE 
ACCUMULATOR. 
ADD A,#16 RAISE BIT 4 OF ACCUMULATOR. THIS IS 
THE FLAG THAT SAYS THE MOTOR IS IN 
THE DESIRED POSITION. 
MOY P3,A WRITE RESULT TO P3. THIS TURNS MOTOR 
POWER BACK ON. 
LCALL DELAY CALL SUBROUTINE DELAY TO WAIT FOR THE 
MOTOR TO FINISH MOVING. 
RET RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO LOOK AT THE VALUE STORED 
IN R3 AND THEN FIGURE OUT THE NEXT NUMBER IN ORDER TO MOVE THE 
MOTOR ONE STEP UP AND PLACE THIS NUMBER IN R3. THE MOTOR MOVES 
UP IF THE NUMBERS DISPLAYED ON THE LOWER FOG'R BITS OF P3 GO IN 
THE FOLLOWING SEQUENCE 8,4,2,1. EACH TIME THE NUMBER CHANGES 
THE MOTOR MOVES UP ONE STEP. 
NEXTU: CJNE R3,#l,UN1 CHECK IF R3 CONTAINS 1. 
MOY R3,#8 IF IT DOES MOVE 8 TO R3. 
RET RETURN FROM SUBROUTINE. 
UNl: CJNE R3 ,#2, UN2 CHECK IF R3 CONTAINS A 2. 
MOY R3,#l IF IT DOES MOVE 1 TO R3. 
RET RETURN FROM SUBROUTINE, 
UN2: CJNE R3,#4 ,UN4 CHECK IF R3 CONTAINS A 4. 
MOY R3,#2 IF IT DOES MOVE 2 TO R3. 
RET • RETURN FROM SUBROUTINE . 
UN4: CJNE R3,#8,UN8 CHECK IF R3 CONTAINS AN 8. 
MOY R3,#4 IF IT DOES MOVE 4 TO R3. 
RET RETURN FROM SUBROUTINE. 
UN8: LJMP UN8 IF WE GET TO HERE THERE IS A PROGRAM 
ERROR AND WE GO INTO AN INFINITE 
LOOP. THIS SHOULD NEVER HAPPEN. 
THE PURPOSE OF THIS SUBROUTINE IS TO LOOK AT THE VALUE STORED 
IN R3 AND THEN FIGURE OUT THE NEXT NUMBER IN ORDER TO MOVE THE 
MOTOR ONE STEP DOWN AND PLACE THIS NUMBER IN R3. THE MOTOR 
; MOVES DOWN IF THE NUMBERS DISPLAYED ON THE LOWER FOUR BITS OF
P3 GO IN THE FOLLOWING SEQUENCE 1,2,4,8. EACH TIME THE NUMBER 
CHANGES, THE MOTOR MOVES DOWN ONE STEP. 
I 
I 
!
( 
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NEXTD, CJNE R3,#l,DN1 CHECK IF R3 CONTAINS A 1. 
MOV R3 ,#2 IF IT DOES MOVE 2 TO R3. 
RET RETURN FROM SUBROUTINE. 
DNl: CJNE R3,#2,DN2 CHECK IF R3 CONTAINS A 2. 
MOV R3,#4 IF IT DOES MOVE 4 TO R3. 
RET RETURN FROM SUBROUTINE. 
DN2, CJNE R3,#4,DN4 CHECK IF R3 CONTAINS A 4. 
MOV R3 ,#8 IF IT DOES MOVE 8 TO R3. 
RET RETURN FROM SUBROUTINE, 
DN4: CJNE R3,#8,DN8 CHECK IF R3 CONTAINS AN 8. 
MDV R3,#l IF IT DOES MOVE 1 TO R3. 
RET RETURN FROM SUBROUTINE. 
DN8, LJMP DN8 IF WE GET HERE THERE IS A PROGRAM 
ERROR AND WE ENTER AN INFINITE LOOP, 
THIS SHOULD NEVER HAPPEN. 
THIS SUBROUTINE CHECKS THE VALUE OF THE ACCUMULATOR AND THE B 
REGISTER AND SETS THE ACCUMULATOR TOO IF THEY ARE EQUAL OR l 
IF THEY ARE NOT EQUAL. 
EQUAL, CLR 
SUEB 
JZ 
MOV 
EEQUAL, RET 
c 
A,B 
EEQUAL 
A,#1 
CLEAR CARRY GETS READY FOR SUBTRACTION. 
LEAVE RESULT OF ACCUMULATOR MINUS THE 
B REGISTER IN ACCUMULATOR. 
IF ACCUMULATOR IS O THEN VALUE 
OF ACCUMULATOR EQUALED THE VALUE OF 
THE B REGISTER SO JUMP TO EEQUAL. 
IF ACCUMULATOR IS NOT O THEN VALUE 
OF ACCUMULATOR DID NOT EQUAL VALUE OF 
B REGISTER SO MOVE 1 TO ACCUMULATOR. 
RETURN FROM SUBROUTINE, 
THIS SUBROUTINE CHECKS THE VALUE OF THE ACCUMULATOR AND THE B 
REGISTER AND SETS THE ACCUMULATOR TOO IF THE PRESENT VALUE 
OF THE ACCUMULATOR IS GREATER THAN THE VALUE OF THE B REGISTER. 
IF NOT, THE ACCUMULATOR IS SET TO l. 
GTHAN: CLR 
SUBB 
JC 
JZ 
MDV 
C CLEAR CARRY GETS READY FOR SUBTRACTION. 
A,B LEAVE RESULT OF ACCUMULATOR MINUS THE 
B REGISTER IN ACCUMULATOR. 
FGTHAN IF THE CARRY BIT IS ON AFTER THE 
SUBTRACTION THEN THE VALUE OF THE 
ACCUMULATOR WAS NOT GREATER THAN THE 
VALUE OF THE B REGISTER SO JUMP TO 
FGTHAN. 
FGTHAN IF THE ACCUMULATOR ISO AFTER THE 
SUBTRACTION THEN THE VALUE OF THE 
ACCUMULATOR WAS NOT GREATER THAN THE 
VALUE OF THE B REGISTER SO JUMP TO 
FGTHAN. 
A,#0 IF WE ARE HERE THEN THE VALUE OF THE 
ACCUMULATOR WAS GREATER THAN THE 
RET 
FGTHAN, MOV 
RET 
A,#l 
lSO 
VALUE OF THE B REGISTER SO MOVE 
O INTO THE ACCUMULATOR. 
RETURN FROM SUBROUTINE. 
IF WE ARE HERE THEN THE VALUE OF THE 
ACCUMULATOR WAS NOT GREATER THAN THE 
VALUE OF THE B REGISTER SO MOVE A 
l TO THE ACCUMULATOR, 
RETURN FROM SUBROUTINE. 
J THIS SUBROUTINE CHECKS THE VALUE OF THE ACCUMULATOR AND THE B 
REGISTER AND SETS THE ACCUMULATOR TOO IF THE PRESENT VALUE 
OF THE ACCUMULATOR IS LESS THAN THE VALUE OF THE B REGISTER. 
IF NOT, THE ACCUMULATOR IS SET TO l,
LTHAN, CLR 
SUBB 
JC 
MOV 
RET 
TLTHAN, MOY 
RET 
END 
C CLEAR CARRY GETS READY FOR SUBTRACTION. 
A,B LEAVE RESULT OF ACCUMULATOR MINUS THE 
B REGISTER IN THE ACCUMULATOR. 
TLTHAN IF THE CARRY BIT IS ON AFTER THE 
SUBTRACTION THEN THE VALUE OF THE 
ACCUMULATOR WAS LESS THAN THE VALUE 
OF THE B REGISTER SO JUMP TO TLT!ihN. 
A,#i IF WE ARE HERE THEN THE VALUE OF THE 
ACCUMULATOR WAS NOT LESS THAN THE 
VALUE OF THE B REGISTER SO MOVE A 
l TO THE ACCUMULATOR. 
RETURN FROM SUBROUTINE. 
A,#0 IF WE ARE HERE THEN THE VALUE OF 
THE ACCUMULATOR WAS LESS THAN THE 
VALUE OF THE B REGISTER SO MOVE 
; 0 INTO THE ACCUMULATOR. 
RETURN FROM SUBROUTINE. 
END OF PROGRAM, 
----------·- -· 
I 
I 
I 
I 
!
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D.3 The Ultrasonic Motor Software Listing
THE FOLLOWING ARE VARIABLES USED BY THIS PROGRAM, 
RO DESIRED MOTOR POSITION READ IN THROUGH PORT l 
(VALUE O TO 47) , 
Rl ACTUAL MOTOR POSITION (VALUE OTO 47), 
R2 ACTUAL MOTOR POSITION SECTOR READ IN THROUGH PORT 2 
(VALUE O TO 15) . 
R3 CURRENT MOTOR NUMBER DISPLAYED ON LOW FOUR BITS OF PORT 3 
(VALUE 1,2,4,8), 
R4 FLAG USED TO TELL IF FIRE ULTRASONIC SENSOR COMMAND 
SHOULD BE GIVEN IF THE MOTOR IS IN DESIRED POSITION. 
READ IN ON HIGHEST BIT OF PORT l, (VALUE 128 MEANS 
GIVE FIRE COMMAND WHEN MOTOR IS IN DESIRED POSITION, 
VALUE O MEANS DO NOT GIVE FIRE COMMAND WHEN MOTOR IN 
DESIRED POSITION) 
RS -- TIME DELAY CONSTANT. AFFECTS LENGTH OF TIME SPENT IN 
SUBROUTINE DELAY. 
ORG 
MOY 
MOY 
MOY 
MOY 
MOY 
MOY 
MDV 
MDV 
MDV 
MUL 
INC 
MGV 
OOOOH 
P2, #255 
P0,#255 
Pl,#255 
P3,#l 
R3,#l 
RS,#255 
A,P2 
R2,A 
B, ff 3
AB 
A 
Rl ,A. 
INITIALIZE PROGRAM LOCATION. 
INITIALIZE ?ORT 2 FOR INPUT. 
INITIALIZE PORT O WHICH IS NOT USED. 
INITIALIZE PORT 1 FOR INPUT. 
MOVE 1 TO PORT 3 WH!CH TURNS ON ':'VT:2:X
POLE A ON THE ULTRASONIC SYSTEM TOTEM 
POLE BOARD. r:cs RAISES PIN A TO +12 V 
OF THE ULTRASONIC MOTOR AND LOCKS THE 
MOTOR INTO ITS INITIAL POSITION. 
MOVE l INTO REGISTER 3. REGISTER 3 IS 
USED TO KEEP TRACK OF THE LAST NUME:s:R. 
WRITTEN TO PORT 3, 
I'NITIALIZE REGISTER 5, REGISTER 5 IS
USED AS A DELAY CONSTANT BY SUBROUTINE 
DELAY, AND IS COMPUTED BY SUBROUTINE 
FDLY, THE VALUE OF RS DETERMINES THE 
TIME BETWEEN STEPS DURING MOTOR 
MOVEMENT. 
MOVE P2 INTO ACCUMULATOR, P2 IS HOOKED 
TO THE PHOTO SWITCHES AND WILL HAVE A 
VALUE OF OTO 15 DEPENDING ON WHICH 
SECTOR THE STEPPER MOTOR IS POSITIONED 
IN INITIALLY. 
MOVE THE MOTORS PRESENT SECTOR TO R2. 
R2 IS USED BY THIS PROGRAM TO KEEP 
TRACK OF THE CURRENT SECTOR THAT THE 
MOTOR IS AT, 
PREPARE TO MULTIPLY THE CURRENT SECTOR 
BY 3,
MULTIPLY THE CURRENT SECTOR BY 3,
NOW INCREMENT T�:S VA�UE. 
MOVE THIS VALUE INTO Rl, Rl IS USED BY 
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THIS PROGRAM TO KEEP TRACK OF THE I MOTORS CURRENT POSITION. THERE ARE 3 
MOTOR POSITIONS FOR EACH SECTOR. 
THE STEPPER MOTOR IS A 48 STEP STEPPER I MOTOR AND Rl WILL CONTAIN A VALUE OF OTO 47 DEPENDING ON THE CURRENT MOTOR 
POSITION. RIGHT NOW Rl HAS BEEN 
INITIALIZED TO THE MIDDLE POSITION OF ITHE PRESENT SECTOR JUST READ IN ON P2, 
FOR EXAMPLE IF P2 HAS A VALUE OF 4, 
THEN Rl WILL BE INITIALIZED TO 13. 
THE FOLLOWING IS THE MAIN LOOP OF THE PROGRA.�. IN TH:S LOOP THE 
SUBROUTINE DESIRE IS CALLED TO READ FROM PORT 1 A NUMBER O Tb 
47 WHICH WILL CORRESPOND TO !HE DESIRED MOTOR LOCATION WE WISH 
OUR MOTOR TO BE IN. THIS VALUE WILL BE STOREJ IN RO. T�E SUB­
ROUTINE ACTUAL WILL THEN EE CALLED TO READ FROM PORT 2 THE 
ACTUAL SECTOR WE ARE AT (NUMBER O TO 15) . THIS ACTUAL SECTOR 
WILL BE COMPARED TO Rl WHICH IS THE POSITION WE THINK WE ARE AT 
(NUMBER O TO 47). IF Rl IS INCONSISTENT WITH THE SECTOR REA;)ING 
JUST TAKEN, SUBROUTINE ACTUAL WILL REINITIALIZE Rl USING THE 
SECTOR READING JUST TAKEN. WHEN WE RETURN FROM ACTUAL THEN RO 
WILL CONTAIN THE MOTOR POSITION WE WANT TO BE AT AND Rl WILL 
CONTAIN THE MOTOR POSITION WE ARE AT. THE SUEROUTDIE FIGMOV 
WILL THEN BE CALLED IN ORDER TO FIGURE OUT WHICH DIRECTION TO 
MOVE THE MOTOR, AND WILL MOVE THE MOTOR ONE STEP CLOSER TO THE 
DESIRED POSITION, AFTER ENOUGH TIMES THROUGH THE MAIN LOOP, THE 
MOTOR WILL EE IN THE DESIRED POSITION AND FIGMOV WILL NOT MOVE 
IT ANY MORE UNTIL A NEW DESIRED POSITION IS READ IN SUBROUTINE 
DESIRE·, OR THE MOTOR IS KNOCKED PHYSICALLY OUT OF ITS DESIRED 
POSITION. 
LOOP: LCALL 
LC ALL 
LCALL 
LJMP 
DESIRE 
ACTUAL 
FIGMOV 
LOOP 
CALL SUBROUTINE DESIRE TO READ FROM 
PORT l THE DESIRED MOTOR POSITION 
AND PLACE IT IN RO. 
CALL SUBROUTINE ACTUAL TO READ FROM 
PORT 2 THE PRESENT MOTOR SECTOR AND 
PLACE ITS VALUE IN R2. COMPARE AND 
REINITIALIZE IF NECESSARY THE CURRENT 
MOTOR POSITION AND PLACE THE VALUE 
IN Rl. 
CALL SUBROUTINE FIGMOV TO FIGURE OUT 
WHICH DIRECTION TO MOVE THE MOTOR IN 
ORDER TO GET ONE STEP CLOSER TO THE 
DESIRED MOTOR POSITION. IF A MOVE rs 
NEEDED, FIGMOV WILL MOVE THE MOTOR 
IN THE RIGHT DIRECTION THAT ONE S7EP 
CLOSER TO THE DESIRED MOTOR POSITION. 
JUMP TO LOOP AND START THE MAIN LOC? 
OVER AGAIN, 
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THIS SUBROUTINE READS Pl, WHICH IS THE COMMAND BYTE THAT TELLS 
THIS MICROCONTROLLER THE DESIR;;:!) POSITION OF THE ULTilASONIC 
SENSOR POSITIONING MOTOR. THIS SHOULD BE A VALUE FROM OTO 47. 
IF IT IS NOT, THIS SUBROUTINE WILL LOOP UNTIL SUCH A NUM5ER IS 
READ. THE DESIRED POSITION IS THEN STORED IN RO. ASIDE FROM 
CONTROLLING THE POSITION OF THE ULTRASONIC SENSOR MOTOR, THIS 
875lH ALSO TELLS THE 8751H CONTROLLING THE FIRING OF THE ULTRA­
SONIC SENSOR WHEN TO FIRE, FOR THIS REASON THE HIGHEST BIT OF 
THE COMMAND BYTE READ IN ON Pl IS USED. THE VALUE OF THIS BIT 
IS STORED IN R4. IF THIS BIT IS HIGH AND THE MOTOR rs IN THE 
CORRECT POSITION, THIS 875lH WILL TELL THE 675lH CONTROLLING 
THE ULTRASONIC SENSOR TO FIRE THE ULTRASONIC SENSOR. THIS 675lH 
DOES THIS BY RAISING ITS P3,5 PIN. ONLY IF THIS BIT IS ON WHEN 
THE MOTOR IS IN THE CORRECT POSITION WILL THE ULTRASONIC SENSOR 
BE FIRED. 
DESIRE, MOV 
MOV 
ANL 
MOV 
MOV 
LC ALL 
JZ 
MOV 
ANL 
MOV 
RET 
A,Pl 
R4,A 
A,#63 
RO,A 
B,#47 
GT HAN 
DESIRE 
A 1 R4 
MOVE THE COMMAND BYTE FROM Pl TO 
THE ACCUMULATOR. 
MOVE THE SAME BYTE TO R4 WHICH IS ONLY 
TEMPORARY. 
MASK OFF HIGHEST TWO BITS OF THE 
COM11AND BYTE. 
MOVE DESIRED MOTOR POSITION TO RO. 
PREPARE TO CHECK IF DESIRED POSITION 
IS GREATER THAN 47. 
CALL SUBROUTINE GTHAN WHICH GIVES THE 
ACCUMULATOR AO VALUE IF THE C"RRENT 
ACCUMULATOR VALUE (DESIRED MOTOR POS,) 
IS GREATER T!"iAN CURRENT VALUE O? THE 
B REGISTER (NOW 47). 
IF DESIRED MOTOR POSITION IS GREAT�R 
THAN 47 JUMP TO DESIRE AND GET A NEW 
COMMAND BYTE READING. 
IF WE GET HERE THE COMMAND BYTE READ 
IN rs GOOD AND A TEMPORARY COPY OF IT 
IS IN R4. VALUE OF LEA.ST SIGNIFICANT 
6 BITS I:iAVE BEEN STORED IN RO. WE NEEJ 
TO STORE MOST SIGNIFICANT BIT OF THE 
COM!1AND BYTE IN R4. MOVE VALUE OF 
R4 TO ACCUMULATOR. 
MASK OFF ALL BUT MOST SIGNIFICANT BIT, 
STORE THIS VALUE IN R4. 
RETURN FROM THIS SUBROUTINE. 
THE PURPOSE OF THIS FUNCTION IS TO READ PORT 2 IN ORDER TO SEE 
WHAT SECTOR THE MOTOR rs ClJllRENTLY IN (NUMBER O TO 15) . THIS 
SECTOR IS COMPARED TO Rl WHICH IS THE PRESENT MOTOR POSITION WE 
THINK WE ARE AT. IF THE SECTOR JUST READ DOES NOT CORRESPOND TO 
THE VALUE OF Rl, THEN THIS FUNCTION WILL ASSIGN Rl A NEW VALUE. 
WHEN THIS FUNCTION RETURNS, Rl WILL CONTAIN THE CURRENT MOTOR 
POSITION (NUMBER OTO 47) AND R2 WILL CONTAIN CUR.�ENT MOTOR 
SECTOR (NUMBER O TO 15) . 
ACTUAL, MOV 
MOV 
MOV 
MOV 
MOV 
MOV 
DIV 
MOV 
LCALL 
JNZ 
RET 
BR!, MOV 
MOV 
MUL 
INC 
MOV 
MOV 
JZ 
MOV 
MOV 
LCALL 
JZ 
LJMP 
IND, MOV 
MOV 
!.CALL 
A,R2 
R6,A 
A,P2 
R2,A. 
A,Rl 
B,#3 
AB 
B,R2 
EQUAL 
BRl 
A,R2 
B, # 3
AB 
A 
Rl,A 
A,R2 
IND 
A,R2 
B,1:t15 
EQUAL 
INF 
NFOC 
A,R6 
B,#15 
EQUAL 
164 
MOVE OLD MOTOR SECTOR TO ACCUMULATOR. 
SAVE OLD MOTOR SECTOR IN R6. 
READ IN NEW MOTOR SECTOR FROM P2. 
STORE NEW MOTOR SECTOR IN R2. 
IF Rl CONTAINS A CONSISTENT MOTOR 
POSITION THEN Rl DIVIDED BY 3 THROWING 
AWAY THE REMAINDER SHOULD EQUAL THE 
PRESENT SECTOR JUST READ. REMEMBER 
THERE ARE 3 STEPS OR MOTOR POSITIONS 
PER SECTOR. MOVE Rl TO ACCUMULATOR. 
PREPARE TO DIVIDE ACCUMULATOR BY 3,
DIVIDE ACCUMULATOR BY 3, 
MOVE CURRENT SECTOR TO B REGISTER. 
CALL SUBROUTINE EQUAL WHICH LEAVES A 
ZERO IN THE ACCUMULATOR IF THE PRESENT 
ACCUMULATOR VALUE EQUALS THE VALUE 
IN THE B REGISTER. 
IF ACCUMULATOR IS NOT ZERO THEN 
THE CURRENT MOTOR POSITION STORED IN 
Rl IS NOT CONSISTENT WITH THE CURR.ENT 
SECTOR STORED IN R2. Rl MUST BE 
RE-INITIALIZED. JUMP TO BR� TO 
RE-INITIALIZE CURRENT MOTOR POSITION 
AND STORE IT IN Rl, 
IF WE ARE HERE THEN CURRENT MOTOR 
POSITION STORED IN Rl IS CONSISTENT 
WITH CURRENT SECTOR STORED IN R2 
SO WE RETURN FROM SUBROUTINE, 
MOVE CURRENT SECT02 TO ACCUMULATOR. 
PREPARE TO MULTIPLY BY 3.
MULTIPLY CURRENT SECTOR BY 3, 
NOW INCREMENT RESULT. 
STORE RESULT IN Rl WHICH IS NOW THE 
MIDDLE MOTOR POSITION OF THE CURRENT 
SECTOR. WE NOW USE THE PRESENT SECTOR 
AND LAST SECTOR TO CHANGE FROM THE 
MIDDLE POSITION OF THE CURRENT SECTOR 
TO EITHER THE UPPER OR LOWER POSITION 
OF THE CURRENT SECTOR. 
MOVE CURRENT SECTOR TO ACCUMULATOR 
JUMP TO IND IF THE CURRENT SECTOR IS 
SECTOR ZERO. 
MOVE CURRENT SECTOR TO ACCUMULATOR, 
MOVE 15 TO B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF THE 
CURRENT SECTOR IS SECTOR 15. 
JUMP TO INF IF CURRENT SECTOR IS 
SECTOR 15, 
IF WE GET HE:P.E THEN THE CURREN: SECTOR 
IS NOTO QR 15. JUMP TO NFOC. 
IF WE GET HERE THEN THE CURRENT SECTOR 
IS SECTOR ZERO. MOVE OLD SECTOR TO 
THE ACCUMULATOR, 
MOVE 15 TO B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF Oln 
INF: 
NFOC: 
DRl: 
JNZ 
MOY 
RET 
MOY 
JNZ 
MOY 
RET 
MOY 
MOY 
LCALL 
JZ 
MOY 
MOY 
LCALL 
JZ 
RET 
LCALL 
NFOC 
Rl,#0 
A,R6 
NFOC 
Rl,�47 
A,R2 
B,R6 
GT HAN 
DRl 
A,R2 
B,R6 
LTHAN 
IR! 
DECRl 
------------ --
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SECTOR WAS SECTOR 15. 
IF CURRENT SECTOR IS ZERO BUT OLD 
SECTOR WAS NOT 15 JUMP TO NFOC. 
IF WE GET HERE THEN THE CURRENT SECTOR 
IS ZERO AND THE OLD SECTOR WAS 15. THE 
REINITIALIZED MOTOR POSITION STORED 
IN Rl IS ZERO, 
RETURN FROM THIS SUBROUTINE; 
IF WE GET HERE THEN THE CURRENT SECTOR 
IS SECTOR 15. MOVE OLD SECTOR TO 
THE ACCUMULATOR. 
IF CURRENT SECTOR IS 15 BUT OLD SECTOR 
WAS NOT ZERO JUMP TO NFOC, 
IF WE GET HERE THEN THE CURRENT SECTOR 
IS 15 AND THE OLD SECTOR WAS ZERO. THE 
REINITIALIZED MOTOR POSITION STORED 
IN Rl IS 47. 
RETURN FROM THIS SUBROUTINE. 
IF WE GET HERE WE DID NOT JUST CROSS 
"FROM SECTOR OTO SECTOR 15, OR FROM 
SECTOR 15 TO SECTOR 0, BUT WE DID P.AVE 
AN Rl VALUE THAT WAS NOT CONSISTENT 
WITH THE CURRENT SECTOR STORED IN R2. 
Rl NOW HAS THE VALUE OF THE MIDDLE 
MOTOR POSITION OF THE CURRENT SECTOR. 
WE WILL USE THE PRESENT SECTOR AND THE 
OLD SECTOR TO DETERMINE WHETHER TO 
CHANGE THE VALUE OF Rl TO THE UPPER OR 
LOWER MOTOR POSITION OF THE CURRENT 
SECTOR, MOVE THE CURRENT SECTOR TO 
THE ACCUMULATOR, 
MOVE THE OLD SECTOR TO B REGISTER. 
CALL SUBROUTINE GTHAN WHICH WILL LEAVE 
A ZERO IN THE ACCUMULATOR IF THE 
CURRENT VALUE OF THE ACCUMULATOR rs 
GREATER THAN THE CURRENT VALUE OF 
THE B REGISTER. 
IF THE CURRENT SECTOR IS GREATER THAN 
THE OLD SECTOR JUMP TO DRl, 
MOVE CURRENT SECTOR TO ACCUMULATOR. 
MOVE OLD SECTOR TO B REGISTER, 
CALL SUBROUTINE LTHAN WHICH WILL LEAVE 
A ZERO IN THE ACCUMULATOR IF THE 
CURRENT VALUE OF THE ACCUMULATOR rs 
LESS THAN THE CURRENT VALUE OF THE 
B REGISTER. 
IF CURRENT SECTOR IS LESS THAN THE OLD 
; SECTOR JUMP TO IRl, 
IF WE GET HERE THEN THE CUP.RENT SECTOR 
IS THE SAME AS THE OLD SECTOR AND THE 
MIDDLE MOTOR POSITION FOR THE CURRENT 
l MOTOR POSITION NOW STORED IN Rl IS 
THE REINITIALIZED MOTOR POSITION 
AND WE RETURN FROM THIS SUBROUTINE. 
IF WE GET HERE THEN THE CUREENT SECTOR 
IRl: 
RET 
LCALL 
RET 
INCRl 
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IS GREATER THAN THE OLD SECTOR AND WE 
CALL SUBROUTINE DECRl WHICH DECREMENTS 
THE VALUE OF Rl AND LEAVES THE LOWER 
MOTOR POSITION OF THE CURRENT SECTOR 
AS THE REINITIALIZED MOTOR POSITION, 
RETURN FROM THIS SUBROUTINE. 
IF WE GET HERE THEN THE CURRENT SECTOR 
IS LESS THAN THE OLD SECTOR AND WE 
CALL SUBROUTINE INCRl WHICH INCREMENTS 
THE VALUE OF Rl AND LEAVES THE UPPER 
MOTOR POSITION OF THE CURRENT SECTOR 
AS THE REINITIALIZED MOTOR POSITION. 
RETURN FROM THIS SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO FIGURE OUT WHICH DIRECTION 
TO MOVE THE MOTOR IN ORDER TO GET 1 STEP CLOSER TO THE DESIRED 
POSITION. THIS SUBROUTINE FIRST CALLS SUBROUTINE UPCHK WHICH 
PERFORMS TESTS ON Rl AND RO WHICH CONTAIN THE CURRENT MOTOR 
POSITION AND THE DESIRED POSITION RESPECTIVELY. IF THE CORRECT 
MOTOR MOVE IS UP (CLOCKWISE), THEN SUBROUTINE UPCHK WILL LEAVE 
AO IN THE ACCUMULATOR AND THIS SUBROUTINE WILL JUMP TO LMU 
WHICH CALLS SUBROUTINE MOVU WHICH ACTUALLY MOVES THE MOTOR ONE 
STEP UP (CLOCKWISE). IF THE COR.�ECT MOTOR MOVE IS DOWN, SUB­
ROUTINE UPCHK WILL NOT LEAVE AO IN THE ACCUMULATOR AND SUB­
ROUTINE MOVD WHICH ACTUALLY MOVES THE MOTOR ONE STF.P DOWN 
(COUNTERCLOCKWISE) WILL BE CALLED. :F THE MOTOR HAPPENS TO 
ALREADY BE IN THE DESIRED POSITION, THEN EITHER SUBROUTINE 
MOVU OR MOVD WILL CHECK R4 TO SEE IF THE ULTRASONIC SENSOR 
SHOULD BE FIRED. IF R4 IS NOT ZERO AND THE MOTOR IS IN THE 
DESIRED POSITION, P3.5 WILL BE RAISED TO TELL THE 8751H 
CONTROLLING THE ULTRASONIC SENSOR TO FIRE THE ULTRASONIC SENSOR 
AND TAKE A DISTANCE READING. ANY TIME THE MOTOR IS NOT IN THE 
DESIRED POSITION, THIS PROCESSOR WILL RAISE P3.4 WHICH TELLS 
THE 8751H CONTROLLING THE ULTRASONIC SENSOR TO CLEAR ANY 
DISTANCE READING THAT IT MIGHT BE DISPLAYING IN ITS P3 AND Pl 
PORTS (SEE ULTRASONIC SENSOR CONTROL BOARD). 
FIGMOV: LCALL 
JZ 
LC ALL 
RET 
LMU: LCALL 
RET 
UPC HK 
LMU 
MOVD 
MOVU 
CALL SUBROUTINE UPCHK TO DETERMINE 
WHICH DIRECTION TO MOVE THE MOTOR. 
IF ACCUMULATOR HAS A ZERO !N IT THEN 
THE CORRECT MOVE rs UP (CLOCKWISE) . 
JUMP TO LMU AND CALL SUBROUTINE MOVU 
WHICH WILL MOVE THE MOTOR UP ONE STEP, 
IF WE GET HERE THEN THE CORRECT MOTOR 
MOVE IS DOWN. CALL SUBROUTINE MOV� 
WHICH MOVES THE MOTOR DOWN ONE STEP. 
RETURN FROM SUBROUTINE. 
IF WE GET HERE THEN THE CORRECT MOTOR 
MOVE IS UP. CALL SUBROUTINE MOVU WEICH 
WILL MOVE THE MOTOR UP ONE STEP. 
RETURN FROM SUBROUTINE. 
I 
I 
( 
187 
THE PURPOSE OF THIS SUBROUTINE IS TO DECREMENT Rl, HOWEVER, IF 
Rl HAPPENS TO EEO THEN THE NEW VALUE IS 47, THIS IS BECAUSE 
Rl KEEPS TRACK OF THE CURRENT MOTOR POSITION. IF WE ARE AT 
POSITION O AND WE MOVE DOWN ONE STEP, WE WILL BE AT POSITION 47, 
DECRl: MOV A,Rl MOVE Rl TO ACCUMULATOR. 
JZ UDECRl IF WE ARE AT POSITION ZERO THEN JUMP 
TO UDECRl WHICH WILL PUT A 47 IN Rl. 
DEC Rl IF WE GET HERE THEN Rl IS NOT ZERO AND 
WE JUST DECREMENT IT. 
RET RETURN FROM SUBROUTINE, 
UDECRl: MDV Rl,#47 WE HAVE MOVED DOWN FROM POSITION ZERO 
AND ARE NOW AT POSITION 47 SO Rl GETS 
47 FOR ITS VALUE. 
RET RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO INCREMENT Rl. HOWEVER, IF 
Rl HAPPENS TO EE 47 THEN THE NEW VALUE IS 0, THIS IS BECAUSE 
Rl KEEPS TRACK OF THE CURRENT MOTOR POSITION. IF WE ARE AT 47 
AND WE MOVE UP ONE STEP, WE WILL BE AT POSITION 0,
INCRl: MOY A,Rl MOVE Rl TO ACCUMULATOR. 
MOV B,#47 MOVE 47 TO B REGISTER. 
LCALL EQUAL CALL SUBROUTINE EQUAL TO SEE IF THE 
CURRENT MOTOR POSITION IS 47. 
JZ DI NCR IF WE ARE AT POSITION 47 THEN JUMP 
TO DINCRl WHICH WILL PUT A ZERO IN Rl. 
INC Rl IF WE GET HERE THEN Rl IS NOT 47 AND 
WE JUST INCREMENT IT, 
RET RETURN FROM SUBROUTINE, 
DINCRl: MOV Rl,#0 WE HAVE MOVED UP FROM POSITION 47 AND 
ARE NOW AT POSITION ZERO SOR" GETS
ZERO FOR ITS VALUE, 
RET RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO DETERMINE WHICH DIRECTION 
THE MOTOR SHOULD BE MOVED IN ORDER TO GET ONE STEP CLOSER TO 
THE DESIRED POSITION. THIS SUBROUTINE DOES THIS BY CALLING FOUR 
TEST SUBROUTINES, EACH OF WHICH LOOKS AT Rl AND RO (WHERE WE 
ARE AND WHERE WE WANT TO BE), ANY ONE OF THE TESTS CALLED IS A 
TEST TO SEE IF THE MOTOR SHOULD BE MOVED UP. IF ANY OF THE 
TESTS ARE TRUE, THIS SUBROUTINE WILL JUMP TO TUPCHK WHICH WILL 
LEAVE AO IN THE ACCUMULATOR WHICH MEANS THAT THE CORRECT DI­
RECTION TO MOVE IS UP. IF ALL OF THE TESTS FAIL, THEN Al WILL 
BE LEFT IN THE ACCUMULATOR WHICH MEANS THAT THE CORRECT DI­
RECTION TO MOVE IS DOWN. 
UPCHK, LC!ILL 
JZ 
TEST!\ 
TUPCHK 
C!ILL SUBROUTINE TESTA WHICH LEAVES A 
O IN ACCUMULATOR IF TESTA IS TRUE AND 
UP IS THE CORRECT DIRECTION TO MOVE, 
IF ACCUMULATOR IS ZERO THEN UP IS TP.E 
------------------ ---
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CORRECT DIRECTION TO MOVE SO JUMP TO 
TUPCHK WHICH PUTS AO IN ACCUl1ULATOR. 
LC ALL TESTB CALL SUBROUTINE TESTB WHICH LEAVES A 
O IN ACCUMULATOR IF TESTB IS TRUE AND 
UP IS THE CORRECT DIRECTION TO MOVE. 
JZ TUPCHK IF ACCUMULATOR ISO THEN UP IS THE 
CORRECT DIRECTION TO MOVE SO JUMP TO 
TUPCHK WHICH PUTS AO IN ACCUMULATOR. 
LCALL TESTC CALL SUBROUTINE TESTC WHICH LEAVES A 
O IN ACCUMULATOR IF TESTC IS TRUE AND 
UP IS THE CORRECT DIRECTION TO MOVE. 
JZ TUPCHK IF ACCUMULATOR ISO THEN UP IS THE 
CORRECT DIRECTION TO MOVE SO JUMP TO 
TUPCHK WHICH PUTS A O  IN ACCUMULATOR. 
LCALL TES TD . CALL SUBROUTINE TESTD WHICH LEAVES A , 
O IN AC UMULATOR IF TESTD rs TRUE AND 
UP rs THE CORRECT DIRECTION TO MOVE. 
JZ TUPCHK IF ACCUMULATOR ISO THEN UP rs THE 
CORRECT DIRECTION TO MOVE SO JUMP TO
TUPCHK WHICH PUTS AO IN ACCUMULATOR. 
MDV A,#1 IF WE GET HERE THEN ALL FOUR TESTS 
HAVE FAILED AND DOWN rs THE CORRECT 
DIRECTION TO MOVE. PUT A 1 IN THE 
ACCUMULATOR WHICH MEANS DOWN rs THE 
CORRECT DIRECTION. 
RET RETURN FROM SUBROUTINE. 
TUPCHK: MOV A, #"O IF WE GET HERE THEN ONE OF THE FOUR 
TESTS IS TRUE AND UP IS THE CORRECT 
DIRECTION TO MOVE, PUT A ZERO IN 
ACCUMULATOR WHICH 11"".:.ANS UP IS THE 
CORRECT DIRECTION. 
RET RETURN FROM SUBROUTINE. 
THIS SUBROUTINE IS ONE OF THE TESTS USED BY UPCHK TO SEE IF UP 
(CLOCKWISE) IS THE CORRECT DIRECTION TO MOVE. THIS TEST SAYS 
THAT IF Rl CCURJ\ENT POSITION) AND RO (DESIRED POSITION) ARE 
BOTH IN THE LOWER HALF OF THE POSSIBLE POSITIONS CO TO 23), AND 
RO IS GREATER THAN Rl, THEN UP (CLOCKWISE) IS THE CORRECT 
DIRECTION TO MOVE. 
TESTA: MOV A,RO MOVE RO TO ACCUMULATOR. 
MOV B,#24 MOVE 24 TO B REGISTER. 
LCALL LTHAN CALL SUBROUTINE LTHAN TO SEE IF RO 
rs LESS THAN 24, 
JNZ FTESTA IF IT rs NOT THEN TESTA AS STATED 
ABOVE FAILS SO JUMP TO FTESTA. 
MDV A,!U MOVE Rl TO ACCUMULATOR. 
MOV B,#24 MOVE 24 TO B REGISTER. 
LCALL LTHAN CALL SUBROUTINE LTHAN TO SEE IF Rl 
rs LESS THAN 24. 
JNZ FTESTA IF IT IS NOT THEN TESTA AS STATED 
ABOVE FA:LS SO JUMP TO FTESTA. 
I 
I 
I 
I 
MOV A,RO 
MOV B,Rl 
LCALL GT HAN 
JNZ FT ESTA 
MOV A,#0 
RET 
FTESTA: MOV A,#1 
RET 
) 
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MOVE RO TO ACCUMULATOR. 
MOVE Rl TO REGISTER B. 
CALL SUBROUTINE GTHAN TO SEE IF RO 
IS GREATER THAN Rl. 
IF IT IS NOT THEN TESTA AS STATED 
ABOVE FAILS SO JUMP TO FTESTA. 
IF WE GET HERE THEN TESTA AS STATED 
ABOVE IS TRUE SO CLEAR THE ACCUMULATOR. 
RETURN FROM SUBROUTINE. 
IF WE GET HERE THEN TESTA AS STATED 
ABOVE FAILED SO PUT 1 IN ACCUMULATOR. 
RETURN FROM SUBROUTINE. 
THIS SUBROUTINE IS ONE OF THE TESTS USED BY UPCHK TO SEE IF UP 
(CLOCKWISE) IS THE CORRECT DIRECTION TO MOVE. THIS TEST SAYS 
THAT IF Rl (CURRENT POSITION) AND RO (DESIRED POSITION) ARE 
BOTH IN THE UPPER HALF- OF THE POSSIBLE POSITIONS (24 TO 47), 
AND RO IS GREATER THAN Rl, THEN UP (CLOCKWISE) IS THE CORRECT 
DIRECTION TO MOVE. 
TESTB: MOV 
MOV 
LCALL 
JNZ 
MOV 
MOV 
LCALL 
JNZ 
MOV 
MOV 
LCALL 
JNZ 
MOV 
RET 
FTESTB: MDV 
RET 
A,RO 
B,#23 
GT HAN 
FTESTB 
A.,Rl 
B,#23 
GTHAN 
FTESTB 
A.,RO 
B,Rl 
GT HAN 
FTESTB 
A,#0 
A,#1 
MOVE RO TD ACCUMULATOR. 
MOVE 23 TO B REGISTER. 
CALL SUBROUTINE GTHAN TD SEE IF RO 
IS GREATER THAN 23. 
IF IT IS NOT THEN TESTB AS STATED 
ABOVE FAILS SO JUMP TD FTESTB. 
MOVE Rl TO ACCUMULATOR. 
MOVE 23 TD B REGISTER. 
CALL SUBROUTINE GTHAN TD SEE IF Rl 
IS GREATER THAN 23. 
IF IT IS NOT THEN TESTB AS STATED 
ABOVE FAILS SD JUMP TO FTESTB. 
MOVE RO TO ACCUMULATOR. 
MOVE Rl TD B REGISTER. 
CALL SUBROUTINE GTHAN TD SEE IF RO 
IS GREATER THAN Rl. 
IF IT IS NOT THEN TESTB AS STATED 
ABOVE FAILS SO JUMP TD FTESTB. 
IF WE GET HERE THEN TESTB AS STATED 
ABOVE IS TRUE SO CLEAR ACCUMULATOR. 
RETURN FROM SUBROUTINE. 
IF WE GET HERE THEN TESTB AS STATED 
ABOVE FAILED SD PUT 1 IN ACCUMULATOR. 
RETURN FROM SUBROUTINE. 
THIS SUBROUTINE IS ONE OF THE TESTS USED BY UPCHK TO SEE IF UP 
(CLOCKWISE) IS THE CORRECT DIRECTION TO MOVE. THIS TEST SAYS 
THAT IF RD (DESIRED POSITION) IS IN THE UPPER HALF OF THE 
POSSIBLE MOTOR POSITIONS (24 TO 47), AND Rl (CURRENT POSITION) 
IS IN THE LOWER HALF OF THE POSSIBLE MOTOR POSITIONS (0 TO 23), 
AND RO MINUS Rl IS LESS THAN 24 THEN UP (CLOCKWISE) IS THE 
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: CORRECT DIRECTION TO MOVE, 
TESTC, MOV 
MOY 
LCALL 
JNZ 
MDV 
MOY 
LCALL 
JNZ 
MOY 
CLR 
SUBB 
MDV 
LCALL 
JNZ 
MOV 
RET 
FTESTC, MOV 
RET 
A,RO 
B,#23 
GT HAN 
FTESTC 
A,Rl 
B,#24 
LTHAN 
FTESTC 
A,Rl 
B,#24 
LTHAN 
FTESTC 
A,#0 
MOVE RO TO ACCUMULATOR. 
MOVE 23 TO B REGISTER. 
CALL SUBROUTINE GTHAN TO SEE IF RO 
IS GREATER THAN 23. 
IF IT IS NOT THEN TESTC AS STATED 
ABOVE FAILS SO JUMP TO FTESTC, 
MOVE Rl TO ACCUMULATOR. 
MOVE 24 TO B REGISTER. 
CALL SUBROUTINE LTHAN TO SEE IF Rl 
IS LESS THAN 24, 
IF IT IS NOT THEN TESTC AS STATED 
ABOVE FAILS SO JUMP TO FTESTC, 
MOVE RO TO ACCUMULATOR. 
CLEAR THE CARRY FLAG WHICH GETS THINGS 
READY FOR A SUBTRACTION. 
LEAVE RESULT OF RO MINUS Rl 
IN ACCUMULATOR. 
MOV 24 TO B REGISTER. 
CALL SUBROUTINE LTHAN TO SEE IF RD 
MINUS Rl WHICH HAS BEEN LEFT IN THE 
ACCUMULATOR IS LESS THAN 24. 
IF IT IS NOT THEN TESTC AS STATED 
ABOVE FAILS SO JUMP TO FTESTC, 
IF WE GET HERE THEN TESTC AS STATED 
ABOVE IS TRUE SO CLEAR ACCUMULATOR. 
RETURN FROM SUBROUTINE, 
IF WE GET HERE THEN TESTC AS STA:ED 
ABOVE FAILED SO PUT l IN ACCUMULATOR, 
RETURN FROM SUBROUTINE. 
THIS SUBROUTINE IS ONE OF THE TESTS USED BY UPCHK TO SEE IF UP 
(CLOCKWISE) IS THE CORRECT DIRECTION TO MOVE. THIS TEST SAYS 
THAT IF Rl (CURRENT POSITION) IS IN THE UPPER HALF OF THE 
POSSIBLE MOTOR POSITIONS (24 TO 47), AND RO (DESIRED POSITION) 
IS IN THE LOWER HALF OF THE POSSIBLE MOTOR POSITIONS (0 TO 23), 
AND Rl MINUS RO IS GREATER THAN 24 THEN UP (CLOCKWISE) IS THE 
CORRECT DIRECTION TO MOVE. 
TESTD, MOV A,Rl MOVE Rl TO ACCUMULATOR. 
MOY B,#23 MOVE 23 TO REGISTER B, 
LCALL GTHAN CALL SUBROUTINE GTHAN TO SEE IF Rl 
IS GREATER THAN 23, 
JNZ FTESTD IF IT IS NOT THEN TESTD AS STATED 
ABOVE FAILS SO JUMP TO FTESTD. 
MOV A,RO MOVE RO TO ACCUMULATOR. 
MOV B,#24 MOVE 24 TO B REGISTER. 
LCALL LTHAN CAL� SUBROUTINE LTHAN TO S='.:E IF RO
IS LESS THAN 24. 
JNZ FTESTD IF IT IS NOT THEN TESTD AS STATED 
ABOVE FAILS SO JUMP TO FTESTD. 
MOV A,Rl MOVE Rl TO ACCUMULATOR. 
------------- --- ---
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CLR c CLEAR CARRY FLAG WHICH GETS THINGS 
READY FOR A SUBTRACTION. 
SUBB A,RO LEAVE RESULT OF Rl MINUS RO 
IN ACCUMULATOR. 
MOV B,#24 MOVE 24 TO B REGISTER. 
LCALL GTHAN CALL SUBROUTINE GTHAN TO SEE IF RESULT 
Rl MINUS RO LEFT IN ACCUMULATOR IS 
GREATER THAN 24. 
JNZ FTESTD IF IT IS NOT THEN TESTD AS STATED 
l ABOVE FAILS SO JUMP TO FTESTD. 
MOV A,#0 IF WE GET HERE THEN TESTD AS STATED 
ABOVE IS TRUE SO CLEAR ACCUMULATOR. 
RET RETURN FROM SUBROUTINE, 
FTESTD, MOV A,#l IF WE GET HERE THEN TESD AS STATED 
ABOVE FAILED SO PUT l IN THE 
ACCUMULATOR. 
RET RETURN FROM SUBROUTINE, 
THE PURPOSE OF THIS SUBROUTINE IS TO SERVE AS A TIME DELAY SUB­
ROUTINE. THIS DELAY IS USED TO GIVE THE STEPPER MOTOR TIME TO 
MOVE FROM ONE STEP TO THE NEXT. THIS SUBROUTINE IS USED BY SUB­
ROUTINES MOVU AND MOVD WHICH ACTUALLY MOVE THE STEPPER MOTOR. 
THE TIME SPENT IN THIS DELAY SUBROUTINE DEPENDS ON THE VALUE 
STORED IN RS, THIS VALUE IS SET IN SUBROUTINE FDLY DEPENDING 
HOW CLOSE THE ACTUAL MOTOR POSITION (STORED IN Rl) IS TO THE 
DESIRED MOTOR POSITION (STORED IN RO), 
DELAY, MOV 
MOV 
RLOOP, MDV 
ALOOF, MDV 
BLOOP, DJNZ 
DEC 
JNZ 
DEC 
JNZ 
RET 
A ,RS MOVE THE VALUE OF RS TO ACCUMULATOR. 
R7,A MOVE THE SAME VALUE INTO R7. R7 IS 
USED AS A TEMPORARY VARIABLE BY THIS 
SUBROUTINE AND HAS BEEN INITIALIZED 
FOR THE DELAY LOOP, 
A,#40 INITIALIZE ACCUMULATOR FOR DELAY LOOP. 
RLOOP IS THE START OF THE OUTSIDE LOOP 
IN THE TRIPLE-NESTED DELAY LOOP, 
40 
B,#200 INITIALIZE B REGISTER FOR DELAY LOOP. 
ALOOF IS THE START OF THE MIDDLE LOOP 
IN THE TRIPLE-NESTED DELAY LOOP. 
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B,BLOOP BLOOP IS THE START AND END OF INSIDE' 
LOOP IN THE TRIPLE-NESTED DELAY LOOP. 
A UPDATE ACCUMULATOR IN THE MIDDLE LOOP 
OF THE TRIPLE-NESTED DELAY LOOP, 
ALOOF END MIDDLE LOOP OF THE TRIPLE­
NESTED DELAY LOOP. 
R7 UPDATE B REGISTER IN THE OUTSIDE LOOP 
OF THE TRIPLE-NESTED DELAY LOOP. 
RLOOP END OF THE OUTSIDE LOOP OF THE 
TRIPLE-NESTED DELAY LOOP, 
RETURN FROM SUBROUTINE, 
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THE PURPOSE OF THIS SUBROUTINE rs TO FIRST CHECK IF RO (DESIRED 
POSITION) rs EQUAL TO Rl (ACTUAL POSITION). IF IT IS THEN THIS 
SUBROUTINE JUMPS TO CFIRE WHICH CHECKS R4 TO SEE IF THE 8751H 
CONTROLLING THE ULTRASONIC SENSOR SHOULD BE TOLD TO FIRE THE 
ULTRASONIC SENSOR, REMEMBER THAT R4 WAS GIVEN A VALUE BY SUB­
ROUTINE DESIRE DEPENDING ON THE MOST SIGNIFICANT BIT OF P2. IF 
R4 IS NOT ZERO AND THE MOTOR IS IN THE DESIRED LOCATION, THEN 
THE FIRE COMMAND WILL BE GIVEN TO THE 875lH CONTROLLING THE 
ULTRASONIC SENSOR. IF THE MOTOR IS NOT IN THE DESIRED POSITION 
THIS FUNCTION WILL CALL SUBROUTINE NEXTU WHICH WILL PLACE IN R3 
THE VALUE OF THE NUMBER TO BE WRITTEN TO PORT 3 IN ORDER THAT 
THE MOTOR MOVES ONE STEP UP (CLOCKWISE). THIS FIGURED NUMBER IN 
R3 GETS A l6 ADDED TO IT AND THE RESULT IS OUTPUT ON P3. THE 
REASON l6 IS ADDED TO R3 IS BECAUSE ADDING l6 WILL CAUSE R3 TO 
BE DISPLAYED ON ?3 PLUS P3.4 WILL BE HIGH. P3.4 HIGH TELLS THE 
8751H CONTROLLING THE ULTRASONIC SENSOR THAT THE MOTOR IS NOT 
IN THE RIGHT POSITION AND ANY DISTANCE BEING DISPLAYED ON Pl 
AND P3 OF THAT 875lH SHOULD BE CLEARED (SEE ULTRASONIC SENSOR 
CONTROL BOARD). 
MOVU, MOY 
MOV 
LCALL 
JZ 
LCALL 
LCALL 
LCALL 
MOY 
ADD 
MOY 
LCALL 
RET 
A,RO 
B,Rl 
EQUAL 
CFIRE 
NEXTU 
INCRl 
FDLY 
A,R3 
A,�l6 
P3,A 
DELAY 
MOVE RO TO ACCUMULATOR. 
MOVE Rl TO B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF RO 
IS EQUAL TO Rl, 
IF IT IS THEN THE MOTOR IS IN THE 
DESIRED POSITION SO JUMP TO CFIRE TO 
CHECK R4 AND SEE IF THE FIRE UL,RA­
SONIC SENSOR COM!'IAND SHOULD BE GIVEN. 
CFIRE IS CODE ALSO SHARED BY SUB­
ROUTINE MOVD. 
IF WE GET HERE THE MOTOR IS NOT IN THE 
DESIRED POSITION, CALL SUBROUTINE 
NEXTU TO PLACE IN R3 THE NEXT MOTOR 
NUMBER TO BE WRITTEN TO P3 
(VALUE l,2,4,8). 
SINCE THE MOTOR POSITION IS GOING TO 
INCREASE BY ONE STEP, CALL SUBROUTINE 
INCRl WHICH PLACES IN Rl THE NEXT MOTOR 
POSITION UP FROM THE ONE CURRENTLY IN 
Rl CO TO 4 7) . 
CALL SUBROUTINE FDLY TO PLACE A VALUE 
IN RS. RS AFFECTS TIME THIS PROGRAM 
WAITS FOR MOTOR TO MOVE TO NEXT STEP. 
MOVE R3 TO ACCUMULATOR (VALUE l, 2, 4, SJ • 
ALSO RAISE BIT 4 OF ACCUMULATOR. 
DISPLAY ACCUMULATOR VALUE ON P3. THIS 
WILL MAKE THE MOTOR MOVE. 
CALL SUBROUTINE DELAY TO WAIT FOR THE 
MOTOR TO FINISH MOVING, 
RETURN FROM SUBROUTINE. 
!HE PURPOSE OF THIS SUBROUTINE IS TO FIRST CHECK IF RO (DES:R:::D
POSITION) rs EQUAL TO Rl (ACTUAL POSITION) . IF IT .IS THEN THIS
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SUBROUTINE JUMPS TO CFIRE WHICH CHECKS R4 TO SEE IF THE 8751H 
CONTROLLING THE ULTRASONIC SENSOR SHOULD BE TOLD TO FIRE THE 
ULTRASONIC SENSOR. REMEMBER THAT R4 WAS GIVEN A VALUE BY SUB­
ROUTINE DESIRE DEPENDING ON THE MOST SIGNIFICANT BIT OF P2. IF 
R4 IS NOT ZERO AND THE MOTOR IS IN THE DESIRED LOCATION, THEN 
THE FIRE COMMAND WILL BE GIVEN TO THE 8751H CONTROLLING THE 
ULTRASONIC SENSOR. IF THE MOTOR IS NOT IN THE DESIRED POSITION 
THIS FUNCTION WILL CALL SUBROUTINE NEXTD WHICH WILL PLACE IN R3 
THE VALUE OF THE NUMBER TO BE WRITTEN TO PORT 3 IN ORDER THAT 
THE MOTOR MOVES ONE STEP DOWN (COUNTERCLOCKWISE). THIS FIGURED 
NUMBER IN R3 GETS A 16 ADDED TO IT AND THE RESULT IS OUTPUT ON 
I P3. THIS WILL DISPLAY THE VALUE OF R3 ON P3 WITH P3.4 ALSO HIGH. 
P3.4 HIGH TELLS THE 8751H CONTROLLING THE ULTRASONIC SENSOR 
THAT THE MOTOR IS NOT IN THE RIGHT POSITION AND ANY DISTANCE 
BEING DISPLAYED ON Pl AND P3 OF THAT 8751H SHOULD BE CLEARED 
(SEE ULTRASONIC SENSOR CONTROL BOAl,D) . 
MOVD, MOV 
MOV 
LCALL 
JZ 
LCALL 
LCALL 
LCALL 
MOV 
ADD 
MOV 
LCALL 
RET 
A.,RO 
B,Rl 
EQUAL 
CF IRE 
NEXTD 
DECRl 
FDLY 
A,R3 
A,#16 
?3,A 
DELAY 
MOVE RO TO ACCUMULATOR, 
MOVE Rl TO B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF RO 
IS EQUAL TO Rl. 
IF IT IS THEN THE MOTOR rs IN THE 
DESIRED POSITION SO JUMP TO CFIRE TO 
CHECK R4 AND SEE IF THE FIRE ULTRA­
SONIC SENSOR COMl'.AND SHOULD BE GIVEN. 
CFIRE IS CODE ALSO SHARED BY SUB­
ROUTINE MOVU. 
IF WE GET HERE THE MOTOR IS NOT IN THE 
DESIRED POSITION. CALL SUBROUTINE 
NEXTD TO PLACE IN R3 THE NEXT MOTOR 
NUMBER TO BE WRITTEN TO P3 
(VALUE l , 2, 4, 8) . 
SINCE THE MOTOR POSITION IS GOING TO 
DECREASE BY ONE STEP, CALL SUBROUTINE 
DECRl WHICH PLACES IN Rl THE NEXT MOTOR 
POSITION DOWN FROM THE ONE CURRENTLY 
IN Rl (0 TO 47) . 
CALL SUBROUTINE FDLY TO PLACE A VALUE 
IN RS, RS AFFECTS TIME THIS PROGRAM 
WAITS FOR MOTOR TO MOVE TO NEXT STEP. 
MOVE R3 TO ACCUMULATOR (VALUE 1,2,4,8). 
ALSO RAISE BIT 4 OF ACCUMULATOR. 
DISPLAY ACCUMULATOR VALUE ON P3, THIS 
WILL MAKE THE MOTOR MOVE. 
CALL SUBROUTINE DELAY TO WAIT FOR THE 
MOTOR TO FINISH MOVING, 
RETURN FROM SUBROUTINE. 
THE FOLLOWING rs NOT A SUBROUTINE, BUT CODE SHARED BY SUB­
ROUTINES MOVU AND MOVD. IF WE GET HERE FROM EITHER SUBROUTINE 
THEN RO (DESIRED LOCATION) EQUALS. Rl (ACTUAL LOCATION). IN THIS 
CASE SUBROUTINE FIRE IS CALLED TO GIVE THE FIRE ULTRASONIC 
SENSOR COMMAND IF R4 IS NOT ZERO. THE FIRE ULTRASOUND COMMAND 
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IS ACCOMPLISHED BY RAISING THE P3.5 PIN ON THIS 8751H. A NEW 
MOTOR NUl'IBER IS NOT FIGURED (BECAUSE THE MOTOR IS IN DESIRED 
LOCATION), RATHER THE OLD ONE (VALUE 1,2,4,8) STORED IN R3 IS 
AGAIN DISPLAYED ON P3. PIN P3.6 WILL ALSO BE RAISED. THIS PIN 
SAYS THAT THE MOTOR IS IN THE DESIRED POSITION. WHEN THE MOTOR 
IS IN THE DESIRED POSITION BOTH SUBROUTINES MOVU AND MOVD 
RETURN FROM THIS SECTION OF CODE. 
CFIRE: LCALL 
LCALL 
MOV 
ADD 
ADD 
MOV 
LCALL 
RET 
FIRE 
FDLY 
A,R3 
A,#.64 
A,R6 
P3,A 
DELAY 
CALL SUBROUTINE FIRE TO GIVE THE FIRE 
ULTRASOUND COMMAND IF R4 IS NOT ZERO, 
CALL SUBROUTINE FDLY TO PLACE VALUE 
IN RS. THIS VALUE AFFECTS THE LENGTH 
OF THE TIME SUBROUTINE DELAY TAKES, 
MOVE OLD MOTOR Nu'MBER TO ACCUl'IULATOR. 
ALSO RAISE BIT 6 OF ACCUl'IULATOR. 
ADD R6 TO ACCUl'IULATOR. THE VALUE OF 
R6 IS SET BY SUBROUTINE FIRE. THE 
VALUE OF R6 IS EITHER ZERO OR 32 
(32 IS BIT 5 RAISED WHICH IS ALSO THE 
BIT NEEDED TO BE RAISED FOR THE FIRE 
ULTRASONIC SENSOR COMMAND) DEPENDING 
ON IF THE FIRE ULTRASOUND IS DESIRED. 
DISPLAY RESULT IN ACCUl'IULATOR ON P3. 
CALL SUBROUTINE DELAY WHICH IS THE 
TIME DELAY SUBROUTINE. 
RETURN FROM EITHER SUBROUTINE 
MOVU OR MOVD, 
; THIS SUBROUTINE CHECKS THE VALUE OF R4. IF R4 IS ZERO THEN 16 
; IS PLACED IN R6. IF R4 IS NOT ZERO THEN 32 IS PLACED I� R6. 
FIRE: MOV 
JZ 
MOV 
RET 
NFIRE: MOV 
RET 
A,R4 MOVE R4 TO ACCUl'IULATOR. 
NFIRE IF R4 IS ZERO JUMP TO NFIRE AND PUT 
A 16 IN R6, 
R6,#32 IF WE GET HERE THEN R4 IS NOT ZERO 
; SO PUT A 32 IN R6, 
RETURN FROM SUBROUTINE. 
R6,#16 IF WE GET HERE THEN R4 IS ZERO 
; SO PUT A 16 IN R6, 
RETURN FROM SUBROUTINE. 
THE PURPOSE OF THIS SUBROUTINE IS TO LOOK AT THE VALUE STORED 
IN R3 AND THEN FIGURE OUT THE NEXT NUl'IBER IN ORDER TO MOVE THE 
MOTOR ONE STEP UP (CLOCKWISE) AND PLACE THIS NUl'IBER IN R3, THE 
MOTOR MOVES UP IF THE NUl'IBERS DISPLAYED ON THE LOWER FOUR BITS 
OF P3 GO IN THE FOLLOWING SEQUENCE 8,4,2,l. EACH TIME THE 
NIJ!'1BER CHANGES THE MOTOR MOVES UP ONE STEP, 
NEXTU: CJNE 
MOV 
RET 
R3,#l,UNl CHECK IF R3 CONTAINS l, 
R3 ,#8 IF IT DOES MOVE 8 TO R3, 
RETURN FROM SUBROUTINE. 
I 
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UNl: CJNE R3, #2, UN2 CHECK IF R3 CONTAINS A 2. 
MDV R3,#l IF IT DOES MOVE l TO R3. 
RET RETURN FROM SUBROUTINE. 
UN2: CJNE R3 ,#4, UN4 CHECK IF R3 CONTAINS A 4. 
MOV R3,#2 IF IT DOES MOVE 2 TO R3, 
RET RETURN FROM SUBROUTINE. 
UN4: CJNE R3,#8,UN8 CHECK IF R3 CONTAINS AN 8. 
MOV R3,#4 IF IT DOES MOVE 4 TO R3. 
RET RETURN FROM SUBROUTINE. 
UNS: LJMP UNS IF WE GET TO HERE THERE IS A PROGRAM 
ERROR AND WE GO INTO AN INFINITE 
LOOP, THIS SHOULD NEVER HAPPEN. 
THE PURPOSE OF THIS SUBROUTINE IS TO LOOK AT THE VALUE STORED 
IN R3 AND THEN FIGURE OUT THE NEXT NUMBER IN ORDER :'O MOVE THE 
MOTOR ONE STEP DOWN (COUNTERCLOCKWISE) AND PLACE THIS NUMBER 
IN R3, THE MOTOR MOVES DOWN IF THE NUMBERS DISPLAYED ON THE 
LOWER FOUR BITS OF P3 GO IN THE FOLLOWING SEQUENCE 1,2,4,8. 
EACH TIME THE NUMBER CHANGES, THE MOTOR MOVES nowN ONE STEP. 
NEXTD: CJNE R3,#l,DN1 CHECK IF R3 CONTAINS A 1. 
MOV R3 ,#2 IF IT DOES MOVE 2 TO R3. 
RET RETURN FROM SUBROUTINE. 
DNl: CJNE R3,#2,DN2 CHECK IF R3 CONTAINS A 2. 
MOV R3,#4 IF IT DOES MOVE 4 TO R3, 
RET RETURN FROM SUBROUTINE. 
DN2: CJNE R3, #4, DN4 CHECK IF R3 CONTAINS A 4, 
MDV R3,#8 IF IT DOES MOVE 8 TO R3. 
RET RETURN FROM SUBROUTINE. 
DN4: CJNE R3,#8,DN8 CHECK IF R3 CONTAINS AN 8, 
MOV R3,#l IF IT DOES MOVE l TO R3. 
RET RETURN FROM SUBROUTINE. 
DNS: LJMP DNS IF WE GET HERE THERE IS A PROGRAM 
ERROR AND WE ENTER AN INFINITE LOOP, 
THIS SHOULD NEVER HAPPEN. 
THIS SUBROUTINE CHECKS THE VALUE OF THE ACCUMULATOR AND THE B 
REGISTER AND SETS THE ACCUMULATOR TO ZERO IF THEY ARE EQUAL OR 
1 IF THEY ARE NOT EQUAL, 
EQUAL: CLR 
SUBB 
JZ 
MOV 
EEQUAL: RET 
c 
A,B 
EEQUAL 
CLEAR CARRY GETS READY FOR SUBTRACTION, 
LEAVE RESULT OF ACCUMULATOR MINUS THE 
B REGISTER IN ACCUMULATOR, 
IF ACCUMULATOR IS ZERO THEN VALUE 
OF .ACCUMULATOR EQUALED THE VALUE OF 
THE B REGISTER SO JUMP TO EEQUAL. 
IF ACCUMULATOR IS NOTO THEN VALUE 
OF ACCUMULATOR DID NOT EQUAL VALUE OF 
B REGISTER SO MOVE l TO ACCUMULATOR. 
RETURN FROM SUBROUTINE, 
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THIS SUBROUTINE CHECKS THE VALUE OF THE ACCUMULATOR AND THE B 
REGISTER AND SETS THE ACCUMULATOR TOO IF THE PRESENT VALUE 
OF THE ACCUMULATOR IS GREATER THAN THE VALUE OF THE B REGISTER. 
IF NOT, THE ACCUMULATOR IS SET TO l. 
GTHAN: CLR 
SUBB 
JC 
JZ 
MOY 
RET 
FGTHAN: MOV 
RET 
c 
A,B 
FGTHAN 
FGTHAN 
A,#:0 
A,#1 
CLEAR CARRY GETS READY FOR SUBTRACTION. 
LEAVE RESULT OF ACCUMULATOR MINUS THE 
B REGISTER IN ACCUMULATOR. 
IF THE CA.llRY BIT IS ON AFTER THE 
SUBTRACTION THEN THE VALUE OF THE 
ACCUMULATOR WAS NOT GREATER THAN THE 
VALUE OF THE B REGISTER SO JUMP TO 
FGTHAN. 
IF THE ACCUMULATOR IS ZERO AFTER THE 
SUBTRACTION THEN THE VALUE OF THE 
ACCUMULATOR WAS NOT GREATER THAN THE 
VALUE OF THE B REGISTER SO JUMP TO 
FGT!IAN. 
IF WE ARE HERE THEN THE VALUE OF 
THE ACCUMULATOR WAS GREATER THAN THE 
VALUE OF THE B REGISTER SO MOVE 
ZERO INTO THE ACCUMULATOR. 
RETURN FROM SUBROUTINE. 
IF WE ARE HERE THEN THE VALUE OF 
THE ACCUMULATOR WAS NOT GREATER THAN 
THE VALUE OF THE B REGISTER SO MOVE 
Al TO THE ACCUMULATOR. 
RETURN FROM SUBROUTINE. 
THIS SUBROUTINE CHECKS THE VALUE OF THE ACCUMULATOR AND THE B 
REGISTER AND SETS THE ACCUMULATOR TOO IF THE PRESENT VALUE 
OF THE ACCUMULATOR IS LESS THAN THE VALUE OF THE B REGISTER. 
IF NOT, THE ACCUMULATOR IS SET TO l. 
LTHAN: CLR 
SUBB 
JC 
MOV 
RET 
TLTHAN: MOV 
RET 
c 
A,B 
TL THAN 
A,ffl 
A,#0 
CLEAR CAR.�Y GETS READY FOR SUBTRAC!cON, 
LEAVE RESULT OF ACCUMULATOR MINUS THE 
B REGISTER IN THE ACCUMULATOR. 
IF THE CARRY BIT IS ON AFTER THE 
SUBTRACTION THEN THE VALUE OF THE 
ACCUMULATOR WAS LESS THAN THE VALUE 
OF THE B REGISTER SO JUMP TO TLTHAN. 
IF WE ARE HERE THEN THE VALUE OF 
THE ACCUMULATOR WAS NOT LESS THAN THE 
VALUE OF THE B REGISTER SO MOVE A 
l TO THE ACCUMULATOR. 
RETURN FROM SUBROUTINE. 
IF WE ARE HERE THEN THE VALUE OF 
THE ACCUMULATOR WAS LESS THAN THE 
VALUE OF THE B REGISTER SO MOVE 
ZERO INTO THE ACCUMULATOR. 
RETURN FROM SUBROUTINE. 
I 
I 
I 
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J THE PURPOSE OF THIS SUBROUTINE IS TO GIVE A VALUE TO RS. THIS 
SUBROUTINE IS CALLED BY BOTH MOVU AND MOYD. TP.E VALUE OF RS 
AFFECTS THE AMOUNT OF TIME SPENT IN THE SUBROUTINE DELAY, AND 
THUS AFFECTS THE AMOUNT OF TIME THIS PROGRAM WILL WAIT FOR 
THE MOTOR TO FINISH MOVING TO THE NEXT STEP. THE VALUE OF R5 
IS DETERMINED BY HOW MANY STEPS THE ACTUAL MOTOR POSITION 
J (STORED IN Rl) IS AWAY FROM THE DESIRED MOTOR POSITION (STORED 
IN RO) , 
FDLY: MOV 
MOV 
LCALL 
JNZ 
MOV 
RET 
FDLYl: LCALL 
MOV 
MOV 
LCALL 
JNZ 
i10V 
LC ALL 
RET 
FDLY2: LCALL 
MOV 
MOV 
LCALL 
JNZ 
MOV 
LCALL 
LCALL 
RET 
FDLY3: LCALL 
LCALL 
LC ALL 
MOV 
MOY 
LCALL 
JNZ 
MOY 
A,RO 
B,Rl 
EQUAL 
FDLYl 
RS,#40 
INCRl 
A,RO 
B,Rl 
EQUAL 
FDLY2 
RS,#30 
DECRl 
INCRl 
A,RO 
B,Rl 
EQUAL 
FDLY3 
DECRl 
DECRl 
DECRl 
DECRl 
DECRl 
A,RO 
B,Rl 
EQUAL 
FDLY4 
RS,#30 
MOVE RO TO ACCUMULATOR. 
MOVE Rl TO B REGISTER, 
CALL SUBROUTINE EQUAL TO SEE IF RO AND 
Rl ARE EQUAL, 
IF THEY ARE NOT CONTINUE ON. JUMP TO 
FDLYl, 
IF WE ARE HERE THEN RO EQUALS Rl AND 
RS GETS THE VALUE OF 40. 
RETURN FROM SUBROUTINE. 
CALL SUBROUTINE INCRl TO CHANGE Rl 
TO ONE STEP ABOVE WHAT IT SHOULD BE. 
MOVE RO TO ACCUMULATOR. 
MOVE Rl TO B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF RO 
AND Rl ARE EQUAL. 
IF THEY ARE NOT CONTINUE ON, JUMP TO. 
·FDLY2.
IF WE ARE HERE THEN ORIG:NAL Rl IS 
ONE STEP AWAY FROM RO. RS GETS A VAI.UE 
OF 30. 
RESTORE Rl TO ORIGINAL VALUE, 
RETURN FROM SUBROUTINE, 
CALL SUBROUTINE INCRl TO CP.ANGE Rl TO 
TWO STEPS ABOVE WHAT IT SHOULD BE. 
MOVE RO TO ACCUMULATOR. 
MOVE Rl TO B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF RO AND 
Rl ARE EQUAL, 
IF THEY ARE NOT CONTINUE ON. JUMP TO 
FDLY3. 
IF WE ARE HERE THEN THE ORIGINAL Rl 
IS TWO STEPS AWAY FROM RO. RS GETS A 
VALUE OF 20, 
CALL SUBROUTINE DECRl TWICE TO RESTORE 
Rl TO ITS ORIGINAL VALUE, 
RETURN FROM SUBROUTINE. 
CALL SUBROUTINE DECRl THREE TIMES TO 
GET VALUE OF Rl ONE STEP BELOW ITS 
ORIGTNAL VALUE, 
MOVE RO TO ACCUMULATOR, 
MOVE Rl TO B REGISTER. 
CALL SUBROUTINE EQUAL TO SEE IF RO AND 
Rl ARE EQUAL. 
IF THEY ARE NOT CONTINUE ON. JUMP TO 
FDLY4, 
IF WE ARE HERE THEN THE ORIGINAL Rl IS 
198 
ONE STEP AWAY FROM RO. R5 GETS A VALUE 
OF 30, 
LCALL INCRl CALL SUBROUTINE INCRl TO RESTORE Rl 
TO ITS ORIGINAL VALUE. 
RET RETURN FROM SUBROUTINE. 
FDLY4: LCALL DECRl CALL SUBROUTINE DECRl TO GET Rl TWO 
STEPS BELOW WHAT IT SHOULD BE. 
MOV A,RO MOVE RO TO ACCUMULATOR, 
MOV B,Rl MOVE Rl TO B REGISTER. 
LCALL EQUAL CALL SUBROUTINE EQUAL TO SEE IF RO AND 
Rl ARE EQUAL. 
JNZ FDLYS IF THEY ARE NOT CONTINUE ON. JUMP TO 
FDLYS, 
MOV RS,#20 IF WE ARE HERE THEN THE ORIGINAL Rl 
IS TWO STEPS AWAY FROM RO. RS GETS A 
VALUE OF 20. 
LCALL INCRl CALL SUBROUTINE INCRl TWICE TO RESTORE 
LCALL INCRl Rl TO ITS ORIGINAL VALUE, 
RET RETURN FROM SUBROUTINE. 
FDLYS: LCALL INCRl CALL SUBROUTINE INCRl TWICE TO RESTORE 
LCALL INCRl Rl TO ITS ORIGINAL VALUE. 
MOV RS,#10 Rl IS MORE THAN TWO STEPS AWAY FROM RO 
SO RS GETS THE VALUE OF 10. 
RET RETURN FROM SUBROUTINE. 
END END OF PROGRAM, 
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D ,4 The Ultrasonic Sensor Software Listing 
THE FOLLOWING ARE VARIABLES USED BY THIS PROGRAM, 
RO PICTURE OF COMMAND BYTE READ IN ON PORT 2, 
Rl USED TO COUNT DISTANCE IN 1/10 FEET. 
R2 USED TO COUNT DISTANCE IN FEET. 
ORG 
MDV 
MOV 
MDV 
MDV 
DO OOH 
P2, #255 
PD,#255 
Pl,#0 
P3,#0 
INITIALIZE PROGRAM LOCATION. 
INITIALIZE PORT 2 USED FOR INPUT. 
INITIALIZE PORTO NOT USED, 
INITIALIZE PORT 1 USED FOR OUTPUT. 
INITIALIZE PORT 3 USED FOR OUTPUT. 
THE FOLLOWING IS ONE OF THE MAIN LOOPS IN THIS PROGRAM. IT 
CYCLES UNTIL THE FIRE ULTRASOUND PIN CP2.1J IS LOW. THE REASON 
FOR THIS IS THAT AFTER THE ULTRASONIC SENSOR HAS BEEN FIRED 
(DONE BY RAISING P2.l), WE DO NOT WANT A NEW ULTRASONIC READING 
TAKEN UNTIL P2.l GOES LOW, AND THEN HIGH AGAIN. WHEN P2.l GOES 
LOW, THE PROGRAM WILL JUMP TO LOOP, WHICH WAITS FOR P2.l TO GO 
HIGH. EACH TIME THROUGH ZLOOP, THE SUBROUTINE CLRCHK IS CALLED 
TO CHECK IF PIN P2.0 IS HIGH. IF IT IS, PORTS Pl AND P3 WILL EE 
CLEARED, P3 CONTAINS THE LAST ULTRASONIC READING IN FEET. Pl.O, 
Pl.l, Pl.2, AND Pl.3 CONTAIN THE LAST ULTRASONIC READING IN 
1/10 FEET. Pl.4 FIRES THE ULTRASONIC SENSOR WHEN GOING FROM LOW 
TO HIGH. Pl.5 CLEARS FLIP FLOPS WHICH ARE PART OF THE �.ARDWARE 
AND MUST EE CLEARED BEFORE EVERY ULTRASONIC RE:1'.DING IS TAKEN. 
Pl.6 IS HIGH WHEN A GOOD DISTANCE READING IS ON P3 AND THE 
LOWER FOUR BITS OF Pl. BASICALLY CLEARING PORTS P3 AND Pl GETS 
THE SYSTEM READY TO TAKE A NEW ULTRASONIC DISTANCE RE.�DING. 
ZLOOP, MDV 
LC ALL 
MOY 
ANL 
JNZ 
RD,P2 
CLRCHK 
A,RO 
A,#2 
ZLOOP 
MOVE CONTENTS OF P2 TO RD REGISTER. 
SEE IF P2.0 IS HIGH AND CLEAR ?3 
AND Pl IF IT IS, 
MOVE Pl TO THE ACCUMULATOR. 
MASK OFF ALL BITS BUT BIT 1. 
IF BIT IS HIGH GO BACK TO ZLOOP AND 
WAIT FOR IT TO GO LOW. 
IF IT IS LOW FALL THROUGH TO LOOP 
WHICH IS THE OTHER MAIN LOOP IN 
THIS PROGRAM. 
THIS IS THE OTHER MAIN LOOP lN THIS PROGRAM. IT CYCLES UNTIL 
P2.l GOES HIGH, WHICH MEANS THAT THERE IS A REQUEST TO FIRE THE 
ULTRASONIC SENSOR. THE ULTRASONIC SENSOR IS FIRED BY CALLING 
SUBROUTINE FIRE. THE NEW DISTANCE READING WILL BE DISPLAYED ON 
P3 AND THE LOWER FOUR BITS OF Pl. Pl,6 WILL ALSO GO HIGH TO 
INDICATE THAT THE DISTANCE IS NW VALID. THIS PROGRAM WILL THEN 
JUMP TO ZLOOP WHICH WILL WAIT FOR P2.l TO GO LOW AGAIN. EACH 
200 
TIME THROUGH LOOP THE SUBROUTINE CLRCHK IS CALLED WHICH WILL 
CHECK TO SEE IF P2.0 IS HIGH. IF IT IS, THEN P3 AND Pl WILL BE 
CLEARED, WHICH GETS THE SYSTEM READY TO TAKE A DISTANCE READING, 
NOTE THAT THE SUBROUTINE FIRE AUTOMATICALLY CLEARS P3 AND ?l 
BEFORE IT FIRES THE ULTRASONIC SENSOR. 
LOOP: MOV RO, P2: MOVE CONTENTS OF P2 INTO RD. 
LC ALL CLRCHK SEE IF P2.0 IS HIGH AND CLEAR P3 
AND Pl IF IT IS. 
MOY A,RO MOVE P2 TO THE ACCUMULATOR. 
ANL A,#2 MASK OFF ALL BITS BUT BIT l. 
JZ LOOP IF BIT IS OFF JUMP TO LOOP AND WAIT 
FOR IT TO GO HIGH, 
LCALL FIRE IF BIT IS ON CALL SUBROUTINE FIRE 
WHICH FIRES THE ULTRASONIC SENSOR. 
LJMP ZLOOP WHEN DISTANCE READING BEEN TAKEN 
JUMP TO ZLOOP WHICH WAITS FOR P2.l 
TO GO LOW AGAIN. 
THIS SUBROUTINE CHECKS PIN P2.0 TO SEE IF IT IS HIGH. IF IT IS 
THEN P3 AND Pl ARE CLEARED. IF P2.0 IS LOW, THEN THIS SUB­
ROUTINE RETURNS. NOTE THAT CLEARING P3 AND Pl AS EXPLAINED 
ABOVE GETS THE SYSTEM READY TO TAKE A NEW DISTANCE READING. 
IT ALSO INDICATES THAT THERE IS NO LONGER VALID DATA ON ?3 AND 
THE LOWER FOUR BITS OF Pl. THIS IS IMPORTANT WHEN THE ULTRA­
SONIC MOTOR IS NOT IN THE DESIRED LOCATION. WHILE THE MOTOR IS 
MOVING TOWARD THE DESIRED LOCATION, P3 AND Pl MUST BE CLEARED 
TO LET THE MAIN COMPUTER KNOW THAT THERE IS NO VALID DISTANCE 
READING FOR THE PRESENT MOTOR LOCATION OR PRESENT POSITION OF 
THE ULTRASONIC SENSOR. 
CLRCHK: MDV A,RO MOVE CONTENTS OF RO TO ACCUMULATOR. 
RO CONTAINS LAST PICTURE OF P2. 
ANL A, #1 MASK OFF ALL BITS BUT BIT 0, 
JNZ CLREAD IF BIT IS HIGH JUMP TO CLREAD WHICH 
CLEARS Pl AND P3. 
RET IF BIT IS OFF RETURN DOING NOTHING. 
CLREAD: MOV Pl,#0 CLEAR Pl. 
MOV ?3,#0 CLEAR P3. 
RET RETURN AFTER Pl AND P3 ARE CLEA.'<ED. 
THE FOLLOWING FUNCTION CONTROLS THE ULTRASONIC SENSOR IN ORDER 
TO TAKE A DISTANCE READING. THE DISTANCE READING IN FEET IS 
DISPLAYED ON P3. THE DISTANCE READING IN l/10 OF FEET IS 
DISPLAYED ON FOUR LOWER BITS OF Pl. BEFORE THE ULTRASONIC 
SENSOR IS FIRED, P3 AND Pl ARE CLEARED, THIS DESTROYS ANY OLD 
DISTANCE READING THAT MIGHT HAVE BEEN THERE BEFORE AND CLEARS 
THE TWO FLIP FLOPS USED IN A DISTANCE MEASUREMENT. FLIP FLOPS 
ARE LOCATED ON THE DRIVING SYSTEM PHOTO CIRCUIT BOARD. THEN 
Pl.4 IS RAISED, WHICH TELLS THE POLAROID BOARD TO FIRE THE 
ULTRASONIC SENSOR. THIS SUBROUTINE THEN ENTERS THE WAIT LOOP 
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WHICH WAITS FOR THE POLAROID BOARD TO SAY THAT THE ULTRASONIC 
SENSOR HAS BEEN FIRED. THE POLAROID BOARD DOES THIS BY SETTING 
ONE OF THE FLIP FLOPS WHOSE OUTPUT IS CONNECTED TO P2 .2 ON 
THE 8751H PROCESSOR. THEREFORE THE WAIT LOOP WAITS FOR P2.2 TO 
GO HIGH. WHEN P2.2 GOES HIGH, THIS SUBROUTINE GOES INTO THE 
COUNT LOOP. THE COUNT LOOP WAITS FOR THE POLAROID BOARD TO SAY 
THAT THE RETURNING ECHO HAS BEEN RECEIVED. THE POLAROID BOARD 
DOES THIS BY SETTING THE OTHER FLIP FLOP WHOSE OUTPUT IS 
CONNECTED TO P2.3 ON THE 8751H PROCESSOR. THEREFORE THE COUNT 
LOOP WAITS FOR P2.3 TO GO HIGH, THERE IS A DELAY SUBROUTINE IN 
THE COUNT LOOP WHICH HAS BEEN CALIBRATED SO THAT THE COUNT 
LOOP WILL BE GONE THROUGH IN THE SAME TIME IT TAKES SOUND TO 
TRAVEL ROUND TRIP 1/10 OF A FOOT, THEREFORE, EACH TIME THE 
COUNT LOOP IS GONE THROUGH THE REGISTER Rl IS INCREMENTED, 
WHEN Rl REACHES 10, WHICH CORRESPONDS TO ONE FOOT, THEN R2 IS 
INCREMENTED AND Rl IS SET TO ZERO. WHEN THE ECHO IS FINALLY 
RECEIVED, R2 WILL HAVE THE FEET READING AND Rl WILL HAVE THE 
1/10 READING OF THE DISTANCE MEASURED. R2 IS THEN DISPLAYED ON 
P3. Rl IS DISPLAYED ON THE LOWER FOUR BITS OF Pl. 
FIRE: MDV 
MDV 
MDV 
MDV 
MDV 
MOV 
WAIT: MOV 
ANL 
JZ 
COUNT: LCALL 
MDV 
ANL 
JNZ 
CJNE 
INC 
MOV 
Pl,#0 
P3,#0 
Rl,#0 
R2,#0 
Pl, #32 
Pl, #48 
A,P2 
A, #4 
WAIT 
DELAY 
A,P2 
A 1 :t8 
ECOUNT 
Rl ,#9 ,NFF 
R2 
Rl,#0 
CLEAR Pl, 
CLEAR P3, 
CLEAR Rl WHICH IS DISTANCE IN 
1/10 FT, 
CLEAR R2 WHICH IS DISTANCE IN FT. 
RAISE CLEAR PIN ON THE 2 FLIP FLOPS. 
TELL POLAROID BOARD TO FIRE THE 
ULTRASONIC SENSOR. 
MOVE P2 TO ACCUMULATOR, 
MASK OFF ALL BITS BUT BIT 2. 
IF BIT IS LOW JUMP TO WAIT AND WAIT 
FOR BIT TO GO HIGH. THIS IS THE BIT 
THAT SAYS THE ULTRASONIC SENSOR HAS 
BEEN FIRED. IF BIT IS HIGH FALL 
THROUGH TO THE COUNT LOOP TO COUNT 
HOW LONG IT WILL TAKE TO RECEIVE 
THE ECHO BACK. 
CALL TIME DELAY SUBROUTINE. 
MOVE P2 INTO THE ACCUMULATOR, 
MASK OFF ALL BITS BUT BIT 3,
IF BIT IS HIGH JUMP TO ECOUNT WHICH 
MEANS THE ECHO HAS BEEN RECEIVED 
AND WE ARE DONE COUNTING, IF THE 
BIT IS LOW THE ECHO HAS NOT BEEN 
RECEIVED AND WE ARE NOT DONE 
COUNTING. Rl AND R2 WHICH HOLD 
THE DISTANCE COUNTED SO 
FAR MUST BE UPDATED. 
CHECK IF Rl IS 9 
(Rl COUNTS 1/10 FT,) . 
IF IT IS NOT JUMP TO NFF WHICH 
MEANS NOT A FULL FOOT. 
IF IT IS INCREMENT R2 
CR2 COUNTS FT.) . 
SET Rl TO ZERO. 
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LJMP COUNT GQ BACK TO TOP OF COUNTING LOOP, 
NFF, INC Rl INCREMENT Rl (Rl COUNTS 1/10 FT.) . 
MOV R3,#0 MEANINGLESS STATEMENT USED ONLY 
FOR TIMING PURPOSES. 
LJMP COUNT GO BACK TO TOP OF COUNTING LOOP, 
ECOUNT, MOV P3,R2 DISPLAY FEET READING ON P3. 
MOV A,Rl MOVE 1/10 FEET READING TO 
THE ACCUMULATOR. 
ANL A,#15 MASK OFF ALL BUT LOWER FOUR BITS. 
UPPER FOUR BITS SHOULD ALREADY 
BE ZERO BUT JUST IN CASE ALSO 
ADD A,#64 TURN ON BIT 6 WHICH SAYS THE 
DISTANCE READING rs VALID. 
MOV Pl,A DISPLAY RESULT ON Pl. 
RET RETURN WITH A SUCCESSFUL D!STANCE 
READING TAKEN, 
THE FOLLOWING SUBROUTINE IS A DELAY LOOP USED BY THE COUNTING 
LOOP IN SUBROUTINE FIRE TO ENSURE THAT THE COUNT LOOP WILL 
ONLY BE GONE THROUGH ONE TIME FOR EACH 1/10 OF A FOOT THAT 
THE OBJECT BEING MEASURED FOR DISTANCE IS AWAY FROM THE ULT!U\­
SONIC SENSOR. 
DELAY, MOV 
DLOOP, DJNZ 
RET 
END 
R4,#6S 
R4,DLOOP 
64 IS THE DELAY CONSTANT. 
END OF PROGRAM. 
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APPENDIX E 
THE HOST COMPUTER LISP LIST:NGS 
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E.l The Port Initialization LISP Listing
The purpose of this function is to program the Qua Tech PXB-721 
board sa that the directions of I/0 are as specifi�d below. This 
function then initializes all output I/0 bytes to zero. 
PURPOSE ADDRESS DIRECTION ------- ---------
A - DC MOTOR CONTROL 
A,7 -- GO OR START MOTION COMMAND 
A.6 -- DIRECTION
A.5-A.D -- DESIRED SPEED
B - DC MOTOR CONTROL
<DESIRED NUMBER OF SECTORS) 
C - DC MOTOR CONTROL 
(DESIRED NUMBER OF FU:L REVOLUTIONS) 
1\0 BOARD CONTROL BYTE FOR 
300H, 301H, AND 302H 
A - NOT USED 
B - ROBOT HARDWARE STATUS 
B. 0 STEERING MOTOR ?OS:TION CORI\3:CT 
B.l -- ULTAASONIC MOTOR ?OSIT!ON CORRECT
B,2 -- DC MOTOR POS:::TION COR.�ECT
E. 3 -- ULTAASONIC SENSOR RD.DING CORRECT
C - STEERING MO:CR CONTROL
(DESIRED POSITION)
I/0 BOARD CON7ROL BYTE FOR
304H, 305H� AND 306H
A - ULTRASONIC READING IN 1/10 FE�T 
E - ULTRASONIC MOTOR CONTROL 
B.6 - B.O -- DESIRED POSITION
B,7 -- FIRE ULTRASONIC SENSOR
C - ULTRASONIC READING
IN FULL FEET 
!/0 BOARD CONTROL BYTE FOR 
308H, 309H, AND 30AH 
(DEFUN INIT-PORTS ()
300H OUTPUT 
301H OUT PU! 
302H OU7PUT 
303H NONE 
304H OU:'?U':' 
305H INPUT 
306H OUTPU':' 
307H NONE 
308H IN?U7 
309H OUTPUT 
30AH INPUT 
30BH NONE 
(SYS: %IOPORT #X303 #XSO NIL) ?RO GRAM 300H, 3018, AND 302:-! 
DIRECTIONS. 
(SYS :%IO?ORT #X307 #X82 NIL) PROGRAM 304H, 305H, AND 305:-1
DIRECTIONS. 
(SYS :%IOPORT #X30E #X99 NIL) PROGRA.i'1 308H, 309H, AN:J 3bA:-1 
D:P.ECTIONS, 
(SYS :%IOPORT #X300 #XO N-:-7 ·, 1:cr:A:..rz.� 300H O'J:'?UT -- J --, . � 
CSYS :%IOPORT �X3Cl !iXO N.,.-" ·�) IN:7!ALlZE 3C:.H OU:'?UT TO 0. 
(SYS :%IOPORT i1X302 #XO N::::..) !N:T:.;:.IZ.:S: 302H o::"'�'! ... - .. . .., . TJ ·::). 
,SYS:%IOPORT #X304 #XO NIL) :NIT:A:.IZE 304H OUTP\.:T TO 0, 
(SYS :%IOPORT #X306 #XO N!:) !NI':'IA:.:::zE 30:SH 0·1--e, . .,.. :o n \j � • .,J. "• 
(SYS :%IOPOR! !iX309 #XO N:L)) :NI7IAL:!ZE 30A� OU!Ft!T TO 0. 
! 
I 
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E.2 The Driving System LISP Listing
The purpose of this function is ta read the I/0 byte at address 
30SH, If bit 2 of the I/0 byte is high, then this function will 
return T. If bit 2 is low, then NIL is returned. Bit 2 is the 
flag used by the driving system to tell the AT computer whgn 
the driving motor is in the desired position, 
CDEFUN DC-STATUS () 
(COND ((EQUAL (MOD (TRUNCATE 
(SYS :%IOPORT :l;X305 NIL NI!.) 4) 2) 0) NIL) 
CT Tl ) ) 
The purpose of this function i;;: to give a driving mot,:n: ·>�rrJnar:.d 
to the driving system, Thia function does this by writing to 
the I/0 bytes at addresses 3DOH, 301H, and 302H. The parameter 
SECTORS is the desired number of :::ectors to move, and. shotJ.ld be 
a value bet.ween O and 4095. The para.meter SPEED is the d-aaired 
speed during the motor movement, and should have a value 
between O and 63, The para.meter DIRECTION tells which diree:::-=.ion 
to move the motor in (0 means forwards and l means backwards), 
CDEFUN DRIVE (SECTORS SPEED DirtECTION) 
(SYS:%IOPORT #X300 #XO NIL) 
(LET ((FULL-REV (TRUNCATE SECTORS 16)) 
(PART-REV (MOD SECTORS 16))) 
(SYS:%IOPORT #X302 FULL-REV NIL) 
(SYS:%IOPORT #X301 PART-REV NIL) 
(SYS:%IOPORT ;X300 (+ 128 (' DIRECTION 64) SPEE:J) NILJ)J 
206 
E.3 :he Steering System LISP Listing
The purpose of this function is to read the !/0 byte at add=es3 
30SH. If bit Q of the l/0 byte is high, then this function will 
return T, If bit O is low, then NIL is returned. Bit O is the 
flag used by the steering system to tell the AT computer when 
the steering motor is in the desired position. 
(DEFUN ST-STATUS O 
(COND ((EQUAL (MOD (SYS,%IOPORT #X305 NIL NIL) 2) 0) NIL) 
(TT))) 
The purpose of this function is ta give a steering position 
command to the steering system, This function does this by 
writing to the I/0 byte at address 306H, The parameter ST-POS 
is the desired steering position and should have a value 
between O and 79. 
(DEFUN STEER CST-POS) 
(SYS,%IOPORT #X306 ST-POS NIL)) 
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E.4 The Ultrasonic System LISP Listing
The purpose of this function is to comm.and the ultrasonic 
system, This function does this by writing to the I/0 byte 
at address 309H. The parameter UM-POS is the desired motor 
position, and should have a value between O and 47. 'The 
parameter FIRE tells whether or not to fire the ultrasonic 
sonic sensor after the ultrasonic motor has been moved to 
the desired position, If parameter FIRE is NIL, then the 
ultrasonic sensor will not be fit·ed. If FIRE is non-NIL, 
then the ultrasonic sensor �ill be fired. 
(DEFUN ULTRA CUM-POS FIRE) 
(COND C (NULL FIRE) CSYS :%IOPORT #X309 UM-?OS N:L)) 
CT (SYS,%IOPORT l;X309 C, 128 UM-POSJ NIL)))) 
The purpose of this function is to read the I/0 byte a� addres3 
305H. If bit 1 of the I/0 byte is high, then this function will 
return T. If bit l is low 1 then NIL is returned. Bit l is the 
flag used by the ultrasonic system to tell the AT computer when 
the ultrasonic motor is in the desired position, 
(DEFUN UM-STATUS () 
(COND ((EQUAL (MOD (TRUNCATE 
CSYS ,%IOPORT #X305 NIL NIL) 2) 2; 0) N:L) 
CT T)) ) 
The purpose of this function is to read the I/0 byte at address
305H. If bit 3 of the I/0 byte is high, then this function will 
return T. If bit 3 is low, then Nil is returned, Bit 3 is the 
flag used by the AT compl.!ter to tell the AT computer when an 
ultrasonic reading has been completed. 
CDEFUN ULTRA-STATUS () 
(COND ((EQUAL (MOD (TRUNCATE 
(SYS ,%IOPORT #X305 NIL NIL) 8) 2) 0) NIL) 
CT T)) ) 
The purpose of this function is to see if an ultrasonic reaaing
has been completed. If the reading has been completed, then the 
distance is being displayed on the I/0 bytes at addresses 
308H and 30AH. This function will set the global variable 
FULL-FOOT to the value of the I/0 byte at address 30AH. The 
global variable PART-FOOT gets set to the value of the I/0 byte 
at address 308H, FULL-FOOT �ill conta�n the value of the full 
feet meas:urea 1n the distance reading, PART-FOOT will contain 
the 1/10 feet measured in the distance reading, The global 
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variable ULTRA-VALUE gets set to the to�al distance measured, 
This is equal to CFU!.L-FOOT) + (1/10) (PA.RT-FOOT), If an ultra­
sonic reading has: not been comple::ed, then this functii.:m will 
return NIL. This function uses function ULTF:.A-STATUS to help 
do its job. 
(DEFUN ULTRA-READ () 
(COND ((ULTRA-STATUS) 
(SETQ PART-FOOT (SYS:%IOPORT #X308 NIL NIL)) 
(SETQ FULL-FOOT (SYS:%IOPORT #X30A NIL NIL)) 
(SETQ ULTRA-VALUE (+ FULL-FOOT C/ PART-FOOT 10 ))l)
(T NIL))) 
----· ----------
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E.5 The Demonstration Program LTSP Listing
The purpose of this program is to demonstrate the use of the 
use of the basic LISP commands written for the robot platform. 
These basic commands can be found in files DC.LSP, ST.LSP, and 
ULTRA.LSP. Most of this program involves graphics and reading 
in the parameters needed to call one of the basic functions. 
This program is intended only as a demonstration program, 
(LOAD "A,\\INIT .LSP"l 
(INIT-PORTS) 
(LOAD "A,\ \DC. LSP") 
(LOAD "A,\\ST .LSP") 
(LOAD "A,\\ULTRA.LSP") 
Load in file INIT,LSP 
Program the I/0 byte directions and 
initialize all output bytes to O. 
Load in file DC.LSP 
Load in file ST.LS? 
Load in file ULTRA.LSP 
This function is the mai-n function in the program. First, all 
windows are specified (windows are used for graphics). This 
function prints the main menu, which shows the user all of the 
options that may be selected. The user changes options by 
using the up or down arrow keys. An arrow always p,:iin"Cs t,:i 
the current option, The current option is selected by hitting 
the RETURN key, The current option is kept track of by variable 
CHOICE. This variable can have the value of either 4, 6, e, or 
10, The value of this variable when RETURN is hit determines 
which option is executed. 
(DEFUN MAIN O 
; Specify the windows used for graphics, 
(SETQ WIND (MAKE-WINDOW-STREAM ,HEIGHT 20 ,WIDTH 60 ,TOP 3 
,LEFT 10 ,ATTRIBUTE 14)) 
(SETQ BORDERl (MAKE-WINDOW-STREAM ,HEIGHT 3 ,WIDTH 80 ,TOP O 
:LEFT O :ATTRIBUTE 95)) 
CSETQ BORDER2 (!'.AKE-WINDOW-STREAM , HEIGHT 2 0 , W·IDTH 10 , TOP 3 
,LEFT 70 ,ATTRIBUTE 94)) 
(SETQ BORDER3 (MAKE-WINDOW-STREAM ,HEIGHT 2 ,WIDTH 80 ,TOP 23 
,LEFT O ,ATTRIBUTE 94)) 
(SETQ BORDER4 (MAKE-WINDOW-STREAM ,HEIGHT 20 ,WIDTH 10 ,TOP 3 
,LEFT O ,ATTRIBUTE 94)) 
; Initialize the variable CHOICE to 4. 
(SETF CHOICE 4) 
; Print the main menu. 
(MAIN-MENU) 
Get the user's choice for next option to execute. When t.he 
; option has been selected, call function CHOICE-MADE to 
; determine and execute the current option. 
(LOOP (SETF INPUT (READ-CHAR WIND)) 
(COND ((EQUAL INPUT 10) (CHOICE-MADE)) 
((EQUAL INPUT 25) (!NC-CHOICE) l 
((EQUAL INPUT 24) (DEC-CHOICE)) 
(T N!Lllll 
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: The purpose of this function is to print the main menu showing 
; all possible options to the use�. 
CDEFUN MAIN-MENU Cl 
(SEND WIND ,CLEAR-SCREEN) 
(SEND BORDERl ,CLEAR-SCREEN) 
(SEND BORDER2 ,CLEAR-SCREEN) 
CSEND BORDER3 ,CLEAR-SCREEN) 
(SEND BORDER4 ,CLEAR-SCREEN) 
(SEND WIND ,SET-ATTRIBUTE 10) 
(SEND WIND ,SET-CURSORPOS 5 CHOICE) 
(PRINC "-->" WIND) 
(SEND WIND ,SET-ATTRIBUTE 14) 
(SEND WIND ,SET-CURSORPOS 14 4) 
(PRINC "l. Give Driving Sys'tern Command" WIND) 
(SEND WIND ,SET-CURSORPOS 14 6) 
(PRINC "2. Give Steering System Command" WIND) 
(SEND WIND ,SET-CURSORPOS 14 8) 
(PRINC ":3, Give Ultrasonic System Command" WIND) 
(SEND WIND :SET-CURSORPOS 14 10) 
(PRINC "4. Con"sta.nt Wall Example" WIND) 
(SEND WIND ,SET-CURSORPOS 10 16) 
(?R!NC "Use up and down cursor keys to move the arrow," W!ND) 
(SEND WIND ,SET-CURSORPOS 10 18) 
(PR INC "Hit " WIND) 
(SEND WIND ,SET-ATTRIBUTE 143) 
CPRINC "RETURN" WIND) 
(SEND WIND ,SET-ATTRIBUTE 14) 
(PRINC 11 to make a selection," WIND) 
CKI LL-CURSOR) 
(SEND BORDER! ,SET-CURSORPOS 35 l) 
(PRINC '[Main Menu" BORDERl)) 
The purpose of this function is to turn off the blinking c�=s�= 
on the WIND graphics window, This function is called whenever 
something is writ�en to the WIND graphics screen, and it is not 
desired to see the blinking cursor on the screen, 
(DEFUN KILL-CURSOR Cl 
(SEND WIND ,SET-ATTRIBUTE 0) 
(SEND WIND ,SET-CURSORPOS O 0) 
(PRINC " " WIND) 
(SEND WIND ,SET-CURSORPOS O 0)) 
The purpose of this function is ta look at the value of the 
variable CHOICE, and call the correct function to execute 
the desired option, If CHOICE equals 4, then DC-COMMAND is 
called to give a command to the driving system, If CHOICE 
equals 6 then ST-COMMAND is called to give a command to the 
steering system. If CHOICE equals B then ULTRA-COMMAND is 
called to give a command to the ultrasonic system. If CHOICE 
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equals 10 then CONSTANT-WALL is called to execute the 
constant wall example, 
(DEFUN CHOICE-MADE () 
(COND ((EQUAL CHOICE 4) 
( (EQUAL CHOICE 6) 
((EQUAL CHOICE 8) 
((EQUAL CHOICE 10) 
(T NIL)) l 
(DC-COMMAND) l 
(ST-COMMAND)) 
(ULTRA-COMMAND) ) 
(CONSTANT-I/ALL)) 
This function is a time delay function, The length cf time 
spent in this function depends on the value of NUM passed 
as a parameter, The larger NUM is, the longer the delay 
time, Parameter NUM must be positive. 
(DEFUN WAIT (NUM) 
(LET ( (N NUM) ) 
(LOOP (IF (EQUAL N OJ (RETURN NIL)) 
(SETF N (1- N))))) 
The purpose of this function i:; to increment the current value 
of the variabie CHOICE, Doing this changes the current option. 
This function also prints a new arrow on the main menu sc:::-een 
that points to the new current option. 
(DEFUN INC-CHOICE () 
; Black out arrow pointing to the old current option, 
(SEND WIND :SET-ATTRIBUTE 10) 
(SEND WIND :SET-CURSORPOS 5 CHOICE) 
CPRINC " " WIND) 
; Look at the current value of variable CHOICE and determine 
; the new value, 
(COND ((EQUAL CHOICE 10) (SETF CHOICE 4)) 
(T (SETF CHOICE (+ CHOICE 2)))) 
; Print an arrow pointing to the new current option, 
(SEND WIND :SET-CURSORPOS 5 CHOICE) 
(PRINC 1 '-->" \.{IND) 
(KILL-CURSOR)) 
The purpose of this function is to decrement the current value 
of the variable CHOICE. Doing this changes the current option. 
This function also prints a new arrow on the main menu �creen 
that points to the new current option. 
(DEFUN DEC-CHOICE () 
i Black out arrow pointing to the old curren� option. 
(SEND WIND :SET-AT!RIBUTE 10) 
(SEND WIND :SET-CURSORPOS 5 CHOICE) 
CPR.NC " " WIND) 
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J Look at the current value of variable CHOICE and determine 
; the new value. 
(COND ( (EQUAL CHOICE 4) (SETF CHOICE l 0)) 
<T (SETF CHOICE (- CHOICE 2)))) 
J Print an arrow pointing to the new current option, 
(SEND WIND :SET-CURSORPOS 5 CHOICE) 
<PRINC "-->" WIND) 
(KILL-CURSOR)) 
The purpose of this function is to execute the option that 
give_s the driving system a command. This function uses the 
DRIVE and DC-STATUS commands. These two functions wer� w=itten 
to control the driving system and are found in file DC.LSP. 
This function askz the user for the desired nUJT:Oer of sectors 
to move, rotational speed, and rotational direction, The DRIVE 
function is then executed to give the desired driving motor 
movmement to the driving system. This function then uses the 
DC-STATUS func·tion to determine when the driving motor has
finished its movement, This function prints a message to the
screen when the driving command is finally completed.
CDEFUN DC-COMMAND O 
Print the screen for the drivi�g option. 
(SEND WIND :SET-ATTRIBUTE 14) 
(SEND WIND :CLEAR-SCREEN) 
(SEND BORDER! ,CLEAR-SCREEN) 
(SEND BORDER! :SET-CURSORPOS 27 ll 
CPRINC "Give Driving System Command" EORDERl) 
Ask the user for the desired number of sectors to move and 
store it in variable SEC, 
(LOOP (SEND WIND :SET-CURSORPOS 10 4) 
(PR!NC "Enter Sectors to Move (0 - 4095) ? " WIND) 
(SEND WIND ,CLEAR-EOLl 
(SETF SEC (READ WIND) l 
(IF (AND (INTEGERP SEC) 0 SEC -1) C< SEC 4096)) 
(RETURN NIL) l l 
Ask the user far the desired motor speed and store it in 
variable SPEED. 
(LOOP (SEND WIND :SET-CURSORPQS 10 6) 
CPRINC "Enter Speed (0 - 63) ? " WIND) 
(SEND WIND :CLEAR-EOLJ 
<SETF SPEED CREAD WIND)) 
(IF (AND CINTEGERP SPEED) () SPEED -1) « SPEED 64) J 
(RETURN NIL))) 
Ask the user for the desired motor direction and store it 
in variable DIR. 
(LOOP (SEND WIND :SET-CURSORPOS 10 8) 
(?RINC "Enter Direction (1 - Forward) 01 WIND) 
(SEND WIND ,SET-CURSORPOS 26 9) 
CPRINC "(0 - Ba:ckward) ? " WIND) 
(SEND WIND :CLEAR-EOLJ 
CSETF DIR (READ WIND)) 
(IF (OR (EQUAL DIR 0) (EQUAL DIR 1)) (RETURN NIL) l l 
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Ones complement the DIR variable 
(COND ( (EQUAL DIR 1) (SETF DIR 0)) 
(T (SETF DIR 1))) 
Give the new driving command to the driving system, using the 
current values of the variables SEC, SPEED, and DIR, 
(DRIVE SEC SPEED DIR) 
Print a message that says that the driving command has been 
given to the driving system, 
(SEND WIND :SET-ATTRIBUTE 10) 
(SEND WIND :SET-CURSORPOS 10 12) 
CPRINC 11Driving Motor Command Given" WIND) 
(KILL-CURSOR) 
(WAIT 50) 
Wait for the driving motor to reach its new position, 
(LOOP (IF (DC-STATUS) (RETURN NIL))) 
Print a message saying that the driving command has been 
completed. 
(SEND WIND :SET-ATTRIBUTE 10) 
(SEND WIND :SET-CURSORPOS 10 16) 
(PRINC "Driving Motor Command Completed" WIND) 
(KILL-CURSOR) 
(WAIT 3000) 
Print the main menu and exit. 
(MAIN-MENU) J 
The purpose of this function is to execute the option that 
gives the steering system a command, This function uses the 
STEER and ST-STATUS commands, These two functions were written 
to control the steering system, and are found in file ST,LSP, 
This function asks the user for the desired steering position, 
and then u�es the STEER function ta tell the steering system 
this desired steering position. This function then uses the 
function ST-STATUS to determine when the steering motor has 
moved to the desired location, This function prints a message 
to the screen when the steering motor finally reaches its new 
position, 
(DEFUN ST-COMMAND () 
Print the screen for the steering option. 
(SEND WIND :SET-ATTRIBUTE 14) 
(SEND WIND :CLEAR-SCREEN) 
(SEND BORDERl :CLEAR-SCREEN) 
(SEND BORDERl :SET-CURSORPOS 26 l) 
(PRINC 11Give Steering System Command" BORDER.I) 
Ask the user for the desired steering position and store it 
in variable INPUT. 
(LOOP (SEND WIND :SET-CURSORPOS 10 6) 
(PRINC "Enter Steering Motor Position CO - 79) ? " WIND) 
(SEND WIND :CLEAR-EOL) 
(SETF IN?UT (READ WIND)) 
(IF (AND (INTEGERP INPUT) <> INPUT -1) (< I:-IPUT 80)) 
(RETURN NIL))) 
Give the new steeri·ng command to the steering system, uaing 
------ -
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the current value of variable INPUT. 
(STEER INPUT) 
Print a message that says that the steering command has been 
given to the steering system. 
(SEND WIND :SET-ATTRIBUTE 10) 
(SEND WIND :SET-CURSORPOS 10 10) 
CPRINC 11Steering Motor Command Given" WIND) 
(KILL-CURSOR) 
(WAIT 50) 
Wait for the steering motor to reach its new position. 
(LOOP CIF (ST-STATUS) (RETURN NIL))) 
Print a message saying that the steering command has been 
completed. 
(SEND WIND :SET-ATTRIBUTE 10) 
(SEND WIND :SET-CURSORPOS 10 14) 
(PRINC "Steering Motor Command Completed" W!ND) 
(KILL-CURSOR) 
(WAIT 3000) 
Print the main menu and exit, 
(MAIN-MENU)) 
The purpose of this function is to execute the option that 
gives the 'ultra.sonic :;rystem a command, This function uses 
the ULTRA, UM-STATUS, and ULTRA-READ commands, These three 
functions were written to control the ultrasonic system, and 
are found in file ULTRA.LS?. This fu,nction ask.;; the user for 
the desired ultrasonic position, and then asks if the ultra­
sonic sen:.:or should be fired, This function uses the U!..TRA 
function to command the ultrasonic system, This function then 
uses the function UM-STATUS t,:i determine when the u::.trasonic 
motor has moved to the desired location, If it is desired to 
fire the ultrasonic sensor, this function will use function 
ULTRA-READ to determine when the ultrasonic reading has been 
completed. This function will display the distance reading 
and write a message to the screen, when the ultrasonic command 
has been completed, 
(DEFUN ULTRA-COMMAND C) 
Print the screen for the ultrasonic option, 
(SEND WIND :SET-ATTRIBUTE 14) 
(SEND WIND :CLEAR-SCREEN) 
(SEND BORDERl : CLEAR-SCREEN) 
(SEND BORDERl :SET-CURSORPOS 24 l) 
(PR!NC "Give Ultrasonic Sy.stem Command" BORDERl) 
Ask the user for the desired ultrasonic position and store it 
in variable INPUT. 
(LOOP (SEND WIND :SET-CURSORPOS 10 4) 
(PR!NC "Enter Ultra.sonic Motor Position (0 - 47) ? " WIND) 
(SEND WIND :CLEAR-EOL) 
CSETF INPUT (READ WIND)) 
(IF (AND (INTEGERP INPUT) C> INPUT -1) C< INPUT 48)) 
(RETURN NIL) l l 
Ask the user if it is desired to fire the ultrasonic sensor 
I 
I 
I 
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and store answer in variable FIRE, 
(LOOP (SEND WIND :SET-CURSORPOS lO 6) 
(?RINC "Fire Ultrasound (1 - Yes) (0 - No) ? '' WIND) 
(SEND WIND :CLEAR-EOL) 
(SETF FIRE (READ WIND)) 
(IF (OR (EQUAL FIRE 0) (EQUAL FIRE 1)) (RETURN NIL))) 
If variable FIRE equals l then set FIRE to T, If variable 
FIRE equals O then set FIRE to NIL. 
(COND ( (EQUAL FIRE l) (SETF FIRE Tl l 
CT (SETF FIRE NIL))) 
Use function ULTRA to command the ultrasonic system, This 
will start the ultrasonic motor moving to the new desired 
location, Using NIL as the second parameter tells the 
ultrasonic system to clear the current distance display. 
(ULTRA INPUT NIL) 
(WAIT 50) 
Give the new ultrasonic command to the ultrasonic system, 
using the current value of the variables INPUT and FIRE. 
If the value of FIRE is T, then a new ultrasonic reading 
will be taken, and the results displayed, 
(ULTRA INPUT FIRE) 
Print a message that says that the ultrasonic command has 
been given to the steering system. 
(SEND WIND :SET-ATTRIBUTE 10) 
(SEND WIND :SET-CURSORPOS lO lO) 
(PRINC "Ultrasonic Command Given" WIND) 
(KILL-CURSOR) 
(WAIT 50) 
Wait for the ultrasonic motor to reach itz new position, 
(LOOP (IF (UM-STATUS) (RETURN NIL))) 
Print a message saying that the ultrasonic motor has reached 
the new desired position, 
(SEND WIND :SET-ATTRIBUTE lO) 
(SEND WIND :SET-CURSORPOS lO 14) 
(PRINC "Ultrasonic Motor Position Correct" WIND) 
(SEND WIND :SET-CURSORPOS lO 16) 
Check if it was desired to fire the ultrasonic sensor, If it 
wa�, use function ULTRA-READ to wait for the ultrasonic 
reading to be completed and then display the distance on the 
screen, If it was not desired to fire the ultrasonic sensor, 
then print a message saying that it was not desired to fire 
the ultrasonic sensor, and that the ultrasonic command has 
been completed. 
(COND (FIRE (LOOP (IF (ULTRA-READ) (RETURN NIL)) l 
(FORMAT WIND 
"Ultrasonic Reading is ... S Feet" ULTRA-VALUE) 
(SEND WIND :SET-CURSORPOS 10 18) 
(PRINC "Ultrasonic Command Complete" WIND) 
(KILL-CURSOR) 
(WAIT 8000)) 
CT (PRINC "No Ultrasonic Reading Taken" WIND) 
(SEND WIND :SET-CURSORPOS lO 18) 
(PRINC "Ultrasonic Command Complete" WIND) 
(!CI LL-CURSOR) 
(WAIT 6000))) 
Print the main menu and exit. 
(MAIN-MENU)) 
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The purpose of this function is to keep the robot platform a 
desired distance away from the wall in front of it, This 
function asks the user how far away from the wall it is 
desired to keep the robot platform, and then commands the 
ultrasonic system and the driving system in order to keep 
the platform at the desired distance, This function exits 
when the ultrasonic sensor reads a distance of 0.9 feet. To 
quit this demonstration, a person just puts his hand in front 
of the ultrasonic sensor. 
(DEFUN CONSTANT-WALL () 
Command the steering system to move the steering motor t·.:i 
position 0, 
(STEER 0) 
Initialize variable MOTOR-DI.R t,.:i N:iL. Variable MOTOR-DIR keeps 
track of the current direction that the driving motor is going 
in. If MOTOR-DIR is NIL, it means the motor is stopped, If 
MOTOR-DIR is O then the motor is moving forwards, and if 
MOTOR-DIR is 1 then the motor is moving backward3, 
(SETF MOTOR-DIR NIL) 
Print the screen for the constant wall example. 
(SEND WIND :SET-ATTRIBUTE 14) 
(SEND WIND :CLEAR-SCREEN) 
(SEND BORDERl :CLEAR-SCREEN) 
(SEND BORDERl :SET-CURSORPOS 30 l) 
(?RINC "Constant Wall Example" BORDERl) 
Ask the user for the desired distance that 
remain 
(LOOP 
away from the wall, and store it in 
(SEND WIND :SET-CURSORPOS 10 6) 
the robot should 
variable DIST. 
(PRINC "Enter Desired Wall Distance (2 - 15) '? " WIND) 
(SEND WIND : CLEAR-EOL) 
CSETF DIST (READ WIND)) 
CIF (AND <INTEGER? DIST) C> DIST l) C< DIST 16)) 
(RETURN NIL))) 
Print a message to the screen indicating the value of 
variable DIST. 
(SEND WIND :CLEAR-SCREEN) 
(SEND WIND :SET-CURSORPOS 12 6) 
(FORMAT WIND "Desired Wall Distance is -s feet'' D!ST) 
In a loop take ultrasonic readings, and print the measured 
distance on the screen, From the distance measured, determine 
if the driving motor should be turned on or off. 
(LOOP (ULTRA. 0 NIL) ; Clear current distance reading, 
(WAIT l 0) 
Give the command to fire the ultrasonic sensor. The 
ultra.sonic motor will stay at position 0. 
CULTRA D T) 
(WAIT l 0) 
Wait for the ultrasonic reading to be completed. 
(LOO? (IF (ULTRA-READ) (RETURN NIL) l) 
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If the distance measured is 
(IF (EQUAL ULTRA-VALUE 0.9) 
0,9 feet, then exit, 
(RETURN NI LJ ) 
Print the distance measured on the screen, 
(SEND WIND :SET-CURSORPOS 12 10) 
(SEND WIND :SET-ATTRIBUTE 10) 
(FORMAT WIND 
"Actual Wall Distance is -s feet i( ULTRA-VALUE) 
(SEND WIND ,CLEAR-EOLJ 
(KILL-CURSOR) 
If the steering motor is in the desired position, 
the driving motor is not moving, and the distance 
to the wall is larger than it should be, turn the 
driving motor on in the forwards direction. 
(COND ((AND (ST-STATUS) (DC-STATUS) 
(> ULTRA-VALUE (+ DIST .1))) 
(DRIVE 4095 2 OJ 
(SETF MOTOR-DIR OJ 
(LOOP (IF (NOT CDC-STATUS)) (RETURN N:LJ))) 
If the steering motor is in the desired position, 
the driving motor is not moving, and the distance 
to the wall is smaller than it should be, ·turn 
the driving motor on in the backwards direction. 
( (AND (ST-STATUS) CDC-STATUS) 
(< ULTRA-VALUE (- DIST ,1))) 
(DRIVE 4095 2 l) 
(SETF MOTOR-DIR 1) 
(LOOP (IF (NOT (DC-STATUS)) (RETURN NIL)))) 
If the robot platform is the desired distance away 
from the wall, turn the driving motor off. 
((AND (> ULTRA-VALUE (- DIST .2))
C< ULTRA-VALUE (+ DIST .2))) 
(DRIVE O O OJ 
(SETF MOTOR-DIR NIL)) 
If the driving motor is moving backwards, and the 
distance to the wall is greater than it should be, 
then turn the driving motor off. 
((AND (EQUAL MOTOR-DIR 1) 
(> ULTRA-VALUE (+ DIST .1))) 
(DRIVE O O OJ 
(SETF MOTOR-DIR NIL)) 
If the driving motor is moving forwards, and the 
distance to the wall is smaller than it should b�, 
then turn the driving motor off. 
((AND (EQUAL MOTOR-DIR OJ 
(< ULTRA-VALUE (- DIST .1))) 
(DRIVE O O OJ 
CSETF MOTOR-DIR NIL)) 
If the steering motor is not in the desired p�sition, 
turn the driving motor off, 
((NOT (ST-STATUS)) 
(DRIVE O O OJ 
(SETF MOTOR-DIR NIL)) 
CT NIL))) 
If we get here then the exit condition has been satisfied, 
so turn the driving motor off. 
(DRIVE O 63 0) 
Print the main menu and exit, 
(MAIN-MENU) ) 
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F.l The Port Initialization BASIC Listing
10000 
10001 
10002 
10003 
10004 
10005 
10006 
10007 
10008 
10009 
10010 
10011 
10012 
10013 
10014 
10015 
10016 
10017 
10018 
10019 
10020 
10021 
10022 
10023 
10024 
10025 
10026 
10027 
10028 
10029 
10030 
10031 
10032 
Subroutine 10000 programs the Qua Tech PXB-721 board so 
that the directions of I/0 are as specified below, This 
function then initializes all output I/0 bytes to zero. 
PURPOSE ADDRESS DIRECTION ------- ------- ---------
A - DC MOTOR CONTROL 300H OUTPUT 
A.7 - GO OR START MOTION COMMAND
A, 6 - DIRECTION
A.5-A.O - DESIRED SPEED
B - DC MOTOR CONTROL 301H OUTPUT 
(DESIRED NUMBER OF SECTORS)
C - DC MOTOR CONTROL 302H OUTPUT 
(DESIRED NUMBER OF FULL REVOLUTIONS)
I\0 BOJi.RD CONTROL BY!E FOR 303H NONE 
300H, 301H, AND 302H 
A - NOT USED 304H OUTPUT 
B - ROBOT HARDWARE STATUS 3DSH INPUT 
B.O - STEERING MOTOR POSITION CORRECT
B.l - ULTRASONIC MOTOR POSITION COR.�ECT
B.2 - DC MOTOR POSITION CORRECT
B.3 - ULTRASONIC SENSOR READING CORRECT
C - STEERING MOTOR CONTROL 306H OUTPUT 
(DESIRED POSITION)
I!O BOARD CONTROL BYTE FOR
304H, 305H, AND 306H 307H NONE 
A - ULTRASONIC READING IN 1/10 FEET 
B - ULTRASONIC MOTOR CONTROL 
B.6 - B.O - DESIRED POSITION
B.7 - FIRE ULTRASONIC SENSOR
C - ULTRASONIC READING
IN FULL FEET 
I/0 BOARD CONTROL BYTE FOR 
308H, 309H, AND 30AH 
308H 
309H 
30AH 
30BH 
INPUT 
OUTPUT 
INPUT 
NONE 
10040 OUT &H303,&HBO 
10045 OUT &H307,&H82 
10050 OUT &H30B,&H99 
10055 OUT &H300,&HO 
10060 OUT &H301,&HO 
10065 OUT &H302,&HO 
10070 OUT &H304,&HO 
10075 OUT &H306,&HO 
10080 OUT &H309,&HO 
PROGRAM 300H, 301H, AND 302H DIRECTIONS. 
PROGRAM 304H, 305H, AND 306H DIRECTIONS. 
PROGRAM 308H, 309H, AND 30AH DIRECTIONS, 
INITIALIZE 300H OUTPUT TO 0, 
INITIALIZE 301H OUTPUT TO 0. 
INITIALIZE 302H OUTPUT TO 0. 
INITIALIZE 304H OUTPUT TO 0. 
INITIALIZE 305r. OUTPUT TO 0, 
!N!TIA�IZE 30AH OUTPUT TO 0,
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F.2 The Driving System BASIC Listing
20000 
20001 
20002 
20003 
20004 
20005 
Subroutine 20000 reads the I/0 byte at address 305H, If 
bit 2 of the I/0 byte is high, then this subroutine will 
set the variable DCSTATUS to 1. If bit 2 is law, then 
DCSTATUS will be set ta O. Bit 2 is the flag uged by the 
driving system to tell the AT computer when the driving 
motor is in the desired position, 
20010 A = INPC&H305) 
20015 A =  A AND 4 
20020 IF A =  0 THEN DCSTATUS = 0 ELSE DCSTATUS = 1 
20025 RETURN 
25000 
25001 
25002 
25003 
25004 
25005 
25006 
25007 
25008 
Subroutine 25000 gives a driving motor command to the 
driving system. This function does this by writing to 
the I/0 bytes at addresses 300H, 301H, and 302H. The 
variable SECTORS contains the desired number of sectors 
to move, and should have a value between O and 4085. 
The variable SPEED contains the desired speed for the 
motor movement, ar,d should have a value between O and '63, 
The parameter DIR tells which direction to move the 
motor in (0 means forwa!:'ds and 1 means backwards) . 
25010 OUT &H300,&HO 
25013 IF SECTORS = 0 THEN RETURN 
25015 FULLREV = SECTORS\ 16 
25020 PARTREV = SECTORS MOD 16 
25030 INFO = 128 + (64 * DIR) + SPEED 
25035 OUT &H302,FULLREV 
25040 OUT &H301,PARTREV 
25045 OUT &H300,INFO 
25050 RETURN 
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F,3 The Steering System BASIC Listing 
30000 
30001 
30002 
30003 
30004 
30005 
30010 
30015 
30020 
30025 
35000 
35001 
35002 
35003 
35004 
Subroutine 30000 reads the I/0 byte at address 305H. If 
bit O of the l/0 byte is high, then this subroutine will 
set the variable STSTATUS to 1. If bit O is low, then 
STSTATUS will be set to 0, Bit O is the flag used by the 
steering system to tell the AT computer when the steering 
motor is in the desired position,· 
A = INP C&H305) 
A = AANDl 
IF A =  0 THEN STSTATUS = 0 ELSE STSTATUS = l 
RETURN 
Subroutine 35000 gives a steering position command to the 
steering system. This function does this by writing ta 
the I/0 byte at address 306H. The variable STPOS contains 
the desired steeri�g position and should have a value 
between O and 79. 
35005 OUT &H306,STPOS 
35010 RETURN 
223 
F.4 The Ultrasonic System BASIC Listing
40000 
40001 
40002 
40003 
40004 
40005 
Subroutine 40000 reads the I/0 byte at address 305H. If 
bit l of the 1/0 byte is' high, then this subroutine will 
set the variable UMSTATUS to 1. If bit 1 is low, then 
UMSTATUS will be set to 0. Bit 1 is the flag used by the 
ultrasonic system to tell the AT c"omputer when the ultra­
sonic motor is in the desired position, 
40010 A =  INP(&H305) 
40015 A =  A AND 2 
40020 IF A =  0 THEN UMSTATUS = 0 ELSE UMSTATUS = l 
40025 RETURN 
41000 
41001 
41002 
41003 
41004 
41005 
Subroutine 41000 reads the I/0 byte a� address 305H. If 
bit 3 of the I/0 byte is high, then this subroutine will 
set the variable USTATUS to l, If bit 3 is low, then 
USTATUS will be set to 0, Bit 3 is the flag used by the 
' ultrasonic system to tell the AT computer when an ultra­
sonic distance reading has �een completed, 
41010 A= INP(&H305) 
41015 A =  A AND 8 
41020 IF A =  0 THEN USTATUS = O ELSE USTATUS = l 
41025 RETURN 
45000 
45001 
45002 
45003 
45004 
45005 
45006 
45007 
45008 
45009 
Subroutine 45000 commands the ultrasonic system. This 
subroutine does this by writing to the I/0 byte at 
address 309H, The variable UMPOS contains the desired 
ultrasonic position, and should have a value between O 
and 47, The variable FIRE tells whether or not to fire 
the ultrasonic sensor after the ultrasonic motor has 
been moved to the desired position. If variable FIRE 
has the value 0, then the ultrasonic sensor will not be 
fired. If FIRE is not 0, then the ultrasonic sensor will 
be fired, 
45010 IF FIRE = 0 THEN INFO = UMPOS ELSE INFO= 128 + UMPOS 
45015 OUT &H309,INFO 
45020 RETURN 
46000 
46001 
46002 
46003 
46004 
46005 
The purpose of subroutine 46000 is to see if an ultra­
sonic reading has been completed. If the reading has beer. 
completed, then the distance is being displayed on the 
I/0 bytes at addresses 308H and 30AH. This function will 
set the variable FFOOT to the value of the I/0 byte at 
address 30AH. The variable PFOOT gets set to the value of 
46006 
46007 
46008 
46009 
46010 
46011 
46012 
46013 
46014 
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the I/0 byte at address 308H. FFOOT will contain the 
value of the fu.11 feet measured in the distance reading, 
PFOOT will contain the 1/10 feet measured in the distance 
reading, The variable UVALUE gets set to the total dis­
tance measured. This is equal to CFFOOT) + (l/10) CPFOOT). 
If an ultrasonic reading has not been completed, then 
this function will return, without setting any of the 
above variables, This subroutine uses subroutine 41000 
to help it do its job, 
46020 GOSUB 41000 
46025 IF USTATUS = 0 THEN RETURN 
46030 FFOOT = INP(&H30A) 
46035 PFOOT = ;NP(&H308) 
46040 UVALUE = FFOOT + (PFOOT/10) 
46045 RETURN 
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F,S The Demonstration Program BASIC Listing 
S GOSUB 10000 
10 SCREEN 0,1,0,0 Select the color text s.creen, 
15 KEY OFF Turn off the function key display, 
20 MAIN = 1 As long as MAIN equals 1, the main. loop 
21 will be executed, 
25 CHOICE = 6 Set variable choice to 6, This variable 
26 keeps track of the current demonstration 
27 option, 
30 WHILE MAIN This is the ma.in loop of the program, 
35 GOSUB 100 Print the main menu. 
40 GOSUB 200 Move the arrow and select an option. 
44 ' If CHOICE = 6 then give the driving system a command. 
45 IF CHOICE = 6 THEN GOSUB 1000 
49 ' If CHOICE = 8 then give the steering system a command. 
SO IF CHOICE= 8 THEN GOSUB 2000 
54 ' If CHOICE= 10 then give the ultrasonic system a command. 
SS IF CHOICE = 10 THEN GOSUB 3000 
59 ' If CHOICE= 12 then do the constant wall example. 
60 IF CHOICE = 12 THEN GOSUB 4000 
64 ' If CHOICE = 14 then set main to O and exit program. 
65 IF CHOICE = 14 THEN MAIN = 0 
70 WEND ' End of main loop. 
75 COLOR 7,0,0 
80 CLS 
85 END 
100 
105 
110 
115 
120 
125 
127 
130 
135 
140 
145 
150 
155 
160 
165 
170 
175 
180 
185 
190 
191 
192 
COLOR 15,0,S 
CLS 
LOCATE 2,36,0 
PRINT "Main Menu' 1 
LOCATE 3,36,0 
PRINT ''-----" 
COLOR 14,0,S 
LOCATE 6,24,0 
' Subroutine 100 prints the main menu. 
PRINT 11 1. Give Driving System Command" 
LOCATE 8,24,0 
PRINT "2, Give Steering System Command" 
LOCATE 10,24,0 
PRINT "3. Give Ultrasonic System Conunand" 
LOCATE 12,24,0 
PRINT 11 4, Constant Wall Example"
LOCATE 14,24,0 
PRINT "5, Quit Program'" 
LOC�.TE 20,20,0 
PRINT "Use up and down cursor keys to move arrow." 
LOCATE 22 1 20 1 0 
PRINT "Hit "; 
COLOR 31,0,S 
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193 PRINT 1 'RETURN"; 
194 COLOR 14,0,5 
195 PRINT 11 to make a selection." 
196 RETURN 
200 Subroutine 200 moves the arrow up and down when the up 
201 or down cursor keys are hit, The variable CHOICE is also 
202 incremented or decremented depending on which arrow key 
203 is: hit, This suhroutine ends when RETURN is hit, The 
204 value of variable CHOICE determines the option selected. 
206 COLOR 10,0,5 
208 LOCATE CHOICE,20,0 
210 PRINT "-->" 
215 INS = INPUT$Cl) 
220 IN = ASC(INS) 
225 LOCATE CHOICE,20,0 
230 PRINT " " 
235 IF IN = 50 THEN CHOICE = CHOICE+ 2 
240 IF IN = 56 THEN CHOICE = CHOICE - 2 
245 IF IN = 13 THEN RETURN 
250 IF CHOICE = 4 THEN CHOICE = 14 
255 IF CHOICE = 16 THEN CHOICE = 6 
260 GOTO 208 
300 Su.broutine 300 is a time delay sw.J::iroutine. !he amQunt of 
301 delay time depends on the value of variable COUNT (set 
302 before the subroutine is entered), The larger t!1e ?al'..:.e 
303 of COUNT, the longer the delay time. 
305 IF COUNT = 0 !HEN RETURN 
310 COUNT = COUNT - l 
315 GOTO 300 
1000 
1001 
1002 
1003 
1004 
1005 
1006 
1007 
1008 
1009 
1010 
1011 
1012 
1013 
1014, 
The purpose subroutine 1000 is to execute the option that 
gives the driving system a c_ommand, This function calls 
subroutines 20000 and 25000, which are the general sub­
routines written to control the driving system, Sub­
routine 1000 first asks the user for the desired number 
of sectors to move and stores the value in variable 
SECTORS. The user is then asked for the desired speed, 
This value is stored in variable SPEED, Finally, the user 
is askeC for the motor direction Cl is Forwards and O is 
backwards), This value is stored in variable DIR. This 
sul::iroutine then calls siJ.broutine 25000 which gives the 
the driving motor command to the driving system, The 
subroutine 20000 is then used �o determine when the 
driving motor reaches the ending position. A message is 
is printed to the screen when the driv�ng system command 
1015 
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is finally completed, 
Print the screen 
COLOR 15,0,5 
CLS 
LOCATE 2,26,0 
PRINT "Give Driving 
LOCATE 3,26,0 
for the driving option. 
System Command" 
1099 
1100 
1105 
1110 
1115 
1120 
1125 PRINT ''---------------" 
1126 ' Ask the user for the desired number of sectors to move 
1127 ' and store it in variable SECTORS. 
1128 COLOR 14,0,5 
1130 LOCATE 6,20,0 
1140 PRINT "Enter Sectors to Move CO - 4095) "; 
1150 INPUT SECTORS 
1158 ' Ask the user for the desired motor speed 
1159 ' and store it in variable SPEED. 
1160 LOCATE 8,20,0 
1170 PRINT "Enter Speed (0 - 63) "; 
1180 INPUT SPEED 
1188 ' Ask the user for the desired motor direction and 
1189 ' store it in variable DIR. 
1190 LOCATE 10,20,0 
1200 PRINT "Enter Direction (1 - Forward)" 
1210 LOCATE 11,35,0 
1220 PRINT " (0 - Backward) "; 
1230 INPUT DIR 
1234 ' Ones complement the DIR variable. 
1235 IF DIR = 0 THEN DIR = 1 ELSE DIR= 0 
1236 ' Give the new driving command to the driving system, using 
1237 ' current values of the variables SECTORS, SPEED, and DIR. 
1240 GOSUB 25000 
1248 ' Print a message that says that the driving command 
1249 ' has been given to the driving system. 
1250 COLOR 10,0,5 
1260 LOCATE 14,20,0 
1270 PRINT "Driving Motor Command Given" 
1289 ' Call the time delay subroutine, 
1280 COUNT = 5 
1290 GOSUB 300 
1299 ' Wait for the driving motor to reach its new position. 
1300 GOSUB 20000 
1310 IF DCSTATUS = 0 THEN GOTO 1300 
1318 ' Print a message saying that the driving command 
1319 ' has been completed, 
1320 LOCATE 18,20,0 
1330 PRINT "Driving Motor Command Completed" 
1339 ' Call the time delay subroutine. 
1340 COUNT = BOO 
1350 GOSUB 300 
1360 RETURN 
2000 
2001 
2002 
2003 
2004 
2005 
2006 
2007 
2008 
2009 
2010 
2011 
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The purpose of su.broutin� 2000 is to execute the optior. 
tha.t gives the steering system a command. This function 
calls subroutines 30000 and 35000, which are the general 
subroutines written to control the steering system. 
Subroutine 2000 first asks the user for the desired steer­
ing position and t.hen stores the value in variable STPOS, 
This subroutine then calls subroutine 35000, which gives 
the desired steering position to the steering system. The 
sUilroutine 30000 is then used to determine when the 
steering motor reaches the desired position. A message is 
printed to the screen when the steering motor finally 
reaches the desired position. 
2099 Print the screen for the steering option, 
2100 COLOR 15,0,5 
2105 CLS 
2110 LOCATE 2,26,0 
2115 PRINT "Give Steering System Command" 
2120 LOCATE 3,26,0 
2125 PRINT " "���������������-
2l26 ' Ask the user for the desired steering position and 
2127 ' store it in variable STPOS. 
2128 COLOR 14,0,5 
2130 LOCATE 6,20,0 
2140 PRINT 11 Enter Steering Motor Position CO - 79) "; 
2150 INPUT STPOS 
2158 ' Give the new steering command to the steering system, 
2159 ' using the current value of variable STPOS, 
2160 GOSUB 35000 
2168 ' Print a message that says that the steering command 
2169 ' has been given tc the steering system, 
2170 COLOR 10,0,5 
2180 LOCATE 14,20,0 
2190 PRINT "Steering Motor Command Given" 
2199 ' Call the time delay subroutine, 
2200 COUNT = 5 · 
2210 GOSUB 300 
2219 ' Wait for the steering motor to reach its new position. 
2220 GOSUB 30000 
2230 IF STSTATUS = 0 THEN GOTO 2220 
2238 ' Print a message saying that the steering command 
2239 ' has been completed, 
2240 LOCATE 18,20,0 
2250 PRINT "Steering Motor Command Completed" 
2259 ' Call the time delay subroutine, 
2260 COUNT= 800 
2270 GOSUB 300 
2280 RETURN 
3000 
3001 
3002 
3003 
The purpose cf subroutine 3000 is �o execute the option 
that gives the ultrasonic system a command. This function 
calls subroutines 40000, 41000, 45000, and 46000. These 
four subroutines were written to con-trol the ultrasonic 
-- -- ---- ----------------
3004 
3005 
3006 
3007 
3008 
3009 
3010 
3011 
3012 
3013 
3014 
3015 
3016 
3099 
3100 
3105 
3110 
3115 
3120 
·3125
3126 
3127 
3128 
3130 
3140 
3150 
3158 
3159 
3160 
3170 
3175 
3176 
3177 
3178 
3179 
3180 
3181 
3182 
3183 
3184 
3187 
3188 
3189 
3190 
3193 
3194 
3195 
3200 
3210 
3219 
3220 
3230 
3240 
3249 
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system. This subroutine asks the user for the desired 
ultrasonic position and stores this value in variable 
UMPOS, This subroutine then asks the user if the ultra­
sonic sensor should be fired (l means yes and O means no). 
This value is stored in variable FIRE. Subroutine 40000 
is then called to give the ultrasonic command to the 
ultrasonic system, This subroutine then uses subroutine 
40000 to determine when the ultrasonic motor reaches the 
desired position, If it is desired to fire the ultra­
sonic sensor, subroutine 46000 will be called to determine 
when the ultrasonic reading has been completed, This sub­
routine will display the distance reading and write a 
message when the ultrasonic command has been completed, 
Print the screen for the ultrasonic option. 
COLOR 15, 0, 5 
CLS 
LOCATE 2,25,0 
PRINT "Give Ultrasonic System Command" 
LOCATE 3,25,0 
PRINT " 11 �������������� 
' Ask the user for the desired ultrasonic position and 
' store it in variable UMPOS. 
COLOR 14,0,5 
LOCATE 6,20,0 
PRINT "Enter Ultrasonic Motor Position CO - 47) "; 
INPUT UMPOS 
' Ask the user if it is desired to fire the ultrasonic 
' sensor and store answer in variable FIRE, 
LOCATE 8,20,0 
PRINT "Fire Ultrasound Cl - Yes) CD - No) "; 
INPUT FIRE 
Give command to the ultrasonic system but tell it not �o 
' fire the ultrasonic sensor, This will cause the current 
' distance display to be cleared. 
TEMP = FIRE 
FIRE = 0 
GOSUB 45000 
I Call the time delay subroutine. 
COUNT = 5 
GOSUB 300 
' Give command to the ultra.sonic system with the true value 
' of variable FIRE, 
FIRE= TEMP 
GOSUB 45000 
' Print a message that says that the ultrasonic command 
' has been given to the steering system. 
COLOR 10,0,5 
LOCATE 14,20,0 
PRINT "Ultrasonic Command Given" 
' Call the delay subroutine, 
COUNT = 5 
GOSUB 300 
GOSUB 40000 
' Wait for the ultrasonic motor to reach its new position, 
3250 
3258 
3259 
3260 
3270 
3271 
3272 
3273 
3274 
3275 
3276 
3277 
3280 
3290 
3300 
3310 
3320 
3321 
3322 
3330 
3340 
3350 
3360 
3370 
3380 
3390 
3400 
3409 
3410 
3420 
4000 
4001 
4002 
4003 
4004 
4005 
4006 
4007 
4008 
4009 
4010 
4049 
4050 
4051 
4052 
4053 
4055 
4064 
4065 
4066 
4067 
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IF UMSTATUS = 0 THEN GOTO ,240 
' Print a message saying that the ultrasonic motor has 
' reached the new desired position, 
LOCATE 18,20,0 
PRINT "Ultrasonic Motor Position Correct" 
Check if it was desired to fire the ultrasonic sensor. 
If it was, use function ULTRA-READ to wait for the 
ultrasonic reading to be completed and then display 
the distance on the screen. If it was not desired to 
fire the ultrasonic sensor, then print a message saying 
that it was not desired to fire the ultrason�c sensor, 
and that the ultrasonic command has been completed. 
IF FIRE= 0 THEN GOTO 3360 
GOSUB 46000 
IF USTATUS = 0 Th'EN GOTO 3290 
LOCATE 20,20,0 
PRINT "Ultrasonic Rea.ding is 11; 
PRINT USING "##.#"; UVALUE; 
PRINT " Feet" 
COUNT = 1200 
GOTO 3390 
RETURN 
LOCATE 20,20,0 
PRINT "No Ultrasonic_ Reading Taken" 
COUNT = 800 
LOCATE 22,20,0 
PRINT ' 1 Ultrasonic Command Completed" 
' Call the time delay subroutine, 
GOSUB 300 
RETURN 
The purpose of subroutine 4000 is to keep the robot 
platform a desired distance away from the wall in 
front of it. This subroutine asks the user how far 
away from the wall it is desired to keep the robot 
platform, and stores this value in variable DIST. Thi� 
subr�utine then commands the ultrasonic system and the 
driving system in order to keep t.he platform at the 
desired distance, This function exits when the ultra­
sonic sensor reads a distance of 0,9 feet. To quit this 
demonstration, a person just puts his hand in front of 
the ultrasonic sensor. 
Initialize desired ultrasonic motor position to 0. 
UMPOS = 0 
' Command the steering system to move the steering 
' motor to position 0, 
STPOS = 0 
GOSUB 35000 
Initialize variable MDIR to 2. Variable MDIR keeps track 
cf the current direction that .the driving motor is going 
in, If MDIR is 2, it means the motor is stopped. r:
MDIR is O then the motor is moving forwards, and if 
4068 
4070 
4099 
4100 
4105 
4110 
4115 
4120 
4125 
4126 
4127 
4128 
4130 
4140 
4150 
4151 
4152 
4153 
4155 
4156 
4158 
4159 
4160 
4165 
4170 
4180 
4190 
4197 
4198 
4199 
4200 
4210 
4220 
4230 
4240 
4250 
4260 
4270 
4279 
4280 
4290 
4294 
4295 
4299 
4300 
4310 
4311 
4312 
4319 
4320 
4330 
4335 
4336 
4337 
4338 
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' MD!R is l then the motor is moving backwards. 
MDIR = 2 
' Print the screen for the constant wall example. 
COLOR 15,0,5 
CLS 
LOCATE 2,29,0 
PRINT "Constant Wall Example" 
LOCATE 3,29,0 
PRINT II " ������������ 
' Ask the user for the desired distance the robot should 
' remain away from the wall, and store it in variable DIST. 
COLOR 14,0,5 
LOCATE 6,20,0 
PRINT "Enter Desired Wall Distance (2 - 15) "J 
INPUT DIST 
Initialize variables DISTU and DISTD. These two variables 
' specify a limit or bound on acceptable �istances the robot 
' is allowed to be away from the wall. 
DISTU =DIST+ ,l 
DISTD = DIST - ,1 
' Print a message to the screen indicating the 
' value of variable DIST, 
LOCATE 6,20,0 
PRINT " 
LOCATE 14,20,0 
"
PRINT "The Desired Wall Distance is " DIST " Feet" 
COLOR 10,0,5 
' In a loop, take ultrasonic readings and print mea�ured 
' distance on the screen. From this distance, d�termine 
' if the driving motor should be turned on or off, 
FIRE� 0 Clear current distance reading, 
GOSUB 45000 
COUNT = 3 
GOSUB 300 
FIRE = l 
GOSUB 45000 
COUNT = 3 
GOSUB 300 
Call the time delay subroutine, 
Take an ultrasonic reading. 
Call the time delay subroutine. 
' Wait for the ultrasonic reading to be completed, 
GOSUB 46000 
IF USTATUS = 0 THEN GOTO 4280 
' If the distance measured is 0,9 feet, then exit, 
IF UVALUE = .9 THEN GOTO 4700 
' Print the distance measured on the screen, 
LOCATE 18,20,0 
PRINT "The Actual Wall Distance is "; 
PRINT USING "##.#"; UVALUE; 
PRINT " Feet'' 
' Check the status of the driving motor and steering motor. 
GOSUB 20000 
GOSUB 30000 
If the steering motor is in the desired position, 
the driving motor is not moving and the distance 
to the wall is larger than it should be, tu�n the 
driving motor on in the forwards direction, 
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4340 IF DCSTATUS AND (UVALUE > DIS7U) AND STSTATUS THEN GOTO 4400 
4345 If the steering motor is in the desired position, 
4346 ' the driving motor ia not moving, and the distance 
4347 ' to the wall is smaller than it should be, turn 
4348 ' the driving motor on in the backwards direction, 
4350 IF DCSTATUS AND (UVALUE < DISTD) AND STSTATUS THEN GOTO 4500 
4355 ' If the robot platform is the desired distance away 
4356 ' from the wall, turn the driving motor off, 
4360 IF (UVALUE >= D!STD) AND (UVALUE =< DISTUJ THEN GOTO 4600 
4365 ' If the driving motor is moving backwards and the 
4366 ' distance to the wall is greater than it should be, 
4367 ' then turn the driving motor off. 
4370 IF (MDIR = 1) AND (UVALUE > DISTUJ THEN GOTO 4600 
4375 ' If the driving motor is moving forwards and the 
4376 ' distance to the wall is smaller than it should be, 
4377 ' then turn the driving motor off. 
4380 IF (MDIR = OJ AND (UVALUE < D!STD) THEN GOTO 4600 
4385 ' If the steering motor is not in the desired position, 
4386 ' turn the driving motor off. 
4390 IF STSTATUS = 0 THEN GOTO 1600 
4395 GOTO 4200 
4400 SECTORS= 4095 ' Turn driving motor on forwards. 
4410 SPEED = 2 
4420 DIR = 0 
4430 MDIR = 0 
4440 GOSUB 25000 
4450 GOTO 4200 
4500 SECTORS= 4095 ' Turn driving motor on back�ards.
4510 SPEED = 2 
4520 DIR = l 
4530 MDIR � l 
4540 GOSUB 25000 
4550 GOTO 4200 
4600 SECTORS = 0 ' Turn driving motor off. 
4610 SPEED = 0 
4620 DIR = 0 
4630 MDIR = 2 
4640 GOSUB 25000 
4650 GOTO 4200 
4700 SECTORS = D ' Turn driving motor off and exit.
4710 SPEED = 0 
4720 DIR = 0 
4730 GOSUB 25000 
4740 RETURN 
I 
I 
I 
- --------------------
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