INTRODUCTION
Realistic, large-scale validation of future power system operation is expected to require increased collaboration between specialized researchers and advanced laboratory facilities. The test systems may be complex and control algorithms increasingly distributed, requiring the contribution from different organizations and the use of multiple software packages and programming languages during development and testing. In particular, where complex controller models are required to be developed and tested, it may be advantageous to implement the power system simulation and controller model in more capable and flexible software packages. However, it is not always possible for one simulation tool to provide all the requirements for the validation of complex power systems with intelligent controls [1] , [2] . This increases the need for co-simulation techniques that provide a more powerful test environment. It is essential that the integration and co-simulation of the control and power systems developed in different packages is efficient, both in terms of reducing the complexity of interfacing the packages by the user, and does not adversely affect the simulation accuracy or cause prohibitively long simulation run times [3] . The ELECTRA IRP project [4] has developed novel approaches to control the frequency and voltage within a future conceptual distributed power system architecture, called the "Web of Cells" (WoC) [5] . While new power system control methods [6] are often collaboratively developed and prototyped within MATLAB/Simulink, their performance is being appraised with test power systems modelled within DIgSILENT PowerFactory. Cosimulation promises effective means of cooperation between smart grid controller developers and power systems laboratories conducting validation studies, however conventional approaches [7] for co-simulation have been found to be ineffective due to the complexity and abundance of controller models which must be integrated. As demonstrated in this paper, this would result in unacceptably long simulation run times. Whereas the design and development of advanced control schemes for future power systems is covered by ELECTRA IRP, a more formalized and holistic validation approach covering power systems, control, and communications issues are necessary before bringing such new approaches to the field, the ERIGrid project [8] addresses this need by providing a formalized description of test scenarios as well as corresponding enhanced validation methods for smart grid systems (including cosimulation, hardware-in-the-loop and laboratory experiments). This paper analyses several methods for PowerFactory-MATLAB/Simulink integration in terms of the complexity to the user and the impact on simulation run time, and presents a new coupling method. This method allows the engineer to run a compiled version of a controller developed in Simulink from within PowerFactory directly, significantly reducing the computational overhead and therefore the simulation run timewithout adding significant complexity to the user. This provides a mechanism for comprehensive distributed control solutions to be tested and validated for a range of frequency and voltage disturbances.
TEST CASE AND MOTIVATION
A suitable base case for the development of co-simulation techniques was first identified as the example test system given within the DIgSILENT PowerFactory technical tutorial. This example integrates a simple voltage control loop into the plant model of a synchronous generator. While relatively simple, the chosen test model and network include representative characteristics of more complex models, such as multiple inputs and outputs, variable parameters, continuous states and multiple control model instances. The test case consists of two synchronous generators connected through a tie line and a single load connected at the same bus as one of the generators, as indicated in Figure 1 . To illustrate the operation of the controller, an event is simulated which causes a step increase of 20% reactive power demand from the load in Figure 1 , causing the generators to increase their reactive power outputs to compensate and support the network voltage. The voltage controller which is implemented is a standard "VCO type 16" excitation system, which exists as a black box model within the PowerFactory software (specifically, a ".ElmVco__16" object). Simulation times noted in this paper are averaged over five runs. Using a Python script to perform the simulation and calculated the run time, a 20 second simulation of the test system takes 0.2214 seconds to run with the "original" voltage controller installed. A Simulink excitation system model (based on the controller shown in Figure 2 ) is also available to use as a reference implementation, to allow the simulation results to be compared with the "original" excitation system. The output signal of the voltage controller (i.e. generator 1 excitation voltage in per-unit) is used as the monitored variable in the testing and, in Figure 3 , the simulation results are shown to be identical to the "original" model, however the simulation time is drastically increasedto 111.56 seconds, a factor of around 504. This is due to the fact that the conventional PowerFactory-MATLAB/Simulink method requires that the MATLAB program first be opened by PowerFactory, and then a new instance of the Simulink model is opened and simulated for each timestep of the simulation. This causes a severe slowing of the process of co-simulating the test network, rendering it impractical for more realistic full scale studies. A method which eliminates this bottleneck from the process, whilst not compromising the accuracy of the final results, is required. This example deals only with a very simple controller, with few inputs and a single output. Therefore, it can be expected that with more complex controller models and multiple instances, or the parallel integration of several different controllers, the simulation time overhead will be rendered infeasible, especially when the user is required to carry out many simulations and iterations of study cases, for example during sensitivity studies.
ALTERNATIVE METHODS AND RESULTS
A number of alternative methods for co-simulation have been considered and each evaluated with the test system.
Method 1: Native controller "re-implementation"
It is possible to re-implement the Simulink model in PowerFactory using the native control system design suite, known as DIgSILENT Simulation Language (DSL). This method is dependent on the user being fluent in the techniques required to build and implement control models using DSL. An advantage of this solution is that it is easier for the user to quickly make incremental changes to the controller model and rapidly test these changes in the simulation environment, when compared to the "conventional co-simulation" approach. This solution also does not require re-configuration of the MATLAB interface script whenever new variables or signals are created within the modelan extra step which adds to the implementation time and creates opportunities for errors to appear. The other key advantage of reimplementation of the model in DSL is that the user has full access to the time series data for all of the internal variables and signals of the controller during the simulation. The MATLAB approach does not allow this visibility of internal signals, instead treating the controller model as a black box, which makes the debugging of problems in the controller significantly more challenging. However, in projects where a large number of control functions have been implemented in Simulink, perhaps by an external partner, it may prove costly and infeasible to carry out the re-implementation process. For comparison, the simulation time for the case where the controller model is re-implemented in PowerFactory using DSL is 0.2394 seconds, which is slightly longer than the "original" case but still a factor of 466 faster than the "conventional co-simulation" case.
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Method 2: Dynamic-Link Library (DLL) run externally
The Simulink Coder toolbox has functionality to automatically generate an efficient C code representation of a Simulink model [9] . This code can be used to compile a Dynamic-Link Library (DLL) which implements the original Simulink model. The "conventional co-simulation" approach (as described in the standard co-simulation approach from the PowerFactory User Manual) can be modified to interface with a DLL file, rather than with the Simulink model, i.e., PowerFactory's link with MATLAB, via a script file, calls a DLL version of the controller model instead of a Simulink version on each timestep. This method has the advantage of still giving the user access to the MATLAB scripting environment for programming flexibility and any data processing that they would like to perform, external to PowerFactory, during and after the simulation runtime. However, the method also requires the user to be familiar enough with MATLAB scripting to be able to perform some significant changes to the .m file and adapt the code so that MATLAB runs the DLL instead of the Simulink model in the simulation. However, this process could potentially be automated using a script, which mitigates this drawback. The simulation time for this method was 9.97 seconds, which is a factor of 45 times slower than the "original" model implementation, but still 11.2 times faster than the "conventional co-simulation" approach. This is due to the fact that PowerFactory must still open the MATLAB program, which then performs each timestep by running the DLL file on each time step. As can be seen from Figure 4 , further development of this technique is required to refine the accuracy of the results; however it is clear that the technique does provide marked benefits in terms of simulation run time.
Method 3: DLL run internally
The DLL file can also be referenced and run directly from within PowerFactory, as an ".ElmDsl" object (making reference to a block definition, where the user Figure  5 , further work is required to refine the calculation of the initial conditions of the controller (because PowerFactory handles the calculation of initial conditions differently between internal and external models); however it can be seen that the controller model almost recovers to the nominal value during the event ( Figure 6 ) and the results then are in agreement with the "original" controller in the steady state (Figure 7 ). Despite the DLL file being derived from the DSL model described in the "reimplement in DSL" case, these results show a marked improvement in the accuracy of the results over the previous case. The simulation time for this method was0.2484 seconds, which takes 1.12 times as long as the "original" model implementation, but is 449 times faster than the "conventional co-simulation" approach.
Method 3b: DLL derived from Simulink model
It is likely that a power system analyst using PowerFactory will not be immediately able or willing to re-implement a controller model that may have been developed by another user or users in the Simulink environment. It may not be necessary to monitor the internal signals of the controller model that has been provided and it is therefore appropriate to simply implement the finished controllerbut avoiding the lengthy simulation times that are inherent in the "conventional co-simulation" approach from the User Manual. The method which achieves these goals includes the following general steps: Figure 8 to Figure 10 show the results for this study case in different levels of detail. It can be seen that the results match up well, however there is a slight deviation between the study case and the base case around the event, while the initial condition and the final value are entirely aligned with the base case. This error is likely to be eradicated with further development of the technique. The simulation time for this study case was 0.3898 seconds, a factor of 1.76 times that of "original" case, but importantly still approximately 286 times faster than the "conventional co-simulation" case.
DISCUSSION
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modelling and network analysis tools, and reliance on the successful integration and co-simulation between these different tools, it is vitally important that usability and computational efficiency are ensured. This paper describes several different approaches for co-simulation. The packages PowerFactory and MATLAB/Simulink have been used for illustration in this paper and three alternative co-simulation methods have been compared to two benchmark scenarios. By producing a DLL version of the controller, the user can then choose to interface with MATLAB and have it run the DLL file, giving the flexibility provided by still being able to use the MATLAB scripting language for further data analysis. Alternatively, the MATLAB interface can be discarded entirely by using PowerFactory run the DLL file directly. This recommended method, which has been introduced in this paper, has proved successful by allowing an alternative technique for a power system control element designed in MATLAB/Simulink to be integrated into a DIgSILENT PowerFactory test power system, without the need to interface the two packages during the simulation. The method improves on the conventional cosimulation approach described in the PowerFactory User Manual by significantly reducing the time domain simulation runtimes, while maintaining accuracy of simulation results. These gains in simulation runtime have been achieved by having the entire simulation run within PowerFactoryusing DLL calls where necessary and therefore cuts out the lengthy process of running a new instance of the controller in Simulink in each timestep.
CONCLUSION
With relatively little work required by the user, a controller built originally in Simulink can be integrated in PowerFactory with virtually no penalty in terms of simulation times when compared with the case when the controller is re-implemented natively in PowerFactory. It is clear that eradicating the computationally intensive step of running a complete Simulink controller model on each timestep brings significant benefits, a lesson which might extend readily to other power system analysis software. While the test system is relatively simple in this case, it is expected that the benefits of the technique, in terms of simulation times and convenience, will be compounded in applications with large test systems and many controller modelsa common feature of research on future distributed control systems and networks with large numbers of decentralised devicesyielding significant reductions in time and cost to users.
