We consider a generalised job-shop problem where the jobs additionally have to be transported between the machines by a single robot. Besides the transportation times for the jobs, empty moving times for the robot are taken into account. The objective is to determine a schedule with minimal makespan. We present local search algorithms for this problem where appropriate neighborhood structures are defined using problem specific properties. A one-stage procedure is compared with a two-stage approach and a combination of both. Computational results are presented.
Extended Abstract
In this paper we consider a generalized job-shop scheduling problem where the jobs additionally have to be transported between the machines by a single transport robot. A job-shop problem with transportation times and a single robot is a generalisation of the classical job-shop problem and may be formulated as follows: We are given m machines and n jobs. Each job consists of a chain of operations, which have to be processed in this order. With each operation a dedicated machine is associated on which the operation has to be processed without preemption for a given duration. Each machine can process at most one operation at a time. Additionally, transportation times are considered. They occur if a job changes from one machine to another and depend on the jobs and the machines between which the transport takes place. We assume that all these transport operations have to be done by a single transport robot, which can handle at most one job at a time. Furthermore, we assume that we have unlimited buffer space between the machines. The objective is to determine a feasible schedule, which minimizes the makespan, i.e. the completion time of the operation processed last.
If for the robot only the given transportation times are important, we may consider the robot as an additional 'machine' which has to 'process' all transport operations. Therefore, in this case the problem is equivalent to a classical job-shop problem with m+1 machines. Since the robot has to process many more operations than the other machines (each second operation of a job), it is also called a bottleneck machine. However, in practice in addition to the transportation times also empty moving times arise when the robot moves empty between two machines without carrying a job. These empty moving times may be regarded as sequence-dependent setup times on the robot and, thus, the empty moving times imply that the robot cannot be treated in the same way as the other machines. Consequently, the job-shop problem with transportation times and a single robot consists of scheduling a set of 'classical' machines and a special machine on which additionally sequence-dependent setup times have to be taken into account.
Whereas scheduling the machines in a classical job-shop has been studied over a long period (for summaries, see e.g. Blazewicz et al. [2] or Jain & Meeran [8] ), scheduling problems with transportation aspects have received much attention in the literature only in the last 10 years starting with the consideration of robotic cell scheduling (for a survey cf. Crama et al. [4] ). Although there are many differences between the various models, they all deal with the interaction between the transportation routing and the classical job scheduling decisions.
For shop problems with transportation times, unlimited buffer space and a single robot only few literature is available. Kise [10] proved that minimizing the makespan in a two-machine flow-shop with constant transportation times and a single robot is already NP-hard. Additional complexity results for such problems can be found in Hurink & Knust [6] . King et al. [9] proposed a branchand-bound algorithm for a flow-shop environment with a single robot. Langston [11] derived some approximation algorithms for a flexible flow-shop environment with two stages and interstage transportation times. Bilge & Ulusoy [1] proposed a heuristic for simultaneously scheduling the machines and vehicles in a flexible manufacturing system with job-shop structure.
In this paper we propose two different local search approaches to integrate a transportation stage into procedures which schedule the machines. Both methods are based on an extension of the wellknown disjunctive graph model and use problem-specific properties (for an introduction to disjunctive graphs and the used terminally, we refer to Grabowski et al. [5] and Brucker et al. [3] ). Since the classical disjunctive graph model already deals with all conflicts regarding the job-shop machines, we additionally incorporate the scheduling of the robot into the model. Introducing transport operations as additional vertices in the disjunctive graph and requiring that these operations have to be processed by the robot does this. Furthermore, the empty moving times are modeled as sequence-dependent setup times.
Based on the disjunctive graph model, solutions of the considered problem can be represented by complete selections and a block-theorem is proven which states that only certain changes of a given solution (selection) may lead to an improvement of the makespan. Within both local search approaches, modifications of the current solutions are restricted to changes resulting from this block-theorem.
In the first tabu search approach (a one-stage approach) we deal with the problem on the whole and do not distinguish between the robot and the machines. In each iteration a neighbored solution is generated either by moving an operation on a machine or by moving a transport operation on the robot to another position. Since suitable neighborhoods resulting from the block-theorem still are quite large, we use lower bounds to reduce the computational effort: for each neighbor of the current solution we first determine an easily calculable lower bound for the makespan and only if this lower bound is below the value of the best neighbor found so far, we evaluate the makespan of the neighbor exactly. Incorporating these bounds leads to a significant reduction of the computational times.
Within a second tabu search approach we consider two levels: on the first level machine orders for the job-shop machines are fixed and on the second level a corresponding robot order is constructed. To apply local search, we define a neighborhood on all machine selections (first level). However, after applying a modification to a given machine selection, we do not directly evaluate the resulting solution. We first modify the current robot schedule (second level). The makespan of the solution resulting after both changes is used to evaluate the machine change on the first level. In our approach, the changes on the second level are done using a tabu search approach presented in [7] . During the search process on the second level we use two versions of the tabu search algorithm. First we evaluate neighbored solutions in with a fast version. Then we choose the best neighbored solution which is not tabu and try to improve the corresponding robot selection within some more iterations of a second tabu search version.
As a third approach, we present a combination of the one-stage and the two-stage approach. We combine the two approaches in order to intensify and diversify the search process.
For the presented approaches we report on some computational results. Since no test instances for the job-shop problem with transportation times were available from the literature, we modified benchmark problems for the classical job-shop problem. The computational results show that both approaches are able to produce good solutions within reasonable time. However, if only short computational times are available, the one-stage approach outperforms the two-stage approach. For longer computational times a combination of both methods is most successful. Furthermore, the tests have shown that the success of the methods may differ from instance to instance and, thus, in practice all methods may be worthwhile to be used.
