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Tato práce se zabývá využitím kvaternionů pro detekci hran obrazu. Zaměřuje se pře-
devším na práci s obrazem reprezentovaným v různých barevných prostorech. Nejprve
jsou uvedeny základní pojmy a vlastnosti algebry kvaternionů. Dále jsou popsány některé
využívané barevné prostory a poté jsou uvedeny základní filtry sloužící pro detekci hran
obrazu v odstínech šedi. Následně jsou představeny barevné filtry využívající kvaterniony
pro detekci hran obrazu v barevném prostoru RGB. Na závěr se práce zabývá použitím
těchto filtrů pro detekci hran obrazu v prostoru HSV.
Abstract
This thesis deals with quaternions for edge detection, particularly on image processing
represented in various color spaces. First, the key concepts and the quaternion algebra
properties are mentioned, then some of the commonly used color spaces are described and
afterwards the thesis dedicates to the basic filters for edge detection in grayscale image.
After that there are presented the color filters that use quaternions for color edge detection
in RGB color space. Towards the end, these filters are used for color edge detection in
HSV color space.
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Kvaterniony jsou číselný obor, který je zobecněním komplexních čísel se čtyřmi základ-
ními jednotkami 1, i, j, k. Objevitelem kvaternionů je irský matematik William Rowan
Hamilton, který v roce 1843 popsal vztahy pro násobení mezi základními jednotkami
i2 = j2 = k2 = ijk = −1. Motivací pro tento objev byla geometrická interpretace kom-
plexních čísel jako bodů roviny a snaha vytvořit obecnější obor vyjadřující body v pro-
storu. Hlavní předností kvaternionů je snadná realizace rotací v prostoru, díky tomu se
často využívají například v robotice nebo počítačové grafice (viz [16]).
Tato práce se zabývá využitím kvaternionů pro detekci hran obrazu s ohledem na různé
barevné reprezentace obrazu. Práce je rozčleněna do tří hlavních kapitol.
V první kapitole této práce se budeme zabývat právě kvaterniony. Zavedeme důležité
operace na množině kvaternionů a budeme zkoumat algebraickou strukturu této mno-
žiny. Dále si ukážeme různé reprezentace kvaternionů a především skutečnost, že pomocí
kvaternionů lze realizovat rotaci v prostoru. Pro práci s kvaterniony lze využít program
Matlab v kombinaci s volně stažitelným balíčkem Quaternion Toolbox for Matlab [20].
Druhá kapitola bude věnována práci s obrazem. Matematickou reprezentací obrazu je
obrazová matice, která svými prvky jednoznačně určuje barvu jednotlivých pixelů a tím
i celý obraz. Tyto matice se však liší podle barevného prostoru, ve kterém jsou jednotlivé
barvy obrazu určeny. Uvedeme několik používaných barevných prostorů a závěr kapitoly
věnujeme detekci hran obrazu v odstínech šedi. Detekcí hran rozumíme postup vedoucí
k nalezení oblasti pixelů, kde se výrazně mění jas. Pro detekci hran lze použít jednoduché
detekční filtry, které jsou jednoznačně definovány svými operátory. Tyto operátory jsou
reprezentovány maticemi s různými hodnotami pro každý filtr (viz [23]).
V poslední kapitole práce se zaměříme na využití kvaternionů pro detekci hran barev-
ného obrazu. Pro využití detekčních filtrů je potřeba daný obraz reprezentovat pomocí
kvaternionů. Tato reprezentace je pro různé barevné prostory rozdílná. Našim cílem bude
ukázat právě takové reprezentace obrazu pomocí kvaternionů pro různé barevné prostory.
Pro doplnění informací lze doporučit například [11, 13, 4].
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1 Algebra kvaternionů
1.1 Definice a pojmy
Nechť i, j,k jsou komplexní jednotky, pro které platí následující vztahy:
i2 = j2 = k2 = ijk = −1,
ij = −ji = k,
ki = −ik = j,
jk = −kj = i.
Potom kvaternion q má tvar
q = a+ bi+ cj + dk, (1.1)
kde a, b, c, d ∈ R. Množinu všech kvaternionů značíme písmenem H. Pro zápis kvaternionu
q ∈ H můžeme použít tvar
q = S(q) +V(q), (1.2)
kde S(q) = a je skalární část kvaternionu a V(q) = q − S(q) = bi + cj + dk je vektorová
část kvaternionu. Tento zjednodušený zápis využijeme později v této kapitole.
Poznámka 1.1. Zřejmě S(q) ∈ R, místo skalární část používáme označení reálná část
kvaternionu, můžeme značit <(q) = a. Čísla b, c, d se podobně jako u komplexních čísel
běžně označují jako imaginární čísla. Pro rozlišení různých imaginárních čísel se používá
značení =i(q) = b,=j(q) = c,=k(q) = d [5].
Definice 1.1. Řekneme, že kvaternion q ∈ H je ryzí, jestliže jeho reálná část S(q) = 0.
Množinu všech ryzích kvaternionů označíme V(H).
Jestliže má kvaternion q ∈ H nulovou vektorovou část V(q) = 0, potom můžeme tento
kvaternion reprezentovat jako prvek z množiny reálných čísel. Množinu všech kvaternionů
s nulovou vektorovou částí značíme S(H) a platí S(H) ≡ R.
V úvodu této kapitoly jsme uvedli základní, tzv. kartézský tvar kvaternionu (viz vztah
(1.1)). Takto zadefinovaný kvaternion můžeme chápat jako prvek vektorového prostoru
dimenze 4 s bází {1, i, j,k}, kvaterniony lze však reprezentovat i jinými způsoby. Některé
z nich si v této kapitole uvedeme. Nejdříve se však budeme věnovat základním operacím
mezi kvaterniony a uvedeme některé důležité vlastnosti algebry kvaternionů.
Nechť q = a+ bi+ cj+dk a p = e+ fi+ gj+hk jsou libovolné kvaterniony, q, p ∈ H.
Potom jejich součet zavedeme sečtením odpovídajících si složek, tedy:
q + p = a+ e+ (b+ f)i+ (c+ g)j + (d+ h)k. (1.3)
Užitím vztahu (1.2) lze součet kvaternionů zapsat jako: q+p = S(q)+S(p)+V(q)+V(p).
Pro součin dvou kvaternionů q, p ∈ H máme
qp = (a+ bi+ cj + dk)(e+ fi+ gj + hk)
= ae+ afi+ agj + ahk + bei+ bfi2 + bgij + bhik
+cej + cfji+ cgj2 + chjk + dek + dfki+ dgkj + dhk2 (1.4)
= (ae− bf − cg − dh) + (af + be+ ch− dg)i
+(ag − bh+ ce+ df)j + (ah+ bg − cf + de)k.
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Věta 1.1. Mějme libovolné kvaterniony q, p ∈ H, q = S(q) + V(q), p = S(p) + V(p).
Potom pro jejich součin platí vztah
qp = S(q)S(p)− 〈V(q),V(p)〉+ S(q)V(p) + S(p)V(q) +V(q)×V(p), (1.5)
kde 〈V(q),V(p)〉 je skalární součin vektorů, tedy 〈V(q),V(p)〉 = bf + cg + dh,
V(q)×V(p) je klasický vektorový součin dvou vektorů dimenze 3, tedy
V(q)×V(p) = (ch− dg)i+ (df − bh)j + (bg − cf)k.
Důkaz: Provedeme přímým výpočtem
qp = S(q)S(p)− 〈V(q),V(p)〉+ S(q)V(p) + S(p)V(q) +V(q)×V(p)
= ae− (bf + cg + dh) + afi+ agj + ahk + ebi+ ecj + edk
+(ch− dg)i+ (df − bh)j + (bg − cf)k
= (ae− bf − cg − dh) + (af + be+ ch− dg)i
+(ag − bh+ ce+ df)j + (ah+ bg − cf + de)k.

Poznámka 1.2. Ve výpočtech záměrně nepíšeme tečku mezi kvaterniony při jejich náso-
bení, aby nedošlo k záměně se skalárním součinem.
Tvrzení 1.2. Násobení kvaternionů není komutativní
qp 6= pq,
pro q, p ∈ H.
Důkaz: Důkaz plyne z věty 1.1, protože vektorový součin vektorů není komutativní. Na-
příklad ij = k, ji = −k, takže ij 6= ji. 
Poznámka 1.3.
1. Násobení kvaternionů je asociativní, pro každé tři kvaterniony q, p, r ∈ H platí
q(pr) = (qp)r.
2. Pro každé kvaterniony q, p, r ∈ H platí levá i pravá distributivita vzhledem ke sčítání,
tj.
q(p+ r) = qp+ qr,
(q + p)r = qr + pr.
3. Dle tvrzení 1.2 není násobení komutativní, není však ani antikomutativní, tj.
qp 6= −pq,
protože například 1i = i 6= −i = −i1
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Definice 1.2. Nechť q ∈ H je libovolný kvaternion. Norma kvaternionu je zobrazení
H→ R+ definované vztahem
‖q‖ =
√
a2 + b2 + c2 + d2. (1.6)
Jestliže platí ‖q‖ = 1, potom říkáme že q je jednotkový kvaternion. Množinu všech jed-
notkových kvaternionů značíme H1.
Poznámka 1.4. Normu kvaternionu chápeme jako jeho velikost v Euklidovském 4D pro-
storu (viz [8]). Pro ∀p, q ∈ H, ∀α ∈ R lze snadno ověřit platnost následujících vlastností.
1. ‖αq‖ = |α| ‖q‖,
2. ‖qp‖ = ‖q‖ ‖p‖,
3. ‖qp‖ = ‖pq‖,
4. ‖q‖ = 0⇔ q = 0.
Definice 1.3. Buď q = S(q) +V(q) libovolný kvaternion q ∈ H. Potom kvaternion tvaru
q = S(q)−V(q) = a− bi− cj − dk (1.7)
nazveme konjugovaným kvaternionem ke q a značíme1 q.
Poznámka 1.5. Vedle pojmu konjugovaný kvaternion existuje pojem opačný kvaternion
−q = −a− bi− cj − dk. Tyto dva pojmy splývají v případě ryzích kvaternionů. Pro kon-
jugaci kvaternionu platí následující vlastnosti:
1. q = q,
2. qp = pq,
pro ∀q, p ∈ H.
Vztah pro výpočet normy kvaternionu lze zapsat pomocí konjugovaného kvaternionu.
Tento vztah udává následující věta.
Věta 1.3. Nechť q ∈ H je libovolný kvaternion a q ∈ H je k němu konjugovaný kvaternion.











a2 + b2 + c2 + d2 − (abi+ acj + adk) + (abi+ acj + adk)





a2 + b2 + c2 + d2.
Analogicky se ukáže rovnost q =
√
qq. Tím je věta dokázána. 
V další větě uvedeme vztah pro inverzi kvaternionu i s důkazem. Tuto větu budeme
potřebovat dále v této kapitole pro určení struktury, kterou tvoří množina kvaternionů
s operacemi sčítání a násobení.
1V některé literatuře se používá jiné značení, např. q˜, qt, q∗.
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Tento kvaternion je zároveň jediným inverzním prvkem ke q.
Důkaz: Nejprve dokážeme, že q−1 je inverzním kvaternionem ke q, tj. q−1q = qq−1 = 1.











Tím jsme dokázali, že q−1 je inverzním kvaternionem ke q.
Zbývá dokázat, že je také jediný, to provedeme sporem s využitím asociativity násobení.
Nechť p1, p2 jsou dva různé inverzní kvaterniony ke kvaternionu q, potom máme
p1 = p11 = p1(qp2) = (p1q)p2 = 1p2 = p2.
Dojdeme tedy ke sporu a tím je věta dokázána. 
Poznámka 1.6. Pro jednotkový kvaternion q ∈ H1 zřejmě platí:
q−1 = q. (1.10)
Pro dva libovolné kvaterniony q, p ∈ H, q = a+ bi+ cj + dk
a p = e+ fi+ gj + hk, definujeme jejich skalární součin2 vztahem
q · p = ae+ bf + cg + dh, (1.11)
tedy jako skalární součin v R4.
Definice 1.4. Jestliže pro dva libovolné kvaterniony q, p ∈ H platí
q · p = 0,
řekneme že kvaterniony q a p jsou ortogonální.
Nyní již můžeme vzhledem k předchozím vlastnostem v následující větě popsat al-
gebraickou strukturu, kterou tvoří množina kvaternionů s operacemi sčítání a násobení.
Nejprve uvedeme dvě lemmata, která ve větě poté použijeme.
Lemma 1. Množina (H,+) tvoří komutativní grupu, tj. pro každé q, p, r ∈ H platí násle-
dující vlastnosti.
1. (q + p) + r = q + (p+ r),
2Značení operace skalární součin tečkou vychází z anglického názvu „dot-product“ .
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2. q + p = p+ q,
3. Existuje neutrální prvek O ∈ H, takový že q +O = O + q = q,
4. Ke každému q ∈ H existuje opačný prvek −q ∈ H.
Důkaz: 1. a 2. lze ihned vidět ze vztahu (1.3), protože víme, že sčítání reálných čísel je
komutativní i asociativní. Neutrálním prvkem je nulový kvaternion 0 + 0i + 0j + 0k = 0.
Ze vztahu (1.3) lze snadno vidět, že q+ 0 = 0 + q = q pro každé q ∈ H. Opačným prvkem
ke q je opačný kvaternion −q = −S(q)−V(q). 
Lemma 2. Množina kvaternionů s operací násobení (H, ·) tvoří nekomutativní pologrupu,
to znamená, že násobení kvaternionů není komutativní a platí asociativní zákon.
Důkaz: Násobení kvaternionů je asociativní, viz poznámka 1.3 č. 1. 
Věta 1.5. Množina všech kvaternionů s operacemi sčítání a násobení (H,+, ·) tvoří ne-
komutativní těleso. To znamená, že (H,+, ·) splňuje následující vlastnosti.
1. (H,+) je komutativní grupa.
2. (H, ·) je pologrupa (asociativní grupoid).
3. Pro každé q, p, r ∈ H platí levý a pravý distributivní zákon vzhledem ke sčítání,
q(p+ r) = qp+ qr,
(q + p)r = qr + pr.
4. Existuje právě jedna jednička (neutrální prvek vzhledem k násobení) 1 ∈ H.
5. Pro každý nenulový kvaternion q ∈ H existuje právě jeden inverzní kvaternion
q−1 ∈ H.
Důkaz:
1. Viz lemma 1.
2. Viz lemma 2.
3. Víme, že levá a pravá distributivita platí, viz poznámka 1.3 č. 2.
4. Jednička je kvaternion 1 + 0i + 0j + 0k = 1. Ze vztahu (1.5) lze vidět, že pro každé
q ∈ H platí q1 = 1q = q, takže 1 je neutrálním prvkem vzhledem k násobení. Jed-
noznačnost dokážeme sporem. Nechť p1, p2 jsou dva různé neutrální prvky. Protože
p1 je neutrální prvek, platí p1p2 = p2p1 = p2. Dále, protože p2 je také neutrální
prvek, platí p1p2 = p2p1 = p1. To ale znamená, že p1 = p2 a tím jsme dokázali
jednoznačnost.
5. Viz věta 1.4.

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Poznámka 1.7. Kromě základní báze {1, i, j,k} použité v zápisu (1.1), lze použít pro H
i jiné báze. Mějme dva ryzí jednotkové kvaterniony µ a ν, které jsou navzájem ortogonální.
Pro každý ryzí jednotkový kvaternion q = bi+cj+dk, ‖q‖ = 1 dostaneme využitím vztahu
(1.5):
q2 = qq = −(b2 + c2 + d2) + (cd− dc)i+ (db− bd)j + (bc− cb)k
= −1(b2 + c2 + d2)
= −1 ‖q‖2
= −1.
Pro µ,ν tedy platí: µ2 = ν2 = −1. Dále pro součin dvou ryzích, ortogonálních kvaternionů
q, p dostaneme:
qp = (bi+ cj + dk)(fi+ gj + hk) = −〈V(q),V(p)〉+V(q)×V(p).
Protože skalární součin dvou ortogonálních kvaternionů je nulový, můžeme psát:
qp = V(q)×V(p).
Pro součin kvaternionů µ a ν tedy platí: µν = µ × ν, a proto µν je ryzí kvaternion
ortogonální k µ a ν. Z vlastnosti normy v poznámce 1.4 č. 2 plyne, že je také jednot-
kový. Zřejmě jsou všechny tyto kvaterniony taky ortogonální k 1, dostáváme tedy bázi
{1,µ,ν,µν} a každý kvaternion lze v této bázi zapsat ve tvaru q = a1 + bµ+ cν + dµν,
kde a, b, c, d ∈ R. Klasickou bázi {1, i, j,k} dostaneme volbou µ = i,ν = j.
V předchozím textu jsme uvedli některé důležité vlastnosti algebry kvaternionů a za-
vedli jsme základní operace na množině kvaternionů. Tento výčet není samozřejmě úplný,
více nalezneme např. v [9, 5].
1.2 Další způsoby reprezentace
V této kapitole uvedeme některé další způsoby, jak můžeme reprezentovat kvaterniony.
1.2.1 Polární tvar
Jednou z možností jak reprezentovat kvaterniony je, podobně jako u komplexních čísel,
v jejich polárním tvaru. Nejprve ukážeme, že exponenciální funkce, kde proměnnou je ryzí
kvaternion, lze zapsat pomocí funkcí cos a sin stejně jako v případě komplexních čísel.
Definice 1.5. Nechť ξ ∈ V(H) je nenulový ryzí kvaternion. Exponenciální funkci












kde ξ je ryzí jednotkový kvaternion (ξ2 = −1) a ‖ξ‖ ∈ R+.
Poznámka 1.8. Ve vztahu (1.12) je použita vlastnost, že každý kvaternion q ∈ H lze
zapsat ve tvaru q = ‖q‖ q, kde q je jednotkový kvaternion.
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Věta 1.6. Nechť ξ je ryzí kvaternion, pak pro exponenciální funkci proměnné ξ platí:
eξ = cos ‖ξ‖+ ξ sin ‖ξ‖, (1.13)
kde ξ je jednotkový ryzí kvaternion.
Důkaz: Využijeme vztahu (1.12). Víme, že každý kvaternion komutuje s reálným číslem,
takže ‖ξ‖ a ξ komutují. Dále pro jednotkový ryzí kvaternion platí:
ξn =
{
(−1)k pro n = 2k
(−1)kξ pro n = 2k + 1 k, n ∈ Z
+.














kde řady na pravé straně představují mocninný rozvoj funkcí cos a sin, dostáváme tedy
vztah (1.13). 
Věta 1.7 (Eulerova formule). Mějme libovolný kvaternion q = a + bi + cj + dk, q ∈ H.
Tento kvaternion můžeme zapsat ve tvaru
q = ‖q‖ eµqφq = ‖q‖ (cosφq + µq sinφq). (1.14)
‖q‖ je norma kvaternionu q, µq ∈ V(H) je ryzí jednotkový kvaternion označovaný pojmem
osa a φq je fáze (úhel) kvaternionu q, tedy
‖q‖ =
√
a2 + b2 + c2 + d2,
µq =
bi+ cj + dk√








Důkaz: Druhá rovnost ve vztahu (1.14) platí, viz věta 1.6. Dokážeme rovnost q =
‖q‖ (cosφq + µq sinφq) a tím i celý vztah. Víme, že skalární kvaternion a ryzí kvaternion
jsou navzájem ortogonální, jejich součtem je původní kvaternion. Roznásobením závorky
a vyjádřením goniometrických funkcí cosφq, sinφq, dostaneme pro jednotlivé členy:
‖q‖ cosφq =
(√
a2 + b2 + c2 + d2
) a√




a2 + b2 + c2 + d2
) bi+ cj + dk√
b2 + c2 + d2
√
b2 + c2 + d2√
a2 + b2 + c2 + d2
= bi+ cj + dk.
Sečtením těchto členů tedy dostáváme rovnost q = ‖q‖ (cosφq + µq sinφq). Ve vztahu
(1.12) tedy musí platit i první rovnost a tím je věta dokázána. 
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Poznámka 1.9. Fáze kvaternionu představuje úhel mezi původním kvaternionem a jeho
skalární částí (skalárním kvaternionem). Podle věty 1.7, pokud máme ryzí kvaternion, pak
jeho fáze je rovna pi/2. Osa kvaternionu představuje směr jeho vektorové části (vektoru)
ve 3D prostoru.
Kromě zmíněné Eulerovy formule existují další způsoby zápisu kvaternionu. Například
Cayleova-Dicksonova forma, která umožňuje zapsat kvaternion pomocí dvou komplexních
čísel ve tvaru q = z1 + z2j, kde z1 = a+ bi ∈ C, z2 = c+ di ∈ C, nebo tvar s Eulerovými
úhly atd. Více k tomuto tématu najdeme v [5, 18].
1.2.2 Maticová reprezentace
Kvaterniony můžeme vyjádřit také pomocí matic. Existují dva způsoby takové repre-
zentace, ve tvaru komplexních matic C2×2 nebo ve tvaru reálných matic R4×4.
Nejprve uvedeme reprezentaci pomocí komplexní matice.





























kde α = a+ bi, β = c+ di jsou komplexní čísla. Zápisem α∗ chápeme komplexně sdružené
číslo.

























































































Nyní reprezentace pomocí reálné matice.
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a b c d
−b a −d c
−c d a −b




1 0 0 0
0 1 0 0
0 0 1 0
0 0 0 1
+ b

0 1 0 0
−1 0 0 0
0 0 0 −1




0 0 1 0
0 0 0 1
−1 0 0 0
0 −1 0 0
+ d

0 0 0 1
0 0 −1 0
0 1 0 0
−1 0 0 0
 .
Důkaz: Ověřením vztahů mezi základními jednotkami stejným způsobem jako pro repre-
zentaci komplexní maticí. 
Prostory takto zadefinovaných kvaternionů (pomocí reálných nebo komplexních matic)
jsou izomorfní s prostorem kartézské reprezentace kvaternionů. Například násobení kva-
ternionů je zde reprezentováno násobením matic. Ukážeme si, čemu je roven determinant








a+ bi −c− di
c− di a− bi
)
= (a+ bi)(a− bi)− (−c− di)(c− di)
= a2 − (bi)2 + c2 − (di)2
= a2 + b2 + c2 + d2,
což je druhá mocnina normy kvaternionu. Stejný výsledek dostaneme i pro reálné matice.
Více o kvaternionových maticích najdeme v [22].
1.3 Rotace ve 3D
V této kapitole si ukážeme jak lze pomocí kvaternionů realizovat rotace v prostoru
a uvedeme si základní vlastnosti těchto rotací. Čerpat budeme především z [5, 9, 7, 10].
Poznamenejme nejprve, že vektory a body v prostoru můžeme reprezentovat pomocí
ryzích kvaternionů. Například vektor v = (x, y, z), v ∈ R3 napíšeme pomocí kvaternionu
q ∈ H jako q = xi + yj + zk. Dále z věty 1.7 vyplývá, že každý jednotkový kvaternion
(tzn. q ∈ H, ‖q‖ = 1) můžeme napsat ve tvaru
q = cosφ+ µ sinφ. (1.17)
Takovéto kvaterniony označujeme pojmem rotory. Připomeňme, že pro jednotkové kva-
terniony q, p ∈ H1 platí:
‖qp‖ = 1, q = q−1.
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Tvrzení 1.10. Množina jednotkových kvaternionů (rotorů) s operací násobení tvoří grupu.
Důkaz: Stačí ukázat, že rotory jsou uzavřené na násobení včetně neutrálního prvku a in-
verze. Uzavřenost na násobení ihned plyne z vlastnosti ‖qp‖ = 1 pro ∀q, p ∈ H1. Dále platí
‖1 + 0i+ 0j + 0k‖ = ‖1‖ = 1, tím jsme ukázali, že neutrální prvek 1 ∈ H1. Pro každé
q ∈ H1 platí: q−1 = q (viz poznámka 1.6). Ukážeme, že q je také jednotkový kvaternion.
Nechť q = a+ bi+ cj + dk, ‖q‖ = 1, a, b, c, d ∈ R. Norma inverzního prvku je:∥∥q−1∥∥ = ‖a− bi− cj − dk‖
=
√
a2 + (−b)2 + (−c)2 + (−d)2
=
√
a2 + b2 + c2 + d2
= ‖q‖ = 1,
platí tedy, že q−1 ∈ H1 a tím je tvrzení dokázáno. 
Nyní můžeme v následující větě popsat rotaci vektoru v prostoru pomocí jednotkových
kvaternionů.
Věta 1.11. Mějme třírozměrný vektor (x, y, z) ∈ R3 reprezentovaný ryzím kvaternionem
p = xi+ yj + zk a libovolný rotor q = cosφ+ µ sinφ, µ ∈ H1. Potom
Rq(p) = qpq (1.18)
reprezentuje rotaci vektoru p kolem osy µ o úhel 2φ. Rq(·) nazýváme operátor rotace
příslušný kvaternionu q.
Důkaz: Důkaz nalezneme v [9]. 
Demonstrujeme platnost předchozí věty na příkladu s konkrétně zvolenými parametry.
Příklad 1.1. Chceme například realizovat rotaci kolem osy z o úhel α. Osu rotace tedy
bude představovat kvaternion
µ = 0i+ 0j + 1k














Použijeme-li operátor rotace na obecný vektor v R3 p = xi+ yj + zk, dostáváme:
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Pro úpravu poslední rovnice využijeme goniometrických identit:
sin (2α) = 2 cosα sinα,
cos (2α) = cos2 α− sin2 α.
Dostáváme tedy výsledný tvar
Rq(p) = i(x cosα− y sinα) + j(y cosα + x sinα) + kz,
který při identifikaci s R3 představuje transformaci, kterou lze zapsat maticově jakocosα − sinα 0sinα cosα 0
0 0 1
 .
Dostali jsme tedy známou matici rotace, která rotuje vektor p podle osy z o úhel α (viz
[17]). Ukázali jsme, že operátor Rq(p) rotuje libovolný vektor p ∈ R3 o úhel α ∈ 〈0, 2pi〉
kolem předem zvolené osy z.
Poznámka 1.10. Protože q je jednotkový kvaternion, můžeme pro operátor rotace použít
zápis:
Rq(p) = qpq−1,
který je ekvivalentní se vztahem (1.18).
Inverzní operátor rotace R−1q (·) je dán vztahem:
R−1q (p) = qpq
a představuje rotaci kolem stejné osy jako operátor Rq(p) ve vztahu (1.18), ovšem v opač-
ném směru, tedy o úhel −2φ.
Věta 1.12. Skládání rotací lze reprezentovat násobením příslušných kvaternionů. To zna-
mená, že výsledek rotace získané použitím operátoru Rq2(·) následovaného operátorem
Rq1(·) je stejný jako v případě použití operátoru Rq1q2(·).
Důkaz: Víme, že množina jednotkových kvaternionů tvoří grupu, násobením jednotko-




= (q1q2)p(q1q2) = Rq1q2(p).

Rotace využívající kvaterniony mají několik výhod oproti maticím rotací. Rotace po-
mocí matic využívají tzv. Eulerovy úhly, kde pro rotaci kolem obecné osy je potřeba
skládat postupně rotace kolem tří základních os (viz [21]). V tomto případě je tedy dů-
ležité pořadí těchto jednotlivých rotací, dále matice rotace obsahuje oproti kvaternionu
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nadbytečné množství informací (9 hodnot oproti 4 hodnotám v případě kvaternionu). Ma-
tici rotace kolem obecné osy získáme násobením tří matic představujících rotace kolem
jednotlivých základních os:
R(α, β, γ) =
 cosα sinα 0− sinα cosα 0
0 0 1
cos β 0 − sin β0 1 0
sin β 0 cos β
1 0 00 cos γ sin γ
0 − sin γ cos γ
 .
Další nevýhodou matic je, že rotace kolem jedné osy ovlivňuje i ostatní osy. Tím může
dojít k překrytí dvou os a ztrátě jednoho stupně volnosti. Tomuto efektu se říká „gimbal
lock“ (viz obrázek 1), více o tomto problému nalezneme v [9, 6].
Obrázek 1: „Gimbal lock“ efekt3
V případě kvaternionů tento nežádoucí efekt nemůže nastat. Podrobnější srovnání rotací
pomocí matic a jednotkových kvaternionů nalezneme v [9, 12].
V praxi lze využít kvaterniony téměř ve všech simulacích, kde se využívají rotace,
a pro které nejsou vhodné maticové reprezentace, například letové simulace nebo popis
oběhů družic. Uplatnění kvaternionů najdeme i v lékařství, kde se využívají pro grafic-
kou vizualizaci nebo ovládání lékařských sond [15]. Dalším odvětvím, kde kvaterniony
nachází uplatnění je robotika. Pro ovládání polohy robotického ramena je výhodnější vy-
užít kvaterniony než matice. V další části textu se budeme zabývat využitím kvaternionů
v počítačové grafice, konkrétně v disciplíně nazvané zpracování obrazu.
1.4 Kvaternionový balíček pro Matlab
V další kapitole budeme pro zpracování obrazu využívat software Matlab R2015a. Sa-
motný Matlab v sobě však nemá implementovány kvaterniony, tudíž s nimi neumí žádným
způsobem pracovat. K tomuto účelu byl však vyvinut balíček s názvem Quaternion and
octonion toolbox for Matlab, zkráceně QTFM, který tuto funkci v Matlabu umožňuje. Balí-
ček QTFM je volně ke stažení a jeho autory jsou Stephen J. Sangwine a Nicolas Le Bihan.
První verze vyšla v srpnu 2005, od té doby bylo vydáno několik upravených verzí s při-
danými novými funkcemi. Verze, kterou budeme používat, je QTFM 2.3 vydaná v lednu
2016, která umožňuje dokonce i práci s oktoniony, což je další zobecnění komplexních čísel
dimenze 8 (viz [2]). My se však omezíme pouze na kvaterniony. V dalším se zaměříme na
3MathsPoetry : Commons.wikimedia.org: File:Gimbal lock.png [online]. 14 February 2009 [cit. 2016-
04-15]. Dostupný pod licencí Creative Commons na www: <https://commons.wikimedia.org/wiki/File:
Gimbal_lock.png>
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popis některých funkcí, které QTFM umožňuje a budeme k nim přikládat ukázky zápisu
v Matlabu (viz [20]).
Jak již bylo řečeno, balíček QTFM umožňuje v Matlabu pracovat s kvaterniony a ma-
ticemi kvaternionů. Je navržen tak, že je možné využívat pro práci s kvaterniony i některé
funkce implementované v základní verzi Matlabu.
Zápis kvaternionu v kartézském tvaru můžeme provést dvěma způsoby. První je pomocí
nadefinovaných operátorů i, j,k, které se v QTFM zapisují jako qi, qj, qk. Chceme-li




2 + 1 * I - 3 * J + 1 * K
Tento způsob je vhodný pro zápis jednoho kvaternionu. Jinou možností je zápis pomocí
funkce quaternion. Tato funkce má čtyři volitelné parametry quaternion(w,x,y,z). Po-
kud nezadáme žádný parametr, Matlab uloží pole (matici) 0× 0 kvaternionů, tedy prázd-
nou množinu, jejíž „prvky“ jsou pro Matlab typu kvaternion. Jeden kvaternion získáme
pokud zadáme tři číselné parametry (ryzí kvaternion xi + yj + zk, kde x, y, z jsou za-
daná čísla) nebo čtyři číselné parametry (kvaternion w+ xi+ yj + zk, kde w, x, y, z jsou




2 + 1 * I - 3 * J + 1 * K
Funkce quaternion je užitečná především chceme-li vytvořit matici kvaternionů, potom
jako parametry w, x, y, z zadáváme matice stejných rozměrů, a jejíchž prvky jsou stejných
datových typů. Jednotlivé koeficienty u základních jednotek kvaternionu můžeme získat
pomocí funkce part(q,n), kde parametr q je kvaternion (respektive matice kvaternionů)
a n je index vyjadřující pozici koeficientu (respektive koeficientů). Při použití notace z po-
známky 1.1 platí: n = 1 pro S(q), n = 2 pro =i(q), n = 3 pro =j(q) a n = 4 pro =k(q).
Výstupem je číslo (respektive matice čísel). Stejné výsledky získáme i použitím elegant-
nějších příkazů s(q) pro S(q), x(q) pro =i(q), y(q) pro =j(q) a z(q) pro =k(q). Balíček
QTFM obsahuje také funkce pro práci s kvaternionem v polárním tvaru. Připomeňme, že
každý kvaternion lze zapsat v polárnim tvaru, tedy q = ‖q‖ exp(µφ), kde µ je osa a φ
je úhel (viz vztah (1.14)). Balíček QTFM podporuje zápis kvaternionu v polárním tvaru
pomocí Matlabovské funkce exp(), kde zadáváme součin jednotkového kvaternionu (osy)
a skaláru (úhel v radiánech). Pro libovolný kvaternion můžeme také určit úhel φ a osu µ
jeho polárního tvaru. Pro úhel kvaternionu obsahuje balíček QTFM funkci angle(q), za
parametr q zadaváme kvaternion a výstupem je právě úhel φ kvaternionu q v radiánech.
Výstupem funkce axis(q) je osa µ kvaternionu q. Obě tyto funkce lze opět použít i pro
celou matici kvaternionů a výstupem bude matice úhlů nebo os.
V tomto odstavci si uvedeme některé operace na algebře kvaternionů, které jsou sou-
částí balíčku QTFM. Funkce abs(q) vrací normu kvaternionu (viz vztah (1.6)), respektive
každého prvku matice, pokud zadáme jako vstup matici kvaternionů. Důležitou funkcí
především při rotaci pomocí kvaternionů je konjugování. Pro konjugování kvaternionů
obsahuje balíček QTFM funkci conj(q). Ukážeme si jak bude vypadat zápis v Matlabu




2 - 1 * I + 3 * J - 1 * K
Zobrazený výsledek je v souladu se vztahem (1.7) pro konjugaci kvaternionu. Tato funkce
může mít ještě druhý parametr conj(q,s), který určuje „způsob konjugace“ . Tento pa-
rametr může mít hodnotu conj(q,’complex’), potom jsou všechny čtyři koeficienty
kvaternionu, tj. a, b, c, d pro kvaternion q = a + bi + cj + dk, nahrazeny komplexně
sdruženými čísly. Tento parametr má tedy vliv pouze pokud zadáme za koeficienty kva-
ternionu v Matlabu datový typ complex, tedy komplexní čísla. Takové kvaterniony jsou
v dokumentaci balíčku označovány pojmem bikvaterniony. Pokud jsou koeficienty reálná
čísla, výstupem bude kvaternion q. Dále může mít druhý parametr funkce conj hodnotu
conj(q,’total’), potom se provede nahrazení koeficientů komplexně sdruženými čísly
a zároveň dojde ke klasické kvaternionové konjugaci. Při rotaci využíváme jednotkové kva-




0.5164 + 0.2582 * I - 0.7746 * J + 0.2582 * K
Jak je vidět, pokud na vstup zadáme kvaternion q, výstupem bude kvaternion jehož
koeficienty jsou koeficienty původního kvaternionu vydělené jeho normou. Za zmínku stojí
také funkce scalar_product(q,p), která vrací skalární součin zadaných kvaternionů.
Z dalších funkcí zmíníme ještě convert(q,t), díky které můžeme měnit datový typ
koeficientů příslušného kvaternionu. Prvním parametrem je kvaternion a druhý parametr
je datový typ, ve kterém chceme, aby Matlab s daným kvaternionem pracoval, například
double pro reálné koeficienty nebo pro zpracování obrazu často využívaný typ uint8, což
jsou celá čísla nabývající hodnot 0−255. Konkrétní příkaz pro převedení kvaternionu q do
tohoto datového typu je potom convert(q,’unit8’) (q může být i matice kvaternionů).
Poslední funkcí, kterou uvedeme je conv2(A,B). Tato funkce počítá kvaternionovou kon-
voluci, parametry A a B jsou matice kvaternionů. Definici konvoluce si uvedeme později.
V dalších kapitolách z určitých důvodů, které si také ukážeme, budeme využívat tzv. bi-





Při práci s barevným obrazem je potřeba reprezentovat nějakým způsobem každý pixel
daného obrázku. K tomuto účelu se používají tzv. obrazové matice, ve kterých je uložena
informace o pozici a barvě daného pixelu. K reprezentaci určité barvy je však potřeba
zvolit konkrétní barevný prostor, který určí způsob, jakým bude daná barva reprezento-
vána.
Barevný prostor je přesně definovaná množina barev, kterou je schopno dané zařízení
zobrazit. Barevných prostorů dnes existuje již celá řada, v tomto textu uvedeme několik
základních prostorů.
2.1.1 Prostory RGB a RGBα
Konkrétní barvy získáme kombinací tří základních složek (základní barvy) - červená
(R, „red“), zelená (G, „green“), modrá (B, „blue“). Základní složky bývají uváděny buď
v celočíselném rozsahu 0− 255, nebo nabývají reálných hodnot 〈0, 1〉. Tento prostor mů-
žeme potom zobrazit pomocí jednotkové krychle (viz obrázek 2) a každá barva je určena
barevným vektorem v = (R,G,B) ∈ 〈0, 1〉 × 〈0, 1〉 × 〈0, 1〉.
Obrázek 2: RGB krychle4
Hodnota 0 znamená, že se daná složka ve složené barvě vůbec nevyskytuje, naopak hod-
nota 1 říká, že daná složka nabývá své maximální intenzity.
Příklad 2.1.
1. Vektor, který nabývá maximálních hodnot ve všech třech složkách v1 = (1, 1, 1),
tedy každá složka má maximální intenzitu, představuje bílou barvu.
2. Vektor v2 = (0, 0, 0), tedy počátek souřadného systému, představuje černou barvu.
4SharkD : Commons.wikimedia.org: File:RGB color solid cube.png [online]. 12 January 2008 [cit. 2016-
04-26]. Dostupný pod licencí Creative Commons na www: <https://commons.wikimedia.org/wiki/File:
RGB_color_solid_cube.png>
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3. Šedá barva se nachází ve středu krychle. Různé odstíny šedi získáme složením složek
o stejných intenzitách, tedy v3 = (k, k, k), k ∈ 〈0, 1〉.
Při práci s obrazem bývá často potřeba převést barevný obraz na obraz v odstínech
šedi, tedy nahradit barvy různými odstíny šedi. Z důvodu toho, že lidské oko vnímá různě
intenzity jednotlivých složek, není možné použít tzv. objektivní jas pro určení odstínu
šedi, který je dán vztahem Jo = R+G+B3 . Místo toho se tedy používá subjektivní jas, který
je dán empirickým vztahem:
J = 0.299R + 0.587G+ 0.114B.
Poznámka 2.1. Matematickou reprezentací barevného obrazu jsou obrazové matice.
V případě prostoru RGB máme trojici obrazových matic (R,G,B), kde každý prvek
matice představuje hodnotu intenzity příslušné složky na konkrétní pozici obrazu. Barva
pixelu na pozici (i, j) je tedy dána vektorem vij = (Rij, Gij, Bij). V případě transformace
barevného obrazu na obraz v odstínech šedi dojde k nahrazení trojice (R,G,B) jedinou
maticí J, jejíž prvky představují hodnoty jasu.
Barevný obraz zapsaný v prostoru RGB můžeme doplnit o další informaci. Touto
informací může být například průhlednost, takový barevný prostor poté značíme RGBα.
V tomto prostoru pak každý bod obsahuje navíc skalární údaj nabývající hodnot 〈0, 1〉.
Hodnota 0 poté představuje zcela neprůhledný barevný bod a hodnota 1 průhledný. Tato
doplňková informace se využívá při kombinování více obrazů do jednoho celku.
2.1.2 Prostory CMY a CMYK
Prostor RGB využívá aditivní skládání barev, to znamená, že čím více barev složíme,
tím světlejší je výsledek. Prostor CMY funguje opačně, tedy využívá subtraktivní skládání
barev, tj. čím více barev složíme, tím tmavší výsledek. Základní barvy tohoto prostoru
jsou: azurová (C, „cyan“), purpurová (M, „magenta“) a žlutá (Y, „yellow“). Tento prostor
můžeme opět stejně jako prostor RGB znázornit jednotkovou krychlí. Bílou barvu zde
představuje vektor (0, 0, 0), tedy počátek souřadného systému a černou (1, 1, 1). Snadno
lze převádět barvy mezi prostory RGB a CMY. Mějme barevný vektor (r, g, b) v prostoru










Prostor CMY se využívá například při tisku. V tomto případě je však neekonomické
získávat černou barvu skládáním tří barev, proto se ke třem základním barvám přidává
ještě černá jako samostatná barva. Tím dostáváme prostor CMYK (K, „blacK“), který
má oproti RGB a CMY (dimenze 3) dimenzi 4.
2.1.3 Prostory HSV a HLS
Prostory HSV a HLS opět definují barvy třemi složkami, oproti předchozím prostorům
však už tyto složky nepředstavují základní barvy.
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V případě prostoru HSV jde o barevný tón (H, „hue“), sytost (S, „saturation“) a jas
(V, „value“). Pro zobrazení tohoto prostoru se používá šestiboký jehlan. Vrchol jehlanu
leží v počátku souřadnic HSV. Sytost S nabývá hodnot z intervalu 〈0, 1〉 a představuje
vodorovnou osu (kolmou na osu jehlanu), barevný tón H je dán úhlem 〈0◦, 360◦). Jas tvoří
svislou osu totožnou s osou jehlanu a nabývá opět hodnot 〈0, 1〉. Vrchol jehlanu, předsta-
vuje černou barvu, bílá barva je ve středu podstavy, tedy v bodě s maximální hodnotou
jasu a nulovou sytostí. Barevný tón a sytost spolu tvoří obdobu polárního souřadného
systému s tím rozdílem, že při změně H se nepohybujeme po kružnici, ale po obvodu
pravidelného šestiúhelníka. Dále je prostor HSV nesymetrický vzhledem k jasu. Tyto dvě
skutečnosti mohou ztěžovat práci s barvami. Tyto nedostatky odstraňuje prostor HLS.
V prostoruHLS je oproti HSV jehlan nahrazen dvojicí kuželů (viz obrázek 3). Základní
složky jsou: barevný tón (H, „hue“), světlost (L, „lightness“) a sytost (S, „saturation“).
Obrázek 3: Dvojice kuželů HSL5
Sytost a barevný tón zde mají stejný význam jako v prostoru HSV, avšak nyní už tvoří
klasickou polární soustavu souřadnic. Sytost má hodnotu 1 na povrchu kuželů a klesá
směrem k ose na hodnotu 0. Světlost nabývá také hodnot 〈0, 1〉, hodnota 0 je v dolním
vrcholu (černá barva) a 1 v horním vrcholu (bílá barva). Nejjasnější čisté barvy leží na
obvodu podstav, mají tedy souřadnice: H ∈ 〈0◦, 360◦), S = 1, L = 0.5. Prostor HSL
nejlépe odpovídá lidskému vnímání barev, nejvíce barev vnímáme při průměrné světlosti,
při zesvětlování nebo ztmavování klesá schopnost rozlišit barvy. Převod barev z prostorů
HSV, HSL do RGB nebo naopak lze provádět pomocí algoritmu (viz [14]), více o barevných
prostorech nalezneme v [23].
2.2 Detekce hran
Detekcí hran ve zpracování digitálního obrazu rozumíme zvýraznění hran uvnitř ob-
razu. Hrana v diskrétním obrazu je oblast, ve které dochází k výrazné změně sousedních
pixelů. V tomto textu uvedeme tři základní filtry pro detekci hran: Prewittové, Sobelův
a Kirschův. Všechny tři zmíněné filtry jsou založeny na konvoluci, uvedeme si tedy nejprve
5SharkD : Commons.wikimedia.org: File:HSL color solid dblcone.png [online]. [cit. 2016-05-03]. Do-
stupný pod licencí Creative Commons na www: <https://commons.wikimedia.org/wiki/File:HSL_color_
solid_dblcone.png>
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definici této operace. Jelikož dále budeme pracovat pouze s diskrétním obrazem, omezíme
se pouze na diskrétní konvoluci funkcí dvou proměnných. Definici spojité 2D konvoluce
najdeme v [5, 23].
Definice 2.1. Diskrétní 2D konvoluce používaná při zpracování obrazu je definovaná
vztahem:





f(n− i,m− j)h(i, j), (2.1)
kde f(n,m) je vstupní obraz dimenze N ×M v odstínech šedi, tedy matice s hodnotami
intenzit šedi, (f ∗h)(n,m) je výstupní obraz opět dimenze N ×M . Funkci h(i, j) dimenze
(2k + 1)× (2k + 1) nazveme konvoluční jádro.
Konvoluční jádro bývá mnohem menší než vstupní obraz a můžeme ho popsat jako ta-
bulku o rozměrech 〈−k, k〉×〈−k, k〉. Hodnoty konvolučního jádra určují jakým způsobem
vypočítáme nový pixel v obraze.
Nyní můžeme přejít k jednotlivým výše zmíněným filtrům pro detekci hran. Tyto filtry
se vzájemně liší právě konvolučním jádrem, konkrétní jádra budeme dále nazývat operá-
tory, nebo masky a pro jejich popis použijeme matice. Efekty filtrů budeme demonstrovat
na referenčním obrazu (Obrázek 4).
(a) Originál (b) Šedotónový
Obrázek 4: Referenční obraz
2.2.1 Filtry pro detekci hran
Nejjednodušším ze tří zmíněných filtrů je Prewittové. Tento filtr je definován operáto-
rem o rozměrech 3× 3 s reálnými hodnotami ve tvaru:
hp =
 1 1 10 0 0
−1 −1 −1
 . (2.2)
Tento operátor detekuje pouze hrany v horizontálním směru (obrázek 5a), transponováním
matice získáme masku detekující hrany ve vertikálním směru (obrázek 5b):
hp =




Dalším typem, velice podobným s filtrem Prewittové, je Sobelův filtr. Jedná se opět
o směrově orientovaný filtr. Maska detekující horizontální hrany má tvar
hS
 1 2 10 0 0
−1 −2 −1
 , (2.4)
transponováním získáme opět masku detekující vertikální hrany.
(a) Horizontální (b) Vertikální
Obrázek 5: Prewittové operátor
Posledním typem, který uvedeme, je Kirschův filtr. Maska tohoto filtru má tvar
hk =
−3 5 5−3 0 5
−3 −3 −3
 (2.5)
a použitím této masky na vstupní obraz dochází ke zvýraznění hran pod úhlem 45◦ (ob-
rázek 6).
Obrázek 6: Kirschův operátor
Operátory detekující hrany musí mít obecně nulový součet svých prvků, to zaručí,
že v místech s konstantní intenzitou je odezva konvoluce nulová. Připomeňme také, že
uvedené operátory lze použít pouze na obrázek ve stupních šedi. Obrázky 5 a 6 znázorňují
efekt příslušné masky použité na referenční obrázek. Ve výstupní obrazové matici po
použití masky se vyskytují záporné hodnoty, ty jsme z matice ořízli a vykreslili jsme
pouze kladné hodnoty. Druhou možností jak lze tento problém vyřešit je použití absolutní
hodnoty. Pro vytvoření kvalitního filtru pro detekci hran je však potřeba provést určité
modifikace a další operace s obrazem, to však není obsahem této práce, více v [23, 19].
31
3 Využití kvaternionů pro detekci hran
V předešlé kapitole jsme si ukázali jakým způsobem lze detekovat hrany v případě
obrazu v odstínech šedi. Nyní se budeme zabývat tím, jak lze předešlé filtry modifikovat
pro barevný vstupní obraz. K tomuto účelu využijeme právě kvaterniony. Čerpat budeme
především z [5, 19]
Nejprve je potřeba zavést modifikovanou obdobu konvoluce (2.1) pro kvaterniony. Exis-
tují tři různé definice kvaternionové konvoluce: levá, pravá a bi-konvoluce. Levá konvoluce
je definována vztahem6





hL(i, j)f(n− i,m− j), (3.1)
pravá má tvar





f(n− i,m− j)hR(i, j) (3.2)
a bi-konvoluce





hL(i, j)f(n− i,m− j)hR(i, j), (3.3)
kde podobně jako ve vztahu (2.1) f představuje vstupní obraz, hL a hR jsou levá a pravá
konvoluční maska. Rozdíl oproti klasické konvoluci je v tom, že vstupní obraz je repre-
zentován pomocí kvaternionů a konvoluční masky budou také obsahovat místo reálných
hodnot kvaterniony, jak si ukážeme dále.
Jak již bylo zmíněno, v klasických barevných prostorech dimenze tři, lze každý pi-
xel znázornit barevným vektorem o třech složkách. Obraz tedy potom lze reprezentovat
pomocí třísložkových ryzích kvaternionů. Při návrhu barevných konvolučních masek je
potřeba, abychom po aplikaci konvoluce na vstupní obraz získali opět ryzí kvaterniony.
Filtry, které si uvedeme, jsou založené na rotaci barevných vektorů v prostoru. Proto bu-
deme pro filtrování obrazu využívat operaci bi-konvoluce (viz vztah (3.3)), čímž získáme
kvaternionové operátory rotace, které nám zaručí, že výsledkem budou opět ryzí kvater-
niony. Tuto myšlenku si vysvětlíme dále na konkrétních filtrech v příslušném konkrétním
barevném prostoru.
3.1 Obraz v prostoru RGB
Připomeňme, že obraz v prostoru RGB můžeme reprezentovat maticí, jejíž prvky jsou
barevné vektory představující jednotlivé pixely v obraze. Každý pixel obrazu lze tedy
zapsat pomocí vektoru vnm = (rnm, gnm, bnm), kde rnm, gnm, bnm jsou intenzity jednotli-
vých základních složek pixelu na pozici (n,m). Vektor vnm můžeme reprezentovat pomocí
6Označení kvaternionové konvoluce (◦) jsme použili pouze za účelem rozlišení od klasické konvoluce
(viz vztah (2.1)).
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ryzího kvaternionu tvaru q = rnmi + gnmj + bnmk. Libovolný pixel vstupního obrazu f
(viz vztah (3.3)) v prostoru RGB lze tedy reprezentovat pomocí kvaternionů jako:
f(n,m) = r(n,m)i+ g(n,m)j + b(n,m)k, (3.4)
kde r(n,m) je jeho červená složka, g(n,m) zelená a b(n,m) modrá složka. Vstupní ob-
raz bude v našem případě tedy matice, jejíž prvky budou ryzí kvaterniony7 (pole ryzích
kvaternionů).
RGB prostor může být reprezentován pomocí jednotkové krychle. V případě filtrů,
které si uvedeme, dochází k rotaci barevných vektorů vstupního obrazu. Může se tedy
stát, že nový vektor výstupního obrazu přesahuje hranici krychle, tudíž nový pixel leží
mimo RGB krychli. Takový pixel je potřeba převést zpět do prostoru RGB, kde jsou
definovány barvy. Pokud bychom se snažili tyto pixely posunout na povrch krychle se
zachováním směru vektoru (tedy na místo, kde vektor protíná povrch krychle), mohlo
by dojít k vizuálnímu zkreslení výstupního obrazu. Zmírnění tohoto zkreslení můžeme
dosáhnout tím, že počátek (O = (0, 0, 0), vrchol krychle představující černou barvu)
posuneme na střed šedé osy (tj. střed úsečky spojující černý a bílý vrchol). Nyní pixel
dříve reprezentovaný kvaternionem ve vztahu (3.4) bude tvaru:
f(n,m) = (r(n,m)− 1/2)i+ (g(n,m)− 1/2)j + (b(n,m)− 1/2)k. (3.5)
Nyní tedy všechny barevné vektory směřují ze středu krychle a vzájemně doplňkové barvy
(např. černá/bílá, červená/zelená, oranžová/modrá, . . . ) tvoří dvojice vektorů symetric-
kých podle středu. Pokud vektor ve výstupním obraze v takto centrovaném prostoru
přesahuje povrch krychle, můžeme při zachování směru zmenšit jeho velikost tak, že vý-
sledný pixel bude představovat průsečík vektoru s povrchem krychle. V tomto případě
už nedochází k barevnému zkreslení výstupního obrazu. Tento postup byl již publikován
v [5, 1, 19].
3.1.1 Barevné filtry v RGB
Barevné filtry uvedené v této kapitole budeme aplikovat opět na vstupní obrázek 4a.
Uvedeme si tři barevné filtry využívající kvaterniony, které jsou modifikacemi klasických
filtrů Prewittové, Sobela a Krische. Budeme je pro jednoduchost označovat opět těmito
názvy, ačkoli se ve skutečnosti jedná o nové filtry. Tyto filtry byly již publikovány v [5, 19].
Prewittové filtr je definován pomocí dvou bi-konvolučních masek ve tvaru:
α
1 1 10 0 0
q q q
(f)
1 1 10 0 0
q q q
 , (3.6)
kde f představuje vstupní obraz, α = 1/6 je koeficient, který kompenzuje hodnotu pi-
xelu vzniklého sečtením šesti nenulových hodnot pixelů a q = exp(µpi/2) je jednotkový
kvaternion (rotor). Vztah (3.6) je zjednodušený zápis pro bi-konvoluci (viz vztah (3.3))
s konkrétními maskami a nejedná se tedy o násobení matic. Při použití bi-konvoluce
násobíme pro zisk nového pixelu vždy překrývající se prvky bi-konvolučních masek, pohy-
bujících se po obraze, a vstupního obrazu. Ve spodním řádku bi-konvolučních masek tedy
7Obraz může být reprezentován i úplnými kvaterniony. Zavedení skalární složky pro reprezentaci ob-
razu se věnuje například článek [1].
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zřejmě získáme operátor rotace Rq({f}) = q{f}q, který rotuje příslušný pixel (barevný
vektor) o úhel pi kolem osy µ. Za osu rotace se nejčastěji volí „šedá osa“ , pro kterou platí
r = g = b a tedy µ = (i+ j +k)/
√
3, možné jsou však samozřejmě i jiné varianty. Masky
definované vztahem (3.6) detekují horizontální hrany, stejně jako v případě klasického
filtru Prewittové jejich transponováním získáme masky detekující vertikální hrany. Výsle-
dek, který získáme aplikováním filtru podle vztahu (3.6) na barevný obraz, je znázorněn
na obrázku 7.
(a) Filtrovaný obraz (b) Barevné hrany
Obrázek 7: Kvaternionový Prewittové filtr
Z obrázku 7a je patrné, že kvaternionový Prewittové filtr potlačuje „barevnost“ vstup-
ního obrazu. Pokud při bi-konvoluci působí masky ze vztahu (3.6) na oblast vstupního
obrazu, kde se výrazně nemění barva, nevyskytuje se zde tedy hrana a hodnoty barev-
ných vektorů vstupního obrazu překrývající se s horním řádkem masek a hodnoty vektorů
překrývající se se spodním řádkem masek jsou podobné nebo stejné. Potom jsou vektory
v horním řádku násobeny hodnotou 1, zůstanou tedy nezměněny. Vektory ve spodním
řádku jsou rotovány o úhel pi kolem šedé osy a vznikají tak vektory symetrické podle této
osy. Výsledný pixel po sečtení všech těchto vektorů a vynásobení koeficientem α bude
tedy ležet na šedé ose (nebo v její blízkosti). Naopak v místě, kde se vyskytuje ve vstup-
ním obraze horizontální hrana, výsledný pixel vzniklý sečtením orotovaných vektorů na
příslušných místech a vynásobením koeficientem α nebude ležet (až na výjimečné situace)
poblíž šedé osy a má tedy nějakou barvu. Skutečně, když se podíváme na výsledný obraz
(obrázek 7a), vidíme, že původní barevný obrázek je po aplikování filtru v odstínech šedi
všude, kde se nevyskytují horizontální hrany. Tam, kde se v původním obrazu vyskyto-
valy horizontální hrany, tam se nyní objevily barevné složky. Na obrázku 7b vidíme tyto
barevné hrany. Na výstupní obraz můžeme ještě pro vizuální znázornění hran aplikovat
jednoduchou prahovou funkci ve tvaru:
Cp =
r + g + b
3
−min(r, g, b), (3.7)
kde r, g, b jsou intenzity jednotlivých barevných složek výstupního obrazu. Tato funkce
izoluje barevné hrany od „nebarevných“ pixelů. Vykreslením této funkce (viz obrázek
8) získáváme výsledek, který je velice podobný výsledku získanému použitím klasického
Prewittové filtru na obraz v odstínech šedi bez dalších úprav.
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Obrázek 8: Výsledek prahové funkce
Další filtry pracují na stejném principu jako filtr Prewittové, liší se akorát tvarem
bi-konvolučních masek a koeficientem α. Uvedeme si tedy pouze tvary příslušných masek
a výsledky získané jejich aplikováním.
Sobelův filtr pro detekci horizontálních hran je definován dvojicí masek tvaru:
1
8










Výsledek aplikování Sobelova filtru je téměř stejný jako v případě filtru Prewittové.
Obrázek 9: Prahová funkce Sobelova filtru
Na obrázku 9 je výsledek prahové funkce aplikované na výstupní obraz filtrovaný Sobelo-
vým filtrem. Hodnoty této funkce nejsou stejné jako v případě Prewittové filtru, intenzita
hran Sobelova filtru je sice u některých pixelů vyšší než u Prewittové, ovšem rozdíly jsou
v řádech jednotek v celočíselném vyjádření 0 − 255, můžeme tedy výsledky těchto filtrů
považovat téměř za totožné.
Posledním typem je Kirschův filtr. Masky tohoto filtru mají tvar:
1
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Stejně jak tomu bylo u klasického Kirschova filtru, tyto masky detekují hrany pod úhlem
45◦ (viz obrázek 10).
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(a) Barevné hrany (b) Prahová funkce
Obrázek 10: Kvaternionový Kirschův filtr
3.2 Obraz v prostoru HSV
V této kapitole se budeme zabývat detekcí hran obrazu zadaného v barevném pro-
storu HSV. Budeme opět aplikovat již zmíněné barevné filtry pro detekci hran, kon-
krétně Prewittové, Sobelův a Kirschův, definované v tomto pořadí vztahy (3.6), (3.8)
a (3.9). Referenční obraz v tomto případě bude reprezentován maticí, jejíž prvky bu-
dou barevné vektory o složkách H,S, V . Pixel na pozici (n,m) tedy reprezentuje vektor
vnm = (Hnm, Snm, Vnm), kde Hnm je úhel vyjadřující barevný tón, Snm je sytost nebo
saturace a Vnm je jas (viz kapitola 2.1.3). Referenčním obrazem v této kapitole bude opět
obrázek 4a ovšem převedený do reprezentace HSV, v Matlabu pomocí funkce rgb2hsv().
Matematický popis algoritmu pro převod obrazu z RGB reprezentace do HSV lze najít
v [14]. Abychom mohli detekovat v takovém obrazu hrany pomocí výše uvedených filtrů,
je potřeba opět reprezentovat každý barevný vektor pomocí kvaternionů. V následujících
odstavcích si ukážeme několik různých přístupů. Inspirací pro následující úvahy byl pře-
devším článek [3].
Zvolme nejprve stejný přístup jako v případě RGB referenčního obrazu. Nechť tedy
referenční obraz je reprezentován pomocí kvaternionů ve tvaru:
f(n,m) = H(n,m)i+ S(n,m)j + V (n,m)k, (3.10)
kde f(n,m) je kvaternion na pozici (n,m), n = 1, . . . , N am = 1, . . . ,M (N×M je rozměr
obrazové matice), H(n,m), S(n,m), V (n,m) jsou hodnoty jednotlivých složek na pozici
(n,m). Tuto matici kvaternionů dosadíme do vztahu pro filtr Prewittové (3.6) a užitím
bi-konvoluce získáme výsledný obraz (viz obrázek 11). Kvaternion q v bi-konvoluční masce
volíme stejný jako v případě detekce RGB, tedy q = exp(µpi/2) a µ = (i + j + k)/
√
3.
Ve výstupním obraze (obrázek 11a) jsou viditelné barevné hrany. V místech, kde se hrany
(a) Filtrovaný obraz (b) Prahová funkce
Obrázek 11: RGB přístup reprezentace obrazu
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v referenčním obraze nevyskytují, nabývá výstupní obraz odstínů šedi, tedy podobně jako
při filtrování RGB obrazu. K detekci hran tedy zřejmě dochází, ovšem jak lze vidět na
obrázku 11b, filtr detekoval jako hrany i značné množství šumu. Tento obrázek zobrazuje
barevné pixely výstupního obrazu pomocí prahové funkce (3.7). Výstupní obraz už je
v prostoru RGB, to nám umožňuje použít funkci přesně v tomto tvaru. Šum je způsoben
tím, že tento přístup nezohledňuje jiný tvar HSV modelu, ale k barevnému prostoru, ve
kterém je definován referenční obraz, přistupujeme opět jako ke krychli. Tento přístup
tedy není nejvhodnější.
Dále si uvedeme další dva přístupy, které se zdají být pro detekci hran obrazu repre-
zentovaného složkami H,S, V vhodnější a budeme k nim přikládat pro lepší pochopení
principů úseky ze zdrojového kódu napsaného v Matlabu.
V kapitole 2.1.3 jsme uvedli, že základní geometrická reprezentace HSV prostoru je
jehlan. Dále budeme za geometrickou reprezentaci HSV prostoru považovat kužel, což je
v dnešních grafických programech častější případ. Budeme vycházet z obrázku 12, který
zobrazuje polohu HSV kuželu vzhledem k pravoúhlým souřadnicím daných kvaterniony










Obrázek 12: Reprezentace kvaternionu q
HSV prostoru. Osa kuželu (šedá osa) je totožná s šedou osou prostoru RGB, tedy je
reprezentována kvaternionem µ = (i+ j + k)/
√
3 a bude opět při filtrování osou rotace.
Jelikož při použití filtrů dojde, jak je zřejmé z obrázku, k potlačení saturace S v místech,
kde se nevyskytují hrany, to znamená, že na těchto pozicích bude hodnota barevného tónu
H nulová, nebudeme se barevným tónem nyní vůbec zabývat. Budeme tedy pracovat
pouze se složkami V a S. Libovolný vektor v = (0, S, V ) budeme tedy reprezentovat
pomocí kvaternionu
r = Sν + V µ, (3.11)
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kde µ je jednotkový kvaternion představující osu kuželu a ν jednotkový kvaternion před-
stavující osu saturace S a je tedy ortogonální k µ. Kvaternion µ získáme v Matlabu
snadno.
mu=unit(quaternion(1,1,1));
Všimněme si na obrázku 12, že µ je rotací kvaternionu k podle nějaké konkrétní osy
o úhel Φ. Kvaternion ν tedy získáme stejnou rotací kvaternionu i. Osa rotace i úhel Φ lze
získat snadno pomocí goniometrických funkcí. Pro úhel Φ použijeme v Matlabu značení
fi a kvaternion ν je nu.
fi=acos(1/sqrt(3));
nu=(exp(unit(qj-qi)*(fi/2))*qi*exp(-unit(qj-qi)*(fi/2)));
Nyní už můžeme převést referenční obraz do kvaternionové reprezentace podle vztahu





hxl=[1 1 1;0 0 0;q q q]; %leva bi-konvolucni maska
hxr=[1 1 1;0 0 0;q_conj q_conj q_conj]; %prava bi-konvolucni maska
bw_qx=conv2({1/6*hxl,hxr},f_q); %bi-konvoluce
bw_qx=bw_qx(2:n+1,2:m+1,:); %odmazani krajnich pixelu (zpusobuje conv2)
bwx(:,:,1)=zeros(n,m);
bwx(:,:,2)=scalar(bw_qx(:,:)/nu); %koeficienty u kvaternionu nu (S)
bwx(:,:,3)=scalar(bw_qx(:,:)/mu); %koeficientz u kvaternionu mu (V)
bwx=hsv2rgb(bwx); %prevedeni do RGB pro vykresleni
imshow(bwx); %vysledny obrazek
Ve zdrojovém kódu představuje f referenční obrázek v HSV reprezentaci, tedy matici,
jejíž prvky jsou barevné vektory o složkách H,S, V . Všimněme si, že ve výsledném ob-
razu (obrázek 13) nabývají hrany dvou barev. Jedná se o barvy se stejnými hodnotami
saturace S a hodnotami barevného tónu H1 = 0, H2 = pi v radiánech. U tohoto přístupu
(a) Filtrovaný obraz (b) Prahová funkce
Obrázek 13: „SV“ přístup reprezentace obrazu
už se ve výsledném obrazu nevyskytuje žádný šum. Z důvodu vynechání jedné složky
referenčního obrazu však stále nemáme kvaternionovou reprezentaci referenčního obrazu,
ale pracujeme s obrazem, který nabývá jiných barev. Uvedeme si tedy poslední přístup,
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ve kterém už budeme používat všechny složky referenčního obrazu.
Na obrázku 12 je červenou barvou znázorněn ryzí kvaternion q (barevný vektor), který
reprezentuje nějaký pixel referenčního obrazu. Tento kvaternion vyjádříme v kartézském
tvaru podobně jako ve vztahu (3.11) s tím rozdílem, že do vztahu zakomponujeme i hod-
notu barevného tónu H. Stejným způsobem jako v předchozím přístupu tedy sestrojíme
osy jasu a saturace reprezentované kvaterniony µ a ν a na ně budeme nanášet hodnoty
V, S podle vztahu (3.11). Abychom získali ryzí kvaternion odpovídající vektoru se slož-
kami (H,S, V ), budeme ještě kvaternion Sν rotovat kolem šedé osy µ o úhel H. Označme
tuto rotaci pomocí kvaternionového operátoru rotace RµH (·) (viz věta 1.11). Zápis
p = RµH (Sν)
tedy vyjadřuje skutečnost, že kvaternion p je výsledkem rotace kvaternionu Sν kolem osy
µ o úhel H. Nyní tedy libovolný barevný vektor v = (H,S, V ) budeme reprezentovat
kvaternionem ve tvaru
r = V µ+RµH (Sν). (3.12)
Při zadávání do Matlabu je však ještě potřeba brát ohled na to, jakým způsobem zadáváme
úhel rotace H. Jak bylo uvedeno v úvodu kapitoly, HSV reprezentaci obrazu získáme
v Matlabu následujícím způsobem.
f=rgb2hsv(A);
A je obraz v prostoru RGB a f je referenční obraz v prostoru HSV. V Matlabu jsou
všechny složky tohoto obrazu H,S, V normalizovány, to znamená, že jsou to reálná čísla
(datový typ double) ležící v intervalu 〈0, 1〉, tedy H × S × V ∈ 〈0, 1〉 × 〈0, 1〉 × 〈0, 1〉.
V případě složek S, V nás to nijak neomezuje. Pro rotaci v Matlabu využijeme zápisu
kvaternionu v polárním tvaru, kde musíme úhel rotace zadávat v radiánech, musíme tedy
úhel H převést na radiány. Hodnota H = 1 odpovídá úhlu 2pi rad, označme nyní zadané
hodnoty úhlů Hˆ a nové hodnoty v radiánech označme H. Pro převod tedy dostáváme:
H = 2piHˆ.
H=2*pi*f(:,:,1);
Než ukážeme zbytek kódu s vykreslením výsledného obrazu, všimněme si ještě, že v před-
chozí metodě, reprezentované vztahem (3.11), jsme ve zdrojovém kódu pracovali s kvater-
niony µ a ν jako s novými základními jednotkami. To znamená, že výsledný obrázek jsme
získali pomocí koeficientů příslušných těmto jednotkám a tím jsme získali HSV obraz, který
jsme museli pro vykreslení ještě převést do RGB reprezentace. Nyní však budeme pra-
covat se základními jednotkami i, j, k a příslušné koeficienty budou představovat složky
R,G,B (viz vztah (3.4)). Rozepíšeme-li tedy vztah (3.12) tak, aby obsahoval základní






































kde Φ = arccos(1/
√
3) je úhel mezi osou µ a k (viz obrázek 12). Zdrojový kód pro tuto










f_q2=exp(mu.*(H(:,:)/2)).*f_q25(:,:).*exp(-mu.*(H(:,:)/2)); %rot o uhel H
f_q=f_q1+f_q2; %vysledny kvaternion zadany souradnicemi HSV
hxl=[1 1 1;0 0 0;q q q]; %leva bi-konvolucni maska
hxr=[1 1 1;0 0 0;q_conj q_conj q_conj]; %prava bi-konvolucni maska
bw_qx=conv2({1/6*hxl,hxr},f_q); %bi-konvoluce
bw_qx=bw_qx(2:n+1,2:m+1,:); %odmazani krajnich pixelu (zpusobuje conv2)
bwx(:,:,1)=x(bw_qx); %koeficienty u kvaternionu i (R)
bwx(:,:,2)=y(bw_qx); %koeficienty u kvaternionu j (G)
bwx(:,:,3)=z(bw_qx); %koeficienty u kvaternionu k (B)
imshow(bwx); %vysledny obrazek
Obrázek 14 znázorňuje výsledek tohoto přístupu při použití filtru Prewittové, opět včetně
prahové funkce. Je patrné, že dochází k detekci horizontálních hran, stejně jako při pou-
(a) Filtrovaný obraz (b) Prahová funkce
Obrázek 14: HSV Prewittové filtr
žití filtru na referenční obrázek v RGB reprezentaci. Uvedeme ještě výsledky při použití
ostatních filtrů stejným způsobem, tedy Sobelův (3.8) a Kirschův (3.9), včetně praho-
vých funkcí. Sobelův filtr (obrázek 15) vykazuje opět téměř stejné výsledky jako filtr
Pixel info: (449, 175)  [0.54 0.54 0.54](a) Filtrovaný obraz Pixel info: (393, 230)  1 (b) Prahová funkce
Obrázek 15: HSV Sobelův filtr
Prewittové. Oproti tomu v případě Kirschova filtru (obrázek 16) je z obrázku ihned pa-
trná detekce šikmých hran.
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Pixel info: (267, 200)  [0.32 0.31 0.33](a) Filtrovaný obraz Pixel info: (374, 200)  4 (b) Prahová funkce
Obrázek 16: HSV Kirschův filtr
Ukázali jsme si tři různé způsoby reprezentace HSV obrazu pomocí kvaternionů a je-
jich detekci hran. Na závěr ještě porovnejme jednotlivé postupy. Pro porovnání vykreslíme
ještě obrazy po zavedení příslušné reprezentace kvaterniony bez dalších úprav (viz obrázek
17). Z výsledných filtrovaných obrázků (berme v úvahu použití filtru Prewittové) můžeme
(a) Referenční obraz
(b) HSV/RGB (c) SV (d) HSV
Obrázek 17: Kvaternionová reprezentace HSV obrazu
usuzovat, že první přístup, nazvěme ho HSV/RGB reprezentace (vztah (3.10) a obrázek
11), je pro reprezentaci HSV obrazu pomocí kvaternionů nevhodný. U filtrovaného ob-
razu se vyskytuje nežádoucí šum, obraz reprezentace barevně neodpovídá referenčnímu
obrazu a obsahuje barevné poruchy. Druhý přístup, nazveme SV reprezentace (vztah
(3.11) a obrázek 13), má uspokojivější výsledky při detekci hran, dochází ke zvýraznění
hran správným způsobem. Obraz této reprezentace, z důvodu vynechání složky barevného
tónu, obsahuje pouze odstíny jedné barvy. To znamená, že ztrácíme hlavní výhodu kva-
ternionových filtrů, kterou je možnost pracovat s plně barevným obrazem. To umožňuje
poslední uvedený přístup, nazvěme ho HSV reprezentace (vztah (3.13) a obrázek 14). U
tohoto způsobu reprezentace dochází k nejvýraznější detekci hran (porovnáváme pomocí
prahových funkcí). Obraz reprezentace se barevně nejvíce přibližuje referenčnímu obrazu.
Přesto si můžeme však všimnout barevných odchylek, například šedá barva pozadí místo
bílé. To je způsobeno tím, že při takto zavedené reprezentaci neleží střed podstavy HSV
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kuželu ve vrcholu RGB krychle vyjadřujícího bílou barvu, ale v místě, kde nabývá osa
µ ještě šedou barvu (viz obrázek 12). Přestože se stále nejedná o přesnou reprezentaci
barevných vektorů zadaných složkami H,S, V , považujeme tento přístup za nejlepší z výše
uvedených, protože dosažené výsledky se nejvíce přibližují našim cílům.
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Závěr
V této práci jsme se zabývali využitím kvaternionů pro detekci hran obrazu s ohledem
na různé barevné prostory.
První část jsme věnovali zavedení kvaternionů a zabývali jsme se jejich vlastnostmi.
Ukázali jsme, že množina kvaternionů s operacemi sčítání a násobení tvoří nekomutativní
těleso. Dále jsme uvedli další dvě možné reprezentace kvaternionů, pomocí matic a pomocí
polárního tvaru. Polární tvar jsme využili při realizaci rotací kvaterniony. V závěru této
části práce jsme představili základní funkce balíčku QTFM pro program Matlab, který
umožňuje práci s kvaterniony.
Druhá část práce je věnována především teorii barevných prostorů. Popsali jsme ně-
které používané barevné prostory. Konkrétní barevný prostor definuje, jakým způsobem je
určena každá barva obrazu. Kromě jednoznačně nejpoužívanějších prostorů RGB a CMY,
které lze geometricky znázornit pomocí krychle, jsme uvedli také prostory HSV respektive
HSL, které jsou zobrazovány jako jehlan respektive dvojice kuželů. Dále jsme se zabývali
detekcí hran obrazu, uvedli jsme tři typy detekčních filtrů: Prewittové, Sobelův a Kirschův.
Těmito filtry jsme s využitím konvoluce provedli detekci hran obrazu v odstínech šedi.
V poslední části této práce jsme se zabývali detekcí hran barevného obrazu s využi-
tím kvaternionů. Bylo potřeba definovat operaci bi-konvoluce a modifikace předchozích
detekčních filtrů pro použití kvaternionů. Tyto filtry pracují na základě rotace barevných
vektorů, které je možné reprezentovat pomocí kvaternionů. Nejprve jsme ukázali jakým
způsobem lze reprezentovat tyto vektory a tím i celý obraz v barevném prostoru RGB.
V závěru práce jsme se zabývali kvaternionovou reprezentací a následnou detekcí hran
obrazu v prostoru HSV. Podařilo se nám zavést tři způsoby reprezentace HSV obrazu
pomocí kvaternionů. Pro každou reprezentaci jsme provedli detekci hran a na základě
získaných výsledků jsme tyto reprezentace porovnali. Prováděné detekce hran jsme de-
monstrovali obrázky získanými za použití programu Matlab a některé postupy v závěru
práce jsme doplnili okomentovanými úseky zdrojového kódu.
Pro podrobnější analýzu získaných výsledků je potřeba v budoucnu provést další zkou-
mání uvedených postupů. Práci lze rozšířit také o další přístupy pro zpracování obrazu,
například využití kvaternionové Fourierovy transformace. Také je možné zabývat se vy-
lepšením uvedené reprezentace HSV obrazu pomocí kvaternionů.
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