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Abstract
We present a framework for the autonomous discovery
and selection of Semantic Web services based on their QoS
properties. The novelty of our approach is the wide use of
semantic technologies for a customizable discovery, which
enables both the service users and providers to flexibly
specify their matching models for QoS and the correspond-
ing environmental conditions. In the presented approach,
the discovery and ranking of services can be personal-
ized via the use of domain ontologies detailing the user’s
preferences and the provider’s specification. The discov-
ery component is modeled as an adaptive query process-
ing system in which the basic steps of filtering, matchmak-
ing, reputation-based QoS assessment, and ranking of ser-
vices correspond to logical algebraic operators, which fa-
cilitates the introduction of different discovery algorithms
and the automatic generation of appropriate parallelized
matchmaking evaluations, enabling the scalability of our
solution up to unpredictable arrival rate of user queries
against high numbers of published service descriptions in
the system.
1 Introduction
Currently majority of services and information on the In-
ternet are only available in the form of human-readable Web
pages, thus requiring human intervention in order to dis-
cover and execute appropriate services necessary to achieve
a certain user’s goal. In the vision of the Semantic Web and
given the support of the emerging Web service technologies,
the wrapping of such services in the form of Semantic Web
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services would make them self-described and widely acces-
sible both for human users and autonomous agents [10].
In this paper, we consider the scenario where many
providers offering a variety of services, each of which can
represent a typical business activity such as an online hotel
reservation, a book shipping, a pizza ordering service or a
Web-based software component like stock market informa-
tion or matrix computational services, etc. Thus, a Semantic
Web service is an electronic description of certain concrete
services in reality, i.e., each real-life service is assumed to
be semantically annotated and registered (published) to a
service registry in the form of a Semantic Web service. Such
a registry provides users the facilities to search for services
with certain properties.
In the context of autonomous service usage, an important
aspect is to allow agents to discover those services fulfilling
the requirements of a user in terms of both the functional-
ity and the non-functional properties. In fact, some non-
functional requirements maybe as relevant as the required
functionality itself, as it is the case of Quality of Service
(QoS). QoS is usually the decisive criterion a user consid-
ers to select a specific service among several functionally
equivalent ones and in many cases, is the key of a provider’s
business success. For example, comparing two hotel reser-
vation services from two different hotel’s Web sites offering
similar capabilities in terms of hotel online booking service,
a user would lean towards the one with the shorter reserva-
tion response, offering better price conditions, more com-
fortable rooms and higher customer-care facilities. Several
other service instances may be considered to have QoS fea-
tures as their main differentiating critera, such as file shar-
ing/hosting, online TV/radio station and online music store,
teleconference, photo sharing/exchanging services, etc.
Different from the discovery of services matching func-
tional requirements, we claim that the discovery of ser-
vices based on their QoS is more complicated and the per-
sonalization of the QoS-based discovery process to adapt
with different needs of the users is a strong requirement.
Since we consider a Web service description as an elec-
tronic advertisement of real-life services, it can include
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many domain-dependent QoS properties. Such quality in-
formation is dynamic and depends on many factors: other
quality parameters and the related user-side contextual or
environmental conditions. Therefore, the advertisement of
quality in a service description should only be considered as
a claim, which the provider engages to offer under certain
conditions and which should be verified and validated over
time. This important evaluation of the reputation of the ser-
vices is a subjective process, since different users have dif-
ferent interpretations of the reputation of a certain service.
Secondly, the suitability of the service to a requirement of
the user in terms of a QoS criterion is also subject to her1
preferences. For example, the conclusion whether a certain
deviation of quality is still acceptable should only be de-
termined by the user. Moreover, the search results should
reflect the ranking of the matched services most appropri-
ately according to the user’s objectives and criteria, espe-
cially because each of the services can provide many qual-
ity properties at different levels and with various reputation
scores.
In this paper, we present our solution for the ontology-
based discovery of Semantic Web services w.r.t. QoS. The
goal of the QoS-enabled service discovery process in our
work is to automatically find those service descriptions
which match the requirements of the users both in terms
of functionalities and QoS, letting the actual negotiation,
selection, and execution of the service be done either elec-
tronically or in reality depending on the nature of services.
Extending our previous work in [44, 45], we introduce here
a complete discovery solution which combines our previ-
ously developed techniques and widely exploits the seman-
tic technologies to enable the personalization of the whole
QoS-enabled discovery process. We validate this with an
implemented prototype and provide corresponding experi-
mental results. The contribution of our approach is its high
extensibility and customizability of the discovery, ranking,
and selection via the use of domain ontologies detailing the
user’s preferences and provider’s specification. Specifically,
our approach has the following advantages:
• Expressive and extensible conceptual modeling of
service QoS Given the above complexity and dynam-
ics of QoS information, we propose an adequate se-
mantic conceptual modeling approach for the flexible
specification of user’s requirements and the QoS of-
ferings of service, which is simple yet expressive and
be compatible with most of the current standards and
approaches [15, 20, 22, 29, 43].
• Customizable matchmaking model Via appropriate
exploitation of semantic technologies, especially rule-
1Generally a user in this paper can represent either a person, an au-
tonomous agent, or another system. For brevity, we simply use the femi-
nine personality to refer to a specific user henceforth.
based languages and reasoners, we can express the
QoS requirements, advertisements, user’s matching
conditions and preferences flexibly. The QoS-enabled
discovery process can be done autonomously and ef-
ficiently by reasoning on the constructed knowledge-
bases based on the various personalized matching cri-
teria and preferences of the users.
• Personalized ranking model To provide useful and
informative ranking results supporting the user in the
selection of the most appropriate services to execute,
we consider various important information of the dif-
ferent quality dimensions of the services, their reputa-
tion, as well as variety of preferences from the users.
• Flexible and scalable implementation We model the
whole discovery engine as an adaptive query process-
ing system in which the basic steps of filtering, match-
making, reputation-based QoS assessment, and rank-
ing of services correspond to logical algebraic opera-
tors. This modeling enables us to apply cost-based op-
timization strategies to parallelize the evaluation of the
expensive operators, considering that there can be un-
predictable service search queries from many users and
that the number of published Web service descriptions
may substantially increase in the future. Moreover, it
facilitates the plugging-in, testing, and comparison of
different algorithms on-the-fly.
• Prototype already available Our implemented pro-
totype validates our approach and confirms the use-
fulness of semantic technologies in dealing with the
above issues nicely. Our prototype as well as the on-
line demonstration, related ontologies, and documen-
tation are freely available on the Web2 and can be an
interesting case study of how Semantic Web technolo-
gies can be exploited in real-world applications. We
adopt the WSMO ontology framework in our imple-
mentation as a proof-of-concept of our work. How-
ever, it is generally applicable to other models, such as
OWL-S+SWRL [5].
Besides the above contributions, we also include an ef-
fective reputation-based QoS estimation to accurately eval-
uate the QoS parameter values for available services given
their historical data collected from various information
sources: the users, the providers’ advertisement, and the
ratings from a few trusted agents.
The rest of the paper is organized as follows: in Sec-
tion 2 we present the proposed semantic QoS conceptual
model and associated examples. Our personalized discov-
ery algorithms are described in details in Section 3. Sec-
tion 4 provides the description of our discovery prototype
2http://lsirpeople.epfl.ch/lhvu/download/qosdisc/
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and our analytical and experimental results. We review the
related work in Section 5 and finally conclude the paper in
Section 6.
2 Semantic Modeling of QoS
2.1 Conceptual Modeling
Our approach for describing Web services builds on the
fact that a consumer analyzes and selects a service accord-
ing to certain criteria, the most common one being the func-
tionality and the quality offered by the service. As a typi-
cal example, consider an online file hosting service whose
function is to offer users file storage management facilities.
The functionality specified by this Web service describes
that it must have the capability of uploading and download-
ing files, i.e., this is part of the functional service descrip-
tion. In contrast, the criterion we are mainly interested in is
its QoS, i.e., quality-related parameters included in the se-
mantic description of the service advertisement and the user
requests, for example, the download and upload speed that
this file hosting service offers, the maximally allowed size
of the file, the number of concurrent downloads/uploads, the
maximal duration that the server agrees to store the file, etc.
In this context, selecting a service comprises finding
those services offering the desired functionality and the
ones which fulfill the quality requirements of the user.
Therefore, in our model, Web services are described by con-
junctive sets of properties F ∧ Q, where F is the functional
description and Q is the QoS offering description part. In
this work, we focus on the modeling of a service’s QoS ca-
pability, reusing the functionality description as specified
in the WSMO model [16]. Our conceptual model is de-
veloped mostly for the discovery of services based on their
QoS properties and serves as a complement to the WSMO
conceptual model. We do not focus on the negotiation be-
tween the service provider and a user, which we consider as
a later step after the user already obtains the results from the
discovery. Based on this, our model for describing a QoS
offering of a service includes the following aspects:
• The semantic description of each QoS parameter and
its corresponding quality level offered by a certain ser-
vice provider, e.g., parameter names and textual de-
scriptions, possible values of the parameters, respec-
tive measurement units, associated evaluation meth-
ods, etc. We model this part as C ′(qi), in which C ′
is a concept expression that constrains the instance qi
of a QoS concept in the QoS domain ontology.
• The necessary and sufficient environmental (or con-
textual) conditions that a user shall agree to so that
the provider can guarantee the offered quality levels.
Examples of environment conditions include: a mini-
mum Internet connection speed, the user’s location, the
number and input size of requests (to satisfy require-
ment on execution-time and response-time), third par-
ties engagements, etc. Environmental conditions are
expressed as an axiom cnd over instances of a set of
environment concepts.
• The preferences of the provider in selecting a user.
More specifically, this is a set of rules P determining
the acceptable matching levels between a specific con-
textual setting of a requester and each constraint in cnd
imposed by the service.
Generally, we describe a QoS offering Q in the
service description as a set {〈C ′1(qi1), cnd1, P1〉, . . .,
〈C ′n(qin), cndn, Pn〉}, where C ′k(qik), 1 ≤ k ≤ n is the
concept expression that constrains the instance qik of a QoS
concept qk in a QoS domain ontology. cndk is an axiom
over instances of those concepts describing the environment
(context) in which the provider commits to offer C ′k, and Pk
is the set of preference rules of the provider. We also refer
to cndk as the context to achieve the QoS level C ′k(qik). For
example, an online file hosting service specifies C ′k(qik) =
{uploadSpeed ≥ 100KBps} as the average upload speed
that it offers, and cndk = {internetSpeed ≥ 1Mbps,
noFilesUploading = 1, price = 10$} is the contextual con-
ditions required by the provider to get the specified average
upload speed. Note that in the examples to follow we sim-
ply differentiate an ontological concept UploadSpeed from
its corresponding instance uploadSpeed by the capitaliza-
tion of the first letter. The preferences Pk of the provider
are a set of rules associating each logical expression in cndk
with a set of matching results. For instance, the following
rules in Pk describe how well a requester satisfies the price
demanded by the provider.
userPrice ∈ Price ∧ userPrice ≥ price→ priortyClient
userPrice ∈ Price ∧ userPrice < price→ acceptedClient
Such preference above of a provider is currently used to
specify that the requirement on an environmental condition,
e.g., price = 10$, is optional. However, it can also be use-
ful for a provider in deciding whether to offer service to a
certain user in later steps.
Symmetric to a Web service description, a service dis-
covery request (also called a user query, a service query, or
a user’s goal in the descriptions to follow) consists of the
description of the functionality and the QoS a Web service
should offer to fulfill a user’s needs. A user query is also
specified as F ∧ Q, where F is the functional requirement
description and Q is the QoS requirement specification.
A QoS requirement in user queries is symmetric to
its counterpart in Web service descriptions. Web ser-
vice consumers indicate by C ′k(qik) the condition on QoS
parameter instances qik they are willing to accept, e.g.,
C ′k = {reqUploadSpeed ≥ 20KBps}. This QoS re-
quirement is complemented by the contextual conditions
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cndk the client is able to agree with, e.g., cndk =
{userInternetSpeed = adsl1Mbps, noFilesUploading = 1,
userPrice = 15$}. The set of preferences rules Pk in the
goal model comprises various settings for the discovery pro-
cess: which quality parameters are preferred by the users,
how much the user trusts the reputation information on a
service, the matching levels for the QoS required by the
user, etc. For example, a user wants to state that the re-
quirement on the quality parameterReqUploadSpeed, is op-
tional. In addition, she wants the discovery component to
automatically classify how well this service (with a quality
parameter qs) satisfies her requirement. The following rules
describe these preferences:
qs ∈ ReqUploadSpeed ∧ qs ≥ 100KBps→ excellent
qs ∈ ReqUploadSpeed ∧ reqUploadSpeed ≤ qs < 100KBps
→ good
qs ∈ ReqUploadSpeed ∧ qs < reqUploadSpeed
→ acceptable
∀qs¬(qs ∈ ReqUploadSpeed)→ acceptable
The other preferences, which will be introduced in detail
later on, can be described similarly via the use of appropri-
ate rules.
The above conceptual model is simple yet powerful,
once implemented with an appropriate ontological frame-
work, such as WSMO [16], and combined with dedicated
semantic technologies supporting the rule-based reason-
ings, e.g., KAON2 reasoner3. This is sufficient for the spec-
ification of sophisticated QoS requirements and offerings in
various realistic application scenarios, as we will show in
the following sections.
2.2 QoS Ontological Modeling
We assume that the user and the provider agree on a QoS
upper ontology that represents the common knowledge in
a specific application domain. This upper ontology can
be refined by the user/provider to meet their requirements
in terms of more detailed concepts and matching criteria.
Because of the high complexity of the QoS information,
we propose the use of a rule-based language that supports
F -logic [27] to implement the QoS-related ontologies, in-
stead of using Description Logic as in other related work,
e.g., [47].
Figure 1 shows the UML class diagram represen-
tation of the QoS upper ontology. QoSSpecification
is the ontological concept corresponding to the QoS
offering Q in the conceptual model. QoSParameter
is the definition for the foundation quality concepts,
such as RangeQuality,DownloadSpeed,ExecutionTime,
3http://kaon2.semanticweb.org
etc., and their relationships. Users and providers can
define their own domain-specific QoS concepts, e.g.,
AllowableDownloadSpeed, AverageExecutionTime, etc.,
by specializing the foundation ones. ContextualFactor de-
fines the set of foundation contextual/environmental con-
cepts such as InternetSpeed, Price, etc. that influence
the other quality attributes. Other related concepts in-
clude the measurement methods (MeasurementModel) of
a quality parameter, i.e., which quality attributes can be
measured automatically or can only be estimated by hu-
man, and their corresponding metrics (MeasurementUnit).
ContextualDependency and QualityDependency represent
the relations between a quality attribute value with its as-
sociated environmental conditions, and the dependencies
among the QoS parameters themselves. For instance, in
the file hosting scenario, ContextualDependency describes
the relation between the offered UploadSpeed parameter
with its associated contextual factors, which comprise the
InternetSpeed of the user, the number of concurrent up-
loading files NoFilesUploading to guarantee the specified
upload speed, and the Price a user has to pay for the ser-
vice.
An important aspect of our formalism is the wide use
of function symbols and rules to define various constraints,
dependencies, matching and ranking preferences in this
upper ontology (as well as in the derived ones). To
check whether an offered quality value satisfies the user’s
requirements, we use the function QoSMatchingModel.
The matching of contextual specification is similarly de-
fined via the ContextualMatchingModel function. In fact,
the rules implementing the ContextualMatchingModel and
QoSMatchingModel functions are actually the ontologi-
cal representation of the conceptual preferences Pk of a
provider (or a user) described in Section 2.1. These ontolog-
ical modeling enables the customization of both the QoS-
based matching and ranking of services according to the
preferences of the users and providers without changing the
implementation code. Other modeled knowledge includes
the personalized comparison between two quality values
for the benefit of the ranking (QoSComparisonModel), and
the conversion among the different measurement metrics, if
possible (UnitChangingModel) and so forth. All of those
above functions are implemented by default in the upper
ontology and can be overwritten in the derived ontologies.
We have implemented these QoS-related ontologies for
various realistic applications, e.g., the file hosting, the hotel
reservation, and the stock-market information service use
cases using the WSML− Flight [1] language, a subset of
F-logic. Due to space limitation, we point the interested
readers to the download page of our component4 for further
details.
4http://lsirpeople.epfl.ch/lhvu/download/qosdisc/
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Figure 1. The QoS upper ontology.
3 Solution Approach
3.1 Personalized QoS Matching Model
The QoS semantic modeling in Section 2.1 leads to a
symmetric representation of the Web service description
and the user query, expressed as F ∧ Q. Nevertheless, F
and Q have different meanings. As a result, the seman-
tic matchmaking follows different models when consider-
ing functional and QoS properties. In this paper, we only
consider the matchmaking and ranking of services based on
the QoS description part of the services, given that a set
of services with similar functionality has been obtained via
another algorithm (see section 3.4 for our solution of inte-
grating the results of these two algorithms).
Given the conceptual model in Section 2.1, the match-
ing between any QoS offering in a service s with a query g
can be decomposed into a set of matches among many QoS
offerings Qs with different QoS requirements Qg, where
Qs = 〈C ′s(qis), cnds〉 only refers to one quality concept
qs, and Qg = 〈C ′u(qiu), cndu〉 contains constraints over
one concept qu. To ensure the decidability of the reason-
ing, we have to reduce some of the expressiveness of our
conceptual modeling: (1) a user describes her execution en-
vironment cndu as a set Cu of instances of those contextual
factors influencing the values of the quality parameters in
the query; (2) a provider claims its offered QoS level C ′s as
a quality instance qis.
Note that our algorithm does not impose any restriction
in the constraint C ′u itself, i.e., depending on the capability
of the reasoner, C ′u can be a complex logical expression on
the properties of the required QoS instance qiu. This also
applies for the contextual constraints specified in cndu.
The personalized matching between a QoS requirement
Qg and a QoS offering Qs is given in Algorithm 1. µC and
µQ are our pre-defined predicates to obtain the matching
results X and Y by querying the DataLog knowledge-base
KB. µctx is a set of rules to determine whether the environ-
ment of the user satisfies the prerequisites of the provider,
and Mctx are the set of results that a service provider ac-
cepts to provide the QoS level C ′s. µctx is specified by
the provider and needs to conform to the declaration of the
ContextualMatchingModel (Figure 1). Symmetrically, a
user describes in her goal the personalized QoS matching
algorithm µqos and the match result set Mqos that she ac-
cepts, in addition to her requirements C ′u. µqos needs to
follow the declaration of the function QoSMatchingModel.
Elements of the acceptable result sets Mqos and Mctx are
instances of the concept MatchedResult in the QoS upper
ontology. The default implementations of µctx and µqos
are available in the QoS upper ontology and thus both the
provider and user can customize them flexibly in their own
derived ontologies. For example, µqos can be implemented
as in the example at the end of Section 2.1, where the user
needs to define Mqos = {excellent, good, acceptable} as
instances of the basic concept MatchedResult in the upper
ontology.
We suppose that the user and the provider may spe-
cialize the foundation QoS concept with further proper-
ties of their own. However, they would need to pro-
vide appropriate mediating rules to translate back and
forth between the derived concept and the original one in
the upper ontology. With such mediating rules, the rea-
soner would be able to detect whether the provider of-
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fers a quality parameter compatible with what the user ex-
pects, i.e., whether qs and qu are semantically-equivalent
(line 9). For example, a service provider can combine
the DownloadSpeed concept in the upper ontology with
other domain-dependent concepts and business policies to
represent its own quality attributes MinDownloadSpeed,
DownloadRate, AllowableDownloadSpeed, etc. This addi-
tional knowledge is integrated into the knowledge-base and
can be reasoned about appropriately to detect that a provider
also offers a DownloadSpeed at a certain level.
Algorithm 1 QoSMatching(Qg,Qs) : mqos
INPUT:
Qs = 〈qis, cnds, Ps〉;
Qg = 〈C′u(qiu), Cu, Pu〉;
1: Build the knowledge-base KB = Qg ∪Qs∪ related ontologies;
2: Find the matching function µctx in preferences Ps;
3: Bind all variables in cnds with values in Cu;
4: Submit query KB |= µC (X) := µctx(cnds, X) to the reasoner;
5: if X is not in Mctx then
6: Return ⊥; /*⊥ is not in Mqos*/
7: end if
8: Find the matching function µqos in preferences Pu;
9: Submit query KB |= µQ (Y ) := µqos(C′u(qis), Y );
10: if Y ∈Mqos then
11: Return Y ;
12: else
13: Return ⊥;
14: end if
More generally, a service s matches a user query g if all
requirements of the user on different quality parameter qu
in the query g are satisfied by a certain simple QoS offer-
ing of a service, or QoSMatching(s, g) = mqos ∈ Mqos,
∀qu ∈ g. To conclude whether a service matches with a
query or not, the discovery engine formulates the associ-
ated queries based on the declarations of the functions µctx
and µqos, which it knows about completely, and performs
the reasoning on the constructed knowledge-base to find
the matching result mqos. Thus, the service matchmaking
model is highly customizable both by the provider and the
user via their own implementations of the functions µctx
and µqos in the domain QoS ontologies.
3.2 Personalized QoS-based Service
Ranking
Consider a user query g with QoS requirements
{〈C ′1(qi1), cnd1, P1〉, . . . 〈C ′n(qin), cndn, Pn〉}, where
C ′k(qik), 1 ≤ k ≤ n, represents the required QoS level of a
QoS concept qk in a QoS ontology, and cndk is the user’s
associated context to achieve C ′k, respectively. Suppose
that the list of services that match the above query is
Lg = {S1, S2, . . . , Sm}. For each Si ∈ Lg, we define q̂ik
as the reputation-based QoS value of the QoS parameter
qik provided by Si. We estimate q̂ik as described in our
previous work [44, 45].
Since the evaluation of quality and the perception of the
reputation information is subjective, user preferences and
own judgements are relevant. Therefore, we include the fol-
lowing user preference information into the ranking proce-
dure:
Firstly, since each service may exhibit many qual-
ity parameters qik, a user may weight these parame-
ters differently, e.g., she may state that the requirement
on UploadSpeed is of lower importance than that of
DownloadSpeed. We use wk > 0 (wk can be defined as a
property of a QoSParameter concept) to denote the impor-
tance weight of the quality concept qk to the user. Higher
values of wk mean the user considers qk as more important
and vice versa.
Secondly, a user may need to define the ordering between
two quality values qik and qjk of a QoS concept qk. We use
the relation qik º qjk (resp. qik ≺ qjk) to denote that
the quality value qik is preferable (resp. less favored) than
the value qjk by the user. This relation is specified via the
QoSComparisonModel by the user in her preference ontol-
ogy (derived from the upper QoS ontology). Note that this
comparison should include the case where qik and/or qjk
does not exist in the descriptions of Si and Sj .
Thirdly, each user may want to include the reputation-
based estimated value q̂ik into the rank computation differ-
ently, as each individual user have her own confidence on
the credibility of the reputation mechanism, as well as on
the sensitivity of reputation information to the actual value
of different domain-dependent quality parameters. For in-
stance, in the file hosting scenario, the DownloadSpeed of-
fered by the service might be considered as more sensitive
to its historical values than the SupportSize quality attribute
since the latter is less likely to change. Thus we denote
αk, 0 ≤ αk ≤ 1 as the (common) subjective probabil-
ity that the user trusts the advertised QoS of a provider,
and βk = 1 − αk as the probability that she believes in
the reputation mechanism and thus in the estimation of
q̂ik. The quantity βk (can be defined as a property of a
QoSParameter concept) is used as a measure of confidence
the user has on the reputation-based estimate value of that
particular QoS parameter. Higher βk values imply that:
(1) the user has higher confidence in the reputation-based
estimation q̂ik, and (2) the user prefers the reputable ser-
vices to the newly published ones. A user who wants to
ignore the reputation value of a quality concept qk simply
sets βk = 0.0.
The values of those above preferences can be provided
by the user herself or defined by default in the upper or the
derived QoS ontologies. This strategy enables the user to
personalize the ranking as far as she wants, and the dis-
covery solution is reusable for many different application
domains without special knowledge about them.
The ranking of services based on their QoS properties is
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a multi-criteria decision problem, to which there are many
possible solutions, each of these is suitable with a certain
domain and with certain properties of data sources [32].
Here we employ a preference-based approach to develop
our personalized ranking mechanism (Algorithm 2), i.e. we
give higher ranks to services that are more likely to be pre-
ferred to the user. An advantage of this method is its con-
siderable genericness even for the case we do not know the
ideal results for a certain query to the complexity of the
quality requirements C ′k(qik). Proposition 1 explains the
rationales behind this ranking algorithm. For brevity, we
use the identity function 1P that evaluates to 1 if the predi-
cate P is true and evaluates to 0 otherwise. The evaluation
1{qikºqjk} and 1{q̂ikºq̂jk} can also be pre-computed to re-
duce the time cost of the discovery process.
Algorithm 2 QoSRanking(Lg) : RankedListLr
1: for each Si in Lg do
2: for each Sj 6= Si in Lg do
3: pij =
∑
k wkαk1{qikºqjk} + wkβk1{q̂ikºq̂jk};
4: end for
5: Pi =
∏
j 6=i pij ;
6: end for
7: Return Lr as Lg sorted in the descending order of Pi’s;
Proposition 1. Algorithm 2 ranks the services in Lg in the
decreasing order of the subjective probability that a user
favors them.
Proof. Let Si º Sj (resp. Si ≺ Sj) be the event that a user
prefers (or resp. does not favor) Si to Sj with respect to her
preferences. Additional, define Si ºk Sj as the event that
the user favors Sj than Sj in terms of the quality dimension
qk. Given the weight wk denoting the importance of each
quality concept qk to the user, the probability that qk is a de-
cisive factor in the service selection of the user iswk/
∑
wk
.
Therefore:
Pr(Si º Sj) ∝
∑
k
wkPr(Si ºk Sj)
∝
∑
k
wkαk1{qikºqjk}
+wkβk1{q̂ikºq̂jk})
= pij
Similarly, we have:
Pr(Si ≺ Sj) ∝
∑
k
wkαk1{qik≺qjk}
+wkβk1{q̂ik≺q̂jk})
= qij
The probability that the user favors the service Si than
all other services is:
Pr(Si º Sj ,∀j 6= i) = Pr(∩j 6=iSi º Sj)
=
∏
j 6=i
Pr(Si º Sj)
=
∏
j 6=i
pij/(pij + qij)
=
∏
j 6=i
(pij/
∑
k
wk) = Pi/(
∑
k
wk)
m−1
The last two equalities are due to the fact that: given any
two matching levels x, y, we have 1{xºy} + 1{x≺y} = 1,
leading to pij + qij =
∑
k wk.
3.3 Reputation-based QoS Assessment
The discovery of services in terms of QoS requires an
accurate evaluation of how well a service can fulfill a
user’s quality requirements. For this estimation, we use a
reputation-based model which exploits data from many in-
formation sources: (1) We use the QoS values promised by
providers in their service advertisements; (2) we provide an
interface for the service users to submit their feedback on
the perceived QoS of consumed services; (3) we also use
similar reports produced by a few trustworthy QoS moni-
toring agents, e.g., rating agencies.
For each QoS parameter qk offered by a service S, we
evaluate the real capability of this service in providing this
QoS parameter to the users as follows: With every context
cndkj , i.e., a set of real-world conditions as in Section 2.1,
in which the service S advertises qk, the related QoS in-
stances qkjt are collected at different time t. In other words,
we gather all user ratings which are on S and refer to qk in
the corresponding context cndkj . Such a rating by a user u
at time t has the form 〈u, S, t, qkjt〉 where qkjt is reported
under the context ucndkjt which matches with the context
cndkj required by the provider. After doing the analysis and
filtering out unreliable reports, the reputation-based estima-
tion of the actual quality value of qk in context cndkj is an
instance q̂kj computed as follows: Since each QoS instance
qkjt consists of a list of property-value pairs 〈pl, vlt〉, each
reputation-sensitive property pl of q̂kj would have the value
v̂l. The estimation of a v̂l based on its historical statistics
〈t, vlt〉 is then done using the time-based regression meth-
ods which we proposed in [44].
For the QoS estimation, we only choose the most reliable
reports from the reputable raters. This is done via a collab-
oratively and statistical approach based on two realistic as-
sumptions. First, we assume probabilistic behavior of ser-
vices and users, meaning that the differences between the
real quality conformance which users obtained and the QoS
values they report follow certain probability distributions.
These differences vary depending on whether users are hon-
est or cheating as well as on the level of changes in their be-
haviors. Secondly, we presume that there exist a few trusted
rating agencies. These agents always produce credible QoS
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reports and are used as trustworthy information sources to
evaluate the behaviors of the other users. In reality, a com-
pany managing the discovery component can deploy special
applications to obtain the statistics on QoS of some specific
Web services. Alternatively, it can also hire another third
party companies to do these monitoring tasks. In order to
detect possible frauds in user feedbacks, we use reports of
trusted agents as reference values to evaluate behaviors of
other users by applying a trust-distrust propagation method
and a clustering algorithm. Reports that are considered as
incredible will not be used in the QoS evaluation process.
Note that this reputation-based QoS estimation can be done
incrementally and in off-line mode, thereby it does not af-
fect to the system’s overall performance. For further details
we refer to readers to our previous work [44].
3.4 Formal Modeling of the Service Dis-
covery Process
One may envisage a single discovery component man-
aging a large number of Web service descriptions and being
targeted by numerous user queries with completely unpre-
dictable arrival rates. In this context, the performance of
a discovery process becomes of primordial importance as
well as its ability to respond to variations on incoming query
arrival rates, while keeping the discovery time of each query
at an acceptable level.
In order to provide such guarantees, we model the dis-
covery process as a cost-based adaptive parallel query pro-
cessing problem [38]. Within the discovery process we dis-
tinguish independent operators with clear semantics and to
which estimated evaluation costs may be associated. A dis-
covery query is modeled as an operator execution plan, in
which nodes represent discovery operators and edges de-
note the dataflow between each pair of them. Potentially,
a single discovery query may be modeled by a number of
different execution plans, albeit equivalent in terms of the
results they produce. Thus we derive a plan producing the
smallest estimated cost for a given discovery query.
We have identified a set of discovery operators that to-
gether form a discovery algebra (see Section 2.4.3, page 24
of [23] for a more detailed description). Each operator rep-
resents a particular function within the discovery process
and may be implemented using different algorithms.
• restriction δ - reduces the set of Web service descrip-
tion candidates for matching with the user query via
the use of Bloom key as described in our previous
work [45].
• QoS match µQ - applies a semantic matchmaking al-
gorithm to assess the similarity between a Web service
description and a user query in term of QoS. Match-
making is implemented as described in Section 3.1.
• functionality match µF - applies a semantic match-
making algorithm to assess the similarity between a
Web service description and a user query in term of its
functionality. Herein, we suppose to use any existing
implementation available to get a list of functionally
equivalent list of services.
• rank ρ - orders matched Web service descriptions
based on the results of the match operation and ac-
cording to the user’s preferences, as discussed in Sec-
tion 3.2.
• reputation-based QoS estimation θ - performs the eval-
uation of various QoS parameter values based on the
ratings from the reputable users, as explained in Sec-
tion 3.3.
Other pre-defined operators include: (1) the split/merge
operators γ/◦ to supports parallelization by distributing and
merging individual tasks/results to another processing node;
(2) the scan operator ν to read Web service descriptions
from a repository and format them as input tuples; (3) the
project operator pi to select the results and send back to the
user.
In addition to ordering operators into an operator execu-
tion plan, our execution model extends traditional query ex-
ecution by supporting reasoning and introducing some dy-
namic optimization techniques. The reasoning task is in-
voked as part of the QoS match and functionality match
operators and deserves special attention as it can become
a bottleneck for the execution. Thus an efficient evalua-
tion of a discovery query must target three main issues:
(1) reduce the number of reasoning tasks; (2) reduce the
elapsed time for each individual Web service description
semantic matchmaking evaluation; (3) adapt to variations
in execution environment conditions. We cope with these
three issues by introducing control operators into the oper-
ator execution plan that manage data transfer, data materi-
alization, reasoning task parallelization and scheduling, etc.
For brevity reasons, we refer the interested reader to our
previous work [38] which describes the parallelization and
adaptive execution strategies in detail.
Figure 2 illustrates a typical operator execution plan
(generated by the system) for processing general service
discovery requests. Once a user query g and preferences a
are entered, the scan operators ν will read service descrip-
tions s from the service repository and feed them one by
one into the query processing system. The execution pro-
cess will be performed according to this plan via a parallel-
pipelining processing mechanism. In this generated plan,
there are be a number of operators being parallelized (these
µF and µQ operators) in order to reduce the total number
of processing a service query. Note the operators γ and ◦ in
the query execution plan are automatically inserted by the
system to handle the distribution of tasks and collection of
results.
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Figure 2. An example query execution plan.
4 Implementation and Experimentation
We implement the prototype of our QoS-enabled discov-
ery component using KAON25 as the reasoning engine and
a WSML-Flight reasoner wrapper6 to translate from WSML
ontologies to KAON2’s Datalog format. The adaptive dis-
covery query processing system is developed from the ex-
isting implementation of the CoDISM-G framework [38]
with the addition of new discovery algebraic operators:
QoS match, ranking, reputation-based QoS estimation, and
Bloom filtering. We also use another third party light-
weight functionality discovery component, which performs
the matching of services with a user goal by comparing their
post-conditions [21]. We also implement several useful on-
tologies using the WSML-Flight language, which covers a
subset of F-logic [27]. These ontologies include the gen-
eral purpose QoS upper ontology, the preferences and re-
lated ontologies for three use cases: the online file hosting,
the hotel reservation, and the stock market broker applica-
tion scenarios from one of our projects [2]. For our online
demonstration7, we use the Google Web Toolkit8 to develop
a dedicated Web-based user interface which analyzes the
QoS-related ontologies, generates appropriate GUI to ask
for user inputs and automatically formulate the ontology-
based user preferences and goal descriptions for the discov-
ery process.
Table 1 shows the results of an (illustrative) example
service discovery query for a file hosting service offer-
ing DownloadSpeed higher than 25KB/s and UploadSpeed
higher than 10KB/s. The user is willing to pay at most 10
Euros for her subscription and her Internet connection speed
is ADSL 5Mbps. The service providers can specialize the
DownloadSpeed concept in the upper ontology by defin-
5http://kaon2.semanticweb.org/
6http://tools.deri.org/wsml2reasoner/
7http://lsirpeople.epfl.ch/lhvu/download/qosdisc/
8http://code.google.com/webtoolkit/
ing various concepts MinDownloadSpeed, DownloadRate,
AllowableDownloadSpeed, etc., with additional properties
for their own uses. However, they would need to provide
appropriate mediating rules to translate between the derived
concepts with the original DownloadSpeed concept. Thus,
the use of semantics herein enables us to evaluate whether a
syntactically-different but semantically-equivalent QoS pa-
rameter offered by a provider, e.g., DownloadRate, satisfies
the user’s requirements of DownloadSpeed or not.
The return services satisfying both functionality and
quality requirement of the user are S1 and S2, in which S1
has a higher rank due to its better reputation (q̂11 Â q̂21
and q̂12 Â q̂22). Other services are rejected out of the dis-
covery result since either they offer the quality level under
those conditions that the user does not satisfy (S3, S4) or
they do not offer the required functionality (S5, S6). Note
that the above example is only for demonstration purpose.
In general our discovery component can be used with more
complicated scenarios where the QoS offers and require-
ments are of high complexity, e.g., a user may specify in
her requirements that the statistics on the QoS parameter
ExecutionTime of a candidate service (to be integrated in
a Web service-based workflow management system) fol-
lows a certain distribution over different temporal periods
for given input sizes. Similarly, providers can specify what-
ever prerequisites they want to impose on their potential
clients, e.g., different prices according to different quality
levels over time.
We observe the following nice properties of our selection
and ranking mechanism.
• One-time interaction The user provides her prefer-
ences only once before the discovery begins. These
preferences are comprehensible and can be easily col-
lected via appropriate user interface. The whole
matching and ranking process are then done automati-
cally.
• Informative results The services are ranked in the de-
creasing order of the subjective probability that a user
favors them (Proposition 1), taking into various realis-
tic preferences of the users. This means the results are
shown to the users in the most appropriate way while
still preserves the flexibility of the discovery solution.
• Dominance detection Our ranking mechanism can de-
tect the dominance among the services easily, i.e. if
any service Sa is strictly better than Sb in term of a
quality parameter qk, and Sa is better than or equal to
Sb in all other quality criteria, it is assured that Sa gets
a higher rank than Sb in the final ranking result (see
Proposition 2).
Proposition 2. Algorithm 2 preserves the dominance detec-
tion property in the ranking result.
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Table 1. Example discovery result
UploadSpeed(q1) DownloadSpeed(q2) Price InternetSpeed Result
Requirements ≥ 10 KB/s ≥25 KB/s ≤ 10 Euros 5Mbps
Preferences optional, w1 = 1, β1 = 0.75 optional, w2 = 2, β2 = 0.75
FilesRUBasic(S1) ≥ 100 KB/s, q̂11 = 102.9 KB/s ≥ 500 KB/s, q̂12 = 514.7 KB/s free 5Mbps rank=1
UltraFiles4All(S2) ≥ 10 KB/s, q̂21 = 10.5 KB/s ≥ 40 KB/s, q̂22 = 42.5 KB/s free 1Mbps rank=2
FilesRUDeluxe(S3) ≥ 100 KB/s ≥ 500 KB/s 150CHF 5Mbps rejected (advertised price too high)
UltraFilesPro(S4) ≥ 100 KB/s ≥ 500 KB/s 100CHF 10Mbps rejected (advertised price too high,
demanded Internet speed unavailable)
WSGetNewsXignite(S5) – – 100CHF 1Mbps rejected (functionality unsatisfied)
ThemesHotel(S6) – – – – rejected (functionality unsatisfied)
Proof. Consider two services Sa and Sb where Sa is strictly
better than Sb in term of a quality parameter qc and bet-
ter than or equal to S2 in all other quality criteria qk, k 6=
c. This assumption implies that qbc ≺ qac, q̂bc ≺ q̂ac,
qak º qbk, and q̂ak º q̂bk. One can verify that pab > pba
and paj ≥ pbj , j 6= a, b. Consequently, we have Pa =
(pab
∏
j 6=a,b Paj) > (pba
∏
j 6=a,b Pbj) = Pb. This means
Sa gets a higher rank than Sb according to Algorithm 2.
We also performed some preliminary experimental re-
sults running our semantic search engine using the parallel
query processing system. The experiment objective was to
evaluate the gains obtained by parallelizing operators of the
discovery algebra. In particular, we execute in parallel a
fragment of the query execution plan comprising the match
µ and the rank ρ operators, in this order. We considered
a repository containing 1000 web service descriptions syn-
thetically generated. The execution environment comprises
20 homogeneous machines, one for the local operators and
19 parallel nodes. Figure 3 illustrates the obtained results.
The values presented correspond to the average of five runs
with the same configuration. One can observe that with 10
nodes, the overall response time is 3.6 times faster than the
one obtained in the centralized execution. Note that this is
the case considering the remote nodes initialization costs.
In scenarios with larger number of remote machines (i.e.
greater than 10 nodes for 1000 service descriptions), the
gains obtained by parallelization start being blurred by ini-
tialization costs and remote node interferences. It is, how-
ever, interesting to observe that whenever the same query
is executed twice, the whole initialization cost is hidden,
enlarging the parallelization spectrum. We are currently en-
hancing our query optimizer to take into account the inter-
ference cost caused by remote nodes communicating with
the local one. Our intention is to identify a break even point
from which the initial input set should be split into multi-
ple local nodes, keeping the interference under reasonable
limits and allowing for greater parallelism.
Our modeling of the discovery process as a query exe-
cution plan also enables the plugging-in, running, and com-
parison of the results of different variants of the reputation-
based QoS estimation, matching, and ranking approaches,
e.g., w.r.t different personalized preferences. This interest-
ing question is subjective to our future work.
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Figure 3. Experimental results
The reputation-based QoS estimation approach has also
been studied under various settings, which yields very ac-
curate and reliable results even in highly vulnerable envi-
ronments. We observed the relation between the effective-
ness of the reputation-based QoS estimation and other fac-
tors, such as the percentage of trusted users and reports, the
rate of cheating users in the user society and the various be-
haviors of users. Due to limited space, we refer the reader
to [44], where these experiments are presented in detail.
5 Related Work
Regarding the modeling and specification of QoS,
many proposals have been devised to extend the orig-
inal WSDL [17] and UDDI [6] standards to describe
Web services’ quality capabilities, e.g., [15, 20, 22, 29, 43].
O’Sullivan et al. [35] propose an approach to formally de-
scribe various non-functional properties (NFPs) of services
(including payment, price, availability, obligations, rights,
security, trust, quality, discounts, and penalties, etc.) in a
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domain independent manner.
In the Semantic Web service research community, al-
though the official OWL-S framework [3] only provides a
limited way of describe service’s QoS, i.e., through pairs
of (key,value) of different quality attributes in the service
profile, the semantic modeling of QoS has recently gained
much interests. Other frameworks like SWSO [4] and
WSDL-S [19] mostly focus on the functional aspects of the
services and not yet provide expressive ways for describing
service QoS. [47] introduces the OWL-QoS ontology for
augmenting the OWL-S framework with more flexible spec-
ification of QoS parameters for Web services. [24] presents
an ontology-based transformation of different notions of the
WS-Agreement standard. This work on modeling of SLAs
is similar to our semantic modeling of QoS requirements
and offerings, yet it mostly focuses on the maintenance and
monitoring of the service’s SLA while we pay more atten-
tion to the issue of discovery and selection of services based
on a user’s QoS criteria and preferences.
Our work complements the non-functional properties
specification of the WSMO framework [16], tailored to
address the discovery of semantic-enabled services based
on both their functionality and QoS features. Actually,
at the time we start working on our conceptual model
for the QoS-based service discovery, the WSMO frame-
work has only provided limited supports for describing non-
functional properties via (name, value) pairs [16]. The latest
version of the WSMO framework [1] defines non-functional
properties with complex constraints over their values via
logical expressions, which is nearly identical to our con-
ceptual model. However, since we have not yet had enough
tools and supports from the WSMO communities, we have
to base our implementation on the previous version of the
WSMO model. The switching of our current implementa-
tion to the new WSMO model is straightforward.
Generally, our QoS conceptual model is simple yet com-
prehensive and compatible with most of the current stan-
dards and approaches. For example, our conceptual mod-
eling of contextual description cnd can be interpreted as
the combination of the Agreement Context, Expiration,
and Qualifying Condition in the WS-Agreement specifica-
tion [15]. Similar, our concept of quality constraint C ′(qi)
can be implemented to cover the notions of Agreement Cre-
ation Constraints, Agreement Offer, and Service level ob-
jective. The set of tuples 〈C ′(qi), cnd〉 of each semantic
service description is equivalent to the notion of an Agree-
ment Template in WS-Agreement or of a provider’s policy
in WS-Policy standard, etc. The use of F-logic and rule-
based languages in our implementation of the conceptual
model enables expressive descriptions of service’s QoS ad-
vertisements for complex application scenarios. Further-
more, our work also includes various user’s and provider’s
preferences into the conceptual model. The result is a pow-
erful QoS modeling that should lead to a refined discovery
process as we have shown in the paper.
Amongst the major efforts in using QoS criteria in ser-
vice discovery are those of Prof. Sheth’s group, e.g., [12,
34,41]. [12] presents an approach for modeling, computing,
and discovery of composite services in a workflow based on
a number of important QoS criteria: time, cost, and relia-
bility. [41] expresses business functionality and quality via
WS-policy and utilizes rule-based reasoners to select ap-
propriate providers for a certain request. This solution has
certain similarity to our work, but our model is much more
extensible. For example, we allow users to specify their per-
sonalized rules in finding (matching) appropriate services.
Various preferences of users as well as reputation informa-
tion of services are also incorporated into the selection and
ranking mechanism.
[34] introduces a framework for automatically match-
ing services and requests in terms of their agreements based
on WS-Agreement standard. This work also uses multiple
ontologies to express user preferences and enables the cus-
tomizable matching. Our approach is comparable to this
solution in terms of the expressivity of the QoS model, the
flexibility of the matching and ranking algorithms. More-
over, our solution enables the inclusion of different rep-
utation mechanisms into account for evaluating services’
QoS and can be beneficial from the optimization of service
queries due to our view of the discovery process as a query
execution plan. Another work on Description Logic-based
matchmaking of services with requests based on QoS cri-
teria is [47]. Comparing to ours, this approach does not
include a model for ranking services as well as for the per-
sonalization of the discovery process.
GlueQoS [46] only considers the syntactics matching
of the quality policies of providers with the user’s request
which limited the expressiveness and flexibility of the QoS
declaration of the provider.
The personalization of QoS-based service selection also
interests various research efforts. Wagner et al [7–9, 18] in-
troduce an interesting approach to personalized discovery of
services by expanding the original queries according to vari-
ous user’s preferences, each time relaxing a (soft) constraint
in the request to obtain more results. Our approach works
in a different way by directly querying the knowledge-base
of the search engine to get all relevant services, taking into
account various preferences of users and produce the final
personalized ranking of services. We believe that we can
obtain similar results as those of [7–9, 18], while minimiz-
ing the number of calls to the reasoning engine. Actually,
the performance of the discovery engine can be increased
via standard optimization techniques thanks to our design
of the whole discovery process as a adaptive query execu-
tion plan.
[26] presents a simple mechanism for selecting services
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based on comparing of the values of their non-functional
properties according to user’s preferences and the recom-
mendations of the other users. The set of preferences for
users is somewhat limited and the selection model does not
consider matching between possibly complex quality re-
quirements of the users and the offers by various providers.
[30] proposes another approach for evaluating and se-
lecting of Web services based on the difference among their
QoS capability vectors. However, they only consider a lim-
ited number of QoS parameters and the proposed QoS de-
scription model is not sufficiently expressive, e.g., the no-
tions of context and user-preferences are not included.
[33] provides a solution for matching supplies and de-
mands based on their non-functional properties, taking the
semantics of the related attributes and user’s preferences
into account, which is similar to our approach. However, the
use of description logic in this work in some case limits the
expressiveness of the QoS capability’s description, e.g., it
has not yet incorporated the notion of context requirements
into account. Also, the evaluation of services’ quality based
on their reputation information is not considered.
[40] introduces an ontology-based personalization
model for enabling the service provisioning based on QoS
but does not propose a concrete approach to QoS-based ser-
vice discovery.
Regarding the use of reputation information in the dis-
covery process, [13] suggests the use of dedicated servers
to collect the feedback of consumers and then predict future
performance of published services. [11] proposes an ex-
tended implementation of the UDDI standard to store QoS
data submitted by either service providers or consumers and
suggest a query language (SWSQL) to manipulate, publish,
rate and select those QoS data from the repository. Ac-
cording to [25], the reputation of a service should be com-
puted as a function of three factors: different ratings made
by users, service quality compliance and its verity, i.e., the
changes of service quality conformance over time. How-
ever, these solutions have not yet addressed the trustwor-
thiness of QoS reports produced by various users, which is
important to assure the accuracy of the QoS-based selec-
tion and ranking results. [28] rates services in terms of their
quality with QoS information provided by monitoring ser-
vices and users. The authors also employ a simple approach
of reputation management by identifying every requester to
avoid report flooding. In [14], services are allowed to vote
for quality and trustworthiness of each other and the ser-
vice discovery engine utilizes the concept of distinct sum
count in sketch theory to compute the QoS reputation for
every service. However, these reputation management tech-
niques are still simple and not robust against various cheat-
ing behaviors, e.g., collusion among liars with varying ac-
tions over time. Consequently, the quality of ranking results
of those discovery systems will not be assured if there are
lots of colluding dishonest users trying to boost the quality
of their own services and badmouthing about others. Other
work [31, 36, 37, 39, 42], which mainly uses third-party ser-
vice brokers or specialized monitoring agents to collect per-
formance of all available services in registries. We believe
these approaches to be expensive to deploy in reality.
We differentiate the features of our QoS-enabled discov-
ery solution with the most relevant related work in Table 2
via the following dimensions:
• QEXP: the expressiveness of QoS model
• QEXT: the extensibility of the QoS model
• SWSE: whether the approach is semantic-enabled
• CXTE: whether the discovery results are also based
on checking of prerequisite conditions expressed by
providers
• REPE: whether the approach employs reputation
mechanisms to evaluate the trustworthiness of the ad-
vertised QoS
• PMCH: whether the matching algorithm is customiz-
able (without changing the code)
• PRNK: whether the ranking algorithm can be person-
alized w.r.t. user preferences
• FLEX: the possibility of integrating different algo-
rithms during the discovery, e.g., using different rep-
utation evaluation mechanisms to estimate services’
quality
• OPTE: the easy parallelization and optimization of the
whole discovery process
A X in Table 2 denotes that the corresponding feature
is supported and a * implies that the issue is (partially) ad-
dressed by some work in the mentioned group.
6 Conclusions
In summary, our approach presents an overall framework
for service discovery based on both functionality and qual-
ity aspects. The presented framework is highly extensi-
ble and customizable, which adequately takes into account
most important issues: semantic modeling of QoS, person-
alized matchmaking and ranking of services, and service’s
QoS reputation. The view of the whole discovery process as
a query execution plan also enables the optimization of dis-
covery queries via dynamic adaptive query execution tech-
niques, thereby enhancing the scalability and performance
of our approach.
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Table 2. Comparison of our framework with others
Ours [34] [41] [47] [26] [7–9, 18] [33] [28] [11, 13, 14, 25, 31, 36, 37, 39, 42]
QEXP X X X X X *
QEXT X X X X X X X X *
SWSE X X X X X X X *
CXTE X X X X
REPE X * X X
PMCH X X X X
PRNK X X X X X X *
FLEX X
OPTE X
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