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This paper discusses the development of task-speciﬁc information retrieval systems for
software engineers. We discuss how software engineers interact with information and
information retrieval systems and investigate to what extent a domain-speciﬁc search
and recommendation system can be developed in order to support their work related
activities. We have conducted a user study which is based on the “Cognitive Research
Framework” to identify the relation between the information objects used during the
code development (code snippets and search queries), the tasks users engage in and the
associated use of search interfaces. Based on our user studies, a questionnaire and an
automated observation of user interactions with the browser and software development
environment, we identify that software engineers engage in a ﬁnite number of work related
tasks and they also develop a ﬁnite number of “work practices”/“archetypes of behaviour”.
Secondly we identify a group of domain speciﬁc behaviours that can successfully be used
as a source of strong implicit relevance feedback. Based on our results, we design a
snippet recommendation interface, and a code related recommendation interface which
are embedded within the standard search engine.
© 2011 Elsevier Inc. All rights reserved.
1. Introduction
Even before the widespread use of the internet, searching for information was one of the most common and also one of
the most time consuming activities, carried out by software developers [8,28,35,38,40]. The ﬁgures quoted in the literature
vary signiﬁcantly across different experimental groups reporting that even 60% [35]–80% [28] of software developers’ time
could be consumed by widely understood information retrieval (IR). Most often, frequencies between 20% and 30% are being
reported by the literature. An example of a typical work task distribution of software engineer is illustrated in Fig. 1. The
graph clearly illustrates the importance of information, its re-use and retrieval, in the process of software maintenance and
development.
The widespread availability of digital information did not signiﬁcantly impact the proportion of time developers spent
on search [5,11]. On the contrary, the increasing complexity of development problems; the technologies used to deliver
code and the increasing availability of open source tools/components further increased the amount of time developers
spent on searching for information and engaging in opportunistic programming [5,14]. The research indicates that the
proportion of time spent on searching still varies between 20%–30% and would reach much higher levels if it were not for
the commercial/management related constraints [11]. Fig. 2 illustrates an exemplary distribution of web usage during the
software development activities and stresses the importance of information retrieval activities in the development lifecycle.
By examining Fig. 2 one can clearly see the individual nature of information retrieval and information re-use, with the
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Fig. 2. Web resources usage during software development task [5]. The dark bars represent the time spent on the searching activity; the light bars represent
the time spent on assessing the content retrieved by the search process.
amount of time spent on the internet varying between 7.2 to even 68.8 minutes. It is important to notice that the internet
was used by all of the participants and was perceived by them as a “key resource”.
The empirical results clearly illustrate that software engineers’ interaction with information is very frequent. What is
more interesting is the distribution of work tasks and information tasks in which the engineers are engaged is well deﬁned
and ﬁnite. The research focusing around software engineers’ information behaviour [7,9,11] and the psychology of software
development [21,32,39,46] suggests the existence of a ﬁxed set of work related tasks/archetypes of behaviour in which the
engineers are usually engaged. Moreover, current research suggests that characteristics of human behaviour (usage of data
sources, selection of tools used alongside the search process, scope of the search, basic strategies involved in search, etc.) can
be predicted for some groups of tasks as well as some individual tasks [11,32]. This predictability can be used to develop
a recommender system to support the information activities of software developers/engineers [17,47]. The observation that
due to small variations in the problems undertaken by software engineers namely the context of their interaction and the
information behaviour is likely to be predictable. This is consistent with a variety of human information behaviour (HIB)
models [10], psychological theories discussing the development of habit [1,37,49] as well as with the Theory of Planned
Behaviour [2,3]. It is also very consistent with the Ingwersen’s Cognitive Approach [20] as all ﬁve components of the model
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objects, and the IR system setting) are controlled to a signiﬁcant extent by the work settings and the problems at hand.
In such an environment, where the information retrieval is executed so frequently and where the variation of tasks
and contextual settings is very limited, software engineers have a signiﬁcant potential for development of very effective
information related habits/heuristics of behaviour. This, creates an opportunity for the delivery of very effective, domain-
speciﬁc, information retrieval/recommendation solutions [22].
This paper provides an overview of the issues of repeatability of software engineers’ information behaviour. It is argued
that a signiﬁcant proportion of software engineers’ and especially software developers’ tasks is not only repeatable but leads
to the development of work practices/habits that can be used for the development of personalised information retrieval
systems. Secondly, the results of the two user studies carried out on a group of professional software developers identify
two patterns of developers’ behaviour that are strong indicators of content relevance and therefore can be further used for
implicit feedback recommendation and collaborative ﬁltering.
The rest of the paper is structured as follows. Section 2 discusses the literature related to the tasks that the software
engineers engage in, placing an emphasis on their repeatability. Section 3 provides an overview of the experiment design
and overall methodology. Section 4 presents the results of the two user studies carried out to demonstrate the potential
of the selected implicit feedback indicators, and especially the copy and paste action to implicitly indicate relevance in an
automated recommendation system. Section 5 concludes the paper and brieﬂy describes how the implicit information is
used by our implementation.
2. Software engineers’ task distribution
According to Icek Ajzen, “the frequency with which behaviour has been performed in the past is found to account for
variance in later behaviour, independent of intentions” [2]. This is especially valid if the context in which the behaviour is
being executed, along with the human attitude towards the behaviour, is stable [1,2,37,49]. Obviously, there exist an almost
inﬁnite number of moderating factors, that account for context and user personality variation and they all have a dramatic
impact on the decision making process [3,26]. If the variation of those factors is controlled, for example by the imposed
task and the social settings, then a successful prediction of behavioural trends can be achieved with signiﬁcant accuracy [3].
The results of psychological research are diﬃcult to adapt in IR to the same extent as in market modeling or healthcare
research. This is mainly due to the fact that IR focuses on much broader user groups and sets of problems. Even though
signiﬁcant progress was achieved in IR contextualization, the personalized/domain speciﬁc information retrieval still suffers
from the inability to capture or control the moderating factors affecting the user information behaviours. Factors such
as domain expertise, ability to use IR tools [36,41,44,48], language and cultural background [29–31], the task the user
performs [23,24,42,43,45], personal character [15,16] and many others have a signiﬁcant and often uncontrollable impact on
the information the users require and the way they search for it.
This paper does not focus on the underlying psychological theory discussing the moderating factors affecting the pre-
diction of human behaviour. Instead, it focuses exclusively on the empirical research discussing the software engineers’
work/task distribution and the extent to which it is constant. This paper illustrates that due to the similarity of users’ cogni-
tive spaces, users’ social-organizational environments, the interface/intermediary used for IR, the information objects used,
and the IR system settings [20,22] we can expect the users to have same expectations related to the information they search
for and to develop similar search work patterns/habits.
One of the most comprehensive investigations of software engineers’ task distribution in context of IR was carried out
by Freund et al. [11]. The research provides an overview of the changing information needs and strategies used to ﬁnd the
required information. The analysis is performed bearing in mind contextual factors of developers’ interaction such as work
task category, stage of the project, information goals and many others. What is important in the context of this review
is the fact that the research identiﬁes a number of repeatable classes of activities/tasks/archetypes that are characteristic
for software development and discusses the information needs across them. Freund et al. [11] stress that the software
engineers’ information behaviour is highly shaped by the work context in which the information need is created and in
which the information is searched and found. Their work suggests an existence of a causable relationship between the work
task, context in which it is being performed and information behaviour/strategies engaged in searching. This seems to be
supported by the previous literature investigating the professionals’ information behaviour [4,7,9,33,34] and the literature
discussing the impact of task on information behaviour [25,26]. Fig. 3 based on Freund et al. [11], summarizes the software
engineers’ activities and highlights several dimensions across which they can be classiﬁed.
The level of abstraction of the results obtained in this research is quite high. The results refer to the wider group of
software engineers and a set of tasks is not exclusively focused on code delivery. High levels of repeatability are also
reported by the branch of literature focused exclusively on software development and the psychology of programming.
Software developers use the internet even more frequently than the more general group of software engineers. They use the
internet not only as a knowledge source but also as a source of snippets of various complexity and length that are being
re-used in the process of opportunistic programming [5].
To understand the task distribution as well as tools and most common practices of software developers, LaToza et al.
conducted two surveys and eleven interviews on 187 software developers from Microsoft Corporation [32].
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The experimental process is more closely focused on employees engaged in the code delivery process therefore the
results are less abstract than those obtained by Freund et al. Fig. 4 illustrates this distribution and the percentage of time
consumed by different tasks. Even though the results indicated an impact of the stage of the project on the proportion of
particular tasks the overall distribution of the tasks and their quantity remained the same across the stages. Most of the
developers engage simultaneously in more than one activity during the week with the majority engaging in all 9 activities
all the time. The research revealed also considerable correlations, both positive and negative, between the various tasks
revealing the sequential nature of many of them as shown in Fig. 5.
The research carried out by Brandt et al. [5] suggests that the way software developers search for code can be classiﬁed
on a linear scale depending on the novelty of the information which is required. The position of the information on that
scale impacts not only the way users search for code but also the search characteristics. Table 1 illustrates three example
points on three extreme points from the spectrum and a brief description of the observed properties of the search process.
Similar classiﬁcation was reported by Umarji et al. [46] who also classiﬁed the web searching behaviour of coders’ based
on the same spectrum (code for re-use/reference example).
The above archetypal classiﬁcation was then further extended to support the variation of developers’ behaviour across
different stages of the project [21]. This supports the results from LaToza et al. [32] discussing the variation of the impor-
tance of different tasks across different stages of the development lifecycle as shown in Table 2.
The results suggest that most of the speciﬁc information, related to the usage of code, library or framework is being
reported during the implementation and testing stages of the project. Other stages of the project involve the retrieval
of more abstract information. It is important to notice that in this example the notion of software developer was used
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Fig. 5. Statistically signiﬁcant correlations between the tasks [32].
Table 1
Three points from the spectrum of web use intention.
Web session intention Learning Clariﬁcation Reminder
Reason for using web Just-in-time learning of
unfamiliar concepts
Connect high-level knowledge
to implementation details
Substitute for memorization (e.g., language
syntax or function usage lookup)
Web session length Tens of minutes ∼ 1 minute < 1 minute
Starts with web search? Almost always Often Sometimes
Search terms Natural language related
to high-level task
Mix of natural language and code,
cross-language analogies
Mostly code (e.g., function
names, language keywords)
Example search “ajax tutorial” “javascript timer” “mysql_fetch_array”
Num. result clicks Usually several Fewer Usually zero or one
Num. query reﬁnements Usually several Fewer Usually zero
Types of webpages visited Tutorials,
how-to articles
API documentation,
blog posts, articles
API documentation,
result snippets on search page
Amount of code copied
from web
Dozens of lines
(e.g., from tutorial snippets)
Several lines Varies
Immediately test copied code? Yes Not usually, often trust snippets Varies
quite arbitrarily and in a signiﬁcant proportion of projects the phases of analysis and design as well as deployment and
maintenance would be assigned to different engineers in the company. The distribution of roles in the project even further
narrows down the variation of tasks of people responsible for code delivery as shown in Fig. 6.
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Purpose of search by target of the search [46]. Numbers represent the number of search in-
stances classiﬁed into the particular category.
Code for reuse Reference example Row total
Block 8 4 12
Subsystem 21 11 32
System 5 2 7
Column total 37 22 51
Fig. 6. Proportion of different activities during different stages of the software project [32].
Fig. 7. Task distribution across different stages of the development process [21].
The questionnaire based user study carried out on a group of 67 software developers by Sim [39] also identiﬁed a
similar set of work related tasks that the users are engaging in. The tasks were classiﬁed based on the search motivation
and were reported to span over the majority of software development activities. The most common search tasks reported
were: defect repair, code re-use, program understanding, feature addition, and impact analysis. On top of this classiﬁcation
11 archetypes of software development behaviour were designed and used for the in-depth analysis of the search process,
search behaviour and the decision making process involved in search as shown in Fig. 7.
Overall the ﬁndings in the literature can be classiﬁed into three main groups discussing various aspects of the software
developers’ information behaviour.
• Stability of software developers’ information behaviour: Overall the literature is quite consistent in terms of the description
of the software developers’ work tasks. Similar or even identical tasks, micro behaviours and their distributions across
various stages of the project are observed by different user studies. User selection of activities and information needs is
very rational and depends on the project temporary requirements.
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related to task and user on user information behaviour is concerned. The project role/project stage is one of the most
frequently quoted characteristics of the task. The results suggest that the stage of the development project is signiﬁ-
cantly correlated with the set of software related responsibilities and as a consequence with the search requirements.
In all of the cases, architectural, code maintenance, code testing and development tasks, required from users the usage
of different data sources/search strategies. They also resulted in different use of the captured information. In all of the
cases, the reported behaviour across the stages, even though described in a very abstract way is consistent. Similarly
the user expertise and his role in the project had a signiﬁcant impact on user information choices and software related
behaviour. Users with signiﬁcant domain expertise (consultants) focused on much more abstract activities than novices,
often not generating any code related output. On the other hand users with lower expertise were more often engaged
in code delivery and tests.
• Limited number of development related tasks: The literature very clearly illustrates that software developers are engaged in
a very small and clearly deﬁned sets of tasks. The main differences in ﬁndings were reported due to different expertise
level of the selected user groups. The experience of the participants of the studies mentioned in this review varied from
purely academic [5] to signiﬁcant expertise of software consultants who are not engaged solely in software development
[11]. If we focus on the common denominator of all of the groups, that is software related, software engineering tasks
(Fig. 3) the similarity of the ﬁndings and especially of the task distribution is very high and the quantity of tasks
identiﬁed is very low.
The existing literature acknowledges the need for the development of dedicated search utilities but unfortunately there
exists a very small number of real implementations of domain speciﬁc personalized search/collaborative ﬁltering solutions
[12,13]. Even though a number of code related search utilities exist that aim to provide software developers with an en-
hanced information retrieval experience, they are very rarely used due to their low eﬃciency, perceived reliability and
usability [46].
3. Experiment design
The goal of the experiment was to assess the extent to which the user micro behaviours could be used as a source of
implicit relevance feedback. The experiment was designed to automatically capture the user interaction with information
through a set of custom applications monitoring various components of the operating system. As the development of those
components is costly, mainly in terms of time to develop, test and deploy, an additional feasibility study was carried out
before proceeding with a full scale experiment. In order to conduct those experiments we have adopted a methodology
proposed by Ingwersen and Jarvelin [19,20,22] as discussed in the subsequent section.
3.1. Experiment design methodology
We have conducted the experiments by following the methodology called the “Holistic Cognitive Framework for Informa-
tion Retrieval” or “Cognitive Research Framework” [19] as shown in Fig. 8. The methodology is based on the three following
assumptions.
1. Stability of information behaviour: It assumes that the HIB is fairly similar and stable across different contextual settings.
That means that when discussing the HIB of a particular group of individuals carrying out clearly deﬁned tasks in the
same organizational, social and cultural context using the same utilities, their behaviour will be repeatable and it is
possible to make generalizations about this particular group.
2. Similarity of contextual characteristics: Secondly, it assumes that the 9 dimensions of the framework are suﬃcient to
explain a signiﬁcant proportion of behavioural variance.
3. Limited number of tasks and contexts: It also assumes that the number of the possible “contexts”, that is combinations
of the values of those 9 dimensions is not inﬁnite and that for every set of users and tasks there will exist a set of
correlated “typical uses” that can be investigated and their execution optimized.
These assumptions are also in alignment with the existing literature, as discussed in the previous section. This provides us
with enough insight to design the experiments based on this methodology.
Our user study focuses only on 2 variables (“Interface Use” and “Information Object”) out of nine discussed in the
methodology in order to further narrow down the scope of the research and to demonstrate the usefulness of the cognitive
approach to the experiment design. In order to minimize the variance of our experiment population behaviour, due to the
differences in cognitive actors’ properties and context, the population was selected as brieﬂy described below.
• Work task: Software implementation activities as shown in Fig. 3.
• Search tasks: Activity of ﬁnding and reusing code examples.
• Actor type: A population of men with at least 5 year development experience in .NET and SharePoint not involved in
consulting activities.
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• Context: The work carried out in the workplace. Excluding the remote work or work on the customer site.
• Interface: The interactions with the commercial search engines and developers’ development environment.
• Information objects: Information contained in the search process (mainly the search queries) and the code snippets
embedded in the web pages and reused in development environment.
3.2. Selection of variables of the experiment
In this section we further narrow down the scope of the study by minimizing the number of variables that are under
observation. In our experiment we control the “Interface Use” as well as the “Information Object properties” variables even
further. We focus exclusively on three interaction types:
• Copy and pasting of signiﬁcant sections of code followed by iterations of code related experimentation: running the
application, debugging the application, testing the application followed by the user proceeding to the next problem.
• Interactions with the browser followed by iterations of code related experimentation.
• Copy and pasting of smaller sections of code followed by a short period of experimentation.
The selection of these variables is based on the extent to which developers engage in opportunistic practices. The litera-
ture proves that in majority of cases they are not interested in the full understanding of the problem or piece of code that is
being implemented but only getting a working solution. As a consequence software engineers often copy the solutions, even
very loosely matching their problem and, “see what happens”, engaging in the process of programming by example/iterative
programming [6,50]. The ability to search, copy and paste and then experiment on the sections of third party code is very
valuable to the programmers because it allows them to distribute their cognitive resources across the internet [18]. Owing
to the availability of the online resources they can ignore the details of implementation of simple snippets of code and focus
on gluing together bigger sections and modules. The literature suggests that the extent of the code re-use through copy and
paste is very high and reaches up to 30% of the code in the solution [5]. The research carried out by Kim et al. identiﬁed
that the average user performs approximately 16 copy and paste operation per hour [27] out of which 2 are non-trivial
sections of code and all of them carry relevant information.
Similarly, when the code examples are not available or the problem is more abstract and requires an understanding of the
underlying code, developers will tend to look for other sources of highly processed information such as highly specialized
discussion forums or blogs. Even when accessing such resources, the process of code delivery is in most of the cases similar
and based on iterative experimentation rather than on the attempt to fully understand the problem.
3.3. Feasibility assessment
The feasibility assessment stage was carried out on 14 professional software developers. All participants were men with
at least 5 years of professional software development experience. All of the participants had specialized in Microsoft .NET
technologies with a special emphasis on MOSS2007 development. All of the participants were engaged almost exclusively
in code delivery and tests. The user study had a form of a questionnaire with a variety of open-ended and close-ended
questions followed by a short interview. Most of the questions provided the user with a set of exemplary answers which
was followed by a number of empty text ﬁelds requiring from the user more than one answer.
The goal of the questionnaire was to focus on the shortlisted behaviours and information use whereas the goal of the
short interview was to capture any doubts and exceptional information retrieval patterns.
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Frequency of internet resource usage.
Description Actions per/day Actions per/260 days
How often does your work related problems require from you the use of internet/intranet? 5.15 1338.1
How often do you look for code documentation and code examples? 1.97 511.7
How often do you reuse the code snippets of code from external sources to rework them in your projects 0.37 96.8
Table 4
The reported usage of relevant information.
Description Answer count per 14 Answer %
Once you ﬁnd the information you need what do you usually do with it?
Just read it and use the knowledge 12 85.71%
Copy the code snippet or code example 12 85.71%
Read the information in the same time solving the problem 12 85.71
Print the information 4 28.57%
Bookmark, email or save the information in any way 7 50.00%
Share the information with other people 6 42.86%
3.4. Automated observation of user behaviour
A user study was carried out on the same group of software developers. The user study was carried out using a rich set
of components such as:
• A number of browser add-ins (Internet Explorer, Firefox, Chrome) designed to capture all low level interactions with
the browser such as reading time, frequencies of keystrokes or the pages visited.
• A number of development environment add-ins (Visual Studio 2003, 2005, 2008, 2010) also designed to capture a
number of low level interactions such as copy and paste events, building events, focus changing events, solution and
project names, etc.
• An infrastructure that allowed secure and conﬁdential communication of the experimental components with the exper-
imental servers.
The experimental software did not have any user interfaces and apart from the mechanisms to suspend or remove it
exposed no functionality to the user, therefore not affecting his work in any way. The experimental software was working
in an oﬄine mode, capturing the information to the local SQLite database which was synchronized with the server when
the internet connection with the experimental server was available and the bandwidth was not utilized.
The automated observation lasted for a different period of time depending on the participant availability. For the purpose
of the data analysis a common period of 2 months was chosen between the 4th of January 2011 and 1st of March 2011.
The results reported in this paper are based mainly on the output of the development environment add-ins. The output of
the add-ins is composed of a number of reports. A report with the detailed description of user interaction is sent when the
document on which the developer worked is closed. For the purpose of this analysis 665 non-trivial reports were selected.
The report is classiﬁed as non-trivial if:
• The time the user spend working on the document is above the selected threshold (20 seconds).
• The report contains either “copy and paste” or focus change information.
4. Results
4.1. Feasibility assessment
The ﬁrst goal of the user study was to identify the frequency with which the software developers used the internet
to solve their work related problems and how frequently they have been reusing the online content in their applications.
Table 3 demonstrates the normalized frequencies on per day and per working year basis. It is important to notice that those
results are self-reported, and due to the scale proposed to the users, did not allow for ﬁne granularity of the answers which
were lower than the actual values.
The second goal of the feasibility study was to identify what happens to the relevant information once it is found.
Table 4 summarizes the most frequently reported actions. All of the participants reported that they often copy and paste
the relevant information or alternatively both directly and immediately, use it to solve their development problems. Two
responders when discussing the question during the short interview reported that they often copy even very loosely-related
code to be able to obtain the template for further work.
The third goal was to identify the information that is being searched for in the internet. Table 5 lists the most frequently
reported information needs. We can see that only the search for code examples/snippets/modules was selected by all of
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The most frequently required information.
Description Answer count per 14 Answer %
What work related information do you look for on the internet
Code documentation 8 57.14%
Code examples 12 85.71%
Solutions to some code related problems 11 78.57%
General ideas regarding the approach to take 10 71.43%
Technological news 6 42.86%
Technical material 6 42.86%
Fig. 9. Active times of interaction. Bar on the left represents the sessions during which the information was copied from the browser. The bar on the right
represents sessions during which the copy and paste was done within the development environment, the middle bar represents the average for all other
sessions.
the users but still there is a very high consistency in the answers provided by the users. During the post-questionnaire
interview participants highlighted the fact that they are most frequently searching for the highly processed information and
if the code examples/code solutions are not available or not appropriate to the problem they usually search through highly
processed information sources such as blogs containing other people’s descriptions of the problems.
The feasibility study supported our initial observations. The results clearly illustrate that the copy and paste activity is
used frequently enough to be considered as a systematic source of implicit relevance feedback and that the action of copy
and pasting in a signiﬁcant proportion of cases can be considered as an indicator of relevance. Secondly our hypothesis
that frequent focus changes between the browser and the development environment can be an indicator of relevance was
supported by the answers discussing the use of blogs as information resources and the immediate use of the obtained
knowledge.
4.2. Automated observation of user behaviour
The second stage of the experiment was also focused on the three potential implicit relevance indicators. In this article
we will focus exclusively on the copy and paste action, its analysis and potential to indicate relevance.
We have recorded a total of 1296 non-trivial copy and pastes out of which 379 originated from outside of the develop-
ment environment. Our results indicate that the presence of copy and pasting from the browser is an indicator of higher
problem complexity.
Fig. 9 demonstrates how the active time of interaction with the source code document changes depending on which
sources were used for the purpose of copy and pasting.
By active-time we understand the time the user spends actually interacting with the document. The active-time was
calculated almost exclusively when the user was providing input to the development environment or interacting with it in
other ways (for example building, debugging, etc.), it was not captured when there was no focus on the document or when
the document was idle.
The results demonstrate that when copy and pasting information from the browser, the users interacted signiﬁcantly
longer with the source code ﬁle, which suggests a higher complexity of problem.
Fig. 10 provides an overview of the processes used as a source of the information that was further pasted into the devel-
opment environment. Due to the policy imposed by the administration and the fact that the IE was the main development
target in this experiment it is the most frequently used browser and a source of copy and paste as well as focus change
action. Fig. 10 does not show the interaction within the development environment as due to a signiﬁcant count of those in-
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Active times of interaction; general statistics.
Q1 Q2 Q3 Average
Browser 40.25 133 242.25 203.69
Non-browser 25.25 87 117.25 98.40
Development 24 69 74 74.82
Fig. 10. Copy and paste process distribution.
Fig. 11. The average time between the Copy and Paste actions. The darker plot illustrates the distribution of C&P in the development environment. The
lighter plot illustrates the distribution of C&P from the browser.
teractions (917 non-trivial interactions), the scale of the distribution is obstructed. Tools such as “Blend”, “cmd”, “Dbgview”,
“Fiddler”, “Ssms” or “vsjitdebugger” are complementary development tools and in a real life implementation should be also
considered as a source of implicit information. The “Vmusrvc” process is a part of Microsoft Virtual PC which is being used
extensively during the code development for hosting the development and test environments locally on the machine.
Fig. 11 illustrates the distribution of copy and paste actions in time.
The results show that even though copy and pasting from the browser is not as frequent as internal development envi-
ronments operations, it is much more frequent than reported in the feasibility study. The distribution of browser interaction
seems to have a normal shape with an average of 120 minutes with Q1 = 26 min and Q3 = 132 min as shown in Table 6.
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Copy and pasted content analysis.
Description Average
Average number of characters copied from the browser 230.05
Average number of characters copied internally in the development environment 107
Average number of copy and pastes from the browser in a single report 2.24
Average number of copy and pastes from the browser in a single report (the reports
having just one copy and paste were excluded from the calculation)
3.86
Average number of copy and pastes internally in the development environment 5
Fig. 12. Information captured by the recommendation system.
Table 7 shows the results of the analysis of the copy and pasted text depending on the source of copy and paste. The
average number of characters copy and pasted from the browser was more than two times higher than the average number
of characters copied from other sources. On the other hand, users copied the information from the browser much less
frequently than internally in the development environment. Single copy and pastes account for 60% of copied data, with the
maximum of 8 copy and pastes in a single report.
The data for development environment copy and pasting also contains a lot of isolated events with 60% of copy and
pastes occurring only 1–3 times in the report. The remainder of the reports contains signiﬁcantly higher values ranging
44–46 indicating a signiﬁcant amount of work being carried out on the document.
Finally the relationship between the copy and pasting and project building was investigated:
- After the user copy and pasted the information from the browser, the build action was executed in 57.5% of cases and
with the focus in the same window.
- After the copy and pasting of the information from the development environment the build took place in 11.14% of
cases and with the focus in the same window.
4.3. Design implication
The results presented in the previous section demonstrate that software developers’ indeed tend to re-use the infor-
mation found on the internet in their project through copy and pasting. The results also illustrate that the strength of
the relevance indication is usually quite high especially when copy and pasting is superseded by the build actions and
termination of the search process.
Obviously the relevance of the copy and pasted information to the query provided by the user cannot be guaranteed but
since signiﬁcant auxiliary information regarding the user proﬁle is available, as shown in Fig. 12, this inaccurate information
can be used very effectively to:
1. Identify common development problems and most frequent solutions based on the frequency of copy and pasting from
a source.
2. Create highly specialized user proﬁles based exclusively on the search terms marked relevant by copy and pasting.
3. Create collaborative ﬁlters based on technological and content similarity of the relevant data.
4. Calculate the quality of the internet source in the technological context based on frequency of user copy and pastes.
5. Refer users to other search terms, development problem solutions that frequently occurred in the context of current
problem.
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Additionally the results suggest that it is possible to identify and differentiate between different forms of relevant in-
formation (information objects) such as code snippets, more complex sections of code or the textual information related
to the particular development problem. These results suggest that different forms of information require different forms of
information visualization which are required by the user in different work contexts. For example:
1. Short, well-structured and highly repeatable chunks of code referred to as code snippets, due to their nature, can be
provided directly in the development environment. Because the code snippets are easy to deﬁne and easy to identify
once presented to the user, the functionality to retrieve them can be embedded in the development environment. Since
code recommendation utilities already exist and are extensively used throughout all of the mainstream development
environments (for example inteli-sense in Visual Studio) the search functionality can be embedded into them. The
simplest usage-scenario would involve the user typing in the search query deﬁning a code snippet, and when the
appropriate hotkey is being pressed, listing a number of snippets most frequently copied by the developers, along with
the phrases that best summarize the content on the page as shown in Fig. 13. The code segments can be extracted
by simply selecting the most frequently copy and pasted sections of code. The descriptions can be extracted by the
selection of most frequently selected queries that led to copy and pasting of this snippet and their semantic similarity
with the current search phrase.
2. The need for more complex sections of code, such as classes, methods and groups of methods, or descriptive informa-
tion, inevitably leads to the use of general purpose search engines (due to trust and ability to control its behaviour).
The use of software-focused search and recommendation systems is very limited, mainly due to the high cognitive cost
of engaging in a different way of searching and their limited scope focusing almost exclusively on raw code. Both the
issues of the high cognitive costs of search and trust issues can be resolved by embedding the list of code related
recommendation with the standard search engine page. A code related recommendation interface is shown in Fig. 14.
This approach has a number of advantages. First of all it does not change the current practices of software developer or
it does not require from him different forms of searching. It simply provides developer with a different representation
of the problem and he can quickly assess the value of the content presented using the same IR heuristics that he is
using against normal Google or Bing results. Like with the contextual advertisements, the cognitive cost of providing
the user within the inaccurate information is low therefore occasional failures of the recommendation system will have
low impact on the user and will not result in user not using the feature in the future.
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5. Conclusions and future work
A signiﬁcant amount of online companies already take extensive advantage of implicit relevance feedback indicators
to provide their customers with highly domain speciﬁc and highly relevant recommendation. Amazon and many other e-
commerce companies take advantage of the act of purchasing, commenting on a product and visiting other products to infer
relevance and perform collaborative ﬁltering to provide product recommendation. Online music providers such as Last FM
take advantage of the fact that the user listened to a particular sound track to extract implicit feedback and create a rich
user proﬁle. Online estate agencies use the bookmarking tools for the same purpose. Google Mail takes advantage of the
factors such as response time, emailing frequency etc. to assign priority to emails. The experimental results presented in this
paper suggest that the code copy and pasting behaviour of software developers can be used as a strong implicit indicator of
relevance and as a consequence can be effectively used in an entire family of IR algorithms. This observation is consistent
with the cognitive approach outlined by Ingwersen [20] and the implementation examples discussed in the previous section
are good examples of domain speciﬁc IR systems/user interfaces.
It is important to notice that the development of task-speciﬁc search systems and interfaces is much more sophisticated
than general purpose IR systems as it requires a detailed analysis of user behaviour and identiﬁcation of the repeatable as-
pects of this behaviour that can reveal the user interest in tailoring the user interfaces to the tasks at hand. Because of this,
the development of domain speciﬁc IR systems remains a challenging task without an easily available methodology that can
be used by commercial developers. By providing developers with utilities for behavioural investigation and analysis as well
as the development methodology this process can be made signiﬁcantly simpler and as a consequence cost-effective. We
believe that the Cognitive Framework can become a good starting point for the development of such IR delivery methodol-
ogy, as it is one of the best available approaches for systematic IR, IS&R (Information Search and Retrieval) and HIB research.
It is a research methodology rather than an approach that could be undertaken by development companies. Therefore the
formalization of such a methodology is the focus of our future work.
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