It is shown how the Python library Sympy can be used to compute symbolically the coefficients of the power series solution of the Lane-Emden equation (LEE). Sympy is an open source Python library for symbolic mathematics. The power series solutions are compared to the numerically computed solutions using matplotlib. The results of a run time measurement of the implemented algorithm are discussed at the end.
Derivation of the recurrence formulas for the coefficients of the power series solution of the LEE
In stellar physics the LEE is a second order nonlinear ordinary differential equation (ODE) which describes the internal state of a gaseous polytrophic sphere of index , for details see reference (1), chapter 4. The LEE reads as follows: 
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For k = 2 we immediately get 
Aside
We will see that all power series coefficients except and are functions of the index with the property * ( = ) = for > . This means for index = and the initial conditions (1) or (2) one finds that it is also a solution of the LEE with the required initial conditions.
It is easily seen now that the computation of the next coefficients using the recurrence formulas becomes more and more tedious and error prone. Help comes from computer algebra systems which can be programmed to evaluate the recurrence formulas stated in the box above automatically. Here we will use SymPy (reference (4)) a Python library for symbolic computing. SymPy together with scipy for numerical computing and matplotlib for the visualization makes up a powerful environment for scientific and technical computing in Python. All the tools mentioned here are available as open source.
Computing the coefficients of the power series with SymPy
The computation of the coefficients has been automated by using the Python library SymPy for symbolic mathematics to implement a Python class called LEEPowerSeriesCoefficients, a listing of the source code is given in appendix A. The class computes the m first coefficients of the power series solution (Maclaurin series) of the LEE and provides some methods to get the polynomial of degree m as an approximation for the Maclaurin series as well as to print the coefficients as a function of the index n of the LEE and to evaluate the coefficients for a given n as rational numbers (fractions). The symbolic computation of the coefficients by the recurrence formulas stated in the box above takes place in the constructor of the class (__init__ method). The parameter m of the constructor determines how many coefficients are computed. It should be observed that only coefficients which are not equal to zero are evaluated and printed. In appendix B the first 15 non zero coefficients of the power series are listed as a function of the index n. Appendix C shows the first 15 non zero coefficients of the power series for index n = 1 and n = 3 as rational numbers. They have been computed using the method computeLEEPowerSeriesCoefficientsOfIndex(…) of the above described Python class. This method prints the coefficients to stdout and returns a Python dictionary which contains the values of the coefficients as fractions represented as strings. They keys of the dictionary are the indexes of the coefficients. The dictionary contains coefficients only which are not equal to zero. In appendix C on one sees that the numerator and denominator can become very large integers. These fractions can be evaluated with the Python Decimal type to get a higher precession than with the standard floating point arithmetic.
Comparison of the power series solution of the LEE with the results of numerical integration
In the following three figures the power series 1 solutions of the LEE for index n = 1.5 and 3 are compared to the solution which is obtained by using a numerical integration procedure similar to that described in reference (2), page 109 -123. The Python source code for the numerical integration procedure is shown in appendix D. The figures have been generated with the Python library matplotlib, see reference (4). 
Run time analysis
The run time of the initialization of the Python class LEEPowerSeriesCoefficient has been measured as a function of the number of power series coefficients to compute (it has to be observed that all coefficients are computed during the initialization of the class). The environment for the measurement was Python 3.3.3 on 32 bit Windows 7 which runs on a computer with an Intel quad core i5-2320 CPU with 3.0 MHz clock frequency and 4 GB of main memory. The results are shown in figure 4 . The logarithm of the elapsed time (run time) is plotted versus the number n of power series coefficients to compute. In the range < ≤ the logarithm of the elapsed time is nearly a linear function of n which means that the run time to compute the power series coefficients does nearly exponentially grow with n for > . 
