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Tato pra´ce popisuje knihovnu rbClips, ktera´ zprˇ´ıstupnˇuje funkce CLIPS v jazyce Ruby.
CLIPS je software pro tvorbu expertn´ıch syste´mu˚ p˚uvodneˇ vyvinuty´ v NASA na zacˇa´tku
90. let. Na´stroj je napsa´n v jazyce C a jeho uzˇivatelske´ rozhran´ı je velice podobne´ jazyku
Lisp. Ruby je modern´ı dynamicky´ skriptovac´ı jazyk, ktery´ programa´torovi nab´ız´ı flexibiln´ı
syntax, otevrˇenost objekt˚u, cˇisteˇ objektove´ prostrˇed´ı a dalˇs´ı zaj´ımave´ vlastnosti. Vy´sledna´
knihovna bude pouzˇita v antivirove´m programu k tvorbeˇ expertn´ıho syste´mu pro automa-
tickou detekci malware.
Abstract
This thesis describes a library called rbClips that makes CLIPS functionality available from
Ruby. CLIPS is a public domain tool for building expert systems that was originally deve-
loped in NASA in 90’s. The tool itself is written in C but its user interface is very similar
to the Lisp language. Ruby is a modern dynamic scripting language that offers program-
mer flexible syntax, purely object environment, openness of objects and other interesting
features. The library is ment to be used to build expert system for detection of a possibly
malicious code in an antivirus software.
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Pocˇet noveˇ se objevuj´ıc´ıch vir˚u a jiny´ch sˇkodlivy´ch pocˇ´ıtacˇovy´ch ko´d˚u (malwaru) rok od
roku stoupa´. Velice tomu poma´ha´ postupne´ rozsˇiˇrova´n´ı internetu i mezi laickou verˇejnost,
ktera´ se prˇ´ıliˇs netra´p´ı dostatecˇny´m zabezpecˇen´ım svy´ch pocˇ´ıtacˇ˚u. Tento neprˇ´ıliˇs optimis-
ticky´ trend zp˚usobuje proble´my snad ve vsˇech odveˇtv´ıch lidske´ cˇinnosti, protozˇe dnes uzˇ
bez oddeˇlen´ı staraj´ıc´ıho se o pocˇ´ıtacˇovou infrastrukturu nemu˚zˇe existovat zˇa´dna´ vetsˇ´ı firma.
Zp˚usobene´ proble´my jsou hlavneˇ financˇn´ı – rostou na´klady jak na zabezpecˇen´ı jednotlivy´ch
pocˇ´ıtacˇovy´ch stanic, tak i cely´ch pocˇ´ıtacˇovy´ch s´ıt´ı.
Logickou u´vahou by mohl cˇtena´rˇ doj´ıt k na´zoru, zˇe na tomto trendu mimo produ-
cent˚u nevyzˇa´dane´ posˇty profituj´ı hlavneˇ r˚uzne´ bezpecˇnost´ı firmy. Nejv´ıce pak antivirove´
spolecˇnosti, doda´vaj´ıc´ı ochranna´ rˇesˇen´ı proti malwaru. Bohuzˇel opak je pravdou. Sˇkodlive´ho
ko´du je ovsˇem nejenom v´ıce, ale bohuzˇel se takte´zˇ dost rychle meˇn´ı. Jeho autorˇi, ktery´ch
sta´le prˇiby´va´, vynale´zaj´ı nove´ a d˚umyslneˇjˇs´ı techniky jak prˇedej´ıt odhalen´ı antivirovy´m
programem. Cozˇ na straneˇ antivirovy´ch firem znamena´ popta´vku po sta´le veˇtsˇ´ım pocˇtu ve-
lice dobrˇe kvalifikovany´ch lid´ı, kterˇ´ı jsou schopn´ı prozkoumat podezrˇele´ vzorky a pro kazˇdy´
malware vytvorˇit nove´ virove´ definice.
Dostatecˇny´ pocˇet dobrˇe kvalifikovany´ch lid´ı bohuzˇel na trhu pra´ce nen´ı k dispozici, a
proto se hledaj´ı jine´, automatizovaneˇjˇs´ı postupy, pro zpracova´n´ı podezrˇely´ch vzork˚u. Auto-
matizovane´ postupy maj´ı nav´ıc i jine´ vy´hody. Pocˇ´ıtacˇ pracuje rychleji, mnohdy spolehliveˇji
a hlavneˇ vy´razneˇ levneˇji nezˇ jeho lidsky´ ekvivalent. Na druhou stranu mu chyb´ı takzvany´
“zdravy´ selsky´ rozum”. Jako jeden ze zp˚usob˚u adresace proble´mu lidske´ho uvazˇovan´ı vznikly
tzv. expertn´ı syste´my. Expertn´ı syste´m je program, ktery´ napodobuje rozhodovac´ı proces
lidske´ho experta podle prˇedem nadefinovany´ch pravidel.
V ra´mci spolecˇnosti AVG Technologies s.r.o jsme se rozhodli vytvorˇit program s ja´drem
v expertn´ım syste´mu pro automatickou klasifikaci vzork˚u. Veˇtsˇina expertn´ıch syste´mu je
komercˇn´ıch a vzhledem k tomu, zˇe se nejedna´ o levne´ programy, zvolili jsme volneˇ sˇiˇritelny´
prˇ´ıklad takove´ho syste´mu jme´nem CLIPS. Nab´ız´ı plnohodnotne´ prostrˇed´ı pro tvorbu ex-
pertn´ıho syste´mu, ktere´ je napsa´no v jazyce C. Uzˇivatelske´ rozhran´ı, ktere´ je velice podobne´
jazyku LISP, je ovsˇem uzˇivatelsky velice neprˇ´ıveˇtive´. Proto jsme se rozhodli cele´ CLIPS vz´ıt
a zapouzdrˇit do neˇjake´ho vysˇsˇ´ıho programovac´ıho jazyka. Jako c´ılovy´ jazyk pro zapouzdrˇen´ı
jsme se rozhodli vyuzˇ´ıt modern´ı skriptovac´ı jazyk Ruby, kv˚uli jeho zaj´ımavy´m a neobvykly´m
mozˇnostem.
Ma´ bakala´rˇska´ pra´ce pojedna´va´ o noveˇ vytvorˇene´ knihovneˇ rbClips, ktera´ umozˇnˇuje
pouzˇ´ıvat na´stroj pro tvorbu expertn´ıch syste´mu˚ CLIPS v jazyce Ruby. Knihovna bude
na´sledneˇ pouzˇita k tvorbeˇ syste´mu pro automaticke´ rozpozna´va´n´ı vzork˚u tak, jak bylo
nast´ıneˇno v u´vodn´ıch odstavc´ıch. Samotny´ syste´m pro klasifikaci vzork˚u uzˇ ovsˇem nen´ı
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obsahem te´to pra´ce.
Zbytek te´to pra´ce je rozdeˇlen do dvou kapitol. Po te´to prvn´ı u´vodn´ı kapitole na´sleduje
popis pouzˇity´ch technologi´ı. Tedy u´vod do programovac´ıho jazyka Ruby s d˚uvody procˇ jsme
se rozhodli pouzˇ´ıt praveˇ jej. A na´sledneˇ take´ u´vod do problematiky expertn´ıch syste´mu˚ a
na´stroje CLIPS. Na´sleduj´ıc´ı kapitola se jizˇ veˇnuje cˇisteˇ knihovneˇ rbClips, vy´sledku me´





Jak jsem popsal v u´vodu, c´ılem me´ bakala´rˇske´ pra´ce je vytvorˇit knihovnu rbClips umozˇnuj´ıc´ı
propojit CLIPS a Ruby. V na´sleduj´ıc´ıch dvou kapitola´ch se obeˇma technologiemi budu
zaby´vat v´ıce do hloubky a vysveˇtl´ım procˇ jsme se rozhodli pouzˇ´ıt pra´veˇ je. Obeˇ technologie
jsou napsa´ny v programovac´ım jazyce C, proto i moje knihovna bude napsa´na v te´mzˇe
jazyce. Samotny´ popis jazyka C jsem jizˇ ovsˇem do sve´ pra´ce nezahrnul a lze jej naj´ıt
naprˇ´ıklad v knize [3].
2.1 Ruby
Ruby [18] je relativneˇ mlady´ dynamicky´ skriptovac´ı jazyk vytvorˇeny´ japonsky´m inzˇeny´rem
Yukihiro Matsumoto, zna´my´m pod prˇezd´ıvkou Matz. V soucˇasne´ dobeˇ neexistuje zˇa´dna´ spe-
cifikace cˇi norma popisuj´ıc´ı tento jazyk jako je tomu naprˇ´ıklad u jazyk˚u C, C++ a dalˇs´ıch.
Z tohoto d˚uvodu se jako reference jazyka bere samotny´ interpret napsany´ Matzem – Matz’
Ruby Interpret (MRI). Interpret˚u existuje v´ıce a jejich zkra´ceny´ seznam je uveden da´le v
textu. Absence existuj´ıc´ıho standartu vedla v roce 2008 k vytvorˇen´ı skupiny pro standardi-
zaci jazyka v ra´mci japonske´ organizace Information-technology Promotion Agency (IPA),
ktera´ vycha´z´ı z MRI verze 1.8.7. V soucˇasne´ dobeˇ je k dispozici jizˇ na´vrh standardu1, ktery´
ma´ by´t navrzˇen ke schva´len´ı prvneˇ v Japonsku u standardizacˇn´ı komise Japanese Industrial
Standards Committee (JISC) a na´sledneˇ i u International Standard Organization (ISO).
2.1.1 Historie
Prvn´ı verze interpretu Ruby vytvorˇena´ Matzem byla zverˇejneˇna uzˇ v roce 1995 (velice
zaj´ımavy´ je fakt, zˇe jme´no nove´ho jazyka uzˇ bylo vybra´no v roce 1993, tedy o cele dva roky
drˇ´ıve), ovsˇem oficia´ln´ı webove´ stra´nky jazyka v anglicˇtineˇ byly k dispozici azˇ o trˇi roky
pozdeˇji, tedy v roce 1998. Absence kvalitn´ıch materia´l˚u v anglicˇtineˇ je jedn´ım z hlavn´ıch
d˚uvod˚u, procˇ se Ruby stal popula´rn´ım prvneˇ pouze v Japonsku a velice pomalu se dosta´val
i do ostatn´ıch sta´t˚u sveˇta. V dnesˇn´ı dobeˇ uzˇ nasˇteˇst´ı nen´ı proble´m naj´ıt kvalitn´ı zdroje
informac´ı ani v anglicˇtineˇ ani v cˇesˇtineˇ, cˇi dalˇs´ıch jazyc´ıch, a to jak ve webove´, tak i v
knizˇn´ı podobeˇ. Tato i dalˇs´ı zaj´ımava´ data jsou shrnuta na Obra´zku 2.1, ktera´ jsem cˇerpal
z prezentace vytvorˇene´ k prˇ´ılezˇitosti konference RubyConf 2006 [21].
Matz vytvorˇil novy´ jazyk, protozˇe ho nadchly mozˇnosti skriptovac´ıch jazyku a zˇa´dny´ z





1995 Prvn´ı zverˇejneˇna´ verze interpretu (verze 0.95).
1996 Verze 1.0.
1997 Matz zameˇstna´n jako Ruby programa´tor na plny´ u´vazek.
1998 Webove´ stra´nky v anglicˇtineˇ a vznik anglicky psane´ho mailing listu.
1999 Prvn´ı kniha o Ruby (psa´na japonsky).
2000 Zacˇa´tek rozsˇiˇrova´n´ı poveˇdomı´ o Ruby mimo hranice Japonska.
2001 YARPC - Yet Another Ruby and Perl Conference.
Obra´zek 2.1: Shrnuta´ historie v datech.
orientovany´ nezˇ Python [12]. Na ota´zku, procˇ vytvorˇil dalˇs´ı skriptovac´ı jazyk, Matz jesˇteˇ
cˇasto doda´va´ d˚uvody syntaxe. Programovac´ıch jazyk˚u je mnoho a jsou svy´m zp˚usobem
velice podobne´ (vlastnostmi i schopnostmi). Matz ovsˇem chteˇl jazyk, ve ktere´m ho bude
bavit psa´t a nebude se muset prˇ´ıliˇs tra´pit se za´pisem jednotlivy´ch konstrukc´ı. Syntaxe
by meˇla by´t podrˇ´ızena cˇloveˇku jakozˇto pisateli jazyka, nikoliv pocˇ´ıtacˇi jakozˇto interpretu
jazyka.
V soucˇasnosti se udrzˇuj´ı dveˇ hlavn´ı veˇtve MRI – verze 1.8 a 1.9. Veˇtev 1.8 je povazˇova´na
za stabiln´ı a jizˇ se v n´ı pouze opravuj´ı chyby, hlavn´ı vy´voj prob´ıha´ ve veˇtvi 1.9.
2.1.2 Vlastnosti ruby
Ruby je dynamicky´ skriptovac´ı jazyk mnoha r˚uzny´ch paradigmat – je plneˇ objektoveˇ ori-
entovany´, ale lze v neˇm bez proble´mu˚ psa´t i imperativneˇ cˇi funkciona´lneˇ. Na´sleduje popis
vybrany´ch vlastnost´ı, ktere´ bych ra´d vyzdvihl, cˇi na neˇ upozornil. Podle potrˇeby budu da´le
v textu srovna´vat Ruby s dalˇs´ımi jazyky ktere´ zna´m – Java [5] a C++ [15].
Nı´zˇe uvedeny´ popis vlastnost´ı jsem cˇerpal ze sve´ osobn´ı zkusˇenosti s t´ımto programo-
vac´ım jazykem a z velice obsa´hle´ho popisu jazyka napsane´ho samotny´m autorem Ruby, The
Ruby programming language [6], ktera´ je zrevidova´n´ı a rozsˇ´ıˇren´ı drˇ´ıve vydane´ knihy Ruby
in Nutshell [23]. A z knihy Metaprogramming Ruby [14], ktera´ se zaby´va´ nejen metapro-
gramova´n´ım v Ruby, ale take´ velice cˇitelny´m zp˚usobem vysveˇtluje objektovy´ model ruby a
dalˇs´ı jeho aspekty.
V dalˇs´ıch odstavc´ıch prˇedpokla´da´m, zˇe je cˇtena´rˇ sezna´men se za´kladn´ımi konstrukcemi
jazyka Ruby, na nichzˇ pop´ıˇsi jeho zaj´ımave´ a neobvykle´ vlastnosti jako volneˇjˇs´ı syntaxi,
dynamicˇnost, otevrˇenost objekt˚u spolu s objektovy´m modelem a blizˇsˇ´ı popis pra´ce s bloky.
V prˇ´ıkladech budu mimo jine´ vyuzˇ´ıvat konstrukci # =>, ktera´ se v Ruby sveˇteˇ beˇzˇneˇ pouzˇ´ıva´
pro uveden´ı na´vratove´ hodnoty prˇ´ıkazu. Znak # slouzˇ´ı jako u´vodn´ı znak komenta´rˇe, proto
konstrukce nijak neovlivnˇuje vykona´va´n´ı napsane´ho ko´d.
Objektovost
Ruby je plneˇ objektoveˇ orientovany´ jazyk (byl mimo jine´ inspirova´n i Smalltalkem [4]), cozˇ
znamena´, zˇe vsˇe v Ruby je objekt. Nejsou zde zˇa´dna´ datova´ primitiva jako int cˇi double
podobneˇ jak tomu je v Javeˇ a C++. Cˇ´ıselne´ a jine´ konstanty jsou interpretem okamzˇiteˇ
prˇeva´deˇny na instance prˇ´ıslusˇny´ch trˇ´ıd. Prˇ´ıklad na Obra´zku 2.2 ukazuje mozˇnost vola´n´ı
metody na cˇ´ıselne´ konstanteˇ bez nutnosti explicitn´ı konverze na objekt.
Interpret po sve´m startu vytvorˇ´ı bezejmennou instanci trˇ´ıdy Object a v jej´ım kontextu
na´sledneˇ vykona´ prˇedany´ skript. Odpada´ tedy nutnost explicitneˇ vytva´rˇet trˇ´ıdu s minima´lneˇ
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123.class # => Fixnum
Obra´zek 2.2: Automaticka´ konverze konstanty na odpov´ıdaj´ıc´ı objekt.
"abc".class # => String
String.class # => Class
Obra´zek 2.3: Ruby trˇ´ıda je plnohodnotny´ objekt.
jednou verˇejnou metodou main(), ktera´ se spust´ı po startu aplikace, jako je tomu v Javeˇ
nebo funkci main() v prˇ´ıpadeˇ C++. Uka´zkovy´ “Hello world!” program, ktery´ v Ruby
vypada´ takto: puts "Hello world!", je tedy objektovy´ ko´d, i kdyzˇ se tak na prvn´ı pohled
nezda´. Tvrzen´ı lze doka´zat vypsa´n´ım trˇ´ıdy aktua´ln´ıho objektu puts self.class, ktera´
vra´t´ı Object, i kdyzˇ pro pisatele v zˇa´dne´m objektu nen´ı (self je obdoba ukazatele this z
jazyka C++, tedy reference na aktua´ln´ı objekt),
Dalˇs´ı a pro meˇ v dobeˇ, kdy jsem se s Ruby poprve´ seznamoval, velice prˇekvapivy´ d˚usledek
plne´ objektovosti je fakt, zˇe trˇ´ıdy samy jsou objekty podobneˇ jako v jazyce Smalltalk.
Naprˇ´ıklad objekt “abcd” je trˇ´ıdy String, samotna´ trˇ´ıda a objekt za´roveˇnˇ String je trˇ´ıdy
Class, cozˇ jde videˇt na Obra´zku 2.3. Z tohoto prˇ´ıstupu plyne neˇkolik d˚usledk˚u: (1) je
potrˇeba rozliˇsovat mezi trˇ´ıdn´ı metodou a instancˇn´ı metodou, (2) trˇ´ıdy mohou mı´t sve´ in-
stancˇn´ı promeˇnne´ a (3) existuje mozˇnost deˇdit i na mnozˇineˇ objekt˚u, ze ktery´ch se vytva´rˇej´ı
trˇ´ıdy. Z prakticke´ho pohledu se na tuto vlastnost lze koukat jako na staticke´ promeˇnne´ a
metody u jazyka C++. Pro lepsˇ´ı pochopen´ı je na Obra´zku 2.4 naznacˇeno umı´steˇn´ı metod
a promeˇnny´ch jak ve trˇ´ıdeˇ, tak i ve trˇ´ıdeˇ trˇ´ıdy.
Schopnosti deˇdit na mnozˇineˇ objekt˚u, ze ktery´ch se vytva´rˇej´ı trˇ´ıdy vyuzˇ´ıva´ i objek-
tovy´ model Ruby. Trˇ´ıda Class pouzˇ´ıvana´ pro tvorbu trˇ´ıd deˇd´ı od velmi specificke´ trˇ´ıdy
Modul, kterou rozsˇiˇruje hlavneˇ o metodu new slouzˇ´ıc´ı pro tvorbu novy´ch instanc´ı. Modul je
zjednodusˇena´ trˇ´ıda, kolekce metod, od ktere´ nelze vytva´rˇet instance ovsˇem lze je vkla´dat
dovnitrˇ jiny´ch trˇ´ıd a t´ım nahrazovat absenci v´ıcena´sobne´ deˇdicˇnosti v Ruby.
Volna´ syntaxe
Jak uzˇ bylo zmı´neˇno vy´sˇe, Matz chteˇl vytvorˇit jazyk, ve ktere´m by ho bavilo programovat.
Jazyk, ve ktere´m by nemusel porˇa´d prˇemy´sˇlet nad syntax´ı, ktery´ by byl kra´sneˇ cˇitelny´ a
hlavneˇ, pokud mozˇno, co nejblizˇsˇ´ı beˇzˇne´mu lidske´mu jazyku. C´ıl se mu povedl, protozˇe
uka´zky ko´du na Obra´zku 2.5 opravdu prˇi cˇten´ı prˇipomı´naj´ı anglicke´ veˇty, popisuj´ıc´ı co, se
ma´ udeˇlat. Tato vlastnost ma´ vliv na syntaktickou analy´zu ko´du, ktera´ je mnohem slozˇiteˇjˇs´ı.
Jedn´ım ze zp˚usob˚u prˇizp˚usoben´ı gramatiky jazyka programa´torovi je mozˇnost vynechat
za´vorky oddeˇluj´ıc´ı na´zev metody od jejich parametr˚u v mı´stech, kde to nen´ı syntakticky
nejednoznacˇne´. Lze tedy zavolat metodu naDruhou s parametrem 5 tak, jak je zvykem
v Javeˇ a C++ naDruhou(5), nebo na mnoha mı´stech v´ıce cˇitelneˇji naDruhou 5. Vola´n´ı
metody bez za´vorek vypada´ na mnoha mı´stech sp´ıˇse jako kl´ıcˇove´ slovo nezˇ obycˇejne´ vola´n´ı
metody.
Na prvn´ı pohled se to mu˚zˇe jevit sp´ıˇse jako matouc´ı, ale uvedeny´ prˇ´ıklad z Obra´zku 2.6)
z webove´ho frameworku Ruby on Rails [16] (RoR) ukazuje opak. I cˇloveˇk bez znalosti Ruby
nebo RoR, ovsˇem se znalost´ı jine´ho programovac´ıho jazyka, je schopen s velkou u´speˇsˇnost´ı
odhadnout, zˇe prezentovany´ prˇ´ıklad vytva´rˇ´ı trˇ´ıdu Human, s urcˇitou za´vislost´ı na oddeˇlen´ı
(department), a ktery´ napsal mnoho r˚uzny´ch cˇla´nk˚u (articles).
Tento sp´ıˇse socia´ln´ı efekt (“Jedna´ se o metodu nebo kl´ıcˇove´ slovo?”) jde v Ruby ve-
lice hluboko. Mnohdy lze uzˇ v u´vodn´ıch tutoria´lech naj´ıt zmı´nku o kl´ıcˇove´m sloveˇ puts
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Obra´zek 2.4: Trˇ´ıda je take´ objekt.
3.times do puts ’Ahoj’ end # 3x vypis "ahoj"
puts "Ahoj" if name == "jarcec" # vypis Ahoj pokud je jmeno "jarcec"
Obra´zek 2.5: Uka´zky cˇitelnosti ko´du.
slouzˇ´ıc´ımu pro vy´pis na standardn´ı vy´stup (obdoba printf() z jazyka C). Ve skutecˇnosti
se ovsˇem nejedna´ o kl´ıcˇove´ slovo, ale o metodu modulu Kernel, ktery´ kazˇdy´ objekt zdeˇd´ı, a
proto je na kazˇde´m mı´steˇ programu dostupna´. Jedna´ se tedy o zcela norma´ln´ı metodu a lze
ji stejneˇ jako jakoukoliv jinou v prˇ´ıpadeˇ potrˇeby prˇet´ızˇit, poprˇ´ıpadeˇ z objektu odstranit...
Mozˇnost vynechat psan´ı za´vorek na kazˇde´m mı´steˇ povazˇuji za kladnou vlastnost, kterou
velice cˇasto a ra´d vyuzˇ´ıva´m. Na druhou stranu, ovsˇem, mus´ım upozornit na jej´ı dopady –
i pouha´ mezera mu˚zˇe zmeˇnit logiku ko´du. Na Obra´zku 2.7 uva´d´ım dva prˇ´ıklady liˇs´ıc´ı se
pouhou jednou mezerou oznacˇenou symbolem  mezi koncem na´zvu metody a otev´ıraj´ıc´ı
za´vorkou. V prvn´ım prˇ´ıpadeˇ syntakticky´ analyza´tor najde ihned za na´zvem metody za´vorku.
Vı´ tedy, zˇe uvnitrˇ se nacha´zej´ı parametry, se ktery´mi se metoda ma´ volat a azˇ na´sledna´
vra´cena´ hodnota se vyna´sob´ı dveˇma. Vy´sledek bude 18 (=32 ∗ 2). V druhe´m prˇ´ıkladeˇ syn-
takticky´ analyza´tor najde za na´zvem metody mezeru a prˇistupuje k vola´n´ı jinak. Vı´, zˇe
na´sleduje seznam argument˚u oddeˇleny´ cˇa´rkami, protozˇe za´vorky okolo argument˚u jsou vy-
necha´ny. Na rˇa´dce se ovsˇem zˇa´dna´ cˇa´rka nenacha´z´ı, a tedy cely´ vy´raz (1 + 2) ∗ 2 je metodeˇ
prˇeda´n jako jeden argument s vy´sledkem 36 (=((1 + 2) ∗ 2)2).
Ruby neumozˇnˇuje pojmenovat argumenty metod podobneˇ jako Python, ovsˇem d´ıky
volne´ syntaxi pro vytvorˇen´ı asociativn´ıho pole (hashe) lze toto chova´n´ı napodobit. Prˇ´ıkladem
mu˚zˇe by´t vola´n´ı fiktivn´ı metody pro hleda´n´ı na Obra´zku 2.8, kde opticky prˇeda´va´m dva
pojmenovane´ parametry – name a surname. Ve skutecˇnosti je tento za´pis reprezentova´n jako
tvorba asociativn´ıho pole o dvou polozˇka´ch, s kl´ıcˇi name a surname, a azˇ na´sledneˇ je toto
pole prˇeda´no metodeˇ find jako jeden argument. Webovy´ framework RoR tento prˇ´ıstup
pouzˇ´ıva´ velmi cˇasto.
Posledn´ı pozna´mka k volne´ syntaxi: Ruby umozˇnˇuje stejneˇ jako Perl otocˇen´ı porˇad´ı
za´pisu neu´plne´ podmı´nky a jej´ıho teˇla (viz. Obra´zek 2.9).
Dynamicˇnost a otevrˇenost
Dynamicˇnost´ı Ruby rozumı´m prova´deˇn´ı mnoha cˇinnost´ı, ktere´ jsou v prˇ´ıpadeˇ C++ a Javy
prova´deˇny uzˇ v dobeˇ kompilace, azˇ za beˇhu programu. Vzhledem k plne´ objektovosti (vsˇe
je objekt) nema´ moc smysl mluvit o typovosti jazyka, protozˇe existuje pouze jediny´ datovy´
typ, ktery´m je objekt.
Z dynamicˇnosti vyply´va´ mnohem zaj´ımaveˇjˇs´ı a ne azˇ tak beˇzˇna´ vlastnost Ruby, kterou
je otevrˇenost. Kazˇdy´ objekt mu˚zˇe by´t za beˇhu otevrˇen a rozsˇ´ıˇren o nove´ metody, podobneˇ
jako je tomu u JavaScriptu [17]. Velice cˇasto se toho vyuzˇ´ıva´ u trˇ´ıd (naprˇ´ıklad rozsˇ´ıˇren´ım
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Obra´zek 2.6: ActiveRecord uka´zka prezentuj´ıc´ı volitelne´ vynecha´n´ı za´vorek.
puts naDruhou(1+2)*2
puts naDruhou (1+2)*2
Obra´zek 2.7: Du˚lezˇity´ vy´znam mezer.
vestaveˇne´ trˇ´ıdy o nove´ metody). Tuto vlastnost by do urcˇite´ mı´ry sˇlo nahradit deˇdicˇnost´ı
(nove´ metody ulozˇit do potomka), ale jen pokud se rozsˇiˇruj´ı trˇ´ıdy. V Ruby je vsˇe objekt,
takzˇe rozsˇ´ıˇrit lze nejen trˇ´ıdy, ale dokonce i instance jednotlivy´ch trˇ´ıd (viz. Obra´zek 2.10),
cozˇ byl pro meˇ jakozˇto programa´tora znale´ho jazyka C++ docela sˇok prˇi seznamova´n´ı se
s t´ımto jazykem. Mozˇnosti rozsˇ´ıˇren´ı instanc´ı o nove´ metody pouzˇ´ıva´m i ve sve´ pra´ci, cozˇ
popisuji v kapitole 3.3.5 v cˇa´sti o zpracova´n´ı Fakt˚u.
Dı´ky dynamicˇnosti a otevrˇenosti se v Ruby velice peˇkneˇ metaprogramuje, cozˇ znamena´
psan´ı ko´du, ktery´ generuje dalˇs´ı ko´d). Jedna´ se o velice cˇasto vyuzˇ´ıvanou schopnost jazyka a
velke´ projekty v Ruby jsou metaprogramova´n´ım dosti ovlivneˇny. Prˇ´ıkladem mu˚zˇe by´t pro-
jekt ActiveRecords3, ktery´ zapouzdrˇuje cˇinnost s relacˇn´ımi databa´zemi tak, aby se uzˇivatel
s SQL [2] v˚ubec nesetkal. Vsˇe je pro neˇj zapouzdrˇeno do objekt˚u.
V definici trˇ´ıdy z Obra´zku 2.11 chyb´ı deklarace metod name a surname a prˇesto dany´ ko´d
bude fungovat. Konstruktor trˇ´ıdy se totizˇ prˇi inicializaci pod´ıva´ do databa´ze na strukturu
tabulky kterou popisuje, v tomto prˇ´ıpadeˇ tabulky humans, a vytvorˇ´ı ke vsˇem nalezeny´m
sloupc˚um prˇ´ıslusˇne´ metody pro cˇten´ı i za´pis. Tento prˇ´ıstup velice usnadnˇuje u´drzˇbu ko´du.
V definici trˇ´ıdy nen´ı seznam sloupc˚u jednotlivy´ch tabulek, a proto prˇi zmeˇneˇ databa´zove´ho
sche´matu nen´ı nutne´ vsˇe upravovat a zvedat tak pravdeˇpodobnost zavlecˇen´ı chyby d´ıky
inkonzistenci seznamu sloupc˚u v databa´zi a v definici trˇ´ıdy.
O metaprogramova´n´ı v Ruby byla napsa´na velice peˇkna´ kniha jme´nem Metaprogra-
mming Ruby [14]. Psa´na je sp´ıˇse laicky´m stylem a na prakticky´ch prˇ´ıkladech popisuje, co
prˇesneˇ se pod pojmem metapogramovan´ı skry´va´, a jak toho v Ruby co nejefektivneˇji vyuzˇ´ıt.
Bloky
Blok je podobneˇ jako v C++ nebo Javeˇ sekvence prˇ´ıkaz˚u ohranicˇena´ slozˇeny´mi za´vorkami. V
prˇ´ıpadeˇ Ruby je jesˇteˇ mozˇne´ blok ohranicˇit kl´ıcˇovy´mi slovy do a end. Na rozd´ıl od zmı´neˇny´ch
jazyk˚u v Ruby jde s bloky deˇlat o dost veˇtsˇ´ı kouzla, a proto je zminˇuji v samostatne´ cˇa´sti.
Prvn´ı d˚ulezˇity´ rozd´ıl je mozˇnost prˇedat bloku parametry (blok se pak vlastneˇ chova´ jako
bezejmenna´ funkce). Dalˇs´ı rozd´ıl je schopnost bloky v Ruby prˇeda´vat do metod.
Prˇ´ıkladem mu˚zˇe by´t za´meˇna velikosti p´ısmen v poli rˇeteˇzc˚u na Obra´zku 2.12. Metoda
map trˇ´ıdy Array prˇij´ıma´ blok akceptuj´ıc´ı jeden parametr a pro kazˇdy´ prvek v poli tento
blok zavola´. Na´vratovou hodnotu bloku (v Ruby je vsˇe vy´raz, i bloky tedy vracej´ı hodnoty,
tato vlastnost je detailneˇji popsa´na n´ızˇe) ulozˇ´ı do pole na mı´sto volane´ho prvku. Uka´zka
tedy zmensˇ´ı velikost p´ısmen pro kazˇdy´ prvek v poli.
S bloky se poj´ı jeden d˚ulezˇity´ pojem – uza´veˇr (closure). Kazˇdy´ blok si s sebou nese
vazby na loka´ln´ı promeˇnne´ zna´me´ v dobeˇ jeho vzniku. V prˇ´ıkladu na Obra´zku 2.13 si blok
3Oficia´ln´ı dokumentace k projektu ActiveRecords je dostupna´ na http://ar.rubyonrails.org/. Na adrese
http://guides.rubyonrails.org/ je v sekci Models k dispozici laicky cˇitelny´ u´vod do tohoto projektu.
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find :name => ’Jarek’, :surname => ’Cecho’
Obra´zek 2.8: Prˇeda´va´n´ı asociativn´ıho pole jako jednoho argumentu.
if osoba == ’jarcec’ then print "Ahoj Jarcec"; end
print "Ahoj Jarcec" if osoba == ’jarcec’
Obra´zek 2.9: Prˇehozen´ı porˇad´ı za´pisu neu´plne´ podmı´nky a jej´ıho teˇla.
zapamatuje svou loka´ln´ı promeˇnnou a (s hodnotou 30) a nese si ji s sebou i do metody foo,
odkud je pote´ zavola´n (pomoc´ı kl´ıcˇove´ho slova yield). Uka´zka vyp´ıˇse cˇ´ıslo 30, protozˇe a je
loka´ln´ı promeˇnna´ z kontextu, ve ktere´m byl prˇedany´ blok vytvorˇen. Pokud by chteˇla metoda
foo vytisknout svou hodnotu promeˇnne´ a, musela by ji prˇedat do bloku prˇes parametr.
Trˇ´ıda Symbol
Symbol je textovy´ rˇeteˇzec podobny´ rˇeteˇzc˚um trˇ´ıdy String, ktery´ se pro odliˇsen´ı p´ıˇse s
dvojtecˇkou prˇed vlastn´ım rˇeteˇzcem. Pokud je symbol nav´ıc slozˇen pouze z p´ısmen, je mozˇne´
vynechat i jinak povinne´ uvozovky cˇi apostrofy (uka´zky mozˇnost´ı za´pisu symbolu jsou na
Obra´zku 2.14).
Symboly v Ruby maj´ı neˇkolik odliˇsny´ch vlastnost´ı od trˇ´ıdy String. Za prve´ se jedna´
o objekty pouze pro cˇten´ı (nelze zmeˇnit jejich hodnotu, vlastn´ı text symbolu). Druhy´ a
podstatneˇjˇs´ı rozd´ıl je v rovnosti a identiteˇ. V uka´zce na Obra´zku 2.15 se prova´d´ı dveˇ
dvojice porovna´n´ı na objektech trˇ´ıd String a Symbol. V prvn´ım testu porovna´va´m objekty,
zda-li se rovnaj´ı (maj´ı-li stejny´ obsah). Druhy´ test se pta´ na jednoznacˇny´ identifika´tor
objektu. Testuje tedy identitu objektu. Testy na rovnost samozrˇejmeˇ vzˇdy uspeˇj´ı, protozˇe
jak symbol, tak rˇeteˇzec obsahuj´ı stejne´ hodnoty. Ovsˇem test na identitu v prˇ´ıpadeˇ rˇeteˇzce
selzˇe, protozˇe se jedna´ o dva r˚uzne´ objekty (vytvorˇene´ interpretem prˇi parsova´n´ı zdrojove´ho
ko´du programu). Symboly jsou si ovsˇem identicke´ - jedna´ se o jednu instanci. Tato d˚ulezˇita´
vlastnost symboly prˇedurcˇuje k pouzˇit´ı na mı´stech konstant nebo kl´ıcˇ˚u do asociativn´ıch
pol´ı. Symbol s dany´m textem existuje v pameˇti maxima´lneˇ jednou, bez ohledu na pocˇet
vy´skyt˚u v programu, cozˇ vede k sˇetrˇen´ı pameˇti a zvy´sˇen´ı vy´konu aplikace.
Na u´rovn´ı zdrojovy´ch ko´du MRI je tato vlastnost implementova´na pomoc´ı tabulky jed-
noznacˇneˇ prˇeva´deˇj´ıc´ı textovou reprezentaci symbolu na datovy´ typ ID (cozˇ je prˇedefinovany´
typ unsigned long). Vesˇkera´ porovna´va´n´ı na rovnost symbolu jsou ve skutecˇnosti celocˇ´ıselna´
porovna´n´ı, ktera´ jsou rychlejˇs´ı nezˇ rˇeteˇzcova´, cˇ´ımzˇ se dosahuje optimalizace. Java obsa-
huje velice obdobny´ mechanismus pomoc´ı vola´n´ı String.intern(), C++ nic jako symbol
bohuzˇel nezna´.
Drobnosti
Da´le bych se chteˇl uzˇ jenom kra´tce zmı´nit o neˇkolika vlastnostech Ruby, ktere´ popisem
nevydaj´ı na samostatnou cˇa´st, ale prˇesto si mysl´ım, zˇe by zde meˇly by´t uvedeny.
Mimo faktu, zˇe vsˇe je objekt, je kazˇda´ jazykova´ konstrukce vy´raz (ma´ svou na´vratovou
hodnotu). Tedy i rˇ´ıd´ıc´ı konstrukce (if, while, ...) neˇco vrac´ı - podle funkce prˇ´ıslusˇne´ kon-
strukce je to trˇeba hodnota posledn´ıho vykonane´ho prˇ´ıkazu nebo objekt nil, ktery´ je popsa´n
n´ızˇe. (Obra´zek 2.16).
Ruby je plneˇ objektovy´ a vsˇe je objekt, poprˇ´ıpadeˇ jeho metoda. I aritmeticke´ opera´tory
jsou tedy ve skutecˇnosti metody a jejich za´pis bez prˇ´ıstupove´ tecˇky je jen ”syntax sugar“
(jak se doslovneˇ uva´d´ı v knize [6]). Lze je tedy podobneˇ jako v C++ prˇet´ızˇit nebo z dane´ho
objektu u´plneˇ odstranit (Obra´zek 2.17).
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class A # definovani tridy jmenem "A"
def metodaA # definovani metody jmenem "A"
4 # tato metoda bude vracet cislo 4
end
end
a = A.new # vytvoreni prvni instance tridy A
a.metodaA # => 4
b = A.new # vytvoreni druhe instance tridy A
def b.metodaB # vytvoreni metody pouze v instanci b
5 # tato metoda bude vracet cislo 5
end
b.metodaB # => 5
a.metodaB # => Exception NoMethodError
Obra´zek 2.10: Prˇida´va´n´ı metod do instanc´ı trˇ´ıd.
# trida popisujici relacni tabulku humans
class Human < ActiveRecords::Base
end
jarcec = Human.new # vytvor novy radek v tabulce
jarcec.name = "Jarek" # napln sloupec jmeno
jarcec.surname = "Cecho" # napln sloupec prijmeni
jarcec.save # uloz radek do tabulky
Obra´zek 2.11: Uka´zka pouzˇit´ı knihovny ActiveRecords.
Ruby podporuje pouze jednoduchou deˇdicˇnost, cozˇ znamena´, zˇe trˇ´ıda mu˚zˇe mı´t ma-
xima´lneˇ jednoho prˇedka. Ovsˇem absenci implementacˇneˇ slozˇite´ v´ıcena´sobne´ deˇdicˇnosti vy-
nahrazuje mozˇnost´ı vkla´dat do sebe moduly (Obra´zek 2.18).
Na rozd´ıl od C++ cˇi Javy jsou v Ruby povoleny na konci metod i jine´ znaky nezˇ jen
znaky anglicke´ abecedy, cˇ´ısla a podtrzˇ´ıtko. Cozˇ ma´ veliky´ dopad na zlepsˇenou cˇitelnost
ko´du, jelikozˇ podle konvenc´ı metody vracej´ıc´ı boolovskou hodnotu jsou ukoncˇeny znakem
otazn´ıku (naprˇ´ıklad Object#nil?) a metody meˇn´ıc´ı stav samotne´ho objektu jsou pro zmeˇnu
ukoncˇeny vykrˇicˇn´ıkem (naprˇ´ıklad Array#map!).
2.1.3 Implementace Ruby
Nejzna´meˇjˇs´ı a asi i soucˇasneˇ nejv´ıce pouzˇ´ıvanou implementac´ı Ruby je interpret MRI (Mat’z
ruby interpret) od autora jazyka. Ten ma´ ovsˇem sve´ velke´ nedostatky. Prˇedneˇ pouzˇ´ıva´ tzv.
mark and sweep garbage collector. Ten v ra´mci sve´ ”mark“ fa´ze zmraz´ı prova´deˇn´ı programu,
cozˇ se neblaze odra´zˇ´ı na celkove´ rychlosti interpretace. Da´le obsahuje takzvany´ ”Global
interpreter lock“ (GIL), ktery´ znemozˇnˇuje paraleln´ı zpracova´n´ı. Programy sice mohou beˇzˇet
ve vla´knech, ale kv˚uli jeho uzˇit´ı mu˚zˇe v jednu chv´ıli beˇzˇet maxima´lneˇ jedno vla´kno.
Jako podklad pro na´sledny´ seznam alternativn´ıch implementac´ı jsem pouzˇil seznam
interpret˚u a jejich srovna´n´ı na webu igvita [22].
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["AHOJ", "NAZDAR", "HI"].map{|prvek| prvek.downcase}
# => ["ahoj", "nazdar", "hi"]
Obra´zek 2.12: Uka´zka prˇeda´n´ı bloku metodeˇ.
def foo # definice metody foo
a = 10 # deklarace vlastni promene a
yield # zavolej predany blok
end
a = 30 # druhy deklarace promene a
foo { puts a } # zavolani funkce foo
Obra´zek 2.13: Vazby na loka´ln´ı promeˇne´ v prˇ´ıpadeˇ prˇedany´ch blok˚u.
Ruby Enterprise edition
Jedna´ se o vy´vojovou veˇtev MRI implementace verze 1.8.74 s vylepsˇenou spra´vou pameˇti
a vymeˇneˇny´m garbage collectorem. Vznikla jako potrˇeba optimalizovat Ruby pro beˇh na
serverech pro webove´ aplikace postavene´ na Ruby on Rails a je pro neˇ optimalizova´na. Je
plneˇ kompatibiln´ı s Ruby verze 1.8.7 a podle oficia´ln´ıch stra´nek v urcˇity´ch prˇ´ıpadech azˇ o
33% rychlejˇs´ı. Na porta´le RubyInside je k dispozici za´znam prˇedna´sˇky [19] obou autor˚u z
konference Google Tech Talk (2009, San Francisco), o d˚uvodech procˇ se do u´prav pustili a
take´ o optimalizac´ıch, ktere´ provedli.
JRuby
JRuby5 je implementace Ruby v Javeˇ vyuzˇ´ıvaj´ıc´ı plneˇ mozˇnost´ı Java Virual Machine.
Naprˇ´ıklad umozˇnˇuje plnou paralelizaci (zˇa´dny´ GIL). V soucˇasnosti se pracuje na podporˇe
Ruby verze 1.9. Jedna´ se o velmi zˇivy´ projekt se 7 aktivn´ımi vy´voja´rˇi (MRI naproti tomu
je z nejveˇtsˇ´ı cˇa´sti vyv´ıjeno pouze jedn´ım cˇloveˇkem).
BlueRuby
Jedna´ se o implementaci Ruby beˇzˇ´ıc´ıho uvnitrˇ SAP ERP [1] produktu, tedy dalˇs´ı mozˇnost
jak rozsˇ´ıˇrit platformu SAP mimo jazyk˚u ABAP [10] a Java. Zat´ım je projekt pouze ve
sta´diu experimenta´ln´ı implementace6 a nehod´ı se pro rea´lne´ nasazen´ı.
Rubinius
Zaj´ımavy´ na´pad napsat co nejveˇtsˇ´ı cˇa´st Ruby v samotne´m Ruby7 - jedna´ se o prˇepsa´n´ı
nezbytneˇ nutny´ch cˇa´st´ı interpretu do C++ a zby´vaj´ıc´ıho ko´du do Ruby (naprˇ´ıklad stan-
dardn´ı trˇ´ıdy - String, Array, Hash, ...). Interpret obsahuje just in time (JIT) kompila´tor –
parsovany´ skript prˇelozˇ´ı prvneˇ do bina´rn´ıho ko´du spustitelne´ho na dane´ platformeˇ a azˇ ten
na´sledneˇ spust´ı. T´ımto dosahuje zrychlen´ı oproti MRI. Dı´ky kompilaci do nativn´ıho ko´du
nen´ı zat´ızˇen GIL a umozˇnˇuje tedy plny´ paralelismus. V soucˇasne´ dobeˇ je tento projekt sta´le






:ahoj # symbol s hodnotou "ahoj
:’ahoj, tady jezisek’ # dlouhy retezec jako symbol
:’4’ # symbol s hodnotou "4"
Obra´zek 2.14: Ru˚zne´ zp˚usoby zada´n´ı symbolu.
’ahoj’ == ’ahoj’ # => true
’ahoj’.object_id == ’ahoj’.object_id # => false
:ahoj == :ahoj # => true
:ahoj.object_id == :ahoj.object_id # => true
Obra´zek 2.15: Porovna´n´ı a test identity symbolu a textove´ho rˇeteˇzce.
2.1.4 Bina´rn´ı rozsˇ´ıˇren´ı
Bina´rn´ı rozsˇ´ıˇren´ı skriptovac´ıho jazyka je dynamicka´ knihovna napsana´ veˇtsˇinou ve stejne´m
jazyce jako c´ılovy´ interpret. Tyto knihovny prˇi nacˇ´ıta´n´ı zpravidla zaregistruj´ı v interpretu
nove´ trˇ´ıdy a jejich metody namapuj´ı na sve´ vlastn´ı funkce. T´ımto postupem se rozsˇ´ıˇr´ı
mnozˇina dostupny´ch trˇ´ıd a funkcionalita dostupna´ programa´torovi skriptovac´ıho jazyka. V
prˇ´ıpadeˇ MRI verze Ruby jsou rozsˇ´ıˇren´ı psana´ v jazyce C. Lze je psa´t i v C++, ale kv˚uli
odliˇsny´m prˇekladovy´m a linkovac´ım konvenc´ım se jedna´ o vy´jimecˇne´ prˇ´ıpady.
Du˚vod˚u, procˇ napsat bina´rn´ı rozsˇ´ıˇren´ı mı´sto ko´du ve skriptovac´ım jazyce se da´ naj´ıt
neˇkolik. Prvn´ım, a asi i nejpodstatneˇjˇs´ım, je rychlost. Programy napsane´ v jazyce C budou
prova´deˇny rychleji nezˇ jejich skriptovac´ı ekvivalenty, a proto zapouzdrˇen´ı nejna´rocˇneˇjˇs´ıho
ko´du z Ruby do jazyka C prˇina´sˇ´ı vy´konnostn´ı vylepsˇen´ı. V ra´mci standardn´ıch Ruby trˇ´ıd je
k dispozici modul pro pra´ci s XML jme´nem REXML napsany´ v cˇiste´m Ruby. Existuje k neˇmu
neˇkolik alternativ, z nichzˇ naprˇ´ıklad libxml-ruby8(bina´rn´ı rozsˇ´ıˇren´ı zapouzdrˇuj´ıc´ı pra´ci s
XML knihovnou libxml9) je podle webovy´ch stra´nek projektu azˇ o dva rˇa´dy rychlejˇs´ı.
Druhy´m d˚uvodem mu˚zˇe by´t nutnost. Standardn´ı knihovny nemus´ı zprˇ´ıstupnˇovat vsˇechny
pozˇadovane´ n´ızkou´rovnˇove´ operace operacˇn´ıho syste´mu. Programa´tor je tak nucen napsat
si mini rozsˇ´ıˇren´ı, ktere´ pra´veˇ j´ım pozˇadovane´ vlastnosti zprˇ´ıstupn´ı. Posledn´ı d˚uvod je poho-
dlnost. Procˇ prˇepisovat celou jizˇ napsanou a nav´ıc i odladeˇnou knihovnu do jine´ho jazyka,
kdyzˇ stacˇ´ı zprˇ´ıstupnit pouze jej´ı aplikacˇn´ı rozhran´ı (API). Velice dobry´m prˇ´ıkladem ta-
kovy´chto knihoven jsou bina´rn´ı rozsˇ´ıˇren´ı pro frameworky graficky´ch uzˇivatelsky´ch rozhran´ı
GTK10 a QT11.
Libovolnou knihovnu napsanou v jazyce C jako rozsˇ´ıˇren´ı pro skriptovac´ı jazyk nelze
pouzˇ´ıt prˇ´ımo, protozˇe by interpret neveˇdeˇl, jak s n´ı ma´ zacha´zet. Je potrˇeba napsat rozhran´ı
mezi touto knihovnou a interpretem, ktere´ je zodpoveˇdne´ za dveˇ d˚ulezˇite´ cˇinnosti: (1) mus´ı
v interpretu registrovat nab´ızene´ funkce a trˇ´ıdy knihovny a (2) mus´ı poskytovat prˇekladovou
u´rovenˇ pro odliˇsne´ volac´ı konvence knihovny a interpretu. MRI naprˇ´ıklad vyzˇaduje u vsˇech
funkc´ı volatelny´ch z Ruby, aby prˇij´ımaly a vracely pouze datovy´ typ VALUE (popsa´n da´le).
Beˇzˇna´ knihovna nic o specificke´m datove´m typu interpretu nev´ı a uzˇ v˚ubec netusˇ´ı jak
trˇ´ıdu String prˇeve´st na reprezentaci rˇeteˇzce v jazyce C. Za tyto typove´ prˇevody je takte´zˇ
odpoveˇdne´ bina´rn´ı rozsˇ´ıˇren´ı.
Tvorbu bina´rn´ıch rozsˇ´ıˇren´ı lze v za´kladu rozdeˇlit do dvou odliˇsny´ch postup˚u - do postupu






if 1 == 2 # porovnej cislice 1 a 2
puts "1 == 2" # vypis text
end # => nil
Obra´zek 2.16: Kazˇda´ jazykova´ konstrukce je vy´raz.
class Fixnum # otevreni tridy Fixnum
def +(oth) # predefinovani metody +
self * oth # ktera bude ted nasobit
end
end # => nil
4 + 2 # => 8
Obra´zek 2.17: Aritmeticke´ opera´tory jsou norma´ln´ı metody.
do detailu.
Automaticky´ postup
Pomoc´ı specia´ln´ıch na´stroj˚u lze vrstvu mezi knihovnou a interpretem nechat vygenerovat
automaticky. Prˇ´ıkladem mu˚zˇe by´t projekt SWIG12 (Simplified Wrapper and Interface Ge-
nerator) slouzˇ´ıc´ı pro automatickou tvorbu rozsˇ´ıˇren´ı pro knihovny napsane´ v jazyce C nebo
C++. Seznam podporovany´ch skriptovac´ıch jazyk˚u je u´ctyhodny´ a mimo jine´ zahrnuje
zna´me´ jazyky jako Python, Perl, PHP nebo pra´veˇ Ruby.
Pouzˇit´ı podobny´ch na´stroj˚u je velice sna´dne´. Veˇtsˇinou je bez slozˇite´ a zdlouhave´ kon-
figurace stacˇ´ı spustit nad hlavicˇkovy´mi soubory zprˇ´ıstupnˇovane´ knihovny. Jako vy´stup vy-
generuj´ı rozhran´ı, zdrojovy´ text v jazyce C nebo C++, ktery´ stacˇ´ı uzˇ jen prˇelozˇit a pote´
nahra´t v ra´mci programu vykona´vane´ho v interpretu.
Vygenerovane´ rozhran´ı zpravidla obsahuje pro kazˇdou nalezenou funkci knihovny jednu
noveˇ vygenerovanou funkci, ktera´ slouzˇ´ı jako prˇekladovy´ obal. Vezme parametry prˇedane´
interpretem a prˇelozˇ´ı datove´ typy do typ˚u knihovny. Pro MRI je trˇeba prˇeve´st prˇedane´ ob-
jekty do jejich reprezentac´ı v jazyce C. Tedy prˇeve´st objekt typu Fixnum na int, String na
char *, atd... Pote´ zavolat obalovanou funkci knihovny a nakonec prˇeve´st jej´ı na´vratovou
hodnotu zpeˇt na Ruby objekt a vra´tit ji interpretu. Rozhran´ı nav´ıc obsahuj´ı jednu inicia-
lizacˇn´ı funkci, ktera´ vsˇechny vygenerovane´ obalovac´ı funkce zaregistruje, aby byly v inter-
pretu k dispozici.
Takto vygenerovane´ rozhran´ı je velice prˇ´ımocˇare´ a programa´tor ma´ minima´ln´ı kont-
rolu nad jeho vy´slednou podobou. Zprˇ´ıstupnˇuje vsˇechny funkce knihovny pro jejich vola´n´ı
ze skriptovac´ıho jazyka se zachova´n´ım se´mantiky jejich argument˚u bez jake´koliv vysˇsˇ´ı abs-
trakce. Nav´ıc zde mu˚zˇe by´t proble´m se slozˇity´mi vnitrˇn´ımi datovy´mi typy, ktere´ se pouzˇ´ıvaj´ı
i vneˇ knihovny.
Manua´ln´ı postup
Manua´ln´ım napsa´n´ım spojovac´ı vrstvy z´ıska´ programa´tor plnou kontrolu nad vy´sledkem.
Jako jednu z hlavn´ıch vy´hod vid´ım mozˇnost vytvorˇit z vnitrˇn´ıch struktur pouzˇ´ıvany´ch i vneˇ
knihovny trˇ´ıdy a z funkc´ı nad nimi operuj´ıc´ımi metody te´to trˇ´ıdy. Vy´sledkem je kra´sne´ ob-
jektove´ chova´n´ı, jak jsou programa´torˇi v Ruby zvykl´ı na rozd´ıl od pouhe´ho procedura´ln´ıho
12http://www.swig.org/
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module Ahoj # deklarace modulu Ahoj
def ahoj # s metodou ahoj
"Ahoj" # vracejici text "Ahoj
end
end
class Pozdravy # deklarace tridy Pozdravy
include Ahoj # vlozeni modulu Ahoj
end
p = Pozdravy.new # tvorba instance tridy Pozdravy
p.ahoj # => "Ahoj" # zavolani metody z modulu
Obra´zek 2.18: Moduly lze vkla´dat do trˇ´ıd.
ruby extconf.rb # vytvori makefile
make # prelozi knihovnu
make install # skopiruje knihovnu do systemu
Obra´zek 2.19: Prˇeklad bina´rn´ıch rozsˇ´ıˇren´ı v Ruby.
zprˇ´ıstupnˇen´ı vsˇech funkc´ı. Nav´ıc nen´ı proble´m zapouzdrˇovanou knihovnu rozsˇ´ıˇrit o dalˇs´ı
funkcionalitu, ktera´ se uzˇ ovsˇem bude odehra´vat pouze na u´rovni Ruby.
Na druhou stranu ma´ tento postup oproti automaticke´mu prˇ´ıstupu jednu znacˇnou
nevy´hodu – cˇas programa´tora. Ten mus´ı nastudovat rozhran´ı knihovny, navrhnout jeho
vhodne´ zapouzdrˇen´ı a nakonec i cele´ rozhran´ı napsat. Dı´ky cˇasove´ na´rocˇnosti se plneˇ
manua´ln´ı prˇ´ıstup v praxi pouzˇ´ıva´ pouze zrˇ´ıdka. Pokud je potrˇeba knihovnu jesˇteˇ zapouzdrˇit
na vysˇsˇ´ı u´rovni, naprˇ´ıklad adaptac´ı na objektovy´ model, tak se sp´ıˇse pouzˇ´ıva´ kombinace
obou prˇ´ıstup˚u. Automaticky se vytvorˇ´ı rozhran´ı knihovny prˇ´ıstupne´ ve skriptovac´ım ja-
zyce a azˇ toto rozhran´ı se na´sledneˇ zapouzdrˇ´ı do objekt˚u a dalˇs´ıch specificky´ch jazykovy´ch
konstrukc´ı, ktere´ v jazyce C nebo C++ nejsou zna´my.
Prˇeklad rozsˇ´ıˇren´ı
Vzhledem k faktu, zˇe bina´rn´ı rozsˇ´ıˇren´ı jsou psa´na ve stejne´m jazyce jako c´ılovy´ interpret
skriptovac´ıho jazyka, tak se velice podobneˇ i prˇekla´daj´ı. Ve veˇtsˇineˇ prˇ´ıpad˚u jsou interprety
napsa´ny v jazyc´ıch C nebo C++, prˇekla´daj´ı se tedy do bina´rn´ı podoby pomoc´ı programu˚
z bal´ıcˇku gcc13. Prˇeklad by´va´va´ rˇ´ızen prˇ´ıkazem make, podle pokyn˚u uvedeny´ch v souboru
Makefile. Tento soubor by´va´ vygenerova´n ze sˇablon dodany´ch programa´torem za pomoc´ı
na´stroj˚u z rodiny autotools14 (naprˇ´ıklad script configure).
Bina´rn´ı rozsˇ´ıˇren´ı se pro MRI prˇekla´daj´ı take´ pomoc´ı prˇ´ıkazu make. Ovsˇem na rozd´ıl od
ostatn´ıch interpret˚u (i jiny´ch skriptovac´ıch jazyk˚u) nen´ı pouzˇita sada programu˚ autotools.
Makefile popisuj´ıc´ı, jak se ma´ rozsˇ´ıˇren´ı prˇelozˇit a nainstalovat totizˇ vygeneruje samo Ruby.
Pro tyto u´cˇely existuje modul mkmf15 (MaKe MakeFile), pomoc´ı jehozˇ metod programa´tor
pop´ıˇse na vysoke´ u´rovni abstrakce, jak prˇelozˇit jeho rozsˇ´ıˇren´ı a tento skript potom distri-






Modul mkmf slouzˇ´ı hlavneˇ k nastaven´ı d˚ulezˇity´ch cest pro prˇeklad automaticky a neza´visle
na dane´ verzi cˇi distribuci operacˇn´ıho syste´mu (cesta k hlavicˇkovy´m soubor˚um Ruby, jeho
knihovna´m). Mimo te´to cˇinnosti modul nab´ız´ı metody, ktere´ umozˇnˇuj´ı podobne´ cˇinnosti
jako skript configure – lokalizovat syste´move´ knihovny, oveˇrˇova´n´ım zda-li obsahuj´ı pozˇa-
dovane´ symboly (funkce, promeˇnne´, ...) a dalˇs´ı podobnou funkcionalitu. Takto vytvorˇeny´
skript je samozrˇejmeˇ plnohodnotny´ program v Ruby. Lze tedy pouzˇ´ıt vesˇkere´ jeho mozˇnosti
vcˇetneˇ pouzˇit´ı dalˇs´ıch knihoven. Naprˇ´ıklad lze distribuovat pouze skript bez zdrojovy´ch
ko´d˚u, ktery´ si prvneˇ sta´hne nejnoveˇjˇs´ı verzi projektu a azˇ pote´ bude pokracˇovat ve sve´
obvykle´ cˇinnosti.
Datovy´ typ VALUE
VALUE je datovy´ typ specificky´ pro interpret MRI. Ostatn´ı implementace Ruby stejneˇ jako
interprety u´plneˇ jiny´ch skriptovac´ıch jazyk˚u ho neznaj´ı. V bina´rn´ım rozsˇ´ıˇren´ı tento typ
reprezujte Ruby objekt. Vsˇe je objekt, a proto se tento datovy´ typ pouzˇ´ıva´ vsˇude – kazˇda´
funkce volatelna´ z Ruby vrac´ı VALUE jako svou na´vratovou hodnotu. Ve skutecˇnosti se jedna´
o prˇejmenova´n´ı datove´ho typu unsigned long obsahuj´ıc´ıho adresu struktury reprezentuj´ıc´ı
dany´ objekt. Veˇtsˇinou se tedy jedna´ o prosty´ ukazatel. Ovsˇem ne ve vsˇech prˇ´ıpadech.
Interpret vyuzˇ´ıva´ faktu, zˇe ukazatele jsou na platformeˇ x86 v pameˇti zarovna´ny - nejnizˇsˇ´ı
dva bity jsou pro ukazatele vzˇdy nulove´ (plat´ı pro 32 bitovou architekturu, pro 64 bit˚u se
zarovna´va´ na 8 byt˚u - tedy posledn´ı cˇtyrˇi bity ukazatele jsou nulove´).
Naprˇ´ıklad objekty trˇ´ıdy Fixnum (reprezentuj´ıc´ı cela´ cˇ´ısla) nemaj´ı svou strukturu jako
ostatn´ı objekty, ale jejich hodnota je zako´dova´na prˇ´ımo do promeˇnne´ typu VALUE tak,
zˇe nulty´ bit (LSB, Least significant bit, nejme´neˇ vy´znamny´ bit) je nastaven na jednicˇku
a ostatn´ı bity jsou pouzˇity pro ulozˇen´ı vlastn´ı hodnoty cˇ´ısla. T´ımto prˇ´ıstupem se usˇetrˇ´ı
dereferencova´n´ı ukazatele prˇi pra´ci s cely´mi cˇ´ısly. Samozrˇejmeˇ zobrazitelny´ rozsah cˇ´ısel
je t´ımto prˇ´ıstupem omezeny´ na 31 bit˚u (cˇ´ıslo je ulozˇeno v pameˇti jako zname´nkove´ v
doplnˇkove´m ko´du). Proto Ruby pro prˇ´ıliˇs velka´ cela´ cˇ´ısla nab´ız´ı jesˇteˇ trˇ´ıdu Bignum, jej´ızˇ
hodnota nen´ı reprezentova´na prˇ´ımo v mı´steˇ ukazatele a nab´ız´ı podstatneˇ veˇtsˇ´ı rozsah.
Tato optimalizace nen´ı pouzˇita jen u cely´ch cˇ´ısel, ale take´ u singleton promeˇnny´ch
vy´znamny´ch a cˇasto pouzˇ´ıvany´ch trˇ´ıd. Singleton je oznacˇen´ı pro trˇ´ıdu, ktera´ ma´ maxima´lneˇ
jednu instanci v cele´m programu. V Ruby se jedna´ o instance trˇ´ıd TrueClass (instance se
jmenuje true), FalseClass (instanc´ı je objekt false) nebo NilClass (instance je nil,
obdoba NULL v jazyce C, ”pra´zdny´“ nebo take´ ”zˇa´dny´“ objekt). Vsˇechny tyto objekty
nemaj´ı reprezentuj´ıc´ı strukturu, ale jejich obsah je prˇ´ımo zako´dova´n do typu VALUE pro
rychlejˇs´ı interpretaci skriptu. Postup interpretu prˇi interpretaci obsahu VALUE je zobrazeny´
na Obra´zku 2.20, ktery´ jsem prˇevzal z prˇ´ıspeˇvku [20] o tomto datove´m typu.
2.2 Expertn´ı syste´my
Jako jeden ze zp˚usob˚u adresace proble´mu lidske´ho prˇemy´sˇlen´ı vznikly expertn´ı syste´my.
Jedna´ se o syste´my umeˇle´ inteligence, ktere´ maj´ı za c´ıl simulovat rozhodovac´ı proces lidske´ho
experta. Tedy na za´kladeˇ ulozˇeny´ch znalost´ı a uzˇivatelsky´ch vstup˚u doj´ıt k neˇjake´mu za´veˇru.
Naprˇ´ıklad expertn´ı syste´m MYCIN [7], vyvinuty´ na zacˇa´tku 90. let minule´ho stolet´ı, slouzˇil
jako vy´pomoc le´karˇ˚um k urcˇen´ı diagno´zy pacienta. Pomoc´ı pokla´da´n´ı ota´zek typu ano/ne
nakonec uzˇivatele informoval o jeho mozˇny´ch diagno´za´ch.
Expertn´ı syste´my neadresuj´ı proble´m univerza´ln´ıho rˇesˇen´ı proble´mu podobneˇ jako Ge-
neral problem solver [8] (GPS). Mı´sto toho po vzoru cˇloveˇka, jeden konkre´tn´ı expertn´ı
15
Obra´zek 2.20: Diagram pro reprezentaci hodnoty v promeˇne´ VALUE.
syste´m umozˇnˇuje rˇesˇit proble´my jen v urcˇite´ prˇedem omezene´ oblasti veˇdeˇn´ı. Pouzˇ´ıvaj´ı se na
mı´stech, kde je obvykle´ algoritmicke´ rˇesˇen´ı nevhodne´, slozˇite´, poprˇ´ıpadeˇ teˇzˇce udrzˇovatelne´.
Zpravidla expertn´ı syste´my obsahuj´ı neˇkolik cˇa´st´ı:
Rozhodovac´ı algoritmus. Ja´drem expertn´ıho syste´mu vzˇdy mus´ı by´t rozhodovac´ı
algoritmus, ktery´ rˇ´ıd´ı cely´ proces rozhodova´n´ı vedouc´ı od pocˇa´tecˇn´ıch informac´ı azˇ k dosazˇe-
ne´mu vy´sledku. Tento algoritmus je vzˇdy spusˇteˇn azˇ na zˇa´dost uzˇivatele, pote´, co skoncˇ´ı se
zada´va´n´ım u´vodn´ıch informac´ı.
Ba´ze znalost´ı. Ba´ze znalost´ı reprezentuje znalosti ulozˇene´ v expertn´ım syste´mu. Zpra-
vidla ma´ formu pravidel kdyzˇ-tak (if-then), ktere´ se skla´daj´ı ze dvou cˇa´st´ı - leve´ a prave´
strany. Leva´ strana obsahuje seznam podmı´nek, ktere´ mus´ı platit prˇed vykona´n´ım sa-
motne´ho pravidla. Zat´ımco prava´ strana zase obsahuje akce, ktere´ se maj´ı vykonat po
aktivaci pravidla. Tato pravidla umozˇnˇuj´ı meˇnit, mazat a vyvozovat r˚uzne´ za´veˇry z pracovn´ı
pameˇti. Ba´ze znalost´ı spolu s rozhodovac´ım algoritmem tvorˇ´ı nezbytnou soucˇa´st kazˇde´ho
expertn´ıho syste´mu.
Pracovn´ı pameˇt’. Pracovn´ı pameˇt’ slouzˇ´ı k uchova´n´ı aktua´lneˇ zna´my´ch dat. Mu˚zˇe take´
obsahovat vyvozene´ mezi za´veˇry a nakonec zde take´ bude ulozˇen konecˇny´ za´veˇr, ke ktere´mu
expertn´ı syste´m dojde. Jak zde data budou reprezentova´na za´lezˇ´ı na dane´m expertn´ım
syste´mu a nelze je prˇ´ıliˇs dobrˇe generalizovat podobneˇ jako v prˇ´ıpadeˇ ba´ze znalost´ı.
Vysveˇtluj´ıc´ı podsyste´m. Dalˇs´ı d˚ulezˇitou ovsˇem jizˇ nikoliv nezbytnou soucˇa´st´ı ex-
pertn´ıho syste´mu je vysveˇtluj´ıc´ı podsyste´m. V mnoha prˇ´ıpadech stacˇ´ı lidske´mu uzˇivateli
zna´t vy´sledek, ke ktere´mu jeho expertn´ı syste´m dospeˇl. V jiny´ch prˇ´ıpadech je ovsˇem dobre´
zna´t i jak a procˇ k neˇmu dosˇel. Naprˇ´ıklad v dobeˇ ladeˇn´ı ba´ze znalost´ı, je postup expertn´ıho
syste´mu˚ vedouc´ı k za´veˇru naprosto nepostradatelny´.
Uzˇivatelske´ rozhran´ı. Posledn´ı hlavn´ı soucˇa´st´ı expertn´ıch syste´mu je uzˇivatelske´
rozhran´ı. Slouzˇ´ı k ovla´da´n´ı cele´ho syste´mu, tedy k zada´va´n´ı zna´my´ch dat do pracovn´ı
pameˇti a ovla´da´n´ı cele´ho prostrˇed´ı – spusˇteˇn´ı rozhodovac´ıho algoritmu a z´ıskan´ı vy´sledku.
U neˇktery´ch expertn´ıch syste´mu lze prˇes uzˇivatelske´ rozhran´ı take´ upravovat ba´zi znalost´ı,
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ale to jizˇ za´lezˇ´ı na konkre´tn´ım syste´mu.
2.2.1 CLIPS
CLIPS je syste´m pro tvorbu expertn´ıch syste´mu˚ napsany´ v jazyce C vyvinuty´ v NASA
na pocˇa´tku 90. let. V soucˇasne´ dobeˇ je dostupny´ jako public domain software a je tedy k
dispozici zadarmo i pro komercˇn´ı vyuzˇit´ı. Pu˚vodn´ı autor Gary Riley se syste´mu sta´le veˇnuje
a to jak opravova´n´ım nalezeny´ch chyb, tak i dalˇs´ım vy´vojem.
CLIPS nen´ı expertn´ım syste´mem, ny´brzˇ se jedna´ o na´stroj pro tvorbu expertn´ıch syste´mu˚.
Z tohoto teˇzˇko postrˇehnutelne´ho rozd´ılu slov vyply´va´ velice d˚ulezˇity´ fakt – CLIPS samo o
sobeˇ je d´ıky absenci jake´koliv ba´ze znalost´ı naprosto k nicˇemu. Uzˇivatel CLIPS mus´ı nej-
prve dodat ba´zi znalost´ı a azˇ pote´ se da´ hovorˇit o expertn´ım syste´mu, ktery´ lze pouzˇ´ıt k
rozhodovan´ı. Uzˇivatelske´ rozhran´ı je uzp˚usobeno i pro snadnou manipulaci s ba´zi znalosti.
2.2.2 Uzˇivatelske´ rozhran´ı CLIPS
Uzˇivatelske´ rozhran´ı CLIPS umozˇnˇuje k ovla´da´n´ı cele´ho prostrˇed´ı od manipulace s ba´zi
znalost´ı prˇes pra´ci s pracovn´ı pameˇt´ı, azˇ po spusˇteˇn´ı rozhodovac´ıho algoritmu. Rozhran´ım
je specificky´ programovac´ı jazyk, ktery´ se strukturou velice podoba´ jazyku LISP. Mı´t vlastn´ı
programovac´ı jazyk pro ovla´da´n´ı cele´ho prostrˇed´ı ma´ sve´ vy´hody i nevy´hody. Vy´hodou je
neza´vislost na vy´sledne´ podobeˇ celkove´ho uzˇivatelske´ho rozhran´ı – mu˚zˇe se jednat o formu
prˇ´ıkazove´ho rˇa´dku stejneˇ jako graficke´ okno ocˇeka´vaj´ıc´ı jednotlive´ prˇ´ıkazy jazyka. Poprˇ´ıpadeˇ
CLIPS jesˇteˇ umozˇnˇuj´ı nahra´t a vykonat libovolny´ textovy´ soubor, ve ktere´m mu˚zˇe by´t
ulozˇena ba´ze znalost´ı s vy´choz´ı podobou pracovn´ı pameˇti. Na druhou stranu ovsˇem tento
prˇ´ıstup ma´ i velkou nevy´hodu – uzˇivatel se mus´ı naucˇit zcela novy´ jazyk. Cozˇ mu˚zˇe prˇina´sˇet
proble´my, zvla´sˇt’ ma´-li vy´sledny´ expertn´ı syste´m vyuzˇ´ıvat beˇzˇneˇ neprogramuj´ıc´ı obsluha.
V uka´zka´ch uzˇivatelske´ho rozhran´ı CLIPS budu pouzˇ´ıvat znak # pro oddeˇlen´ı ko´du
CLIPS od me´ho komenta´rˇe. Tyto komenta´rˇe ovsˇem do uka´zek samotny´ch patrˇit nebudou.
Datove´ typy uzˇivatelske´ho rozhran´ı
Nezˇ se dostanu k detailneˇjˇs´ımu popisu mozˇnost´ı samotne´ho rozhran´ı, pop´ıˇsi datove´ typy, se
ktery´mi vestaveˇny´ programovac´ı jazyk pracuje. Nejza´kladneˇjˇs´ım datovy´m typem je symbol.
Jedna´ se rˇeteˇzec velky´ch nebo maly´ch p´ısmen a podtrzˇ´ıtek cˇi pomlcˇek (podtrzˇ´ıtko ani
pomlcˇka ovsˇem nesmı´ by´t na prvn´ı pozici). Symbol se pouzˇ´ıva´ na mnoha mı´stech pro in-
tern´ı jme´na r˚uzny´ch CLIPS struktur. Podobny´m datovy´m typem je rˇeteˇzec, ktery´ se
skla´da´ s libovolne´ posloupnosti znak˚u uzavrˇene´ v uvozovka´ch. Obsahuje-li samotny´ rˇeteˇzec
znak pro uvozovky je potrˇeba ho osˇetrˇit tzv. escape sekvenc´ı podobneˇ jako v jazyce C. Da´le
CLIPS rozliˇsuje dva cˇ´ıselne´ typy – jeden pro cela´ cˇ´ısla a druhy´ pro desetinna´ cˇ´ısla. Syntaxe
jejich za´pisu je shodna´ s jazykem C, proto je zde pro jejich slozˇitost nebudu hloubeˇji po-
pisovat. Posledn´ı datovy´ typ, ktery´ bych zde ra´d zmı´nil pro jeho pouzˇit´ı v dalˇs´ım textu
je fact_address. Jedna´ se o referenci na vytvorˇeny´ fakt v pracovn´ı pameˇti CLIPS. Tyto
reference uzˇivatel sa´m explicitneˇ nevytva´rˇ´ı, ale jsou vytva´rˇeny prostrˇed´ım a poskytnuta
uzˇivateli k dalˇs´ımu zpracova´n´ı.
Pracovn´ı pameˇt’
Zna´me´ skutecˇnosti jsou v CLIPS reprezentova´ny pomoc´ı tzv. fakt˚u. Na fakta se lze d´ıvat
jako na tvrzen´ı, na jej´ıchzˇ za´kladeˇ pote´ expertn´ı syste´m odvozuje dalˇs´ı nove´ skutecˇnosti.
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(clovek "Jaroslav Cecho" 22 muz svobodny)
Obra´zek 2.21: Uchova´n´ı dat v ra´mci jednoho dlouhe´ho serˇazene´ho faktu.
(clovek "Jaroslav Cecho") # hlavni fakt
(vek "Jaroslav Cecho" 22) # zavisle fakta spojuci
(pohlavi "Jaroslav Cecho" muz) # hlavni fakt s urcitymi
(rodiny-stav "Jaroslav Cecho" svobodny)# uchovavanymi atributy
Obra´zek 2.22: Rozrˇeza´n´ı sledovany´ch hodnot do separa´tn´ıch serˇazeny´ch fakt˚u.
Tento popis je mozˇny´ ve dvou za´kladn´ıch typech fakt˚u – serˇazeny´ch a neserˇazeny´ch.
Serˇazeny´ fakt je vlastneˇ seznam r˚uzny´ch promeˇnny´ch ulozˇeny´ch v pracovn´ı pameˇti
CLIPS. Na prvn´ı polozˇku seznamu jsou kladena zvla´sˇtn´ı omezen´ı – mus´ı obsahovat sym-
bol a mus´ı by´t vzˇdy prˇ´ıtomna. Tato prvn´ı polozˇka je reprezentova´na jako jme´no skupiny
prˇ´ıbuzny´ch serˇazeny´ch fakt˚u. Pocˇet na´sleduj´ıc´ıch polozˇek je zcela libovolny´ a ty mohou
naby´vat libovolny´ch datovy´ch typ˚u mimo referenc´ı.
Existuj´ı dva za´kladn´ı prˇ´ıstupy k ukla´da´n´ı dat pomoc´ı serˇazene´ho faktu. Prvn´ım je vy-
tvorˇen´ı jednoho dlouhe´ho faktu s pozicˇn´ımi polozˇkami pro vsˇechny popisovane´ skutecˇnosti.
Tedy vy´znam hodnoty je da´n jej´ı pozic´ı v serˇazene´m faktu. Prˇ´ıklad tohoto prˇ´ıstupu k ulozˇen´ı
informac´ı o cˇloveˇku je na Obra´zku 2.21. Tento prˇ´ıstup ma´ neˇkolik proble´mu˚. Jedn´ım z
nich je adresace proble´mu pra´zdny´ch hodnot. Fakt z prˇ´ıkladu sesta´va´ ze 4 uchova´vany´ch
promeˇnny´ch - jme´na, veˇku, pohlav´ı a rodinne´ho stavu. Proble´m nastane v prˇ´ıpadeˇ, zˇe ne-
budeme o dane´ osobeˇ zna´t naprˇ´ıklad veˇk. Pak je otazne´, co zde ma´ by´t ulozˇeno, protozˇe
vzhledem k pozicˇn´ımu charakteru vsˇech hodnot mus´ı by´t pozice obsazena. Proto je lepsˇ´ı
kazˇdou sledovanou vlastnost da´t do samostatne´ho serˇazene´ho faktu a spojovat je na za´kladeˇ
jedne´ polozˇky. V prˇ´ıpadeˇ neznalosti neˇjake´ hodnoty pak prosteˇ fakt s chybeˇj´ıc´ı vlastnost´ı
chyb´ı cely´. Prˇepsany´ prˇ´ıklad je zobrazen na Obra´zku 2.22. Tento druhy´ prˇ´ıstup zveda´
pameˇt’ovou na´rocˇnost vy´sledne´ aplikace, ovsˇem na druhou stranu je optimalizovaneˇjˇs´ı pro
vnitrˇn´ı implementaci rozhodovac´ıho algoritmu, a proto bude dosahovat lepsˇ´ıch vy´kon˚u.
Dalˇs´ım proble´mem, ktery´ uzˇ ovsˇem serˇazeny´ fakt rˇesˇit neumı´, jsou omezen´ı. Naprˇ´ıklad je
ocˇeka´vane´, zˇe veˇk bude cˇ´ıselna´ hodnota, ovsˇem do serˇazene´ho faktu lze ulozˇit zcela libovolne´
hodnoty.
Neserˇazeny´ fakt lze prˇirovnat ke strukturn´ım promeˇnny´m v jazyce C. Ty maj´ı sv˚uj typ
identifikovany´ jme´nem a pote´ seznam jednotlivy´ch polozˇek. V CLIPS jsou neserˇazene´ fakty
vytva´rˇene´ na za´kladeˇ sˇablon a proto se jejich popisu budu veˇnovat jesˇteˇ prˇed dalˇs´ım popi-
sem neserˇazeny´ch fakt˚u. Jak vyply´va´ z prˇedcha´zej´ıc´ıho textu, sˇablona je prˇedpis obsahuj´ıc´ı
prˇedneˇ seznam vsˇech mozˇny´ch polozˇek pro fakt. V terminologii CLIPS se polozˇky nazy´vaj´ı
sloty. Jme´no sˇablony mus´ı by´t unika´tn´ı, protozˇe se fakty vytva´rˇej´ı za pouzˇit´ı pra´veˇ tohoto
jme´na.
Kazˇdy´ slot mus´ı mı´t sve´ jme´no, podobneˇ jako polozˇky ve struktura´ch jazyka C. Na
rozd´ıl od nich ovsˇem je definice typu volitelna´. Ve vy´choz´ım stavu mu˚zˇe slot prˇij´ımat
jake´koliv datove´ typy CLIPS. Uzˇivatel mu˚zˇe slotu volitelneˇ nastavit datovy´ typ, prˇ´ıpadneˇ
celou mnozˇinu datovy´ch typ˚u, ktere´ bude akceptovat. C˘´ımzˇ se da´ vyrˇesˇit drˇ´ıve uvedeny´
proble´m s ukla´da´n´ım veˇku osoby. Nav´ıc mimo specifikace typu lze slot vytvorˇit i s dalˇs´ımi
omezen´ım. Pro cˇ´ıselne´ sloty lze nastavit minima´ln´ı i maxima´ln´ı akceptovanou hodnotu. Slot
lze nastavit jako tzv. multislot, ktery´ smı´ obsahovat v´ıce nezˇ jednu hodnotu, poprˇ´ıpadeˇ to-
muto multislotu lze nastavit minima´ln´ı i maxima´ln´ı pocˇet obsazˇeny´ch polozˇek. Prˇ´ıklad
vytvorˇen´ı sˇablony pro popis cˇloveˇka je na Obra´zku 2.23.
Na za´kladeˇ vytvorˇene´ sˇablony lze vytva´rˇet uzˇ jednotliva´ neserˇazena´ fakta. Zde je ana-
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(deftemplate clovek # sablona pro cloveka
(slot name) # uchovavajici jmeno
(slot vek (type INTEGER)) # vek
(slot pohlavi) # pohlavi
(slot rodiny-stav) # a rodiny stav
)
Obra´zek 2.23: Sˇablona pro reprezentaci dat o cˇloveˇku.
(clovek # serazeny fakt




Obra´zek 2.24: Neserˇazeny´ fakt popisuj´ıc´ı cˇloveˇka.
logie se strukturn´ı promeˇnou jazyka C stejna´, prvneˇ se vytvorˇ´ı sˇablona (struktura) a pote´
se mohou vytva´rˇet jej´ı fakta (promeˇnne´ s typem vytvorˇene´ struktury). Prvn´ı hodnota
vytva´rˇene´ho faktu mus´ı by´t jme´no jizˇ vytvorˇene´ struktury na´sledovane´ seznamem slot˚u
s jejich hodnotami.
Neserˇazena´ fakta maj´ı neˇkolik vy´hod oproti serˇazeny´m fakt˚um, prˇedneˇ zapouzdrˇuj´ı
data ty´kaj´ıc´ı se jedne´ popisovane´ entity dohromady (v my´ch prˇ´ıkladech se jedna´ o popis
cˇloveˇka). Da´le, jak jsem uvedl v popisu sˇablony, jednotlive´ sloty lze omezit na akceptovane´
hodnoty, cozˇ umozˇnˇuje mı´t cˇisty´ a kontrolovany´ na´vrh. Neserˇazene´ fakta take´ rˇesˇ´ı proble´m
nezna´my´ch hodnot - nezadane´ sloty jsou nezna´me a nemus´ı se zde ukla´dat zˇa´dna´ hodnota
znacˇ´ıc´ı ”nic“. Prˇ´ıklad neserˇazene´ho faktu je na Obra´zku 2.24.
V CLIPS se fakta v pracovn´ı pameˇti vytva´rˇej´ı pomoc´ı funkce assert. Prˇ´ıklady ulozˇen´ı
faktu do pracovn´ı pameˇti CLIPS jsou na Obra´zku 2.25. Jak jde v uka´zce videˇt, funkce se
vola´ u´plneˇ stejneˇ jak pro neserˇazeny´, tak i pro serˇazeny´ fakt. Pro variantu serˇazene´ho faktu
ovsˇem sˇablona jme´na clovek jizˇ mus´ı existovat jinak uka´zka skoncˇ´ı chybou. Maza´n´ı fakt
z pracovn´ı pameˇti prob´ıha´ vola´n´ım funkce retract, ktera´ jako parametr prˇij´ıma´ referenci
na fakt. Postup k z´ıska´n´ı reference na fakt bude vysveˇtlen v kapitole 2.2.2. Posledn´ı mozˇna´
operace s fakty je jejich zmeˇna, pro kterou se pouzˇ´ıva´ funkce modify, ktera´ opeˇt ocˇeka´va´
referenci na fakt jako sv˚uj parametr.
Jesˇteˇ bych se ra´d veˇnoval vnitrˇn´ı implementaci rozd´ılu serˇazeny´ch a neserˇazeny´ch fakt˚u
v CLIPS. Na te´ nejnizˇsˇ´ı u´rovni jsou totizˇ i pro serˇazena´ fakta vytva´rˇene´ sˇablony s pra´veˇ
jedn´ım multislotem jme´nem implied. Prvn´ı hodnota serˇazene´ho faktu slouzˇ´ı jako jme´no
automaticky vytvorˇene´ sˇablony. Cele´ chovan´ı je samozrˇejmeˇ vysˇsˇ´ımi vrstvami CLIPS za-
pouzdrˇeno a uzˇivatel si tak nemus´ı by´t veˇdom tohoto chova´n´ı. Tento prˇ´ıstup s sebou ovsˇem
prˇina´sˇ´ı jednu nevy´hodu. Jme´no sˇablony mus´ı by´t v ra´mci syste´mu unika´tn´ı a prvn´ı hod-
nota serˇazeny´ch fakt˚u slouzˇ´ı pra´veˇ jako jme´no sˇablony. Nelze tedy vytvorˇit sˇablonu a sku-
pinu serˇazeny´ch fakt˚u stejne´ho jme´no, cozˇ vzhledem k odliˇsne´mu vy´skytu mu˚zˇe uzˇivateli
zp˚usobit zmaten´ı. Nen´ı na prvn´ı pohled hned viditelne´, zˇe se obeˇ tato jme´na vyb´ıraj´ı ze
stejne´ mnozˇiny. Popisovany´ proble´m lze obej´ıt pouzˇ´ıva´n´ı pra´veˇ jednoho typu faktu v jedne´
aplikaci.
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(assert (neserazeny-clovek "Jaroslav Cecho" 22 muz))
(assert (clovek (name "Jaroslav Cecho") (vek 22) (pohlavi muz)))
Obra´zek 2.25: Vytva´rˇen´ı fakt˚u v pracovn´ı pameˇti.
(defrule pouze-leva-strana # pravidlo s levou stranou
(neserazeny-fakt ?promena) # hledajici dve fakta se
(serzeny-fakt (prvni-slot ?promena))# stejnou promenou
-> )
Obra´zek 2.26: Vytvorˇen´ı pravidla obsahuj´ıc´ı pouze levou stranou.
Ba´ze znalost´ı
CLIPS podobneˇ jako mnoho dalˇs´ıch expertn´ıch syste´mu˚ pouzˇ´ıva´ pro reprezentaci ba´ze
znalost´ı pravidla typu kdyzˇ-tak (if-then). Pravidla funguj´ı na principu vyhleda´va´n´ı vzor˚u
na mnozˇineˇ existuj´ıc´ıch fakt˚u. Leva´ strana pravidla proto obsahuje vsˇechny vzory, ktere´
mus´ı by´t nalezeny pro aktivaci pravidla. Prava´ strana pote´ obsahuje seznam cˇinnost´ı, ktere´
se maj´ı sta´t po aktivaci pravidla. V ra´mci aktivace pravidel lze prova´deˇt mnoho r˚uzny´ch
cˇinnost´ı jako naprˇ´ıklad vypisova´n´ı nalezeny´ch informac´ı, ovsˇem nejd˚ulezˇiteˇjˇs´ı operace se
ty´kaj´ı manipulace s fakty. Ta lze modifikovat, vytva´rˇet cˇi mazat.
Nejdrˇ´ıve se budu bl´ızˇeji veˇnovat mozˇnostem leve´ strany pravidla. Jak jizˇ bylo rˇecˇeno,
leva´ strana obsahuje vyhleda´vane´ vzory. Z tohoto d˚uvodu je zde seznam fakt˚u, ktere´ mus´ı
existovat. CLIPS zde nema´ zˇa´dne´ restrikce a lze libovolneˇ mı´chat serˇazena´ a neserˇazena´
fakta. Za´pis se neliˇs´ı od beˇzˇne´ho za´pisu faktu azˇ na mozˇnost mı´sto libovolne´ hodnoty
mimo sˇablony nebo skupiny podobny´ch serˇazeny´ch fakt˚u zadat promeˇnnou. Ta zacˇ´ına´ zna-
kem otazn´ıku na´sledovane´ho jme´nem promeˇnne´. Opravdova´ s´ıla promeˇnny´ch se projev´ı
azˇ kdyzˇ je pouzˇita stejna´ promeˇnna´ na v´ıce mı´stech v ra´mci jednoho pravidla. Protozˇe
vsˇechny promeˇnne´ stejne´ho jme´na jsou nahrazeny stejnou hodnotou, cˇehozˇ se vyuzˇ´ıva´ prˇi
vyhleda´va´n´ı fakt˚u se stejny´mi ovsˇem prˇedem nezna´my´mi hodnotami velice podobneˇ jako
v jazyce PROLOG [13]. Na Obra´zku 2.26 je uka´zka pravidla obsahuj´ıc´ı pouze levou stra-
nou, na ktere´m mimo jine´ prezentuji za´pis promeˇnny´ch. Pokud bude v syste´mu vyhovovat
dane´mu vyhleda´vane´mu vzoru v´ıce mozˇny´ch kombinac´ı fakt˚u, tak to stejne´ pravidlo bude
zavola´no v´ıcekra´t – jednou pro kazˇdou mozˇnou kombinaci.
Je-li na leve´ straneˇ pravidla uvedeno v´ıce hledany´ch fakt˚u, je mezi neˇ polozˇena logicka´
spojka ”a soucˇasneˇ“ (and). Pravidlo bude aktivova´no pra´veˇ tehdy, kdyzˇ budou v syste´mu
prˇ´ıtomny vsˇechny fakta. Pro jemneˇjˇs´ı nastaven´ı podmı´nek aktivace CLIPS umozˇnˇuje pouzˇ´ıvat
i ostatn´ı logicke´ spojky - ”nebo“ a negaci. Jejich pouzˇit´ı je zobrazeno na Obra´zku 2.27. Pra-
vidlo z prˇ´ıkladu bude aktivovano pro kazˇdou dvojici fakt˚u prvni a treti, druhy a treti,
ktere´ maj´ı stejnou druhou hodnotu.
Reference na nalezena´ fakta, d´ıky ktery´ch dosˇlo k aktivaci pravidla, se daj´ı v CLIPS
ulozˇit do promeˇnne´. Na rozd´ıl od promeˇnny´ch prezentovany´ch vy´sˇe, zde uzˇ neplat´ı, zˇe v´ıce
vy´skyt˚u se nahrad´ı pra´veˇ jednou hodnotou. Pokud se uzˇivatel do promeˇnne´ rozhodne ulozˇit
referenci na aktivacˇn´ı fakt, promeˇnou tohoto jme´na v ra´mci leve´ strany jizˇ nelze pouzˇ´ıt.
Prˇ´ıklad za´pisu ulozˇen´ı reference na aktivn´ı fakt je na Obra´zku 2.28.
Jak jizˇ bylo uvedeno vy´sˇe, prava´ strana pravidla slouzˇ´ı k popsa´n´ı veˇc´ı, ktere´ se maj´ı sta´t
po aktivaci pravidla. Lze zde volat libovolne´ funkce CLIPS, ovsˇem ja´ se omez´ım na popis ma-
nipulace s fakty. Na prave´ straneˇ lze vytva´rˇet fakta u´plneˇ stejneˇ jako jinde v syste´mu, tedy
pomoc´ı pouzˇit´ı funkce assert. Nav´ıc lze mı´sto prˇesny´ch hodnot pouzˇ´ıt promeˇnne´ z´ıskane´
z leve´ strany pravidla (s vy´jimkou promeˇnny´ch referencuj´ıc´ıch fakta). Dalˇs´ımi mozˇnostmi
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(defrule logicke-spojky # pravidlo se spojkami
(or
(prvni ?promena) # jeden z techto faktu
(druhy ?promena) # musi byt pritomen
)
(treti ?promena) # tento ovsem vzdy
-> )
Obra´zek 2.27: Vytvorˇen´ı pravidla s logicky´mi spojkami.
(defrule reference-na-fakt
?ref <- (fakt ktery se ma najit) # uchovej referenci
-> )
Obra´zek 2.28: Ulozˇen´ı reference na aktivacˇn´ı fakt.
je aktivacˇn´ı fakta mazat pomoc´ı funkce retract nebo je meˇnit pomoc´ı funkce modify.
Prˇ´ıklady pouzˇit´ı vsˇech trˇ´ı funkc´ı jsou na Obra´zku 2.29.
2.2.3 Prostrˇed´ı v CLIPS
V ra´mci jedne´ instance CLIPS lze provozovat v´ıce neza´visly´ch expertn´ıch syste´mu˚. Tato
funkcionalita je umozˇneˇna tzv. prostrˇed´ımi. Prostrˇed´ı je na´zev pro zcela oddeˇlenou cˇa´st
syste´mu, ktera´ ma´ vlastn´ı ba´zi znalost´ı i pracovn´ı pameˇt’. Rozhodovac´ı algoritmus mus´ı
by´t pro kazˇde´ prostrˇed´ı spusˇteˇn samostatneˇ. Vyuzˇ´ıvaj´ı se v prˇ´ıpadeˇ, zˇe uzˇivatel nechce z
urcˇite´ho d˚uvodu beˇzˇet v´ıce proces˚u v operacˇn´ım syste´mu.
2.2.4 Rozsˇiˇritelnost
Podobneˇ jako lze bina´rn´ımi rozsˇ´ıˇren´ımi prˇidat do interpretu skriptovac´ıho jazyka dalˇs´ı
funkcionalitu, i CLIPS lze rozsˇ´ıˇrit o nove´ funkce. Aplikacˇn´ı rozhran´ı CLIPS umozˇnˇuje
uzˇivateli zaregistrovat libovolnou novou funkci a pote´ ji z uzˇivatelske´ho rozhran´ı volat.
Oproti rozsˇ´ıˇren´ım interpretu maj´ı rozsˇ´ıˇren´ı CLIPS velke´ omezen´ı. Nelze je nahra´vat za
beˇhu, tak jako v Ruby pomoc´ı prˇ´ıkazu require. Mus´ı tedy by´t do CLIPS prˇida´ny jizˇ v
dobeˇ kompilace. V ostatn´ıch ohledech se ovsˇem chovaj´ı stejneˇ a rˇesˇ´ı stejne´ proble´my jako
ony. Jsou odpoveˇdne´ za prˇevody typ˚u a volaj´ıc´ıch konvenc´ı mezi CLIPS a spojovany´mi
knihovnami.
2.2.5 Rozhodovac´ı algoritmus
Jak jsem jizˇ zmı´nil v prˇedchoz´ıch odstavc´ıch, rozhodovac´ı algoritmus CLIPS funguje na
za´kladeˇ vyhleda´va´n´ı vzor˚u na mnozˇineˇ vsˇech fakt˚u prˇ´ıtomny´ch v syste´mu. Jedn´ım z mozˇny´ch
zp˚usobu nalezen´ı vsˇech mozˇny´ch pravidel k aktivaci i spolu se vsˇemi aktivacˇn´ımi parametry
je sekvencˇn´ı pr˚uchod existuj´ıc´ıch fakt˚u. Tato naivn´ı implementace by uzˇ pro syste´my se
stovkami fakt˚u byla prˇ´ıliˇs pomala´ a proto CLIPS vyuzˇ´ıva´ algoritmu optimalizovane´ho pro
vyhleda´va´n´ı vzor˚u – algoritmus Rete [9] (Rete algorithm).
Detailn´ı popis algoritmu je nad ra´mec te´to pra´ce, proto zde uvedu pouze na´stin jeho
principu. V pameˇti vytva´rˇ´ı stromovou strukturu, kde kazˇdy´ uzel mimo korˇene odpov´ıda´
jednomu hledane´mu vzoru neˇjake´ho pravidla. Bude-li mı´t pravidlo celkem trˇi vyhleda´vane´
vzory, pote´ bude cele´ pravidlo reprezentovane´ celkem trˇemi uzly. Cesta od korˇene k listu
odpov´ıda´ cele´ leve´ straneˇ pravidla. V kazˇde´m uzlu bude ulozˇen ukazatel na fakta, ktere´
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(defrule prava-strana
?ref1 <- (prvni ?prom ?x)
?ref2 <- (clovek (name ?name) (nickname ?nick))
->
(assert (treti ?x)) # vytvor novy fakt
(retract ?ref1) # vymaz prvni fakt
(modify ?ref2 (nickname ?name) (name ?nick) ) # zmen druhy fakt
)
Obra´zek 2.29: Uka´zka prave´ strany pravidla.
dany´ vzor splnˇuj´ı. V listech stromu pote´ fakta vyhovuj´ıc´ı pro aktivaci pravidla, jehozˇ leva´
strana je ve stromu reprezentova´na. Jak jsou jednotlive´ fakta vytva´rˇena cˇi modifikova´na,





V te´to kapitole se jizˇ d˚ukladneˇ budu veˇnovat sve´ vlastn´ı prac´ı – knihovneˇ rbClips. Pos-
tupneˇ v na´sleduj´ıc´ıch podkapitola´ch pop´ıˇsi jej´ı na´vrh, neˇktere´ zaj´ımave´ implementacˇn´ı de-
taily a samozrˇejmeˇ nevynecha´m shrnuty´ popis aplikacˇn´ıho rozhran´ı. U´plne´ detaily rozhran´ı
uzˇ ovsˇem ponecha´m do programove´ dokumentace. V za´veˇru kapitoly je uveden prakticky´
prˇ´ıklad pouzˇit´ı knihovny.
3.1 Pozˇadavky
C´ılem te´to prace a tedy i hlavn´ım pozˇadavkem je vytvorˇit knihovnu zprˇ´ıstupnˇuj´ıc´ı funkce
CLIPS v jazyce Ruby. A to nikoliv jako automaticky vytvorˇene´ rozsˇ´ıˇren´ı, ktere´ pouze
zprˇ´ıstupn´ı funkce CLIPS. Mus´ı nab´ıdnout uzˇivateli rozhran´ı, ktere´ bude objektove´ a bude
v souladu s nepsany´mi konvencemi jazyka Ruby. Je vyzˇadova´no zapouzdrˇit celou knihovnu
do objekt˚u a odst´ınit tak uzˇivatele od nutnosti zna´t syntaxi uzˇivatelske´ho rozhran´ı CLIPS.
Da´le je nutne´ umozˇnit uzˇivateli v ra´mci aktivace pravidla volat libovolne´ metody Ruby a
t´ım v ra´mci vytva´rˇene´ho expertn´ıho syste´mu zprˇ´ıstupnit celou sˇka´lu dalˇs´ıch jizˇ existuj´ıc´ıch
knihoven Ruby.
3.2 Na´vrh
Aplikacˇn´ı rozhran´ı popsane´ v kapitole 3.3 jsem navrhl po vzoru open source knihovny Acti-
veRecords (AR). Stejneˇ jako AR odstinˇuje programa´tora od nutnosti zna´t SQL, tak i rbC-
lips odstinnˇuje programa´tora od nutnosti zna´t programovac´ı jazyk uzˇivatelske´ho rozhran´ı
CLIPS. Vesˇkera´ funkcionalita je zapouzdrˇena do objekt˚u a ovla´da´ se pomoc´ı metod teˇchto
objekt˚u. Hlavn´ı d˚uvod procˇ jsem rozhran´ı navrhl po vzoru AR je jeho velka´ rozsˇ´ıˇrenost.
Jaky´koliv programa´tor, ktery´ alesponˇ cˇa´stecˇne´ zna´ rozhran´ı AR, se v rbClips velice rychle
zorientuje a nebude mı´t prˇ´ıliˇs velke´ proble´my mou knihovnu zacˇ´ıt pouzˇ´ıvat.
Cela´ knihovna je zapouzdrˇena v jednom Ruby modulu jme´nem Clips. Ten obsahuje peˇt
hlavn´ıch trˇ´ıd: Fact, Template, Rule, Environment, Constraint, ktere´ popisuj´ı prˇ´ıslusˇne´
entity v CLIPS a zapouzdrˇuj´ı celou pra´ci s nimi. Da´le obsahuje neˇkolik pomocny´ch trˇ´ıd,
ktere´ uzˇivatel nen´ı opra´vneˇn vytva´rˇet prˇ´ımo. Dosta´va´ je jako jizˇ vytvorˇene´ objekty do
konfiguracˇn´ıch blok˚u hlavn´ıch trˇ´ıd. Tyto pomocne´ trˇ´ıdy budou uprˇesneˇny da´le v textu v
popisu jednotlivy´ch hlavn´ıch trˇ´ıd, kde jsou pouzˇ´ıva´ny. Nakonec obsahuje jesˇt’e modul Base
slouzˇ´ıc´ı pro vola´n´ı d˚ulezˇity´ch funkc´ı CLIPS, ktere´ nejsou soucˇa´st´ı jiny´ch velky´ch entit.
Seznam hlavn´ıch trˇ´ıd a modul˚u je vyobrazen na Obra´zku
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Obra´zek 3.1: Modul Clips a jeho hlavn´ı trˇ´ıdy.
Inspirace AR se projevila i v urcˇity´ch na´vrhovy´ch vzorech, ktere´ jsou shodne´ naprˇ´ıcˇ
cely´m API. Mimo vy´jimek zmı´neˇny´ch u popisu konkretn´ıch trˇ´ıd n´ızˇe, obsahuj´ı vsˇechny
trˇ´ıdy spolecˇnou podmnozˇinu metod zobrazenou na Obra´zku 3.2. Entita zastupuje libovolnou
hlavn´ı trˇ´ıdu knihovny rbClips, dvojznak :: prˇ´ıslusˇ´ı trˇ´ıdn´ı metodeˇ, zat´ımco znak # patrˇ´ı
instancˇn´ı metodeˇ. Inspirace AR nen´ı videˇt jen u teˇchto spolecˇny´ch metod, ale take´ v chova´n´ı
cele´ knihovny. Naprˇ´ıklad vytvorˇen´ı instance trˇ´ıdy Fact, Rule nebo Template automaticky
nevytvorˇ´ı odpov´ıdaj´ıc´ı novou entitu i v prostrˇed´ı CLIPS. K vytvorˇen´ı (ulozˇen´ı) entity v
prostrˇed´ı CLIPS dojde azˇ v okamzˇiku zavola´n´ım metody save. Velice podobneˇ to funguje
i s aktualizac´ı entit, vesˇkere´ zmeˇny je potrˇeba potvrdit opeˇtovny´m vola´n´ım metody save,
jinak se zmeˇny v prostrˇed´ı CLIPS nikdy neobjev´ı. Tato funkcionalita lze prˇirovnat k operaci
commit z transakcˇn´ıho zpracova´n´ı jazyka SQL.
3.3 Aplikacˇn´ı rozhran´ı knihovny
V na´sleduj´ıc´ıch odstavc´ıch se budu detailneˇji veˇnovat jednotlivy´m hlavn´ım trˇ´ıda´m v kni-
hovneˇ rbClips. Nı´zˇe uvedeny´ popis nepokry´va´ vesˇkerou nab´ızenou funkcionalitu, ale vyzdvi-
huje za´kladn´ı pouzˇit´ı a upozornˇuje uzˇivatele na prˇ´ıpadne´ za´ludnosti. Zby´vaj´ıc´ı cˇa´sti jsou
popsa´ny v programove´ dokumentaci.
3.3.1 Modul Base
CLIPS je cele´ prostrˇed´ı pro tvorbu expertn´ıch syste´mu˚, nikoliv jen knihovna pro tvorbu
fakt˚u, pravidel a dalˇs´ıch veˇtsˇ´ıch entit. Proto obsahuje take´ velke´ mnozˇstv´ı r˚uzny´ch doplnˇko-
vy´ch funkc´ı, ktere´ prostrˇed´ı umozˇnˇuj´ı ovla´dat. Pra´veˇ pro tyto funkce existuje modul Base,
kde jsou pohromadeˇ metody, ktere´ se nedoty´kaj´ı zˇa´dne´ho veˇtsˇ´ıho celku CLIPS pokryte´ho
hlavn´ımi trˇ´ıdami, ale nelze si bez nich vy´sledny´ expertn´ı syste´m prˇedstavit. Da´le uvedu dveˇ
nejd˚ulezˇiteˇjˇs´ı metody, se ktery´mi se uzˇivatel me´ knihovny mu˚zˇe setkat:
run(FixNum) Metoda run slouzˇ´ı k zaha´jen´ı aplikace pravidel. Beˇzˇny´ postup spusˇteˇn´ı
programu v CLIPS sesta´va´ z vytvorˇen´ı mnozˇiny pravidel a prvotn´ıch fakt˚u a na´sledne´ho
spusˇteˇn´ı vlastn´ıho algoritmu pro jejich zpracova´n´ı. Knihovna rbClips na tomto prˇ´ıstupu
nic nezmeˇnila, proto se do zavola´n´ı metody run zˇa´dna´ pravidla neaplikuj´ı. Pro zamezen´ı
prˇ´ıpadne´ho nekonecˇne´ho cyklu slouzˇ´ı volitelny´ argument urcˇuj´ıc´ı maxima´ln´ı pocˇet pravidel,
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• Entita#save Vytva´rˇene´ entity nejsou po vzoru ActiveRecords do CLIPS ulozˇeny
automaticky prˇi vzniku objektu, ale je trˇeba je explicitneˇ ulozˇit pomoc´ı metody save.
Velice podobneˇ se knihovna chova´ i prˇ´ıpadeˇ editace entity, naprˇ´ıklad zmeˇna hodnoty
slotu neˇjake´ho faktu, ktera´ takte´zˇ vyzˇaduje vola´n´ı metody save k ulozˇen´ı i do CLIPS.
• Entita#saved? Metoda saved? slouzˇ´ı ke zjiˇsteˇn´ı zda-li je dana´ entita ulozˇena v
CLIPS. Po ulozˇen´ı entity do CLIPS slouzˇ´ı ke zjiˇsteˇn´ı zda-li je reprezentace entity
v Ruby objektu shodna´ s jeho reprezentac´ı v CLIPS. Ma´ dveˇ mozˇne´ na´vratove´ hod-
noty – true a false.
• Entita#destroy! Pro vymaza´n´ı entity z CLIPS slouzˇ´ı metoda destroy!. V prˇ´ıpadeˇ
u´speˇsˇne´ho vymaza´n´ı vrac´ı true, pokud jizˇ dana´ entita v CLIPS neexistuje a nelze
tedy vymazat, tak vrac´ı false. V obou prˇ´ıpadech je pouze vymaza´na reprezentace v
CLIPS, samotny´ Ruby objekt je ponecha´n nedotcˇen a lze ho tedy bez proble´mu znovu
ulozˇit. V prˇ´ıpadeˇ proble´mu s vymaza´n´ım metoda vyhazuje vy´jimku prˇ´ıslusˇne´ho typu,
naprˇ´ıklad nelze smazat sˇablonu, kterou soucˇasneˇ pouzˇ´ıvaj´ı neˇktera´ neserˇazena´ fakta.
• Entita#update Pokud uzˇivatel provede na aktua´ln´ım objektu zmeˇny, ktery´ch se chce
zbavit a obnovit p˚uvodn´ı ulozˇenou podobu z CLIPS, tak mu˚zˇe pouzˇ´ıt metodu update.
Tato metoda neslouzˇ´ı pro ulozˇen´ı prˇ´ıpadny´ch zmeˇn do CLIPS, ale vzˇdy pouze k
aktualizova´n´ı hodnot v Ruby objektu z CLIPS.
• Entita::all Vra´t´ı pole vsˇech entit dane´ho typu, ktere´ se aktua´lneˇ nacha´zej´ı v ak-
tivn´ım prostrˇed´ı CLIPS.
• Entita::load Vra´t´ı jednu nebo v´ıce entit dle prˇedany´ch krite´rii. Jako parametr bere
v prˇ´ıpadeˇ trˇ´ıd Template a Rule jme´no hledane´ entity, tedy parametr trˇ´ıdy String
a vrac´ı pra´veˇ jednu nalezenou instance prˇ´ıpadneˇ nil. Pro trˇ´ıdu Fact akceptuje o
dost sˇirsˇ´ı mozˇnost´ı argument˚u, ktere´ zde nebudu zbytecˇneˇ opisovat z programove´
dokumentace.
Obra´zek 3.2: Spolecˇna´ podmnozˇina metod veˇtsˇiny trˇ´ıd knihovny rbClips.
ktera´ se smı´ aplikovat. Na´vratovou hodnotou je celkovy´ pocˇet aplikovany´ch pravidel (jedno
pravidlo mu˚zˇe by´t aktivova´no a tedy i zapocˇ´ıta´no v´ıcekra´t).
insert command(String) Knihovna rbClips zapouzdrˇuje nejpouzˇ´ıvaneˇjˇs´ı cˇa´sti CLIPS,
bohuzˇel ovsˇem ne vesˇkerou mozˇnou funkcionalitu. Kv˚uli absenci 100% pokryt´ı vsˇech mozˇnost´ı
CLIPS jsem vytvorˇil metodu insert_command. Na vstupu metoda dosta´va´ jako parametr
jeden validn´ı prˇ´ıkaz CLIPS, ktery´ na´sledneˇ provede a vrac´ı objekt true nebo false podle
u´speˇchu vykona´n´ı. Kv˚ul´ı chova´n´ı funkc´ı, ktere´ jsou v prostrˇed´ı CLIPS nakonec zavola´ny, je
pro spra´vnou funkcˇnost nutne´, aby prˇedany´ rˇeteˇzec obsahoval maxima´lneˇ jeden prˇ´ıkaz. V
prˇ´ıpadeˇ, zˇe jich bude obsahovat v´ıce, tak se provede pouze prvn´ı z nich. Nav´ıc se do Ruby
vra´t´ı informace, zˇe vsˇe probeˇhlo v porˇa´dku, cozˇ mu˚zˇe by´t velice matouc´ı.
3.3.2 Trˇ´ıda Environment
Trˇ´ıda Environment slouzˇ´ı pro vytva´rˇen´ı a manipulaci s CLIPS prostrˇed´ımi. Pomoc´ı n´ızˇe
zmı´neˇny´ch API knihovny se vzˇdy nastav´ı jedno prostrˇed´ı jako aktivn´ı a vsˇechna pravidla
a fakta jsou do neˇj ulozˇena. Po startu programu je jedno prostrˇed´ı vytvorˇeno automaticky,
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include Clips
env = Environment.new # vytvori nove prostredi
cur = Environment.current # vrati aktualni prostredi
env.set_current # nastavi aktualni prostredi
Obra´zek 3.3: Prˇ´ıklad pouzˇit´ı trˇ´ıdy Environment.
aby ho uzˇivatel nemusel vzˇdy vytva´rˇet explicitneˇ.
RbClips vyuzˇ´ıva´ mozˇnost´ı, ktere´ CLIPS pro prostrˇed´ı nab´ız´ı, a proto se chova´ bohuzˇel
mı´rneˇ neobjektoveˇ. V jeden okamzˇik mu˚zˇe by´t aktivn´ı pouze jedno prostrˇed´ı a to i v prˇ´ıpadeˇ
v´ıce vla´knove´ aplikace. Nav´ıc je potrˇeba u v´ıcevla´knovy´ch aplikac´ı da´vat pozor na poten-
ciona´lneˇ nebezpecˇne´ vola´n´ı Environment::new. CLIPS noveˇ vytvorˇene´ prostrˇed´ı rovnou
nastav´ı jako aktua´ln´ı, cozˇ porusˇuje konvence rbClips. Prostrˇed´ı se sta´va´ aktivn´ı azˇ po za-
vola´n´ı metody set_current (obdoba metody save z ostatn´ıch hlavn´ıch trˇ´ıd). Vola´n´ı kon-
struktoru trˇ´ıdy tedy vytvorˇ´ı nove´ prostrˇed´ı, a pote´ prˇepne zpeˇt do stare´ho prostrˇed´ı. Toto
prˇehazova´n´ı je nebezpecˇne´ pra´veˇ ve v´ıce vla´knovy´ch aplikac´ıch, kde mohou nastat teˇzˇko
odhalitelne´ cˇasoveˇ za´visle´ chyby nad daty. Naprˇ´ıklad se ukla´dana´ pravidla cˇi fakta mohou
ulozˇit do zda´nliveˇ na´hodneˇ zvoleny´ch jiny´ch prostrˇed´ı. Z tohoto d˚uvodu doporucˇuji vytvorˇit
vsˇechna potrˇebna´ prostrˇed´ı jesˇteˇ prˇed samotny´m vytvorˇen´ım vla´ken.
Uka´zka pra´ce s prostrˇed´ımi je uvedena na Obra´zku 3.3.
3.3.3 Trˇ´ıda Constraint
Druha´ hlavn´ı trˇ´ıda Constrait zapouzdrˇuje kompletn´ı pra´ci s omezen´ımi pro sloty neserˇaze-
ny´ch fakt˚u. Vytvorˇen´ı omezen´ı je snadne´, konstruktor akceptuje jako parametr jedno asoci-
ativn´ı pole se cˇtyrˇmi mozˇny´mi kl´ıcˇi. Prvn´ı mozˇnost kl´ıcˇ :type jako hodnotu akceptuje jeden
nebo pole mozˇny´ch typ˚u. Typy jsou reprezentovany´ symboly a smı´ naby´vat hodnot :symbol,
:string, :lexeme, :integer, :float, :number, :instance_name, :instance_address,
:instance, :external_address, :fact_address prˇ´ıpadneˇ hodnoty :any reprezentuj´ıc´ı
jaky´koliv datovy´ typ (implicitn´ı hodnota). Druhy´ mozˇny´ kl´ıcˇ je :values akceptuj´ıc´ı jednu
cˇi pole vsˇech r˚uzny´ch hodnot, ktery´ch slot s t´ımto omezen´ım smı´ naby´vat. Posledn´ı dva
kl´ıcˇe :range a :cardinatily akceptuj´ı Ruby objekt trˇ´ıdy Interval. Kl´ıcˇ :cardinality
omezuje pocˇet mozˇny´ch hodnot v multislotech, zat´ımco :range omezuje mozˇne´ velikosti
ulozˇitelny´ch cˇ´ısel.
Pro na´zorneˇjˇs´ı pochopen´ı je na Obra´zku 3.4 uveden prˇ´ıklad, ktery´ vytva´rˇ´ı dveˇ r˚uzna´
omezen´ı. Slot s omezen´ım objektu a bude moci obsahovat pouze hodnoty typu rˇeteˇzec nebo
symbol. Druhy´ prˇ´ıklad, objekt b, nastavuje slotu povolen´ı pouze pro cela´ cˇ´ısla v rozsahu 3
azˇ 13.
Uvnitrˇ CLIPS bohuzˇel neexistuje mozˇnost, jak mnozˇinu omezen´ı ulozˇit jako samostat-
nou entitu. Omezen´ı je vzˇdy ulozˇeno pouze v ra´mci jednotlivy´ch slot˚u vytva´rˇeny´ch sˇablon.
Z tohoto d˚uvodu v knihovneˇ rbClips objekty trˇ´ıdy Constraint nemaj´ı metodu save a
nejdou tedy ani ulozˇit. Existuj´ı pouze na u´rovni interpretu Ruby. Pokud programa´tor na-
stav´ı neˇjake´mu slotu omezen´ı, vezme se jeho aktua´ln´ı stav a ten se pouzˇije. Pokud je tento
Constraint objekt posle´ze zmeˇneˇn, tak se zmeˇny jizˇ zpeˇtneˇ nepromı´tnou do vsˇech mı´st,
kde byl pouzˇit. Proto je vhodne´ vytvorˇit vsˇechny objekty popisuj´ıc´ı omezen´ı na zacˇa´tku
programu jesˇteˇ prˇed tvorbou sˇablon a da´le je pokud mozˇno jizˇ nemeˇnit.
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a = Constraint.new :type => [:string, :symbol]
b = Constraint.new :type => :integer, :range => 3..13
Obra´zek 3.4: Prˇ´ıklad pouzˇit´ı trˇ´ıdy Constraint.
# tvorba sablony pomoci asociativniho pole
Template.new :name => ’animal’, :slots => %w(name age race)
# tvorba samlony pomoci bloku
Template.new ’animal’ do |t|
t.slot :name # vytvor slot "name"
t.slot :age # vytvor slot "age"
t.slot :race # vytvor slot "race"
end
Obra´zek 3.5: Dveˇ mozˇnosti tvorby stejne´ sˇablony.
3.3.4 Trˇ´ıda Template
Trˇ´ıda Template slouzˇ´ı pro pra´ci s CLIPS sˇablonami. Vytvorˇit sˇablonu lze dveˇma za´kladn´ımi
postupy. Konstruktor akceptuje bud’ konfiguracˇn´ı asociativn´ı pole nebo jme´no sˇablony s
konfiguracˇn´ım blokem. V prˇ´ıpadeˇ konfigurace uzˇit´ım asociativn´ıho pole, mus´ı toto pole
obsahovat povinneˇ dva kl´ıcˇe - :name a :slots. Kl´ıcˇ :name slouzˇ´ı pro zada´n´ı jme´na sˇablony,
ktere´ mus´ı by´t v dane´m prostrˇed´ı unika´tn´ı. Druhy´ pozˇadovany´ kl´ıcˇ :slots slouzˇ´ı jako
seznam slot˚u vytva´rˇene´ sˇablony. Akceptuje jako hodnotu bud’ pole objekt˚u trˇ´ıdy String
nebo Symbol, ktere´ bude reprezentova´no jako jme´na jednotlivy´ch slot˚u. V prˇ´ıpadeˇ, kdy
uzˇivatel potrˇebuje zmeˇnit slot˚um vy´choz´ı chova´n´ı, je pro neˇj nachysta´na druha´ varianta kl´ıcˇe
:slots, ktera´ prˇij´ıma´ dalˇs´ı (jizˇ tedy vnorˇene´) asociativn´ı pole. Kl´ıcˇi tohoto vnorˇene´ho pole
jsou jme´na slot˚u, prˇicˇemzˇ hodnotami je v porˇad´ı jizˇ trˇet´ı asociativn´ı pole, ktere´ obsahuje
seznam atribut˚u dane´ho slotu. Atributy slot˚u existuj´ı dva: :multislot povoluj´ıc´ı ulozˇen´ı
v´ıce hodnot v ra´mci jednoho slotu a :default obsahuj´ıc´ı vy´choz´ı hodnotu (implicitneˇ nil).
Za´pis uzˇ´ıvaj´ıc´ı postupneˇ trˇi vnorˇena´ asociativn´ı pole nen´ı zrovna pro cˇloveˇka prˇehledny´,
proto existuje druha´, o dost cˇitelneˇjˇs´ı varianta vola´n´ı konstruktoru uzˇit´ım bloku. Konfi-
guracˇn´ı blok bude zavola´n s jednou promeˇnou pomocne´ trˇ´ıdy TemplateCreator, ktera´ ma´
metodu slot slouzˇ´ıc´ı pro vytvorˇen´ı nove´ho slotu. Jme´no slotu je prˇeda´no jako prvn´ı argu-
ment. Volitelneˇ lze jako druhy´ argument prˇedat asociativn´ı pole popisuj´ıc´ı atributy slotu
(tedy to same´ asociativn´ı pole, ktere´ se prˇeda´va´ jako druhe´ vnorˇene´ prˇi prvn´ı varianteˇ vola´n´ı
konstruktoru). Oba postupy jsou zobrazeny na Obra´zku 3.5.
3.3.5 Trˇ´ıda Fact
Jak bylo uvedeno v kapitole 2.2.2 CLIPS rozliˇsuj´ı dva typy fakt˚u - serˇazene´ a neserˇazene´.
Dı´ky velice podobne´ vnitrˇn´ı implementaci obou druh˚u fakt˚u v CLIPS, jsem je oba zapouzdrˇil
do jedine´ Ruby trˇ´ıdy jme´nem Fact. Veˇtsˇ´ına rozhran´ı te´to trˇ´ıdy je shodna´ pro oba typy fakt˚u,
ale samozrˇejmeˇ existuj´ı cˇa´sti, ve ktery´ch se API liˇs´ı.
Podobneˇ jako cele´ rozhran´ı rbClips i zmeˇna obsahu fakt˚u je navrzˇeno po vzoru ActiveRe-
cords. Programa´tora AR tedy neprˇekvap´ı, zˇe zmeˇny fakt˚u se neprojev´ı v CLIPS okamzˇiteˇ,
ale jsou jen loka´lneˇ ulozˇeny v instanci trˇ´ıdy. Azˇ po zavola´n´ı metody save se vsˇe ulozˇ´ı.
Bohuzˇel CLIPS se ke zmeˇneˇ faktu chova´ velice neprakticky – mı´sto zmeˇneˇn´ı jednotlivy´ch
atribut˚u se aktualizovany´ fakt prvneˇ vymazˇe, a pote´ se vlozˇ´ı novy´ s jizˇ aktualizovany´mi
hodnotami. Samozrˇejmeˇ toto prob´ıha´ jako jedna atomicka´ operace. Tedy nenastane stav,
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Fact.new ’Jarcec’, [20, "muz"]
Fact.new ’pohlavi’, %w(muz zena)
Obra´zek 3.6: Uka´zka vytvorˇen´ı serˇazene´ho faktu.
kdy by zbytek syste´mu mohl postrˇehnout, zˇe jeden fakt byl vymaza´n a novy´ jesˇteˇ nevlozˇen.
Pro rbClips to ovsˇem znamena´ obrovsky´ proble´m. Instance trˇ´ıdy si udrzˇuje ukazatel na
strukturu faktu v CLIPS a aktualizac´ı se tento ukazatel sta´va´ neplatny´m. Objekt je tedy
po aktualizaci jizˇ vlastneˇ neulozˇeny´ (jeho vnitrˇn´ı ukazatel neukazuje na neplatny´ fakt).
Tento neduh se mi nepodarˇilo opravit tak, abych nerozbil jinou, jizˇ napsanou funkciona-
litu, prˇ´ıpadneˇ budouc´ı pla´ny s rozsˇ´ıˇren´ım podpory pro v´ıcevla´knove´ aplikace. Proto je na
uzˇivateli rbClips, aby zajistil, zˇe aktualizaci provede azˇ v momenteˇ, kdy uzˇ dany´ fakt ne-
bude potrˇeba nada´le meˇnit. Ze zkusˇenosti z pouzˇ´ıva´n´ı AR, ktere´ je prˇedlohou rozhran´ı, si
mysl´ım, zˇe to nebude azˇ takovy´ proble´m dodrzˇet.
Serˇazeny´ fakt
Na na´sleduj´ıc´ıch pa´r rˇa´dc´ıch bych ra´d popsal metody specificke´ pro serˇazeny´ fakt. Roz-
hran´ı trˇ´ıdy Fact je ovsˇem optimalizovane´ hlavneˇ pro neserˇazene´ fakty, protozˇe ty obsahuj´ı
v´ıce mozˇnost´ı pro cˇistsˇ´ı na´vrh rozhran´ı. Z tohoto d˚uvodu bych doporucˇil pouzˇ´ıvat radeˇji
neserˇazenou variantu faktu.
V serˇazene´ varianteˇ faktu knihovna rbClips uchova´va´ pole hodnot, ktere´ je vrac´ı metoda
slots. Prvn´ı atribut neserˇazene´ho faktu nen´ı ve vra´cene´m poli obsazˇen, protozˇe se k neˇmu
CLIPS chovaj´ı jako ke jme´nu skupiny fakt˚u. Jak jizˇ bylo zmı´neˇno vy´sˇe, ve skutecˇnosti se
jedna´ o jme´no automaticky vygenerovane´ sˇablony. Pro z´ıska´n´ı prvn´ıho atributu (jme´na)
slouzˇ´ı metoda name.
Vytvorˇen´ı serˇazene´ho faktu je velice jednoduche´. Konstruktor v tomto prˇ´ıpadeˇ ocˇeka´va´
dva parametry. Prvn´ım je jme´no skupiny (objekt trˇ´ıdy String nebo Symbol) a druhy´m
pole vsˇech atribut˚u neserˇazene´ho faktu. Prˇ´ıklady mozˇny´ch za´pis˚u tvorby serˇazene´ho faktu
jsou uvedeny na Obra´zku 3.6.
Neserˇazeny´ fakt
Pra´ce s neserˇazeny´mi fakty je v prostrˇed´ı rbClips o dost pohodlneˇjˇs´ı nezˇ v prˇ´ıpadeˇ serˇazeny´ch
fakt˚u. Existuj´ı dveˇ za´kladn´ı metody podobne´ teˇm, ktere´ jsou k dispozici v prˇ´ıpadeˇ serˇazene´ho
faktu. Prvn´ı z nich je metoda slot(String or Symbol) vracej´ıc´ı hodnotu ulozˇenou v
dane´m slotu a metoda template vracej´ıc´ı sˇablonu, podle ktere´ byl fakt vytvorˇen (tedy
objekt trˇ´ıdy Template).
Nav´ıc ovsˇem rbClips plneˇ vyuzˇ´ıva´ dynamicˇnosti a otevrˇenosti Ruby a pro jednotlive´
sloty vytva´rˇ´ı prˇ´ıstupove´ metody shodne´ho jme´na jako sloty samotne´. C˘´ımzˇ velice napodo-
buje chova´n´ı ActiveRecords, ktere´ vytva´rˇ´ı prˇ´ıstupove´ metody instance podle na´zv˚u sloupc˚u
prˇ´ıslusˇny´ch relacˇn´ıch tabulek. Jednotlive´ instance neserˇazeny´ch fakt˚u maj´ı r˚uzne´ metody,
vygenerovane´ podle sˇablony, ze ktere´ byly vytvorˇeny. Z tohoto d˚uvodu je dobre´ da´vat pozor
a nevytva´rˇet sˇablony se jme´ny slot˚u, ktere´ jsou stejne´ jako jizˇ existuj´ıc´ı metody. Prˇ´ıkladem
nevhodne´ho jme´na slotu je naprˇ´ıklad save. Pokud bude sˇablona obsahovat takto pojme-
novany´ slot, tak p˚uvodn´ı metoda save, bude prˇekryta metodou pro prˇ´ıstup k atribut˚um
faktu a nebude v˚ubec mozˇne´ instanci ulozˇit do prostrˇed´ı CLIPS.
V prˇ´ıpadeˇ tvorby neserˇazene´ho faktu ocˇeka´va´ konstruktor dvojici parametr˚u. Prvn´ım z
nich mus´ı by´t ulozˇena´ instance sˇablony (trˇ´ıda Template), druhy´m je asociativn´ı pole, kde
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# pro neserazeny fakt je zapotrebi sablony
animal = Template.new :name => ’animal’,
:slots => %w(name age race)
animal.save
# tvorba dvou neserazenych faktu
Fact.new animal, :name => "Azor"
Fact.new animal, :name => "Zorka", :age => 2
Obra´zek 3.7: Uka´zka vytvorˇen´ı neserˇazene´ho faktu.
kl´ıcˇe jsou jme´na slot˚u sˇablony a jejich hodnoty jsou ulozˇeny do teˇchto slot˚u prˇi vytva´rˇen´ı
faktu. Uka´zka je k dispozici na Obra´zku 3.7.
3.3.6 Trˇ´ıda Rule
Posledn´ı z hlavn´ıch trˇ´ıd knihovny rbClips zapouzdrˇuje pra´ci s pravidly. Ty v CLIPS maj´ı
nezastupitelnou roli, protozˇe je v nich ulozˇena informace, co se ma´ a za jaky´ch podmı´nek
prove´st. Rozhodovac´ı ja´dro CLIPS jen vyb´ıra´ podle r˚uzny´ch, mnohdy uzˇivatelsky nastavi-
telny´ch kriteri´ı, ktere´ pravidla se maj´ı a v jake´m porˇad´ı prove´st. V ra´mci CLIPS jednou
vytvorˇena´ pravidla jizˇ nelze da´le upravovat, proto i rbClips vytva´rˇ´ı tyto objekty needito-
vatelne´. Vy´jimkou z needitovatelnosti je samozrˇejmeˇ tvorba pravidla v ra´mci konstruktoru
trˇ´ıdy.
Tvorba nove´ho pravidla je mı´rneˇ slozˇiteˇjˇs´ı, a proto se j´ı budu detailneˇ v na´sleduj´ıc´ıch
odstavc´ıch veˇnovat. Nove´ pravidlo se vytva´rˇ´ı tvorbou nove´ho objektu trˇ´ıdy Rule tak, jak je
v Ruby sveˇte zvykem vola´n´ım metody new. Tato metoda vyzˇaduje prˇeda´n´ı bloku prˇij´ımac´ı
pra´veˇ jeden argument, pomoc´ı ktere´ho bude na´sledneˇ cele´ pravidlo sestaveno. Prˇedany´
argument je instance trˇ´ıdy RuleCreator umozˇnuj´ıc´ı pomoc´ı svy´ch metod nadefinovat jak
levou, tak i pravou stranu pravidla.
Jak bylo uvedeno v kapitole 2.2.2 pravidla mohou obsahovat promeˇnne´. Ty jsou prˇi ak-
tivaci pravidla zameˇneˇny za skutecˇne´ hodnoty a vzˇdy plat´ı, zˇe vsˇechny promeˇnne´ stejne´ho
jme´na jsou nahrazeny pra´veˇ jednou hodnotou. V rbClips roli promeˇnny´ch prˇeb´ıraj´ı sym-
boly. Existuj´ı ovsˇem dva specia´ln´ı symboly, ktere´ jsou vy´jimkou z uvedene´ho pravidla, a
ktere´ se pouzˇ´ıvaj´ı v podstateˇ pouze u serˇazeny´ch fakt˚u. Prvn´ım je symbol :one, slouzˇ´ıc´ı
pro nahrazen´ı libovolne´ hodnoty atributu, ovsˇem v´ıce vy´skyt˚u mu˚zˇe by´t nahrazeno v´ıce
mozˇny´mi hodnotami. Slouzˇ´ı k prˇeskakova´n´ı nezaj´ımavy´ch hodnot neserˇazeny´ch fakt˚u, ktere´
programa´tora v ra´mci vytva´rˇene´ho pravidla nezaj´ımaj´ı. Druhy´m specia´ln´ım symbolem je
:any. Chova´ se velice podobneˇ jako symbol :one, akora´t za neˇj mu˚zˇe by´t v serˇazene´m faktu
substituova´na v´ıce nezˇ jedna hodnota.
Nejd˚ulezˇiteˇjˇs´ı metodou pro editaci leve´ strany pravidla je metoda pattern. Slouzˇ´ı pro
vyhleda´va´n´ı urcˇity´ch vzor˚u (takzvany´ pattern matching). Ma´ velice bohate´ mozˇnosti argu-
ment˚u, se ktery´mi mu˚zˇe by´t vola´na a vrac´ı vzˇdy objekt trˇ´ıdy FactAddress. Vra´ceny´ objekt
mu˚zˇe by´t na´sledneˇ pouzˇit v metoda´ch upravuj´ıc´ıch pravou stranu pravidla. Prvn´ı mozˇnost
vola´n´ı je urcˇena pro vyhleda´va´n´ı serˇazeny´ch fakt˚u a spocˇ´ıva´ v prˇedan´ı jednoho objektu
trˇ´ıdy String nebo Symbol a na´sledneˇ jednoho pole. Prvn´ı argument je pouzˇit jako jme´no
skupiny prˇ´ıbuzny´ch fakt˚u a pole je interpretova´no jako vyhleda´vac´ı vzor na te´to mnozˇineˇ.
Symboly v tomto poli jsou pouzˇity jako za´stupne´ promeˇnne´, ktere´ maj´ı v ra´mci aplikova´n´ı
pravidla vzˇdy stejnou hodnotu tak, jak bylo popsa´no v prˇedchoz´ıch odstavc´ıch. Druhy´m
mozˇny´m vola´n´ım je prˇedat jako prvn´ı argument objekt trˇ´ıdy Template a na´sledneˇ jednoho
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asociativn´ıho pole. Velice podobneˇ jako v prˇedchoz´ım prˇ´ıpadeˇ potom prvn´ı argument slouzˇ´ı
pro urcˇen´ı, na jake´ podmnozˇineˇ fakt˚u se bude vyhleda´vat (ve vsˇech faktech, vytvorˇeny´ch
podle prˇedane´ sˇablony). Asociativn´ı pole obsahuje jako kl´ıcˇe sloty sˇablony a jako hodnoty
vyhleda´vane´ vzory. Opeˇt lze pouzˇ´ıt symboly jako za´stupne´ hodnoty stejne´ prˇes vola´n´ı vsˇech
metod vytva´rˇene´ho pravidla. Posledn´ı mozˇnost´ı je prˇedat metodeˇ pattern jeden objekt
trˇ´ıdy String, ktery´ bude beze zmeˇny ulozˇen do CLIPS. Slouzˇ´ı pro vlastn´ı specifikova´n´ı
vyhleda´vane´ho vzoru pro prˇ´ıpady, kdy rbClips nedostatecˇneˇ zapouzdrˇuje mozˇnosti CLIPS.
Velice podobnou metodou je metoda retract. Jako jedna z ma´la upravuje jak levou,
tak za´roveˇnˇ i pravou stranu pravidla. Na leve´ straneˇ pravidla urcˇuje vyhleda´vac´ı vzor a
proto akceptuje stejne´ mozˇnosti parametr˚u jako metoda pattern. Nav´ıc s n´ı sd´ıl´ı i stejnou
na´vratovou hodnotu, objekt trˇ´ıdy FactAddress. Na rozd´ıl od n´ı ovsˇem, po aktivaci pravidla
nalezeny´ fakt smazˇe.
Metody pattern a retract afektuj´ı levou stranu pravidla, tedy urcˇuj´ı za jaky´ch podmı´-
nek se pravidlo aplikuje. Pokud je jich v definici pravidla uvedeno v´ıce, tak je mezi neˇ da´na
logicka´ spojka ”a soucˇasneˇ“ (and). Tedy vsˇechny vyhleda´vane´ vzory mus´ı by´t nalezeny,
aby dane´ pravidlo mohlo by´t aplikova´no. Pro mozˇnost jemneˇjˇs´ıho definova´n´ı leve´ strany
existuj´ı trˇ´ı metody s obdobny´m pouzˇit´ım - and, or a not. Tyto metody vyzˇaduj´ı prˇeda´n´ı
bloku s jedn´ım parametrem, do ktere´ho bude prˇeda´n opeˇt objekt trˇ´ıdy RuleCreator. Vy-
hleda´vane´ vzory definovane´ uvnitrˇ prˇedane´ho bloku budou hledany´ s logickou spojkou podle
prˇ´ıslusˇne´ho na´zvu metody. Pro jesˇteˇ jemneˇjˇs´ı nastavova´n´ı podmı´nek rbClips umozˇnˇuje
vza´jemne´ zanorˇovan´ı teˇchto blok˚u do sebe. Du˚lezˇitou vy´jimkou z prezentovane´ho chova´n´ı
je absence metody retract, ktera´ v bloku not a ve vsˇech jemu vnorˇeny´ch jizˇ nen´ı k dispo-
zici. Chyb´ı zde z logicke´ho d˚uvodu. Metoda retract slouzˇ´ı po aktivaci pravidla ke smaza´n´ı
faktu z pameˇti. Ovsˇem blok not zarucˇuje, zˇe dany´ fakt neexistuje a logicky tedy nen´ı ani
co vymazat. Velice obdobneˇ je uvnitrˇ not bloku zmeˇneˇno chova´n´ı metody pattern, ktera´
mı´sto objektu FactAddress vrac´ı nil.
Velice uzˇitecˇny´m rozsˇ´ıˇren´ım mozˇnost´ı CLIPS v knihovneˇ rbClips je mozˇnost v ra´mci
prave´ strany volat metodu libovolne´ho objektu Ruby. Registrovan´ı objektu a jeho metody
se prova´d´ı metodou rcall, ktera´ ma´ minima´lneˇ dva povinne´ argumenty. Prvn´ım je objekt,
na ktere´m ma´ byt zavola´na metoda specifikovana´ v druhe´m parametru. Dalˇs´ı parametry jsou
nepovinne´ a slouzˇ´ı k prˇeda´n´ı parametr˚u volane´ metody. Samozrˇejmost´ı je mozˇnost zadat na
tomto mı´steˇ symbol, ktery´ v konecˇne´m vola´n´ım metody bude nahrazen prˇ´ıslusˇnou aktivacˇn´ı
hodnotou, za kterou byl symbol nahrazen. Tento zp˚usob reakce na aktivaci pravidla je
jeden z nejd˚ulezˇiteˇjˇs´ıch prˇ´ınos˚u knihovny rbClips do vy´sledny´ch expertn´ıch syste´mu na ni
zalozˇeny´ch. Mozˇnost volat v ra´mci pravidla metodu na libovolne´m objektu Ruby umozˇnˇuje
do vy´sledne´ho expertn´ıho syste´mu zakomponovat libovolnou jizˇ existuj´ıc´ı knihovnu Ruby.
Nav´ıc prˇina´sˇ´ı do procesu vykona´va´n´ı pravidla dynamiku typickou pro jazyk Ruby. V ra´mci
volane´ metody lze totizˇ naprˇ´ıklad z´ıska´vat data z relacˇn´ıch databa´z´ı a na jejich za´kladeˇ se
rozhodovat o dalˇs´ım postupu.
Posledn´ı zat´ım nezmı´neˇnou metodou objektu RuleCreator je metoda rhs. Akceptuje
pra´veˇ jeden argument trˇ´ıdy String, ktery´ bez jaky´chkoliv kontrol vlozˇ´ı do prave´ strany
vytva´rˇene´ho pravidla. Slouzˇ´ı jako za´chrana v prˇ´ıpadeˇ, zˇe pozˇadovana´ funkcionalita nen´ı
mou knihovnou zapouzdrˇena. Komplexneˇjˇs´ı prˇ´ıklad tvorby pravidla je na Obra´zku 3.8.
Po vytvorˇen´ı pravidla je potrˇeba ho jesˇteˇ ulozˇit do CLIPS pomoc´ı metody save. Pravidla
se zacˇnou aktivovat azˇ po spusˇteˇn´ı rozhodovac´ıho algoritmu, ktery´ se v rbClips spousˇt´ı
pomoc´ı metody run modulu Base.
30
savci = Rule.new "savci" do |r| # pravidlo "savci"
r.pattern ’animal’, :name # musi existovat "animal"
r.pattern ’warm-blooded’, :name # a zaroven teplokrevne
r.not do |n| # nesmi ovsem klast
n.pattern ’lays-eggs’, :name # vejce
end
r.assert ’mammal’, :name # vytvor noveho savce
end
Obra´zek 3.8: Uka´zka vytvorˇen´ı pravidla.
3.4 Implementacˇn´ı zaj´ımavosti
V na´sleduj´ıc´ıch odstavc´ıch bych se ra´d veˇnoval implementacˇn´ım zaj´ımavostem, na ktere´
jsem v ra´mci te´to pra´ce narazil. Nejprve bych se ovsˇem ra´d veˇnoval vy´beˇru zp˚usobu tvorby
samotne´ho bina´rn´ıho rozsˇ´ıˇren´ı. Nejjednodusˇsˇ´ı prˇ´ıstup automaticke´ho vytvorˇen´ı cele´ho roz-
hran´ı by zachoval dostupne´ funkce CLIPS i s jejich parametry. Uzˇivatel knihovny by byl nu-
cen ucˇit se nav´ıc jesˇteˇ syntaxi uzˇivatelske´ho rozhran´ı CLIPS, cozˇ bylo pozˇadavky vyloucˇeno.
V u´vodn´ıch verz´ıch na´vrhu jsem se proto prˇiklonil sp´ıˇse ke kombinovane´mu prˇ´ıstupu. Nad
automaticky vygenerovany´m rozhran´ım jsem napsal vysˇsˇ´ı zapouzdrˇovac´ı logiku, ktera´ cele´
procedura´ln´ı chova´n´ı zapouzdrˇila do objekt˚u. S t´ımto prˇ´ıstupem dokonce vzniklo neˇkolik
funkcˇn´ıch prototyp˚u knihovny na prezentaci, zˇe to takto mu˚zˇe fungovat (tzv. ”proof of con-
cept“). Prototypy sice fungovaly, ovsˇem kv˚uli neusta´le´mu prˇeva´deˇn´ı vsˇech datovy´ch typ˚u
z Ruby objekt˚u do jazyka C a zpeˇt prˇi kazˇde´ operaci trpeˇly slabsˇ´ım vy´konem. Naprˇ´ıklad
i jinak velice rychla´ pra´ce s ukazateli jazyka C byla zpomalena neusta´ly´mi konverzemi do
objekt˚u, ktere´ byly prˇeda´ny do vysˇsˇ´ıch vrstev ke zpracova´n´ı, a na´sledne´mu prˇeveden´ı zpeˇt
na ukazatele, aby se na jejich za´kladeˇ provedla v CLIPS urcˇita´ operace (naprˇ´ıklad nalezen´ı
urcˇite´ho faktu).
Proto jsem se nakonec rozhodl cele´ rozhran´ı napsat v jazyce C a doda´vat jako cˇisteˇ
bina´rn´ı rozsˇ´ıˇren´ı. Po d˚ukladne´m prˇecˇten´ı dokumentace k Ruby jsem nav´ıc zjistil, zˇe umozˇnˇuje
do objekt˚u ulozˇit i ukazatel na libovolnou strukturu, o kterou se nav´ıc stara´ sa´m interpret.
Garbage collector prˇed uvolneˇn´ım objektu obsahuj´ıc´ıho ukazatel zavola´ nejprve registrova-
nou uvolnˇovac´ı funkci na tento ulozˇeny´ ukazatel a azˇ na´sledneˇ objekt odstran´ı. Nejcˇasteˇji je
registrovana´ funkce free(), ale v prˇ´ıpadeˇ potrˇeby lze pro slozˇiteˇjˇs´ı struktury zaregistrovat
zcela libovolnou funkci (prˇij´ımac´ı pra´veˇ jeden parametr typu void *). Ta mu˚zˇe strukturu
postupneˇ uvolnit tak, aby nedosˇlo k zˇa´dny´m u´nik˚um pameˇti.
T´ımto zp˚usobem do objekt˚u ukla´da´m vlastneˇ vytvorˇene´ struktury obsahuj´ıc´ı minima´lneˇ
jednu promeˇnou. Tou je ukazatel void * ukazuj´ıc´ı na vnitrˇn´ı struktury CLIPS. Naprˇ´ıklad
Ruby objekt reprezentuj´ıc´ı fakt ma´ ve vnorˇene´m ukazateli ulozˇen odkaz na strukturu, ktera´
mimo jine´ obsahuje odkaz na jeho strukturu v CLIPS. T´ım pa´dem ma´m k dispozici rychle´
spojen´ı mezi Ruby objektem a jeho CLIPS reprezentac´ı. Nemus´ım pokazˇde´ popisovanou
entitu vyhleda´vat a vsˇechny operace jsou podstatneˇ rychlejˇs´ı.
3.5 Prˇeklad
Zdrojove´ ko´dy knihovny rbClips jsou k dispozici na prˇilozˇene´m CD. Na te´mzˇe CD je k
dispozici i cely´ Git reposita´rˇ (Git je na´stroj pro udrzˇova´n´ı verz´ı soubor˚u podobneˇ jako CVS
nebo Subversion). C˘tena´rˇ ma´ tedy prˇ´ıstup k cele´ historii projektu, ne jen k jeho odevzdane´
verzi. Vy´voj knihovny dnem odevzda´n´ı bakala´rˇske´ pra´ce nav´ıc nekoncˇ´ı a nejaktua´lneˇjˇs´ı verzi
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lze sta´hnout z verˇejne´ho git reposita´rˇe serveru Github 1.
Knihovna ma´ dveˇ hlavn´ı za´vislosti - CLIPS a Ruby. CLIPS je mozˇne´ sta´hnout z oficia´ln´ıch
stra´nek projektu a to zvla´sˇt’ bal´ıcˇek se zdrojovy´mi ko´dy a s r˚uzny´mi makefile soubory.
Makefile soubor pro prˇeklad knihovny bohuzˇel obsahuje chybu. Chyb´ı v neˇm flag -fPIC,
bez ktere´ho se neda´ dynamicka´ knihovna vytvorˇit. Proto jsem se rozhodl umı´stit zdrojove´
ko´dy CLIPS, oproti ktery´m je ma´ bakala´rˇska´ pra´ce vytvorˇena a otestova´na, prˇ´ımo do sve´ho
reposita´rˇe. Odpada´ tedy nutnost rucˇn´ıho stahova´n´ı CLIPS.
Druha´ hlavn´ı za´vislost – interpret Ruby – jizˇ v dodane´m reposita´rˇi z d˚uvodu prˇ´ıtomnosti
ve veˇtsˇineˇ distribuc´ı a velice aktivn´ımu vy´voji prˇ´ıtomna nen´ı. Pro prˇeklad je potrˇeba mı´t
v syste´mu nainstalova´n nejen samotny´ interpret, ale i jeho prˇ´ıpadne´ vy´vojove´ bal´ıcˇky.
Pozˇadovana´ verze je 1.9.x, dnes jizˇ pouze udrzˇovana´ veˇtev 1.8 nen´ı rbClips podporova´na a
knihovna nep˚ujde s touto verz´ı prˇelozˇit. Pro prˇ´ıpad absence v neˇjake´ neobvykle´ distribuci
je arch´ıv s podporovanou verz´ı Ruby prˇ´ıtomen take´ na prˇilozˇene´m CD.
Z obvykly´ch za´vislost´ı je potrˇeba mı´t prostrˇed´ı pro prˇeklad, tedy hlavneˇ prˇekladacˇ gcc.
Z rodiny na´stroj˚u autotools je potrˇeba pouze bal´ıcˇek s programem make. Ostatn´ı nejsou
potrˇeba, protozˇe Makefile pro prˇeklad bina´rn´ıho rozsˇ´ıˇren´ı vytvorˇ´ı Ruby skript, ktery´ je
pro tyto u´cˇely doda´n. V korˇenove´ slozˇce projektu je jizˇ vytvorˇen hlavn´ı soubor Makefile,
ktery´ obsahuje vsˇechny cˇa´sti prˇekladu pohromadeˇ. Pro samotny´ prˇeklad tedy stacˇ´ı spustit
program make v korˇenove´ slozˇce knihovny. Jako prvn´ı se prˇelozˇ´ı zahrnuta´ verze CLIPS a
azˇ na´sledn´ı vlastn´ı knihovna rbClips. V posledn´ı fa´zi prˇekladu se spust´ı automaticke´ testy
pro oveˇrˇen´ı spra´vnosti a funkcˇnosti prˇekladu.
3.6 Prakticky´ prˇ´ıklad
Jako posledn´ı podkapitolu o knihovneˇ rbClips bych ra´d uvedl trosˇku slozˇiteˇjˇs´ı prˇ´ıklad spolu
s jeho slovn´ım popisem. Uka´zka je zobrazena na Obra´zku 3.9 a ukazuje vyhleda´van´ı savc˚u
na mnozˇineˇ r˚uzny´ch zv´ıˇrat a jejich vlastnost´ı.
Nejprve vytvorˇ´ım vsˇechny fakta o zv´ıˇratech a jejich vlastnostech za pouzˇit´ı serˇazene´ho
faktu (pozna´mka #1). Za povsˇimnut´ı stoj´ı forma za´pisu, kdy nepouzˇ´ıva´m jeden dlouhy´
fakt se seznamem vsˇech vlastnost´ı dane´ho zv´ıˇrete. Mı´sto toho ma´m vzˇdy vlastnost a jako
jej´ı atribut jme´no zv´ıˇrete ke ktere´mu na´lezˇ´ı. Tento zp˚usob mi jednodusˇsˇ´ı na´sledny´ za´pis
pravidel.
Prvn´ı pravidlo (pozna´mka #2) vyhleda´va´ savce podle dvou vlastnost´ı. Za prve´ mus´ı byt
teplokrevn´ı a za druhe´ nesmeˇj´ı kla´st vaj´ıcˇka. Pravidlo kra´sneˇ prezentuje pouzˇit´ı symbolu
jako za´stupne´ promeˇnne´ pro jme´no zv´ıˇrete a pouzˇit´ı bloku not. Druhe´ pravidlo (pozna´mka
#3) vyjadrˇuje lidsky zapsanou veˇtu: ”Je-li rodicˇ savcem, pote´ i jeho potomek je savcem“.
Opeˇt lze kra´sneˇ videˇt funkci symbol˚u jakozˇto za´stupny´ch znak˚u a to jak pro jme´no rodicˇe,
tak i pro jme´no jeho potomka. Kazˇde´ pravidlo bude spusˇteˇno pro vsˇechny platne´ kombinace,
ktere´ budou v mnozˇineˇ vstupn´ıch fakt˚u nalezeny. Nav´ıc spusˇteˇn´ı rozhodovac´ıho algoritmu
(pozna´mka #4) nen´ı omezeno zˇa´dny´m maxima´ln´ım pocˇtem aplikovany´ch pravidel, takzˇe
rozhodovac´ı algoritmus svou cˇinnost ukoncˇ´ı azˇ jizˇ nebude mı´t zˇa´dna´ pravidla k aktivaci.
Po dokoncˇen´ı uka´zkove´ho programu prˇibudou do mnozˇiny fakt˚u celkem 4 nova´ fakta
pro savce. Na za´kladeˇ prvn´ıho pravidla se bude jednat o identifikova´n´ı savce kocˇky a psa a
na za´kladeˇ druhe´ho pravidla jesˇteˇ fakta pro jejich potomky, tedy koteˇ a sˇteˇneˇ.



























mammal2 = Rule.new "childs" do |r|
r.pattern ’mammal’, :name










Knihovnu rbClips jsem u´speˇsˇneˇ naprogramoval podle vsˇech pozˇadavk˚u a odzkousˇel na
za´kladeˇ test˚u, ktere´ jsou soucˇa´st´ı knihovny. V soucˇasne´ dobeˇ prob´ıha´ jej´ı dalˇs´ı testovan´ı
pro odhalen´ı r˚uzny´ch chyb, ktery´ch jsem si prˇi vlastn´ım testova´n´ı nevsˇiml. Dalˇs´ım krokem
bude pouzˇ´ıt knihovnu k tvorbeˇ expertn´ıho syste´mu v Ruby pro automatickou klasifikaci
vzork˚u malware, tak jak jsem zmı´nil v u´vodu.
Mezi vy´hody knihovny rbClips a prˇednosti jej´ıho pouzˇit´ı oproti prˇ´ıme´mu pouzˇit´ı CLIPS
mohu uve´st:
Zapouzdrˇen´ı procedura´ln´ıho chova´n´ı. Manua´ln´ı prˇ´ıstup k tvorbeˇ zprˇ´ıstupnˇovac´ıho
bina´rn´ıho rozsˇ´ıˇren´ı mi umozˇnil zapouzdrˇit jednotlive´ skupiny funkc´ı do trˇ´ıd. Naprˇ´ıklad
vsˇechny funkce pracuj´ıc´ı s fakty jsou, at’ uzˇ prˇ´ımo cˇi neprˇ´ımo, vola´ny pomoc´ı metod trˇ´ıdy
Fact. Samotna´ trˇ´ıda nav´ıc cele´ rozhran´ı prˇizp˚usobuje objektove´mu na´vrhu a nepsany´m
konvenc´ım jazyka Ruby. Programa´tor pouzˇ´ıvaj´ıc´ı rbClips si v˚ubec nemus´ı by´t veˇdom, zˇe
na nizˇsˇ´ı u´rovni se pouzˇ´ıva´ pouze procedura´ln´ı knihovna napsana´ v jazyce C.
Zapouzdrˇen´ı syntaxe CLIPS. Zapouzdrˇen´ı cele´ho rozhran´ı knihovny rbClips do ob-
jekt˚u umozˇnilo schovat uzˇivatelske´ rozhran´ı CLIPS. Programa´tor se tak nemus´ı ucˇit dalˇs´ı
jazyk, nav´ıc od Ruby velice odliˇsny´, ktery´m by ovla´dal prostrˇed´ı CLIPS. Neˇktere´ me´neˇ
vyuzˇ´ıvane´ konstrukce CLIPS nejsou bohuzˇel v rbClips prˇ´ımo podporova´ny, a proto jsem
prˇidal mozˇnost vkla´dat a vykona´vat validn´ı u´ryvky CLIPS ko´du prˇ´ımo.
Zpeˇtne´ vola´n´ı Ruby metod. Knihovna obsahuje mozˇnost jako akci pro pravidla
(konsekvent) nastavit metodu libovolne´ho objektu Ruby. Ta se po aktivaci pravidla zavola´.
Do takto volane´ metody lze prˇedat libovolne´ parametry a to nejen ty zna´me´ v dobeˇ tvorby
pravidla, ale trˇeba i ty ktere´ vedly k aktivaci pravidla.
Vyuzˇity´ vsˇech dostupny´ch Ruby knihoven. Ve vy´sledne´m expertn´ım syste´mu
jehozˇ za´kladem bude knihovna rbClips, lze vyuzˇ´ıvat naprosto libovolnou, jizˇ existuj´ıc´ı kni-
hovnu Ruby. Dı´ky mozˇnosti vola´n´ı libovolne´ metody v ra´mci aktivace pravidel lze naprˇ´ıklad
v dobeˇ vyhodnocen´ı pravidla pousˇteˇt dotazy v relacˇn´ıch databa´z´ıch nebo spousˇtet extern´ı
utility.
Prˇ´ımy´ prˇ´ıstup ke CLIPS. Pro prˇ´ıpad, zˇe uzˇivatelem pozˇadovana´ funkcionalita CLIPS
nen´ı knihovnou rbClips zprˇ´ıstupneˇna, je mozˇne´ ovla´dat cely´ expertn´ı syste´m i za pouzˇit´ı
uzˇivatelske´ho rozhran´ı CLIPS. Tato vy´hoda se mu˚zˇe obzvla´sˇteˇ hodit v prˇ´ıpadeˇ prˇechodu jizˇ
existuj´ıc´ıho syste´mu na knihovnu rbClips, protozˇe existuj´ıc´ı zdrojove´ ko´dy lze pouzˇ´ıt prˇ´ımo.
Prˇechod lze uskutecˇnit po cˇa´stech a nen´ı potrˇeba hned vsˇechny zdrojove´ ko´dy prˇepsat do
Ruby.
Knihovna by mohla slouzˇit jako za´klad doplnˇku ke sta´vaj´ıc´ımu antivirove´mu ja´dru. To
klasifikuje viry na za´kladeˇ vyhleda´va´n´ı r˚uzny´ch vzor˚u v prohleda´vany´ch souborech. K tomu
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by sˇlo vytvorˇit druhe´ ja´dro kvalifikuj´ıc´ı malware na za´kladeˇ jeho chova´n´ı (tedy behaviour
detekce), jej´ımzˇ za´kladem by byla pra´veˇ knihovna rbClips. Operacˇn´ı syste´m by hla´sil akce
jednotlivy´ch programu˚. Naprˇ´ıklad alokace velke´ho bloku souvisle´ pameˇti, rozsˇifrova´n´ı dat
do te´to pameˇti a jej´ı na´sledne´ spusˇteˇn´ı. rbClips knihovna by pote´ rozhodovala zda-li je
chovan´ı programu˚ spra´vne´ a prˇ´ıpustne´. Prˇ´ıpadneˇ by oznacˇila dany´ program za malware a
ozna´mila vsˇe uzˇivateli. Samozrˇejmeˇ by vy´sledne´ nove´ ja´dro antiviru mohlo vyuzˇ´ıvat vesˇkere´
mozˇnosti, ktere´ nab´ız´ı jak CLIPS, tak i Ruby. Naprˇ´ıklad nechat zkontrolovat sta´vaj´ıc´ım
ja´drem uzˇ rozsˇifrovany´ ko´d malwaru, ktery´ prˇedt´ım nemusel by´t detekova´n.
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