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Resum 
En aquest projecte s’estudia i analitza la manera de crear una pàgina web dinàmica amb un 
framework Web, Django. En aquest cas la pagina està enfocada en la creació d’una agenda 
sobre les sales polivalents que hi ha a la facultat ETSEIB del Campus Sud. 
L’aplicació està dissenyada de tal manera que sigui possible adaptar-la en altres sales i 
expandir o reemplaçar les sales existents. Sense haver de modificar o afegir molt més codi. 
També s’explica les característiques i els conceptes d’un framework i sobretot els conceptes 
enfocats en el Django, un dels frameworks escrits amb llenguatge Python, amb l’objectiu 
d’aprendre a crear una aplicació Web utilitzant les seves principals funcions i seguir la seva 
arquitectura a l’hora de programar. 
Per poder seguir també es fa menció sobre quines eines de desenvolupament i creació 
d’arxius Python i HTML i els motius de per què s’han escollit. 
Pel que fa en l’aplicació web, un usuari qualsevol pot consultar els esdeveniments passats i 
futurs de les dues sales amb la possibilitat de contactar amb l’administrador, cercar 
esdeveniments i registrar-se per poder tenir permís per afegir esdeveniments nous. 
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2. Introducció 
2.1. Motivació  
Des d’un principi m’he trobat en molts dubtes a l’hora d’escollir tema pel treball de fi de grau, 
pot dir-se que tot i acabar amb els quatre cursos de grau encara no sé ben bé el que 
m’agradaria dedicar-me i així tampoc un camp en que estigui motivada. L’únic que sabia era 
que volia enfocar el treball en algun tema que pogués aprendre nous conceptes i així tenir 
profit en un futur. 
La motivació comença en que sabent que actualment amb el gran avenç tecnològic que estem 
presenciant sembla ser que tard o d’hora hi haurà un procés de digitalització de dades en tots 
els àmbits i com a conseqüència haver de treballar en la millora o la creació de programes, 
aplicacions mòbils, pagines webs, etc. Per poder cobrir les noves necessitats disponibles. 
Tot degut a que la societat cada vegada són més dependents a les noves comoditats, incloent-
me a mi,  pot ser un bon començament a entendre més d’aquest àmbit i poder fer un pas més 
ja no com a usuària sinó capaç de desenvolupar o entendre el que hi ha darrere d’aquest 
fenomen. 
2.2. Objectius del projecte 
Els objectius d’aquest projecte és  l’estudi del funcionament del framework Django poder ser 
capaç de  crear aquesta pagina web basat en llenguatge Python, en format agenda, que 
contingui informació sobre dues de les sales  que hi ha facultat ETSEIB, concretament la Sala 
d’Actes i l’Aula Capella.  
La informació que contindria en un principi seria: 
- Informació d’esdeveniments 
- Possibilitat d’enviar sol·licitud de reserva o queixa. 
- Registrar-te com a usuari especial per afegir un esdeveniment. 
- Altres aspectes que puguin millorar la comoditat de l’ús d’aquesta pàgina web, com 
ara un cercador. 
En aquesta pàgina web es marcaran com objectius una interfície clara i intuïtiva de manejar 
mostrant la informació adient i de la manera més visual possible. A més de tenir una pàgina 
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d’administració per poder afegir, modificar o eliminar els esdeveniments. 
2.3. Abast del projecte 
L’abast del projecte serà fer un anàlisis i estudi del framework, en aquest cas, Django 1.7 amb 
Python 3.4. 
Desenvolupar la pagina web incloent totes les funcions, tenir accés a informació en format 
agenda i amb la possibilitat de poder afegir més esdeveniments i acabar fins el últim pas abans 
del llançament al servidor. 
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3. Django 
Django és un framework de desenvolupament web, sobretot per pagines webs dinàmiques, 
de codi obert escrit en Python, que respecta el patró de disseny MVC, on es caracteritza en 
poder afegir aplicacions externes fetes amb Django, tenir una API de base de dades, conjunt 
de tasques comunes ja incorporades, un sistema extensible de plantilles amb etiquetes, URLs 
basats en expressions regulars, middleware per desenvolupar característiques addicionals,  
suport d’internacionalització i una pagina d’administració incorporada.  
Abans de començar amb el framework Django s’explicarà els conceptes principals per 
entendre’l millor. 
3.1. Pagina Web dinàmica 
Com s’ha comentat un framework està dissenyat per crear pagines webs dinàmiques, per 
aquest motiu s’ha creat aquest apartat per entrar en context del que es parlarà i quines són  
les idees més importants d’una pagina web dinàmica. 
El concepte d’una pagina Web dinàmica és coneix com aquella que el seu contingut es genera 
a partir de segons quina petició del usuari introdueixi en una web o formulari. Aquest no està 
inclòs en un arxiu HTML com en les pagines Web estàtiques que el seu contingut està 
predeterminat, sinó que la informació es genera immediatament després d’una sol·licitud feta 
per l’usuari.  
Això es possible perquè una pagina dinàmica té associada una base de dades des de la qual 
es permet visualitzar en aquesta.  
Les funcions més conegudes de les pagines webs dinàmiques són: 
- Mostrar contingut d’una base de dades, depenent del que sol·liciti l’usuari a través d’un 
formulari de web 
- Actualitzar el contingut d’una base de dades. 
- Generar pagines web de contingut estàtic 
- Millorar la interacció entre el usuari i la web. 
La majoria d’aquestes aplicacions web segueixen la programació per capes.  
La programació per capes és una arquitectura client-servidor en que el objectiu primordial és 
la separació de la lògica de negocis amb la lògica de disseny, és a dir, en un cas basic seria 
separar la capa de dades de la capa de presentació al usuari. La gracia d’aquest tipus de 
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programació es que el lloc de desenvolupament es porta en diferents nivells i en el cas que hi 
hagués algun problema només s’hauria de tractar en el nivell on resideix el problema. Les 
capes principals són la capa de presentació(el que veu l’usuari), la capa de negocis(on 
resideix els programes que s’executen) i la capa de dades(la base de dades). 
 
Fig. 3.1 Funcionament d’una progrmació per capes 
En el cas d’aquest projecte també es farà servir una estructura semblant que enfocat amb 
Django seria: 
 
Fig. 3.2 Estructura de l'aplicació nova 
- El client seria el navegador web 
- El middleware seria l’aplicació Django 
- La base de dades seria SQLite3 Database basat en Python  
- Aplicacions externes 
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3.2. Framework Web  
Al veure el funcionament d’una pagina Web dinàmica es pot dir que un framework és una de 
les opcions primordials a l’hora de crear pagines d’aquest tipus. 
Un framework o una infraestructura digital, és una estructura conceptual i tecnològica amb 
una funcionalitat definida que tenen com a objectiu poder construir una pagina Web utilitzant 
uns patrons de disseny. Normalment venen amb paquets o mòduls de software concrets, que 
poden servir de base per la organització i desenvolupament d’aquesta, també inclouen suport 
de programes, biblioteques i llenguatge interpretat entre d’altres que ajuden en el 
desenvolupament i la unió dels diferents components d’un projecte. Així com es caracteritza 
per la seva alta cohesió i el baix acoblament entre components, esta enfocat en que els 
components no depenguin tan d’un de l’altre, conseqüentment cada peça de l’aplicació que 
funciona en el framework pugui tenir la possibilitat de ser modificada sense que afecti a les 
altres peces. 
L’arquitectura o patrró de disseny d’un framework és conegut com MVC (Model-Vista-
Controlador), gracies a aquest patró es pot separar en parts la programació del projecte: 
- Model: El Model és el que maneja les operacions lògiques, és a dir, controla el 
processament i la creació  de la base de dades. 
- Vista: La Vista li correspon en dibuixar o expressar la ultima forma de les dades, o 
sigui la interfície gràfica que interactua amb el usuari final del programa. I és el que fa 
arribar tota la informació obtinguda fins al controlador. 
- Controlador: El Controlador és qui controla l’accés a la nostra aplicació com ara els 
arxiu, els scripts i els programes, qualsevol informació que suporti la interfície. 
Llavors amb el controlador, el model o la vista es maneja les dades i només depèn del 
desenvolupador de la pagina la manera com s’ha d’interpretar i manejar. 
 
3.2.1. Origen  
L’aparició del terme framework en la creació d’una pàgina web va ser deguda principalment 
quan les pagines dinàmiques es van fer cada vegada més populars i les eines que tenien 
seguia tenint molts problemes en quan el procés de desenvolupant.  
Tot va començar gracies a un grup de emprenedors del Centre Nacional d’Aplicacions en 
crear la primera pàgina web dinàmica capaç d’invocar programes externs podien generar 
HTML dinàmicament. Més tard, el van anomenar aquest com a protocol CGI o Commom 
Gateway Interface. CGI et permetia crear en pagines que generessin recursos de manera 
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dinàmica segons la demanda de l’usuari. Aquest es podria considerar com la primera 
generació o el principi de la etapa de la pàgina Web dinàmica.  
Tot i que va suposar un gran pas seguia mancant molts aspectes com ara la gran quantitat de 
codi repetitiu que els feia difícil de reutilitzar-lo, així com també eren complicats d’entendre i 
escriure per desenvolupadors que acaben de començar en aquest camp. 
Llavors va aparèixer PHP que va solucionar molts problemes que tenia el protocol CGI i que 
fins avui en dia segueix sent una de les eines més populars per crear una Web dinàmica i que 
molts entorns i llenguatges han seguit el seu disseny. L’èxit del PHP és perquè és més fàcil 
d’utilitzar ja que té un codi més simple i així també molt més fàcil d’accedir al codi HTML. 
Però PHP també té els seus propis problemes, per exemple pel fet que sigui fàcil al utilitzar té 
com a conseqüència que el codi no estigui tan bé polit i que també tingui problemes en quan 
a la seguretat. 
Per això, considerant el PHP com la segona generació,  apareix la tercera generació que són 
el framework de desenvolupament Web, que són creats precisament per intentar solucionar 
o millorar aquests problemes. Proporcionen una estructura, com s’ha mencionat anteriorment, 
de programació per aplicacions amb codis de forma més neta i més fàcil de mantenir. 
 
3.3. Arquitectura de Django 
Django està construïda amb una filosofia inspirada amb el patró MVC però amb alguns canvis 
que segons l’equip de desenvolupament del projecte Django consideraven que era tot per una 
millora cara a la creació de al pagina Web. 
Aquest segueix un patró de disseny que s’anomena MTV (Model, Plantilles ’Templates’, Vista) 
sobretot s’utilitza en la creació d’aplicacions impulsades per una base de dades: 
- Model: És la capa d’accés a la base de dades, aquesta capa conté tota la informació 
sobre les dades: com accedir, com validar-los, quin és el comportament i les relacions 
amb les dades. 
- Template (Plantilla): És la capa de presentació. Aquesta capa conté les decisions 
relacionades amb la presentació com s’han de mostrar els objectes dins la pagina web 
vista per l’usuari. 
- Vista: És la capa que conté la lògica per accedir al model i enviar a la plantilla 
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apropiada les dades que es necessita en la petició de l’usuari, es pot considerar com 
un pont entre el model i les plantilles. 
Tot i així encara es pot dir que Django segueix el patró MVC: 
- Model: La part d’accés a la base de dades és manejada per la capa de la base de 
dades de Django, que és mencionarà més tard. 
- Vista: Aquesta part que selecciona quines dades mostrar i com mostrar-les, és 
manejada per la vista i les plantilles de Django. 
- Controlador: La part que en que maneja la vista depenent de l’usuari és controlada pel 
mateix framework, aquest només cal seguir la configuració del URL i cridar la funció 
apropiada de Python depenent de la URL obtinguda per manejar la vista. 
Com la part del Controlador ho maneja el mateix framework Django li dona més importància 
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4. Estructura i conceptes de Django 
Per entendre millor com funciona Django s’explicarà en aquest capítol totes les carpetes i 
arxius Python que apareixen al crear un projecte i una aplicació. També es comentarà alguns 
elements que s’han d’afegir per crear determinades funcions dins l’aplicació que es 
desenvoluparà durant aquest treball. 
Un projecte és un conjunt d’aplicacions de Django més les configuracions d’aquestes 
aplicacions, tècnicament el únic requeriment d’un projecte és que aquest subministri l’arxiu de 
configuració (settings.py). 
En canvi, una aplicació és un conjunt portàtil d’alguna funcionalitat de Django, normalment 
porta els models i les vistes en un sol paquet Python. Aquestes aplicacions es poden reutilitzar 
en altres projectes ja que no té limitacions molt estrictes per encaixar el codi.  
Un de les intencions de separar el projecte de les aplicacions és per poder desenvolupar 
petites aplicacions i que es puguin instal·lar en altres projectes Django amb el mínim esforç. 
 
4.1. Estructura d’un projecte amb Django 
Per la creació d’un projecte amb sistema operatiu Windows en la línia de comandes s’ha cridar 
un arxiu de Django per crear el projecte : 
python django-admin startproject projecte 
Dins de la carpeta del projecte ens podem trobar amb els següents arxius:  
 
Fig. 4.1 Directori del projecte 
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- projecte/ :  
Aquest és el directori de treball extern, és on estaran totes les carpetes i material que serveixin 
pel projecte. És només una carpeta i es pot canviar el nom en qualsevol moment sense afectar 
el projecte en si. 
 
- manage.py : 
 És una línia de comandes que et permet interactuar amb Django de diverses maneres, hi ha 
una comanda on t’explica quines són les funcions possibles. En tots els casos els més utilitzats 
són: 
o La creació de l’aplicació 
o La migració de la base de dades 
o Entrar en el servidor virtual durant el desenvolupament 
o Instal·lació d’aplicacions externes 
 
- projecte/projecte/ :  
És el directori intern del projecte on conté els paquets Python per la creació del projecte. El 
nom d’aquest paquet Python s’utilitzarà per importar qualsevol cosa dins del projecte. Aquest 
conté els arxius __init__.py, settings.py, urls.py i wgsi.py. 
 
- __init__.py:  
L’arxiu que necessita Python per tractar el directori Projecte/ com si fos un paquet o un grup 
de mòduls de Python. És un arxiu buit i generalment no es necessitarà agregar res. 
 
- settings.py:  
Les opcions/configuracions pel nostre projecte Django. Es poden afegir opcions depenent de 
si s’ha importat un paquet o es vol afegir una funció. Al obrir l’arxiu et trobaries per defecte: 
 
BASE_DIR = os.path.dirname(os.path.dirname(__file__)) 
 
Aquesta opció directament crida la funció on et busca el directori on està el projecte i és una 
forma més rapida de referir-se el directori quan sigui necessari. 
 
Pág. 16  Memoria 
 
SECRET_KEY = '@*g)xl!fnf(i+qgintk-p3mznipe=gypn!mq_s*=j*wg!i7_9%' 
  
Serveix per mantenir en secret les contrasenyes quan s’està desenvolupant la web. 
 
DEBUG = True 
  
TEMPLATE_DEBUG = True 
 
La opció DEBUG és un booleà que activa i desactiva el mode depuració. Si defineixes 
variables de configuració personalitzada té la opció de HIDDEN_SETTINGS per ocultar coses 
que contenen opcions com SECRET, PASSWORD o PROAFANITIES, normalment quan es llença 
al servidor està predeterminat com a False però durant el desenvolupament d’una pagina 
web pot ser útil ja que et re-direcciona a una pagina 404 d’error on t’indica si hi ha errors de 
sintaxis.  
Passa el mateix amb el TEMPLATE_DEBUG si està en valor True  també et mostrarà un informe 
detallat amb els errors en les plantilles de sintaxis. 
  
ALLOWED_HOSTS = [] 
  
És una llista de cadenes que representa el nom del host/domini que utilitza el lloc de Django. 
Es tracta d’una mesura de seguretat, que impedeix que un atacant pugui fer malbé el cache, 
les contrasenyes, enviant peticions HTTP, etc. 
 
 
INSTALLED_APPS =  
‘django.contrib.admin', #La interfície administrativa. 
 
'django.contrib.auth', #El sistema de autentificació. 
    
'django.contrib.contenttypes', #Un framework per tenir tot tipus de contigut. 
 
'django.contrib.sessions', #Per manejar sessions 
 
'django.contrib.messages', #Per manejar missatges 
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És una ‘tupla’ de cadenes que indiquen totes les aplicacions que estan actives en aquesta 
instal·lació de Django. Cada cadena ha de tenir una ruta completa de Python cap una classe 
per configurar una aplicació o un paquet que conté una aplicació. 
 




    
'django.middleware.common.CommonMiddleware', 
     
'django.middleware.csrf.CsrfViewMiddleware', 
    
'django.contrib.auth.middleware.AuthenticationMiddleware',         
 
'django.contrib.auth.middleware.SessionAuthenticationMiddleware', 
     
'django.contrib.messages.middleware.MessageMiddleware', 





Un middleware és simplement una classe Python que s’ajusta a una determinada API. Això 
es necessari si es necessita executar una peça de codi en totes les peticions que Django 




ROOT_URLCONF = 'projecte.urls' 
 
Una cadena que representa la ruta completa d’importació Python cap el URLconf . Quan es 
vulgui ‘mapejar’ un URL Django començarà des del directori que s’ha indicat en aquest apartat. 
 
 
WSGI_APPLICATION = 'projecte.wsgi.application' 
  
La ruta completa del objecte WSGI aplication que Django serveix com servidor. 
 
 
DATABASES = { 
    'default': { 
        'ENGINE': 'django.db.backends.sqlite3', 
        'NAME': os.path.join(BASE_DIR, 'db.sqlite3'), 
    } 




És un diccionari que conté la configuració per totes les bases de dades utilitzades amb Django. 
La configuració DATABASES ha de permetre configurar una base de dades per default i 
qualsevol numero de bases de dades addicionals que poden especificar-se.  La configuració 
que hi ha és la més simple de totes. I és la que es treballarà durant el treball. Però si es volgués 
afegir un l’altre tipus de base de dades s’hauria d’afegir els següents camps: 
ENGINE = '' 
NAME = ''   
USER = '' 
PASSWORD= '' 
HOST = '' 
DATABASE_PORT = '' 
 
 
LANGUAGE_CODE = 'en-us' 
 
TIME_ZONE = 'UTC' 
 
USE_I18N = True 
 
USE_L10N = True 
 
USE_TZ = True 
 
Aquestes opcions és per determinar l’idioma i la zona horària, l’ús d’informació local o la opció 
d’activar el sistema d’internacionalitzar. 
 
STATIC_URL = '/static/' 
 
El directori per referir-se a la ubicació dels arxius estàtics en STATIC_ROOT, que més tard 
s’explicarà el que és. 
 
- urls.py :  
És on es maneja les URLs amb una URLconf pel projecte de Django.  
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Una URLconf és una taula de continguts per a la Web feta per Django, principalment utilitza 
la variable urlpatterns per definir un mapeig entre els patrons URL i les funcions de vista o 
aplicacions que han de ser cridades per aquests patrons URL. 
En aquesta carpeta s’incorporen les URLs de les aplicacions amb la funció include() dins de 
la funció patterns(), que és una funció que quan es crida guarda el resultat en la variable 
que es diu urlpatterns. I per agregar una URL i una vista a la URLconf s’ha d’agregar 
l’enllaç entre el patró URL i la funció vista que s’ha utilitzar. Un exemple seria: 
 
 urlpatterns = patterns('', 
 
      url(r'^admin/', include(admin.site.urls)), 
     url(r'^agenda/', include('agenda.urls')), 
 ) 
En el següent exemple ens mostra la petició a la URL / hola / sigui manejada per la funció 
vista / X /. En quan a la sintaxis s’ha tenir en compte que la r significa que el que està entre 
cometes és una cadena de caràcters en cru de Python, que això permet que les expressions 
regulars siguin escrites sense errors. També apareixen el $ i el ^  ,aquests signes són caràcters 
de la expressió regular que tenen un significat especial, l’accent significa que requereix que el 
patró concordi amb el inici de la cadena de caràcters i el signe dolar exigeix que el patró 
coincideixi amb el final de la cadena.  
urlspatterns = paterns('', 
 url(r’^hola/$’, X), 
) 
 
Un altre aspecte a tenir en compte és que abans del hola en la expressió regular s’exigeix que 
no és posi la barra separadora ja que Django en si l’afegeix automàticament. 
L’últim aspecte de les URLs és que quan sol·licites una URL que no està definida apareix 
directament la pagina d’error 404, on t’informa per quins llocs ha fet l’escaneig per buscar la 
URL sol·licitada. 
  
- wsgi.py : 
El punt d’entrada WSGI pel servidor Web, encarregat de servir el nostre projecte.  
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4.1.1. Plantilles i etiquetes plantilla 
Una plantilla de Django és una cadena de text que separa la presentació d’un document de 
les seves dades. Una plantilla pot contenir diversos bits de lògics bàsica que regulen com ha 
de ser mostrat el document. També, normalment, s’utilitzen per produir HTML, encara que en 
Django es pot generar qualsevol altre forma basat en text. 
En la configuració de settings.py no està configurada i s’ha d’afegir manualment la tupla: 
TEMPLATE_PATH = os.path.join(BASE_DIR, ‘templates’) 
TEMPLATE_DIRS =( TEMPLATE_PATH, ) 
Aquí s’utilitza el os.path.join() per ajuntar el directori base amb la carpeta templates, llavors 
només cal afegir TEMPLATE_PATH en TEMPLATE_DIRS per tal de que quan el  el directori 
base canvia no es senti afectat els altres directoris.   
Cada plantilla de Django té accés a varies etiquetes i filtres incorporats.: 
- Qualsevol text que estigui encapsulat amb les claus {{ X }} significa que és una 
variable de la plantilla que està indicant que s’ha de inserta el valor de la variable X 
que està entre claus. La funció render() dins de l’arxiu views.py és el que farà enllaçar 
el valor de la variable en el lloc on està les claus. També hi ha la possibilitat de afegir 
en una variable de plantilla un filtre per expressar que dins de la variable no apareguin 
certa informació i es representa amb un separador vertical {{ X | Y}}. 
 
- Qualsevol text que estigui amb claus i signes de percentatge {% if %} és una etiqueta 
de plantilla, on etiqueta significa simplement que s’ha de fer aquesta acció en aquell 
lloc. No només hi ha la possibilitat de posar un if condicional també hi ha les etiquetes 
{%for in %} per recórrer en una llista. Totes aquestes etiquetes s’han de dir quan 
acaben amb un {% endif %} o {% enfor %}. També n’hi ha d’altres però aquestes 
dues són les més utilitzades. 
Les plantilles treballen amb el suport de les funcions vista del arxiu views.py però Django els 
separa per remarcar que les plantilles nomes es una llibreria de codi Python que es pot utilitzar 
en qualsevol lloc igualment que no siguin funcions vista.  En aquests apareix el concepte de 
context que en la funció vista crea un diccionari el qual pot passar cap a la plantilla com a part 
del context de la plantilla.  
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A la funció vista: context_dict: {‘nom’=hola} 
En la plantilla {{nom}} 
Les plantilles tenen el sistema d’herència de plantilles per solucionar aquells fragments HTML 
que són repetitius en tots els arxius .html. La herència de plantilles et deixa construir una 
plantilla base que contingui totes les parts comunes del lloc i definir blocs {%block%} i que 
les plantilles filles puguin sobreescriure amb la opció {%extends%} per carregar la plantilla 
base o {%include%} per carregar parts d’un altre plantilla. 
La dinàmica és bastant senzilla si troben que la plantilla té una plantilla pare, el motor de la 
plantilla carga aquesta plantilla, busca les etiquetes de block i les reemplaça pel contingut de 
la plantilla filla.  
4.1.2. Carpeta /media i /static 
Aquestes dues carpetes s’han de crear manualment, ja que serveixen per incloure estil i 
imatges en la pagina, i no tothom els interessa. 
CCS, Cascading Style Sheet, Javascript i imatges són arxius static media que podem incloure 
en les pagines webs per afegir estils diferents o introduir una mica de dinamisme, tot això 
s’inclou en la carpeta static. 
I la carpeta media serveix per quan necessites funcions en la web com ara pujar una foto de 
perfil, llavors aquesta imatge es guarda en aquesta carpeta. 
Primer de tot lo recomanat és situar aquestes dues carpetes a la altura de les carpetes plantilla 
i després en la configuració a settngs.py s’hauria d’afegir el següent: 
 
STATIC_URL = '/static/' 
 
STATIC_PATH = os.path.join(BASE_DIR, 'static') 
 
STATICFILES_DIRS = ( 
    os.path.join(BASE_DIR, 'static'), 
 ) 
 
STATIC_ROOT = os.path.join(os.path.dirname(BASE_DIR), 'static_in_env', 
'static_root') 
 
MEDIA_URL = '/media/' 
 
MEDIA_ROOT = os.path.join(os.path.dirname(BASE_DIR), 'static_in_env', 
'media_root') 
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El funcionament és semblant el de les plantilles s’utilitza el directori base per senyalar on estan 
els directoris amb les terminacions _DIRS i les terminacions _URL  defineixen el URL perquè 
el web servidor pugui accedir com ara : 
http://127.0.0.1:8000/static/images/proba.jpg 
Un altre configuració necessària durant el desenvolupament de l’aplicació és la de 
introduir una URL en l’arxiu urls.py del projecte perquè en el moment de cridar també 
considerant les URLs de les imatges i així poder accedir des del servidor web. Però 
només funciona quan DEBUG=True. 
 
if settings.DEBUG: 
    urlpatterns += patterns('', 
        url(r'^media/(?P<path>.*)$', 'django.views.static.serve', { 
            'document_root': settings.MEDIA_ROOT, 
        }), 
        url(r'^static/(?P<path>.*)$', 'django.views.static.serve', { 
            'document_root': settings.STATIC_ROOT, 
        }), 
) 
 
Per incorporar arxius estàtics en les plantilles s’ha encapçalar en l’arxiu plantilla: 
{%load staticfiles%} 
I per inserir una imatge : 
 
<img src="{% static "images/saladactes.jpg" %}" alt="saladactes" /> 
 
4.2. Estructura interna d’una aplicació 
Per crear una aplicació dins del projecte s’ha de cridar en el CLI la següent comanda: 
python manage.py startapp app 
Dins de la carpeta d’aplicació /app ens trobem amb alguns dels arxius que s’ha comentat 
anteriorment que defineixen el patró MTV. En aquesta carpeta conté: 
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- /migrations/:  
/migrations/ conté totes les migracions que es fan durant el projecte, són els canvis que es fan 
en els models o esquema de la base de dades, per exemple si s’ha afegit una columna més 
o una variable més. Existeixen dues comandes per utilitzar en les migracions: 
python manage.py makemigrations 
Aquesta funció Django crea una migració amb tots els canvis fet en el esquema de la base de 
dades o models. 
python manage.py migrate 
I aquesta comanda és una sincronització dels models cap a la teva base de dades, també 
examina tots els models en cada aplicació que figuri en la variable INSTALLED_APPS i 
verifica la base de dades per veure si les taules ja existeixen i si no crear-les. 
 
- __init__.py:  Té la mateixa funció que el de la carpeta projecte. 
 
- admin.py:   
Un de les característiques més destacades de Django és que incorpora una pagina web 
administrativa que permet navegar i editar la base de dades ja guardades procedent dels 
models.  També incorpora un sistema de validació i de registre dels canvis realitzats mostrant 
la data i el usuari de que l’editat. Per activar un model dins d’aquesta pagina s’ha d’afegir en 
aquest arxiu admin.py una classe del tipus ModelAdmin del model. 
Aquesta pagina només es pot accedir si has creat prèviament un ‘superusuari’ cridant amb la 
comanda en el CLI : 
python manage.py createsuperuser  
On et  demanarà un nom d’usuari, contrasenya i correu electrònic, la qual serà la clau per 
accedir la pagina admin. 
Aquesta pagina es pot accedir utilitzant un navegador Web: 
       http://127.0.0.1:8000/admin/ 
 
A més de poder ser editable, també es pot personalitzar les funcions d’edició amb una sèrie 
de opcions que ofereix Django, com ara list_display, list_filter, ordering, 
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search_fields, etc. 
Finalment la ultima funció que és la capa on es pot editar els permisos dels usuaris registrats. 
Els usuaris tenen el camps estàndards de usuari, contrasenya i correu seguit d’un conjunt de 
camps que defineixen el que usuari està permès fer en la interfície de l’administració. 
Existeixen tres opcions: staff, actiu i ‘superusuari’. 
Staff es refereix en que pot accedir a la pagina d’administració, actiu que pot accedir a totes 
les URLs i ‘superusuari’ que té tots els permisos. 
 
- models.py:  
L’arxiu inicialment està buit i és la capa on s’administra la base de dades de Django. I 
s’afegeixen tots els models relacionats amb ella. 
Un model de Django és una descripció de les dades en la base, representat amb codi Python, 
on executa el codi SQL i retorna estructures de dades adaptats a Python. Cada model es 
representat per una classe Python procedent de Django.db.models.Model, la classe Model 
conté tota la maquinaria necessària per fer que aquests objectes siguin capaços d’interactuar 
amb la base de dades i que els nostre model sols sigui responsable de definir els camps amb 
una sintaxis compacta.  
Cada model generalment corresponen a una taula única de la base de dades i cada atribut 
d’un model generalment correspon a una columna d’aquesta taula. 
El nom de l’atribut correspon el nom de la columna i el tipus de camp correspon el tipus de 
dada de la base de dades. Tot i tenir una classe per taula també hi ha funcions que relacionen 
entre elles amb les relacions: 
ManytoManyField: Tipus de camp que permet definir una la relació molts-amb-molts. 
OnToOneField : Tipus de camp que permet definir una relació estrictica de un-a-un 
ForeignKey : Tipus de camp que permet crear una relació de un-amb-molts 
Un model per activar la base de dades i utilitzar-la s’ha d’afegir l’aplicació del projecte dins de 
l’apartat INSTALLED_APPS. 
- tests.py: Django dóna la possibilitat de testejar l’aplicació amb funcions que 
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s’afegeixin en aquesta carpeta. 
 
- views.py:  
El contingut d’una pagina serà produït a partir de les funcions basades en Python que es creïn 
dins d’aquesta carpeta. En aquesta capa normalment està encapçalada per una classe que 
és responsable de la petició o request de l’usuari ja que cada funció vista te almenys un 
paràmetre que és cridat com a petició, el qual és un objecte que conté informació sobre 
aquesta funció vista i que més tard la funció vista és la que dóna la resposta a aquesta petició.  
El projecte en si no sap de l’existència de les funcions vista i s’ha “d’informar” a Django de 
manera explicita com activar la vista per una URL. I per unir una URL amb una funció vista 
s’utilitza l’URLconf. Quan es fa una  petició a una URL determinada, Django carrega la 
URLconf des del directori on està apuntada per la variable ROOT_URLCONF i després 
comprova per cada un dels patrons de URL amb la URL sol·licitada fins que troba una que 
coincideixi, llavors crida la funció vista associada amb aquest patró passant una petició i 
aquesta retornant una resposta, si en el futur s’utilitzarà les plantilles per mostrar el contingut 
de la pagina Web la millor opció de enllaçar-ho és utilitzant la funció render(). 
render() té com a paràmetre el request de l’usuari, el nom de la plantilla i el diccionari de 
context i el que fa render() és ajuntar les dades del diccionari context i plantilla per completar 
la plantilla i enviar-la en el navegador web de l’usuari. 
El objectes  HttpRequest posseeix, a part de processar les peticions, dos atributs més el 
request.GET i el request.POST que són els responsables de completa la classe del formulari. 
Depenent de si el request és del tipus GET o POST fa una funció o un altre.  
S’utilitza el tipus GET quan el que es necessita es només demanar dades i no té cap efecte 
secundari, és a dir que les dades es mantenen iguals, un exemple seria el d’un cercador. En 
canvi quan és del tipus POST s’utilitza quan apareix l’acte de voler pujar un formulari i que 
amb aquelles dades que es rep hi hagi un efecte secundari, un exemple seria el d’afegir 
informació en la base de dades. Dins d’aquest tipus de petició al definir la funció vista també 
incorpora funcions de validació amb l’expressió X.is_valid. 
  
- urls.py:   
Aquest arxiu no es crea directament però com s’ha comentat abans és on maneja les URLs 
però en aquest cas l’URLconf de l’aplicació. Es recomana posar les URLs relacionades amb 
l’aplicació en aquest arxiu per tal que en un futur si es volgués importar l’aplicació en un altre 
projecte no hi hagués conflictes amb les seves URLs. Que és el anomenat acoblament dèbil. 




 En aquest arxiu es parla sobre el processament de formularis. És un arxiu que no apareix al 
crear el projecte però els formularis tenen un paper  molt important en les Webs interactives, 
per això és interessant donar un apartat per explicar sobre el seu funcionament i també perquè 
serà necessari en el desenvolupament de l’aplicació.  
Django ve amb una funció de formulari molt ben polida fent que sigui molt fàcil recollir la 
informació sobre l’usuari i tornar a enviar-ho a la aplicació web. 
Aquesta funcionalitat de Django et permet: 
o Mostrar un formulari HTML amb widgets creats automàticament. 
o Validar les dades enviades amb una sèrie de normes de validació. 
o  Retornar al formulari amb un missatge d’error si hi ha algun error. 
o Converteix les dades que s’han enviat a través del formulari en dades en 
format Python. 
Per crear formularis s’ha de crear classes de ModelForm, en forms.py, per cada model que 
vulguis representar-lo en format formulari, després dissenyar de la manera com t’agradaria 
que es mostrés, enllaçar amb una funció vista per manejar el formulari, crear una plantilla per 
guardar el formulari i actualitzar el urlpatterns. 
El formularis com els models s’ha d’assignar el tipus de camp per tal de poder donar un 
aspecte o un altre en el formulari creat. També pot tenir les opcions de amagar un camp que 
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5. Entorn de desenvolupament per l’aplicació 
Aquest treball es desenvoluparà en Sistema Operatiu Windows, per això cal condicionar 
l’entorn de treball per instal·lar Python 3.4 i Django 1.7.  
Python al no estar incorporat des d’un principi com el sistema operatiu Linux, significa que 
s’ha descarregar Python en la seva pagina web oficial i després de la instal·lació afegir les 
variables d’entorn dels directoris de Python. Així es tindria Python ja funcionant. 
La instal·lació de Django és bastant més senzilla ja que des del terminal de comandes i 
funcionant Python 3.4 es pot cridar una funció relacionada amb d’instal·lació d’aplicacions 
basades en Python, l’expressió és la següent:   
pip install –U Django==1.7 
També s’instal·la un altre paquet pillow per tal de poder manejar imatges que és una llibreria 
Python d’imatge: 
pip install pillow 
 
Altres eines externes que s’ha utilitzat en el treball són programes IDE i un interpretador de 
línies de comandes CLI.  
5.1. IDE, entorn de desenvolupament integrat 
Un entorn de desenvolupament integrat és un programa compost per un conjunt de eines de 
programació com ara el editor de codis, un compilador, un depurar i un constructor de interfície 
gràfica, etc. 
En aquest projecte s’utilitza el PyCham i el Atom com a entorn de desenvolupament integrat. 
S’ha escollit PyCharm perquè és un IDE basat en Python i això pot facilitar enormement 
l’escriptura ja que proporciona un detector de funcions amb les variables possibles que pot 
tenir i així poder estalviar temps. També suporta arxius HTML per treballar directament amb 
les plantilles i a més de que el seu editor de text ressalta la sintaxis i la compilació és a temps 
real.  
Però en la fase de la creació de les plantilles es traspassa tot el projecte al programa Atom ja 
que PyCharm té problemes en enviar l’HTML al servidor Web. Atom no té tanta funcionalitat 
com el PyCharm però suficient per l’edició de les plantilles. No s’utilitza un programa d’editor 
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de HTML ja que l’Atom és un programa lleuger i té un editor text que suporta Python i també 
ressalta totes les funcions. PyCharm segurament en versions posteriors s’arreglarà el 
problema de les plantilles. 
 
Fig. 5.1 IDE PyCharm 
 
Fig. 3.2 IDE Atom 
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5.2. Command Line Interpreter (CLI)  
Un altre eina que s’utilitza és el Command Line Interpreter (CLI) o Intèrpret de línies de 
comandes. Hi ha moltes opcions amb programes externs que simulen els terminals basat 
UNIX però hi ha molts llocs que et proporcionen una taula comparativa de les funcions amb 
el terminal incorporat de Windows, en el treball s’ha utilitzat el CLI de Windows. 
El CLI s’utilitza principalment per cridar el web servidor de desenvolupament, 
(http://127.0.0.1:8000/), perquè pots seguir l’evolució de la pagina de manera més visual, 
o com s’ha vist abans per instal·lar paquets Python d’entre altres funcions de Django 
necessaris per la creació de la pagina web. 
 
Fig. 5.3 CLI de WIndows, arrancant el web servidor 
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6. Funcions de l’aplicació  
Com es menciona en la introducció d’objectius, el projecte és la creació d’una pagina Web 
dinàmica que incorpora una sèrie funcions per l’administració de dues sales de la facultat de 
l’ETSEIB.  
6.1. Funcions de la pagina 
L’aplicació té la funció principal com agenda, un lloc de consulta sobre els esdeveniments que 
tindrà durant els pròxims anys a partir del 2015.  
A part de proporcionar informació sobre els esdeveniments també hi ha la possibilitat d’afegir 
els esdeveniments per qualsevol persona que estigui registrada. Així dons també incorpora la 
funció de registre, login, logout i altre funcions relacionades amb el registre. També per facilitar 
la consulta incorpora un aplicació de cerca i, si l’usuari tingués un problema, també un apartat 
de contacte amb l’administrador. 
Així que les funcions són: 
- Consulta d’esdeveniments: Es pot veure la data(dia, mes i any), les hores, 
l’organitzador, una forma de contacte, el correu electrònic i una petita descripció sobre 
aquest. 
- Consulta esdeveniments passats. 
- Registrar-te o entrar i sortir com a usuari especial.  
- Contactar amb l’administrador per qualsevol incidència, canvi o dubte, per correu 
electrònic.  
- Afegir esdeveniments  
- Cercar esdeveniments 
- Paginació dels llistats d’esdeveniments 
- Barra de navegació per accedir a qualsevol apartat de manera ràpida. 
- Consulta de tots els esdeveniments en format calendari mensual durant l’any actual. 
6.2. Funcions de la pàgina administradora 
Al tenir incorporada directament de Django una pagina administrativa, també es pot editar les 
funcions i adaptar-les a les necessitats de cada administrador. 
Les funcions que incorporarà, algunes ja predeterminades i algunes afegides: 
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- Editar, eliminar i afegir esdeveniments. 
- Buscar esdeveniments  
- Filtrar els esdeveniments segons la data de l’esdeveniment i el lloc on es celebra. 
- Ordenar segons la data o el lloc 
- Donar permisos especials o restringir als usuraris  
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7.  Creació del prototip i codis 
En aquest apartat s’explicarà el procediment de la creació, totes les funcions, el format de la 
base de dades, les plantilles utilitzades i les funcions externes. Els codis complets es poden 
trobar en l’Annex, encara que alguns estan inclosos dins dels apartats ja que són codis 
simples i entenedors i poden ajudar en la explicació de la funcions de cada apartat.. Es 
començarà explicant els arxius dins de l’aplicació i més endavant els arxius o carpetes que 
estan situats al mateix nivell de directori que l’aplicació que serien les plantilles i les carpetes 
media i static. 
L’ordre de treball ha sigut el següent:  
1. Creació del projecte i l’aplicació en una carpeta arrel d’un dels disc per tal de facilitar 
el treball posterior. En aquest cas en el disc C:/tfg/web/.. on web és el nom del projecte 
i agenda el nom de l’aplicació. 
2. Activació de l’aplicació en settings.py i afegir en urls.py en la URLconf del projecte la 
direcció de l’aplicació. 
3. Creació del model amb els atributs corresponents . 
4. Activació del model en la pagina administrativa. 
5. Cada canvi del model s’ha de fer una migració . 
6. Entrar en el servidor virtual per comprovar els errors. 
7. Creació de les funcions vistes amb els seus variables de context per més tard aplicar-
ho a les plantilles. 
8. Creació de formularis . 
9. Afegir les URL’s adients en el URLconf de l’aplicació 
10. Creació de les plantilles amb incloent els formularis i les funcions vistes. 
11. Comprovació del funcionament amb el servidor virtual. 
12. Creació de les carpetes /media i /static per possibles imatges. 
13. Afegir les aplicacions externes de registració i cerca. 
14. Polir la pagina web.  
No estan tots els passos però si que els generals o aquells que han marcat un progrés en el 
treball. El directori del projecte queda com es pot observar en la fig. 7.  
L’ordre de com es presentaran les carpetes i els arxius s’intentarà seguir l’ordre de treball i 
creació de l’aplicació Web. 
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Fig. 4.1 Directori del projecte Web 
7.1. Aplicació agenda 
7.1.1. Models i configuració de la base de dades 
En el model de l’aplicació només s’ha creat una classe amb el nom d’Esdeveniment, és a dir, 
només apareixerà una taula en que s’anirà omplint i buidant.  
Aquesta taula té una sèrie d’atributs en que se li pot assignar el seu tipus de camp, ja que 
segons quin sigui Django pot facilitar-te la feina afegint widgets o opcions per defecte en la 
pagina de l’administrador: 
 
Atribut Tipus Opcions 
nom  Charfield S’ha decidit que el nom de l’esdeveniment no pot 
superar els 20 caràcters per seguir amb un estil 
senzill. El Charfield serveix per contingut amb strings. 
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data_esdeveniment Datefield Amb el camp Datefield podrem obtenir un widget en 
la pagina administrativa i ens proporcionarà 
directament un format de data amb dia, mes i any. 
creador Charfield No més de 100 caràcters 
lloc Charfield S’ha posat la opció d’escollir entre les dues sales, 
sense possibilitat d’afegir. 
hora Charfield Aquest camp s’ha decidit posar la opció d’escollir per 
franges horàries d’una hora en una hora, per tal de 
facilitar l’administració dels esdeveniments.  
horamulti Booleanfield Es un camp de True o False que serveix per els 
esdeveniments que duren més d’una hora i es una 
forma perquè sigui més entenedor per els que 
consulten o administren.  
contacte Charfield És un camp on s’afegeix el numero de telèfon, en cas 
que s’hagi de contactar via telefònica 
email Emailfield Django té un tipus de camp específic per correus 
electrònics, s’encarreguen que el format que 
introdueixi l’usuari sigui el correcte. 
descripció Charfield S’ha afegit un apartat de descripció per poder afegir 
aspectes com ara la hora exacta que comença o 
acaba i algun aspecte sobre l’esdeveniment que es 
vol destacar. Màxim de 1000 caracters.  
slug Slugfield Aquest atribut s’ha afegit pensant sobre les URL 
“boniques”, cada vegada que s’entri en un 
esdeveniment la direcció sigui el nom de 
l’esdeveniment però, si es més d’una paraula, amb la 
funció slug afegeix un guió en cada espai per tal que 
en la barra de direccions sigui el més clarificador 
possible. 
Fig. 7.2 Taula dels atributs de la base de dades 
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class Esdeveniment(models.Model): 
    LLOCS = ( 
        ('Aula Capella', "Aula Capella"), 
        ("Sala d'Actes", "Sala d'Actes"), 
    ) 
 
    HORES = ( 
        ('7:00-8:00','7:00-8:00'), 
        ('8:00-9:00','8:00-9:00'), 
        ('9:00-10:00', '9:00-10:00'), 
        ('10:00-11:00', '10:00-11:00'), 
        ('11:00-12:00', '11:00-12:00'), 
        ('12:00-13:00', '12:00-13:00'), 
        ('13:00-14:00', '13:00-14:00'), 
        ('14:00-15:00', '14:00-15:00'), 
        ('15:00-16:00', '15:00-16:00'), 
        ('16:00-17:00', '16:00-17:00'), 
        ('17:00-18:00', '17:00-18:00'), 
        ('18:00-19:00', '18:00-19:00'), 
        ('19:00-20:00', '19:00-20:00'), 
        ('20:00-21:00', '20:00-21:00'), 
        ('21:00-22:00', '21:00-22:00'), 
        ('22:00-23:00','22:00-23:00'), 
        ('23:00-24:00','23:00-24:00'), 
    ) 
 
    nom = models.CharField(max_length=20) 
    data_esdeveniment = models.DateField() 
    creador = models.CharField(max_length=180, verbose_name= 'Organitzador') 
    lloc = models.CharField(max_length=100, choices=LLOCS) 
    hora = models.CharField(max_length=128, choices=HORES) 
    horamulti = models.BooleanField(default=False, verbose_name ="Mes d'una hora") 
    contacte = models.CharField(max_length=15, blank=True, verbose_name ="Numero de 
telèfon") 
    email = models.EmailField() 
    descripcio = models.CharField(max_length=1000, blank=True) 
    slug = models.SlugField(unique=True, blank=True, null=True) 
 
    
S’ha considerat, per tal d’evitar solapaments, en que no es pot tenir més d’una mateixa franja 
horària en un mateix dia i per això dins de la classe Esdeveniment es crida un altre classe per 
evitar aquestes situacions i també en el moment d’afegir esdeveniments no es deixi introduir. 
 
 
 class Meta: 




Amb les funcions següents es defineix el format de les URLs, està pensat perquè al 
consultar en cada esdeveniment la URL estigui incorporat el nom de l’esdeveniment per 
facilitar la consulta o la navegació per la pagina i com s’ha comentat en la taula (fig.X) 
afegir guins en els espais. 
 
 
    def save(self, *args, **kwargs): 
        self.slug = slugify(self.nom) 
        super(Esdeveniment, self).save(*args, **kwargs) 
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    def get_absolute_url(self): 
 




Finalment la ultima funció serveix per quan es crida la classe en el Python Shell aparegui 
el nom de l’esdeveniment en la llista i no el d’un nom comú. 
 
 
    def __str__(self): 
        return self.nom 
 
7.1.2. Pagina Admin 
En la pagina web administrativa s’ha volgut incorporar les següents funcions: 
- Una pagina amb un cercador que es pugui buscar pel nom, lloc, data, creador o 
contacte. search_fields 
- Que estigui filtrat segons els camps de nom, lloc, data.  list_filter 
- Ordenar els esdeveniments per ordre de data per tal de que sigui més fàcil de mirar a 
l’hora d’editar.  ordering 
- Funcions predeterminades d’administració d’usuaris  
- També hi ha la opció on pots escollir els camps que es vol que es vegin el moment 
d’editar o afegir, que són tots menys el slug ja que és un camp que s’auto-genera i no 
es necessari editar. fields 
 
from django.contrib import admin 
from agenda.models import Esdeveniment 
 
 
class EsdevenimentAdmin (admin.ModelAdmin): 
    list_display = ('nom', 'lloc', 'data_esdeveniment','hora','horamulti', 'creador') 
    search_fields = ('nom', 'lloc', 'data_esdeveniment', 'creador', 'contacte',) 
    list_filter = ('data_esdeveniment', 'lloc',) 
    ordering = ('data_esdeveniment',) 
    date_hierarchy = 'data_esdeveniment' 
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Fig. 7.3 Pagina web administrativa | Llista dels esdeveniments 
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7.1.3. Vistes, funcions de la pagina 
Les funcions vista serveix per rebre i tornar resposta a els peticions dels usuaris i també per 
decidir les dades que es mostraran, amb el context_dict, en les plantilles que la funció vista 
retorna, per indicar en quina plantilla s’aplica la funció. 
Primer de tot es creen les dues funcions vista accedir a la pagina principal i a la pagina “sobre” 









    return render(request, 'agenda/sobre.html') 
 
Per un altre banda al entrar en un de les sales s’ha dissenyat perquè aparegui una llista de 15 
esdeveniments per pàgina ordenats per la data d’esdeveniment i només els esdeveniments 
que encara no han passat i un sistema de paginació que si només hi ha una pagina es 




    avui = datetime.datetime.now() 
    aula_capella = Esdeveniment.objects.filter(lloc='Aula Capella',       
data_esdeveniment__gte=avui).order_by("data_esdeveniment") 
    paginator = Paginator(aula_capella, 15) 
    page = request.GET.get('page') 
    try: 
        capella = paginator.page(page) 
    except PageNotAnInteger: 
 
        capella = paginator.page(1) 
 
    except EmptyPage: 
 
        capella = paginator.page(paginator.num_pages) 
 
    context_dict = {'capella': capella} 





    avui = datetime.datetime.now() 
    sala_dactes = Esdeveniment.objects.filter(lloc="Sala d'Actes", 
data_esdeveniment__gte=avui).order_by("data_esdeveniment") 
    paginator = Paginator(sala_dactes, 15) 
    page = request.GET.get('page') 
    try: 
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        actes = paginator.page(page) 
 
    except PageNotAnInteger: 
 
        actes = paginator.page(1) 
 
    except EmptyPage: 
 
        actes = paginator.page(paginator.num_pages) 
 
    context_dict = {'actes': actes} 
    return render(request, 'agenda/sala_dactes.html', context_dict) 
 
 
També s’ha pensat que algun usuari voldria també consultar esdeveniments que ja han passat 
i per aquest motiu s’ha afegit dues funcions més amb un filtrat diferent però amb el mateix 
format que les dues funcions anteriors. 
 
def aula_capellapassat(request): 
    avui = datetime.datetime.now() 
    aula_capella = Esdeveniment.objects.filter(lloc='Aula Capella', 
data_esdeveniment__lte=avui).order_by("-data_esdeveniment") 
    paginator = Paginator(aula_capella, 15) 
    page = request.GET.get('page') 
    try: 
        capella = paginator.page(page) 
    except PageNotAnInteger: 
 
        capella = paginator.page(1) 
 
    except EmptyPage: 
 
        capella = paginator.page(paginator.num_pages) 
 
    context_dict = {'capella': capella} 





    avui = datetime.datetime.now() 
    sala_dactes = Esdeveniment.objects.filter(lloc="Sala d'Actes", 
data_esdeveniment__lte=avui).order_by("-data_esdeveniment") 
    paginator = Paginator(sala_dactes, 15) 
    page = request.GET.get('page') 
    try: 
        actes = paginator.page(page) 
 
    except PageNotAnInteger: 
 
        actes = paginator.page(1) 
 
    except EmptyPage: 
 
        actes = paginator.page(paginator.num_pages) 
 
    context_dict = {'actes': actes} 
    return render(request, 'agenda/sala_dactes_passat.html', context_dict) 
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Aquestes dues funcions són la llista de esdeveniments amb tota la informació disponible, 
creant un diccionari de context per la plantilla esdeveniment.html. 
 
def esdeveniment_sala(request, esdeveniment_name_slug): 
    context_dict= {} 
    try: 
        esdeveniment = Esdeveniment.objects.get(slug=esdeveniment_name_slug) 
        context_dict['esdeveniment_nom'] = esdeveniment.nom 
        context_dict['lloc']= esdeveniment.lloc 
        context_dict['data']= esdeveniment.data_esdeveniment 
        context_dict['organitzador']= esdeveniment.creador 
        context_dict['hora'] = esdeveniment.hora 
        context_dict['esdeveniment'] = esdeveniment 
        context_dict['contacte'] = esdeveniment.contacte 
        context_dict['descripcio'] = esdeveniment.descripcio 
    except Esdeveniment.DoesNotExist: 
        pass 
 
    return render(request, 'agenda/esdeveniment.html', context_dict) 
 
 
def esdeveniment_aula(request, esdeveniment_name_slug): 
    context_dict= {} 
 
    try: 
        esdeveniment = Esdeveniment.objects.get(slug=esdeveniment_name_slug) 
        context_dict['esdeveniment_nom'] = esdeveniment.nom 
        context_dict['lloc']= esdeveniment.lloc 
        context_dict['data']= esdeveniment.data_esdeveniment 
        context_dict['organitzador']= esdeveniment.creador 
        context_dict['hora'] = esdeveniment.hora 
        context_dict['esdeveniment'] = esdeveniment 
        context_dict['contacte'] = esdeveniment.contacte 
        context_dict['descripcio'] = esdeveniment.descripcio 
    except Esdeveniment.DoesNotExist: 
        pass 
 
    return render(request, 'agenda/esdeveniment.html', context_dict) 
 
 
La següent funció és la de contactar amb el administrador aquesta es una funció que té Django 
ja predeterminada només cal configurar una sèrie de paràmetres en l’arxiu settings.py per tal 
que s’enviï correctament el missatge al correu escollit. Té la funció de fail_silently en el 
cas que no s’envia bé el missatge, durant el desenvolupament, està en valor True perquè en 
la configuració no s’ha introduït un correu real, però en el cas que es llences la pagina al 
servidor el valor es podria canviar a False i llavors hi hauria la possibilitat d’enviar un missatge 




    if request.method == 'POST': 
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        form = ContactarForm(request.POST) 
        if form.is_valid(): 
            subject = 'assumpte' 
            contact_message = 'missatge' 
            from_email = settings.EMAIL_HOST_USER 
            to_email = [from_email, 'other@email.com'] 
            cd = form.cleaned_data 
            send_mail( 
                subject, 
                contact_message, 
                from_email, 
                to_email, 
                fail_silently=True, ) 
            return HttpResponse ('Enviat!') 
    else: 
            form = ContactarForm(initial={'assumpte': 'Problema'}) 
    return render(request, 'agenda/formulari_contactar.html', {'form': form}) 
 
La  funció d’afegir un esdeveniment que està enllaçat amb un formulari (EsdevenimentForm) 
i a una plantilla que més tard es comentarà i, com les funcions anteriors, si no s’ha omplert bé 
el formulari apareix un missatge avisant que no s’ha omplert com es demanava. Aquest té 
una peculiaritat que només els usuaris registrats poden accedir, així evitar un mal us de la 






    if request.method == 'POST': 
        form = EsdevenimentForm(request.POST) 
        if form.is_valid(): 
            form.save(commit=True) 
            return index(request) 
        else: 
            print(form.errors) 
    else: 
        form = EsdevenimentForm() 
 
    return render(request, 'agenda/afegir_esdeveniment.html', {'form': form}) 
 
Per últim hi ha la funció del calendari, aquest s’ha creat una classe ja incorporada del Django 
que és per mostrar un llistat de objectes, en aquest cas d’esdeveniments, segons la data que 
s’indiqui, d’afegit aquesta classe amb la finalitat de quan en el moment de consultar el 
calendari es vulgui veure tots els esdeveniments d’aquell dia.  
En la funció calendari s’ha creat en funció del mes i l’any i dins s’ha establert una sèrie de 




class  EsdevenimentsDia( DayArchiveView): 
        queryset=Esdeveniment.objects.order_by('data_esdeveniment') 
        template_name='agenda/esdeveniment_dia.html' 
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        date_field = 'data_esdeveniment' 
        context_object_name='esdeveniments' 
        month_format = '%m' 
 
def calendari(request, year, month): 
 
    year=int(year) 
    month=int(month) 
    esdeveniment_list = Esdeveniment.objects.filter(data_esdeveniment__year=year, 
data_esdeveniment__month=month) 
    first_day_of_month = datetime.date(year, month, 1) 
    last_day_of_month = monthrange(year, month) 
    first_day_of_calendar = first_day_of_month - 
datetime.timedelta(first_day_of_month.weekday()) 
    last_day_of_calendar = datetime.date(year,month,last_day_of_month[1]) + 
datetime.timedelta(7 - weekday(year,month,last_day_of_month[1])) 
    monthname= month_name[month] 
 
 
    cal_mes = [] 
    week = [] 
    week_headers = [] 
    listmonth =[] 
    esdeveniment_contador = [] 
 
    for i in range (1,13): 




    for i in range (1,13): 
        listmonth.append(month_name[i]) 
 
    monthcount = zip(listmonth,esdeveniment_contador) 
 
    i = 0 
    day = first_day_of_calendar 
    while day <= last_day_of_calendar: 
        if i < 7: 
            week_headers.append(day) 
        cal_day = {} 
        cal_day['day'] = day 
        cal_day['esdeveniment'] = False 
        for esdeveniment in esdeveniment_list: 
            if day >= esdeveniment.data_esdeveniment and day <= 
esdeveniment.data_esdeveniment: 
                esdeveniment_dia = 
Esdeveniment.objects.filter(data_esdeveniment__year=year, 
data_esdeveniment__month=month, data_esdeveniment__day = day.day,) 
                numesdeveniments = 
len( Esdeveniment.objects.filter(data_esdeveniment__year=year, 
data_esdeveniment__month=month, data_esdeveniment__day = day.day,)) 
                cal_day['esdeveniment_dia'] = esdeveniment_dia 
                cal_day['numesdeveniments'] = numesdeveniments 
                cal_day['esdeveniment'] = True 
        if day.month == month: 
            cal_day['in_month'] = True 
        else: 
Espais ETSEIB. Desenvolupament d’una pàgina web amb un framework de Python Pág. 43 
 
            cal_day['in_month'] = False 
        week.append(cal_day) 
        if day.weekday() == 6: 
            cal_mes.append(week) 
            week = [] 
        i += 1 
        day += datetime.timedelta(1) 
 
 
    return render(request, 'agenda/cal.html', {'calendar': cal_mes, 'headers': 
week_headers, 'monthname': monthname, 'listmonth': listmonth, 'mmonth': month, 'myear': 




La següent funció serveix per quan es sol·liciti entrar en el calendari el primer mes que 





    year=datetime.date.today().year 
    month=datetime.date.today().month 





En les classes dels formularis els únics paràmetres que s’han de posar són els camps que 
s’haurà d’omplir. 
En aquesta pàgina web s’han fet dos formularis, el d’afegir esdeveniments i el de contactar 
amb l’administrador. 
En el formulari de l’esdeveniment és molt similar al del model menys que s’ha tret franges 
horàries, que normalment no estan actives, la decisió de posar-ne és per si hi ha un 
esdeveniment especial i l’administrador pugui fer una excepció.  
També s’ha afegit una restricció de que ha de tenir mínim 9 caràcters ja que aquest està 
relacionat amb el número de telèfon i així evitar deixar algun número al introduir-ho. 
En el cas del formulari de contactar en l’atribut contacte més s’ha incorporat tres camps, 






    LLOCS = ( 
        ('Aula Capella', 'Aula Capella'), 
        ("Sala d'Actes", "Sala d'Actes"), 
    ) 
Pág. 44  Memoria 
 
    HORES = ( 
        ('8:00-9:00','8:00-9:00'), 
        ('9:00-10:00', '9:00-10:00'), 
        ('10:00-11:00', '10:00-11:00'), 
        ('11:00-12:00', '11:00-12:00'), 
        ('12:00-13:00', '12:00-13:00'), 
        ('13:00-14:00', '13:00-14:00'), 
        ('14:00-15:00', '14:00-15:00'), 
        ('15:00-16:00', '15:00-16:00'), 
        ('16:00-17:00', '16:00-17:00'), 
        ('17:00-18:00', '17:00-18:00'), 
        ('18:00-19:00', '18:00-19:00'), 
        ('19:00-20:00', '19:00-20:00'), 
        ('20:00-21:00', '20:00-21:00'), 
    ) 
 
nom = forms.CharField(max_length=100) 
data_esdeveniment = forms.DateField(widget=SelectDateWidget()) 
hora = forms.ChoiceField(widget=forms.Select, choices= HORES) 
horamulti = forms.BooleanField(required=False, label= 'Hora multiple') 
lloc = forms.ChoiceField(widget=forms.Select, choices=LLOCS) 
creador =forms.CharField(max_length=100, label='Organitzador') 
contacte = forms.CharField(min_length=9) 
descripcio = forms.CharField(widget=forms.Textarea) 
slug = forms.CharField(widget=forms.HiddenInput(), required=False) 
 
class ContactarForm(forms.Form): 
    assumpte = forms.CharField(max_length=50) 
    email = forms.EmailField(required=True, label='Correu electronic') 
    missatge = forms.CharField(widget=forms.Textarea) 
 
 
En l’apartat model s’indica el model que està relacionat el formulari ja que en la funcio vista 
no s’indica en ningún lloc. 
 
    class Meta: 
        model = Esdeveniment 




En la configuració de les URLs és com un resum de totes les pagines existents dins de 
l’aplicació i en aquest cas cada funció vista pertany a un URL diferent. Com a peculiaritat, en 
les dues ultimes direccions apareixen les expressions :  
/(?P<esdeveniment_name_slug>[\w\-]+)  
/(?P<year>\d{4}) 
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Això és degut a que al tenir guions o numeros dins de l’adreça, s’ha d’especificar especialment 
per a que quan es faci una petició es pugui trobar correctament l’URL. 
 
urlpatterns = patterns('', 
    url(r'^$', views.index, name='portada'), 
    url(r'^aula_capella/$', views.aula_capella, name='aulacapella'), 
    url(r'^sala_dactes/$', views.sala_dactes, name='saladactes'), 
    url(r'^aula_capella_passat/$', views.aula_capellapassat, name='aulacapellap'), 
    url(r'^sala_dactes_passat/$', views.sala_dactespassat, name='saladactesp'), 
    url(r'^sobre/$', views.sobre, name='sobre'), 
    url(r'^calendari/(?P<year>\d+)/(?P<month>\d+)/$', views.calendari, 
name='calendari'), 
    url(r'^calendari/$', views.this_month, name='inicial'), 
    url(r'^formulari-buscar/$', views.formulari_buscar), 
    url(r'^resultats/$', views.buscar), 
    url(r'^buscar/$', views.buscar), 
    url(r'^contactar/$', views.contactar), 
    url(r'^afegir_esdeveniment/$', views.afegir_esdeveniment, 
name='afegir_esdeveniment'), 
    url(r'^aula_capella/(?P<esdeveniment_name_slug>[\w\-]+)/$', views.esdeveniment_aula, 
name='esdeveniment'), 
    url(r'^sala_dactes/(?P<esdeveniment_name_slug>[\w\-]+)/$', views.esdeveniment_sala, 
name='esdeveniment'), 




7.2. Plantilles i Bootstrap 
Les plantilles s’ha utilitzat el sistema d’herència de plantilles. Això vol dir que hi ha una plantilla 
base que apareix en totes les pagines de l’aplicació. 
En aquesta plantilla base s’ha fet a partir d’una plantilla exemple de la pàgina Bootstrap.   
Bootstrap és una pàgina que ofereix plantilles de referencia, guions de CSS per dissenyar la 
pagina, sistemes de malla per distribuir millor la informació, components reutilitzables que 
donen accés a icones, llistes amb funció dropdown, alertes, barra de navegació, etc. Tot per 
facilitar en quan el disseny visual de la pagina Web. També té un altre característica molt util 
i és que totes les pagines Web estan dissenyades a base de Bootstrap es poden visualitzar 
tant en l’ordinador com en el mòbil ja que té la capacitat de adaptar-se a qualsevol mida de 
pantalla. 
La plantilla base.html per utilitzar els components i estils CSS de Bootstrap primer s’ha de fer 
una crida en la plantilla dels arxius descarregats des de la seva pagina Web en format .css, 
perquè així en totes les plantilles tingui la possibilitat d’utilitzar l’estil de Bootstrap. 





En aquest cas s’ha agafat com a base la següent plantilla: 
 
Fig. 7.6 Plantilla exemple de base.html 
 
El motiu d’escollir aquesta plantilla és perquè té una barra de navegació que està present en 
totes les pagines i és una forma per augmentar la comoditat de navegació i accedir a qualsevol 
part amb més facilitat. 
En aquesta barra de navegació s’ha inclòs en primer lloc una icona en forma de calendari com 
representant  de l’agenda, després segueix un enllaç a l’inici, la opció d’afegir esdeveniment, 
una llista amb efecte dropdown de les sales i la opció de contactar.  
En la part de l’esquerra té les opcions de logout, sobre la web i buscar. Aquest part segons si 
Fig. 7.5 Directori de les plantilles del projecte 
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has iniciat sessió o no pot variar ja que en la plantilla s’ha li ha aplicat una condició {{% if % }} 
Si no has iniciat sessió apareix la opció login i la opció de registrar-te. I ja has iniciat sessió 
només apareix la opció logout. 
 
 
Fig. 7.7 Barra de navegació en els dos casos 
 
La idea de la pagina principal és dividir en dues agendes una per cada sala amb la barra de 
navegació fixa. En les dues opcions afegir un foto de cada sala i una petita descripció 
d’aquesta. 
En cada llista d’esdeveniments només mostra el nom de l’esdeveniment, la data i la franja 
horària i en el cas que es vulgui més informació clicar un enllaç per tal d’entrar en un altre 
pagina,  amb format taula, amb informació més detallada. I si ni hi hagés cap esdeveniment 
apareixerà una frase informativa avisant que no hi ha cap esdeveniment o en la sala o no hi 
ha informació sobre l’esdeveniment.  
En la paginació també s’ha posat un condicional per a que depenent de quants element hi 
hagi a la llista pot aparèixer botons d’endavant o enrere. 
En el calendari s’ha afegit una funció de llista amb efecte dropdown amb tots els mesos i amb 
un comptador ovalat del numero d’esdeveniments, els esdeveniments apareixen en format 
llistat en que s’ha restringit en només a paregui un màxim de 5 esdeveniments i després hi 
hagi la opció de veure’ls tots clicant damunt de la frase informativa dels numero de 
esdeveniments que no apareixen . Aquest calendari és accessible directament del símbol de 
calendari situat en la barra de navegació. 
 
7.3. Aplicacions externes i altres aspectes 
Els frameworks Web tenen l’avantatge de poder importar altres aplicacions que poden ser 
útils en el moment de crear una pagina Web i així estalviar molts camins repetitius. 
En aquesta aplicació s’ha afegit el sistema de registre, un redisseny de les plantilles en els 
formularis i una funció de cerca amb Haystack. 
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- Registre, Dajngo-Registration-Redux 
Hi ha nombroses aplicacions que s’han desenvolupat per la funció de registració i mecanismes 
de autentificació. Al haver-hi tantes aplicacions que ens donen aquestes facilitats no hi ha 
motiu de tornar a escriure les funcions vista, els URLs ni les plantilles. Per això s’ha decidit 
utilitzar un paquet o aplicació externa. En aquest cas s’ha utilitzat Django-Registration-Redux. 
La instal·lació d’aquesta és amb la mateixa comanda que es va instal·lar Django.  
$ pip install django-registration-redux 
Després de la instal·lació segueix amb la activació de l’aplicació en settings.py i afegint una 
sèrie de paràmetres per controlar aquesta aplicació.  
 
INSTALLED_APPS = ( 
    'django.contrib.admin', 
    'django.contrib.auth', 
    'django.contrib.sites', 
    'django.contrib.contenttypes', 
    'django.contrib.sessions', 
    'django.contrib.messages', 
    'django.contrib.staticfiles', 
    'crispy_forms', 
    'registration', 
    'haystack', 





ACCOUNT_ACTIVATION_DAYS = 2  
REGISTRATION_AUTO_LOGIN = True #Dies per l’activació del compte 
SITE_ID = 1 
LOGIN_URL = '/comptes/login/' #Direcció on et registres o inicies sessió 
LOGIN_REDIRECT_URL = '/agenda/' #Direcció on t’envien quan t’has iniciat sessió 
També s’haurà d’actualitzar el urls.py del projecte amb la funció include(). 
 
urlpatterns = patterns('', 
 
    url(r'^admin/', include(admin.site.urls)), 
    url(r'^agenda/', include('agenda.urls')), 
    url(r'^comptes/', include('registration.backends.default.urls')), 
    url(r'^search/', include('haystack.urls')), 
    ) 
 
La funcions principals d’aquesta aplicació són: 
o Registració 




o Canvi de contrasenya 
o Resetejar la contrasenya 
o Activació via e-mail 
En el paquet estan ja incorporades les plantilles de cada una de les seves funcions. Et 
proporcionen els noms de les vistes i dels enllaços per tal de poder afegir-ho en l’aplicació, en 
aquest cas s’ha afegit en la barra de navegació. 
Un altre canvi que s’ha fet és que per defecte quan s’acaba la registració t’envia a una pagina 
on et confirma que estàs registrat cosa que s’ha canviat a que salti directament a la pagina 
principal. LOGIN_REDIRECT_URL 
 
Fig. 7.8 Directori de les plantilles Registration-Redux 
 
- Crispy, redisseny dels formularis: 
Crispy és una aplicació per modificar els aspectes d’un formulari. La instal·lació d’aquest és 
idèntic el de l’aplicació de registració. També s’ha de registrar en les aplicacions instal·lades i 
a més afegir una nova línia perquè sigui compatible amb els arxius .ccs de boostrap. 
 
CRISPY_TEMPLATE_PACK = 'bootstrap3' 
 
Per aplicar aquest paquet s’ha d’afegir en la plantilla, en que es vulgui modificar el format, el 
següent codi: 
{% load crispy_forms_tags %} 
 
    {{form|crispy}} 
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- Funció de cerca amb Haystack i ElasticSearch 
Haystack és una llibreria per Django que ens serveix utilitzar motors de cerca a través de la 
seva API, en aquest cas s’ha utilitzat ElasticSearch ja per la seva compatibilitat com per la 
seva senzillesa. Primer de tot s’ha de descarregar l’ ElasticSearch de la seva pagina oficial i 
per activar el servei es necessari tenir actualitzat el Java i afegir en les variables d’entorn 
JAVA_HOME. 
Per utilitzar ElasticSearch s’ha d’activar el seu servei mitjançant la següent comanda: 
c:\elasticsearch-1.7.1\bin>service 
service.bat install|remove|start|stop|manager [SERVICE_ID] 
I després s’instal.la com totes les altres aplicacions mitjançant el pip: 
pip install pyelasticsearch 
pip install django-haystack 
La configuració en settings.py, a part de registrar-ho dins de les aplicacions instal·lades, s’ha 
d’afegir el següent:  
HAYSTACK_CONNECTIONS = { 
        'default': { 
            'ENGINE': 'haystack.backends.elasticsearch_backend.ElasticsearchSea
rchEngine', 
            'URL': 'http://127.0.0.1:9200/', 
            'INDEX_NAME': 'haystack', 
        }, 
    } 
També s’ha de crear a dins de la carpeta aplicació un arxiu Python que indiqui quins seran els 
camps que es buscarà i en quin model es buscarà, s’han posat tots els camps perque quan 
es busqui es pugui buscar per qualsevol motiu. 
 
class NewsIndex(indexes.SearchIndex, indexes.Indexable): 
    text = indexes.CharField(document=True, use_template=True) 
    nom = indexes.CharField(model_attr='nom') 
    data_esdeveniment = indexes.DateField(model_attr='data_esdeveniment') 
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    creador = indexes.CharField(model_attr='creador') 
    lloc = indexes.CharField(model_attr='lloc') 
    hora = indexes.CharField(model_attr='hora') 
    contacte = indexes.CharField(model_attr='contacte') 
    descripcio = indexes.CharField(model_attr='descripcio') 
 
    def get_model(self): 
        return Esdeveniment 
 
    def index_queryset(self, using=None): 
 
I per finalitzar ElasticSearch necessita un document text, esdeveniment_text.txt, per 
poder guardar totes les cerques i després mostrar-les a través de la plantilla: 
 
{{ object.nom }} 
{{ object.user.get_full_name }} 
{{ object.body }} 
{{ object.data_esdeveniment }} 
{{ object.creador }} 
{{ object.lloc }} 
{{ object.hora }} 
{{ object.contacte }} 
{{ object.email }} 




Fig. 7.9 Directori del cercador ElasticSearch 
 
- Altres aspectes 
Les funcions d’enviar correus electrònics s’ha d’activar en l’arxiu settings.py afegint la 
configuració següent: 
 
EMAIL_HOST = 'smtp.gmail.com'   
EMAIL_HOST_USER = 'yourgmail@gmail.com' 
EMAIL_HOST_PASSWORD = 'yourpassword' 
EMAIL_PORT = 587 
EMAIL_USE_TLS = True 
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7.4. Interfície final 
 
Fig. 7.10 Pagina incial 
 
 
Fig. 5.11  Pagina d'inici sessió 




Fig. 7.12 Pagina que mostra l’error quan s’ha posat malament un camp. 
 
 
Fig. 7.13 Pagina de registre 
 
 
Fig. 7.14 Pagina de cerca 
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Fig. 7.15 Pagina de cerca amb resultats 
 
 
Fig. 7.16 Pagina de llista de Sala d’Actes 
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Fig. 7.17 Sala d’Actes amb els esdeveniments que ja han passat. 
 
 
Fig. 7.18 Pagina d’afegir esdeveniment 
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Fig. 7.19 Pagina amb el calendari 
 
 
Fig. 7.20 Llista dels mesos amb efecte dropdown 
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8. Planificació temporal i costos 
La planificació del projecte s’ha dividit en les següents tasques: 
- Estudi del framework Django : En aquesta s’estudia el funcionament i la estructura 
d’aquest i també els recursos necessaris per començar a treballar en l’aplicació. 
 
-  Repàs del codi Python: Django és un framework escrit amb codi Python, tot i que en 
cursos anteriors s’ha tingut contacte amb el llenguatge, després d’uns quants anys 
s’ha perdut bastant coneixement i practica d’aquesta, en aquesta part és fa un repàs 
genèric de Python. 
 
- Disseny de l’aplicació: Es dissenya i es decideix per les funcionalitat de l’aplicació. 
 
- Creació prototip de l’aplicació.: Programar l’aplicació amb el framework Django i el 
disseny de les plantilles. 
 
- Polir l’aplicació: Acabar d’arreglar alguns punts que podrien millorar i en millorar 
l’aparença de la interfície.  
 
- Redactar la memòria: Redactar la memòria intentant explicar el que s’ha realitzat per 
fer l’aplicació. 
El treball s’ha realitzat de manera paral·lela amb totes les tasques menys la tasca de polir així 










Estudi del framework Django 60 hores 
Repàs del codi Python 10 hores 
Disseny de l’aplicació 50 hores 
Creació prototip de l’aplicació 150 hores 
Polir l’aplicació 15 hores 
Redactar la memòria 30 hores 
Fig. 8.1 Taula de tasques 
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En quan els costos es divideixen en tres parts: 
- Costos de personal 
- Costos directes  
- Costos indirectes 
El treball s’ha desenvolupat per una persona que ha realitzat totes les tasques i per calcular 
el pressupost s’ha tingut en compte les hores dedicades pel programador/enginyer (costos de 
personal) que s’han comentat en la planificació temporal, els costos de recursos necessaris 
per desenvolupar el projecte (costos directes) i els recursos referents a la connexió a internet 
i el consum elèctric (costos indirectes).  
 
Costos de personal 
Tasques Cost [€/hora] Temps [hores] Cost [€] 
Estudi del framework Django 25 60 hores 1500 
Repàs del codi Python 15 10 hores 150 
Disseny de l’aplicació 25 50 hores 1250 
Creació prototip de l’aplicació 25 150 hores 3750 
Polir l’aplicació 25 15 hores 375 
Redactar la memòria 15 30 hores 450 
Fig. 8.2 Taula de costos de personal 
 
Costos directes 
Material Unitat Cost [€] 
Ordinador portàtil amb SO Windows i Microsoft 
Office 
1 800 
Fig. 6.3 Taula de costos directes 
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Costos indirectes 
Serveis Cost [€/mes] Mesos Cost [€] 
Connexió Internet 36,24 5 181,2 
Consum elèctric 35 5 175 
Fig. 8.4 Taula de costos indirectes 
Seguint els criteris de les taules anteriors s’ha donat un cost total de 8631,2 €. 
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9. Impacte medi ambiental 
En aquest projecte s’ha creat un prototip d’una pagina web amb llenguatge Python així que 
es podria diferencia en dues parts el impacte ambiental causat per aquest projecte: 
- L’impacte durant el procés del projecte. 
- L’impacte hipotètic del projecte si es llences al servidor. 
En l’impacte durant el procés del projecte només s’ha utilitzat l’ordinador i els recursos per la 
il·luminació, ja que per la consulta de documentació necessària s’ha fet a través de la pantalla 
del ordinador portàtil, així que l’únic recurs que ha pogut causar impacte en el medi ambient 
és l’electricitat. 
L’altre impacte ambiental que podria causar és en el cas hipotètic que es llences l’aplicació 
Web Agenda i hi hagués un ús constant. Aquest és podria es podria considerar una manera 
fàcil d’estalviar paper i també una forma molt més còmode de consulta, ja que al tenir un 
format que s’adapta a les pantalles de mòbil o tablets es pot utilitzar perfectament com a 
substitutiu d’una agenda i portar-ho a sobre quan es necessites. 
Però com és un projecte de creació de només el prototip d’una pagina web, realment no ha 
suposat un gran impacte ambiental. 
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Conclusions 
Finalitzant aquest projecte els resultats el disseny d’una aplicació Web de caràcter dinàmic 
feta a partir d’un framework basat en Python, Django. 
 L’aplicació web és una agenda amb una sèrie de funcions bàsiques que ajuden a 
l’administració de tots els esdeveniments que pot tenir les dues sales de conferencia 
polivalents de la facultat ETSEIB. Aquesta aplicació a més es podrà comprimir i reutilitzar 
qualsevol que  estigui treballant amb el framework Django. 
El framework Django és una eina molt potent i realment molt ben pensada, ja que té una 
estructura i uns passos molt marcats per la creació d’una primera aplicació bàsica. Però si 
s’aprofundeix més no només es pot crear una aplicació bàsica sinó que també ofereix un 
ventall de possibilitats per crear de més complexes, les possibilitats són tan amplies que en 
aquest treball només ofereix un petit gra de totes les possibilitats.  
També el fet que estigui basat en Python li dona una facilitat en la creació ja que considero 
que el codi Python és un dels codis amb més facilitat d’aprenentatge i de compressió per un 
que acaba d’iniciar-se. 
En quant els costos és un projecte que no ha suposat un cost gaire gran comparat amb altres 
treballs ja que s’ha utilitzat només programes lliures en les quals tothom té accessibilitat i un 
ordinador. 
L’altre aspecte a destacar és l’impacte ambiental ja que ha sigut quasi nul, això és degut a 
que tot el material utilitzat provenia del mateix ordinador i a més només s’ha realitzat fins 
l’etapa del prototip. Per això cada vegada és una opció més atractiva pels usuaris o pels 
propietaris de digitalitzar segons quines funcions que potser impliquen altres costos continus 
i amb aquesta forma poder solucionar-ho. 
Tot i haver acabat aquest projecte, aquesta aplicació encara té molt d’espai de millora, com 
ara polir més els apartats d’afegir esdeveniment, també es podria afegir components de Java 
per tal de millorar la interfície gràfica, fer ús de les cookies i finalment el procés de llançament 
l’aplicació. 
Pág. 62  Memoria 
 
Agraïments 
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Annexe 
Codi de les plantilles 
Index.html 
 
{%extends "base.html" %} 
{% load crispy_forms_tags %} 
{% load staticfiles %} 
 





<div class = 'row'> 
<div class='col-md-6'> 
<form id="esdeveniment_form" method="post" action="/agenda/afegir_esdeveniment/"> 
    {% csrf_token %} 
        <table> 
        {{form|crispy}} 
        </table> 




<div class='col-md-6 text-center'> 
<blockquote> <p>Nota! Si l'esdeveniment dura més d'una hora s'ha de marcar la case "Horamulti" i en 








{%extends "base.html" %} 
{% load crispy_forms_tags %} 
{% load staticfiles %} 
 




    <h3>Aula Capella</h3> 
    <p><a href="/agenda/aula_capella_passat">Esdeveniments passats</a></p> 
</div> 
 
<div class="col-xs-1 col-sm-12 placeholder"> 
</br> 
  {% if capella %} 
  <div class="table-responsive"> 
  <table class='table table-striped'> 
    <thead> 
      <tr> 
        <th>Nom</th> 
        <th>Data</th> 
        <th>Hora</th> 
        <th> </th> 
      </tr> 
    </thead> 
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    <tbody> 
            {%for esdeveniment in capella %} 
            <tr> 
              <td>{{ esdeveniment.nom }} </td> 
              <td>{{ esdeveniment.data_esdeveniment | date:"d.m.y" }} </td> 
              <td>{{ esdeveniment.hora}} </td> 
              <td><a href="/agenda/aula_capella/{{esdeveniment.slug}}" > 
                +info </a></td> 
            </tr> 
            {% endfor %} 
            </tbody> 
      {% else %} 
            <strong>No hi ha esdeveniments.</strong> 
      {% endif %} 




  <div class="pagination"> 
    <span class="step-links"> 
        {% if capella.has_previous %} 
        <nav> 
          <ul class='pager'> 
            <li><a href="?page={{ capella.previous_page_number }}">Anterior</a></li> 
          </ul> 
        </nav> 
        {% endif %} 
 
        <span class="sr-only"> 
             {{ capella.number }} de {{ capella.paginator.num_pages }}. 
        </span> 
 
        {% if capella.has_next %} 
        <nav> 
          <ul class='pager'> 
            <li><a href="?page={{ capella.next_page_number }}">Següent</a></li> 
          </ul> 
        </nav> 
        {% endif %} 
    </span> 
</div> 







%extends "base.html" %} 
{% load crispy_forms_tags %} 
{% load staticfiles %} 
 




    <h3>Aula Capella, esdeveniments passats</h3> 
    <p><a href="/agenda/aula_capella">Futurs esdeveniments</a></p> 
</div> 
 
<div class="col-xs-1 col-sm-12 placeholder"> 
</br> 
  {% if capella %} 
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  <div class="table-responsive"> 
  <table class='table table-striped'> 
    <thead> 
      <tr> 
        <th>Nom</th> 
        <th>Data</th> 
        <th>Hora</th> 
        <th> </th> 
      </tr> 
    </thead> 
    <tbody> 
            {%for esdeveniment in capella %} 
            <tr> 
              <td>{{ esdeveniment.nom }} </td> 
              <td>{{ esdeveniment.data_esdeveniment | date:"d.m.y" }} </td> 
              <td>{{ esdeveniment.hora}} </td> 
              <td><a href="/agenda/aula_capella/{{esdeveniment.slug}}" > 
                +info </a></td> 
            </tr> 
            {% endfor %} 
            </tbody> 
      {% else %} 
            <strong>No hi ha esdeveniments.</strong> 
      {% endif %} 




  <div class="pagination"> 
    <span class="step-links"> 
        {% if capella.has_previous %} 
            <a href="?page={{ capella.previous_page_number }}">Anterior</a> 
        {% endif %} 
 
        <span class="current"> 
            Pag. {{ capella.number }} of {{ capella.paginator.num_pages }}. 
        </span> 
 
        {% if capella.has_next %} 
            <a href="?page={{ capella.next_page_number }}">Següent</a> 
        {% endif %} 
    </span> 
</div> 







{%extends "base.html" %} 
{% load crispy_forms_tags %} 
{% load staticfiles %} 
 






  <div class="col-md-4"> 
 
 
  {%if esdeveniment%} 
 
    <div class='text-center'><h3>{{esdeveniment_nom}}</h3> 
     <h4> {{esdeveniment.data_esdeveniment|date:"d.m.y"}} </h4></div> 
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   </br> 
 
      <dl class='dl-horizontal'> 
        <dt>Hora:</dt> 
          <dd>{{hora}}</dd> 
            <dt>Organitzador:</dt> 
      <dd >{{organitzador}}</dd> 
        <dt>Contacte:</dt> 
      <dd >{{contacte}}</dd> 
        <dt>Lloc:</dt> 
      <dd>{{lloc}}</dd> 
        <dt>Descrició:</dt> 
      <dd >{{descripcio}}</dd> 
 
 
  {%else%} 
    <strong>No hi ha informacio sobre aquest esdeveniment</strong> 










{%extends "base.html" %} 
{% load crispy_forms_tags %} 





{% if error %} 
  <ul> 
    {%for error in errors%} 
    <li style="color: red;">{{error}}</li> 
    {%endfor%} 
  </ul> 
{% endif %} 
    <form action="/agenda/buscar/" method="get"> 
        <input type="text" name="q"> 
        <input class="btn btn-primary" type="submit" value="Buscar"> 
 







{%extends "base.html" %} 
{% load crispy_forms_tags %} 
{% load staticfiles %} 
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<div class = 'row'> 
  <div class='col-sm-6 col-sm-offset-3'> 
{% if form.errors %} 
     <p style="color:red;">Si us plau corregeixi el seguent camp:</p> 
{% endif %} 
     <form action=""method="post"> {%csrf_token%} 
         <table> 
             {{form|crispy}} 
         </table> 
         <input class="btn btn-primary" type="submit" value="Enviar"> 













  <div class="col-xs-6"> 
    <div class="thumbnail"> 
      <img src="{% static "images/saladactes.jpg" %}" alt="saladactes" /> 
      <div class="caption"> 
        <h3>Sala d'Actes</h3> 
        <p>Situada en la pl. baixa de l'Ed.I. Capacitat de 280 persones, sala polivalent, 
          apte per conferencies, concerts, teatre i cine. Equipada amb excel·lents medis 
audiovisuals. 
          Wireless diponible. </p> 
        <p><a href="/agenda/sala_dactes/"class="btn btn-primary" role="button"> Consultar </a> 
      </div> 
    </div> 
  </div> 
 
  <div class="col-xs-6"> 
    <div class="thumbnail"> 
      <img src="{% static "images/aulacapella.jpg" %}" alt="aulacapella" /> 
      <div class="caption"> 
        <h3>Aula Capella</h3> 
        <p> 
          Situada en la planta baixa de l'Ed.I. Capacitat de 130 persones i equipada amb medis 
auidvisuals. 
          Possibilitat de realitzar videoconferencies per IP. Wireless diponible. 
 
          </p> 
 
        <p><a href="/agenda/aula_capella/"class="btn btn-primary" role="button"> Consultar </a> 
      </div> 
    </div> 











{%extends "base.html" %} 
{% load crispy_forms_tags %} 
{% load staticfiles %} 
 
 
Pág. 70  Memoria 
 





  <div class="col-md-12"> 
 
 
<h3> {{monthname}} {{myear}} </h3> 
<br> 
<div class="dropdown"> 
  <button class="btn btn-default dropdown-toggle" type="button" id="dropdownMenu1" data-
toggle="dropdown" aria-haspopup="true" aria-expanded="true"> 
    Mesos 
    <span class="caret"></span> 
  </button> 
  <ul class="dropdown-menu" aria-labelledby="dropdownMenu1"> 
    {% for month, count in monthcount %} 
      <li><a href="/agenda/calendari/{{myear}}/{{ forloop.counter }}"><span 
class="badge">{{count}}</span> {{month}} </a></li> 
    {%endfor%} 







thead {color: #fff} 






<table class="table table-bordered" style="height: 600px;"> 
 
<thead> 
{% for day in headers %} 
<th style="width: 100px; " >{{ day|date:"D"|slice:":3" }}</th> 




{% for week in calendar %} 
<tr style ="height: 170px;"> 
{% for day in week %} 
<td{% if not day.in_month %} class="cal_not_in_month" style="background-color: lightgrey; height: 
170px";{% endif %}> 
  {% if day.esdeveniment %} 
  <h6>{{ day.day|date:"j" }}</h6> 
    {% for name in day.esdeveniment_dia|slice:":4" %} 
        <li> 
        {%if name.lloc == 'Aula Capella'%} 
        <a href="/agenda/aula_capella/{{name.slug}}" > 
          <h5>{{name}}</h5></a> 
        {%else%} 
        <a href="/agenda/sala_dactes/{{name.slug}}" > 
          <h5>{{name}}</h5></a> 
        {%endif%} 
        </li> 
    {%endfor%} 
    {% if day.numesdeveniments > 4 %} 
      <a href="/agenda/calendari/{{myear}}/{{day.day|date:"m"}}/{{day.day|date:"d"}}">Hi ha 
{{day.numesdeveniments|add:"-4"}} mÃ©s.</a> 
Aquí pot anar el títol del vostre PFC  Pág. 71 
 
    {%endif%} 
 
  {% else %} 
  <h6>{{ day.day|date:"j" }}</h6> 
  {% endif %} 
</td> 
{% endfor %} 
</tr> 
{% endfor %} 
</tbody> 
</table> 
</div> 
</div> 
 
 
{%endblock%} 
 
 
