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In deel I (ICW-Nota 1393) werd de VAX-Fortran programmeertaal behan-
deld» echter nos zonder in te gaan OP de in- en uitvoer van informatie* 
In de hier voorliggende Nota zal in het bijzonder dit gedeelte van de 
programmeertaal aan de orde komen« 
De in- en uitvoer heeft aspecten waarmee niet elke lezer vertrouwd is. 
Daarom wordt? om een samenhangende behandeling te verkrijgen» wat uit-
voeriger stil gestaan biJ 't basisbegrip 'file' en biJ de verschillende 
soorten file-opbouw en file-toegang. Deze opbouw en toegang spelen ove-
rigens door de gehele tekst heen een rol. 
Evenals in deel I worden vele voorbeelden gegeven. Ze dienen vaak 
niet alleen ter verduidelijking biJ specifieke toepassingen van invoer-
en uitvoer-opdrachten maar tevens als illustratie van de algemene eigen-
schappen van deze en andere opdrachten. 
De samensteller is erkentelijk voor de suggesties die hij binnen 
de afdeling Wiskunde en Informatieverwerking mocht ontvangen» ze hebben 
mede vorm en inhoud van deze aflevering bepaald. 
Als bron heeft gediend! 
- VAX-11 FORTRAN Language Reference Manual. 
Digital Equipment Corporation» Ma«nard» Mass. 
April 1980» No. AA-D034B-TE. 
(in deze notai "VAX-Fortran Manual") 
- VAX-11 FORTRAN User's Guide. 
Digital EauiPioent Corporation» Maynard» Mass. 
April 1980» No. AA-D035B-TE. 
(in deze notât 'VAX-Fortran User's Guide") 
Verder wordt verwezen naar* 
- FORTRAN» een inleiding. 
Instituut voor Cultuurtechniek en Waterhuishouding» Wageningen. 
April 1979» Aspecten van Informatieverwerking» deel 19» Nots 1113. 
(in deze nota' 'Fortran 4 Nota') 
- VAX-11 Fortran» deel 1. 
Instituut voor Cultuurtechniek en Waterhuishouding» Wageningen. 
November 1982» Aspecten van Informatieverwerking» deel 33» Nota 1393. 
(in deze nota! 'Deel I") 
- Introduction to VAX-11 Record Management Services. 
Digital Eßuipment Corporation» Maynard» Mass. 
March 1980» No. AA-D024C-TE. 
(in deze nota! "Introduction VAX-RMS') 
- Introduction VAX-RMS RMS-11 User's Guide. 
Digital Eauipment Corporation» Maanard» Mass. 
1979» No. AA-D538A-TC. 
- FORTRAN version 5 Reference Manual. 
Control Data Corporation» Sunnyvale» Cal. 
Februar« 1980» No. 60481300. 
X 
hoe kiJk Je in een etalage ? 
hoe zoek Je in een flora ? 
Informatie komt in vele vormen tot ons. De manier waarop we in-
formatie tot ons nemen» hangt af van de vorm waarin ze wordt aangebo-
den» Enkele voorbeelden mogen dit verduidelijken. 
. wie een roman leest» begint biJ het eerste hoofdstuk geheel aan 
het begin en gaat door tot het eind van het boek» al of niet met 
onderbrekingen? de lezer äaat er eenvoudig van uit dat dit de 
enige manier is om het verhaal te kunnen volgen» 
. wie in een goed inäerichte winkel-etalaäe kiJktf krijgt in een 
oogopslag een overzicht van de artikelen die worden getoond en 
hoeft niet of nauwelijks te zoeken naar wat hem interesseert? 
dit in tegenstelling tot wat gebeurt biJ het lezen van een roman» 
want daarbij leidt de auteur zijn lezer stap voor stap langs de 
beschreven gebeurtenissen» 
. wie in een flora de naam van een plant opzoekt OP basis van een 
aantal gedetermineerde kenmerken» zoekt ziJn weg door de infor-
matie en laat zich leiden door trefwoorden die hem uiteindelijk 
brengen biJ de gezochte plantenaam» de trefwoorden ziJn als het 
ware de sleutels die toegang verschaffen tot volgende trefwoor-
den totdat het einddoel is bereikt» aldus bladert men heen en 
weer» dit zowel in tegenstelling tot het recht toe recht aan le-
zen van een roman als tot de directe wiJze waarop informatie uit 
de etalage wordt opgenomen» 
Deze voorbeelden van informatie-aanbod (roman» etalage» flora) 
komen in grote trekken overeen met de drie vormen van informatie-
opslsg en de basisvormen van toegang tot informatie die mogelijk ziJn 
OP rand-apparatuur van de VAX-computer. 
de roman bevat 'sectuentieel ' toegankelijke informatie» de etalage 
'rechtstreeks toegankelijke' informatie» de flora is volgens een voor-
geschreven volgorde (OP 'indexed' wiJze) toegankelijk. 
3. Files! opbouw en toegang» algemene begrippen. 
De roman» de etalage en de flora ziJn slechts enkele voorbeelden 
van informatie-verzamelingen. Lees- en schrijfopdrachten in een com-
puterprogramma dienen om opgeslagen informatieverzamelingen te raad-
plegen resp. aan te vullen of te wijzigen. 
Lees-opdrachten ziJn bedoeld om informatie uit een informatie-
verzameling over te nemen in een of meer Fortran-grootheden. Schrijf-
opdrachten nemen Fortran-grootheden over OP een informatieverzameling. 
De algemene benaming van een informatieverzameling is 'file'. 
Een file bevat een hoeveelheid (gewoonlijk logisch samenhangende) 
informatie» verdeeld over kleinere eenheden die »en 'records' noemt. 
Een lees- of schrijfopdracht betreft steeds een of meer records» daar-
binnen worden kleinere eenheden onderscheiden (par.4). 
Het is gebruikelijk dat men een record waarden laat bevatten die biJ 
elkaar behoren. 
Een file kan een geheugen-gedeelte betreffen. Dan spreekt men van een 
'interne file' (internal file). Gewoonlijk echter bevindt een file 
zich OP een magnetische schijf (disk) of OP een magnetische band 
(magnetic tape). De schijf wordt gebruikt wanneer de files die er OP 
staan veelvuldig worden benaderd via lees- en/of schrijfopdrachten)' 
de band dient voor goedkope opslag van informatie die men geruime 
tiJd niet nodig heeft. 
Zoals gezegd» nemen lees- en schrijfopdrachten informatie over» 
resp. uit en OP een informatieverzameling. Als informatie-overdrager 
kunnen ook dienen! terminals» ponskaartlezers» papierbandlezers» re-
geldrukkers en plotters. Vandaar dat ook deze randapparatuur wordt 
äerekend tot de files. Samengevat kan gesteld worden dat het begrip 
file betrekking kan hebben OP een magnetische schijf of band» OP een 
geheugen-gedeelte of OP randapparatuur. Als overkoepelend begrip 
wordt daarom gesproken van een 'unit' biJ lees- en schrijfopdrachten 
(par«4). 
Als voorbeeld van een file wordt hier genoemd een verzameling 
waarnemingen over een Jaar waarbij wekelijks de waarden van tien 
grootheden worden vastgesteld. In dat geval ligt het voor de hand het 
materiaal in te delen in 52 records van elk een tiental waarnemingen. 
De indeling van een record kan berusten OP een vast aantal cijfers 
per waarneming» »aar nodig is dat niet. Met 3ndere woorden? de lengt* 
van het record (aantal tekens in 't record) kan zowel vast als varia-
bel gekozen worden. Via welke apparatuur de weekwaamemingen ock aan 
de computer worden overgedragen» het is overzichtelijk genoemde inde-
ling in records te hanteren. OP een beeldscherm-terminal ingetikt» 
komt dan een regel overeen met een record waarvan men het einde via 
een toets (veelal de RETURN-toets) aangeeft. Dit record kan door een 
verwerkings-programma worden gelezen en overgezet naar variabelen! 
de terminal dient als 'inputfile'. 
In het vorige voorbeeld heeft de file een eenvoudige structuur. 
De records komen simpelweg na elkaar in het computersysteem te staan. 
ZiJn de recordlengten verschillend» dan kan een verwerkingsprogramma 
een willekeurige record in dat geval slechts vinden door de file van-
af het eerste record te doorlopen. Zo'n werkwijze is alleen doelmatig 
wanneer alle records achtereenvolgens in de verwerking nodiä ziJn 
(denk aan het lezen van eenroman). Vaak echter is het vereist dat records 
rechtstreeks toegankelijk ziJn» hetzij via een opgegeven recordnummer 
(denk aan de etalage) hetzij via een sleutelwaarde in de betrokken 
records (denk aan de flora). Daarom kan men in VAX-Fortren programma's 
drie soorten file-opbouw specificeren! 
. seauentiele file-opbouw (seauential file organization) 
is de eenvoudigste organisatievorm» vooral bedoeld voor lees- en 
schrijfopdrachten waarbij alle records achtereenvolgens aan de 
beurt komen» de recordlengte is variabel of vast» bij variabele 
lengte ziJn de records uitsluitend na elkaar toegankelijk» 
dit soort file-opbouw »et variabele recordlengte wordt toegepast 
wanneer een programma te maken heeft met een vaste volgorde van 
verwerking der records! men zorgt er eenvoudig voor dat de records 
in het gegevens-bestand die volgorde hebben» intern wordt biJ de 
verwerking gebruik gemaakt van de variabele recordlengte zoals 
deze voorkomt voor in het record» 
biJ vaste lengte kan men de records direct toegankelijk maken OP 
basis van hun recordnummer (Fig.3»l)» 
relatieve file-opbouw (relative file organization) 
maakt de records» via het recordnummer» rechtstreeks toegankelijk 
voor lees- en schrijfopdrachten» men geeft de records een vaste 
lengte naar keuze» de term 'relatief' äeeft aan dat de plaats van 
de records in de file Gerelateerd is aan de plaats van het eerste 
record» 
dit soort file-opbouw kan men toepassen wanneer het verloop van de 
uitvoering van een programma bepaalt welke records achtereenvolgens 
aan de beurt ziJn voor verwerking (Fig.3»2>» 
key-indexed file-opbouw (indexed file organization) 
behelst het voorkomen van een of meer sleutelwaarden (kess) OP grond 
waarvan een enkele record geselecteerd kan worden door zän. 'indexed 
lees- en schrijfopdrachten'» de recordlengte is te definieren als 
ziJnde vast of variabel» 
dit soort file-opbouw wordt onder meer toegepast biJ het creëren van 
data-bestanden uitgaande van eenvoudig seetuentieel opgebouwde files» 
die bestanden worden daarbij voorzien van sleutels die het selecteren 
van een record door een indexed lees-opdracht mogelijk maken» doordat 
biJ het opbouwen van de kea-indexed file de records worden gerang-
schikt naar elk van de sleutels» leveren seauentiele lees-opdrachten 
volgend OP de indexed leesopdrachten de overige records die voldoen 
aan de opgegeven sleutel-waarde» deze combinatie van twee soorten 
lees-opdrachten noemt men wel ' inde>.ed-sectueritieel lezen' (Fig.3»3)» 
De wiJze waarop men (onder meer) de opbouw van een file kan specificeren 
in een programma» komt in een aantal verspreide voorbeelden en in het 
bijzonder in paragraaf 8 aan de orde. 
Het soort opbouw van een file bepaalt OP welke wiJze hiJ toegankelijk 
is. Wat de toegang betreft wordt ook onderscheid gemaakt» en wel in drie 
soorten lees- en schrijfopdrachten die we aanduiden als seauentiele» 
directe en indexed opdrachten* De betekenis van deze termen zal na de 
opmerkingen over file-opbouw voldoende duidelijk ziJn. Een en ander is 
samengevat in Tabel 3»1. Daarnaast ziJn er nog de zgn. interne lees- en 
schrijfopdrachten die in feite niet OP files van toepassing ziJn en daarom 
afzonderlijk worden behandeld (par.10). 
Tabel 3ïl. File-opbouw en de daarbij toegelaten file-toegang 
—————— ——— — « - ————————————————_-.— — ___-.—__
 f 
toegangswiJze tot de file 
seouentieel direct indexed 
file-opbouw 
seetuentieel 
r e l a t i e f 2) 
kea-indexed 2) * 
- ! ) • 
* 
* 
1) directe toegang is slechts mogelijk biJ vaste 
recordlengte 
2) relatieve en kea-indexed opbouw ziJn slechts 
slechts mogelijk OP magnetische schijf 
Inleidende informatie over file-opbouw en -toegang vindt men ook in 
. Introduction VAX-RMS » Chap.2» 
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de records worden verwerkt 
in volsorde van voorkomen 
(seauentiele toeäanä» par.8.2). 
Andere toepassingen! 
. biJ vaste lenäte kan men de 
records rechtstreeks toeäankeliJk 
maken voor lezen of schrijven 
(directe toeäanä» par.8.3) 
• biJ vaste lenäte kunnen de 
records Gecombineerd 
seouentieel-direct 
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de losiea in het programma wiJst» 
via het recordnummer» aan welk 
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< — Gebruikelijke toepassing? 
door middel van een 
indexed leesopdracht wordt 
een record met äepeeificeerde 
sleutelwaarde (*) oPäespoord 
en vervoläens» met seauentiele 
lees-opdrachten» 
de overiäe records die de 





4« De lees- en schrijfopdrachten» omzetting van informatie. 
BiJ lees- en schrijfopdrachten is niet âlleen de wiJze van file-
toegang van belang» maar ook de vraag of er code-omzetting van infor-
matie moet plaatsvinden alvorens de informatie wordt overgenomen en 
welke omzettinä verlangd wordt. Een sesuentiele leesopdracht bijvoor-
beeld» gecombineerd met een FORMAT maakt» dat een record OP voorge-
schreven wiJze wordt geïnterpreteerd en overäenonen in variabelen! 
• Voorbeeld 4»1 (code-omzetting biJ lees- en schrijfopdrachten) 
READ (UNIT=1»FMT=9) a»k 
9 F0RMAT(F6.1»I3) 
Er wordt hier een record gelezen van een file waaraan men eerder in 
het programma het unitnummer 1 heeft toegekend. De F-code in het 
FORMAT vormt uit de eerste zes ASCII-tekens in het record een waarde 
van het real tape en plaatst de waarde in de grootheid a. De I-code 
maakt uit de volgende drie ASCII-tekens in het record een waarde van 
het integer tape. 
In dit voorbeeld was sprake van een 'sesuentiele leesopdracht 
met format' (formatted seouential READ statement)» in overzichts-
tabel 5»i aangeduid als nummer 1. Een andere mogelijkheid is dat men 
de omzetting van de record-inhoud laat afhangen van die inhoud. Hier-
voor gebruiken we de term 'list-directed leesopdracht'» waarmee wordt 
bedoeld dat de omzetting plaatsvindt aan de hand van de datatypen van 
de betrokken Fortran-grootheden en van de scheidings-tekens tussen de 
grootheden in het record. Genoemd opdracht-tape is als nummer 4 opge-
nomen in Tabel 5»1 OP pag.8. Een programma-gedeelte als voorbeeld? 
Voorbeeld 4»2 (list-directed leesopdracht) 
CHARACTERS alfa 
REAU2 m 
READ <UNIT=1»FMT=*> 3»k»m»alfa 
het te lezen record bevat o.m* 
3.157 14 3 '8' 
de leesopdracht resulteert in 
3=3.157» k=14i »=3.0»' 3lf3='0' 
De parameterwaarde FHT = * kenmerkt een list-directed lees- of schrijf-
opdracht. De grootheden in het te lezen record zijn in dit gevsl 
onderling gescheiden door een of meer spaties. Samen met de impliciet 
gedeclareerde datatypen voor s en k» en de expliciet gedeclsreerde voor 
alfa en m bepaalt dit de waarden die de READ zal opleveren. 
Het list-directed werken heeft het voordeel van de vriJere record-
indeling» wat aantrekkelijk kan ziJn bij het invoeren van gegevens 
vis de terminal. Een afzonderlijke behandeling wordt gegeven in psrs-
graaf 6. 
Het derde tape lees- of schrijfopdracht wordt aangeduid als ziJnde 
'formatloos' (unformatted). Dat houdt in dat er geen code-omzetting van 
informatie plaatsvindt. De gebruikelijke toepassing ervsn is» dst in een 
computerprogramma resultaten formatloos worden weggeschreven OP een file 
en in een later stadium formatloos worden teruggelezen ter verdere verwer-
king. Met andere woorden? de informatie blijft in de computer. 
Omdat omzetting van informatie erbij achterwege blijft» is formatloos 
lezen en schrijven sneller en leidt het niet tot afrondingsfouten. 
- 7 
Het vraaät dooräaans ook minder äeheuäenruimte omdat äetallen in binaire 
code blijven staan, Formatloze lees- en schriJf-opdrachten ziJn aug effect 
te omschrijven als computer-vriendeliJk» terwiJl opdrachten met format en 
vooral list-directed opdrachten eerder mens-vriendeliJke ziJn. 
Er wordt OP äewezen dat een formatloze seouentiele lees-OPdracht uitslui-
tend toepasbaar is OP een record» opsfebouwd door een eveneens formatloze 
seouentiele schriJf-opdracht. Het vollende voorbeeld liât in de sfeer van 
de toepassinä van äenoemde formatloze READ/URITE-combinatie. 
Voorbeeld 4»3 (forniatloze lees- en schrijfopdrachten) 
CHARACTER*11 B»Y 
OPEN (UNIT=3» FILE='HULP.GEG'» STATUS='OLD'» FORM*'UNFORMATTED ' ) 
A = 10.1 
B = 'ALFABETISCH' 
WRITE (UNIT=3) A»B 
BACKSPACE 3 
READ (UNIT=3) X»Y 
schrijf A en B formatloos wes naar unit 3 
ÉB naar beslin van zojuist äeschreven record 
lees het record opnieuw» A — > X» B —> Y 
Dit proäramma-fraäment en het commentaar spreken voor zich» de 0PEN-
opdracht vraasft om eniäe toelichtinä. OPEN specificeert» aläemeen äe-
steld» een aantal file-eiäenschappen door middel van parameters« 
In dit äeval kriJät de file het unitnummer 3 en de naam 'HULP.GEO'. 
Omdat de STATUS-parameter äeliJk is aan 'OLD' wordt de file äeacht 
reeds te bestaan. Is dat niet het äeval» dan stopt dit programma OF 
een fout-indicatie. Tenslotte wordt de file äeschikt äemaakt voor 
formatloos lezen en schrijven door middel van de FORM-parameter. 
Dat het een seauentieel opgebouwde file is» wordt niet expliciet aan-
äeäeven. Dit is een 'default parameterwaarde'» dat wil zeääen? een 
file is seauentieel tenzij anders vermeld. De OPEN-opdracht en ziJn 
belanäriJkste parameters worden nader besproken in paragraaf 8. 
Het feit dat in de READ en in de URNE äeen waarde voor de FMT-
parameter wordt meeäeäeven» bestempelt deze opdrachten tot formatloos» 
Tabel 5»1 overziende» merken we OP dat lees- en schrijfopdrach-
ten zowel met als zonder format» van het seouentiele» directe en 
indexed type kunnen ziJn (voläens de kolommen F en U). List-directed 
opdrachten (kolom L) werken uitsluitend seauentieel. 
5. Overzicht van de parameters van de lees- en schrijfopdrachten. 
In de voorbeelden 4»1» 4»2 en 4»3 werden enkele parameters van 
lees- en schriJf-opdrachten äetoond. De opsomminä van parameters äeeft 
aan OP welke wiJze informatie moet worden overäenomen terwijl de op-
somminä van ärootheden de informatie zelf aanduidt. Tabel 5*2 levert 
een overzicht van de parameters» äeeft aan welke verplicht ziJn en 
welke niet» en wat de aard van de toegestane waarden is. DaarbiJ dient 
Tabel 5*1 als sleutel tot Tabel 5»2. 
In de meest aläemene schrijfwijze wordt de parameter-opsommina 
door haken omäeven. De uitzonderinäen ziJn de opdrachten äenummerd 
lb» 3» 4b en 6« BiJ die opdrachten wordt âeen unit aanäeäeven. Dat kan 
slechts betekenen dat er sprake is van voor-äedefinieerde units. En 
inderdaad» de opdrachten READ (lb»4b) betreffen invoer via de termi-
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H e p a r a m e t e r s 
UNIT 
De UNIT-parameter duidt aan om welke unit 't gaat. BiJ weglating 
van die parameter betreft het een terminal » evenals wanneer de para-
meterwaarde geliJk is aan #. Behalve * kan de parameterwaarde een re-
kenkundige uitdrukking of een character-grootheid ziJn. De rekenkun-
dige uitdrukking wordt» OP gehelen afgekapt» als unitnummer gebruikt. 
Is de UNIT-waarde een character-grootheid» dan is de unit een geheu-
gengedeelte en heeft men te maken met een interne lees- of schrijf-
opdracht (par.10). 
Het is ook mogelijk de unitnummers 5 en 6 te hanteren voor respectie-
velijk invoer en uitvoer per terminal (par.8.1). 
FMT 
De FMT-parameter verwijst naar een format. Weglating typeert een 
formatloze opdracht zoals besproken bij voorbeeld 5»3. De parameter-
waarde * duidt OP een list-directed opdracht (par.6). Behalve * kan 
de parameterwaarde ziJnî een formatnummer» de naam van een reeks» d« 
naam van een reekselement of een uitdrukking van het character-type» 
zie Tabel 5»"2» regel la. 
Het formatnummer is de meest gebruikte FMT-parameterwaarde» zie 
voorbeeld 4»1. Gebruikt men de naam van een reeks als parameterwaar-
de» den is het de bedoeling dat de opeenvolgende reeks-elementen te-
samen een volledige» tussen haakJes geplaatste format-specificatie 
bevatten zoals dat het geval is biJ een FORMAT-opdracht. OP dezelfde 
manier kan men een enkel reeks-element of een character-uitdrukking 
laten dienen om een format in OP te slaan. OP een VAX-computer zal 6<s 
character-uitdrukking de voorkeur verdienen. Het volgende voorbeeld 
laat zien hoe men een flexibel format (RUN-TIME format) kan verkrij-
gen dat zich aanpast» in dit geval aan de orde van grootte van de uit 
te schrijven waarden. 
Voorbeeld 5»1 (RUN-TIME format» opgebouwd in een character-reeks) 
SUBROUTINE PRINT (REEKS) 
REAL*4 REEKS(3) 
CHARACTER*5 FORMAT(OM) 
DATA FORMAT(O), FORMATU) /'< ) ' / 
DO J=l»3 
IF (REEKS(J) .GT. 100.) THEN 
FORMATU) = 'F8.2»' 
ELSE IF (REEKS(J) .GT. 0.1 ) THEN 
FORMATU) = 'F9.4»' 
ELSE 
FORMATU) = 'F9.6»' 
END IF 
END DO 
WRITE (UNIT=Ó» FMT=F0RMAT) REEKS 
RETURN 
END 
De subroutine schrijft 
de drie getallen uit de 
reeks REEKS OP unit 6. 
Het format wordt afge-
stemd OP de grootte van 
de getallen» zie D0-lus» 
en opgeslagen in de 
reeks genaamd FORMAT. 
Als bijv. 
REEKS(l) = 150.11 
REEKS(2) * 0.0000123 
REEKS(3) = 99.6 
dan wordt het format 
( F8.2»F9.6»F9,4»> 
De WRITE in dit voorbeeld is van het soortnummer 2 in Tab.5»2. 
•43* 
REC 
De aanwezigheid van de REC-parameter is kenmerkend voor de directe 
lees- en schrijfopdrachten (direct access READ and WRITE statements). 
De waarde van genoemde parameter is een rekenkundige uitdrukking die» 
afgekapt OP gehelen» het nummer van het betreffende record oplevert. 
ÎÎ Voorbeelden 5»2 (REC-parameter in directe lees-opdrachten) 
READ <UNIT=2» FMT=11» REC=12) A»B»C 
WRITE (UNIT=N» FMT=F0RM» REC=K+1) P»G 
4 « . 
»». 
De READ-opdracht is van soort nummer 9 in Tab.5*2 terwijl de WRITE als 
nummer 10 voorkomt. 
De READ leest OP directe wiJze in record nummer 12 en brengt informa-
tie» omgezet volgens FORHAT nummer 11» over naar A» B» en C. Deze wiJze 
van lezen is 3lleen van toepassing OP files met een relatieve opbouw 
(relative organization) en OP seouentiele files met vaste record-lengte» 
zie Tabel 3»1. De benodigde file-specificaties moet men opgeven in een 
OPEN-opdracht (par,8). 
De WRITE-opdracht schrijft OP directe wiJze de grootheden P en Q in 
record nummer K+i» onder gebruikmaking van een format» opgeslagen in 
de grootheid FORM. BiJ de WRITE behoort eveneens een OPEN-opdracht. 
KEYEQ» KEYGE» KEYLT 
Een van de parameters KEYEQ» KEYGE of KEYLT moet voorkomen bij het 
indexed lezen van een file met een key-indexed opbouw. Door het indexed 
lezen wordt via KEYEQ een record opgespoord waarvan de sleutelwaarde 
gelijk is aan een opgegeven waarde. Deze waarde moet van het datatype 
CHARACTER of INTEGER ziJn. De KEYGE-parameter zoekt naar een sleutel-
waarde die in character- of numerieke zin minstens even groot is als de 
opgegeven zoekwaarde» biJ gebruik van KEYLT wordt een kleinere sleutel-
waarde dan de gespecificeerde zoekwaarde opgespoord. Zie verder par.7. 
KEYID 
De KEYID-parameter geeft aan naar welke sleutel wordt gezocht 
tijdens het indexed lezen. KEYID=0 duidt OP de hoofdsleutel (primary 
key)» KEYID=1»2».•. duidt OP mogelijke andere sleutels (alternate 
keys). De posities van de sleutels ziJn voor alle records van de in-
dexed file dezelfde. Deze posities worden in een OPEN-opdracht vast-
gelegd. Het indexed lezen gaat er van uit dat in ieder geval de hoofd-
sleutel aanwezig is. BiJ het indexed lezen is men vriJ te kiezen welke 
sleutel wordt gehanteerd» welke zoekwaarde wordt gebruikt en OP welke 
wiJze (KEYEQ» KEYGE» KEYLT) wordt gezocht. Zie verder par.7. 
END 
De END-parameter is facultatief en wordt toegepast biJ 't seouen-
teel lezen van seouentiele files en bij de interne leesopdracht. 
De parameterwaarde is het nummer van de Fortran-opdracht waarbij het 
programma vervolgt als tijdens het lezen het eindpunt van de seouen-
tiele file c a . het eindpunt van het betreffende interne geheugen-
gedeelte bereikt wordt. Wordt dat eindpunt niet bereikt» dan vervolgt 
het programma met de eerstvolgende actievoerende opdracht die in de 
programmatekst voorkomt. 
TiJdens het lezen kan een programma OP het einde van een file stuiten 
ten gevolge van een fout in de (indeling van de) informatie in die 
file of door een programmafout. Met de END-parameter kan men in dat 
geval zo zinvol mogelijk verder gaan en voorkomen dat een uitgebreide 
fout-indicatie OP de terminal wordt uitgeschreven» het programma abrupt 
stopt en de betrokken file niet meer zonder extra maatregelen toegan-
kelijk is. 
Een gebruikelijke toepassing van de END-parameter is dat men alle 
records van een sesuentiele file laat lezen zonder dat men het aantal 
records specificeert en daarbij of daarna de gegevens verwerkt. 
ERR 
De ERR-P3rameter is eveneens facultatief en wordt toegepast wan-
neer men voorbereid wil zijn OP het optreden van een fout-indicatie 
tijdens het lezen of schrijven. 
De parameterwaarde is het nummer van de Fortran-opdracht waarbij het 
programma vervolgt na het optreden van een fout-indicatie biJ lezen of 
schrijven. 
IOSTAT 
De IOSTAT-parameter (input/output status) is facultatief en dient 
om aanvullende informatie te verkrijgen bij lees- of schrijffouten. 
De parameter-waarde is een geheeltalliäe variabele of een äeheeltallig 
reeks-element. De lees- of schrijfopdracht vult deze grootheden met een 
geheel getal dat de aard van de fout aanwijst. 
Voor ERR» END en IOSTAT wordt verder verwezen naar de VAX-Fortran 
User's Guide» P33.7-4 e.v. Deze paragraaf wordt besloten met een voor-
beeld waarin de zojuist genoemde parameters worden toegepast. 
ÎÎ Voorbeeld 5»3 (END-» ERR-» lOSTAT-parameters) 
f « » 
READ <UNIT=5» FMT=--*» END=2» ERR=?» I0STAT=N5 A»B 
» • » 
2 ... 
• • » 
STOP 
9 PRINT *» N 
PAUSE 
De READ is V3n het soort vermeld in regel la van Tabel 5>2. De PRINT 
heeft het soortnummer 3. 
Als het einde van de seöuentiele file (äe-identificeerd door UNIT = 5) 
tiJdens het lezen wordt bereikt» vervolgt het programma biJ bovenstaan-
de opdracht nummer 2. Treedt er een leesfout OP» dan wordt de PRINT-
opdracht uitgevoerd. Daardoor wordt een waarde N OP de terminal uitge-
schreven. Deze waarde kan men bijvoorbeeld gebruiken om in tab.7-1 van 
de VAX-Fortran User's Guide de aard van de fout OP te zoeken. Daarna 
kan worden besloten hoe men na de PAUSE verder gaat (Deel I» Pag.46). 
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6. List-directed lezen en schrijven. 
6.0. Algemeen. 
De tabellen 5f1 en 5»2 waarin de lees- en schrijfopdrachten ziJn sa-
mengevat» bevatten een voor ons doel aangepaste nummering van de diverse 
lees- en schrijfopdrachten die niet overeenkomt met de volgorde van be-
handeling in de VAX-Fortran Manual. 
De opdrachten 1» 2 en 3 ziJn de seouentiele opdrachten met format» bekend 
uit Fortran 4. De opdrachten 4» 5» 6 ziJn specifiek list-directed. Dit 
soort opdrachten werd in voorbeeld 452 reeds aangeduid. Overigens kan 
men de opdrachten Ir 2 en 3 ook OP list-directed wiJze laten werken door 
middel van de parameter-waarde FMT = *. Aan de hand van een programma-
fragment wordt in de voorbeelden ó.i»l/2 ingegaan OP het list-directed 
lezen» het schrijven volât in voorbeeld 6.2»1. 
Het list-directed lezen staat een vriJe indeling binnen een record 
toe. Dat is met name plezierig wanneer gegevens OP de terminal worden 
ingetikt ter onmiddellijke verwerking via een list-directed READ (op-
dracht 4b in tabel 5*2). De losse indelinä heeft ook voordelen wanneer de 
gegevens via de editor eerst in een file worden geplaatst» wellicht ge-
controleerd en later uit de file gelezen via een READ van het soort lst 
List-directed schriJf-opdrachten produceren standaard-formats» OP 
automatische wiJze aangepast aan de datatypen V3n de te schrijven groot-
heden. De list-directed uitvoer-formats ziJn samengevat in Tabel 6.2»1. 
6.1. List-directed lezen. 
De grootheden in een record dat OP list-directed wiJze wordt gele-
zen» worden onderling gescheiden door een of meer spaties of door een 
komma. De komma mag omgeven ziJn door een of meer spaties. Spaties aan 
het begin van het record worden genegeerd» Voor alle niet-character 
grootheden is het einde van het record tevens de scheiding met de eer-
ste grootheid in het volgende record. 
De grootheden mogen van alle toegestane datatypen ziJn. Character groot-
heden worden door apostrophes omgeven. De spatie mag voorkomen als be-
standdeel van een character grootheid» evenals de apostrophe. In het 
laatste geval wordt een dubbele apostrophe gebruikt in plaats van een 
enkele. Character grootheden »ogen over de recordgrens heen reikenï 
biJ het lezen ervan wordt die grens als scheiding genegeerd. 
We kiezen als te lezen record! 
4 6.3 .TRUE. »»3*14.6 ' "s-GRAVENHAGEV 
en nemen dit van links naar rechts door. 
De eerste waarde (4) is van numerieke aard» evenals de tweede (6.3). 
De scheiding wordt gevormd door een spatie. 
De derde waarde» hier door twee spaties gescheiden van de vorige» is de 
bekende logische constante. Als scheidings-teken hierna volgen een spa-
tie en een komma. Omdat hierna onmiddellijk weer een scheidings-teken 
(komma) volgt» heeft men te maken met een 'lege' grootheid. Het lezen 
van een lege grootheid laat de betrokken variabele onveranderd. De no-
tatie 3*14.6 vervolgens is een korte schrijfwijze voor drie achtereen-
volgende gelijke waarden 14.6. Dan volgt er een character grootheid. 
De tweede en derde apostrophe samen» fungeren binnen deze grootheid als 
een enkele apostrophe. De deelstreep dient om het record af te sluiten 
14 
met betrekking tot het lesen* d.w.z. overiäe drootheden in het record 
worden äeneäeerd biJ list-directed lezen. Als er niet »eer variabelen 
in de list-directed lees-opdracht voorkomen dan ärootheden in 't record» 
is de deelstreep overbodiä. 
Een Programms-fraäment dat dit record leest» kan biüv. zijn! 






* * t 
READ (UNIT=1»FMT=*) 
Het te lezen record is 
4 6.3 .TRUE. »» 3*14.6 "'s-GRAVENHAGEV. . . 
A» B» N» C»I»T» NAAKi 
De datatypen in acht nemend resulteert de READ in 
A = 4.0» B = 6.3» L = .TRUE.» N onäewiJziäd» 
C = 14.6» I = 14 » T = 14.60000___00» NAAM ='s-GRAVENH» D onäewiJziäd 
In het vorise werd slechts een record äelezen. Dit doordat een deel-
streep in het record voorkwam. In principe echter» kunnen meer records 
door een list-directed READ äelezen worden. 
Voorbeeld ó.l»2 (lezen van meer records door list-directed READ) 
OPEN <UNIT=1» STATUS='0LD') 
1 READ <UNIT=1» FMT=*» END=2) A» 
Y = A + B + C 
3 FORMAT (4F6.2) 
PRINT 3» A»B»C» l.-Y 
GO T0 1 
2 STOP 'Einde verwerkinä' 
END 
De READ vraaät hier om drie waarden! 
in het tweede record staat» wordt ook 
A=l.l» B=1.2» C = 2.1. Het noämaals 
maakt dat het voläende (derde) record 
C» ook het record dat daar weer OP VO 
De file (unitnr.=l) bevat 





PRINT schrijft OP terminal! 
1.10 1.20 2.10 -3.40 
3.10 3.20 4.10 -9.40 
Einde verwerkinä 
+ + 
A» B en C. Omdat de derde waarde 
dit record äelezen. Resultaat! 
toepassen van READ (via GO T0 1) 
wordt äelezen en» ten behoeve van 
lät (het vierde record). 
6.2. List-directed schrijven. 
Uit het voriäe bliJkt dat de list-directed lees-opdracht als het 
ware ziJn eiäen format maakt aan de hand van zowel de data-typen van de 
betreffende variabelen als van de indelinä van de te lezen records. 
Ook bij list-directed schriJf-opdrachten wordt OP automatische wiJze 
äebruik äemaakt van formats die echter uitsluitend afhanäen van het 
data-type van elke te schrijven ärootheid. Zie hiervoor Tabel 6.2»1. 
Nu eerst een voorbeeld. 
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Voorbeeld 6.2d (list-directed schriJf-opdracht) 
DIMENSION A<5) 
DATA A /I.if 1,2» 1.3» 2.1» 
OPEN <UNIT=7» STATUS='NEW'» 
• • • 
«RITE (UNIT=7> FMT=*) A 
PRINT*»'Gereed» '»'A(l) 
£. « el 
RECL=50) 
-A<1 ) 
De reeks A bevat 
nevenstaande viJf waarden. 
De nieuwe file heeft een max. 
recordlenäte van 50 tekens. 
De WRITE verät echter 75 tekens 
voläens Tab.6,2d. Daarom pro-
duceert de WRITE twee records. 
i 
De list-directed schriJf-opdracht bepaalt zelf over hoeveel records de 
te schrijven Grootheden verdeeld moeten worden. De WRITE äebruikt in dit 






1.300000 (recordlenäte = 3 * 15) 
(recordlenäte = 2 * 15) 
• X -
De PRINT (soort nr.3 in Tabel 5»2) schrijft OP de terminal twee character 
constanten uit en de waarde van de ärootheid A d ) . 
De terminal-reäelbreedte biJ list-directed uitvoer heeft de standaard-
waarde van 80 tekens. De PRINT heeft daarom hier äenoeä aan een reäel. 
Er komt 
Gereed» A d ) 1.100000 (recordlenäte = 8 + 6 + 1 5 ) 
- > < • 
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7 siän. cijfers 
16 siän. cijfers 
33 siän. cijfers 
biJ Starinä-VAX 
äeen spatie vooraf 
1) REAL Grootheden die in absolute waarde extreem klein of extreem 
äroot ziJn» worden weeräeäeven in de E-notatie. 
(G-specificatie biJ Formats» par.11) 
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Wat het list-directed schrijven betreft nog het vollende: 
elk geschreven record krijgt een spatie in de eerste positie» ten 
behoeve van 'carriage control' biJ het uittikken van de file (zie 
parill.2 en VAX-Fortran Manual» paä.8-20)» is de als eerste te 
schrijven grootheid van een niet-character type» dan komt de spatie 
in Kinderinâ OP het aantal posities dat voor de ärootheid beschik-
baar is volgens Tabel 6.2»1» 
het list-directed schrijven van character-grootheden gebeurt zonder 
omringende apostrophes» apostrophes binnen een character grootheid 
worden als een enkele* !) apostrophe geschreven» list-directed 
character uitvoer is dus niet zonder meer te gebruiken als list-
directed invoer» dit in tegenstelling tot niet-character uitvoer 
een character grootheid die» na andere grootheden geschreven» niet 
meer zou passen in het record» wordt vervolgd aan het begin van het 
volgende record» een niet passende niet-character grootheid daaren-
tegen wordt san het begin van het volgende record geplaatst 
volgens de VAX-Fortran Manual worden character grootheden automa-
tisch voorafgegaan door een scheidings-spatie» dit bliJkt niet 
altiJd OP te gaan» »et name niet voor de VAX in het Staringgebouwt 
7. Key-indexed files» INDEXED-SEQUENTIAL lezen. 
Een file met key-indexed opbouw is bedoeld om records te kunnen 
sorteren OP basis van een waarde in een sleutelwoord. De bijbehorende 
lees- en schriJf-opdrachten ziJn in de tabellen 5»! en 5»2 genummerd 
van 13 t/m 18. 
Deze opdrachten (READ» WRITE» REWRITE) ziJn zowel met als zonder for-
mat mogelijk. REWRITE is nodig om waarden in een record te overschrij-
ven. Key-indexed files kunnen ook seauentieel worden gelezen. Een ge-
bruikelijke toepassing omvat een combinatie van indexed lezen (d.i het 
opsporen van een record) en seauentieel lezen. Deze combinatie» weerge-
geven in Fig.3»3» noemen we indexed-seauentieel (indexed-seouential ) 
lezen. 
Het indexed werken wordt toegelicht aan een becommentarieerd voorbeeld. 
We gaan uit van een seauentieel opgebouwde file die eerder werd opge-
bouwd» biJv. doordat gegevens via een editor werden ingetikt of van 
een magneetband werden gelezen. De inhoud van deze file (UNIT=1) wil 
men overbrengen naar een key-indexed file (UNIT=2) teneinde records te 
kunnen sorteren. Dat is de essentie van het programma 'DEFINE' in voor-
beeld 7»1. Het programma 'APPLY' gebruikt vervolgens de key-indexed file 
bij een sortering OP plaatsnaam. 
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il Voorbeeld 7»1 (Indexed-seauentiele file-toeäand) 
Geäeven is de seauentieel opgebouwde file BESTELD»DAT bestaande uit zeven records 






































































Het programma DEFINE specificeert de kea-indexed file BESTELD.IND en vult 
deze file met de gegevens afkomstig uit BESTELD.DAT. 
Het programma APPLY sorteert vervolgens de personen die in Amsterdam wonen 
en schrijft een verzendlijst OP de terminal. 
Program DEFINE 
INTEGER*2 BESTELNUMMER 
CHARACTERI20 NAAH, ADRESf P0STC0DE*7» WOONPLAATS 
INTEGER*2 ARTIKEL 
OPEN (UNIT = 1» FILE 
OPEN (UNIT = 2» FILE 
* RECL = 75» 
* ORGANIZATION ='INDEXED'» 
* FORM ='FORMATTED'» 
* KEY = (1!4!INTEGER> 52Î71) 
* ) 
'BESTELD.DAT'» STATUS ='0LD') 
'BESTELD.IND'» STATUS ='NEW'» 
ACCESS ='KEYED'» 
I--
4 READ (UNIT =1» FMT = 5» END = 9) 
* BESTELNUMMER » NAAM » ADRES » POSTCODE » WOONPLAATS » ARTIKEL 
5 F0RMAT(I4»2A20»A7»A20»I4) 
WRITE (UNIT = 2» FMT = 5) 












READ (UNIT=8» FMT=1» KEYEQ=' AMSTERDAM'» KEYID=1» ERR=7) 
BESTELNUMMER » NAAM » ADRES » POSTCODE » WOONPLAATS 
1 FORMAT(14»2A20»A7»A20»14) 
DO WHILE (WOONPLAATS.EQ.' AMSTERDAM') 
PRINT*» NAAM 
PRINT*» ADRES 
PRINT*» POSTCODE» WOONPLAATS 
PRINT* 
READ (UNIT = 8» FMT = 1» END = 7) 
* BESTELNUMMER » NAAM » ADRES » POSTCODE » WOONPLAATS 
END DO 








key's = bestelnr» woonpl. 
seouentieel copieren 
van de gegevens naar 
de kea-indexed file 
APPLY schrijft deze 
tekst OP de terminal! 
J.Z.GROEN 
GROENSTRAAT 11 
1234 AB AMSTERDAM 
J.H.GROEN 
RENSTRAAT 14 
7734 UI AMSTERDAM 
ZWARTSTRAAT 79 
4591 KG AMSTERDAM 
Einde verzendlijst 
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In het programma DEFINE worden twee OPEN-opdrachten Gebruikt. 
De eerste OPEN specificeert slechts drie parameters» san de overiGe 
parameters wordt bij verstek automatisch een waarde toestekend« 
Uit Tabel 8»i kan men aan de hand van de vraGen in de linker kolom de 
parameterwaarden kiezen» daarbij Gebruik makend van de toelichtingen. 
In veel Gevallen wordt de moGeliJkheid benut san. verstek-waarden aan 
een aantal parameters te Seven. Verstek-waarden (defaults) worden in 
Tabel 8î1 aanGewezen door een piJl. 
BiJ de tweede OPEN ziJn aanzienlijk »eer parameters nodiä om de key-
indexed file (BESTELD.IND) te specificeren. De recordlenGte biJv. moet 
in dit Geval worden aanGeGeven zoals aanäeduid in de toelichting biJ 
RECL in Tabel 8»1. De KEY-parameter reserveert hier de eerste vier 
tekenposities in elk record voor een sleutelwoord waarin een Geheeltal-
liGe waarde wordt verwacht» in de twintiG posities (butes) Genummerd 
52 t/m 71 wordt plaats Gemaakt voor een tweede sleutelwoord. Sleutel-
woorden die Geen datatype-aanduidinG meekriJGen ziJn van het character-
tape. De datatypen van de sleutelwaarden worden door 't Fortran vertaal-
programma aangepast aan de ruimte die de KEY-parameter opeist voor de 
sleutelwaarden. In het voorbeeld zal de eerste sleutelwaarde het data-
type INTEGER*2 kriJGen» omdat dat toereikend is voor vier cijfers 
(Deel I» Tab.óJl). Voor de andere sleutelwaarde werkt het betreffend« 
programma met het datatype CHARACTER*20, 
In het proGramma-Gedeelte van DEFINE dat zich uitstrekt van READ 
t/m GOTO 4» wordt de sectuentieel opgebouwde file BESTELD.DAT OP seauen-
tiele wijze record voor record Gelezen» daarbij wordt de inhoud seöuen-
tieeK!) Geschreven in de eerder Gespecificeerde key-indexed file 
BESTELD.IND. Seauentiele toeGanG is biJ key-indexed files namelijk mo-
GeliJk zelfs onder de specificatie ACCESS='KEYED' (Tab.3.1). 
Tijdens het opbouwen van de key-indexed file wordt een ranäschikkinä 
van de records vastgesteld naar elk van de sleutelwaarden. Deze ranG-
schikkinG is in niet-dalende numerieke C.Q. alfanumerieke volGorde vol-
Gens de ASCII-tabel (Deel I» biJlaGe 1). 
In het proGramma APPLY wordt de key-indexed file via OPEN in Ge-
bruik Genomen» Merk OP dat hier biJv. met een ander unitnummer (=8) en 
een ander formatnummer (=1) kan worden Gewerkt. 
De READ is een zGn. indexed READ. Deze toetst OP een Gespecificeerde 
sleutel-waarde» daarbij de eerder Genoemde record-volGorde effectuerend 
voor zover het Genoemde sleutelwaarde betreft. 
Als resultaat van een indexed READ vindt het prüäramma het eerste record 
dat de Gespecificeerde sleutelwaarde bevat. In APPLY wordt via de KEYEQ-
parameter record voor record naGeGaan of de sleutelwaarde ' AMSTERDAM' 
voorkomt in de linker posities van een sleutelwoord. In het proGramma 
DEFINE werd eerder een tweetal sleutelwoorden Gespecificeerd? namelijk 
het bestelnummer en de woonplaats. De sleutelwoorden kriJGen automatisch 
een nummerinG vanaf 0. Met KEYID=1 biJv.» wordt dus Gezocht in het tweede 
sleutelwoord. Betreft het» zoals hier» een character Grootheid dan wordt 
Gezocht in het linker Gedeelte van het sleutelwoord» en wel in zo veel 
posities als overeenkomt met het aantal tekens in de oPGeGeven sleutel-
waarde. Wanneer de KEYID-parameter niet wordt vermeld in een indexed 
READ» dan wordt Gezocht in het sleutelwoord dat tot dan toe Gold. 
De ERR-parameter verzorGt hier een spronG naar de STOP als de vermelde 
sleutelwaarde niet wordt aanGetroffen. 
Van de eerder Genoemde ranGschikkinG van records maakt men Gebruik 
biJ het selecteren van alle (!) records met een zelfde sleutelwaarde. 
Immers» de indexed READ spoort een (!) record OP» waarna seauentiele 
lees-opdrachten onmiddellijk de overiGe te selecteren records achter 
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elkaar aantreffen. Deze 'indexed-seauentiele' werkwijze wordt in het pro-
gramma APPLY toeaepastî in de DO UHILE-lus worden met een eenvoudige 
seöuentiele leesopdracht alle inwoners van Amsterdam opgespoord die in het 
äeäevens-bestand voorkomen (en wordt een verzendlijst vervaardigd). Dat 
wordt moäeliJk gemaakt door de voorafgaande indexed READ. 
Het REWRITE kan men de inhoud wiJziäen van een record dat met een 
indexed of een seauentiele READ van een key-indexed file is opgezocht. 
Als biJv» direct na de indexed READ in het programma APPLY zou volgen 
WOONPLAATS = 'ALKMAAR' 
REWRITE <UNIT=8» FMT=1) 
* bestelnummer» naam» adres» postcode» WOONPLAATS» artikel 
dan zou de woonplaats (Amsterdam) die werd aangetroffen in het opgespoor-
de record» worden gewijzigd in Alkmaar. De overige waarden zouden onge-
wijzigd worden overgenomen» 
Meer informatie over key-indexed files treft men aan in 
. VAX-Fortran Manual» chapter 4 
. VAX-Fortran User's Guide» chapter 7 
8. De OPEN-opdracht. 
8.1. De OPEN-opdracht is niet altijd nodig. 
In een aantal voorbeelden werd de OPEN-opdracht gebruikt ter voor-
bereiding van lees- of schrijfopdrachten OP files. Het is echter niet 
altiJd nodig de OPEN-opdracht toe te passen. 
In de eerste plaats niet biJ de lees- en schrijfopdrachten die geen 
UNIT-aanduiding meekrijgen. Dat ziJn de READ (=ACCEPT) er. PRINT (=TYPE) 
opdrachten» welke opdrachten betrekking hebben OP in- en uitvoer via de 
terminal (Tabel 5»2. lb» 3» 4b» 6). 
Een andere manier om OPEN te vermijden is het gebruiken van unit-nummer S 
als standaard-aanduiding voor terminal-input en 6 voor terminal-output» 
zoals in voorbeeld 8.1»1. Uiteraard msä men de units 5 en 6 koppelen aan 
andere files d.m.v. een OPEN-opdracht. 
OPEN is evenmin nodig biJ bestaande files waarvan de naam F0R0*#.DAT is» 
waarin ** een unitnummer aangeeft (Tabel 8.1» FILE-parameter). 
INTEGER*2 N»I» A(999) 
PRINT*» 'TYPE getallen' 
READ (5»*»END=3) (A(I)»I=l»999) 
3 N=I-1 




I PRINT schrijft nevenstaande tekst 
I op de terminal. 
I READ (5»..) leest van de terminal 
I en vereist intikken van gegevens» 
I na intypen van het sluitteken 
I (CTRL/Z) vervolgt het programma 
I overeenkomstig END=3. 
I WRITE (6»..) schrijft OP terminal 
I PRINT schrijft ook OP de terminal. 
I 
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Hier wordt een verkorte aanduiding voor de UNIT- en FMT-parameter ge-
toond. Wanneer namelijk de unit als eerste parameter in een lees- of 
schrijfopdracht wordt gebruikt» raag de aanduiding 'UNIT=' weggelaten 
worden« Als dan bovendien het format als tweede parameter wordt toege-
past» mag ook 'FMT=' achterwege blijven. BiJ weglating van de overige 
parameters ontstaat aldus de vertrouwde notatie voor de formatted se-
auentiele lees- of schrijfopdracht zoals men die in Fortran 4 kent. 
Genoemde overige parameters kunnen niet OP de verkorte wiJze worden 
aangeduid. 
8.2. Sectuentiele verwerking. 
In figuur 3»1 wordt de eenvoudigste toepassing van files aangeduid. 
Het betreft de situatie waarin gegevens in een seouentiele file staan en 
de verwerking seouentieel kan plaatsvinden. In voorbeeld 8.2»1 wordt 
het lezen» sommeren en tellen van getallen weergegeven. 
Voorbeeld 8.2»1 (records worden sesuentieel verwerkt) 
OPEN (UNIT=1» FILE='GEG.DAT'» STATUS='0LD') 
SOM = 0. 
DO 3 I=l»999 
READ (If *» END=7) X 
3 SOM = SOM+X 
7 N = 1-1 
GEMIDDELDE = SOM/N 
PRINT *» 'GEM.= '»GEMIDDELDE 
END 
Uitgaande van gegevens OP een sectuentiele file» die onder een zekere 
naam (GEG.DAT in dit geval) bekend is» zijn in OPEN de hier gebruikte 
drie parameters voldoende. Men kan ze vaststellen door beantwoording 
van de eerste drie vragen in tabel 8»1. STATUS='0LD' controleert of de 
file onder de gespecificeerde naam voorkomt voordat aan de file het 
unitnummer (=1 in dit geval) wordt gekoppeld. De niet aangegeven pa-
rameters krijgen een verstekwaarde. Uit tabel 8»1 blijkt onder meer dat 
de file-opbouw (ORGANIZATION) seouentieel wordt verondersteld» evenals 
de toe te passen wiJze van toegang (ACCESS). Een en ander strookt Biet 
de bedoeling de file seouentieel te lezenï de in de D0-lus herhaalde 
seauentiele READ leest steeds een volgende record. 
8.3. Rechtstreekse toegang tot records van een seauentiele file. 
Het kan voorkomen dat een seauentieel opgebouwde file in een 
programma rechtstreeks toegankelijk moet ziJn. Daartoe is vereist dat 
de records een vaste lengte hebben. Files gemaakt met behulp van een 
editor echter» ziJn wel seouentieel van opzet maar hebben in principe 
een variabele recordlengte» zelfs wanneer tijdens het maken (editten) 
een vast aantal posities per record (regel) werd aangehouden. 
In voorbeeld 8.3J1 wordt uitgegaan van een file (MY.DAT) die met 
een editor gemaakt zou kunnen ziJn. Om de gegevens rechtstreeks uit hun 
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Daarbij wordt een vaste recordlengte voorgeschreven door middel van de 
parameter-specificatie RECORDTYPE='FIXED'» men is in dit geval verplicht 
de recordlenäte vis RECL=... san te geven (sie Tabel 8»1). 
Nadat de gegevens (seauentieel en dus in principe snel) in de nieuwe file 
ziJn overgenomen» wordt deze via de CLOSE-opdracht vrij gemaakt voor ande-
re specificaties in de derde OPEN in 't voorbeeld. Deze laatste OPEN naakt 
de records OP de gewenste wiJze toegankelijk m.b.v. de ACCESS-parameter» 
Omdat deze de waarde 'DIRECT' krijgt» is het nodig de FORM-parameter de 
waarde 'FORMATTED' te geven (in plaats van de hier geldende verstekwaarde 
'UNFORMATTED') wanneer men de file wil lezen of beschrijven met gebruikma-
king van een format. De laatste OPEN handhaaft de eerder gespecificeerde 
recordlenäte en stelt automatisch een vaste recordlenäte in vanwege 
ACCESS='DIRECT'. 
Het verdient aanbeveling het voorgaande goed na te gaan in Tabel 8î1 * 
Vooral de verstekwaarden geldend bij bepaalde (combinaties van) parame-
terwaarden verdienen de aandacht. 
ÎÎ Voorbeeld 8.3»1 (het rechtstreeks toegankelijk maken van de records 
van een seouentiele file) 
DIMENSION M(4) 
? FORMAT (F8.2» A4) 
OPEN <UNIT=1»FILE='MY.DAT'»STATUS='0LD') 
OPEN (UNIT=2»FILE='NW.DAT'»STATUS*'NEW' 
* »RECL=12» RECORDTYPE='FIXED') 
DO 1 I=l»999999 
READ (1» 9» END=8) X 
1 WRITE (2» 9) X 
i • • > • • i • • i > • • • • • • • • i 
S e o . f i l e » v a r . r e c o r d l . ! 
Sect . f i le» vaste »» ! 
1
 • • • • i i i i i i i 
Overnemen van de gegevens»! 
. OP seauentiele wiJze ! 
8 PRINT*»'Tape de nummers van 4 te markeren records' 
READ *» M 
CLOSE (UNIT=2) 
OPEN (UNIT=2» FILE='NW.DAT'» STATUS='OLD' 
* »ACCESS='DIRECT'» F0RM='F0RMATTED') 
i 
De recordtoegang wordt; 
rechtstreeks 
DO 7 1=1f4 
READ (2» 9» 
7 WRITE (2» 9» 
END 
REC=M(D) X 
REC=M(D) X» *$' 
In 4 willekeurige records 
waarvan de nummers werden 
ingetypt en geborgen in M» 
wordt een markering gezet 
READ en WRITE geven» indien voorzien van de REC-parameter» rechtstreeks 
toegang tot de records. Hierna kan men de specificaties wijzigen en is 
het biJv. mogelijk via een CLOSE en OPEN de file NW.DAT opnieuw geschikt 
te maken voor seouentiele toegang. 
Is de gegeven file MY.DAT zoals hierna vermeld» en tapt men de nummers 
1»3»5 en 6 in» dan ziJn de betrokken files na be-eindiging van het pro-



























8.4. Seauentieel-directe file toeäanä. 
In de voriäe paraäraaf werden de äeäevens uit een seauentiele file 
in twee stappen (OPEN-opdrachten) rechtstreeks toeäankeliJk äemaakt voor 
lees- en schrijfopdrachten. Het is ook moäeliJk dat in een stap te doen. 
In voorbeeld 8.4»1 wordt dit äetoond. 
Er wordt uitäeäaan van een seauentieel opäebouwde file ASSO.SEQ die se-
auentieel toeäankeliJk Omdat de verstekwaarde van de ACCESS-parameter 
'SEQUENTIAL' is. De nieuw te maken file ASSO.DAF waarin de äeäevens wor-
den äecopieerd» wordt äespeeificeerd als rechtstreeks toeäankeliJk d.m.v. 
ACCESS='DIRECT'. Het copieren vindt plaats in de DO 1 - lus. Daarbij wor-
den de records in dezelfde voläorde aanäemaakt als waarin de records in 
ASSO.SEQ voorkomen. Dit sebeurt met een directe WRITE» wat in principe 
minder snel zal ziJn dan de seauentiele WRITE zoals die in het voriäe 
voorbeeld werd toeäepast. Wel besparen we ons hiermee een OPEN-opdracht. 
Tenslotte maakt de laatste WRITE een extra record aan» 
: Voorbeeld 8.4»1 (seauentieel-directe file-toeäanä) 
INTEGERX2 H 
9 FORMAT (2F5.1» A) 
OPEN (7, FILE='ASS0.SEQ'» STATUS='0LD') 
OPEN (8, FILE='ASS0.DAF'» STATUS='NEW' 
* » RECL=20» ACCESS='DIRECT' 
* » FORM = FORMATTED) 
DO 1 J=l»99999 
READ (7» 9» END=2) X»Y 




* • • 4 
• • • • 
M = 4 
DO 4 1=1 
READ (8» 
PRINT *» 






















Geäeven onderst33nde file ASSO.SEQ» worden de file ASSO.DAF en de OP de 






























9, Over het kiezen van de file-opbouw. 
Wanneer kiest men voor een seouentiele OF-DOUW» wanneer voor een 
relatieve» wanneer voor een key-indexed opbouw? 
Dat hanät af van het soort verwerkinä dat wordt toeäepast OP de äeäe-
vens in de file in kwestie. 
Een seouentiele opbouw pleeät de voorkeur te kriJäen wanneer alle(!) 
records bij de verwerkinä aan de beurt komen en hun voläorde daarbij 
niet-relevant is (voorbeeld 8.2»1). De reden is dat men biJ deze opbouw 
het in principe snelle seouentiele lezen en schrijven kan toepassen. 
Maar biJ een seouentiele opbouw kan men ook rechtstreeks records lezen. 
Die toepassinä» waarbij records 3.h.w. seouentieel worden äelezen OP 
directe wiJze» werd äetoond in voorbeeld 8.451. 
BiJ proefnemingen met een seauentieel opäezette file bleek het 
voläende* 
. seouentiele toeäanä is niet of nauwelijks sneller dan directe toe-
äanä bij veräeliJkbare lees- of schriJfopdr3chten van opeenvolgende 
records» 
. directe schrijfopdrachten vraäen minder disk-ruimte dan seouentiele 
(directe toeäanä veronderstelt vaste recordlenäte en dan is er 
binnen de records äeen recordlenäte-sanduidinä (count field) nodiä! 
het scheelt twee tekens per record)» 
Anders ksn het äesteld ziJn wanneer niet alle records nodiä ziJn 
biJ de verwerkinä en/of wanneer de verwerkinäs-voläorde wel relevant is. 
Dan äaat de wiJze van selecteren van records een rol spelen bij de vraaä 
welke file-opbouw het doelmatiäst äeacht wordt. Ook de vrasä welk äe-
deelte van het totaal santsl records ter verwerkinä wordt äeselecteerd 
ksn dan van belanä ziJn (maar vaak moeilijk te beantwoorden). 
Kan men het selecteren vsn de records herleiden tot. het uitkiezen vsn 
recordnummers» <ian moeten de records direct toeäankeliJk ziJn. Hierbij 
heeft men biJ de VAX-computer de keus* ofwel men specificeert een se-
auentieel opäebouwde file met vaste recordlenäte en ACCESS='DIRECT' 
of men specificeert een relatieve file met 0RGANIZATI0N='RELATIVE'. 
De als eerste äenoemde specificatie wordt in voorbeeld 8.3»1 äereali-
seerd m.b.v. de tweede OPEN» de CLOSE en de derde OPEN äezamenliJk 
(na de tweede OPEN heeft men een seouentiele filet die uitsluitend se-
Quentieel toegankelijk is» na de derde OPEN is hiJ uitsluitend direct 
toegankelijk). Het specificeren sis file met relatieve opbouw» was 
in voorbeeld 8.3»1 mogelijk geweest door in de derde OPEN de parameter 
ACCESS='DIRECT' te vervanger, door ORGANIZATION='RELATIVE'. 
Het voorbeeld geeft ook san dst het zinvol kan ziJn een file van karak-
ter te doen veranderen? de file NW.DAT wordt eerst seouentieel opgebouwd 
om gegevens uit MY.DAT over te nemen» later wordt hij rechtstreeks toe-
gankelijk gemaakt om een willekeurige volgorde van record-verwerking 
mogelijk te maken. 
BiJ proefnemingen kon geen systematisch verschil in directe lees- en 
schriJf-snelheid worden geconstateerd tussen seouentieel opgebouwde 
files met directe toegang enerzijds en files met relatieve opbouw 
anderzijds. Wel vraagt relatieve opbouw meer disk-ruimte. 
Het liJkt daarom aan te bevelen directe recordtoegang te realiseren 
met behulp van een seouentiele file» in de trant van voorbeeld 8.3»!. 
Een ander veel voorkomend geval is dat de te verwerken records worden 
geselecteerd OP basis van een sleutelwaarde in de records, Dan liât 
het voor de hand een key-indexed opbouw te kiezen zosls gedaan is in 
voorbeeld 7»1. Daarbij is het goed te bedenken dat het opbouwen van een 
key-indexed file (voorbeeld 7»1» programma DEFINE) een tijdrovende zaak 
is. Immers» het opbouwen houdt onder meer het vaststellen van een rang-
schikking in van de records naar niet-dalende sleutelwaarden» voor elke 
sleutel apart. Deze 'investering in computertiJd' moet men trachten terug 
te verdienen biJ het lezen en beschrijven van de file. Maar het terugver-
dienen wordt bemoeilijkt doordat indexed lees- en schrijfopdrachten naar 
verhouding veel computertiJd vergen omdat ze genoemde rangschikking effec-
tueren voor zover als nodig voor de gezochte sleutelwaarde. Dat houdt in 
dat de hoeveelheid computertiJd benodigd voor een indexed READ toeneemt 
met de trefkans OP een te selecteren record. Is deze trefkans groot dan 
kan de investering niet worden terugverdiend. Zo'n situatie treft men 
aan in voorbeeld 7»1 waarin de indexed READ drie records selecteert uit 
een totaal van zeven records. 
BiJ proefnemingen met voorbeeld 7»1 bleek het toepassen van key-
indexed files uit een oogpunt van benodigde hoeveelheid computertiJd 
lonend te worden biJ een trefkans vsn de te selecteren records vsn 
minder dsn 25 procent. BiJ een trefkans van 15 procent moet de file 
daartoe minstens 50 keer gelezen worden» biJ een kans van 10 procent 
minstens 30 keer. 
Het is wellicht raadzaam dit» indien mogelijk» in de overwegingen te 
betrekken biJ het beslissen of er al of niet een kea-indexed file 
zsl worden toegepast. Als goedkoper alternatief kan dienen een 
seouentieel opgebouwde file die seouentieel wordt gelezen» waarbij 
na de lees-opdracht d.m.v. IF (...) wordt geselecteerd OP een als 
sleutel gekozen grootheid. 
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10. Interne lees- en schriJfopdrachten. 
Tot nu toe waren biJ de lees- en schrijfopdrachten steeds disk-files 
betrokken. Er bestaat ook noä een soort lees- en schrijfopdracht waarbij 
informatie tussen äeheuäen-äedeelten wordt getransporteerd. Het äeheuäen-
deel waaruit wordt äelezen of waarheen wordt äeschreven noemt men 'interne 
file'. De betreffende opdrachten ziJn opgenomen in de tabellen 5.1 en 5.2 
onder de nummers 1? en 20. Die tabellen äeven aan dat interne lees- en 
schrijfopdrachten met een format werken. Er vindt dus code-omzettinä plaats. 
Het is kenmerkend voor de interne lees- en schrijfopdracht dat de waarde 
van de UNIT-parameter een character-ärootheid is. Met die ärootheid wordt 
de betrokken interne file (eiaenliJkï variabele) äespecificeerd. De lenäte 
van de character-ärootheid is tevens de lenäte van de interne file. 
Is de character-ärootheid een reeks (array), dan heeft de interne file 
evenveel records als dat er reeks-elementen äespecificeerd ziJn, biJv. in 
DIMENSION of COMMON. In andere äevallen is er maar een record. 
De interne READ wordt in het voläende proäramma toeäepast om eharacter-
informatie om te zetten in een äetal. 




1 PRINT*,'TIK GEHEEL GETAL VAN 7 CIJFERS' 
READ 2» REC 
2 F0RMAT(A7) 
IF (REC.EG.' ') STOP 'GENOEG GETALLEN' 
READ (UNIT=REC<2:6>, FMT=3, ERR=1) K(J) 
3 F0RMAT(I9) 
PRINT *,' + +' 
PRINT 4, (K(i),i=l,J) 
4 FORMATdH ,19) 
END DO 
STOP 'VIER GETALLEN' 
END 
•tekst komt OP terminal 
.äetal in te tikken 
.leeä äetal stopt proä. 
(alleen RETURN-toets) 
.middengedeelte van hetl 
äetal wordtr na conver-
sie, overäezet in K(J)I 
.alle voriäe omäezette 
äetallen komen OP de 
terminal 
.maximaal 4 äetallen te 
plaatsen in de reeks K 
De eerste READ leest zeven tekens, die men intikt OP de terminal. 
De tweede READ is een interne READ die leest uit de interne file äevormd 
door de bates nummer 2 t/m 6 van de character variabele REC. De interne 
file bestaat hier uit slechts een record omdat REC äeen reeks is. 
Dit record wordt, na conversie voläens de formatcode 19, opäenomen in 
K(J). 
De ERR-parameter zorät ervoor dat wordt verzocht een ander äetal in te 
tikken wanneer conversie tot een äeheel äetal niet äelukt doordat het 
interne record andere tekens bevat dan +, - of 0 t/m 9. 
Een ander voorbeeld van de interne READ wordt äeäeven in de VAX-Fortran 
Manual, paä.7-23. Ter bestuderinä daarvan is het äewenst eerst de bete-
kenis van de formatcodes Q en A na te äaan (par. 11). 
Wellicht ten overvloede wordt noä opäemerkt dat biJ interne files 
äeen OPEN- en CLOSE-OPdrachten van toepassinä ziJn. 
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11. FORMAT. 
11.0. Overzicht van FORMAT-specificaties. 
In VAX-Fortran ziJn »eer mogelijkheden tot specificatie beschikbaar 
dan in Fortran 4. Tabel 11.0J1 geeft een overzicht van 'n aantal relevante 
specificaties» er is aangeduid of ze geheel of gedeeltelijk nieuw (*) ziJn 
in vergelijking met wat de Fortran 4 Nota beschrijft in hoofdstuk VIII. 
Tabel 11»Or 1 » Format-specificaties in VAX-Fortran 









effect van de specificatie 






























zie Fortran 4 
idem» maart minstens 5 cijfers 
worden beschreven 
zie Fortran 4 
idem 
idem f maar! exponent 4 cijfers lang 
kiest automatisch tussen E en F-spec. 
idem» maar! exponent 4 cijfers lang 
schalinä door verschuiving dec. punt 
idem» maar! verschuiving anderso» 
logische informatie wordt gelezen of 



















































<...> # zie tekst 
CARRIAGE CONTROL 
verwijdert spaties uit getallen 
interpreteert spaties als nullen 
schrijft een + in POS. getallen 
onderdrukt SP-effect 
het betreft 9 tekens 
datatype bepaalt het aantal tekens 
volgend record komt aan de beurt 
telt de nog aanwezige tekens in ree. 
printkop of cursor blijft staan 
lezen/schriJven vanaf POS.37 in ree. 
lezen/schriJven v.a. 14 POS. verderop 
lezen/schriJven v.a. 14 POS. terug 
format-effect wordt beperkt tot speci-
ficaties voor Î als geen grootheden 
resteren in de lees/schriJfopdracht 
maakt fornat-specificatie variabel 
zie par.11.2 
1) een volledig overzicht waarin de specificaties D (exponentieel)> 
H (hollerith)r 0 (octaal)» S (algeneen numeriek) en Z (hexadecimaal)» 
kont voor in de VAX-Fortran Manual» Table 8-4. 
If F» E> G en L ziJn ook met verstek-waarden toepasbaar» biJv. I werkt 
als 112 voor een INTEGER*4-grootheid» zie VAX-Fortran Manual» Table 8-2. 
Dat wordt niet behandeld omdat list-directed in- en uitvoer beschikbaar is. 
2) 
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11.1. Beschrijving van FORMAT-SPeeificaties. 
I-specificatie 
De gebruikelijke beschrijving is van toepassing. 
Daarnaast kan men aangeven hoeveel niet-blanco- tekens er minimaal worden 
geschreven. De specificatie 19.5 biJv.» betreft een geheel getal dat bin-
nen ? tekens past? is de werkelijke lengte minder dan 5 tekensf dan wor-
den biJ het schrijven de spaties binnen deze 5 tekens vervangen door nul-
len. BiJ het lezen hebben 19.5 en 19 hetzelfde effect. 
:: Voorbeeld 11.lil (I-specificatie) 
DATA K /-123/ 
DATA M /123/ 
OPEN <6>FILE='I,SPC'»STATUS='NEW') 
K WRITE (6>7) 
FORMAT (19) 
WRITE (6»8) K 
FORMAT (19.5) 





reel wordt -123 
ree.2 wordt -00123 
ree.3 wordt 000000123 
onderstrepen ziJn spaties) 
In het voorbeeld creëren de WRITE's drie records met bovenvermelde inhoud. 
Hetzelfde voorbeeld willen we nu ook gebruiken om te herinneren aan 
de 'carriasfe control' en lassen daartoe het vollende intermezzo in. 
We stellen de vraag! hoe werkt het voorbeeld-programma biJ weglating 
van de OPEN-opdracht? 
Dan heeft unit 6 betrekking OP terminal-output (par.8.1) en creëren de 
WRITE's records in de vorm van terminal-reaels. Zoals bekend werkt hierbij 
het eerste teken tevens als stuurteken (carriage control character) en 
wordt dit teken niet weergegeven in de uitvoer. De stuurtekens ziJn hier 
achtereenvolgens? spatie» spatie» 0. Tengevolge van de spaties worden 
nieuwe regels gemaakt» het stuurteken 0 produceert een lege regel vooraf-
gaande aan een nieuwe. WRITE (6»...) waarin unit 6 de terminal voorstelt 
leidt dan ook tot de volslende uitvoer van vier reäels van acht tekens OP 












Verder wordt verwezen naar par.11.2. 
F-specificatie 
De äebruikeliJke beschrijving is van toepassing. 
Zie verder de opmerkingen biJ de E-specificatie. 
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E-specificatie 
De gebruikelijke beschriJvinä is vsn toepassinä. 
Daarnaast kan men aanäeven hoeveel cijfers lanä de exponent van een te 
schrijven äetal moet ziJn (de standaard exponentlenäte biJ het schrijven 
is» zoals bekend» twee cijfers). De specificatie E14.5E4 biJv.r kan wor-
den äebruikt out binnen de specificatie E14.5 een exponentlenäte van vier 
cijfers te verkriJäen biJ het uitschrijven van een äetal. 
BiJ het lezen hebben E14.5E4 en E14.5 hetzelfde effect. 
BiJ het lezen heeft de E-specifcatie hetzelfde effect als de overeenkom-
stige F-specificatie» dus E14.5» E14.5E4 en F14.5 ziJn gelijkwaardig biJ 
een lees-opdracht. 
Een en ander wordt getoond in het vollende programma. 
J Voorbeeld 11.1J2 (E- en F-specificatie) 
DATA E/-12345.6789/ 
OPEN (6»FILE='E.SPC'»STATUS='NEW') 
WRITE (6»9> E 
? F0RHAT(F13.3) 
«RITE <6»1) E 
1 F0RMATŒ13.3) 
WRITE <6»2) E 
2 F0RMATŒ13.3E4) 
'•••••• file E.SPC 
reel wordt ___-12345.67? 
ree.2 wordt ___-0.123E+05 
ree.3 wordt --0.123E+0005 
REWIND 6 
READ (6tl) F 
PRINT 9» F 
END 
äa naar beginpunt v.d.file 
lees record 1 
OP terminal: —-12345.679 
In het voorbeeld creëren de WRITE's drie records »et bovenvermelde inhoud. 
Ook dit voorbeeld wordt aangegrepen om te wijzen OP een opdracht» 
namelijk REWIND» die verder niet behandeld zal worden. REWIND dient ervoor 
om het seouentiele lezen of schrijven te doen vervolgen biJ het begin van 
een file OP schijf of magnetische band. Men zie eventueel de VAX-Fortran 
Manual» pag.9-23. 
Record 1 wordt door de laatste READ correct gelezen met een E-specificatie 
hoewel het getal in dit record niet in exponentiele vorm (F13.3) werd 
weggeschreven. 
G-specificatie 
De G-specificatie combineert biJ het schrijven de mogelijkheden van 
de specicaties F en E. Wanneer het te schrijven äetal kleiner is dan 0.1 
of erg groot is (in absolute waarde) komt automatisch de E-specificatie 
in werking» anders de F-specificatie. Daarbij wordt een vast aantal posi-
ties gebruikt biJ het schrijven en daarbinnen een vast aantal significante 
cijfers. De F-interpretatie van G leidt tot een aantal spaties rechts in 
het uit te schrijven äetal. Dit aantal spaties komt overeen met de ruimte 
die nodig is voor het exponent-gedeelte biJ de E-interpretatie van G. 
Neem biJv. de specificatie G15.4 biJ een schrijfopdracht. 
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Daarbij worden 15 posities gesch 
bruikt» de E-interpretatie is El 
geschreven getal OP 4 spaties (o 
plus of »in» en twee cijfers voo 
De E-interpretatie wordt biJ G15 
getal kleiner is dan 0.1 of mins 
De G-specificatie biedt de moâel 
te geven op de wiJze als biJ de 
BiJ het lezen van een äetal 
waardia» Aanduidingen van expone 
reven» worden 4 significante cijfers ge-
5.4» biJ de F-interpretatie eindigt het 
vereenkomend met het E-teken» het teken 
r de waarde ven een exponent)« 
.4 toegepast wanneer het te schrijven 
tens gelijk is aan 101*4 (in abs. waarde)« 
iJkheid de gewenste exponent-lengte aan 
E-specificatie. 
ziJn de specificaties F» E en 6 geliJk-
nt-lengten worden biJ 't lezen genegeerd. 


























+ 1 1 + 
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P-specificatie 
De P-specificatie verschuift de decimale punt biJ het lezen of 
schrijven van getallen. Het effect van P is afhankelijk van de vraag 
of het lezen of schrijven betreft» »aar ook of »en al of niet te naken 
heeft met een getal in exponentiele notatie. 
BiJ het lezen verschuift de specificatie 3P de decimale punt drie 
plaatsen naar links» -3P verschuift de punt naar rechts. 
P heeft geen effect biJ het lezen van een getal in exponentiele notatie» 
BiJ het schrijven schuift 3P de punt drie plaatsen naar rechts» -3P 
schuift de punt naar links. Gecombineerd »et een E-specificatie treedt 
geen schal ins OP. Wel is het hierbij zo» dat 3P (-3P) de punt naar rechts 
Uinks) verschuift en gelijktijdig de exponent vermindert <vermeerdert). 




"• file P.SPC is biJv."" 
56.890 3456.890 0.123E2 
I I I » * • 
READ (1»9) A»B»C 
9 FORMAT <4P»F8.3»-2P»F10.3»F8.3) !—> A wordt B wordt C blijft 
! 0.005689 345689.0 12.30 
... 
... 
file P.SPC wordt HRITE(1»7) A»B»C 
7 FORMAT <4P»F8.3»-2P»F10.3»E10.3) !--> 
56.890 3456.890 0.123E2 
56.890 3456.890 0.001E+04 
I I I 
Een P-specificatie blijft van kracht totdat de volgende P-specificatie 
voorkomt in het format. Met OP schakelt men het P-effect uit. 
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L-specificatie 
De L-specificatie dient voor 't lezen of schrijven van een der 
loäische waarden «TRUE» of «FALSE.» De Fortran-grootheden waaruit ze 
worden gelezen of waarin ze worden geschreven hebben het LOGICAL of 
INTEGER datatype« L4 biJv.» geeft aan dat men daarbij de eerste vier 
tekens van de logische waarde gebruikt« 
BiJ het lezen mag de waarde .TRUE.» resp. «FALSE« worden aangeduid 
»et elk riJtJe tekens waarvan de eerste niet-spatie tekens luiden! 
T» t» «T of «t resp F» f» «F of «f» andere begintekens worden door 
het Fortran-vertaalprogramma niet geaccepteerd« BiJ een L4-specificatie 
moet dus een acceptabel beginteken binnen de eerste vier tekens van de 
logische waarde voorkomen« 
Schrijven »et L4 maakt dat de letter T of F wordt geschreven» geheel 
rechts binnen een ruimte van vier posities« 
Ï: Voorbeeld 11.1J5 (L-specificatie) 
LOGICAL LA 
INTEGER*2 LB» LC» j 
7 FORMAT (L2» L3» L6) 
OPEN d.FILE='L.SPC'»STATUS='OLD') 
""Doel van programma"" 
drie logische waarden 
worden per record 
gelezen en via de ERR-
parameter gecontroleerd 2 
4 























Aan de hand van de gegeven beschrijving van de L-specificatie kan worden 
nagegaan dat bovenstaand programma» uitgaande van onderstaande file 
L.SPEC (zes records) de ernaast vermelde reaels OP de terminal schrijft. 
file L.SPC 
-+--+ + — 
T T T 
T F «TRUE« 
TR F trouw 
t f «f 
T F.TRUE. 




T T T 
T F T 
T F T 
fout record« nr. 
fout record* nr« 






BN- en BZ-specificatie 
BN (Blank is Null) dient om biJ het lezen van een äetal de spaties 
te verwijderen en het vervolgens aaneengesloten rechts in de betrokken 
Fortran-variabele te plaatsen. BiJ het schrijven heeft BN geen effect. 
BZ (Blank is Zero) dient om bij het lezen van een getal de spaties 
te laten gelden als nullen. BiJ het schrijven heeft BZ geen effect. 






 file BNBZ.SPC 
» • » 
READ (5»7) DATUM»A»B»C»D 
F0RMAT(I8»2F5.2»BZ»2F6.2) 
83 09 04 1.2 1 ? 2.3 
I I I I I 




In de OPEN-opdracht ontbreekt de BLANK-parameter. Volgens Tabel 8.1 
hebben we dan te maken «et de verstekwaarde BLANK='NULL'. Dat houdt in 
dat biJ het numeriek lezen van de betreffende file (BNBZ.SPC) de spaties 
uit de gelezen getallen worden verwijderd! het is als 't ware zo dat in 
elk lees-format de BN-specificatie van kracht zou ziJn. 
In het formst in het voorbeeld geldt derhalve BN voor de eerste drie 
te lezen getallen» voor de overige geldt BZ. 
Onder de BZ-specificatie zou DATUM ziJn gelezen als 83009004. 
SP- en SS-specificatie 
De specificaties SP» SS zijn slechts werkzaam biJ het schrijven 
van getallen» biJ het lezen worden ze genegeerd» 
SP schrijft een plus-teken in getallen waar normaliter een spatie 
zou worden geschreven! positieve äetallen krijgen dus een Plus-teken. 
SS onderdrukt het effect van SP. 
!! Voorbeeld 11.1J7 (SP en SS-specificatie) 
DATA A/1.234/ 
PRINT 1» Af A» Af Af A 
1 FORMAT (SP»F6.2»SS»F6.2»SP»E10.2»SS»E9.2»SP»F6.2) 
PRINT *» ' + + + + +' 
PRINT *»' SP SS SP SS SF' 
.... 
.... 
Dit programma-gedeelte produceert drie reaels OP de terminal! 
+1.23 1.23 +0.12E+01 0.12E+01 +1.23 
+ + + + + 
SP SS SP SS SP 
A-specificatie 
De A-specificatie is vooral bedoeld voor het lezen en schrijven 
van grootheden van het CHARACTER datatype. Hollerith-grootheden» die 
hiermee ook behandeld kunnen worden» blijven hier buiten beschouwing 
(VAX-Fortran Manual» paä.8-11). 
De specificatie kan zowel met als zonder lengte-aanduiding worden 
toegepast. A4 biJv.» betreft vier tekens in een character variabele» 
de specificatie A (zonder lengte-aanduiding) richt zich naar het data-
tape van de betreffende grootheid zoals dat expliciet of impliciet in 
het programma is gespecificeerd. 
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Het kan ziJn dat de lengte m in de specificatie Am niet overeenkomt 
met de lenäte n vsn de betrokken grootheid (CHARACTERS). Dan geldt! 
. is n biJ het lezen (volgens Am) kleiner dan m dan wordt de 
de variabele aangevuld met n-m spaties aan de rechterzijde? 
als m groter is» komen de n meest-rechtse tekens in de variabele 
. is m biJ het schrijven (volgens Am) kleiner dan n» dan worden 
de m meest-linkse tekens geschreven» 
als m äroter is» worden m-n spaties geschreven en vervolgens 
de betrokken grootheid» 
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i.   — — — — — — — — X 
In de voorbeelden 8.3J1 en 8.4J1 werden A-specificaties toegepast voor 
het OP file schrijven van een character constante» waarvan de lengte 
(aangeduid met m in het voorgaande) in het programma automatisch wordt 
bepaald uit het aantal tekens« 
:: Voorbeeld 11.IJ? (A-specificatie) 
Wordt in voorbeeld 11.1»5 de PRINT vervangen door de opdrachten 
2 PRINT 8» LA» LB» LC» ' fout record! nr.'»J 
8 FORMAT <L2» L3» L6» A» 13) 
dan worden de terminal-regels 4» 5 en 6 als volgt! 
T F F fout record! nr. 4 
T F F fout record! nr. 5 
T F F fout record! nr. 6 
Aldus wordt nu ook de inhoud van de incorrecte records OP de terminal 
weergegeven (zoals geïnterpreteerd door de computer) en niet alleen 
de aanduiding van die records» zoals gebeurde in voorbeeld 11.1J5. 
De specificatie / 
Een lees- en schriJf-opdracht betreft in principe een enkele 
record. Dat is zonder meer 't geval als men formatloos (unformatted) 
werkt. Ook het list-directed lezen betreft slechts een record. Maar 
biJ het list-directed schrijven» ontstaan naar behoefte meer records 
(par.6.2). Dat laatste heeft men echter niet in de hand. 
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Door nu deelstrepen (slashes) te gebruiken sis specificatie in een 
format» kan men regelen hoeveel extra records door een lees- of schrijf-
opdracht behandeld kunnen worden. Daarbij leidt elke / die wordt aan-
troffen tijdens het lezen of schrijven» tot het lezen resp. produceren 
van nos een record. Dit 'produceren' is of het opnieuw vullen (over-
schrijven) van een bestaand record of het creëren van een nieuw record. 
In het vollende vollende voorbeeld» waarin tevens de OPEN-opdracht in 
herinnering wordt Gebracht» wordt een en ander toegepast. 
nieuwe records creëren) 
DATA K/666666/» L/333/» M/7777777/» N/22/ 
OPEN (6» FILE='SLASH.SPC» STATUS='OLD' 
* » RECORDTYPE='FIXED'»ACCESS='DIRECT' 
* » F0RM='F0RMATTED') 
WRITE (6» 1» REC=2) K»L»M»N 
1 FORMAT (I6/I3/I7»I2) 
END 
De WRITE overschrijft record nummer 2 onder de specificatie 16. 
Vervolgens initieert / record nummer 3» dat geschreven wordt volgens 13. 
Tenslotte wordt record nummer 4 geschreven volgens 17 en 12. 
Indien nodig worden hierbij de records 3 en 4 gecreëerd» anders wordt 
hun inhoud overschreven. 
Omdat het hier een bestaande» direct toegankelijke file betreft» is de 
recordlengte aan het programma bekend (zie Tabel 8.1» toelichting bij 
RECL). Bovenstaande WRITE completeert de records 2» 3 en 4 met spaties 
om de records over hun volle lengte te vullen. 
Het is ook mogelijk een aantal opeenvolgende deelstrepen OP te 
nemen als format-specificaties. In dat geval heeft men te »aken met 
lege records» een voor elk paar opeenvolgende deelstrepen. Daarom 
leiden n opeenvolgende deelstrepen tot het overslaan van n-1 records 
biJ een leesopdracht» c a . het schrijven van n-1 blanco records. 
Echter} aan het begin of aan het einde van een format toegepast» leiden 
n deelstrepen tot n lege records. Dat laat zich verklaren uit het feit 
dat de begin- en eindhaken van het format het initiëren en afsluiten 
bewerkstelligen van het ene record dat toch al wordt verwerkt' 
de begin- en eindhaak hebben hetzelfde effect als een deelstreep, 
Voorbeelden 11.1J11 (/ voor het creëren van lege records) 
PRINT 2 
2 FORMAT (/' TEKST') 
PRINT 4» A 
4 FORMAT (///» F4.1) 
PRINT 1 
1 FORMAT O 
!—> 1 blanco regel» 
! 1 regel waarin TEKST 
!—> 3 blanco regels» 
! 1 regel waarin waarde van A 
!—> 1 blanco regel 
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Q-specificatie 
De Q-specificatie dient on tijdens een lees-opdracht te bepalen 
hoeveel tekens er in een record resteren om gelezen te kunnen worden« 
? 
• • • • 














filenaam is F0R077.DAT 
biJ ontbreken van OPEN 
De READ leest R en K uit een record» volgens de specificaties F4.1» resp. 
14. De variabele NN correspondeert met de Q-specificatie. Dat houdt in 
dat in NN wordt vastgelegd hoeveel tekens er na de reeds gelezen grootheden 
(hier? R en K) nog resteren in het betreffende record. 
BiJ een schriJf-opdracht wordt de 0-specificatie genegeerd» alsmede de 
bijbehorende variabele. 
De specificatie * 
De dollar-specificatie onderdrukt het terugspringen van de cursor 
OP het terminal-beeldscherm of van de printkop na het schrijven van een 
regel. Lees-opdrachten negeren deze specificatie. 
De Gebruikelijke toepassing vindt plaats biJ het interactief invoeren 
van gegevens! 
door het programma wordt een tekstregel OP het beeldscherm geschreven 
waarin om gegevens wordt verzocht» de cursor blijft staan OP die regel» 
»en tikt ziJn gegevens OP dezelfde regel in» en het programma gaat door 
nadat men de RETURN-toets indrukt. 
Het volgende programma-fragment toont twee manieren waarop men dit 
effect bereikt. 
Voorbeelden 11 » 1r13 ($-specificatie) 
PRINT 1»' ~ Hoogte in cm. boven N.A.P.' 
1 FORMAT <A»$) 
READ *» HNAP 
PRINT 2 
2 FORMAT ( -- Drainage-intensiteit = '»$) 
READ *» DRAINT 
!—> ingetikte waarde 
wordt gelezen 
!—> ingetikte waarde 
wordt gelezen 
De specificaties T» TR en TL 
Tn geeft aan dat het lezen of schrijven van een record doorgaat 
biJ het n-de teken van het record» de betreffende posities moeten 
binnen het record liggen. 
TRn geeft aan dat het lezen of schrijven van een record doorgaat 
OP de positie» n tekens na het laatst overgebrachte teken» de betref-
fende posities moeten binnen het record liggen. 
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TLn geeft aan dat het lezen of schrijven van een record doorgaat 
OP de positie» n tekens voor het laatst overgebrachte teken» als n 
een positie buiten het record zou aanwijzen» wordt positie 1 genomen. 
Voorbeelden 11.1J14 (T- en TR-specificatie) 
OPEN (9»FILE='T.SPC'»STATUS='0LD') 
READ (9,1) V 
1 FORMAT (T3»F7.2) 
VAR = 12.3 
PRINT 2»VAR 
2 FORMAT (T7»'TEKST'»TR4»'tekst'»F8.2) 
V wordt gelezen uit de 
kolommen 3 t.m. ? van 
een record in file T»SPC 
• • • • » » " " ! 
Deze reäel komt OP terminal! 
TEKST tekst 12.30 
I l___l I .__ 
(het eerste teken wordt niet 
afgedrukt maar dient voor 
carriage control) 
De specificatie î 
De specificatie aangeduid met een dubbele punt (!) be-eindigt het 
effect van het format» tenzij er in de lees- of schrijfopdracht groot-
heden resteren. 
:: Voorbeeld 11.1»15 (de specificatie :> 
DATA M»L /7»19/ 
PRINT 1»M 
PRINT 1»M»L 
1 FORMAT (' M='»I3» !»' L='»I4) 
De î-specificatie onderdrukt hier het uitschrijven van een niet gewenste 
tekst ( L=) door de eerste PRINT. De aanwezigheid van L in de tweede 
PRINT schakelt het effect van 5 uit. 
De VARIABLE FORMAT specificatie < ... > 
In alle gevallen waarin men» zoals in de voorbeelden 11.1»1 t.m. 
11.1»15» geheeltallige constanten toepast in een format-specificatie» 
is het toegestaan een rekenkundige uitdrukking te gebruiken. De betref-
fende uitdrukking wordt daarbij omsloten door scherpe haken. Het spreekt 
vanzelf dat zo'n uitdrukking door het programma wordt afgekapt OP een 
gehele waarde» en dat daarna de uitkomst een in de specificatie toegestane 
waarde moet ziJn, 
Men verwarre deze "VARIABLE FORMAT specificatie' niet met het 'RUN-TIME 
format' (voorbeeld 5»D» dat flexibel is omdat het wordt opgeslagen in 
een grootheid (t.w. reeks» reeks-element of character grootheid) waarvan 
de inhoud door het programma kan worden gewijzigd voorzover 't variabele 
grootheden ziJn. 
VARIABLE FORMAT specificaties ziJn niet toegestaan in RUN-TIME formats. 
Een voorbeeld van toepassing van het VARIABLE FORMAT wordt gegeven in 
de VAX-Fortran Manual» pag.8-20. Hier volgt een andersoortige toepassing. 
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Î: Voorbeeld 11.1J16 (VARIABLE FORMAT specificatie 5) 
DIMENSION M(9) 
DATA M /17»24»6»121»8»9»22»101»30/ 
1 
9 
• • * * 
» • t * 
DO 9 J 









































'T *l* • • 
****** )» <N>('*')) 
Het format bewerkstelligt het vollende! 
. biJ het uitschrijven van MJ wordt gewerkt met 13 of 14» de keuze 
hangt daarbij af van de K-waarde in KK>» 
. vervolgens wordt een zodanig aantal spaties weeräeäeven dat de staaf 
OP een vaste positie in de reäel begint» dit door <8-K>(' ' ) » 
. de lenäte van de weeräeäeven staaf is» OP afronding na» evenrediä met 
de waarde van MJ» wat het äevolä is van <N>('*'). 
11.2. Carriage control. 
BiJ het uitschrijven OP terminal of printer wordt het eerste teken 
van de reäel niet weeräeäeven maar äebruikt als stuurteken (carriaäe 
control character). Hierbij kan men» wanneer een format wordt toeäepast» 
het stuurteken impliciet opnemen in de uit te schrijven reäel (record) of 
dit teken expliciet vermelden in het format. Het laatste lijkt het over-
zichteliJkst. Zoals men zich herinnert» leveren list-directed schrijf-
opdrachten automatisch een spatie als stuurteken in elk record dat door 
dit soort schriJf-opdrachten wordt geproduceerd. 
Het reeds behandelde stuurteken * is uitsluitend in formats toepasbaar. 
Voorbeelden uit de voriäe paraäraaf ziJnJ 11.151» 11.1»13 en 11.1J14. 
In voorbeeld 11.2J1 vindt men een gecombineerde toepassinä van de tekens 
dollar en plus. 
Tabel 11.2»1 äeeft een overzicht van de stuurtekens biJ de VAX-Fortran 
schrijf-opdrachten. 
ÎÎ Voorbeeld 11.2»1 (Carriage control* de stuurtekens f en +) 
CHARACTER JN 
1 FORMAT (' '»A» $) 
2 FORMAT ('+'»A> 
JN * ... 
PRINT 1» 'HOOGTE ? 
IF (JN .EQ. 'J') 
IF (JN .EQ. 'N') PRINT 2» 
I 
PRINT 1 beäint OP een 
nieuwe reäel» 
PRINT 2 vult die reäel 
aan met een tekst die 
25 cm' I afhanät van JN. 
I. 
3? 




terminal of printer 
waar het stuurteken 
te vermelden? 
spatie schrijven beäint 
OP nieuwe reäel 
in eerste teken van 
de te schrijven reäel 
0 (nul) een blanco reäel 




TERMINAL: een aantal blanco 
reaels alvorens te schrijven 1) 
PRINTER? schrijven beäint 
OP voläend blad 
schrijven beäint OP de 
plaats van cursor of printkop 
schrijven beäint 
OP nieuwe reäeli 
na het schrijven blijft 
cursor of printkop staan 
? t 
in het format» 
achter de te schrijven 
ärootheden 
1) dit aantal komt voor de DT80/1 en CIT-101 terminals overeen net het 
aantal reaels dat OP het beeldscherm past» tenzij het commando 
SET TERMINAL/FORM werd verstrekt» in dat äeval worden slechts twee 
blanco terminal-reäels äeproduceerd. 
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12. INQUIRE. 
De Fortran-opdracht INQUIRE dient om informatie te verkrijgen over 
een (wel of niet geopende) file. Dat vindt plaats via de filenaam of via 
het unit-nummer» al naar gelang men in de parameter het sleutelwoord FILE 
danwel UNIT gebruikt. 
Welke informatie men wenst» geeft men aan met weer andere sleutelwoorden. 
Nu volât een voorbeeld» een overzicht is opaenomen in Tabel 12»1. 
Voorbeeld 12»1 (INQUIRE) 
CHARACTER FIU20» LAST 
L0GICAL*1 EXIS» OPEN 
INTEGER*2 UNITD» N» NCHAR» IOS 
INQUIRE (FILE=FIL» EXIST^EXIS» 0PENED=0PEN» RECL=N) 
IF(EXIS .NE. .TRUE.) STOP 'File bestaat niet' 
IF(OPEN .NE. .TRUE.) GOTO 3 
3 OPEN (UNITD» FILE=FIL» STATUS='0LD'» ACCESS='DIRECT' 
* »ERR=9» I0STAT=I0S) 
!—> N in longwords 
! NCHAR in butes 
NCHAR = N*4 
READ (UNITDf REC= ...) (LAST»J=l»NCHAR) 
« » * 
? PRINT 7»' FORTRAN run-time error nr.'» IOS 
* »' (Fortran User's Guide» Table 7-1) 
7 FORMAT (A»I3»/A) 
STOP 
END 
Het programma begint »et datatype-declaraties» goeddeels voor groot-
heden die optreden als parameter-waarde in INQUIRE* 
INQUIRE betreft hier een file waarvan de naam voorkomt in de door ons 
gekozen sleutel-grootheid FIL (eerste parameter). Deze grootheid mag biJ 
gebruik in de FILE-parameter ziJnï een character uitdrukking» een niet-
character reeks» een variabele of een reeks-element. 
De EXIST-parameter vraagt of de file bestaat. Het antwoord» T (true) of 
F (false)» wordt in dit voorbeeld vastgelegd in de door ons gekozen 
grootheid EXIS. Deze grootheid mag bij gebruik in de EXIST-parameter een 
logische variabele of een logisch reeks-element ziJn. 
De OPENED-parameter vraagt of de file reeds geopend is. De bevestiging (T) 
of de ontkenning (F) wordt vastgelegd in een grootheid OPEN. 
De RECL-Psrameter tenslotte» levert hier de recordlengte in N. Gaat het om 
een file die geopend is voor lezen of schrijven met toepassing van formats» 
dan wordt de recordlengte uitgedrukt in aantallen bytes» anders betreft de 
recordlengte eenheden van vier bytes ('longwords' zoals gebruikt voor 
INTEGER*4 en REAL*4 waarden). 
In voorbeeld 12»1 stopt het programma als de file niet bestaat. 
Indien hiJ niet geopend is» vindt het openen alsnog plaats» ziJ het onder 
een ander unit-nummer (UNITD). De ERR-parameter in OPEN zorgt hierbij voor 
het uitschrijven van een twee-regelige melding door PRINT wanneer er met de 
file iets niet in orde is. De recordlengte» verkregen via INQUIRE» wordt 
benut biJ het lezen van de alsnog geopende file» dit om het laatste teken 
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