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Abstrakt
Tato bakalářská práce se zabývá nástrojem pro zpětný překlad strojového kódu na vyšší
programovací jazyk. Tento nástroj je vyvíjen v rámci projektu Lissom. Cílem práce je zave-
dení pokročilé analýzy toku řízení. Zaměřuje se především na zpětnou rekonstrukci příkazu
switch a volání funkce přes ukazatel. Dané problémy jsou v práci vyřešeny zavedením no-
vých metod analýzy toku řízení. Jsou zde podrobně rozebrány a je navrženo řešení, které
je implementováno a otestováno. Vytvořené řešení umožňuje úspěšně zpětně rekonstruovat
příkaz switch ve většině případů výskytů, a také volání funkce přes ukazatel v jednodušších
případech výskytů. Přínosem této práce je vylepšení nástroje pro zpětný překlad, kdy jsou
zpětně překládány programy, které zmíněné pokročilé konstrukce využívají.
Abstract
This thesis deals with the tool for decompilation of binary code to high-level programming
language. This tool is being developed within the project Lissom. The aim of this work
is the implementation of advanced analysis in control flow. This work is focused on re-
construction the switch statement and calling function through pointer. These problems
are solved by adding new methods to control flow analysis. They are described in detail
and solution is proposed, implemented and tested. Created solution allows reconstruct the
switch statement in most cases and calling function through pointer in simpler cases. The
contribution of this work is an improvement of the tool for decompilation in case that
decompiled programs use these advanced structures.
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Kapitola 1
Úvod
Vytváření nového programu probíhá tak, že se zapíše zdrojový kód ve vysokoúrovňovém
jazyce, a poté se pomocí překladače přeloží do strojového kódu. Díky tomu programátor
nemusí znát konkrétní architekturu počítače a vytváří program na jisté úrovni abstrakce.
Opačným procesem je zpětný překlad, jehož cílem je zpětně transformovat strojový kód do
jazyka vyšší úrovně. Tento zpětný proces je však náročnější, protože při překladu dochází
ke ztrátě některých informací, které nejsou pro samotný běh programu důležité.
V rámci projektu Lissom, který vznikl na Fakultě informačních technologií Vysokého
učení technického v Brně, vzniká rekonfigurovatelný zpětný překladač, který není závislý
na konkrétní architektuře. Tato bakalářská práce řeší pokročilou analýzu toku řízení přední
části tohoto zpětného překladače.
V překladači nejsou podporovány některé pokročilé konstrukce toku řízení, obzvláště
skoky s cílem, který není známý v době překladu. Cílem této práce je analyzovat aktuální
stav zpětného překladače, navrhnout a implementovat metody, které umožní lepší zpětný
překlad na vzorcích programů, které jsou chybně zpětně přeloženy. Tato práce řeší převážně
zpětnou rekonstrukci příkazu switch a volání funkcí přes ukazatele.
V kapitole 2 je stručný úvod do zpětného inženýrství. Je zde popsáno, co je cílem
zpětného inženýrství a text je zaměřen především na zpětný překlad binárního škodlivého
kódu (malware) do vyšší formy reprezentace. V kapitole 3 je představen zpětný překladač
vyvíjený v rámci projektu Lissom. Tato kapitola obsahuje popis architektury zpětného
překladače se zaměřením na přední část zpětného překladače. Kapitola 4 řeší rozbor stávající
analýzy toku řízení. Jsou zde ukázány příklady správných i chybných vzorků.
Kapitola 5 řeší rozbor příkazu switch, návrh a implementaci metody zpětné rekon-
strukce tohoto příkazu. V poslední části této kapitoly je popsáno testování implementované
analýzy. Kapitola 6 popisuje rozbor příkazu volání funkce přes ukazatel, dále návrh, imple-
mentaci a testování analýzy pro zpětnou rekonstrukci volání funkce přes ukazatel. Závěrečná
kapitola 7 obsahuje stručné shrnutí této práce, dosažených výsledků a diskuzi o budoucím
vývoji.
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Kapitola 2
Zpětné inženýrství
V této kapitole je popsán pojem zpětné inženýrství se zaměřením na zpětné inženýr-
ství počítačových programů (software), převážně binárního škodlivého kódu (malware). Je
zde popsán také proces zpětného inženýrství, typické příklady a nástroje, které se pro něj
používají.
Tato kapitola je zpracována na základě [5].
2.1 Co je to zpětné inženýrství
”
Zpětné inženýrství je proces získávání znalostí nebo konstrukčních plánů z li-
bovolného objektu sestrojeného člověkem.“ [5]
Tento pojem je známý již z doby daleko před érou počítačů nebo moderních technologií.
Zpětné (též reverzní) inženýrství je velmi podobné vědeckému výzkumu. Zde se však vědec
snaží přijít na konstrukční plány nebo nějaké znalosti z již sestrojeného objektu. Rozdíl
mezi zpětným inženýrstvím a běžným vědeckým výzkumem je, že při zpětném inženýrství
je zkoumaný objekt vyroben člověkem, ale při běžném vědeckém výzkumu je zkoumán
přírodní jev.
Zpětné inženýrství je obvykle prováděno k získání chybějících znalostí, myšlenek nebo
filozofie designu, přičemž tyto informace nejsou k dispozici. V některých případech jde
o informace, které vlastní někdo, kdo není ochotný se o ně podělit. V ostatních případech
se tyto informace nedochovaly nebo jsou poškozené.
Běžné zpětné inženýrství je takové, že se zkoumaný produkt fyzicky
”
rozpitvá“, aby se
odhalilo tajemství jeho konstrukce. Takové informace se obvykle použijí k vytvoření podob-
ného nebo lepšího produktu. V mnoha průmyslových odvětvích zahrnuje zpětné inženýrství
zkoumání produktu pod mikroskopem nebo rozebrání na části a snahu o zjištění, co jed-
notlivé části dělají.
2.2 Zpětné inženýrství počítačových programů
Tvoření počítačových programů je jedna z nejkomplexnějších a nejzajímavějších věd. Zpětné
inženýrství těchto programů je stejně jako u fyzicky zhmotněných produktů o virtuálním
nahlédnutí dovnitř
”
schránky programu“. Takové zkoumání vyžaduje důkladné pochopení
činnosti počítačů i vývoje počítačových programů. Dále také znalosti o překladu programů
do strojového kódu. Celkově jsou důležité tyto dovednosti:
”
lámání kódu“, řešení puzzle,
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programování a logická analýza. V následujícím textu se již budeme věnovat pouze zpět-
nému inženýrství počítačových programů.
2.3 Použití zpětného inženýrství
Ve většině průmyslových odvětví se zpětné inženýrství používá za účelem vzniku nebo
vylepšení konkurenčních výrobků. Toto je nejčastější použití zpětného inženýrství. Tento
způsob ovšem není příliš populární v softwarovém průmyslu. Důvodem je příliš velká složi-
tost počítačových programů, a proto zpětné inženýrství při vývoji programů nedává smysl
z finančního hlediska. Běžné způsoby použití zpětného inženýrství se dělí na dvě katego-
rie: zpětné inženýrství související s bezpečností a zpětné inženýrství ve vývoji
softwaru.
2.3.1 Zpětné inženýrství související s bezpečností
Zpětné inženýrství souvisí s několika hledisky počítačové bezpečnosti. Používá se napří-
klad ve výzkumu šifrování, kde se snaží zpětně odšifrovat zašifrovaná data, nebo se hodnotí
úroveň bezpečnosti. Další časté využití je v souvislosti se škodlivými programy, kdy jej pou-
žívají jak útočníci, tak obránci. Obránci jej využívají ke zneškodnění takových programů,
útočníci pak ke ztížení práce obránců. Neméně častým a populárním využitím je crackování,
jehož cílem je analyzovat, a případně odstranit ochranu proti kopírování.
Škodlivý software
Škodlivý software (dále jen viry) se může šířit velkou rychlostí ve světě, kde jsou milióny
uživatelů připojených k internetu. K tomuto šíření nepotřebují zásah člověka a jsou schopny
se šířit samovolně [9].
Proces zpětného inženýrství používají jak vývojáři virů (útočníci), tak i vývojáři anti-
virových programů (obránci). Útočníci jej využívají pro nalezení slabých míst v operačních
systémech a dalších programech. Tato slabá místa nebo chyby v zabezpečení mohou být
použity k proniknutí do obranných vrstev a k infikování systému. Kromě infikování systému
útočníci používají techniky zpětného inženýrství k získání přístupu k citlivým informacím
nebo k převzetí kontroly nad systémem.
Na druhé straně jsou obránci, kteří se snaží
”
pitvat“ a analyzovat viry. Tito obránci
používají techniky zpětného inženýrství, aby odhalili každý krok, který vir provádí. Dále
je jejich cílem posoudit škodu, kterou může vir způsobit, nebo jak může být vir odstraněn
z infikovaného systému, případně zda se lze infekci zcela vyhnout.
Kryptografické algoritmy
Kryptografické algoritmy lze přibližně rozdělit do dvou skupin: omezené algoritmy a al-
goritmy založené na klíči. Tajemstvím omezených algoritmů je algoritmus sám o sobě.
Když je algoritmus odhalen, není již dále bezpečný. Příkladem může být Caesarova šifra1.
Omezené algoritmy zajišťují velmi špatnou bezpečnost, protože zpětné inženýrství způso-
buje velmi těžké udržování tajemství algoritmu.
1
”
Caesarova šifra je jednoduchou substituční šifrou, jejíž princip spočívá v posunu každého písmene
otevřeného textu o konstantní počet míst v abecedě.“ [8]
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Algoritmy založené na klíči jsou většinou veřejné, kde tajemstvím je klíč, což je obvykle
nějaká číselná hodnota nebo textový řetězec. Tento klíč je používán algoritmem k zašifrování
a odšifrování zprávy. V tomto případě je zpětné inženýrství většinou zbytečné, protože je
algoritmus již známý. Pro dešifrování zprávy je možné vyzkoušet následující kroky:
1. získat klíč,
2. zkusit všechny možné kombinace, dokud nebude odhalen klíč nebo
3. podívat se na chyby v algoritmu, které mohou být použity k získání klíče nebo původní
zprávy.
2.3.2 Zpětné inženýrství ve vývoji programů
Zpětné inženýrství může být užitečné i pro vývojáře programů. Vývojáři jej mohou použít,
pokud musí pracovat s nedokumentovaným nebo částečně dokumentovaným softwarem.
Dalšími případy užití je určení kvality kódu třetích stran (např. knihovny nebo operačního
systému) nebo získání cenných informací z konkurenčního produktu za účelem zlepšení
svého vlastního.
2.4 Proces zpětného inženýrství
Existuje mnoho různých přístupů jak provádět zpětné inženýrství. Samotný proces lze roz-
dělit na dvě části. V první části je prováděno rozsáhlé pozorování chování programu
v systému. Toto pozorování pomáhá určit obecnou strukturu programu a někdy také najít
oblasti zájmu pro další krok. Jakmile si vytvoříme obecnou představu o rozvržení programu
a najdeme oblasti zájmu, můžeme přistoupit k dalšímu kroku, jímž je hlubší zkoumání po-
mocí technik zpětného inženýrství na úrovni kódu. Tyto techniky umožňují podrob-
něji prozkoumat zvolenou část kódu.
2.4.1 Zpětné inženýrství na úrovni systému
Toto zkoumání zahrnuje využití různých nástrojů, které jsou převážně součástí operačního
systému. Jedná se například o sledování vstupu a výstupu nebo o zkoumání spustitelných
souborů. Jelikož všechny interakce s okolím provádí program přes prostředky operačního
systému, je nutná jeho znalost.
2.4.2 Zpětné inženýrství na úrovni nízkoúrovňového kódu
Získávání návrhových vzorů a algoritmů ze strojového kódu je složitý proces, který vyžaduje
zvládnutí technik zpětného inženýrství, znalost vývoje softwaru, funkci procesoru a také
znalost operačního systému (jak již bylo zmíněno). Tato metoda pohlíží na program z velmi
nízké úrovně, což vyžaduje pochopení, jak bývá automaticky generován kód kompilátory.
Proto je nutné znát také všechna hlediska nízkoúrovňového programování nebo principy
fungování překladačů.
5
2.5 Nástroje pro zpětné inženýrství
Zpětné inženýrství je založeno především na použití různých nástrojů. V této části textu
jsou popsány základní kategorie nástrojů, které lze použít. Mnohé z těchto nástrojů nebyly
vytvořeny jako nástroje pro zpětné inženýrství, nicméně mohou být velice užitečné.
2.5.1 Nástroje pro sledování systému
Zpětné inženýrství na úrovni systému vyžaduje množství nástrojů, které slouží ke sledo-
vání a ke zkoumání systému. Tyto nástroje shromažďují informace o běhu programu po-
mocí operačního systému a jeho prostředí. Lze sledovat například síťovou aktivitu, přístup
k souborovému systému, přístup k registrům2, dále využití prostředků operačního systému
(semafory, události,
”
roury“) a další.
2.5.2 Disassemblery
”
Disassemblery jsou programy, které mají na vstupu binární spustitelný program
a vygenerují textové soubory, které obsahují kód v jazyce symbolických instrukcí
pro celý program nebo jeho části.“ [5]
Jedná se o poměrně jednoduchý proces, protože jazyk symbolických instrukcí (anglicky
assembler) je prostým textovým mapováním binárně zakódovaných instrukcí procesoru.
Disassembler je specifický pro každý procesor (architekturu), jelikož každý procesor může
mít jinou sadu instrukcí, které mohou být jinak zakódovány3. Lze také použít vestavěné
disassemblery v nízkoúrovňových debuggerech (viz dále).
2.5.3 Nástroje pro ladění kódu (debuggery)
”
Debugger je program, který umožňuje vývojářům softwaru pozorovat jejich pro-
gramy za běhu.“ [5]
Debugger má dvě základní funkce. První funkcí je možnost vkládat tzv.
”
zarážky“ (an-
glicky breakpoints), které slouží k pozastavení běhu programu, když je dosaženo určitého
řádku (nebo instrukce). V tomto stavu pozastavení je možné sledovat aktuální stav pro-
gramu. Druhou funkcí je tzv.
”
krokování“, to znamená, že je provedena jedna instrukce
kódu a běh je pozastaven, dokud uživatel nepožaduje další krok.
Pro zpětné inženýrství je hlavní funkcí debuggeru běh v módu disassembleru, ovšem
s využitím vlastností zmíněných v předchozím odstavci.
2.5.4 Zpětné překladače (dekompilátory)
Cílem zpětného překladače je z binárního spustitelného programu získat čitelný kód ve
vysokoúrovňovém jazyce. Získat původní zdrojový kód z binárního spustitelného programu
není možné. Přesto zpětné překladače jsou velice výkonné nástroje a mohou vyprodukovat
velice čitelný kód.
2Zde jsou myšleny registry operačního systému Windows, nikoliv registry procesoru.
3Některé disassemblery mohou mít podporu pro více procesorů.
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Kapitola 3
Zpětný překladač vyvíjený v rámci
projektu Lissom
Tato kapitola popisuje projekt Lissom a nástroje, které jsou v jeho rámci vyvíjeny. Dále
obsahuje podrobnější popis struktury zpětného překladače vyvíjeného v rámci tohoto pro-
jektu.
3.1 Projekt Lissom
Cílem projektu Lissom je vytvořit vývojové prostředí, které bude poskytovat vývoj soft-
waru a zároveň hardwaru (anglicky hardware/software co-design). Pro popis architektury
procesoru byl navržen jazyk ISAC1. Vzhledem k souběžné práci na hardwaru i softwaru
dojde ke zkrácení doby vývoje a zkrátí se vývojový cyklus. [1]
Obrázek 3.1: Struktura zpětného překladače projektu Lissom, převzato z [7] a upraveno
1ISAC = Instruction Set Architecture C
7
3.2 Struktura zpětného překladače Lissom
Tato část je zpracována na základě [7, 11].
Struktura zpětného překladače je znázorněna na obrázku 3.1. Samotný zpětný překladač
se skládá ze třech částí: přední část, optimalizační část a zadní část. Před vstupem do
zpětného překladače prochází vstupní spustitelný soubor částí předzpracování, ve které je
převeden do platformě nezávislého formátu CCOFF2.
3.2.1 Předzpracování
Před začátkem zpětného překladu je nutno provést několik operací. Tento proces je znázor-
něn na obrázku 3.2. Prvním krokem je rozpoznání překladače a packeru, poté je případně
provedeno rozbalení (anglicky unpacking) a závěrem je proveden převod do jednotného
formátu CCOFF.
Rozpoznávání použitého překladače a packeru se provádí na základě databáze signa-
tur. Signatury jsou obvykle vyjádřením prvních několika bajtů strojového kódu na vstup-
ním bodu programu. Každý nástroj, který generuje spustitelný soubor, vytváří jiný kód a
díky tomu je možné porovnání s databází signatur. Toto porovnání není vždy přesné a je
možné, že výsledkem bude nalezení více použitých nástrojů.
Pokud bylo v předchozím kroku detekováno, že spustitelný soubor byl zabalen, je v tom-
to kroku provedeno rozbalení. Rozbalení je opačný proces k zabalení a může být provedeno
pouze v případě, že existuje nástroj na rozbalení.
Existuje více formátů spustitelných binárních souborů; nejčastěji používané jsou PE3
a ELF4. Binární soubory mají rozlišnou strukturu, a proto je nutný převod do jednotného
formátu CCOFF.
Obrázek 3.2: Schéma předzpracování zpětného překladače projektu Lissom, převzato z [7]
a upraveno
2CCOFF = Codasip Common Object File Format – formát objektových souborů
3PE = Portable Executable
4ELF = Executable and Linkable Format
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3.2.2 Přední část (front-end)
Vstupem do přední části zpětného překladače je binární soubor v jednotném formátu
CCOFF, spolu se souborem s definicí sémantiky instrukcí procesoru a souborem signa-
tur staticky linkovaného kódu. V této části zpětného překladače se podle popisu sémantiky
instrukcí procesoru převedou instrukce z formátu CCOFF do vnitřní reprezentace v LLVM
IR5. Výstupem je sémantický popis instrukcí. Instrukční dekodér, který tuto činnost za-
jišťuje, musí zvládnout i rozdíly v kódech, které mají vlastnosti specifické pro nějakou plat-
formu. Jednou z důležitých částí přední části překladače je odstranění staticky linkovaného
kódu. Důvodem pro odstranění tohoto kódu je, že poté není nutné jej zpětně překládat,
protože zdrojový kód je známý; dále může napomoci při rozpoznávání datových typů.
3.2.3 Optimalizační část (middle-end)
Vstupem do optimalizační části zpětného překladače je nízkoúrovňový kód LLVM IR. Cílem
této části je připravit kód pro vstup do zadní části zpětného překladače tak, aby z něj bylo
možné vygenerovat kód ve vyšším programovacím jazyce. Prováděny jsou převážně tyto
optimalizace:
 odstranění
”
mrtvého kódu“,
 propagace konstant a výrazů,
 transformace smyček atd.
3.2.4 Zadní část (back-end)
Vstupem do závěrečné zadní části zpětného překladače je LLVM IR kód, který je optima-
lizován prostřední částí. Výstupem je kód v jazyce vyšší úrovně, kdy je kladen důraz na
čitelnost kódu. Po vygenerování kódu ve vyšším jazyce se aplikuje ještě fáze dodatečných
úprav (anglicky postprocessing), jako například odstranění přebytečných závorek, úpravy
logických výrazů a podobně. Tyto úpravy však probíhají pouze na textové úrovni.
3.2.5 LLVM IR
@.str = private unnamed_addr constant [13 x i8] c"hello world\0A\00"
declare i32 @puts(i8* nocapture) nounwind
define i32 @main() {
%cast210 = getelementptr [13 x i8]* @.str, i64 0, i64 0
call i32 @puts(i8* %cast210)
ret i32 0
}
Obrázek 3.3: Příklad
”
Hello world“ v LLVM IR, převzato z [3] a zjednodušeno
Projekt LLVM6 vytváří optimalizovaný překladový systém pro generaci a optimalizaci
kódu. LLVM IR je silně typový jazyk, který je nezávislý na platformě a formě uložení.
5 LLVM IR = LLVM Intermediate Representation
6LLVM = Low Level Virtual Machine
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Jedná se o tříadresné instrukce ve formě SSA7. Tato reprezentace vytváří dobrý základ pro
optimalizaci a převod do vysokoúrovňového kódu. Silně typový jazyk umožňuje provádět
základní typovou kontrolu. Příklad 3.3 ukazuje jednoduchý program
”
Hello world“. [2, 3]
3.3 Ukázka výstupu zpětného překladače
/* Faktorial */
#include <stdio.h>
#include <stdlib.h>
int factorial(int n) {
if (n == 0) {
return 1;
}
return n * factorial(n - 1);
}
int main() {
int x = rand();
int res = factorial(x);
printf("%d! = %d\n", x, res);
return 0;
}
(a) Původní program
#include <stdint.h>
#include <stdio.h>
#include <stdlib.h>
int32_t factorial(int32_t a);
int32_t factorial(int32_t a) {
int32_t x;
if (a != 0) {
x = factorial(a - 1) * a;
} else {
x = 1;
}
return x;
}
int main(int argc, char **argv) {
int32_t x = rand();
printf("%d! = %d\n", x, factorial(x));
return 0;
}
(b) Výsledek ze zpětného překladače
Obrázek 3.4: Příklad zpětného překladu – rekurzivní výpočet faktoriálu
Na obrázku 3.4b je ukázkový výstup ze zpětného překladače, který slouží k výpočtu
faktoriálu pomocí rekurze. Je zde ukázáno, že oproti původnímu programu 3.4a je výsledný
program odlišný, avšak ekvivalentní. Tento rozdíl je způsoben tím, že program je optimali-
zován překladačem a také, že při překladu jsou některé informace ztraceny a nelze je zpětně
získat (například názvy proměnných).
7SSA = Static Single Assignment – do každé proměnné je možné přiřadit hodnotu pouze jednou
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Kapitola 4
Rozbor stávající analýzy toku
řízení
V této kapitole je proveden rozbor stávající analýzy toku řízení tak, jak je implementována
v přední části zpětného překladače. Na příkladech kódu je ukázána funkčnost a případné
problémy, které nejsou zpětným překladačem dobře zvládnuty.
4.1 Skoky
V analýze toku řízení ve zpětném překladači jsou procházeny jednotlivé instrukce a dále
jsou zkoumány pouze instrukce skoku. Na úrovni přední části zpětného překladače není
rozlišováno, zda se jedná o podmínku nebo cyklus. Rozlišují se pouze podmíněné a nepod-
míněné skoky. Rozpoznání podmínek a cyklů dle [4] má na starosti zadní část zpětného
překladače (viz kapitola 3.2.4).
Všechny typy podmínek i cyklů jsou zvládnuty, příkladem může být jednoduchá pod-
mínka na obrázku 4.1a, která byla správným způsobem rekonstruována. Výsledek je vidět
na obrázku 4.1b.
#include <stdio.h>
#include <stdlib.h>
int main()
{
unsigned int a = rand();
unsigned int b = rand();
if (a < b) {
printf("%d < %d\n", a, b);
} else {
printf("%d >= %d\n", a, b);
}
return 0;
}
(a) Původní program
#include <stdint.h>
#include <stdio.h>
#include <stdlib.h>
int main(int argc, char **argv) {
uint32_t apple = rand();
uint32_t banana = rand();
if (apple < banana) {
printf("%d < %d\n", apple, banana);
} else {
printf("%d >= %d\n", apple, banana);
}
return 0;
}
(b) Výsledek ze zpětného překladače
Obrázek 4.1: Příklady zpětného překladu – jednoduchá podmínka
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4.2 Příkaz switch
Zpětný překladač nemá podporu pro rekonstrukci příkazu switch. Na příkladu programu
4.2a (tento program může sloužit jako jednoduché menu), který byl přeložen a následně
vložen na vstup zpětného překladače s výsledkem 4.2b, je vidět, že je příkaz switch rekon-
struován chybně.
Je však důležité poznamenat, že k překladu příkazu switch pomocí tabulky skoků
dochází pouze v případech, kdy je obsaženo větší množství návěští case. Pokud je velmi
malý počet návěští case, překladač může v rámci optimalizací přeložit příkaz switch stejně
jako podmínku. V takovém případě je zpětná rekonstrukce příkazu úspěšná (ekvivalentním
způsobem). Více o překladu příkazu switch je podrobněji rozebráno v kapitole 5.1.
#include <stdio.h>
int main()
{
char ch;
printf("Command [n/N,s,o,c,i]: ");
scanf("%d", &ch);
switch (ch) {
case 'n':
case 'N': printf("new\n"); break;
case 's': printf("save\n"); break;
case 'o': printf("open\n"); break;
case 'c': printf("copy\n"); break;
case 'i': printf("insert\n"); break;
default: printf("unknown\n"); break;
}
return 0;
}
(a) Původní program
#include <stdint.h>
#include <stdio.h>
int main(int argc, char **argv) {
printf("Command [n/N,s,o,c,i]: ");
int8_t apple;
scanf("%d", &apple);
if ((int32_t)apple < 116) {
puts("save");
} else {
puts("unknown");
}
return 0;
}
(b) Chybný výsledek ze zpětného překladače
Obrázek 4.2: Příklad příkazu switch, parametry překladu: architektura Intel x86, překladač
gcc -O2
4.3 Volání a návrat z funkce
Tato část popisuje dva typy volání funkce a ukazuje současný stav implementace ve
zpětném překladači. Dále je zmíněna také instrukce typu návrat z funkce.
4.3.1 Běžné volání a návrat z funkce
Dle příkladu na obrázku 3.4 v kapitole 3.3 je vidět, že zpětný překladač rozpozná volání
funkce. Problém nezpůsobuje ani rekurzivní volání, ani funkce s proměnným počtem argu-
mentů (anglicky variadic function, zde funkce printf). Zpětný překladač rovněž podporuje
volání další funkce jako poslední instrukci jiné funkce (anglicky tail call).
Zmíněný příklad ukazuje i návrat z funkce, který je rekonstruován správně.
4.3.2 Volání funkce přes ukazatel
Volání funkce přes ukazatel je problémem pro zpětný překladač, protože v něm není zave-
dena analýza na volání funkcí přes ukazatel. V příkladu 4.3a je ukázán jednoduchý program,
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který obsahuje dvě funkce: sčítání a odčítání dvou celých čísel. Tělo programu ze standard-
ního vstupu načte číslo, dle kterého se rozhodne, zda bude provádět sčítání nebo odčítání a
uloží ukazatel na příslušnou funkci do lokální proměnné. Poté se zavolá zvolená funkce pro
čísla dvě a tři a výsledek volání funkce se vypíše na standardní výstup.
Po zpětném překladu dostáváme program 4.3b, který obsahuje pouze funkci pro odčítání
dvou čísel. První funkce pro sčítání dvou čísel byla zahozena. V těle programu je volána
přímo funkce pro odečítání, podmínka je zahozena. Důvody, proč je volána přímo druhá
funkce a první není přítomna vůbec, se zabývá kapitola 6.1.
#include <stdio.h>
int addInt(int n, int m) { return n+m; }
int subInt(int n, int m) { return n-m; }
int main(int argc, char **argv) {
int (*functionPtr)(int, int);
int rand;
scanf("%d", &rand);
if (rand) { functionPtr = &addInt; }
else { functionPtr = &subInt; }
int sum = (*functionPtr)(2, 3);
printf("%d\n", sum);
return 0;
}
(a) Původní program
#include <stdint.h>
#include <stdio.h>
int32_t _subInt(int32_t a, int32_t b);
int32_t _subInt(int32_t a, int32_t b) {
return a - b;
}
int main(int argc, char **argv) {
int32_t x;
scanf("%d", &x);
printf("%d\n", _subInt(2, 3));
return 0;
}
(b) Chybný výsledek ze zpětného překladače
Obrázek 4.3: Příklad volání funkce přes ukazatel, parametry překladu: architektura In-
tel x86, překladač gcc -O0
4.4 Závěr rozboru
Zpětný překladač velmi dobře zvládá běžné instrukce, které slouží ke změně toku řízení pro-
gramu. Specifickou variantou instrukce volání funkce, jakou je volání funkce přes ukazatel,
zpětný překladač nezvládá. Jako částečné řešení tohoto problému dosadí volání jedné kon-
krétní funkce, pokud jej nalezne. Dalším problémem zpětného překladače je příkaz switch,
který není korektně rekonstruován. V některých případech je zachována částečná funkčnost
tohoto příkazu, ale není to dostatečné řešení.
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Kapitola 5
Příkaz switch
Na základě rozboru stávající analýzy toku řízení pro ukázkový program 4.2a s příkazem
switch v kapitole 4.2 je v této kapitole proveden rozbor příkazu switch, kde je ukázáno,
jakým způsobem se překládá do strojového kódu. Dále je navrženo řešení pro správnou
rekonstrukci tohoto příkazu a popsána implementace i testování tohoto návrhu.
5.1 Rozbor
Příkaz switch slouží k vícecestnému rozhodování testujícímu, zda výraz od-
povídá jedné z několika konstantních celočíselných hodnot, a podle toho se
větví.
Každá alternativa je označena jednou nebo několika celočíselnými konstan-
tami nebo konstantními výrazy. Výpočet začne alternativou, která odpovídá hod-
notě výrazu. Výrazy označující jednotlivé alternativy se musí lišit. Alternativa
default je vykonána, jesliže hodnota výrazu neodpovídá žádné jiné alterna-
tivě. Alternativa default je nepovinná; není-li uvedena a neodpovídá-li žádná
alternativa, nic se nestane. Alternativy (včetně default) mohou být zapsány
v libovolném pořadí.
Převzato z [6]
V této části textu je popsáno, jakým způsobem se příkaz switch efektivně překládá do
strojového kódu, a proč to způsobuje problémy při zpětném překladu.
5.1.1 Způsob překladu příkazu switch
Při překladu příkazu switch se překladač rozhoduje dle počtu návěští case. Pokud je tento
počet návěští nízký, je příkaz switch přeložen podobně jako běžné větvení1, jinak je použita
tabulka skoků.
Dalším důležitým parametrem je celkový rozptyl hodnot. Pokud je rozptyl malý, je
vhodné použít tabulku skoků. Pokud je rozptyl velký, bylo by nutné generovat tabulku
velkou, kde by většina položek odkazovala na návěští default, proto se využívají jiné
optimalizační techniky bez využití tabulky skoků. Tyto techniky však nejsou problémem
pro zpětný překladač a v této práci se zaměříme na tabulku skoků.
1Testováním na platformě Intel x86 při překladu překladačem gcc s vypnutými optimalizacemi bylo
zjištěno, že při čtyřech návěštích case a méně se nepoužívá tabulka skoků.
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Nejprve je zjištěn rozsah konstant, pro které má příkaz switch různá návěští. Dále je
vytvořena tabulka skoků, která začíná nejnižší hodnotou a končí nejvyšší hodnotou. Pro
každou hodnotu mezi těmito dvěma hranicemi je v tabulce jeden záznam s cílovou adresou,
na které se nachází první instrukce daného návěští. Hodnoty, pro které není uvedeno návěští
case, a proto spadají pod obsluhu návěští default, obsahují právě adresu návěští default.
V následujících částech je podrobně popsán překlad příkazu switch na různých archi-
tekturách a s různými úrovněmi optimalizace. Pro tento rozbor byl použit překladač gcc.
Vyjdeme z příkladu 5.1, který je ukázkou velmi jednoduchého použití příkazu switch. Na
začátku je načteno ze standardního vstupu celé číslo, na základě kterého se poté vykoná
příslušná větev příkazu switch. Větve začínají číslem 17 a končí číslem 25, ale pro konstanty
21-24 není přítomna samostatná větev, proto se použije větev default.
int main()
{
int ch;
scanf("%d", &ch);
switch (ch) {
case 17:
printf("17\n"); break;
case 18:
printf("18\n"); break;
case 19:
printf("19\n"); break;
case 20:
printf("20\n"); break;
case 25:
printf("25\n"); break;
default:
printf("default\n"); break;
}
printf("after switch");
return 0;
}
Obrázek 5.1: Příklad příkazu switch, který použijeme pro rozbor
5.1.2 Překlad na platformě Intel x86
Základem příkazu switch je instrukce nepodmíněného nepřímého skoku, kdy se skáče na
adresu první instrukce příslušné větve case. Tyto adresy jsou uvedeny v tabulce skoků, která
je umístěna v datové sekci. Adresa příslušného prvku v této tabulce skoků je vypočítána
dle rovnice 5.1, kde index je index do tabulky skoků, velikostAdresy je velikost jednoho
prvku v tabulce skoků v bajtech (což odpovídá velikosti ukazatele na dané platformě) a
bazovaAdresa je adresa prvního prvku v tabulce skoků.
(index velikostAdresy) + bazovaAdresa (5.1)
Při překladu bez optimalizací je nejprve načtena cílová adresa požadované větve do
registru procesoru, a poté je proveden skok na adresu uloženou v registru procesoru. Při
zapnutých optimalizacích je už od úrovně -O1 prováděn tento skok přímo bez uložení do
registru procesoru (pomocí jedné instrukce).
Další důležitou částí příkazu switch je předcházející instrukce podmíněného skoku se
statickým cílem, která slouží ke kontrole hranic tabulky skoků. Jako horní hranice tabulky
skoků se počítá nejvyšší hodnota návěští, která může být ještě před samotným příkazem
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switch upravena, pokud je nejnižší hodnota návěští větší než nula. Cílem této instrukce
podmíněného skoku je první instrukce návěští default, a pokud toto návěští není přítomno,
jedná se o první instrukci za příkazem switch2.
Samotná těla jednotlivých větví jsou umístěna mezi instrukcí nepřímého skoku a první
instrukcí za příkazem switch. Jsou umístěna ve stejném pořadí, v jakém se nacházela ve
zdrojovém kódu, protože se zde využívá vlastnosti příkazu switch, kdy se při vynechaném
příkazu break pokračuje prováděním dalšího návěští. Příkaz break je přeložen jako skok za
příkaz switch.
1 ; eax = number
2 sub eax, 17
3 cmp eax, 8
4 ja 0x80485c4
5 mov eax, dword [ eax << 2 + 0x80486e8 ]
6 jmp eax
7
8 0x804857e: ; case 17
9 mov dword [ esp ], "17\x00"
10 call puts
11 jmp 0x80485d1
12
13 0x804858c: ; case 18 ...
14 0x804859a: ; case 19 ...
15 0x80485a8: ; case 20...
16 0x80485b6: ; case 25...
17
18 0x80485c4: ; default
19 mov dword [ esp ], "default\x00"
20 call puts
21 nop
22
23 0x80485d1: ; after switch
24 mov dword [ esp ], "after switch\x00"
25 call printf
26 ; return 0
(a) Úroveň optimalizací -O0
1 ; eax = number
2 sub eax, 17
3 cmp eax, 8
4 jbe 0x8048458
5
6 ; default
7 mov dword [ esp ], "default\x00"
8 call puts
9
10 0x8048448: ; after switch
11 mov dword [ esp ], "after switch\x00"
12 call printf
13 ; return 0
14
15 0x8048458: ; switch
16 jmp dword [ eax << 2 + 0x80486d8 ]
17
18 0x804845f: ; case 25
19 mov dword [ esp ], "25\x00"
20 call puts
21 jmp 0x8048448
22
23 0x804846d: ; case 17 ...
24 0x804847b: ; case 18 ...
25 0x8048489: ; case 19 ...
26 0x8048497: ; case 2O ...
(b) Úroveň optimalizací -O2
0x80486e8: 0804857e ; case 17
0x80486ec: 0804858c ; case 18
0x80486f0: 0804859a ; case 19
0x80486f4: 080485a8 ; case 20
0x80486f8: 080485c4 ; default
0x80486fc: 080485c4 ; default
0x8048700: 080485c4 ; default
0x8048704: 080485c4 ; default
0x8048708: 080485b6 ; case 25
(c) Tabulka skoků pro úroveň optimalizací -O0,
pro další úrovně optimalizací je tabulka obdobná
Obrázek 5.2: Příklad překladu příkazu switch na architektuře Intel x86 v assembleru, pro
názornost ručně upraveno
Od úrovně optimalizací -O2 je zavedena taková optimalizace, že je negována podmínka
pro kontrolu hranic tabulky skoků a tělo návěští default se nachází ihned za touto instrukcí.
2Z principu však tyto dva stavy není nutno rozlišovat, protože neexistující návěští default lze považovat
za prázdné o délce nula instrukcí, tudíž by následující instrukce byla již instrukcí za příkazem switch,
případně by to byla instrukce nepodmíněného skoku, která by za příkaz switch skákala.
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Dále následuje kód, který se nachází za příkazem switch. Samotná instrukce nepodmíně-
ného nepřímého skoku a kód jednotlivých návěští jsou umístěny až za poslední instrukcí
aktuální funkce3.
Na obrázku 5.2a je uveden příklad pro překlad s vypnutými optimalizacemi, těla návěští
18-25 jsou pro opakování vynechána (pouze je tištěn jiný text). Na řádku 6 se nachází
instrukce nepodmíněného nepřímého skoku, na řádku 4 pak instrukce, která kontroluje
hranice tabulky skoků. Jednotlivá návěští jsou popsána v komentářích na obrázku.
Na obrázku 5.2b je uveden příklad pro překlad s úrovní optimalizací -O2. Zde je vidět,
že instrukce nepodmíněného nepřímého skoku a jednotlivá návěští příkazu switch jsou
umístěna až za poslední instrukcí příkazu switch. Tato optimalizace je vhodná v případech,
kdy se tok programu častěji dostane do větve default, protože se v takovém případě nemusí
provádět žádné skoky.
Příklad tabulky skoků je uveden na obrázku 5.2c. Zde je vidět, že ačkoliv jsou návěští
21-24 v tabulce skoků vynechána, přesto se pro ně záznam v tabulce skoků nachází. Tento
záznam ukazuje buď na první instrukci návěští default, nebo na instrukci za příkazem
switch.
5.1.3 Překlad na platformě ARM
1 ; r3 = number
2 sub r3, r3, #17, 0x0
3 cmp r3, #8, 0x0
4 ldr ls pc, [ pc, + r3, lsl #2 ]
5 b 0x82a8
6
7 ; jump table
8 0x8248: 0000826c ; case 17
9 0x824c: 00008278 ; case 18
10 0x8250: 00008284 ; case 19
11 0x8254: 00008290 ; case 20
12 0x8258: 000082a8 ; default
13 0x825c: 000082a8 ; default
14 0x8260: 000082a8 ; default
15 0x8264: 000082a8 ; default
16 0x8268: 0000829c ; case 25
17 0x826c: ; case 17
18 ldr r0, "17\x00"
19 bl puts
20 b 0x82b0
21
22 0x8278: ; case 18 ...
23 0x8284: ; case 19 ...
24 0x8290: ; case 20 ...
25 0x829c: ; case 25 ...
26
27 0x82a8: ; default
28 ldr r0, "default\x00"
29 bl puts
30
31 0x82b0: ; after switch
32 ldr r0, "after switch\x00"
33 bl printf
34 ; return 0
Obrázek 5.3: Příklad překladu příkazu switch na architektuře ARM v assembleru, úroveň
optimalizací -O0, pro názornost ručně upraveno
Na architektuře ARM je pro překlad příkazu switch využito podmíněné instrukce
uložení hodnoty do registru. Zde se ukládá hodnota do programového čítače, čímž se in-
strukce chová jako skok na tuto adresu. Skáče se na adresu první instrukce příslušné větve
case. Tyto adresy jsou uvedeny v tabulce skoků, která je umístěna přímo v kódu. Adresa
skoku je vypočítána dle adresy dané rovnicí 5.1. Tato instrukce je podmíněná a slouží zá-
roveň jako kontrola hranic tabulky skoků. Pokud se index nachází uvnitř hranic tabulky, je
proveden skok na adresu z tabulky skoků, jinak se tok programu posouvá na další instrukci,
která je nepodmíněným přímým skokem se statickým cílem. Tímto cílem je první instrukce
návěští default.
3Avšak zpětný překladač tyto instrukce stále správně řadí k této funkci.
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Za touto instrukcí následuje tabulka skoků. Samotná těla jednotlivých větví jsou umí-
stěna mezi tabulkou skoků a první instrukcí za příkazem switch. Jsou umístěna ve stejném
pořadí, v jakém se nacházela ve zdrojovém kódu. Příkaz break je přeložen jako skok za
příkaz switch.
Na obrázku 5.3 je uveden příklad pro překlad s vypnutými optimalizacemi, těla návěští
18-25 jsou pro opakování vynechána (pouze je tištěn jiný text). Na řádku 4 se nachází
instrukce uložení hodnoty do registru (zde programového čítače) a v registru r3 je uložen
offset4 aktuální instrukce od tabulky skoků. Na řádku 5 se nachází přímý nepodmíněný skok
na návěští default. Jednotlivá návěští jsou popsána v komentářích na obrázku. Tabulka
skoků je funkčně shodná s tabulkou na platformě Intel x86, jen je uložena přímo mezi
instrukcemi. Tabulka je na obrázku označena komentáři.
5.1.4 Překlad na platformě MIPS
1 ; 0x8 ( $fp ) = number
2 lw $v0, 0x0 ( $fp )
3 addiu $v0, $v0, -17
4 sw $v0, 0x8 ( $fp )
5 lw $v1, 0x8 ( $fp )
6 sltiu $v0, $v1, 0x9
7 beq $v0, $zero, 0x8900440
8
9 lw $v0, 0x8 ( $fp )
10 sll $v1, $v0, 0x2
11 lui $v0, 0x891
12 addiu $v0, $v0, 0x602c
13 addu $v0, $v1, $v0
14 lw $v0, 0x0 ( $v0 )
15 jr $v0
16
17 0x89003c8: ; case 17
18 lui $v0, 0x891
19 addiu $a0, $v0, 0x6000
20 ; $a0 = "17\x00"
21 jal puts
22 j 0x8900450
23 0x89003e0: ; case 18
24 0x89003f8: ; case 19
25 0x8900410: ; case 20
26 0x8900428: ; case 25
27
28 0x8900440: ; default
29 lui $v0, 0x891
30 addiu $a0, $v0, 0x6014
31 ; $a0 = "default\x00"
32 jal puts
33
34 0x8900450: ; after switch
35 lui $v0, 0x891
36 addiu $a0, $v0, 0x601c
37 ; $a0 = "after switch\x00"
38 jal printf
39
40 ; return 0
Obrázek 5.4: Příklad překladu příkazu switch na architektuře MIPS v assembleru, úroveň
optimalizací -O0, pro názornost ručně upraveno
Základem příkazu switch na platformě MIPS je instrukce skoku přes registr, kdy se
skáče na adresu první instrukce příslušné větve case. Tyto adresy jsou uvedeny v tabulce
skoků, která je umístěna v datové sekci. Adresa příslušného prvku v této tabulce skoků je
vypočítána dle rovnice 5.1 pomocí předchozích několika instrukcí.
Další částí příkazu switch je předcházející instrukce podmíněného skoku se statickým
cílem, která slouží ke kontrole hranic tabulky skoků. Cílem této instrukce je první instrukce
návěští default. Samotná těla jednotlivých větví jsou umístěna mezi instrukcí skoku přes
registr a první instrukcí za příkazem switch. Jsou umístěna ve stejném pořadí, v jakém se
nacházela ve zdrojovém kódu. Příkaz break je přeložen jako skok za příkaz switch.
Obecně je překlad příkazu switch obdobný jako na platformě Intel x86, avšak pro
výpočet cílové adresy je použito více instrukcí.
4Offset je vzdálenost v bajtech.
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Od úrovně optimalizací -O2 je zavedena taková optimalizace, že je negována podmínka
pro kontrolu hranic tabulky skoků a tělo návěští default se nachází ihned za touto instrukcí.
Dále následuje kód, který se nachází za příkazem switch. Samotná instrukce nepodmíně-
ného nepřímého skoku a kód jednotlivých návěští jsou umístěny až za poslední instrukcí
aktuální funkce. Princip této optimalizace je stejný jako na platformě Intel x86.
Na obrázku 5.4 je uveden příklad pro překlad s vypnutými optimalizacemi, těla návěští
18-25 jsou pro opakování vynechána (pouze je tištěn jiný text). Na řádku 15 se nachází
instrukce skoku přes registr, kdy adresa skoku je vypočítána pomocí aritmetických instrukcí
na řádcích 10-13.
Na řádku 14 je instrukce načtení hodnoty do registru, kdy se načítá ze stejného registru
s offsetem nula. Toto způsobí, že rovnice, podle které se počítá výsledná adresa (5.1), má
přesněji tvar, který je ukázán rovnicí 5.2. Jediným rozdílem je přičtení nuly, což nemá žádný
vliv.
(index velikostAdresy) + bazovaAdresa+ 0 (5.2)
Na řádku 7 je instrukce, která kontroluje hranice tabulky skoků. Jednotlivá návěští jsou
popsána v komentářích na obrázku. Tabulka skoků je sestavena stejným způsobem jako na
platformě Intel x86 a je znázorněna na obrázku 5.2c.
5.1.5 Zdůvodnění chybného zpětného překladu
int main(int argc, char **argv) {
int32_t apple;
scanf("%d", &apple);
uint32_t banana = apple - 17;
if (banana > 8) {
puts("default");
} else {
((int32_t (*)())*(int32_t *)(4 * banana + 0x80486e8))();
puts("17");
}
printf("after switch");
return 0;
}
(a) Parametry překladu: architektura Intel x86, překladač gcc -O2
int main(int argc, char **argv) {
int32_t x;
scanf("%d", &x);
puts("default");
printf("after switch");
return 0;
}
(b) Parametry překladu: architektura ARM, překladač gcc -O2
Obrázek 5.5: Ukázky různých výsledků zpětného překladu příkazu switch v závislosti na
architektuře
Na obrázku 5.5 jsou ukázky chybného zpětného překladu příkazu switch. Jsou vybrány
dvě ukázky na platformách Intel x86 (obrázek 5.5a) a ARM (obrázek 5.5b). Na platformě
MIPS je výstup zpětného překladače podobný jako na platformě Intel x86.
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Pro platformu Intel x86 je zpětně přeložena podmínka, která ověřuje hranice tabulky
skoků. Z toho důvodu se do výstupu dostane celé tělo větve default. Skok přes registr je zde
zpětně přeložen jako volání funkce přes ukazatel (tato konstrukce však nepůjde přeložit).
Následuje tělo prvního návěští case, další návěští jsou nedosažitelná, proto se ve výsledném
kódu nevyskytují.
Pro platformu ARM se nepodaří zpětně přeložit instrukci, která zajišťuje zároveň ověření
hranic tabulky skoků a skok na příslušné návěští. Proto je tato instrukce přeskočena a
následující tělo větve default je zpětně přeloženo jako jediná část příkazu switch.
5.1.6 Závěr rozboru příkazu switch
Z rozboru překladu příkazu switch na platformách Intel x86, ARM a MIPS vyplývá několik
poznatků, které jsou shrnuty v této části textu.
Používá se instrukce skoku přes registr, instrukce nepřímého skoku pomocí výrazu nebo
instrukce uložení adresy do programového čítače. Výsledkem je skok na adresu, která je vždy
dána rovnicí 5.1. V případě architektury MIPS je dána rovnicí 5.2, což je však ekvivalentní.
Z tohoto výrazu jsme schopni určit:
 bázovou adresu tabulky skoků,
 velikost jedné adresy v tabulce skoků a
 registr, ve kterém je uložen index, podle kterého se přistupuje do tabulky skoků.
Na architektuře Intel x86 je tento výraz vždy vypočítán pomocí jedné instrukce, ale na
architektuře MIPS je tento výraz vypočítán pomocí více instrukcí a uložen v registru.
Existuje více řešení pro kontrolu hranic tabulky. Na architekturách Intel x86 a MIPS je
to řešeno pomocí předcházející instrukce podmíněného skoku. Tato instrukce však může mít
rovněž dvojí chování: buď kontroluje, zda se index nachází uvnitř tabulky skoků, nebo zda se
index nachází mimo hranice tabulky skoků. Na architektuře ARM je to řešeno úplně jiným
způsobem tak, že samotná instrukce uložení adresy do programového čítače je podmíněná.
Pokud je splněna podmínka, vykoná se skok na návěští příkazu switch, v opačném případě
se skáče na návěští default. Zde je chování pouze jedno a následující instrukcí je již samotná
větev default nebo skok na větev default. Z těchto variant jsme vždy schopni určit adresu
první instrukce větve default.
Z podmínky, kterou využívá instrukce pro kontrolu hranic tabulky skoků, bychom měli
být schopni zjistit přesné rozměry tabulky skoků, ale v některých případech může být
podmínka komplikovaná na rozklíčování.
Kód jednotlivých větví case je vždy v adresovém rozsahu aktuální funkce. To platí
i v případě optimalizace, kdy se kód větví case nalézá až za instrukcí návratu z funkce.
Tabulka skoků je vždy sestrojena tak, že začíná od nuly a položky jsou bezprostředně za
sebou. Pokud jsou některá návěští vynechána, v tabulce skoků se přesto nalézají a odkazují
na větev default (případně za příkaz switch). Pokud první návěští case je vyšší číslo než
nula, provádí se nejprve odečtení tak, aby to nula byla5.
5V případě, že je nejnižší číslo jedna, však nemá smysl provádět navíc jednu instrukci (odečtení) kvůli
ušetření paměti pro jednu položku v tabulce (dle architektury 4-8 bajtů), takže v takovém případě bývá
uveden i záznam pro nulu s odkazem na větev default.
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5.2 Návrh řešení
Prvním krokem je nalezení všech instrukcí, které jsou skoky s dynamickým cílem6. To
jsou takové skoky, kdy nelze vypočítat konkrétní adresu cíle. Nad takovými instrukcemi
proběhne hlubší analýza, jejíž výsledkem může být úspěšná zpětná rekonstrukce příkazu
switch nebo neúspěch. Analýza je posloupnost následujících operací:
1. Získání potřebných parametrů příkazu switch.
2. Nalézt instrukci, která ověřuje hranice tabulky skoků.
3. Zjistit velikost tabulky skoků (tento bod nemusí být úspěšný).
4. Zjistit adresu větve default.
5. Rekonstruovat tabulku skoků (v případě známé i neznámé velikosti této tabulky).
6. Nahradit aktuální instrukci skoku za příkaz switch.
7. Modifikovat instrukci, která ověřuje hranice tabulky skoků.
V následujícím textu jsou podrobněji rozebrány jednotlivé body analýzy.
5.2.1 Získání parametrů příkazu switch
V tomto kroku je cílem analyzovat výraz, pomocí kterého je vypočítána adresa skoku.
Tento výraz musí být analyzován v již zjednodušené formě7. Provádí se kontrola, zda výraz
odpovídá rovnici 5.1. Pokud ano, pokusíme se získat potřebné proměnné a konstanty, které
potřebujeme pro úspěšnou zpětnou rekonstrukci příkazu switch. Jedná se o tyto údaje:
 bázová adresa tabulky skoků,
 velikost jedné adresy v tabulce skoků a
 proměnná, kde je uložen index do tabulky skoků.
5.2.2 Nalezení instrukce, která ověřuje hranice tabulky skoků
Cílem tohoto kroku je nalezení instrukce, která ověřuje hranice tabulky skoků. Je hledána
instrukce podmíněného skoku a dále se sleduje, co je cílem skoku (může to být buď větev
default nebo samotný příkaz switch).
Existují dvě základní možnosti, kde se může instrukce skoku nacházet:
1. Je to stejná instrukce jako ta, kterou analyzujeme.
2. Je to předcházející instrukce skoku v toku řízení.
6Zpětný překladač dokáže interpretovat instrukci uložení hodnoty do programového čítače jako skok,
takže není nutné dělat zvláštní řešení pro architekturu ARM.
7Zjednodušením výrazu se rozumí odstranění takových aritmetických nebo logických operací, které ne-
mají vliv na výsledek. Takovou operací je například přičtení nuly.
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První případ je jednoduchý na zjištění. Poznáme to podle toho, že je právě analyzovaná
instrukce podmíněná. Rovněž jednoznačně víme, že tato instrukce není skokem na větev
default.
Ve druhém případě musíme hledat předchozí instrukce, dokud nenarazíme na instrukci
podmíněného skoku, kde je známá cílová adresa. V případě úspěchu je toto hledaná in-
strukce. Dále ještě potřebujeme zjistit, jaká je cílová adresa této instrukce. Pokud je to
adresa, ze které jsme tuto instrukci nalezli při zpětném vyhledávání, je cílem samotný pří-
kaz switch. V opačném případě je cílem větev default.
5.2.3 Zjištění velikosti tabulky skoků
Zjištění velikosti tabulky skoků je pouze volitelnou součástí analýzy, protože tento krok
spočívá v rozklíčování podmínky, kterou používá instrukce získaná předchozím bodem. Po-
kud se nepodaří tuto velikost získat, může nastat problém v případech, kdy by se bezpro-
středně za tabulkou skoků nacházela další tabulka skoků. Více o tomto problému je popsáno
dále.
Tabulka 5.1 ukazuje podporované výrazy v podmínce a zjištěnou velikost tabulky skoků.
Proměnná index ve výrazech v tabulce znamená index do tabulky skoků, parametr je druhý
parametr této podmínky a musí to být kladná celočíselná hodnota.
V některých případech může být celá podmínka ještě negována, proto je důležité nejprve
provést zjednodušení (např. ¬(a < b) = a ≥ b).
Výraz Velikost tabulky skoků
index > parametr parametr + 1
index ≤ parametr parametr + 1
index < parametr parametr
index ≥ parametr parametr
Tabulka 5.1: Logické výrazy, na základě kterých lze zjistit velikost tabulky skoků
5.2.4 Zjištění adresy větve default
Na základě nalezené instrukce, která ověřuje hranice tabulky skoků a informace, zda tato in-
strukce skáče na větev default, lze jednoduše zjistit adresu větve default. Pokud instrukce
skáče na větev default, je adresou větve default cíl této instrukce skoku. V opačném pří-
padě označíme jako adresu větve default adresu instrukce, která následuje po instrukci,
která ověřuje hranice tabulky skoků.
Následuje ještě zpřesňování této adresy, protože tato adresa také hraje roli při rekon-
strukci tabulky skoků. Prvním zpřesněním je posun adresy větve default na cíl skoku,
pokud je první instrukcí nepodmíněný skok s cílem, který je uvnitř aktuální funkce. Dru-
hým zpřesněním je posun adresy na následující instrukci, pokud je daná instrukce NOP.
5.2.5 Rekonstrukce tabulky skoků
Cílem tohoto bodu je získat kompletní tabulku skoků, kdy index do tabulky odpovídá vý-
razu u daného návěští case a hodnota je adresa, kde začíná první instrukce daného návěští.
Proces rekonstrukce probíhá tak, že se začne číst od bázové adresy tabulky skoků a dále
22
se pokračuje čtením následujících položek, dokud daná položka existuje a zároveň obsahuje
adresu uvnitř aktuální funkce. Vývojový diagram tohoto procesu znázorňuje obrázek 5.6.
Pokud známe velikost tabulky skoků, slouží tato velikost jako zarážka pro načítání
dalších adres. Jako příklad, kdy je důležité znát velikost tabulky skoků, můžeme uvést dva
příkazy switch za sebou nebo příkazy switch vnořené v sobě. V takových případech jsou
tabulky skoků typicky za sebou a nebylo by jinak možné rozpoznat, kde je konec jedné
tabulky a začátek další.
Obrázek 5.6: Vývojový diagram procesu rekonstrukce tabulky skoků
5.2.6 Nahrazení instrukce skoku za rekonstruovaný switch
V tomto bodu již známe všechny informace k nahrazení instrukce skoku za switch. Použi-
jeme tyto tři informace:
 proměnná, ve které je uložen index do tabulky skoků; to je proměnná, která je vstupní
hodnotou příkazu switch,
 adresa větve default a
 tabulka skoků.
Samotná těla jednotlivých návěští zůstanou nezměněna.
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5.2.7 Modifikace instrukce, která ověřuje hranice tabulky skoků
Tento bod má význam pouze v případě, že se nejedná o stejnou instrukci, kterou nyní
analyzujeme. Pokud se jedná o stejnou instrukci, byla již v předchozím bodě nahrazena.
Zde se opět vychází z informace, zda instrukce, která ověřuje hranice tabulky skoků,
skáče na větev default. Pokud skáče na větev default, můžeme ji nahradit za instrukci
NOP, protože pro nás již nemá význam. Pokud skáče na instrukci, kterou jsme dříve nahra-
dili za switch, musíme ji modifikovat. Změníme ji z podmíněného skoku na nepodmíněný,
takže bude vždy skákat na příkaz switch.
5.3 Implementace
Obsah této kapitoly je klasifikován jako utajený, viz licenční ujednání.
5.4 Testování
Testování bylo prováděno na sadě testů, které byly spouštěny na různých architektu-
rách (Intel x86, ARM, ARM Thumb, MIPS) s různě nastavenou úrovní optimalizace,
s různými překladači (gcc, clang, Visual Studio) a dále varianty s odstraněnou tabulkou
symbolů a odstraněnými relokačními informacemi ze spustitelného souboru8. Sada testů
obsahovala například tyto varianty:
 příkazy switch, které mají různé rozsahy hodnot návěští case,
 příkaz switch, který nemá návěští case jako posloupnost čísel, ale obsahuje vyne-
chaná čísla,
 příkaz switch, který obsahuje větev default,
 příkaz switch, který neobsahuje větev default,
 příkaz switch, který obsahuje návěští case bez příkazu break,
 dva příkazy switch, které následují bezprostředně po sobě a
 příkaz switch vnořený v jiném příkazu switch.
Výchozí příklad, který jsme použili pro rozbor (obrázek 5.1), je přeložen správně. Vý-
sledek je znázorněn na obrázku 5.7, na následujícím obrázku 5.8 je ukázán graf volání
k tomuto příkladu. V rámci této práce byl zaveden nový integrační test9 na testování
příkazu switch. Tento integrační test obsahuje stejný příklad, který jsme zde používali
(obrázek 5.1) a testuje jej na širokou škálu vstupů.
V příloze A je uveden příklad zpětného překladu vzorku Linux.Darlloz[10], který je
reálným vzorkem malwaru. Je zde ukázán rozdíl mezi zpětným překladem před zavedením
analýzy příkazu switch a po zavedení této analýzy.
8Spouštění skriptu decompile.sh s parametrem --strip.
9 Integrační testy v rámci zpětného překladače fungují na tom principu, že na vstupu je soubor se
zdrojovým kódem v jazyce C a sada testovacích vstupů pro tento testovací program. Tento program se
přeloží na spustitelný soubor, a poté je zpětně přeložen. Původní soubor se zdrojovým kódem a nově vzniklý
soubor jako výsledek zpětného překladu se přeloží a spustí se se sadou testovacích vstupů. Poté se porovnávají
výsledky původního a zpětně přeloženého zdrojového kódu.
24
int main(int argc, char **argv) {
int32_t apple;
scanf("%d", &apple);
switch (apple) {
default:
puts("default");
break;
case 17:
puts("17");
break;
case 18:
puts("18");
break;
case 19:
puts("19");
break;
case 20:
puts("20");
break;
case 25:
puts("25");
break;
}
printf("after switch");
return 0;
}
Obrázek 5.7: Ukázka správného zpětného překladu příkazu switch, parametry překladu:
architektura ARM, překladač gcc -O2
8048434
8048437
8048458
switch 
8048439 804846d804847b 8048489 8048497
804845f
8048440
extern call puts
8048445
8048448
804844f
extern call printf
804846b
80484798048487 8048495 80484a3
8048454
8048466
extern call puts
8048474
extern call puts
8048482
extern call puts
8048490
extern call puts
804849e
extern call puts
8048456
8048457
return 
Obrázek 5.8: Graf volání správně zpětně přeloženého příkazu switch
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Kapitola 6
Volání funkce přes ukazatel
Na základě rozboru stávající analýzy toku řízení pro ukázkový program 4.3a s voláním
funkce přes ukazatel v kapitole 4.3 je v této kapitole proveden rozbor volání funkce přes
ukazatel a je navrženo řešení pro správnou rekonstrukci, popsána implementace i testování
tohoto návrhu.
6.1 Rozbor
V této části textu je popsáno, jakým způsobem se překládá volání funkce přes ukazatel
do strojového kódu, a proč to způsobuje problémy při překladu. Rozbor se skládá ze dvou
částí. V první části je rozebráno, jakým způsobem se překládá přiřazení ukazatele na funkci
do proměnné. Ve druhé části je pak ukázáno, jakým způsobem se překládá volání funkce
přes ukazatel.
6.1.1 Překlad přiřazení ukazatele na funkci do proměnné
Přiřazení ukazatele na funkci do proměnné je prováděno na všech platformách pomocí jediné
instrukce, kdy se do paměťového prostoru zásobníku nebo do registru uloží adresa přiřa-
zované funkce. Na některých platformách (například MIPS a PIC32 se však adresa funkce
nejprve vypočítá posloupností dalších instrukcí). Na obrázku 6.1 jsou ukázky instrukcí,
které se pro tento účel používají na různých platformách.
mov dword [esp + 28], 0x804851c
mov edx, 0x804852e
(a) Různé podoby přiřazení
na platformě Intel x86
ldr eq r3, [pc, # + 60]
(b) Příklad přiřazení
na platformě ARM
lui $v0, 0x890
addiu $v0, $v0, 0x368
sw $v0, 0x4 ($fp)
(c) Příklad přiřazení
na platformě MIPS
Obrázek 6.1: Příklady překladu instrukce přiřazení ukazatele na funkci do proměnné na
různých architekturách
6.1.2 Překlad volání funkce přes ukazatel
Volání funkce přes ukazatel je na všech platformách překládáno jako jediná instrukce, která
slouží právě k volání funkce, jejíž adresa je uložena v registru. Na obrázku 6.2 jsou ukázky
instrukcí, které se na různých platformách používají za účelem volání funkce přes ukazatel.
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call eax
(a) Příklad volání na
platformě Intel x86
bx r3
(b) Příklad volání na
platformě ARM
jalr $v1
(c) Příklad volání na
platformě MIPS
Obrázek 6.2: Příklady překladu volání funkce přes ukazatel na různých architekturách
6.2 Návrh řešení
Zpětnou rekonstrukci příkazu volání funkce přes ukazatel je nutné rozdělit na dvě části.
První částí je nalezení všech instrukcí, kde se ukládá adresa funkce do registru nebo na
zásobník. U těchto instrukcí se změní datový typ proměnné, do které se ukládá ukazatel na
funkci a také ukládaná hodnota bude změněna z adresy na název funkce. Druhou částí je
nalezení volání funkcí přes ukazatel a modifikace nalezených instrukcí tak, aby se korektně
vygenerovalo volání funkce přes ukazatel.
Pro generaci LLVM IR pro volání funkce přes ukazatel potřebujeme znát nejen název
proměnné, ve které je uložena adresa funkce, ale také informace o jednotlivých argumentech
(zde potřebujeme znát jejich typ a proměnnou, ve které je argument uložen) a dále informace
o návratové hodnotě (její typ a proměnnou, kam se má uložit). Toto nám značně komplikuje
situaci a je to popsáno v další části této kapitoly.
6.2.1 Přiřazení ukazatele na funkci do proměnné
Prvním krokem analýzy je nalézt všechny instrukce, které jsou přiřazením ukazatele na
funkci do proměnné, a nahradit zde výskyt adresy funkce za název funkce. Tyto instrukce
nalezneme jednoduše tak, že projdeme všechny instrukce a budeme v nich hledat operaci
uložení hodnoty do registru nebo na zásobník. Pokud zjistíme, že ukládaná hodnota je
adresou funkce, provedeme nahrazení v generovaném výstupu LLVM IR.
6.2.2 Volání funkce přes ukazatel
Tato část analýzy začíná tak, že se naleznou všechny instrukce s dynamickým cílem, kdy
skok je prováděn přes registr1.
Nad takovými nalezenými instrukcemi proběhne analýza, kdy se vyhledají všechny de-
finice registru, přes který se skáče. Pokud je nalezena aspoň jedna instrukce, která obsahuje
ukládání adresy funkce do registru, je analýza úspěšná. První nalezená funkce se použije
pro vygenerování všech argumentů i návratové hodnoty.
6.3 Implementace
Obsah této kapitoly je klasifikován jako utajený, viz licenční ujednání.
6.4 Testování
Testování bylo prováděno na sadě testů, které byly spouštěny na různých architekturách
(Intel x86, ARM, ARM Thumb, MIPS) s různě nastavenou úrovní optimalizace, s růz-
1Tato část je obdobná jako při rekonstrukci příkazu switch (viz kapitola 5.2). Je důležité poznamenat,
že instrukce, které jsou již úspěšně nahrazeny za příkaz switch, jsou z tohoto hledání vyřazeny.
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int addInt(int n, int m) {
return n+m;
}
int subInt(int n, int m) {
return n-m;
}
int mulInt(int n, int m) {
return n*m;
}
int main(int argc, char **argv) {
int (*functionPtr)(int, int);
int rand;
scanf("%d", &rand);
if (rand) {
functionPtr = &addInt;
} else {
functionPtr = &subInt;
}
int sum = (*functionPtr)(2, 3);
printf("%d\n", sum);
return 0;
}
(a) Původní program
int32_t apple = 0;
int32_t addInt(int32_t a, int32_t b) {
apple = b;
return b + a; }
int32_t subInt(int32_t a, int32_t b) {
apple = a;
return a - b; }
int32_t mulInt(int32_t a, int32_t b) {
apple = b;
return b * a; }
int main(int argc, char **argv) {
int32_t banana;
scanf("%d", &banana);
int32_t lemon;
if (banana != 1) {
lemon = banana == 2 ? (int32_t)subInt :
(int32_t)mulInt;
} else {
lemon = addInt;
}
apple = lemon;
((int32_t (*)(int32_t, int32_t))lemon)(2, 3);
printf("%d\n", apple);
return 0;
}
(b) Správný výsledek ze zpětného překladače, upraveno
Obrázek 6.3: Ukázka správného zpětného překladu volání funkce přes ukazatel, parametry
překladu: architektura Intel x86, překladač gcc -O1, překlad s ladícími informacemi
nými překladači (gcc, clang, Visual Studio). Testováno bylo s překladem se zapnutými
ladícími informacemi i bez nich. Sada testů obsahovala například tyto varianty:
 ukazatel na funkci, který je deklarován ve stejné funkci, ve které je i použit,
 ukazatel na funkci, který je předán argumentem,
 ukazatel na funkci, který je jako globální proměnná a
 ukazatel na funkci, která má proměnný počet argumentů.
Ukázka zpětného překladu testovacího příkladu je na obrázku 6.3, kde jsou vidět některé
nedostatky. Mezi tyto nedostatky patří například chybný datový typ proměnné, do které
se ukládá ukazatel na funkci. Dále zpětný překlad způsobuje problémy, pokud je program
přeložen bez ladících informací, nebo pokud je ukazatel na funkci předáván argumentem.
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Kapitola 7
Závěr
Cílem práce bylo nastudovat problematiku zpětného inženýrství se zaměřením na zpětný
překlad binárního škodlivého kódu do vyšší formy reprezentace. Dále se seznámit se zpět-
ným překladačem vyvíjeným v rámci projektu Lissom a metodami analýzy toku řízení.
Implementované metody analýzy toku řízení v přední části zpětného překladače měly být
analyzovány a na základě této analýzy měly být navrženy metody, které umožní lepší zpětný
překlad na vzorcích malwaru. Navržené metody měly být implementovány do zpětného
překladače a řádně otestovány.
Tato práce poskytuje úvod do problematiky zpětného inženýrství a důraz je kladen na
zpětné inženýrství počítačových programů. Následně je představen projekt Lissom, zpětný
překladač vyvíjený v rámci tohoto projektu a je rozebrána analýza toku řízení implemen-
tovaná v tomto zpětném překladači. Na základě tohoto rozboru jsou navrženy dvě oblasti
rozšíření analýzy toku řízení, na které je tato práce zaměřena. Je to rekonstrukce příkazu
switch a rekonstrukce volání funkce přes ukazatel.
Po podrobném rozboru překladu příkazu switch na různých platformách se podařilo
vytvořit novou analýzu, která slouží ke zpětné rekonstrukci tohoto příkazu. Vzniklá analýza
je obecná a funguje na různých platformách při překladu různými překladači. Tato práce
popisuje detailní návrh všech částí této analýzy, včetně implementace a testování. Dle testů
je tato analýza úspěšná ve většině případů výskytů.
Další oblastí je zavedení analýzy na zpětný překlad volání funkce přes ukazatel. Zde, na
základě rozboru, byla rozšířena analýza volání funkcí. V této práci je popsáno, jakým způ-
sobem je toto rozšíření navrženo a implementováno. Dále je zde popsáno testování, jehož
výsledky jsou horší oproti analýze příkazu switch. Analýza je úspěšná pouze v jednodu-
šších případech výskytů. Problémy přímo nesouvisí s analýzou toku řízení, ale převážně
s analýzou volání funkcí, která není předmětem této práce.
V této bakalářské práci bylo implementováno vylepšení analýzy toku řízení přední části
zpětného překladače, které slouží pro zlepšení navazujících analýz již implementovaných
v tomto zpětném překladači. Díky tomuto vylepšení dochází k menším četnostem zaho-
zeného kódu, který se zahodí pro nedosažitelnost v toku řízení. Přínosem této práce je
vylepšení zpětného překladu převážně ve vzorcích používajících příkaz switch nebo volání
funkce přes ukazatel, tedy konstrukce, na které byla tato bakalářská práce zaměřena.
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7.1 Budoucí vývoj
Práce poskytuje základ pro zpětnou rekonstrukci příkazu switch, kterou bude možné
rozšířit o podporu většího počtu architektur a překladačů tak, jak se o podporu těchto ar-
chitektur bude rozšiřovat celý zpětný překladač. Dalším možným vylepšením do budoucna
je zlepšení podpory pro zjišťování velikosti tabulky skoků příkazu switch. Jednak zde bude
možné přidat větší množství podporovaných typů podmínek, dále pak implementovat další
mechanismus na včasné ukončení rekonstrukce tabulky skoků. Implementace tohoto mecha-
nismu se týká situací, kdy se nepodaří zjistit velikost tabulky skoků. Dá se řešit tak, že celá
analýza bude fungovat na globální úrovni a rekonstrukce tabulky skoků se zastaví, pokud
již budeme mít informaci, že se daná adresa uložená v datové části používá jiným příkazem
switch.
Pro zpětný překlad volání funkce přes ukazatel je zde rovněž základ pro zpětnou re-
konstrukci, ovšem vylepšení analýzy bude znamenat významnější přepracování analýzy da-
tových toků a analýzy volání funkcí. Nevýhodou zvoleného řešení je, že jsou vyhledávány
všechny možné funkce, které mohou být danou instrukcí volány. Toto je však slabinou ce-
lého řešení, protože někdy je velice obtížné takové funkce dohledat. V aktuální fázi vývoje
celého zpětného překladače to však bylo nejlepším řešením. Bylo by vhodné, aby celé řešení
nebylo závislé na nalezení možných funkcí, ale aby celá analýza mohla fungovat nezávisle.
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Příloha A
Analýza příkazu switch na vzorku
Linux.Darlloz
Na obrázku A.1 je uveden příklad jedné funkce ze vzorku Linux.Darlloz[10] tak, jak
vypadal zpětný překlad před a po zavedení analýzy příkazu switch.
int32_t function_804bd54(int32_t ** a, int32_t ** b, int32_t ** c) {
apricot = (int32_t)a;
cherry = 0;
return 0;
}
(a) Stav před zavedením analýzy
int32_t function_804bd54(int32_t * a1, int32_t * a2, int32_t * a3) {
g17 = (int32_t)a1;
int32_t v1 = (int32_t)a2 % 256;
g15 = v1;
int32_t v2 = 0;
switch (v1) {
case 0: v2 = function_804aca2(a1) % 256; break;
case 2: function_804ae8a(a1);
v2 = 0; break;
case 3: int32_t v3;
function_804b6b2(a1, v3);
v2 = 0; break;
case 4: function_804a90e(a1);
v2 = 0; break;
case 5: function_804a786(a1);
v2 = 0; break;
case 6: function_804bcf2(a1);
v2 = 0; break;
case 7: function_804b4ac(a1);
v2 = 0; break;
}
return v2;
}
(b) Stav po zavedení analýzy, upraveno
Obrázek A.1: Porovnání překladů části vzorku Linux.Darlloz před a po zavedení analýzy
příkazu switch
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Příloha B
Obsah DVD
 Text práce v elektronické podobě.
 Zdrojové kódy.
 Testovací soubory.
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