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Magistrsko delo magistrskega študijskega programa II. stopnje
Strojnǐstvo
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robotski operacijski sistem (ROS)
Moveit
Industrijski roboti so v svojem življenjskem ciklu običajno prilagojeni eni nalogi, kjer
proizvajalec zagotovi določeno senzoriko in programsko okolje, v katerem je robota
možno programirati. Problem pa nastane, če robota želimo uporabiti za napredno
aplikacijo, za katero ni bil prvotno namenjen in kjer je potrebna druga senzorika. ROS
(ang. Robot operating system) platforma nam omogoča enostaven priklop senzorjev
na osebni računalnik in razvoj aplikacije v programskih jezikih C++ ali Python. S
pomočjo osebnega računalnika lahko razvijemo napredne aplikacije, kjer je delovanje
robota prilagojeno okolju, ki ga v realnem času zaznava s senzorji.
V delu je obravnavano kreiranje modela robota, kompatibilnega z ROS platformo in
postopek priključitve in umerjanja dodatne kamere. Razvit je bil algoritem za obdelavo
slike iz kamere, ki v realnem času zaznava pozicijo lukenj in objektov. Ovrednoteni so
bili različni planerji poti znotraj ROS. Prikazan je razvoj ROS storitve za upravljanje z
digitalnimi vhodi / izhodi robota, ki omogoča upravljanje s prijemalom robota. Razvita
je bila aplikacija primi - položi, ki s pomočjo slike iz kamere uspešno zazna objekte
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Usually, industrial robots are dedicated to one task during their lifecycle, where ma-
nufacturer provides certain sensorics and software environment, where a robot can be
programed. The problem arises when we want to use a robot for advanced aplication
where additional sensorics is required. ROS platform enables us to plug sensors to per-
sonal computer and to program the robot in programming languages C++ or Python.
With the help of ROS personal computer advanced applications can be developed.
These applications include real-time adjusting of the robot to the environment with
the help of sensors.
In this thesis, model of ROS (Robot operating system) compatible robot was created.
The process of connecting and calibration of additional camera is presented. Computer
vision algorithm for hole and object detection was developed. Different planners ava-
ilable on ROS platform are evaluated. ROS service to control digital outputs/inputs,
which enables us to control the gripper was developed. Finally, pick and place applica-
tion was developed. Pick and place application uses successfully detected objects and
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sistemi. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
Slika 3.8: Slika delovne mize z objekti, ki jo vidi kamera. . . . . . . . . . . . . 37
Slika 3.9: Visoko-nivojska struktura razvite aplikacije primi-položi. . . . . . . 38
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a(t) m/s2 pospešek v odvisnosti od časa v kartezičnem prostoru
d m razdalja
f px gorǐsčna razdalja
P m Vektor do točke P
p(t) m pozicija v odvisnosti od časa v kartezičnem prostoru
pi m koordinata točke P
q(t) rad pozicija v odvisnosti od časa v prostoru sklepov
q̇(t) rad/s hitrost v odvisnosti od časa v prostoru sklepov
q̈(t) rad/s2 pospešek v odvisnosti od časa v prostoru sklepov
R / rotacijska matrika
r m razdalja
T / matrika homogene transformacije
v(t) m/s hitrost v odvisnosti od časa v kartezičnem prostoru
X̂ / enotski vektor X osi
Ŷ / enotski vektor Y osi






A koordinatni sistem A
B koordinatni sistem B
i,dej dejanski i-ti
int vmesni (ang. intermediate)
tot,dej dejanski skupni
tot skupen





API vmesnik za namensko programiranje (ang. Application Programming
Interface)
CAD računalnǐsko podprti dizajn (ang. Computer Aided Design)
CAM računalnǐsko podprta proizvodnja (ang. Computer Aided Manufactu-
ring)
DH Denavit - Hartenberg
FCL fleksibilna knjižnica za preverjanje trkov (ang. Flexible Collision Li-
brary)
HSV barvni model: barvni odtenek (ang. Hue), intenzivnost (ang. Satu-
ration), vrednost (ang. Value)
OMPL odprtokodna knjižnjica za planiranje (ang. Open Motion Planning
Library)
PC osebni računalnik (ang. Personal Computer)
RDP Ramer–Douglas–Peucker algoritem
RGB barvni model rdeča, zelena, modra (ang. Red, Green, Blue)
ROS robotski operacijski sistem
SRDF semantični robotski opisni format (ang. Semantic Robot Description
Format)
TP učni pripomoček (ang. teach pendant)
URDF unificirani robotski opisni format (ang. Unified Robot Description
Format)





V magistrskem delu je predstavljena integracija odprtokodnega sistema ROS (ang.
Robot Operating System) na industrijskem robotu in razvoj aplikacije primi-položi na
ROS platformi.
Industrijski roboti so v svojem življenjskem ciklu običajno prilagojeni eni nalogi, kjer
proizvajalec zagotovi določeno senzoriko in programsko okolje, v katerem je robota
možno programirati. Problem pa nastane, če robota želimo uporabiti za drugo apli-
kacijo, kjer so potrebni drugačni senzorji. V tem primeru je potrebno doplačilo za
programski paket, ki podpira novo senzoriko, z izbiro te senzorike pa smo zelo omejeni.
Poleg tega proizvajalci industrijskih robotov uporabljajo različne programske jezike,
kar nam ob menjavi proizvajalca robota lahko podalǰsa čas razvoja aplikacije.
S pomočjo ROS je možen razvoj naprednih aplikacij za industrijske robote, pri katerih
je delovanje robota prilagojeno okolju, ki ga v realnem času zaznava s senzorji. Z ROS je
čas razvoja napredne aplikacije običajno kraǰsi kot z uporabo proizvajalčeve programske
opreme, saj je zaradi odprtokodne narave projekta možna uporaba gonilnikov za najbolj
uporabljene senzorje, na voljo pa so tudi knjižnice za navigacijo, planiranje gibanja,
3D percepcijo in vmesnik za ročno upravljanje robota. Primeri naprednih aplikacij,
ki jih lahko razvijemo z ROS obsegajo primi-položi aplikacije, varjenje, kooperativno
delovanje več robotov in kooperativno delo s človekom.
Prednost uporabe ROS platforme za razvoj tovrstnih aplikacij je, da je možno na in-
dustrijski robot poljubnega proizvajalca naložiti ustrezen gonilnik in razviti aplikacijo
v programskih jezikih C++ ali Python. Poleg tega, da imamo univerzalna programska
jezika za vse proizvajalce, nam ROS omogoča tudi lažje povezovanje dodatnih senzor-
jev. Senzorje namreč lahko priključimo na osebni računalnik, na katerega naložimo
gonilnike ter jih uporabimo pri planiranju poti, premikanju robota in uporabi robo-
tovih orodij. Pri tem so omejitve izbire senzorjev in orodij manǰse kot v primeru, da
želimo senzorje in orodja priključiti na krmilnik robota in jih krmiliti s pomočjo inte-
grirane programske opreme. ROS nam omogoča tudi direkten prenos med simulacijo
in operiranjem realne opreme. Imamo več nadzora nad planiranjem poti, uporabimo
lahko različne optimizacijske algoritme, ki generirajo pot, možen je tudi razvoj lastnega
planerja poti, katerega testiranje je enostavno tako v simulaciji, kot na realnem robotu.
1
Uvod
Za razvoj aplikacije na industrijskem robotu z uporabo ROS platforme pa je za dosega-
nje kvalitetnih rezultatov potrebno poznati ozadje robotovega gibanja. V magistrskem
delu so zato opisane transformacije med koordinatnimi sistemi robota in objektov, s ka-
terimi robot operira. Opisana je kinematika industrijskih robotov, njeno matematično
formuliranje ter opis planiranja robotovega gibanja. Predstavljena je ROS platforma,
njena struktura in povezovanje med podprogrami ROS platforme, prikazan je postopek
definiranja robotove kinematike z URDF datoteko in ROS-Industrial modul.
Namen magistrskega dela je preko praktične aplikacije predstaviti uporabo ROS in pri-
praviti temelj za nadaljnje raziskovanje znotraj laboratorija na področju robotskih rok.
Poleg tega je namen prikazati postopek povezovanja fizičnega robota s PC z naloženim
ROS, nameščanja gonilnikov, uporabe simulacijskih okolij, ustvarjanjem lastnega ro-
bota v ROS, uporabe paketa Moveit za planiranje poti, različnih možnosti generacije
trajektorij, krmiljenja vhodov/izhodov robota in podati nasvete za optimalno genera-
cijo trajektorije s pomočjo ROS integriranih planerjev.
1.2 Cilji naloge
Cilj magistrskega dela je predstaviti razvoj aplikacije za primi-položi operacijo v pro-
gramskem jeziku C++ z uporabo ROS in dodatne kamere, ki je priključena na USB
vhod osebnega računalnika. Ob tem je cilj predstaviti zmožnosti in prednosti ROS
pred integrirano programsko opremo na industrijskih robotih in prikazati princip po-
vezovanja posameznih podprogramov in gonilnikov znotraj ROS, ki omogoča tovrstno
aplikacijo.
V 2. poglavju tega dela bodo predstavljene teoretične osnove robotskih rok, osnove
ROS, ROS-Industrial in Moveit modula ter teoretično ozadje uporabljenih principov
računalnǐskega vida in algoritmov za planiranje. V 3. poglavju bo predstavljeno po-
vezovanje Fanuc robota s PC, priklop in umerjanje dodatne kamere, kreiranje modela
robota in Moveit paketa ter zasnova aplikacije primi-položi. V 4. poglavju bodo pred-
stavljeni rezultati, ki obsegajo obdelavo slike iz kamere, krmiljenje digitalnih izhodov
robota, uporabo Moveit vmesnika za planiranje poti v C++ jeziku in vizualizacijo
gibanja robota, zaznanih objektov in delovne mize. V 5. poglavju pa bodo podani
zaključki in predlogi za nadaljnje delo.
2
2 Teoretične osnove in pregled lite-
rature
2.1 Industrijski roboti
Industrijski robot je definiran kot robotski sistem, uporabljen za proizvodnjo. Indu-
strijski roboti so avtomatizirani, programirljivi in sposobni premikanja v treh ali več
oseh [1]. Njihove običajne naloge so varjenje, barvanje, sestavljanje, primi-položi, pa-
kiranje, označevanje, paletiziranje, pregled izdelkov. Značilnosti industrijskih robotov
so hitrost, preciznost in dolga življenjska doba. Uporaba industrijskih robotov se je
začela okoli leta 1960, skupaj z računalnǐsko podprtim konstruiranjem (ang. CAD)
in računalnǐsko podprto proizvodnjo (ang. CAM ). Danes pa so industrijski roboti
uporabljeni v večini avtomatiziranih proizvodnih obratih [2].
2.1.1 Opis pozicije in orientacije robota in okoljskih objektov
Pri robotskih opravilih se vedno srečamo s problemom določanja lokacije objektov v
tridimenzionalnem prostoru. Ti objekti so lahko posamezni členi robota, orodje, ki ga
robot uporablja in ostali objekti, s katerimi robot upravlja ali pa so njegova ovira. Vsi
ti objekti so opisani z dvema atributoma: pozicija in orientacija.
Za določitev pozicije in orientacije telesa v prostoru je potrebno na vsak objekt fiksirati
koordinatni sistem. Za tem je potrebno pozicijo in orientacijo objektnega koordina-
tnega sistema opisati glede na referenčni koordinatni sistem.
Referenčni koordinatni sistem določimo po naslednjem principu: recimo, da obstaja
univerzalni koordinatni sistem, v katerem lahko opǐsemo pozicijo in orientacijo vseh
opazovanih objektov. V univerzalnem koordinatnem sistemu lahko torej opǐsemo tudi
poljubno število referenčnih koordinatnih sistemov. Če poznamo transformacijo med
univerzalnim koordinatnim sistemom in referenčnim koordinatnim sistemom lahko lo-
kacijo opazovanih objektov zapǐsemo v referenčnem koordinatnem sistemu.
Po določitvi koordinatnega sistema lahko določimo pozicijo poljubne točke. Pogosto
pa pozicija ni dovolj in potrebujemo tudi orientacijo opazovanega objekta. Primer, ko
pozicija objekta ni dovolj je, ko želimo s prijemalom robota optimalno prijeti objekt.
Tak primer je prikazan na sliki 2.1.
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Slika 2.1: Lociranje pozicije in orientacije objekta [3].
Na sliki 2.1 je koordinatni sistem {B} pripet na objekt na tak način, da z -os tega
koordinatnega sistema kaže smer objekta, v kateri je objekt najbolj optimalno prijeti.
Referenčni koordinatni sistem v tem primeru je {A}, transformacija med koordinatnima
sistemoma pa je znana.
Translacijski del transformacije je opisan z vektorjem APBORG (translacija izhodǐsča









Rotacijski del transformacije pa lahko opǐsemo z rotacijsko matriko. Rotacijsko matriko
lahko določimo tako, da najprej zapǐsemo enotske vektorje glavnih osi koordinatnega




Ti enotski vektorji tvorijo rotacijsko matriko koordinatnega sistema {B} glede na ko-
ordinatni sistem {A}, ki jo označimo z ARB . Oblika rotacijske matrike in njen izračun








⎡⎣r11 r12 r13r21 r22 r23
r31 r32 r33
⎤⎦ (2.2)
Enačbe za skalarje rij so enake projekcijam enotskega vektorja koordinatnega sistema
{B} na enotske smeri referenčnega koordinatnega sistema {A}. Člene te rotacijske
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matrike torej lahko zapǐsemo kot skalarni produkt para enotskih vektorjev:
ARB =
⎡⎣X̂B.X̂A Ŷ B.X̂A ẐB.X̂AX̂B.Ŷ A Ŷ B.Ŷ A ẐB.Ŷ A
X̂B.ẐA Ŷ B.ẐA ẐB.ẐA
⎤⎦ (2.3)











. Drug način določanja rotacijske matrike pa je računanje iz
elementarnih oblik rotacijskih matrik. Prikaz izračuna glede na rotacijo okoli določene
koordinatne osi je prikazan v enačbah 2.4 - 2.6.
Rx(θ) =
⎡⎣1 0 00 cos θ − sin θ
0 sin θ cos θ
⎤⎦ (2.4)
Rx(θ) =
⎡⎣ cos θ 0 sin θ0 1 0
− sin θ 0 cos θ
⎤⎦ (2.5)
Rx(θ) =
⎡⎣cos θ − sin θ 0sin θ cos θ 0
0 0 1
⎤⎦ (2.6)
Če želimo določiti rotacijsko matriko ARB, ki je sestavljena iz rotacij okoli več koor-
dinatnih osi, je potrebno matrike zmnožiti. Ob tem pa se je potrebno zavedati, da je
vrstni red množenja pomemben, saj množenje matrik ni komutativno.
Uporaba rotacijske matrike je ena izmed možnosti matematičnih transformacij med
različnimi koordinatnimi sistemi. Rotacijska matrika je verjetno ena izmed najbolj in-
tuitivnih metod za transformacije med koordinatnimi sistemi, v robotiki pa se poleg
rotacijskih matrik uporabljajo tudi Eulerjevi koti in kvaternioni. Vsak opis transfor-
macij ima določene prednosti in slabosti. Pri programiranju se običajno uporabljajo
kvaternioni, ker za transformacijo potrebujemo le 4 skalarje v primerjavi z rotacijsko
matriko, kjer potrebujemo matriko 3 x 3, a je določitev kvaternionov nekoliko manj
intuitivna.
Opis transformacij je v robotiki zelo pogosto uporabljen in pomemben. Eden izmed
primerov, zaradi katerih je pomemben je, če želimo opisati točko v različnih koordina-
tnih sistemih. Na primer, da poznamo lokacijo točke glede na stacionarno kamero –
lokacijo, ki jo vidimo iz slike kamere, želimo pa opisati lokacijo objekta glede na bazo
robota – zaradi določitve, na katero lokacijo poslati robota glede na njegov koordinatni
sistem. Naj bo koordinatni sistem stacionarne kamere poimenovan {B}, koordinatni
sistem baze robota pa {A}, kot je prikazano na sliki 2.2.
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Slika 2.2: Prikaz lokacije točke glede na koordinatna sistema {A} in {B} [3].
Če poznamo stacionarno transformacijo med bazo robota in kamero, lahko s pomočjo
rotacijske matrike in pozicijskega vektorja (translacijskega dela transformacije) opǐsemo
lokacijo objekta glede na bazo robota. Izračun matrike in določitev pozicijskega vek-
torja je prikazan v preǰsnjih odstavkih, izračun lokacije točke glede na koordinatni
sistem {A} pa je prikazan v nadaljevanju.
Poznamo torej lokacijo izhodǐsča koordinatnega sistema kamere {B} glede na koordi-
natni sistem baze robota {A}, označeno z APBORG in rotacijo koordinatnega sistema
kamere {B} glede na bazo robota {A}, označeno z ARB. Želimo pa določiti vektor
BP . To lahko naredimo z multiplikacijo rotacijske matrike ARB z vektorjem
BP , in
dodajanjem translacije med koordinatnima sistemoma, kot je prikazano v enačbi 2.7,
ki opisuje transformacijo opisa vektorja iz koordinatnega sistema {B} v koordinatni
sistem {A}:
AP = ABR .
BP + APBORG (2.7)
Bolj priročen opis v smislu nadaljnjih matematičnih operacij je naslednji:
AP = ABT
BP (2.8)
V tem primeru privzamemo, da obstaja matrika T, ki transformira opis vektorja iz
koordinatnega sistema {B} v koordinatni sistem {A}. Zapǐsimo enačbo 2.8 v razširjeni
obliki 2.9, tako da dodamo:
1. 1 kot zadnji element 4 x 1 vektorjev,
2.
[︁
0 0 0 1
]︁
kot zadnjo vrsto 4 x 4 matrike.
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Matrika 4 x 4 na desni strani enačbe se imenuje matrika homogene transformacije.
Prednost te matrike je, da združuje tako translacijo, kot tudi rotacijo v obliki ene
matrike. Ta matrika v nekoliko drugačni obliki (drugačna zadnja vrsta matrike ali ne-
ortogonalnost rotacijske matrike) je lahko uporabljena tudi za perspektivne ali skalirne
operacije.
Če se vrnemo na obravnavan primer določitve točke, ki jo vidi kamera v koordinatnem
sistemu robota imamo sedaj vse potrebne enačbe za transformacijo. Vprašanje, ki se
nam na tem mestu odpre je, kakšna naj bo pozicija posameznih sklepov robotskega
manipulatorja, da bomo z orodjem dosegli želeno točko. Ta tematika je obravnavana
v podpoglavju 2.1.3.
2.1.2 3D rekonstrukcija slike iz kamere
Kot omenjeno v poglavju 2.1.1 je za opis točke v različnih koordinatnih sistemih po-
trebna uporaba transformacije. V tem poglavju je opisana perspektivna transformacija,
ki transformira točke v koordinatnem sistemu kamere (piksli, 2D) v 3D točke v realnih
enotah (milimetrih). Za opis transformacije je uporabljen model kamere s točkasto od-
prtino, ki je prikazan na sliki 2.3. Siva ravnina, na kateri je prikazana osnovna točka, je
projekcijska ravnina kamere. Koordinati u in v sta koordinati v koordinatnem sistemu
kamere. V smeri ZC koordinate kamere naprej pa se nahaja ravnina predmeta, kjer so




Slika 2.3: Model kamere s točkasto odprtino.
Kot je razvidno iz slike 2.3 potrebujemo za transformacijo iz pikslov v realne enote
oddaljenost predmeta od kamere (z ), njegovo lokacijo v ravnini (x, y), osnovno točko
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in lastnosti kamere, ki pa iz slike niso razvidni. Lastnosti kamere obsegajo dve gorǐsčni
razdalji (fx, fy) in popačenje (distorzijo) realnih leč. Za določitev distorzije in gorǐsčne
razdalje (če le-ta ni podana v podatkovnem listu kamere) je potrebno kamero umeriti,
kar pa je z uporabo programskih orodij enostavno in bo predstavljeno v eksperimen-
talnem delu. Po umerjanju in določitvi razdalje med predmetom in kamero lahko
pretvorimo pozicijo iz koordinat kamere v kartezične koordinate s pomočjo enačb za
umerjeno kamero 2.10 - 2.13.
x′ = x/z (2.10)
y′ = y/z (2.11)
u = fx ∗ x′ + cx (2.12)
v = fy ∗ y′ + cy (2.13)
Pomen posameznih spremenljivk je naslednji:
– (x, y, z) koordinate 3D točke v globalnem koordinatnem sistemu
– (u, v) koordinate projekcijske točke v pikslih
– (cx, cy) osnovna točka, ki je običajno center kamere
– (fx, fy) gorǐsčne razdalje v enotah piksli
Če želimo iz slike kamere odčitati lokacijo nekega predmeta lahko torej s pomočjo znane
oddaljenosti kamere od predmeta in z znanimi lastnostmi kamere izračunamo lokacijo
predmeta v metrskih enotah.
2.1.3 Kinematika industrijskih robotov
Kinematika v preučevanju industrijskih robotov se nanaša na pozicije, hitrosti in po-
speške posameznih sklepov ali orodja robota. Obravnavanje kinematike pa zanemari
sile, ki vplivajo na robota.
Za obravnavanje kompleksne geometrije industrijskega robota je potrebno na različne
dele robota pritrditi koordinatne sisteme, za tem pa določiti povezave med temi koor-
dinatnimi sistemi. Obravnava kinematike robota pa med drugim vključuje spremembe
lokacije teh koordinatnih sistemov, ko je robot v gibanju.
Industrijski robot je lahko opisan kot sestav togih teles - segmentov (ang. link), ki so
med seboj povezani v verigo s pomočjo sklepov (ang. joint). Sklepi so lahko rotacijski
ali prizmatični, glede na tip gibanja, ki ga opravljajo. Segmenti so lahko definirani z
dvema številoma (v primeru uporabe DH parametrov), ki določata relativno lokacijo
med dvema osema sklepov v 3 razsežnem prostoru. Sklepi pa so definirani kot smer
vektorja v prostoru, okoli katerega se, v primeru rotacijskega sklepa, togo telo vrti.
Na sliki 2.4 je prikazan kinematični model robota s šestimi rotacijskimi sklepi. Sklepi
so za lažjo predstavo prikazani kot valji, skozi katere potekajo vektorji. Segmenti, ki
povezujejo sklepe so prikazani kot črte različnih barv.
Za matematično formulacijo povezav med sklepi robotskega manipulatorja in končnega
kinematičnega modela robota lahko uporabimo več različnih metod. Metodi, ki sta med
najbolj uporabljenimi sta definiranje modela z DH (Denavit-Hartenberg) parametri in
definiranje modela z URDF datoteko.
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Slika 2.4: Kinematični model robota s šestimi rotacijskimi sklepi [4].
2.1.4 Definiranje kinematičnega modela z DH parametri
Pri določitvi kinematičnega modela robota z DH parametri je zelo pomembno, da
pravilno določimo koordinatne osi posameznega sklepa. Postopek določevanja koordi-
natnih osi in DH parametrov je prikazan v nadaljevanju.
Najprej določimo z koordinatne osi. Koordinatne osi z morajo pri vseh sklepih ležati
v osi rotacije za rotacijski sklep ali v osi translacije v primeru prizmatičnega sklepa.
Določitev x -osi je za prvi sklep poljubna, y-os pa mora zaključiti desnosučni koordinatni
sistem. Za naslednje koordinatne sisteme posameznih sklepov pa x -os ni več poljubna,
ampak jo določimo v smeri skupne normale na os z med sosednjima sklepoma, kar je
najkraǰsa pravokotna črta med sosdenjima sklepoma [3]. Prikaz skupne normale med
sosednjima sklepoma je prikazana na sliki 2.5.
Izhodǐsče i -te osi postavimo v točki, kjer skupna normala med osema i -1 in i seka i -to
os zi. Določimo os xi v smeri skupne normale, če pa se sosednje osi sekata, pa določimo
xi v smeri normale, ki vsebuje ti dve osi. Usmeritev yi-osi določimo tako, da zaključimo
desno-sučni koordinatni sistem.
Po določitvi koordinatnih sistemov sosednjih sklepov lahko določimo DH parametre.
Za njihovo določitev si pomagajmo s sliko 2.5 in uporabimo naslednji postopek:
1. Iz koordinatnega izhodǐsča O(i−1) se pomaknemo v smeri osi z(i−1) za razdaljo di.
Dobljeni vmesni koordinatni sistem označimo z {int, 1}.
2. Rotiramo okoli osi z(i−1) za kot θi dokler ni os x(i−1) poravnana z osjo xi.
3. Transliramo v osi xi za razdaljo ai. Dobljeni vmesni koordinatni sistem označimo
z {int, 2}.
9
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t i Sklep i + 1
Slika 2.5: Prikaz dveh sklepov in segmentov z definicijo medsebojnih povezav in
koordinatnih sistemov [5].
4. Rotiramo okoli xi osi za kot αi.
DH parametri so razdalja di, kot θi, razdalja ai in kot αi. Za posamezni sklep so vedno
znani trije izmed štirih parametrov, ki so odvisni od mehanskega dizajna robota, eden
izmed parametrov di ali θi pa je spremenljivka, ki se spreminja glede na translacijo
sklepa di ali rotacijo sklepa θi. Transformacija je torej funkcija le ene spremenljivke.
Za primer 6-osnega robota ki je shematsko prikazan na sliki 2.4 je torej potrebnih
18 števil, ki opǐsejo kinematični model robota. S tem, ko smo določili koordinatni
sistem za vsak sklep robota posebej, smo razdelili problem določitve kinematičnega
problema v n posameznih problemov (n = št. osi robota). Posamezni problem, ki ga
rešujemo, je določitev transformacijske matrike sklepa i glede na sklep i -1. S pomočjo




cθi −sθi 0 αi−1
sθicαi−1 cθicαi−1 −sαi−1 −sαi−1di
sθisαi−1 cθisαi−1 cαi−1 cαi−1di
0 0 0 1
⎤⎥⎥⎦ (2.14)
Z uporabo izračuna iz enačbe 2.14 lahko določimo transformacije med sosednjimi sklepi.
Če želimo določiti transformacijo med koordinatnim sistemom {N } in koordinatnim










. . . N−1
N T (2.15)
S pomočjo DH parametrov robota, enačbe 2.14 in enačbe 2.15 imamo definirano di-
rektno kinematiko robota, kar pomeni, da imamo definirano funkcijo f(θ1,θ2, ...θN),
ki je odvisna od ene spremenljivke na sklep robota in s katero lahko določimo pozicijo
orodja glede na bazo robota.
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2.1.5 Definiranje modela z URDF datoteko
Druga možnost določitve kinematičnega modela robota je opis z URDF datoteko. Za
opis povezav med komponentami v modelu je uporabljena transformacija s 6 prosto-
stnimi stopnjami (3 translacije in 3 rotacije). Ta metoda se uporablja pri glavnih
računalnǐskih razvojnih orodjih na področju robotike (ROS, Gazebo,...). URDF dato-
teka je napisana v XML formatu in vključuje kinematični in dinamični model robota,
fizične omejitve robota, 3D vizualni model robota in model robota za preverjanje trkov.
Opis posameznih komponent je hierarhičen in vključuje segmente, sklepe in simulacij-
ske lastnosti. URDF datoteko običajno razširimo v XACRO zapis, ki nam omogoča
uporabo spremenljivk, programerskega stavka if in osnovne matematične operacije.
Opis segmentov vsebuje vizualni 3D model, ki je v obliki geometrijskega primitiva
ali CAD datoteke, možno pa je definirati tudi barvo segmenta. Vizualni model se
uporablja samo za vizualizacijo in ne služi računanju kinematike. Segmenti vsebujejo
tudi lokacijo težǐsča, matriko vztrajnostnih momentov, maso in 3D model za preverjanje
trkov z oviram, ki pa je običajno enostavneǰsi kot model za vizualni prikaz.
Opis sklepov vsebuje transformacijo sklepa glede na koordinatni sistem predhodnega
sklepa, os rotacije (v lokalnem koordinatnem sistemu opazovanega sklepa) in definicijo
predhodnega in naslednjega segmenta. Ta del URDF ali XACRO datoteke je najbolj
pomemben pri doseganju pravilnih rešitev oz. pravilnega gibanja robota tako v simu-
laciji, kot v realnem okolju. Opcijsko lahko v opis sklepov podamo tudi lastnosti kot
so limite momentov in hitrosti ter trenje in dušenje sklepa.
V primeru opisa kinematičnega modela z URDF lahko direktno kinematiko izračunamo
s pomočjo enačbe 2.9. Rotacijska matrika je v primeru URDF enaka:
A
BR = RRPY (ψ,θ,ϕ) = Rz(ϕ) Ry(θ) Rz(ψ) (2.16)
kjer je zaporedje kotov v URDF datoteki (rpy znotraj <joint> in <origin>) enako
[ψ, θ, ϕ]. Premik koordinatnega izhodǐsča APBORG je v URDF datoteki tudi definiran












0 0 0 1
]︃
(2.18)
Transformacijo med koordinatnim sistemom {N } in koordinatnim sistemom {0} poda
enačba 2.15.
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2.1.6 Inverzna kinematika robota
Nekoliko večji problem je določitev inverzne kinematike robotskih manipulatorjev. In-
verzna kinematika nam pove kakšne vrednosti spremenljivk posameznih sklepov (ro-
tacije θi ali translacije di) so potrebne, če želimo orodje robota prestaviti na določeno
pozicijo, ki jo imamo definirano glede na kartezični koordinatni sistem baze robota.
Obstajajo tako analitične kot numerične rešitve za izračun inverzne kinematike. Pro-
blem analitičnih rešitev je, da jih ni mogoče generalizirati preko različnih robotskih ma-
nipulatorjev. Če se konfiguracija robota spremeni, se spremeni tudi analitična rešitev.
Poleg tega pa je s kompleksnostjo (in prostostnimi stopnjami) robotskega manipula-
torja analitična rešitev težje določljiva. Prednost analitičnih rešitev pa je, da je izračun
hiter in eksakten. Numerični reševalci inverzne kinematike pa so bolj splošno uporabni
in primerni tudi za kompleksneǰse sisteme. Rešitev določijo tako, da z več iteracijami
skušajo minimizirati razliko med izračunano in želeno pozicijo robotovega orodja.
2.1.7 Plan robotovega gibanja
Med gibanjem robota do ciljne lokacije krmilnik robota sledi vmesnim ciljnim pozicijam
in vmesnim ciljnim hitrostim. Ta specifikacija robotskih pozicij kot funkcija časa se
imenuje trajektorija. Pri izrazoslovju je potrebno paziti, da trajektorijo ne zamenjamo
s potjo, saj pot vsebuje le geometrijski opis gibanja, ne pa tudi pospeškov in hitrosti
v vsaki točki. V nekaterih primerih je trajektorija povsem določena s procesom, ki ga
robot opravlja. Najbolj intuitiven tak primer je varjenje, kjer mora robot slediti točno
določeni poti in jo opraviti z določeno hitrostjo. V drugih primerih, kjer je naloga
robota le premik iz ene pozicije na drugo, upoštevajoč ovire in omejitve trajektorije, je
generacija bolj prosta in nima le ene rešitve [6].
Plan gibanja robota je prikazan na sliki (2.6 – levo) in je sestavljen iz:
– Planiranja poti, ki vsebuje sekvenco točk, ki jim robot sledi. Na tem nivoju so rešeni
problemi izogibanja ovir na poti in določanje najkraǰse poti.
– Generacije trajektorije, ki s polinomskimi funkcijami aproksimira pot, ki vključuje
točke iz preǰsnjega koraka. Poleg tega je v tem koraku generirana tudi časovno-
odvisna krmilna sekvenca za robotski krmilnik, ki vsebuje gibanje robota od začetne
do končne točke. Trajektorija naj bi bila dovolj gladka funkcija časa, upoštevati
pa mora omejitve glede hitrosti, pospeškov in momentov posameznih sklepov. V
splošnem so trajektorije generirane z metodami funkcijskih aproksimacij iz matema-
tike. Shematski prikaz generatorja trajektorije je prikazan na sliki (2.6 – desno).
Kot je prikazano na sliki (2.6 – desno), ima generator trajektorije nalogo najti trajekto-
rijo v prostoru sklepov robota {q(t), q̇(t), q̈(t)} ali trajektorijo v kartezičnem prostoru
{p(t),v(t),a(t)}, glede na podano pot v kartezičnem prostoru. Vektor q(t) vsebuje
parametre sklepov (zasuke ali pomike), njegova velikost pa je enaka številu prosto-




vsebuje pozicijo orodja ro-
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Slika 2.6: Diagram planiranja gibanja robota (levo) in generacije trajektorije (desno).
Planiranje poti in generacija trajektorije je lahko izvedena v prostoru sklepov robota
ali v kartezičnem prostoru. V prostoru sklepov robota je opis gibanja robota podan
s pozicijami, hitrostmi in pospeški posameznih sklepov. Gibanje med dvema točkama
pri planiranju v prostoru sklepov poteka po polinomski funkciji, pri planiranju v kar-
tezičnem prostoru pa gibanje med dvema točkama poteka po linearni funkciji [7].
2.1.8 OMPL planer
OMPL (ang. Open Motion Planning Library) knjižnica vsebuje vrsto algoritmov za
planiranje poti in je najbolj uporabljena knjižnica za planiranje poti v ROS. Planerji
v tej knjižnici so abstraktni, kar pomeni da knjižnica ne uporablja koncepta robota in
ne rešuje inverzne kinematike robota, vendar omogoča enostavno povezavo z orodji,
ki inverzno kinematiko rešujejo. Metode, uporabljene v OMPL temeljijo na vzorčenju
prostora. Te metode so učinkovite za planiranje poti z veliko prostostnimi stopnjami.
Proces vzorčenja izračuna najenostavneǰsi set naključnih robotovih konfiguracij, vzorce
pa poveže po poti, ki se izogiba oviram in ki zadošča omejitvam gibanja robota.
Prvi pogosto uporabljen tip algoritmov je verjetnostni načrt prostora. Ta pristop
uporablja naključno vzorčenje prostora, ki naredi načrt prostora analogno zemljevidu
poti v mestu. Na sliki 2.7 je prikazan delovni prostor točkovnega robota, kjer osenčena
območja ponazarjajo ovire.
Verjetnostni načrt prostora enotno vzorči prostor in naredi povezave med vzorci. Pri
vzorčenju skoraj nikoli vnaprej niso znane pozicije ovir, zato je vsak ustvarjen vzorec
preverjen za trk z ovirami, algoritem pa obdrži samo vzorce, ki niso v stiku z ovirami.
Ko je določeno število vzorcev najdeno, algoritem naredi povezave med vzorci. To
naredi na tak način, da poizkuša vsak vzorec povezati s k najbližjimi vzorci z upo-
rabo lokalnega planerja, ki najde kratke poti brez trkov. Lokalni planer določi pot
z interpolacijo gibanja robota med dvemi bližnjimi vzorci, kjer na določeni resoluciji
preverja trke. Če nobena konfiguracija robota med dvemi točkami ne trči z oviro, je
13
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robotovo stanje
Slika 2.7: 2D delovni prostor robota in začetno stanje točkovnega robota. [8]
pot med dvema vzorcema dodana na načrt prostora. Slika 2.8 prikazuje celoten verje-
tnostni načrt prostora s primerom poti med začetnim in končnem stanjem robota. Z
algoritmom je najdena najkraǰsa pot med točkama po izdelanem načrtu.
cilj
Slika 2.8: Celoten verjetnostni načrt prostora s primerom poti [8].
Drug najbolj pogost tip algoritmov v OMPL knjižnici je planer na principu dre-
vesnih struktur. Ta metoda se začne z drevesom v startni konfiguraciji robota.
Algoritem naključno vzorči prostor v robotovem delovnem okolju, vzorčene točke pa so
povezane v drevesne strukture, ki tvorijo pot z izogibanjem oviram. Slika 2.9 prikazuje
2D scenarij, kjer so prve točke povezane v drevo.
cilj
Slika 2.9: Prve naključne točke so povezane v drevo [8].
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Zaradi majhne verjetnosti, da bo proces vzorčenja določil točno določeno ciljno stanje
so metode z uporabo drevesnih struktur nagnjene k ekspanziji drevesa proti ciljnemu
stanju. Če je ciljno stanje možno povezati z obstoječim drevesom, se iskanje zaključi -
pot po prostoru je bila najdena od starta do cilja. Slika 2.10 prikazuje primer kjer cilj
ne more biti povezan z drevesom, slika 2.11 pa prikazuje primer, kjer je cilj povezan z
začetno točko, iskanje poti pa je zaključeno.
cilj
Slika 2.10: Scenarij, kjer je cilj izbran med procesom vzorčenja, vendar ne more biti
povezan v drevo zaradi ovire na poti [8].
cilj
Slika 2.11: Scenarij, kjer je cilj izbran med procesom vzorčenja in je povezan v drevo,
kar zaključi iskanje poti [8].
2.2 Robotski operacijski sistem (ROS)
Robotski operacijski sistem (ROS) je odprtokodna razvojna platforma za robotske
aplikacije. Vsebuje abstrakcijo strojne opreme, nizko-nivojsko krmiljenje naprav, im-
plementacijo pogosto uporabljenih funkcionalnosti in svoj komunikacijski protokol med
procesi. Trend števila uporabnikov in razvijalcev sistema je v porastu, poleg uporabe
za raziskovalne namene pa se vse pogosteje uporablja tudi v industriji.
Prednosti ROS so že obstoječi paketi za reševanje problematike v robotiki, kot so
SLAM (ang. Simultaneous Localization and Mapping) in AMCL (ang. Adaptive Monte
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Carlo Localization) za avtonomno navigacijo mobilnih robotov in Moveit paket za
planiranje gibanja robotskih manipulatorjev. Ti paketi nam omogočajo relativno hitro
implementacijo rešitev kompleksnih problemov. ROS vsebuje orodja za razhroščevanje
kode, vizualizacijo in simulacijo – Rqt GUI, RViz in Gazebo. Vsebuje tudi gonilnike
za vrsto senzorjev in aktuatorjev v robotiki. Ena izmed prednosti pa je tudi možnost
programiranja v različnih programskih jezikih – C, C++, Python in Java.
2.2.1 ROS datotečni sistem
Podobno kot v ostalih operacijskih sistemih, imajo tudi datoteke v operacijskem sis-
temu ROS določeno organizacijo na trdem disku. Organiziranost ROS na disku je
realizirana z meta paketi in paketi. Meta paket je uporabljen za skupino paketov z
določenim namenom. Primer meta paketa je paket ROS navigacije. Paketi so najbolj
osnovna enota ROS programske opreme. Vsebujejo ROS vozlǐsča, knjižnjice in konfi-
guracijske datoteke, ki so organizirane v skupno enoto. Tipična struktura ROS paketa
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Slika 2.12: Sturtura tipičnega ROS paketa.
2.2.2 ROS računski graf
Računski graf v ROS je mreža procesov, ki skupaj procesirajo podatke. Osnovni kon-
cepti računskega grafa v ROS so prikazani na sliki 2.13. Razlaga posameznih konceptov
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ROS računski graf
Vozlišča Master Strežnikparametrov Sporočila
Teme VrečepodatkovStoritve
Slika 2.13: Struktura ROS računskega grafa [9].
računskega grafa:
– Vozlǐsča (ang. nodes) so procesi, ki izvajajo računanje. Lahko si jih predstavljamo
kot en izvršljiv računalnǐski program. Običajno je robotski sistem grajen modu-
larno iz več vozlǐsč, ki skrbijo za eno nalogo (npr. krmiljenje motorjev, računanje
lokalizacije, planiranje poti). Prednost razdelitve robotskega sistema na vozlǐsča je
znižana kompleksnost programske kode in dodana robustnost, saj so napake izo-
lirane na posamezna vozlǐsča. Vozlǐsča medsebojno komunicirajo s pomočjo ROS
komunikacijskih protokolov (s temami, storitvami in akcijami).
– ROS Master izvaja registracijo vozlǐsč v sistemu. Koncept omogoča medsebojno
lociranje vozlǐsč, izmenjavo sporočil in izvajanje storitev. Za zagon ROS master se
v Linux terminalu uporablja ukaz roscore.
– Strežnik parametrov (ang. parameter server) omogoča hrambo podatkov (običajno
konfiguracijskih parametrov) na centralni lokaciji. Vsa vozlǐsča lahko dostopajo in
spreminjajo te parametre.
– Sporočila: Vozlǐsča medsebojno komunicirajo s pomočjo sporočil (ang. messages).
Sporočila so set podatkov, sestavljen iz standardnih oblik (int, floating point, bool,
itd.). Strukturo sporočila lahko definiramo po meri, lahko pa uporabimo že definirano
strukturo sporočil.
– Teme so komunikacijski kanali, preko katerih si vozlǐsča izmenjujejo sporočila. Vo-
zlǐsča, ki želijo pridobiti podatke iz ostalih vozlǐsč se na temo (ang. topic) naročijo,
vozlǐsča, ki podatke generirajo pa na določeno temo objavljajo. Komunikacija s
pomočjo ROS tem je enosmerna, če želimo implementirati dvosmerno komunikacijo
med vozlǐsči pa je potrebno komunikacijo izvesti s pomočjo ROS storitev ali akcij.
– Storitev je definirana kot par sporočil: eno sporočilo za zahtevek in eno za odziv.
ROS vozlǐsče ponudi storitev pod določenim imenom, drugo vozlǐsče pa kliče storitev
s pošiljanjem zahtevka. Vozlǐsče, ki ponuja storitev se na zahtevek odzove z odzivnim
sporočilom. Strukturo sporočil storitev je potrebno definirati znotraj .srv datotek.
– Vreče podatkov (ang. bags) so format za shranjevanje in prevajanje podatkov v
ROS sporočilih. Bags so pomemben mehanizem za shranjevanje podatkov, kot so
podatki iz senzorjev.
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2.2.3 Načini komunikacije med vozlǐsči
Komunikacija med vozlǐsči v ROS je lahko izvedena na tri različne načine. Prvi način
je s pomočjo teme, kjer eno vozlǐsče na temo objavlja, drugo pa se na to temo naroči.
Drugi način komunikacije med vozlǐsči je s pomočjo storitve, kjer eno vozlǐsče (klient
storitve) storitev zahteva, drugo vozlǐsče (strežnik storitve) pa pošlje odziv na zahtevek.
Tretji način pa je s pomočjo akcije, kjer eno vozlǐsče (klient akcije) pošlje cilj akcije,
drugo vozlǐsče (strežnik akcije) pa vrača vmesne odzive in rezultat. Različni načini














Slika 2.14: Komunikacija med ROS vozlǐsči.
ROS teme in njihov način komunikacije uporabljamo za kontinuirani tok podatkov
(podatki s senzorjev, podatki o stanju robota). Na temo se lahko naroči in prejema
sporočila več vozlǐsč, komunikacija med vozlǐsči pa je enosmerna. ROS storitve običajno
uporabljamo za pridobitev informacije o stanju vozlǐsča ali za kratke in hitre izračune.
Gre za dvosmerno komunikacijo med vozlǐsči. Storitev ne uporabljamo za dalǰse tra-
jajoče procese. ROS akcije pa uporabljamo za diskretne procese, kot so premik robota
ali pa za dalǰse trajajoče procese, med katerimi akcije obveščajo o napredku procesa
med izvajanjem. Najpomembneǰsa lastnost akcij je, da so lahko prekinjene in presta-
vljene v naslednje časovno okno iz strani drugega procesa. Tudi akcije so dvosmeren
tip komunikacije.
2.2.4 Povezava s strojno opremo
Povezava s strojno opremo je v ROS izvedena s paketi, ki vsebujejo gonilnike. Lahko
uporabimo obstoječe gonilnike, kompatibilne z ROS ali pa jih izdelamo sami.
V primeru samostojne izdelave je najbolǰsi pristop tak, da razvijemo gonilnik brez od-
visnosti od ROS sistema. Prednost takšnega principa izdelave gonilnika je, da lahko
takšen gonilnik uporabimo tudi izven ROS sistema v Linux okolju. Pri tovrstnem
principu pa je potreben dodaten korak - gonilnik je potrebno narediti kompatibilen z
ROS. To dosežemo na tak način, da naredimo ROS paket z vozlǐsčem, ki inicializira
gonilnik/knjižnjico. Komunikacija PC in dodatne strojne opreme vsebuje fizični vme-
snik določenega tipa (npr. USB) in komunikacijski protokol, ki je pogosto narejen po
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meri. Nadaljnje podrobnosti o pisanju gonilnika so zelo odvisne od uporabljene strojne
opreme in načinu komunikacije s to opremo.
2.2.5 ROS-Industrial
ROS-Industrial (ROS-I) je modul znotraj ROS, ki vsebuje knjižnice, orodja in gonilnike
za industrijsko strojno opremo. Temeljni cilji ROS-I so:
– ustvarjanje skupnosti s podporo raziskovalcev v industrijski robotiki,
– razvijanje robustne in zanesljive programske opreme primerne za industrijo,
– kombiniranje prednosti ROS z obstoječimi industrijskimi tehnologijami (ROS visoko-
nivojska funkcionalnost z nizko-nivojsko zanesljivostjo in varnostjo industrijskih ro-
botskih krmilnikov),
– zagotavljanje enostavnosti raziskav v industrijski robotiki z uporabo ROS arhitek-
ture.
ROS-I modul je sestavljen iz naslednjih plasti:
– enostavna sporočila (ang. Simple message layer) za enostavno povezovanje in komu-
niciranje z industrijskim krmilnikom,
– krmilnik (ang. Controller layer) za interpretacijo sporočil industrijskemu krmilniku,
– vmesnik (ang. Interface layer) za komunikacijo z industrijskimi krmilniki preko
Etherneta,
– konfiguracija (ang. Configuration) pa vsebuje URDF datoteke, parametre in pravila
za poimenovanje [10].
Za uporabo robota s pomočjo standardnih ROS orodij in ROS-I modula je potrebno
opisati robotovo kinematiko. To pomeni, da je potrebno opisati fizično konfiguracijo
robota – za primer mobilnega robota koliko koles ima, na katerih mestih so in v katere
smeri se gibljejo, za primer industrijskega robota pa je potrebno opisati lokacije in
dimenzije sklepov ter segmentov in tipe sklepov. Določanje kinematike industrijskih
robotov je podrobno prikazano v poglavju 2.1 tega dela, za uporabo znotraj ROS pa
je uporabljen opis kinematike z URDF datoteko.
2.2.6 Moveit
Moveit je odprtokodna programska knjižnjica znotraj ROS sistema, ki ponuja rešitve
za probleme v robotiki kot so kinematika, planiranje gibanja, krmiljenje, 3D percepcija,
preverjanje trkov in navigacija. Moveit knjižnica je bila uspešno uporabljena že za vrsto
industrijskih robotov in robotov, ki se uporabljajo za razvoj. Roboti, za katere je bil
uporabljen Moveit so roboti z eno roko, dvema rokama, mobilni roboti in humanoidni
roboti. Moveit je uporabljen v aplikacijah kot so iskanje in reševanje, primi-položi,
barvanje, varjenje in za simulacijo aplikacije v vesoljski postaji.
Glavno vozlǐsče v Moveit je namenjeno integraciji kinematike, planiranju gibanja in
senzoriranju. Arhitektura Moveit temelji na enakem principu kot ROS, kar pomeni da
je možno enostavno dodajanje razširitev. Razvijalci lahko do akcij in storitev dostopajo
s pomočjo C++ in Python API-jev ter s pomočjo grafičnega vmesnika v RViz orodju.
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Ena izmed ključnih prednosti Moveit je, da vsebuje tako enostaven API za začetnike
kot dostop do celotnih funkcionalnosti za zahtevneǰse uporabnike.
Moveit uporablja FCL (ang. Flexible Collision Library) paket za preverjanje trkov.
Preverjanje trkov je izvedeno s pomočjo razširitvene arhitekture, kar pomeni da je z
nekaj dela možno integrirati poljubno knjižnico za preverjanje trkov. FCL paket je upo-
rabljen zaradi napredne implementacije, ki vključuje možnost kontinuirane detekcije
trkov. Preverjanje trkov je pogosto najbolj računsko potraten del planiranja gibanja,
ki porabi med 80-90 % računskega časa za generacijo plana gibanja. FCL uporablja
matriko dovoljenih trkov, ki omogoča uporabniku določitev delov robota, za katere ni
potrebno medsebojno preverjanje trkov, kar znatno zmanǰsa računski čas. Matrika
dovoljenih trkov je z uporabo Moveit asistenta avtomatsko določena, uporabnik pa jo
lahko po potrebi tudi spremeni.
Tudi reševanje inverzne kinematike je v Moveit izvedeno s pomočjo razširitev, Moveit
pa sam po sebi že vključuje reševanje direktne kinematike. Za računanje inverzne kine-
matike se lahko uporablja tako numerične metode, kot analitične metode. Numerični
rešitelji so že del Moveit in niso vezani na tip robota, analitični rešitelji pa so vezani
na tip robota in so na voljo samo za določene robote. Analitični rešitelji so običajno
hitreǰsi, en izmed načinov za njihov razvoj pa je s pomočjo IKFast orodja, ki je na voljo
kot razširitev Moveit.
Planiranje gibanja je možno z različnimi knjižnicami planerjev gibanja, Moveit pa
komunikacijo do planerjev gibanja vzpostavi s pomočjo ROS akcij ali storitev. V Moveit
je integrirana OMPL knjižnica, možna je enostavna uporaba različnih planerjev gibanja
iz te knjižnice.
Planerji gibanja običajno le generirajo poti brez časovnih informacij povezanih s potjo,
v Moveit pa je vključeno tudi procesiranje trajektorij. Moveit vključuje postopke, ki
lahko iz poti generirajo trajektorije, ki so primerno časovno razporejene z upoštevanjem
maksimalnih hitrosti in pospeškov posameznih sklepov, ki so specificirani v posebni
datoteki za vsakega robota [11].
2.3 Fanuc robotski sistem s Schunk prijemalom
Za magistrsko delo je bil uporabljen robotski sistem, ki je prikazan na sliki 2.15 in
zajema robot Fanuc LR Mate 200iD/4S s krmilnikom R-30iB in dodatnim prijemalom
Schunk 40-N-N-B.
Omenjeni Fanuc robot ima 6 sklepov – torej 6 prostostnih stopenj, vsi sklepi pa so
rotacijski. Za krmiljenje motorjev, vhodov/izhodov in senzorjev skrbi krmilnik Fanuc
R-30iB. Povezava med krmilnikom in osebnim računalnikom je izvedena preko Ethernet
kabla. Ta povezava je primarno namenjena za konfiguracijo krmilnika in prenos pro-
gramov za robota, s Fanuc programsko opremo pa se brez uporabe učnega pripomočka
ne da direktno premikati robota.
Prijemalo Schunk 40-N-N-B je namenjeno prijemanju majhnih komponent. Njegov hod
je 6 mm za vsak prst prijemala, skupna razlika med odprtim in razprtim prijemalom
torej znaša 12 mm. Minimalna sila prijema je 35 N, maksimalna pa 140 N. Za gib
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Slika 2.15: Fanuc LR Mate 200iD/4S robot [12], Schunk prijemalo [13] in R-30iB
krmilnik z učno napravo [14].
zapiranja ali razpiranja potrebuje prijemalo 0,2 s. Nominalna napetost, potrebna za
delovanje prijemala znaša 24 V, maksimalni tok pa 2 A [13]. Aktuator znotraj prijemala
je brezkrtačni DC motor, ki ima oznako 4 na sliki 2.16. Za prenos med rotacijskim
gibanjem motorja in translacijskim gibanjem prijemala so uporabljeni zobnik, reduktor
in zobati letvi (oznaka 3). Za uležajenje zobatih letev je v prijemalo dodan križni valjčni
ležaj (oznaka 2). Čeljust za pritrditev specifičnih tipov prstov ima na sliki 2.16 oznako
1. Integrirano vezje, ki je označeno s št. 5, skrbi za krmiljenje prijemala, komunikacija
med prijemalom in robotskim krmilnikom pa je izvedena preko digitalnih izhodov, kar
pomeni da robotski krmilnik ob času aktuacije pošlje le ukaz odpri/zapri prijemalo.
Slika 2.16: Schunk 40-N-N-B prijemalo [13].
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3 Integracija industrijskega robota
s programsko opremo ROS-Industrial
3.1 Namestitev gonilnikov na Fanuc krmilnik
Magistrsko delo je bilo narejeno kot nadaljevanje dela [15], kjer so bili na industrijskega
robota Fanuc LR Mate 200iD/4S s krmilnikom 30-iB nameščeni ROS gonilniki. Gonil-
niki za Fanuc krmilnike so dostopni v ROS repozitoriju, kjer so na voljo tudi navodila
za samo namestitev. Ob namestitvi gonilnikov je potrebno zagotoviti, da so na robot-
skem krmilniku nameščene ustrezne programske opcije in prosti ustrezni registri. Ko
so gonilniki nameščeni, zaženemo na Teach Pendantu programa ros state in ros relay,
programa morata biti v stanju STARTED, robot pa preko Ethernet kabla povežemo
na osebni računalnik.
3.2 Priprava delovnega okolja
Za upravljanje z industrijskim robotom, ki ima nameščene ROS gonilnike, je bilo po-
trebno na osebni računalnik namestiti operacijski sistem Linux s sistemom ROS in nje-
govimi razširitvami. Pri magistrskem delu je bil uporabljen operacijski sistem Ubuntu
16.04 z ROS sistemom distribucije Kinetic. Namestiti je bilo potrebno tudi Moveit pa-
ket kot razširitev ROS sistema. Navodila za namestitev Ubuntu sistema so dostopna
na spletu, namestitev ROS in Moveit pa je potem preprosta s pomočjo terminala in
komand dostopnih na ROS in Moveit wiki straneh.
3.2.1 Kreiranje delovnega prostora in namestitev ROS-I in
Fanuc gonilnikov
Po namestitvi ROS in Moveit je bilo potrebno ustvariti delovni prostor na disku
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Za tem smo inicializirali delovno okolje z naslednjim ukazom:
source devel/setup.bash
V src mapo delovnega prostora catkin ws smo prenesli jedro ROS Industrial paketa
industrial core [16], Fanuc gonilnik fanuc [17] in eksperimentalni paket, ki zajema
robot Fanuc 200iD fanuc experimental [18]. Omenjene pakete v src mapo smo prenesli
s komando git clone, kot je prikazano v spodnjih vrsticah.
git clone --single-branch --branch kinetic https://github.com/
ros-industrial/industrial_core.git
git clone --single-branch --branch kinetic https://github.com/
ros-industrial/fanuc.git
git clone https://github.com/ros-industrial/fanuc_experimental
V fanuc experimental mapi se nahajajo mape, ki se nanašajo na posamezne tipe Fa-
nuc robotov, v fanuc mapi pa se poleg posameznih tipov nahaja tudi gonilnik fa-
nuc driver in podatki, ki se nanašajo na vse Fanuc robote fanuc resources. Stanje
fanuc experimental v času pisanja tega dela obsega le robot Fanuc LR Mate 200 iD,
kateremu pripadajo tri mape:
– fanuc lrmate200id/moveit config, ki obsega konfiguracijske datoteke Moveit paketa
– fanuc lrmate200id/moveit plugins, ki zajema vtičnike, kot so računanje hitre inver-
zne kinematike (IKfast) in
– fanuc lrmate200id/support, ki obsega 3D modele robotov in XACRO datoteke.
ROS repozitorij za Fanuc robote obsega omejeno število celotnih modelov robotov, ki
vsebujejo XACRO in pripadajoče CAD datoteke. Za robota Fanuc LR Mate 200iD/4S,
ki je bil uporabljen v tem magistrskem delu še ni bilo na voljo takšnega paketa, zato ga
je bilo potrebno kreirati. Po postopku, ki je prikazan v nadaljevanju je možno kreirati
model različnih obstoječih robotov ali pa robotov lastne izdelave. Ob tem pa se je
potrebno zavedati nekaj omejitev URDF oz. XACRO datoteke pri kreiranju modelov,
glavna izmed njih je, da s tako vrsto opisa ni mogoče opisati paralelnih robotov, saj je
mogoč le opis drevesnih struktur.
Za ustvarjanje novega robota znotraj fanuc experimental mape smo sledili zgledu ro-
botov v fanuc repozitoriju, kjer so znotraj ime robota support mape robota dodane
posamezne datoteke, ki obsegajo konfiguracijske datoteke (imena sklepov za krmilnik),
zagonske datoteke, ki zaženejo pravilen opis robota, njihove opise v obliki XACRO da-
totek in 3D modele posameznih segmentov. Drevesna struktura, na kateri so prikazane
le dodane datoteke in mape v fanuc lrmate200id support je prikazana na sliki 3.1.
Datoteka joint names lrmate200id4s.yaml vsebuje imena sklepov, ki morajo biti enaka
kot jih imenuje Fanuc krmilnik, modela 200 iD in 200 iD 4S pa imata ta imena sklepov
enaka, zato je vsebina te datoteke enaka kot joint names lrmate200id.yaml. V mapi
launch smo v posameznih datotekah ročno nastavili pravilne poti do konfiguracijskih
datotek, pri večini je bilo potrebno dodati končnico 4s. V mapi mesh je bilo potrebno
dodati 3D modele posameznih segmentov, v urdf mapi pa ustvariti novo XACRO
datoteko za robota.
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Slika 3.1: Drevesna struktura dodanih datotek.
3.3 Kreiranje URDF datoteke in 3D modelov
Kot je omenjeno v poglavju 2.1.2, vsebuje URDF datoteka opis kinematične verige v
obliki sklepov in segmentov. Za opis sklepov potrebujemo verigo transformacij skle-
pov glede na predhodnji sklep robota. Za določanje transformacij smo si pomagali s
pomočjo dela podatkovnega lista robota, ki je prikazan na sliki 3.2
Vemo, da ima robot, ki je uporabljen v tem delu šest rotacijskih sklepov in šest se-
gmentov. Iz slike 3.2, na kateri so s točkami označene osi rotacije smo ugotovili, katere
dimenzije bomo uporabili pri definiciji transformacij v URDF datoteki. Označene osi
J1 – J6 so v 3D prikazani na sliki 3.3 [desno]. Razdalje in rotacije med osmi so prikazane
s pomočjo DH parametrov v preglednici 3.1.
Preglednica 3.1: DH parametri robota Fanuc LR Mate 200 iD/4S.
j θi [rad] di [mm] ai [mm] αi [rad]
1 θ1 330 0 −π/2
2 θ2 0 260 π
3 θ3 0 -20 −π/2
4 θ4 290 0 −π/2
5 θ5 0 0 −π/2
6 θ6 70 0 0
Opis kinematične verige torej vsebuje šest definicij sklepov, ki so opisani znotraj joint
elementa. Kot osnovni format za opis robota je bil po zgledu Fanuc paketov XACRO, ki
smo ga nato pretvorili v URDF datoteko, ki je potrebna za ustvarjanje Moveit paketa.
Primer opisa tretjega sklepa obravnavanega robota je prikazan v spodnjem izseku kode:
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interferenčni prostor sklepa J3
Slika 3.2: Robot s kotiranimi dimenzijami med posameznimi sklepi [19].
<joint name="${prefix}joint_3" type="revolute">
<origin xyz="0 0 0.26" rpy="0 0 0"/>
<parent link="${prefix}link_2" />
<child link="${prefix}link_3" />
<axis xyz="0 -1 0" />
<limit effort="0" lower="-2.45" upper="4.88" velocity="9.08" />
</joint>
V 1. vrstici kode v atributu name smo definirali ime sklepa, ki v tem primeru vsebuje
XACRO spremenljivko $prefix in preostali del imena sklepa, ki je za vsak sklep različen.
Spremenljivka omogoča strukturirano poimenovanje sklepov, kar je uporabno predvsem
v primeru krmiljenja več robotov hkrati, kjer bi definicije lahko ločili po predponah -
npr. fanuc1 joint 3, fanuc2 joint 3, itd. Joint element vsebuje še type atribut, ki pove
za katero vrsto sklepa gre - rotacijski (revolute), prizmatičen (prismatic) ali fiksen
(fixed). Naslednja vrstica kode znotraj joint elementa je origin element. Vrednosti
atributa xyz tega elementa vsebujejo razdaljo med predhodnim in trenutnim sklepom
glede na koordinatni sistem predhodnega sklepa. Vrednosti atributa rpy pa opisujejo
rotacijo koordinatnega sistema sklepa glede na predhodni sklep. Elementa parent in
child povesta kateri segment povezuje predhodni sklep in trenutni sklep (parent) in
segment, ki povezuje trenutni in naslednji sklep (child). Element axis pove, okoli katere
osi sklep rotira. Ta element določa tudi smer rotacije, s pozitivnim oz. negativnim
predznakom. Tip vseh sklepov obravnavanega robota je rotacijski, kar pomeni, da sklep
lahko rotira okoli svoje osi (v urni in protiurni smeri). Element limit določa omejitve
momentov in hitrosti, ki so definirani v podatkovnem listu robota. Te omejitve v
primeru Fanuc gonilnika robotov krmilnik ne upošteva. Omejitve, ki jih robot upošteva
so nastavljene v krmilniku robota.
XACRO datoteka obsega še šest definicij segmentov, ki so opisani znotraj link elementa.
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Origin element znotraj link in visual elementa določa pozicijo in orientacijo segmenta
glede na koordinatni sistem aktualnega sklepa robota - za tretji segment je to tretji
sklep. Mesh element znotraj visual in geometry elementa pa definira lokacijo .stl da-
toteke, ki prikazuje trenutni segment. Vrstica <xacro:material fanuc yellow> definira
barvo segmenta s xacro spremenljivko, ki je definirana v fanuc paketu z RGB vre-
dnostmi. Opazimo lahko, da so vrednosti atributov xyz in rpy atributa origin enake
0. To dosežemo s tem, da pri izvozu CAD datotek postavimo koordinatni sistem .stl
datotek v koordinatni sistem sklepa robota. Collision element znotraj link elementa
je v obravnavanem primeru skoraj identičen visual elementu, edina razlika je, da za
collision element ni definirane barve. Razlika med visual in collision elementoma je, da
visual element definira izgled robota v RVizu in ostalih ROS orodjih, collision element
pa definira obliko segmenta, s pomočjo katerega Moveit med planiranjem preverja trke
s samim seboj ali drugimi okoljskimi objekti, v katere se robot ne sme zaleteti.
Pri opisu segmentov je potrebno zaradi preverjanja trkov in 3D vizualizacije definirati
segmente z geometrijskimi primitivi ali pa generirati CAD modele posameznih segmen-
tov. Zaradi lepše vizualizacije in bolj natančnega preverjanja trkov so bili za to delo
generirani CAD modeli. Modeli so bili izrisani v programu Siemens NX, končni model
robota, sestavljen iz šestih segmentov in prijemala pa je prikazan na sliki 3.3.
Za generiranje 3D modelov segmentov smo uporabili naslednji postopek. Najprej smo
generirali točke segmentov, ki so kotirani na sliki 3.2. Za tem smo izmerili dimenzije
robota, ki so v kotiranih dimenzijah manjkale, nato pa smo s pomočjo vizualnega
pregleda robota generirali CAD model, ki je bil čim bolǰsi približek realnemu robotu.
Kot omenjeno, modeli segmentov ne vplivajo na računanje kinematike, zato so manǰsa
odstopanja modela od realnega robota dopustna. Pri vnašanju modelov v XACRO
datoteko je bilo potrebno paziti, da so bile uporabljene enote pravilne, saj ima večino
modelirnikov privzete vrednosti nastavljene na [mm], URDF datoteka pa uporablja
enoto [m]. Če ima modelirnik to možnost, lahko izvozimo .stl model v enotah [m], če
pa te možnosti nimamo pa v XACRO datoteki uporabimo scale atribut mesh elementa,
ki definira povečavo / zmanǰsanje modela.
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Slika 3.3: Robot z označenimi segmenti (1-6, levo) in z označenimi rotacijskimi osmi
posameznih sklepov (J1 - J6, desno).
Poleg osnovnega modela robota je bilo potrebno v XACRO datoteko dodati še prije-
malo. Prijemalo, ki je sestavljalo uporabljen robotski sistem, je bilo Schunk 40-N-N-B.
Model prijemala v .step formatu je dostopen na uradni spletni strani proizvajalca Sc-
hunk [13], pri pretvorbi v .stl model in vstavljanju v XACRO datoteko pa je bilo
potrebno ločiti del prijemala, ki se ne premika – baza prijemala, in dva dela prije-
mala, ki se paralelno premikata - prsta. Prijemalo je v XACRO datoteko dodano kot
podalǰsek robota in po enakem principu kot ostali del robota, torej je sestavljeno iz de-
finicij segmentov in sklepov. Prsta prijemala sta zaradi principa delovanja prijemala, ki
je predstavljen v poglavju 2.3, definirana kot prizmatični tip sklepa. Prizmatični sklep
po definiciji omogoča prizmatično gibanje v eni osi. Prsta pa se ne gibljeta neodvisno
temveč paralelno, zato je potrebno to v XACRO datoteki tudi definirati. V XACRO
datoteki znotraj definicije drugega prsta uporabimo joint atribut mimic elementa, kot





3.4 Kreiranje Moveit paketa
Naslednji korak po generaciji XACRO datoteke je bil kreiranje Moveit paketa. Kot
omenjeno je vhodna datoteka, potrebna za generacijo Moveit paketa URDF datoteka.
Torej je naslednji potreben korak generacija URDF iz XACRO datoteke. Za to poskrbi
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paket, ki je vgrajen v ROS jedro, kreiranje pa se izvede tako, da najprej v terminalu
definiramo vir delovnega direktorija znotraj catkin ws mape s pomočjo naslednjega
ukaza:
source devel/setup.bash
Naslednja ukaza pa navigirata v mapo, kjer je definirana XACRO datoteka in jo pre-
tvorita v URDF datoteko:
cd src/fanuc_experimental/fanuc_lrmate200id_support/urdf
rosrun xacro xacro --inorder -o lrmate200id4s.urdf lrmate200id4s.xacro
S tem ukazom smo v urdf mapi kreirali URDF datoteko
lrmate200id4s.urdf. Za generacijo Moveit paketa se uporablja orodje Moveit setup
assistant. To orodje je v obliki grafičnega uporabnǐskega vmesnika in je enostavno za
uporabo. Primarna funkcija vmesnika je generiranje SRDF datoteke in ostalih konfigu-
racijskih datotek, potrebnih za uporabo Moveit orodij. SRDF datoteka je uporabljena
kot dodatek URDF datoteki, v njej so definirane skupine sklepov in privzete pred na-
stavljene konfiguracije robota. Moveit setup assistant smo zagnali z naslednjim ukazom
v terminalu:
roslaunch moveit_setup_assistant setup_assistant.launch
V Moveit Setup assistant orodju smo najprej uvozili URDF datoteko, ki smo jo gene-
rirali. Drugi korak je bila generiracija matrike lastnih trkov robota. Ta avtomatsko
generirana matrika poǐsče pare segmentov robota, ki so lahko varno onemogočeni pri
preverjanju trkov, kar zmanǰsa čas procesiranja za planiranje robotovega gibanja. Na-
slednji korak je bil dodajanje virtualnih sklepov. Virtualni sklepi so uporabljeni pred-
vsem za umestitev robota v globalni koordinatni sistem. Za naš primer industrijskega
robota, katerega baza se glede na globalni koordinatni sistem ne giblje, smo uporabili
virtualni sklep tipa fixed, definirali ime virtualnega sklepa FixedBase, določili base link
kot child link in vpisali world kot ime globalnega koordinatnega sistema (parent frame
name). V naslednjem koraku smo dodali skupine robota, kjer smo definirali kateri
del robota je roka in kateri del orodje. Definiranje skupin nam je omogočilo ločeno
planiranje gibanja za različne dele robota. V tem koraku smo določili tudi uporabljen
algoritem in njegove parametre za reševanje inverzne kinematike določene skupine ro-
bota. Naša konfiguracija je obsegala dve skupini: manipulator in gripper, kjer je bil za
manipulator skupino, ki obsega verigo segmentov med prvim (base link) segmentom
in segmentom za priključitev orodja (tool0 ) določen TRAC-IK algoritem za reševanje
inverzne kinematike in RRTConnect za planiranje robotovega gibanja. Skupina gri-
pper pa je bila definirana brez algoritma za reševanje inverzne kinematike, saj za tako
konfiguracijo prijemala izračun inverzne kinematike ni potreben, definirana pa sta bila
sklepa finger joint1 in finger joint2 ter segment base gripper link. Naslednji korak je
bil dodajanje pred-nastavljenih fiksnih pozicij robota. Tu smo definirali domačo (home)
pozicijo robota in pozicijo “get off the way”, kjer se je robot umaknil v tako pozicijo,
da je kamera lahko videla celotno delovno mizo. V naslednjem koraku smo označili
skupino prijemala (v našem primeru gripper) kot poseben tip skupine - vrh robota
(ang. end-effector). Ta korak omogoči Moveit jedru posebno obravnavo te skupine. V
naslednjem koraku smo dodali pasivne sklepe robota. To so sklepi, ki jih ne krmilimo,
kar za planerje pomeni, da jih ne upoštevajo pri generaciji plana gibanja. V našem
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primeru smo kot pasivna sklepa definirali prsta robota (finger joint1 in finger joint2 ).
Prsta sta sicer bila krmiljena, vendar kot bo pojasnjeno v nadaljevanju dela, nista bila
krmiljena preko Moveit paketa temveč ločeno, zato smo ju v Moveit definirali kot pa-
sivna sklepa. Naslednji korak omogoča ustvarjanje YAML konfiguracijske datoteke za
3D senzorje, katerih pa v našem delu nismo uporabili. V naslednjem koraku je možna
generacija Gazebo kompatibilne URDF datoteke, če potrebujemo simulacijo robota s
pomočjo Gazebo orodja, ki pa prav tako ni bil uporabljen v tem delu, saj je bila vsa
simulacija izvedena v orodju RViz.
V nadaljevanju konfiguracije smo določili uporabljen paket za krmiljenje realnega ro-
bota. Za Fanuc robote se uporablja paket FollowJointTrajectory, ki na robotov krmil-
nik pošilja točke, ki so del plana poti, ob tem pa paket spremlja realno izvajanje gibov
robota in ob prevelikem odstopanju od zahtevane poti ustavi gibanje in uporabniku
prikaže sporočilo o napaki. Fanuc krmilnik pa iz plana poti generira trajektorijo, torej
doda hitrostne profile posameznih sklepov, saj gonilnik še ne podpira izvedbo trajek-
torije, generirane s pomočjo ROS. Kot omenjeno prej smo prek tega tipa krmiljenja
krmilili samo sklepe robota in ne prijemala, zato smo definirali tip krmiljenja samo za
skupino manipulator. V naseldnjem koraku smo vpisali še podatke o avtorju in shra-
nili konfiguracijske datoteke v mapo fanuc lrmate200id4s moveit config, ki jo bomo od
sedaj imenovali Fanuc 200iD 4S Moveit konfiguracijska mapa. Na sliki 3.4 je prikazano
Setup Assistant orodje in definicija tipa ROS krmilnika robota v tem orodju.
Slika 3.4: Zajem zaslona s prikazom grafičnega uporabnǐskega vmesnika Setup
Assistant in definicijo ROS krmilnika robota.
Po avtomatski generaciji datotek paketa smo v launch mapo znotraj Fanuc 200iD 4S
Moveit konfiguracijske mape dodali še launch datotekomoveit planning execution.launch,
v kateri smo določili vse parametre posameznih zagonskih datotek. Kot osnovo za to da-
toteko smo vzeli launch datoteko iz Fanuc 200iD Moveit konfiguracijske mape, kjer smo
posodobili poti do zagonskih datotek, ki ustrezajo 4S tipu robota in ki smo jih generirali
med ustvarjanjem Moveit paketa. Dodati je bilo potrebno še datoteko controllers.yaml
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v config mapo Fanuc 200iD 4S Moveit konfiguracijske mape, ki je potrebna zaradi defi-
nicije uporabljenega tipa akcije (joint trajectory action). Ta datoteka je enaka datoteki
v config mapi Fanuc 200iD Moveit konfiguracijske mape. Spremeniti pa je bilo potrebno
še pot do definicije krmilnika v datoteki fanuc lrmate200id moveit controller manager.
launch.xml, kjer smo vrstico pred zaključnim stavkom </launch> spremenili v:
<rosparam file="$(find fanuc_lrmate200id4s_moveit_config)/config/
controllers.yaml"/>
V launch datoteki moveit.rviz lahko ročno nastavimo še privzete nastavitve RViz-a ob
zagonu, lažja opcija pa je, da konfiguracijo nastavimo v RViz orodju samem, in to
konfiguracijo shranimo v moveit.rviz datoteko.
3.5 Test paketa robota v simulaciji in na realnem
robotu
Po definiranju URDF datoteke in kreiranju Moveit paketa je bil možen test paketa
robota. Paket smo najprej prevedli s pomočjo orodja catkin make. Ko je bil paket
pravilno preveden, je bil možen test robota v simulaciji s pomočjo launch datoteke
moveit planning execution.launch, ki smo jo zagnali z naslednjim ukaza v terminalu:
roslaunch fanuc_lrmate200id4s_moveit_config moveit_planning_execution.launch
Za test na realnem robotu smo zagnali naslednji ukaz, kjer smo v parametru robot ip
vpisali IP naslov, preko katerega je bil dostopen Fanuc spletni vmesnik:
roslaunch fanuc_lrmate200id4s_moveit_config moveit_planning_execution.launch
sim:=false robot_ip:=192.168.0.1
V obeh primerih (simulacija in test na realnem robotu) lahko gibanje testiramo tako, da
s pomočjo interaktivnega markerja, ki je prikazan na sliki 3.5 (levo) določimo premik
bodisi tako, da povlečemo marker na želeno pozicijo, bodisi s premikanjem puščic,
kjer lahko izvedemo kartezični premik. Po premiku v zavihku Motion Planning v
RViz orodju kliknemo Plan in nato Execute, druga opcija pa je da kliknemo Plan and
Execute, ki izvede planiranje in izvedbo v enem koraku. V Context zavihku lahko
določimo še tip planerja poti, kar nam omogoča direktno primerjavo časa planiranja za
posamezno ciljno pozicijo. Zavihek Motion Planning je prikazan na sliki 3.5 (desno).
3.5.1 Ujemanje pozicije robota v ROS simulaciji z realno po-
zicijo
Po testu paketa robota in povezavo z realnim robotom je bila možna preverba ujemanja
pozicije robota iz ROS simulacije z realno pozicijo. Test je bil izveden tako, da je bil
robot preko učne naprave voden do štirih različnih znanih pozicij. S pomočjo ROS
orodja moveit commander so bile prebrane rotacije posameznih sklepov robota, ki so
bile potrebne za doseganje znane pozicije. Znane pozicije so bile pozicije centrov lukenj
na mizi robotske celice. Z vodenjem robota do teh točk smo dobili znane koordinate
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Slika 3.5: Robot z interaktivnim markerjem, prikazan v RViz (levo) in zavihek
Motion Planning (desno).
točk, iz robotovih enkoderjev pa prebrali potrebno rotacijo sklepov za doseganje te
pozicije.
Pravilnost URDF parametrov smo preverili z uporabo programske opreme MATLAB
in razširitvijo Robotics Toolbox avtorja Petra Corka [20]. Preverbo smo izvedli po
naslednjem postopku:
1. Predpostavili smo, da operiramo z robotom s šestimi rotacijskimi sklepi, z zna-
nimi rotacijskimi transformacijami med sklepi in z negotovostjo razdalje med
posameznimi sklepi v obsegu ± 10 mm. Predpostavili smo tudi, da je razdalja
med osjo rotacije petega in šestega sklepa enaka 0.
2. Uvedli smo simbolične spremenljivke za razdaljo med posameznimi sklepi d1, a2,
a3, d4, d6.
3. Izračunali smo splošno transformacijo med bazo robota in zadnjim sklepom 06T . S
pomočjo enačbe 2.14 iz poglavja 2.1.4 smo določili transformacijo med sosednjimi
sklepi, s pomočjo enačbe 2.15 pa transformacijo med koordinatnim sistemom baze
{0} in zadnjega sklepa {6}.
4. Robota smo poslali na štiri točke, kot prikazano na sliki 3.6 in za posamezno
pozicijo odčitali vrednosti zasukov sklepov iz robotovih enkoderjev. Orientacija
prijemala robota je za vse točke ostala enaka glede na globalni koordinatni sistem.
5. V matriki splošne transformacije med koordinatnima sistemoma {0} in {6} smo
zamenjali vrednosti rotacije sklepov za rotacije, ki smo jih odčitali za 1. - 4.
pozicijo. Tako smo dobili 4 transformacijske matrike, ki so bile odvisne le še od
DH parametrov. Funkcijska odvisnost transformacijske matrike za 1. pozicijo je
prikazana v enačbi 3.1, kjer so pozicije θ1i znani zasuki sklepov za 1. pozicijo.
0
6TP1 = f(θ11, θ12, θ13, θ14, θ15, θ16, d1, d4, d6, a2, a3) (3.1)
6. Določili smo funkcijo, ki opisuje razdaljo med temi štirimi točkami in je odvisna od
DH parametrov. Razdalje r1, r2, r3 in r4, ki so prikazane na sliki 3.6 izračunamo
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s pomočjo naslednjih enačb z uporabo elementov iz transformacijske matrike v





























Iz enačb 3.2 - 3.5 dobimo funkcijo za skupno razdaljo med točkami:
ftot(d1, d4, d6, a2, a3) = r1 + r2 + r3 + r4 (3.6)
7. Izračunamo dejansko razdaljo med točkami:
Rtot,dej = r1,dej + r2,dej + r3,dej + r4,dej (3.7)
ri,dej =
√︂
[xi+1 − xi]2 + [yi+1 − yi]2 (3.8)
8. Uporabili smo MATLAB fukncijo fmincon, ki z metodo notranje točke minimi-
zira napako funkcije v odvisnosti od spremenljivk, za katere potrebujemo začetni
približek in mejne vrednosti. Funkcija, ki smo jo minimizirali je naslednja:
f = ftot −Rtot,dej (3.9)
9. Dobili smo DH parametre, s katerimi dosežemo minimalno napako med dejansko
potjo med štirimi točkami in “simulirano” potjo z izračunanimi DH parametri.
Rezultati minimizacijskega algoritma so prikazani v tabeli 3.2.
Preglednica 3.2: Rezultati minimizacijskega algoritma.
začetni približki rezultat minimizacijskega algoritma
i d1 d4 d6 a2 a3 d1 d4 d6 a2 a3
1 320 280 60 250 -30 329.39 289.78 70.07 260.28 -19.90
2 330 290 70 260 -20 330.00 290.01 70.00 260.01 -20.01
3 340 300 80 270 -10 330.49 290.56 70.48 260.41 -18.23
Začetni približki 2. iteracije so enake vrednostim iz podatkovnega lista robota. Iz
rezultatov lahko zaključimo, da so odvisni od začetnega približka, saj lahko algoritem
kot optimalen rezultat vzame lokalni minimum. Kljub temu pa lahko ugotovimo, da
so približki solidni, iz direktne kinematike lahko izračunamo, da bi ob uporabi DH
parametrov, ki največ odstopajo od realnih (iteraciji 1 ali 3 iz tabele 3.2) robot zadel
želeno pozicijo v toleranci ± 1 mm. Predvidevamo lahko, da bi bolǰsi približek lahko
dosegli z natančneǰso meritvijo in uporabo večih točk. S pomočjo tega postopka smo
tudi potrdili razdalje iz podatkovnega lista Fanuc 200iD/4S robota, katere lahko sedaj
z večjo gotovostjo uporabimo v URDF datoteki.
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Slika 3.6: Prikaz lokacije štirih točk in razdalij med njimi v globalnem koordinatnem
sistemu.
3.6 Priključitev kamere na ROS sistem in umerja-
nje kamere
Naslednji korak po pripravljeni URDF datoteki in Moveit paketu je bil začetek razvoja
aplikacije primi-položi. Cilj magistrske naloge je bil s pomočjo kamere zaznati pozicijo
lukenj za valjaste objekte ter valjastih objektov in vse valjaste objekte preložiti v luknje
iz ene na drugo stran mize, pozicijo valjev pa v realnem času prikazovati v RViz. S
tem bi dokazali, da je aplikacijo, ki jo ponuja Fanuc programska oprema z uporabo
iRVision paketa možno razviti tudi z uporabo ROS orodij.
3.6.1 Priključitev kamere
Za zaznavanje valjev in lukenj je bilo najprej potrebno z ROS povezati kompatibilno
kamero. Začetna ideja je bila, da bi uporabili obstoječo kamero Sony XC-56, ki je bila
originalno nameščena za Fanuc iRVision sistem. S pomočjo Wireshark orodja za ana-
lizo omrežnega prometa smo poizkušali izslediti slikovni paket, ki ga preko Ethernet
kabla na prenosni računalnik pošilja Fanuc krmilnik. Ugotovili smo, da je paket, ki
ga pošilja krmilnik v taki obliki, da ga je brez pisanja dodatnih skript zmožen odpreti
le spletni vmesnik Fanuc krmilnika na operacijskem sistemu Windows z uporabo pro-
grama Internet explorer in ActiveX vtičnikov. Po tej ugotovitvi smo se odločili, da
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ne bomo razvijali svojega gonilnika za originalno kamero temveč smo uporabili USB
spletno kamero, za katere obstajajo ROS gonilniki. Kamero smo namestili v bližino
obstoječe kamere, na vrh robotske celice. Uporabljena kamera je bila Logitech C525
HD. Ta kamera ima ločljivost 1280x720 ob 30 sličicah na sekundo. Ima možnost av-
tomatskega fokusa in 69◦ vidni kot. Uporabljen gonilnik je bil ROS paket usb cam.
Paket smo prenesli v delovni direktorij na podoben način kot smo prenesli ostale pa-
kete, uporabljene v tem delu do sedaj. Izvedli smo naslednji ukaz v terminalu, kjer
smo se predhodno prepričali da smo s cd ukazom navigirali do src mape delovnega
direktorija:
git clone --single-branch --branch master https://github.com/
ros-drivers/usb_cam
Delovni direktorij smo ponovno zgradili s catkin make ukazom. Po izvedbi catkin make
ukaza smo zagnali konfiguracijske datoteke delovnega direktorija:
source devel/setup.bash
Za tem je bilo potrebno ugotoviti nazive kamer, ki so bile priklopljene na računalnik.
To smo izvedli z naslednjim ukazom:
ls -ltrh /dev/video*
V vsaki vrnjeni vrstici je bil prikazan naziv kamere. Običajno sta kameri na prenosnem
računalniku dve, ena je vgrajena kamera nad zaslonom računalnika, ki ima privzeto
ime /dev/video0, druga pa je zunanja kamera s privzetim imenom /dev/video1. Če
imamo več kamer ali pa virtualne kamere, je potrebno identificirati pravo. Preprost
test je, da v launch datoteki usb cam-test.launch znotraj usb cam paketa spremenimo
parameter video device na vrednost /dev/videoi, kjer je i številka kamere. Kamero smo
stestirali z naslednjim ukazom:
roslaunch usb_cam usb_cam-test.launch
Po uspešni določitvi imena kamere smo spremenili naziv kamere še v datoteki
usb cam node.cpp v vrstici ki spreminja parameter video device. Paket smo ponovno
zgradili in zagnali konfiguracijsko datoteko delovnega direktorija.
3.6.2 Umerjanje kamere
Po uspešnem testu in identifikaciji imena je bilo potrebno kamero umeriti. Umerjanje
je enostavno, saj znotraj ROS repozitorija že obstaja paket, ki je namenjen umerjanju.
Paket se imenuje camera calibration. Paket smo namestili z naslednjim ukazom v
terminalu:
rosdep install camera_calibration
Za umerjanje potrebujemo črno-belo šahovnico znanih dimenzij. V delu je bilo umer-
janje izvedeno z enako šahovnico, kot je uporabljena v primeru [21], torej šahovnico
dimenzij 8x6 kvadratov z dolžino stranice 108 mm. V enem terminalu smo zagnali
vozlǐsče usb kamere:
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roslaunch usb_cam usb_cam-test.launch
v drugem pa program za umerjanje:
rosrun camera_calibration cameracalibrator.py --size 8x6 --square 0.108
image:=/usb_cam/image_raw camera:=/usb_cam
Pred kamero smo nato postavili šahovnico, ki smo jo predhodno natisnili na list papirja
in prilepili na trdo podlago. V camera calibration oknu je bilo po kliku na Calibrate
potrebno šahovnico počasi rotirati okoli x -osi in y-osi in premikati v smeri z -osi. Ko je
imel program za umerjanje dovolj podatkov smo kliknili Save in Commit. Umerjanje
nam je ustvarilo projekcijsko matriko 3 x 4 in privzeto štiri distorzijske koeficiente.
Program za umerjanje nam omogoča vse do 8 distorzijskih koeficientov (šest radialnih in
dva tangencialna). Distorzijski koeficienti so konstantni in jih je potrebno določiti samo
enkrat, medtem ko je projekcijska matrika odvisna od velikosti slike kamere, vendar
paket usb cam poskrbi za to, da se s spremembo resolucije koeficienti ustrezno skalirajo.
Izračunano matriko kamere smo odprli v programu Gedit s pomočjo naslednjega ukaza,
kjer smo usb cam.yaml zamenjali z imenom datoteke, kamor smo konfiguracijo shranili:
gedit ∼/.ros/camera_info/usb_cam.yaml
V YAML dokumentu smo našli parametre, s katerimi je bilo umerjanje izvedeno (re-
solucija kamere in ime kamere), matriko kamere, distorzijske koeficiente, korekcijsko
matriko, ki za kamero z eno lečo ni uporabljena in projekcijsko matriko. Matrika naše
kamere K je prikazana v enačbi 3.10, distorzijski koeficienti pa v enačbi 3.11.
K =
⎡⎣fx 0 cx 00 fy cy 0
0 0 1 0
⎤⎦ =
⎡⎣718.790 0 293.127 00 722.204 221.304 0
0 0 1 0
⎤⎦ (3.10)
[︁




0.04032 −0.1681 −0.002445 −0.006594
]︁
(3.11)
Za primer uporabe omenjenih enačb smo si izbrali določanje velikosti delovne mize
s pomočjo kamere. Velikost mize smo poznali, zato smo se lahko prepričali, da smo
imeli kamero dobro umerjeno in bo vodenje robota na podlagi slike iz kamere možno.
Na sliki 3.7 je prikazan robot, delovna miza in kamera s pripadajočimi koordinatnimi
sistemi.
Najprej smo izračunali transformacijo med koordinatnim sistemom kamere {C} in mize
{t}, nato pa še transformacijo med k.s. {C} in diagonalno nasprotnemu robu izhodǐsča
mize. Na sliki 3.8 je prikazana zajeta slika iz kamere, na kateri je vidna delovna miza
z desetimi objekti.
Iz slike smo odčitali pozicijo spodnjega levega roba in zgornjega desnega roba mize.
Vrednosti v enotah piksli znašajo (91, 202) in (505, 450). Kamera je od delovne mize
oddaljena 86.7 cm (z=0.867). Izračun dolžine mize določimo s pomočjo enačb za
umerjeno kamero 2.10 - 2.13:
36












Slika 3.7: Prikaz robota, delovne mize in kamere s pripadajočimi koordinatnimi
sistemi.




∗ z = 91− 320
718.79




∗ z = 505− 320
718.79
∗ 0.867 = 0.2232
Ltx = abs(x1 − x2) = abs(−0.2762− 0.2232) = 0.499m 37
Integracija industrijskega robota s programsko opremo ROS-Industrial
Izmerjena dolžina mize je bila 49.8 cm, s kamero pa smo določili dolžino 49.9 cm.
Podobno smo naredili še za širino mize, kjer smo dobili rezultat 29.8 cm. Umerjanje
kamere smo torej validirali in nadaljevali z algoritmom za obdelavo slike iz kamere.
3.7 Razvoj aplikacije primi-položi
Aplikacija primi-položi, ki je bila razvita znotraj magistrskega dela, je obsegala obde-
lavo slike iz kamere, algoritem za premikanje robota, generacijo trajektorije in vizuali-
















Fanuc LR Mate 200iD/4S
Slika 3.9: Visoko-nivojska struktura razvite aplikacije primi-položi.
Celoten sistem integriranega industrijskega robota z ROS v smislu strojne opreme
obsega naslednje komponente: Fanuc LR Mate 200iD/4S robot, Fanuc R30iB krmilnik,
Schunk 40-N-N-B prijemalo, Logitech C525 HD USB kamero ter PC z Ubuntu 16.04 in
ROS Kinetic sistemom. Programska oprema pa obsega PC z ROS sistemom in Fanuc
krmilnik s TP programom, ki prevaja ROS sporočila.
Na sliki 3.10 je prikazana shema celotnega sistema, kjer pa je tudi bolj podrobno pri-
kazana programska oprema za aplikacijo primi-položi. Aplikacija obsega ROS vozlǐsča
usb cam, camera to cv, rviz markers, moveit fanuc, set io in fanuc driver, uporabljena
ROS orodja pa so bila Moveit za planiranje poti in RViz za vizualizacijo. Znotraj ma-
gistrskega dela so bila razvita vsa vozlǐsča z izjemo usb cam in fanuc driver.
Logika celotne aplikacije je naslednja: Vozlǐsče usb cam zajame sliko iz USB kamere in
pretvori sliko v ROS sporočilo. ROS sporočilo s sliko je vhod v vozlǐsče camera to cv, v
katerem teče algoritem zaznave mize, objektov in lukenj s pomočjo OpenCV knjižnice
za računalnǐski vid. Vozlǐsče camera to cv v obliki ROS sporočila pošlje pozicije lukenj
in objektov v vozlǐsči moveit fanuc in rviz markers. Vozlǐsče rviz markers generira in
objavlja ROS sporočila, ki vsebujejo informacije o lokacijah in velikostih “markerjev”
za vizualizacijo v RViz orodju. Vozlǐsče moveit fanuc generira trajektorije robota za
prelaganje objektov med luknjami v robotski celici s pomočjo znanih pozicij lukenj in
objektov. Končni cilj je preložiti vse objekte na levo ali desno stran delovne mize.
Trajektorije moveit fanuc generira s pomočjo Moveit planerja poti, v RViz orodju pa
lahko zaženemo posamezne trajektorije, lahko pa zaženemo celoten skupek trajektorij
za prelaganje objektov iz ene na drugo stran. Generirane trajektorije so s pomočjo
fanuc driver vozlǐsča pretvorjene v enostavno obliko, ki jo je možno interpretirati s Fa-
nuc krmilnikom, plani poti pa so poslani na krmilnik. Poleg tega vozlǐsče moveit fanuc
na določenih pozicijah (robot objame objekt, objekt je položen v luknjo) pošlje ukaz
odpri/zapri prijemalo v vozlǐsče set io. Vozlǐsče set io pa pošlje ta ukaz na Fanuc web
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server, ki s pomočjo ROS CGIO programa na TP spremeni stanje na določenem digi-
talnem izhodu. Vozlǐsče set io še prebere odziv in vrne odziv moveit fanuc vozlǐsču.
Če je ukaz uspešno izveden, program nadaljuje z naslednjo trajektorijo, v nasprotnem
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Slika 3.10: Shema celotnega sistema in primi-položi program, ki teče na ROS PC.
Opis posameznih vozlǐsč in podrobneǰsi opis delovanja aplikacije je predstavljen v po-
glavju 4.
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4 Rezultati in diskusija
4.1 Zaznavanje mize, objektov in lukenj s pomočjo
kamere
Za zaznavanje mize in objektov smo uporabili knjižnjico OpenCV v C++ programskem
jeziku. Objekti so bili valji z milimetrskimi dimenzijami ϕ25.7∗40 bele barve, ki so imeli
na vrhu nalepljen zelen krog. Algoritem za zaznavanje je sestavljen iz štirih korakov,














Slika 4.1: Algoritem za zaznavanje objektov iz slike.
camera to cv, kjer poteka obdelava slike. Pri obdelavi slike je prvi korak zaznavanje
delovne mize. Delovna miza ima, kot že omenjeno znane dimenzije in obliko. Problem
zaznavanja mize lahko torej poenostavimo na iskanje pravokotnika približno znanih
dimenzij. Algoritem za zaznavanje mize je sestavljen iz naslednjih korakov:
1. Vhod: RGB slika iz kamere [slika 4.2, oznaka 1]
2. Pretvorba RGB slike v sliko sivin.
3. Detektiranje robov s Canny detektorjem, ki vrne binarno sliko. [slika 4.2, oznaka
2]
4. Detekcija zunanjih kontur s funkcijo findContours.
5. Poenostavitev kontur z RDP (Ramer–Douglas–Peucker) algoritmom. [slika 4.2,
oznaka 3, zelene in bele konture]
6. Iskanje sklenjenih kontur s ploščino večjo od 200 px2, štirimi oglǐsči in koti med






Slika 4.2: Zaznavanje delovne mize.
7. Izrez slike znotraj največjega najdenega pravokotnika. [slika 4.2, oznaka 4]
Program v primeru dobro nastavljenih parametrov Canny detektorja najde mizo brez
težav. Z omejitvijo iskanja objektov le na območju delovne mize pa smo skraǰsali
računski čas detekcije objektov in lukenj, povečali pa smo tudi zanesljivost detekcije v
primeru valju podobnim objektom v okolici mize.
Algoritem za zaznavanje objektov je sestavljen iz naslednjih korakov:
1. Vhod: izrezana RGB slika delovne mize. [slika 4.3, oznaka 1]
2. Pretvorba RGB slike v HSV sliko, ki ima zajema območje vrednosti zelene barve.
[slika 4.3, oznaka 2]
3. Detekcija kontur s funkcijo findContours.
4. Poenostavitev kontur z RDP algoritmom. [slika 4.3, oznaka 3]
5. Določitev minimalnega očrtanega kroga sklenjenih kontur.
6. Za vsako konturo preveri če je ploščina konture med 200 in 600 px2. Če je
ploščina ustrezna nadaljuj z naslednjim korakom, drugače konture ne označi kot
potencialen objekt in preveri naslednjo konturo.
7. Če je ploščina minimalnega očrtanega kroga za do 30 odstotkov večja ali manǰsa





Slika 4.3: Zaznavanje objektov.
Največji izziv pri zaznavanju objektov so bili spremenljivi svetlobni pogoji. Spre-
memba osvetlitve je znatno vplivala na parametre zaznave. Pretvorba v HSV sliko
nam je omogočala nekoliko bolj robustno detekcijo zelene barve ob različnih svetlobnih
pogojih, a je parametre za različne pogoje vseeno bilo potrebno spreminjati. Poleg
tega so bile limite ploščin kontur in parameter velikostne primerjave ploščine konture
s ploščino očrtanega kroga nastavljene konzervativno, saj v spremenljivih svetlobnih
pogojih lahko te vrednosti precej odstopajo.
V tem delu ni bil razvit algoritem, ki bi deloval splošno za vse svetlobne pogoje, name-
sto tega pa smo v vozlǐsču za detekcijo implementirali ROS paket dynamic reconfigure,
ki nam je omogočil enostavno spremembo parametrov za zaznavanje med samim de-
lovanjem programa. S pomočjo ROS rqt reconfigure orodja, ki je prikazan na sliki 4.4
smo ob spremenjenih pogojih nastavili primerne parametre, program pa je nato za
dano osvetlitev zaznal objekte, mizo in luknje.
Parametri, ki smo jih spreminjali so bili svetlost, kontrast in gama korekcija slike za
zaznavanje objektov, minimalne in maksimalne H, S in V vrednosti za izolacijo zelene
barve, prag za določanje lukenj in parametri Canny detektorja za določanje mej mize. V
praksi je bil detektor za zaznavanje mize robusten in ga ni bilo potrebno spreminjati,
ostale parametre pa je ob spremembi osvetlitve bilo potrebno za robustno zaznavo
spreminjati.
Algoritem za zaznavanje lukenj vsebuje naslednje korake:
1. Vhod: izrezana RGB slika delovne mize. [slika 4.5, oznaka 1]
2. Pretvorba slike mize v 8-bitno sliko sivin in nato v binarno sliko z določenim
pragom za dano osvetlitev. [slika 4.5, oznaka 2]
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Slika 4.4: Dinamično določanje parametrov zaznave s paketom dynamic reconfigure.
3. Detekcija kontur z OpenCV funkcijo findContours.
4. Poenostavitev kontur z RDP algoritmom. [slika 4.5, oznaka 3]
5. Za vsako konturo: preveri, če je kontura že zaznana kot objekt. Če kontura ni
označena kot objekt določi elipso, ki se najbolje prilega konturi.
6. Za vsako konturo: preveri, če je ploščina konture med 200 in 600 px2. Če je
pogoj izpolnjen nadaljuj z naslednjim korakom, če pogoj ni izpolnjen pa zaznana
kontura ni označena kot luknja.
7. Če je ploščina prilegajoče elipse za do 30 odstotkov večja ali manǰsa od ploščine
konture označi konturo kot luknjo. [slika 4.5, oznaka 4]
Tako kot pri detekciji lukenj je bil največji izziv spremenljivi svetlobni pogoji. Ker so
luknje bele na črni podlagi, pa nam pretvorba v HSV sliko ni predstavljala prednosti,
zato smo sliko v binarno pretvorili s pomočjo praga (ang. threshold), ki je do določene
svetlosti piksel obravnaval kot črnega, od tega praga naprej pa kot belega. Prag bi
lahko v programu spreminjali tudi avtomatsko, a smo po nekaj testiranja ugotovili, da
je avtomatski prag običajno nastavljen prenizko, takšna binarna slika vsebuje veliko
šuma, detekcija lukenj pa je zato otežena. Algoritem določanja oblike konture je pri
iskanju lukenj nekoliko drugačen kot algoritem za zaznavanje objektov, saj ǐsčemo
prilegajočo elipso. V primeru lukenj ǐsčemo elipso zato, ker prilegajoča kontura zajema
dve površini na različnih razdaljah od kamere - ena površina je črna delovna miza,
druga pa bela podlaga, to lastnost pa kamera vidi kot elipso.
Lokacije lukenj in objektov so uporabniku prikazane kot slika iz kamere z označenimi
luknjami in objekti in sporočilo v terminalu, ki prikazuje koordinate lukenj in objektov.
Komunikacija z drugimi vozlǐsči je izvedena s pomočjo ROS tem, na katere vozlǐsče za
detekcijo objavlja koordinate lukenj in objektov in binarno informacijo o najdeni mizi.
Rezultati zaznave objektov in delovne mize iz kamere so bili zanesljivi ob pogoju da smo





Slika 4.5: Zaznavanje lukenj.
dokler nismo nastavili parametrov na novo osvetlitev. Za demonstracijo zaznave smo
naredili slike v različnih svetlobnih pogojih, parametrov zaznave pa nismo spreminjali.
Rezultati zaznave z različnimi osvetlitvami in nespremenjenimi parametri zaznave so




Slika 4.6: Zaznavanje lukenj in objektov ob minimalni svetlosti, ki omogoča zaznavo s
privzetimi parametri.
za najnižjo svetlost, za katero je možna 100 odstotna zaznava lukenj in objektov, slika
4.7 [oznaki 1 in 2] pa prikazuje mizo z zaznanimi objekti za najvǐsjo svetlost, za katero
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Slika 4.7: Zaznavanje lukenj in objektov ob maksimalni svetlosti, ki omogoča zaznavo
s privzetimi parametri.
Na desni strani slik 4.6 in 4.7 sta prikazana histograma [oznaki 3] - za skupen RGB
kanal - oranžna barva na sliki in za zeleni kanal - zelena barva na sliki. Opazimo lahko,
da sta si histograma temneǰse in svetleǰse slike po obliki podobna, gre namreč za enako
konfiguracijo osvetlitve (dnevna svetloba) ob drugačni stopnji svetlosti. Povprečni
vrednosti svetlosti pa se precej razlikujeta, saj je za temneǰso sliko povprečna vrednost
intenzitete 79.3, za svetleǰso pa 134.3.
Na sliki 4.8 [oznaki 1 in 2] pa je prikazana zaznava lukenj in objektov ob drugačni
konfiguraciji osvetlitve (LED osvetlitev v testnem prostoru). V tem primeru lahko
opazimo, da ena luknja ni zaznana, en objekt pa je zaznan nenatančno. Na sliki 4.8
[oznaka 3] lahko vidimo histogram slike, ki pa ima povsem drugo obliko kot histogram
v preǰsnji konfiguraciji. Povprečna intenziteta je sicer enaka 86.5, kar je podobno kot
pri preǰsnji konfiguraciji, vendar pa lahko opazimo da povprečje svetlosti ni merilo za
robustno zaznavo.
Dodati je potrebno, da ob spreminjanju parametrov zaznave lahko v vseh prikazanih
primerih dosežemo 100-odstotno zaznavo lukenj in objektov, ob nespremenjenih pa-
rametrih pa temu ni tako. Zaključimo lahko, da bi bilo zaznavo možno narediti bolj
robustno in avtomatsko, če bi na robotsko roko ali nad delovno mizo dodali dodaten







Slika 4.8: Zaznavanje lukenj in objektov ob drugi konfiguraciji osvetlitve.
4.2 Simulacija zaznanih objektov v RViz orodju
Simulacija objektov je bila izvedena v posebnem vozlǐsču rviz markers. Vhodi v vo-
zlǐsče so bili binarna informacija o najdeni mizi in lokacije najdenih objektov. Če je
bila miza najdena, je v RViz orodju na lokaciji mize glede na robota prikazan 3D model
mize, ki smo ga uvozili v .stl formatu in je bil predhodno izrisan v programu Siemens
NX. Objekti so bili izrisani kot valjasti primitivi, ki jih ni bilo potrebno 3D mode-
lirati, ampak le določiti tip in dimenzije objekta, saj izris geometrijskih primitivov
”markerji”v RViz orodju omogočajo. Markerjem lahko poleg lege določamo tudi barvo
prikaza v RVizu in morebitno povečavo / zmanǰsanje .stl objekta za doseganje pra-
vilnih enot prikaza. Tip komunikacije, s katerimi markerji komunicirajo z RViz-om in
drugimi vozlǐsči je z objavljanjem in naročanjem na temo visualization marker. Za pri-
kaz markerjev pa je potrebno v RViz orodju dodati še vizualizacijski tip MarkerArray,
ki je naročen na temo visualization marker. Iz podatkov, ki so objavljeni na to temo,
pa MarkerArray vizualizacijski tip generira 3D prikaz v RVizu. Markerji oz. lokacije
valjastih objektov so bili posodobljeni enkrat na sekundo, lokacije pa so se posodobile
samo takrat, ko je kamera videla celotno delovno mizo.
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Slika 4.9: Robot z delovno mizo in objekti v RViz.
4.3 Planiranje gibanja za pobiranje in odlaganje
objektov
Problema generacije trajektorije smo se lotili tako, da smo najprej določili točke, med
katerimi je robot izvajal gibanje. Te točke so bile pozicije lukenj in objektov. Začetni
algoritem, ki je vhod za planer poti, je bil implementiran s pomočjo Move Group C++
vmesnika v posebnem vozlǐsču moveit fanuc, sestavljen pa je bil iz naslednjih korakov:
1. Pojdi nad najbolj oddaljen objekt v y - smeri ob tem, da prijemalo ostane para-
lelno s tlemi.
2. Prijemalo spusti za 5 cm v z - smeri, da prijemalo objame objekt.
3. Zapri prijemalo.
4. Prijemalo dvigni za 5 cm v z - smeri.
5. Pojdi nad najbolj oddaljeno luknjo v y - smeri ob tem da prijemalo ostane para-
lelno s tlemi.
6. Prijemalo spusti za 5 cm v z smeri.
7. Odpri prijemalo.
8. Prijemalo dvigni za 5 cm v z - smeri.
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9. Ponovi korake od 1. - 8. dokler niso vsi objekti prestavljeni iz ene strani na
drugo.
Vozlǐsče moveit fanuc je bilo povezano z RViz orodjem Rviz Visual tools. Povezava
med vozlǐsčem in orodjem je izvedena s pomočjo teme rviz visual tools, prikaz orodja
v RVizu pa omogoča enak tip vizualizacije, kot smo ga uporabili za delovno mizo
in objekte - MarkerArray. To orodje nam omogoča izvedbo celotne trajektorije ali
pa izvedbo trajektorije po korakih. Orodje ima tudi možnost preklica trajektorije in
ustavitve robota.
Pot med posameznimi točkami je lahko izvedena na veliko različnih načinov, Moveit pa
omogoča planiranje kartezične poti, planiranje v prostoru sklepov robota ali planiranje
po prosti poti z izogibanjem oviram. Znotraj dela so bili testirani različni planerji poti,
značilnosti planerjev in ugotovitve pa so predstavljeni v nadaljevanju.
Kartezično planiranje je najbolj enostaven način planiranja, kjer smo robotu le
podali točke, ki jih mora doseči in interpolacijsko resolucijo. Slabost kartezičnega pla-
niranja je v tem, da ni primeren, če imamo prisotnih več ovir, saj Moveit ne omogoča
kartezičnega planiranja okoli ovir, kar pomeni da je potrebno za izogibanje ovir ročno
vnesti točke, ki preprečijo stik robota z oviro. Prednost kartezičnega planiranja pa je,
da imamo pot robota vedno pod nadzorom, kar je uporabno za procese, kjer potre-
bujemo gibanje po točno določeni poti - npr. varjenje. Je pa potrebno dodati, da bi
za primer varjenja bilo gibanje po točno določeni poti sicer lahko izvedeno, vendar pa
bi bilo potrebno poleg plana poti rešiti še plan hitrosti, nad katero pa v tem primeru
nimamo popolnega nadzora. Za naš primer je kartezična interpolacija poti vedno našla
rešitev, vendar je treba upoštevati, da pri prelaganju objekta iz ene na drugo stran
nismo imeli prisotne nobene ovire in zato vnašanje točk ni zahtevalo dodatnega truda
v primerjavi z vnašanjem točk za prosto planiranje. Če bi imeli na sredini mize oviro,
ki bi bila na poti med posameznimi točkami, pa bi morali vnašati dodatne točke.
Planiranje po prosti poti je zahtevneǰsi način planiranja, kjer robotu podamo točke,
ki jih mora doseči in ovire, ki so mu na poti. Ovire lahko podamo kot fiksne ovire
določene velikosti na določenih lokacijah, lahko pa jih zaznavamo s pomočjo senzorjev,
ki ovire zaznavajo dinamično. V našem postrojenju so bile ovire stene robotske celice.
Planer sestavi pot, ki se izogne oviram in doseže ciljno točko. V Moveit so integrirane
različne knjižnice planerjev poti, ki so z ROS povezane z uporabo akcije ali strežnika.
Najbolj uporabljena knjižnica za določanje plana poti je OMPL, ki je bila predstavljena
v poglavju 2.1.8, poleg njih pa so v Moveit delno integrirane tudi knjižnice CHOMP
(ang. Covariant Hamiltonian optimization for motion planning) in STOMP (ang.
Stochastic Trajectory Optimization for Motion Planning). Na sliki 4.10 je prikazana
pot robota med prelaganjem valja. Za ta plan poti je bila uporabljena OMPL knjižnica
z algoritmom RRTConnect. Na tem primeru je bila na sredini mize dodana ovira 30 x
20 x 5 (d x v x š [cm]), ki je na sliki prikazana kot kvader rdeče barve. Stene robotske
celice so prikazane v zeleni barvi. Pot, ki ji sledi zadnji sklep robota (brez prijemala)
je prikazana z rumeno črto, označene pa so tudi vmesne točke, med katerimi planer
interpolira pot. Pri planiranju poti je bila vklopljena nastavitev planiranja v prostoru
sklepov robota, saj smo ugotovili, da je taka pot v praksi običajno nekoliko dalǰsa
vendar bolj gladka, kot če bi bila vklopljena nastavitev v kartezičnem prostoru. Za
planiranje prikazane poti je algoritem potreboval 240 ms, za poenostavitev te poti pa
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70 ms. Pri planiranju z izogibanjem oviri je bilo ugotovljeno, da v določenih primerih
algoritem najde bolǰso rešitev, če omejimo gibanje posameznih sklepov. S tem odpade
nekaj planov poti, ki bi bili dalǰsi, čas planiranja pa se zmanǰsa. Za našo konfiguracijo
robota, ki je zaprt v robotski celici, je jasno, da prvi sklep robota ne sme narediti zasuka
večjega od ±60◦, za ostale sklepe pa smo podali maksimalne zasuke, ki so določeni v
podatkovnem listu robota.
Slika 4.10: Prikaz poti z izogibanjem oviri.
Glede na to, da Moveit omogoča preprosto spremembo tipa planerja, smo testirali še
preostale planerje OMPL knjižnice. Test je bil izveden tako, da smo za enake ciljne
pozicije uporabili različne planerje, relevantni parametri za primerjavo med planerji pa
so bili čas in uspešnost planiranja. Po preizkusu planerjev smo ugotovili, da je naj-
hitreǰsi planer res privzeto nastavljen RRTConnect, preostali planerji pa so lahko za
planiranje trajektorije do 20-krat počasneǰsi, nekateri izmed njih pa za veliko prime-
rov ciljne pozicije našega robota sploh ne najdejo plana poti, kar je pri RRTConnect
planerju redkost.
4.4 Krmiljenje digitalnih izhodov robota
Za aplikacijo primi-položi na realnem robotu je bilo poleg robota potrebno krmiliti
še digitalni izhod krmilnika, na katerega je bilo priključeno prijemalo robota. Za kr-
miljenje digitalnih izhodov smo uporabili dodaten gonilnik Fanuc CGIO, ki omogoča
krmiljenje digitalnih vhodov/izhodov s pomočjo ethernet povezave. Ta rešitev sicer ni
najbolǰsa za resneǰso industrijsko uporabo, saj je za krmiljenje uporabljen klic URL
naslova, ukaz pa se prenese po ethernet kablu na krmilnik, taka implementacija pa
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je časovno potratna. Prednost uporabe Fanuc CGIO gonilnika je bila relativno hitra
implementacija, saj ni bila potrebna priključitev dodatne strojne opreme, vendar pa
je za resneǰso uporabo priporočen priklop digitalnih vhodov/izhodov s pomočjo enga
izmed podprtih fieldbus sistemov.
Za namestitev Fanuc CGIO gonilnika je bilo potrebno na robotovem krmilniku vklopiti
opciji R632 (Karel opcija) in R626 (izbolǰsave spletnega strežnika). Druge zahteve so
bile delujoča nastavitev omrežja (možnost dostopa do Fanuc spletnega vmesnika na po-
vezavi http://robot ip in pravilno nastavljene nastavitve HTTP overjanja - odklenjena
KAREL opcija in nastavljene globalne poverilnice ali pa dodajanje vnosa, ki omogoča
dostop le do ros cgio Karel programa. V našem primeru smo odklenili KAREL opcijo
in nastavili globalne poverilnice, izsek nastavitev je prikazan na sliki 4.11, relevantna
nastavitev je U (unlocked) pred Karel opcijo. Pred namestitvijo gonilnika ga je bilo po-
trebno še prevesti s pomočjo Roboguide Fanuc orodja. Prevedeno p-kodo smo naložili
na krmilnik, gonilnik pa je bil s tem nameščen.
U
Slika 4.11: Nastavitve HTTP overjanja.
Ko smo gonilnik namestili na robota, je bilo potrebno uskladiti zapiranje/odpiranje
prijemala s programom za planiranje gibanja. To smo izvedli tako, da smo razvili
ločeno vozlǐsče set io, ki je ponujalo ROS storitev. Ponujeni storitvi sta bili odpri
in zapri prijemalo. S klicem storitve odpri/zapri je set io vozlǐsče s pomočjo cURL
C++ knjižnice odprlo URL, ki je odprl/zaprl prijemalo. Pri klicanju naslova je set io
vozlǐsče še prebralo odziv, iz katerega je program za planiranje gibanja izvedel, če je
bilo odprtje/zaprtje uspešno in lahko nadaljuje z gibanjem. Odziv, ki ga vrne gonilnik
je naslednji:
{”result” : ”success”, ”op” : ”read”, ”type” : ”2”, ”idx” : ”2”, ”value” : ”1”}
Vozlǐsče set io je ta niz razbilo na manǰse nize na lokacijah ločila ”, 4. niz o rezultatu
pa je bil pretvorjen v sporočilo vozlǐsču za planiranje gibanja. Rezultat 1 je pomenil
uspešno izveden premik prijemala, 0 pa neuspešen premik. S tem je bilo zaključeno še
zadnje vozlǐsče aplikacije primi - položi, izvedli pa smo lahko test celotnega sistema.
Delovanje gonilnika za krmiljenje digitalnih vhodov / izhodov je sicer delovala zane-
sljivo, vendar je v določenih primerih potrebovala relativno veliko časa (do 1 s) za
izvedbo stiska / razpiranja prijemala. Najbolǰsa rešitev za odpravo težave bi bil pri-
klop prijemala s pomočjo fieldbus sistema. Realen robot med izvajanjem primi-položi
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operacije je prikazan na sliki 4.12. Posamezne oznake na sliki so naslednje: robot ima
oznako 1, prijemalo oznako 2, krmilnik oznako 3, objekt, ki ga robot prelaga je označen






Slika 4.12: Slika realnega robota z delovno mizo in objekti.
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5 Zaključki
Namen dela je bil razvoj napredne robotske aplikacije na ROS platformi. ROS omogoča
večjo fleksibilnost izbire senzorjev in ob tem večji nabor nalog robota, kot jih ponuja
programska oprema, integrirana v robota. V magistrskem delu je bila kot primer na-
predne aplikacije razvita aplikacija primi-položi z uporabo dodatne kamere. Ugotovili
smo, da je ob pravilni nastavitvi parametrov za dane svetlobne pogoje zaznava dovolj
natančna za izvajanje gibanja robota in manipulacije objektov. Za tovrstno aplikacijo
je dovolj natančno tudi krmiljenje robota s pomočjo Moveit paketa in fanuc gonilnika.
Aplikacijo smo preizkusili tako v simulaciji kot na realnem robotu. Povzetek razvoja
aplikacije in zaključki so predstavljeni v sledečih točkah.
1. S pomočjo 3D modela in podatkovnega lista robota smo ustvarili URDF in Moveit
paket za krmiljenje šest osnega robota. Moveit paket nam je omogočil planiranje
in izvajanje ročnega gibanja robota. Ročno gibanje smo uporabili za preizkus
delovanja planerja in gonilnika. S pomočjo Moveit C++ vmesnika smo sprogra-
mirali robota za premikanje med centri objektov in lukenj, ki so bili zaznani s
pomočjo kamere. Za planiranje gibanja je bil uporabljen vgrajen OMPL planer.
2. Pokazali smo, da je možno s pomočjo ROS paketa moveit commander prebrati
zasuke z robotovih enkoderjev. Robota smo poslali na štiri znane točke in odčitali
zasuke posameznih sklepov, iz katerih smo z optimizacijsko metodo notranje točke
in z uporabo Robotics toolbox knjižnice v MATLAB orodju validirali DH para-
metre robota. DH parametri so bili odvisni od začetnih približkov, v najslabšem
rezultatu optimizacijskega algoritma pa bi z rezultirajočimi DH parametri dose-
gali pozicijo orodja v tolerancah ± 1 mm.
3. Z uporabo dodatne kamere in ROS gonilnikom usb cam smo s pomočjo OpenCV
knjižnice razvili algoritem za samodejno zaznavanje pozicij valjastih objektov z
zeleno zgornjo površino, za zaznavanje črne delovne mize in za zaznavanje lu-
kenj v delovni mizi. Za zaznavanje zgornje površine objektov zelene barve je bila
uporabljena pretvorba v binarno sliko iz HSV formata slike z naslednjimi HSV
nastavitvami praga: H 36-70, S 47-255 in V 58-245. HSV vrednosti smo glede na
svetlobne pogoje spreminjali ročno s pomočjo ROS paketa dynamic reconfigure.
Delovna miza je bila zaznana s pomočjo Canny detektorja robov z nastavitvami:
nizek prag 1000, visok prag 5000 in velikost zaslonke 5. Zaznava delovne mize je
bila bolj robustna od zaznave objektov in lukenj. Tako za spremembo konfigu-
racije osvetlitve, kot za povprečno svetlost, je bila miza najdena brez sprememb
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parametrov Canny detektorja. Za zaznavanje lukenj je bila uporabljena binarna
pretvorba slike iz slike sivin, prag za najbolǰse delovanje algoritma v naši konfi-
guraciji osvetlitve pa je bil 160.
4. V RViz orodju smo s pomočjo uvoza .stl datoteke vizualizirali delovno mizo in
s pomočjo prikaza geometrijskih primitivov vizualizirali objekte. Za tovrstno vi-
zualizacijo ni bilo potrebno namestiti dodatnih ROS paketov, ustvariti pa je bilo
potrebno vozlǐsče, ki je na temo visualization marker objavljalo sporočila. Ro-
bota smo v RViz orodju imeli prikazanega že s pomočjo Moveit paketa, s pomočjo
vizualizacije objektov in mize pa smo lahko robota za preverjanje natančnosti za-
znave tudi ročno vodili do posameznega objekta.
5. Razvili smo ROS vozlǐsče, ki smo ga povezali z gonilnikom za krmiljenje digitalnih
vhodov / izhodov fanuc cgio. Vozlǐsče je ponujalo ROS storitev, preko katere smo
lahko upravljali vhode in izhode. Gonilnik fanuc cgio omogoča krmiljenje vhodov
/ izhodov s pomočjo Fanuc web strežnika, za povezavo z našim vozlǐsčem pa je bila
uporabljena cURL knjižnica, ki omogoča klicanje in branje iz spletnih naslovov.
S pomočjo te knjižnice smo iz Fanuc strežnika prebrali tudi odziv gonilnika o
uspešnosti izvedbe.
Z magistrskim delom je prikazan koncept kreiranja celotne robotske aplikacije s pomočjo
ROS. V delu so prikazana in uporabljena orodja, ki so pri razvoju tovrstne aplikacije
na voljo in ki nam poenostavijo nekatere postopke kot so priklop dodatnih senzorjev,
konfiguriranje parametrov med izvajanjem ROS podprogramov in vizualizacijo.
Predlogi za nadaljnje delo
V magistrskem delu je bila uporabljena monokularna kamera, ki pa bi se jo dalo nado-
mestiti s stereo kamero, s katero bi lahko zaznavali tudi globino. Ta kamera bi lahko
bila uporabljena tudi za generacijo mape okoljskih objektov (ang. Octomap) robota,
katerim bi se robot izogibal.
Gonilnik, ki smo ga v delu uporabili za krmiljenje digitalnih vhodov / izhodov bi
v prihodnosti lahko nadomestili z lastnim gonilnikom, ki bi komuniciral s pomočjo
fieldbus sistema.
Uporabljen planer poti v magistrskem delu je bil numerični planer iz knjižnice OMPL.
Kot nadaljnje delo bi se lahko razvil analitični planer, ki bi bil vezan na točno določenega
robota in bi glede na literaturo skraǰsal čas planiranja poti.
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